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Resumen
Este documento describe el proceso de desarrollo de la API de un motor de orquestacio´n de
flujos de trabajo desarrollado en Java, para permitir su gestio´n de forma eficiente y uniforme.
Adema´s tambie´n se ha desarrollado una aplicacio´n web de disen˜o de flujos de trabajo, el cual
hace uso de la API del motor mediante servicios REST.
Partiendo de la necesidad de unificar la gestio´n de los flujos de trabajo en varias aplicaciones
desarrolladas por la empresa Integra Consultores, se ha realizado el disen˜o e implementacio´n
mediante una metodolog´ıa incremental. Como resultado se ha obtenido una API funcional que
cubre todas las necesidades requeridas por la empresa y que sera´ integrado en algunos de los
sistemas de informacio´n implementados por la empresa.
El desarrollo de la API del motor de flujos de trabajo y de la aplicacio´n web de disen˜o
de flujos de trabajo se han realizado durante la estancia en pra´cticas en la empresa Integra
Consultores.
El motor, la aplicacio´n web de disen˜o de flujos de trabajo y este documento conforman
el Trabajo de final de grado (TFG) en el Grado de ingenier´ıa informa´tica en la Universitat
Jaume I.
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Cap´ıtulo 1
Introduccio´n
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A lo largo de este documento, se describen los detalles del proyecto informa´tico IdeaFlow
de la empresa Integra Consultores. En este cap´ıtulo vamos ha describir los objetivos principales
del proyecto junto con su contexto y motivacio´n.
1.1. Contexto y motivacio´n del proyecto
Integra Consultores es una empresa tecnolo´gica situada en Castello´n, que se dedica a
diferentes a´mbitos de la informa´tica. Su actividad principal es la implantacio´n de sistemas de
informacio´n en los sectores de Entidades Financieras, Administracio´n Pu´blica e Industria [1].
Actualmente su plantilla se divide en tres equipos:
1. El equipo del SAT (Servicio de Atencio´n Te´cnica) esta´ formado por cuatro personas. Se
dedica a instalar las infraestructuras oportunas para los sistemas desarrollados y ofrecer
servicio te´cnico en caso de reparacio´n o sustitucio´n de algu´n componente.
2. El equipo de desarrollo se encarga de implementar o adaptar los sistemas de informacio´n
demandados, y de su mantenimiento y actualizacio´n a lo largo del tiempo. Actualmente
esta´ formado por un programador, un disen˜ador-programador, un analista-programador
y el jefe de proyectos. En este equipo es donde realizare´ el proyecto descrito en este
documento en calidad de programador en pra´cticas.
3. Recientemente la empresa ha desplazado a otras 5 personas (el otro equipo de desarrollo)
a otra empresa que ha contratado un nuevo sistema y quiere tener a los desarrolladores
trabajando en el lugar donde se va a implantar el sistema.
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Durante el desarrollo de los sistemas de informacio´n a medida para algunos clientes, han
observado que en muchas ocasiones existen procedimientos que se pueden gestionar como un
flujo de trabajo (solicitudes de diversa ı´ndole, procedimientos de autorizacio´n, etc.). Estos flujos
de trabajo son muy similares entre s´ı y poseen las mismas caracter´ısticas. Un flujo de trabajo se
caracteriza por estar formado por un conjunto de tareas. En todos los flujos de trabajo existen
una tarea inicial y una o varias tareas finales. Adema´s, estas tareas esta´n relacionadas mediante
transiciones y siempre tienen un responsable.
Un ejemplo de flujo de trabajo simple puede ser la solicitud de vacaciones dentro de una
empresa pequen˜a. En este caso un trabajador rellena la solicitud con los datos oportunos (esto
ser´ıa una tarea). Cuando decide presentar la solicitud (esto seria una transicio´n) entonces esta
pasa a validacio´n (esto es otra tarea), donde el responsable oportuno (en este caso el responsable
de recursos humanos) decide si aceptarla o cancelarla, llegando as´ı a las tareas finales de aceptada
o cancelada.
En la empresa, tras analizar varios motores de flujo de trabajo existentes en el mercado
como jBPM [2] y Camunda [3], se decidio´ que la mejor solucio´n era implementar uno propio. Se
tomo´ esta decisio´n debido a que estos motores son excesivamente potentes para las funcionali-
dades que buscaban y requer´ıan una curva de aprendizaje muy alta. Adema´s, requer´ıan poder
acoplar el motor a las aplicaciones ya desarrolladas.
Este proyecto consiste en desarrollar una API en Java para gestionar de forma eficiente los
flujos de trabajo. Esta´ API del motor sera´ integrada en los sistemas de informacio´n implemen-
tados por la empresa.
Hemos de desarrollar una aplicacio´n web que nos permita el disen˜o de flujos de trabajo con
parte de las funcionalidades que ofrece la API del motor. Para poder acceder a la API desde el
cliente web se desarrollara´n una serie de servicios REST que permitan hacer uso de ella.
Gracias a la API del motor de flujos, la empresa Integra Consultores pretende reducir el
tiempo de desarrollo de los futuros proyectos en los que necesite gestionar un flujo de traba-
jo. Adema´s, espera homogeneizar completamente la forma en la cual gestiona estos flujos, al
depender de la API.
1.2. Objetivos del proyecto
El principal objetivo de este proyecto es desarrollar una API en Java que permita gestionar
cualquier flujo de trabajo simple que pueda darse en una empresa, utilizando como persistencia
una base de datos MySQL. Con esta API se pretende gestionar los flujos de trabajo que la
empresa tenga que gestionar en sus futuros proyectos. Adema´s, para facilitar el disen˜o de flujos
de trabajo, se va a implementar un cliente web. Este se comunicara´ con la API del motor de
flujos mediante servicios REST que solo permitira´n acceder a algunas funcionalidades de la
API. Se ha elegido el lenguaje de programacio´n Java para poder integrar la API en cualquier
proyecto de la empresa, todos sus proyectos se desarrollan utilizando dicho lenguaje.
12
Este proyecto se puede dividir en dos subproyectos.
Por un lado se debe desarrollar la API del motor de flujos. Esta tiene como principales
objetivos:
• Definir nuevos flujos de trabajo, ampliarlos y modificarlos.
• Permitir duplicar la definicio´n de un flujo de trabajo.
• Permitir la cancelacio´n de un flujo de trabajo.
• Permitir el recorrido de forma sencilla cualquier flujo de trabajo existente.
• Implementar un sistema de permisos para poder iniciar el recorrido de los flujos de trabajo
tanto para usuarios como para departamentos.
• Implementar un sistema de permisos para poder realizar una tarea determinada.
• Permitir la cancelacio´n del recorrido de un flujo de trabajo.
• Permitir realizar llamadas a funciones externas.
• Permitir definir tareas condicionales.
• Permitir definir tareas de asignacio´n dina´mica.
• Implementar un histo´rico que refleje cualquier cambio durante el recorrido de un flujo de
trabajo y permita an˜adir entradas en e´l desde el exterior de la API.
Por otro lado se debe desarrollar la aplicacio´n web de disen˜o de flujos de trabajo que hara´ uso
de la API del motor. Sus principales objetivos son:
• Permitir hacer uso de parte de la API mediante servicios REST.
• Permitir crear y modificar flujos de trabajo.
• Permitir duplicar un flujo.
• Permitir crear y modificar tareas.
• Permitir crear y modificar transiciones.
• Permitir editar los permisos de un flujo.
• Permitir editar los permisos de una tarea.
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Finalmente, el desarrollo del proyecto tiene como objetivos formativos que el alumno encar-
gado de desarrollar la API del motor y la aplicacio´n web de disen˜o de flujos de trabajo adquiera
unas determinadas competencias y habilidades:
• Aprender acerca de los flujos de trabajo.
• Ampliar sus conocimientos sobre servicios REST.
• Mejorar sus habilidades sobre AngularJS.
• Conocer las tecnolog´ıas y herramientas que utiliza la empresa.
• Conocer la metodolog´ıas de trabajo de la empresa.
• Crear un subsistema que debera´ poder integrarse en diversos sistemas.
• Mejorar sus habilidades en la documentacio´n de aplicaciones.
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2.1. Descripcio´n general
El departamento de desarrollo de software de Integra Consultores ha decidido desarrollar
un sistema informa´tico, que consistira´ en el desarrollo de una API de un motor de flujos de
trabajo. Gracias a este sistema los nuevos proyectos que requieran gestionar flujos de trabajo
podra´n hacer uso de esta API para simplificar la implementacio´n de estos. Adema´s requiere una
interfaz gra´fica para hacer uso de las funcionalidades de disen˜o de la API del motor, por lo que
se desarrollara´ una aplicacio´n web de disen˜o de flujos de trabajo.
Concretamente se van a desarrollar dos subsistemas:
• API del motor de flujos de trabajo: esta API permitira´ realizar todas las funciona-
lidades de un motor de flujos de trabajo ba´sico. Desde la creacio´n de flujos de trabajo
sencillos hasta flujos de trabajo con tareas condicionales. Adema´s permitira´ un control de
permisos sobre tareas y flujos.
• Aplicacio´n web de disen˜o de flujos de trabajo: este permitira´ a los desarrolladores
crear de forma ra´pida y sencilla los nuevos flujos de trabajo que sean necesarios para las
nuevas aplicaciones as´ı como dar permisos a sus futuros usuarios y departamentos. Esta
aplicacio´n hara´ uso de la API del motor de flujos en la parte del servidor.
15
2.2. Descripcio´n funcional
2.2.1. Descripcio´n de conceptos
Un flujo de trabajo esta´ formado por un conjunto de tareas relacionadas entre s´ı mediante
transiciones. Un flujo de trabajo posee un administrador.
Una instancia de flujo de trabajo es el recorrido de un flujo de trabajo que inicia un
usuario. Conforme se avanza en el flujo de trabajo se van instanciando tareas y finaliza´ndolas.
Cuando se instancia una tarea final entonces se finaliza la instancia del flujo de trabajo a la que
pertenece.
Un flujo de trabajo posee una u´nica tarea inicial y una o varias tareas finales. Las
instancias de las taras tienen responsable, el cual puede ser un usuario o un departamento. Las
tareas de un flujo de trabajo pueden ser de distintos tipos, entre ellos condicional y dina´mica.
Las tareas condicionales son tareas cuyas instancias no requieren la interaccio´n de un usuario
y se finalizan solas tomando la transicio´n oportuna. Las tareas de asignacio´n dina´mica son
tareas en las que cuando se instancian, el responsable se obtiene dina´micamente (en lugar de
estar predeterminado se obtiene de una lista mediante una funcio´n externa).
2.2.2. Descripcio´n funcional del motor
La API del motor de flujos de trabajo sera´ utilizada, a trave´s de otras aplicaciones,
por usuarios previamente identificados en dichas aplicaciones. Estas aplicaciones utilizara´n el
identificador del usuario y el identificador del departamento al que pertenece el usuario para
identificarlo ante la API del motor y realizar las llamadas oportunas. A continuacio´n se describen
todas las funcionalidades que ofrece la API del motor.
Los usuarios pueden realizar dos acciones principales, instanciar (iniciar el recorrido de este)
un flujo de trabajo y realizar una serie de acciones sobre instancias de tareas en un flujo de
trabajo que este´ siendo recorrido.
No todos los usuarios pueden realizar todas las acciones. Como hemos comentado los flujos
tienen un administrador y las instancias de tareas un responsable. Existe un sistema de permisos,
que se aplica a usuarios y departamentos de forma que el usuario puede tener permiso para
instanciar un flujo o tener permiso para ser el responsable de una instancia de una tarea (bien
directamente o bien a trave´s de su departamento).
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Cualquier usuario podra´:
• Consultar los datos referentes a la estructura de un flujo de trabajo (las tareas que contiene,
las transiciones que parten de una tarea, etc).
• Consultar que´ flujos de trabajo puede instanciar.
• Consultar sus instancias de tareas pendientes (aquellas que no han sido finalizadas) y las
de su departamento.
• Consultar el histo´rico de aquellas instancias de flujo en las que haya participado.
• Gestionar (crear y eliminar) los permisos para instanciar flujos de trabajo y para realizar
instancias de tareas, as´ı como cambiar el responsable de un flujo de trabajo.
• Gestionar la estructura completa de un flujo de trabajo. Esto implica poder crear, modi-
ficar y eliminar flujos de trabajo, tareas y transiciones.
Si un usuario tiene permiso para instanciar un flujo de trabajo, este puede instanciarlo.
Si un usuario es el responsable de una instancia de tarea puede:
• Finalizar la instancia de tarea indicando la transicio´n a tomar hacia la siguiente tarea.
• Consultar a que otros usuarios o departamentos puede asignarles la instancia de tarea.
• Asignar como responsable de la instancia de tarea a otro usuario o departamento.
Si el departamento de un usuario es el responsable de una instancia de tarea, este
usuario puede asignarse como responsable de la instancia de tarea.
Si un usuario es administrador de un flujo de trabajo puede:
• Consultar el histo´rico de aquellas instancias de flujo que pertenezcan al flujo de trabajo
que administra.
• Cancelar cualquier instancia del flujo de trabajo que administra (y por lo tanto cualquier
instancia de tarea que no haya sido finalizada dentro de esa instancia de flujo).
• Finalizar cualquier instancia de tarea que pertenezca a cualquier instancia del flujo que
administra indicando la transicio´n a tomar hacia la siguiente tarea.
• Asignar como responsable de cualquier instancia de tarea no finalizada que pertenezca a
cualquier instancia del flujo que administra a otro usuario o departamento.
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Por u´ltimo la API del motor de flujos debe de realizar las siguientes funcionalidades
internas:
• Ante cualquier accio´n que requiera algu´n tipo permiso, comprobarlo y no permitir la
accio´n en caso de no poseerlo.
• Cuando un usuario instancie un flujo de trabajo, se debe de instanciar automa´ticamente
su tarea inicial y asignar como responsable de esta al usuario.
• Cuando un usuario finalice una instancia de tarea tomando una transicio´n, se debe de
instanciar la tarea destino de dicha transicio´n y asignarle el responsable oportuno.
• Cuando se instancie una tarea que requiera responsable, este se le debe de asignar a partir
de la lista de permisos de tareas o de forma dina´mica si es el caso.
• Cuando se instancie una tarea condicional, esta debe de ser finalizada automa´ticamente
tomando la transicio´n oportuna.
• Cuando se instancie una tarea final, esta debe de ser finalizada automa´ticamente junto
con la instancia del flujo de trabajo a la que pertenece.
• Cuando se tome una transicio´n con funcio´n externa, se permitira´ o no realizar la accio´n
en funcio´n del resultado.
• Cualquier accio´n realizada en una instancia de un flujo de trabajo debe de ser reflejada
en el histo´rico.
• Llamar a funciones de la aplicacio´n que hace uso de la API del motor en las funciones
condicionales, las tareas de asignacio´n dina´mica y las funciones de las transiciones.
2.2.3. Descripcio´n funcional de la aplicacio´n web de disen˜o de flujos de tra-
bajo
Los usuarios que utilicen la aplicacio´n web de disen˜o de flujos de trabajo sera´n considerados
en esta seccio´n como disen˜adores de flujos de trabajo.
El disen˜ador de flujos de trabajo es el que realiza todas las tareas asociadas a la definicio´n
y modificacio´n de la estructura de los flujos de trabajo.
El disen˜ador de flujos podra´ realizar todas las operaciones del motor relacionadas con la
definicio´n estructural de un flujo de trabajo. Esto implica la creacio´n y modificacio´n de flu-
jos, tareas y transiciones, as´ı como desactivarlos y reactivarlos. Adema´s podra´ definir tareas
condicionales y de asignacio´n dina´mica.
Por u´ltimo el disen˜ador de flujos tambie´n podra´ definir la seguridad de los flujos de trabajo,
definiendo as´ı los permisos de los flujos y las tareas y designando el administrador de cada flujo.
18
2.3. Alcance
La API del motor de flujos de trabajo solo abarca las funcionalidades requeridas para flu-
jos secuenciales (flujos en los que su recorrido se realiza secuencialmente, tarea a tarea). De
esta forma, la implementacio´n de toda la funcionalidad requerida para dar soporte a posibles
paralelismos queda descartada.
La API del motor de flujos de trabajo no se encargara´ ni de la identificacio´n de los usuarios
ni de la validez de sus credenciales. Dado que la API ha sido disen˜ada para ser embebida en otras
aplicaciones, estas son las responsables de realizar las comprobaciones de seguridad oportunas
sobre las credenciales de los usuarios.
Dado que la API del motor de flujos permite la modificacio´n de los permisos y de la estructura
de un flujo de trabajo a cualquier usuario, el hecho de solo permitir esas funcionalidades a los
usuarios que lo requieran sera´ responsabilidad de la aplicacio´n que la contiene.
En cuanto al sistema de permisos, este ha sido disen˜ado para dar soporte a usuarios y de-
partamentos, quedando totalmente descartada la posibilidad de aceptar estructuras jera´rquicas
de seguridad, para poder hacer uso de este tipo de estructuras existen las tareas de asignacio´n
dina´mica.
La aplicacio´n web de disen˜o de flujos de trabajo de momento no mostrara´ los diagramas de
flujos, es su lugar representara´ la informacio´n estructural de los flujos en tablas.
La aplicacio´n web de disen˜o de flujos de trabajo no se encargara´ de la autenticacio´n de los
usuarios ni de la validez de sus credenciales. El acceso a esta aplicacio´n web sera´ controlado por
el sistema de autenticacio´n general de la empresa.
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3.1. Metodolog´ıa
Para realizar el proyecto se ha decidido utilizar una adaptacio´n de la metodolog´ıa a´gil Scrum
[23]. Esta metodolog´ıa consiste en realizar un desarrollo incremental del proyecto en lugar de
planificar y ejecutar completamente el proyecto.
Se ha decidido esta estrategia debido a que muchas de las funcionalidades que debe realizar
la API aun no se sabe como realizarlas o su definicio´n es muy escasa y general. Adema´s, debido a
que el analista normalmente solo esta´ un d´ıa a la semana, esta estrategia es perfecta para realizar
una reunio´n de seguimiento del sprint cada una o dos semanas y as´ı definir las funcionalidades
incrementalmente y analizar el avance del proyecto.
En esta metodolog´ıa la descripcio´n de las funcionalidades a implementar se realiza mediante
historias de usuario y se estima temporalmente mediante puntos de historia.
Para organizar las historias de usuario se ha utilizado la metodolog´ıa Kanban. Recientemente
la empresa esta´ empezando a utilizar el Kanban Borad de Jira, el cual facilita el trabajo.
Finalmente, dado que la API del motor de flujos que se desea implementar esta´ formada
mayormente por operaciones y funcionalidades ato´micas o poco complejas, se ha decidido utilizar
el desarrollo dirigido por pruebas (TDD) para implementar las partes ma´s cr´ıticas de la API,
los me´todos con lo´gica que interaccionan con la base de datos.
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El TDD consiste en escribir las pruebas antes que el co´digo y cuando este pasa las pruebas
se refactoriza. De esta forma se obtiene un co´digo limpio y funcional, adema´s en caso de tener
que modificarlo en el futuro, si se modifica erro´neamente afectando a otras funcionalidades el
problema surge inmediatamente a la luz, reduciendo el tiempo de bu´squeda de errores al mı´nimo
[24].
3.2. Planificacio´n
Dado que durante este proyecto se va a utilizar una adaptacio´n de la metodolog´ıa a´gil
Scrum, en este apartado se realiza una planificacio´n temporal de la duracio´n de cada sprint y
una primera planificacio´n de la pila del producto.
La duracio´n de este proyecto es de aproximadamente unas 300 horas. Dado que cada jornada
es de 5 horas el proyecto se realizara´ a lo largo de unas 12 semanas. Adema´s se ha decidido que
cada punto de historia equivale a una jornada de trabajo.
Durante esas semanas se realizara´n cinco sprints, cada uno de dos semanas aproximada-
mente. Las otras dos semanas se utilizara´n para realizar tareas que no forman parte de los
sprints. Concretamente la semana inicial se utilizara´ para conocer la empresa, las metodolog´ıas
de trabajo, las herramientas y el proyecto a realizar. La u´ltima semana se utilizara´ para corregir
errores, realizar mejoras sobre la API y para empezar a integrar la API en otro proyecto.
3.2.1. Planificacio´n temporal estimada
Para realizar la estimacio´n de los puntos de historia se han tenido en cuenta varios factores.
Por un lado la complejidad que el supervisor ha previsto que tendra´ esa historia y por otro lado,
dado que las historias de la aplicacio´n web de disen˜o de flujos de trabajo dependen directamente
de las de la API del motor de flujos, se ha decidido realizar solo una valoracio´n superficial del
conjunto del coste temporal que puede suponer. Adema´s las historias que implican el desarrollo
de algu´n apartado gra´fico tienen un coste mayor, debido a que la experiencia realizando interfaces
gra´ficas es menor y requieren de ma´s tiempo. Por u´ltimo, cabe destacar que aquellas historias
que au´n no se sabe con certeza como van a afectar al resto de componentes ni como se van
a implementar tienen un coste estimado extra (como es el caso de la historia de usuario para
implementar las tareas condicionales).
A continuacio´n se muestra la pila del producto inicial del proyecto. En ella aparecen las
historias de usuario priorizadas (segu´n el valor para la empresa, que en nuestro caso es nuestro
cliente) con una estimacio´n en puntos de historia. 1
1Junto al nombre de cada historia se ha indicado si pertenece a la API del motor de flujos de trabajo [M] o a
la aplicacio´n web de disen˜o de flujos de trabajo [W].
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HU1 Crear y modificar flujos [M]
Como disen˜ador de flujos de trabajo quiero poder definir flujos de trabajo para poder
definir uno de los elementos ba´sicos de un flujo de trabajo.
Estimacio´n: 1 PH — Prioridad: Muy Alta
HU2 Crear y modificar tareas [M]
Como disen˜ador de flujos de trabajo quiero poder definir tareas para poder definir uno de
los elementos ba´sicos de un flujo de trabajo.
Estimacio´n: 1 PH — Prioridad: Muy Alta
HU3 Crear y modificar transiciones [M]
Como disen˜ador de flujos de trabajo quiero poder definir transiciones entre tareas para
poder definir los diferentes caminos que puede tener un flujo de trabajo.
Estimacio´n: 1 PH — Prioridad: Muy Alta
HU4 Consulta de flujos de trabajo [M]
Como sistema quiero poder conocer los flujos de trabajo definidos y las tareas que lo
componen para poder presentar en la aplicacio´n las opciones necesarias.
Estimacio´n: 1 PH — Prioridad: Alta
HU5 Instanciar un flujo de trabajo [M]
Como usuario quiero poder instanciar un flujo de trabajo para que se realicen los tra´mites
oportunos.
Estimacio´n: 3 PH — Prioridad: Muy Alta
HU6 Consultar una instancia de un flujo de trabajo [M]
Como usuario quiero poder consultar el estado de una instancia de un flujo de trabajo
para ver en que estado se encuentra.
Estimacio´n: 1 PH — Prioridad: Muy Alta
HU7 Sistema de permisos de flujos [M]
Como disen˜ador de flujos de trabajo quiero poder definir la seguridad relacionada con un
flujo de trabajo para asegurar que solo los usuarios autorizados (bien sean ellos mismos o
bien su departamento) puedan instanciar un flujo de trabajo.
Estimacio´n: 2 PH — Prioridad: Alta
HU8 Sistema de permisos de tareas [M]
Como disen˜ador de flujos de trabajo quiero poder definir que´ usuarios o departamentos
son los responsables de realizar una tarea as´ı como definir un primer responsable (persona
o departamento a la que se asignara´ la tarea al instanciarse).
Estimacio´n: 2 PH — Prioridad: Alta
HU9 Traspaso de tareas [M]
Como usuario quiero poder traspasar las tareas que tenga asignada o este´n asignadas a
mi departamento a otros usuarios o departamentos que tengan permiso para as´ı poder
repartir mejor el trabajo.
Estimacio´n: 2 PH — Prioridad: Media
HU10 Histo´rico [M]
Como usuario quiero poder consultar todo el histo´rico de ejecucio´n de una instancia de
flujo de trabajo para poder conocer todas las acciones que se han llevado a cabo en una
instancia de flujo de trabajo.
Estimacio´n: 2 PH — Prioridad: Alta
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HU11 Cancelar una instancia de flujo de trabajo [M]
Como administrador de un flujo de trabajo quiero poder cancelar una de sus instancias y
todas sus instancias de tarea para poder cancelar flujos de los que nadie se hace cargo o
que se han creado erro´neamente.
Estimacio´n: 1 PH — Prioridad: Media
HU12 Llamadas a me´todos externos [M]
Como disen˜ador de flujos de trabajo quiero poder indicar que se ejecute un me´todo de
una clase externa a la API para mejorar la integracio´n de la API con las necesidades
funcionales de las aplicaciones externas.
Estimacio´n: 2 PH — Prioridad: Alta
HU13 Asignacio´n dina´mica de tareas [M]
Como disen˜ador de flujos de trabajo quiero poder indicar que una tarea es de asignacio´n
dina´mica para as´ı poder determinar su responsable en tiempo de ejecucio´n y hacer mucho
ma´s flexible y potente la definicio´n de flujos de trabajo.
Estimacio´n: 1 PH — Prioridad: Media
HU14 Tareas condicionales [M]
Como disen˜ador de flujos de trabajo quiero poder definir tareas condicionales para que el
flujo de trabajo siga un camino u otro en funcio´n del resultado la condicio´n.
Estimacio´n: 5 PH — Prioridad: Baja
HU15 Interfaz gra´fica de edicio´n de flujos [W]
Como disen˜ador de flujos de trabajo quiero poder editar la estructura ba´sica de un flujo de
trabajo desde una interfaz gra´fica web para hacer mi trabajo de una forma ma´s productiva
y fa´cil.
Estimacio´n: 10 PH — Prioridad: Alta
HU16 Servicios REST de edicio´n de flujos [W]
Como cliente web quiero poder comunicarme con servicios REST para que este me permita
el acceso a la funcionalidad de edicio´n de flujos de trabajo de la API.
Estimacio´n: 10 PH Prioridad: Alta
En la tabla 3.1 se ha realizado un reparto de las historias de usuario entre los sprits para
tener una aproximacio´n de las tareas a realizar en cada sprint y como se organizan en el tiempo.
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Sprint
Fecha
inicio
Fecha
fin Historia de usuario
Coste
estimado
(PH)
Sprint 1 19/02/16 07/03/16
HU01 - Crear y modificar flujos [M] 1
HU02 - Crear y modificar tareas [M] 1
HU03 - Crear y modificar transiciones [M] 1
HU04 - Consulta de flujos de trabajo [M] 1
HU05 - Instanciar un flujo de trabajo [M] 3
HU06 - Consultar una instancia de flujo de trabajo [M] 1
HU07 - Sistema de permisos de flujos [M] 2
Sprint 2 08/03/16 21/03/2016
HU08 - Sistema de permisos de tareas [M] 2
HU09 - Traspaso de tareas [M] 2
HU10 - Histo´rico [M] 2
HU11 - Cancelar una instancia de flujo de trabajo [M] 1
HU12 - Llamadas a me´todos externos [M] 2
HU13 - Asignacio´n dina´mica de tareas [M] 1
Sprint 3 22/03/16 07/04/16 HU14 - Tareas condicionales [M] 5
Sprint 4 08/04/16 21/04/16 HU15 - Interfaz gra´fica web de edicio´n de flujos [W] 10
Sprint 5 22/04/16 05/05/2016 HU16 - Servicios REST de edicio´n de flujos [W] 10
Tabla 3.1: Distribucio´n inicial aproximada de las historias en los sprints.
En el sprint 1 se va a implementar toda la funcionalidad ba´sica que permita la gestio´n de
flujos de trabajo e instancias de estos.
En el sprint 2 se va a implementar toda la funcionalidad avanzada de los flujos de trabajo
y los permisos.
En el sprint 3 se va a implementar toda la funcionalidad ma´s compleja relacionada con las
tareas y las instancias de estas. Dado que se espera finalizar todas las funcionalidades de la API
del motor de flujos de trabajo durante este sprint, en la estimacio´n inicial se ha decidido dejar
una holgura de 5PH. La finalidad de esta holgura es poder hacer frente a cualquier sobrecoste
temporal que pueda aparecer durante los sprints iniciales.
En el sprint 4 se va a implementar la interfaz de usuario de la aplicacio´n web de disen˜o de
flujos de trabajo que permita hacer uso de las funciones de disen˜o de la API del motor de flujos.
En el sprint 5 se va a implementar los servicios REST necesarios para que la aplicacio´n web
de disen˜o de flujos de trabajo pueda hacer uso de la API del motor de flujos a trave´s de ellos.
3.2.2. Planificacio´n temporal real
Durante la realizacio´n de proyecto se definieron nuevas historias de usuario y otras se mo-
dificaron. En la tabla 3.2 se puede observar la planificacio´n real del proyecto.
Los cambios ma´s significativos se produjeron en los sprints 4 y 5. Esto se debe a que en
la planificacio´n inicial se pose´ıa una informacio´n muy imprecisa de los requisitos que deb´ıa de
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cumplir la aplicacio´n web de disen˜o de flujos de trabajo. Esta informacio´n ya se pudo concretar
tras finalizar el sprint 3, en el que se pudo finalizar la API del motor de flujos de trabajo.
Sprint
Fecha
inicio
Fecha
fin Historia de usuario
Coste
real
(PH)
Sprint 1 19/02/16 07/03/16
HU01 - Crear y modificar flujos [M] 1
HU02 - Crear y modificar tareas [M] 2
HU03 - Crear y modificar transiciones [M] 1
HU04 - Consulta de flujos de trabajo [M] 1
HU05 - Instanciar un flujo de trabajo [M] 2
HU06 - Consultar una instancia de flujo de trabajo [M] 1
HU07 - Sistema de permisos de flujos [M] 2
Sprint 2 08/03/16 21/03/2016
HU08 - Sistema de permisos de tareas [M] 2
HU09 - Traspaso de tareas [M] 1
HU10 - Histo´rico [M] 2
HU11 - Cancelar una instancia de flujo de trabajo [M] 1
HU17 - Instanciar automa´ticamente la tarea inicial [M] 1
HU18 - Finalizar una tarea [M] 2
HU19 - Designar administrador de un flujo [M] 1
Sprint 3 22/03/16 07/04/16
HU12 - Indicar funciones externas en transiciones [M] 2
HU13 - Asignacio´n dina´mica de tareas [M] 1
HU14 - Tareas condicionales [M] 3
HU20 - Documentar la API [M] 4
Sprint 4 08/04/16 21/04/16
HU21 - Consultar los flujos de trabajo existentes [W] 2
HU22 - Crear, modificar y dar de
baja/alta un flujo de trabajo [W]
1
HU23 - Consultar los permisos y el administrador
de un flujo, crearlos y eliminarlos [W]
2
HU24 - Consultar la estructura de un flujo [W] 3
HU25 - Consultar los permisos de una tarea,
crearlos y eliminarlos [W]
2
HU26 - Crear una tarea completa, modificarla
y eliminarla [W]
-
Sprint 5 22/04/16 05/04/2016
HU26 - Crear una tarea completa, modificarla
y eliminarla [W]
3
HU27 - Crear una transicio´n completa, modificarla
y eliminarla [W]
2
HU28 - Permitir intercambiar el orden de
las funciones condicionales [W]
2
HU29 - Permitir modificar funciones
condicionales [W]
1
HU30 - Duplicar un flujo de trabajo [M y W] 2
Tabla 3.2: Distribucio´n final de las historias en los sprints.
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3.3. Estimacio´n de recursos y costes del proyecto
En cuanto a la estimacio´n de recursos y costes podemos dividirlo en costes humanos, costes
de software y costes hardware.
Los costes humanos son las 300 horas estimadas para realizar el proyecto. Estas horas se
pueden dividir en dos partes, 260 horas de programacio´n y 40 horas de ana´lisis. La tabla 3.3
muestra un resumen de los costes humanos y su ca´lculo.
Labor Duracio´n (h) Coste (e/h) Subtotal (e)
Ana´lisis 40 35 1400
Programacio´n 260 20 5200
TOTAL 6600 e
Tabla 3.3: Resumen de los costes humanos del proyecto.
En cuanto al uso de software en el proyecto se ha pretendido utilizar software gratuito duran-
te todo el proyecto. Tanto el sistema gestor de la base de datos, como el IDE de programacio´n
como las librer´ıas utilizadas lo son. Aunque la empresa tambie´n utilice JIRA, el coste de su
licencia no se tiene en cuenta debido a que son 10 e si se aloja en servidor propio [4] y otros
10 e la licencia de Bitbucket [5], adema´s se utilizara´ en todos los proyectos.
Finalmente como recurso software solo se utiliza el ordenador del entorno desarrollo el cual
esta´ valorado en unos 700 e. Dado que se ha utilizado en muchos proyectos, solo se aplicara un
coste proporcional de unos 60 e.
La tabla 3.4 muestra los costes totales del proyecto que ascienden a 6.660 e.
Recursos Subtotal (e)
Recursos humanos 6.600
Recursos software 0
Recursos hardware 60
TOTAL 6.660 e
Tabla 3.4: Resumen de los costes totales del proyecto.
27
28
Cap´ıtulo 4
Disen˜o del sistema
Contents
4.1. Disen˜o de la arquitectura de la API del motor de flujos . . . . . . . 29
4.1.1. Modelo de datos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
4.1.2. Arquitectura de la API del motor de flujos . . . . . . . . . . . . . . . . 31
4.2. Disen˜o de la arquitectura de la aplicacio´n web de disen˜o de flujos
de trabajo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
4.2.1. Arquitectura de la aplicacio´n web . . . . . . . . . . . . . . . . . . . . . . 32
4.2.2. Interfaz de la aplicacio´n web . . . . . . . . . . . . . . . . . . . . . . . . 33
Dado que se trata de un proyecto realizado mediante metodolog´ıa a´gil, el disen˜o inicial del
proyecto software que se va a realizar es muy ba´sico. Este disen˜o inicial es refinado, modificado
y perfeccionado a lo largo de los sprints.
Los apartados que vienen a continuacio´n van a mostrar el disen˜o final que se ha obtenido
tras realizar todos los sprints.
4.1. Disen˜o de la arquitectura de la API del motor de flujos
En este apartado se pretende explicar el disen˜o de la API del motor, explicando sus elementos
principales.
4.1.1. Modelo de datos
Tras las iteraciones de los sprints se modificaron, ampliaron y refinaron los requisitos de
datos resumidos a continuacio´n:
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• Flujo de trabajo: Un flujo de trabajo debe tener una descripcio´n que permita reconocer
su funcionalidad y un administrador, el cual podra´ realizar funcionalidades adicionales.
Por otro lado, dado que se trata de una entidad primaria, se desea que esta implemen-
te el borrado lo´gico (baja) y una pequen˜a auditor´ıa (fecha y usuario de alta y de
modificacio´n).
• Tarea: Una tarea debe tener una descripcio´n que permita reconocer su funcionalidad
y estar relacionada con el flujo de trabajo al que pertenece. Adema´s, una tarea puede
ser inicial, final, condicional o de asignacio´n dina´mica. Si es de asignacio´n dina´mica
debe de tener la clase y el me´todo al que se llamara´ para obtener al responsable. Por otro
lado, dado que se trata de una entidad primaria, se desea que esta implemente el borrado
lo´gico (baja) y una pequen˜a auditor´ıa (fecha y usuario de alta y de modificacio´n).
• Transicio´n: Una transicio´n debe tener una descripcio´n que permita reconocer su funcio-
nalidad. Tambie´n debe estar relacionada con su tarea de origen y destino. Por u´ltimo
debe de poder tener la clase y me´todo que se llamara´n cunado se realice la transicio´n
(en caso de tener una funcio´n externa). Adema´s debe de contener los mensajes de e´xito
y error a indicar en el histo´rico si se desea notificar la llamada en el histo´rico. Por otro
lado, dado que se trata de una entidad primaria, se desea que esta implemente el borrado
lo´gico (baja) y una pequen˜a auditor´ıa (fecha y usuario de alta y de modificacio´n).
• Funcio´n condicional: Una funcio´n condicional debe de tener un orden que le otorgue
mayor o menor prioridad, la clase y el me´todo externo que contienen la funcio´n condi-
cional. Adema´s debe de relacionarse con la tarea condicional a la que pertenece y con la
transicio´n que permitira´ tomar en caso de devolver un resultado exitoso.
• Permiso de flujo de trabajo: Un permiso de flujo de trabajo debe estar asociado a
un flujo de trabajo y garantizar a un usuario o departamento instanciar dicho flujo.
Por otro lado, dado que se trata de una entidad primaria, se desea que esta implemen-
te el borrado lo´gico (baja) y una pequen˜a auditor´ıa (fecha y usuario de alta y de
modificacio´n).
• Permiso de tarea: Un permiso de tarea debe estar asociado a una tarea y garantizar a
un usuario o departamento poder realizar cualquier instancia de dicha tarea. Adema´s,
debe de tener un primer responsable al cual se le asignara´n en primer lugar. Por otro
lado, dado que se trata de una entidad primaria, se desea que esta implemente el borrado
lo´gico (baja) y una pequen˜a auditor´ıa (fecha y usuario de alta y de modificacio´n).
• Instancia de flujo de trabajo: Una instancia de flujo de trabajo debe estar relacionada
con el flujo de trabajo al que se ha instanciado. Adema´s debe de saberse que´ usuario
la instancio´. Tambie´n deben de saberse la fecha en la que se instancio´ y la fecha en
la que se finalizo´ as´ı como saber si ha sido cancelada y por que motivo.
• Instancia de tarea: Una instancia de tarea debe estar relacionada con la tarea al que
se ha instanciado y con la instancia de flujo de trabajo a la que pertenece. Adema´s
debe saberse quie´n es su responsable. Tambie´n deben de saberse la fecha en la que se
instancio´, la fecha en la que se modifico´ y la fecha en la que se finalizo´ as´ı como
saber si ha sido cancelada.
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• Histo´rico: El histo´rico debe de reflejar con una descripcio´n cualquier accio´n realizada
en una instancia de flujo de trabajo o en una instancia de tarea. Tambie´n debe
de saberse la fecha en la que se realizo´ la accio´n, quien la realizo´, quien era el
responsable y el usuario o departamento destino si se esta´ realizando un cambio de
responsable.
4.1.2. Arquitectura de la API del motor de flujos
La arquitectura de la API del motor es una arquitectura de tres niveles o tres capas como
se puede observar en la figura 4.1:
1. La capa de acceso es la encargada de recibir las credenciales de los usuarios para hacer
uso de la API del motor y de ofrecer el acceso a los diferentes mo´dulos.
2. La capa de la lo´gica de negocio es la encargada de realizar todas las operaciones nece-
sarias para que la API del motor ofrezca la funcionalidad deseada. Esta capa esta´ dividida
en cuatro mo´dulos con diferentes responsabilidades:
• Mo´dulo del motor: es el mo´dulo encargado de permitir a los usuarios instanciar
un flujo de trabajo, as´ı como realizar las tareas oportunas. Se accede a e´l mediante
la capa de acceso.
• Mo´dulo del disen˜ador: es el mo´dulo encargado de mantener las estructuras de
los flujos de trabajo. Se accede a e´l mediante la capa de acceso para mantener las
estructuras de los flujos de trabajo as´ı como realizar consultas relacionadas con su
estructura.
• Mo´dulo de seguridad: es el mo´dulo encargado de mantener el sistema de permisos
para tareas y flujos de trabajo. Es utilizado por el mo´dulo del motor para comprobar
si los usuarios tienen los permisos correspondientes a la accio´n que esta´n realizando
y para obtener los responsables de las nuevas tareas instanciadas. Se accede a e´l
mediante la capa de acceso para realizar el mantenimiento de los permisos.
• Mo´dulo de auditor´ıa: es el mo´dulo encargado de mantener el histo´rico. Es utilizado
por el mo´dulo del motor para mantener la auditor´ıa de todas las acciones realizadas
durante un recorrido de un flujo de trabajo. Se accede a e´l mediante la capa de acceso
para consultar el historial de las instancias de los flujos de trabajo.
3. La capa de persistencia es la encargada de comunicarse con la base de datos. Esta debe
guardar, modificar, eliminar y buscar las entidades en la base de datos. Por ello esta capa
esta formada por entidades y de DAOs. Las entidades son objetos que representan
un elemento concreto (tarea, permiso de flujo de trabajo, etc) el cual es almacenado en
una tabla de la base de datos. Los DAOs (Data Access Object) se encargan de realizar
las operaciones CRUD (Create, Read, Update and Delete) sobre las entidades, as´ı como
de realizar bu´squedas y operaciones ma´s complejas que sean requeridas por la capa de la
lo´gica de negocio.
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Figura 4.1: Esquema de la arquitectura de la API del motor.
4.2. Disen˜o de la arquitectura de la aplicacio´n web de disen˜o
de flujos de trabajo
En este apartado se pretende explicar el disen˜o de la aplicacio´n web de disen˜o, explicando
sus elementos principales.
La aplicacio´n web de disen˜o debe de permitir al disen˜ador de flujos de trabajo gestionar los
flujos de trabajo y sus elementos (crearlos y modificarlos), as´ı como gestionar los permisos. Para
ello hara´ uso de los mo´dulos de disen˜o y seguridad de la API del motor de flujos de trabajo.
4.2.1. Arquitectura de la aplicacio´n web
Es un sistema cliente servidor. Por un lado el cliente web, el cual es el encargado de visualizar
los datos oportunos y obtenerlos/modificarlos mediante llamadas al servidor. Por otro lado,
el servidor es el encargado de ofrecer diferentes puntos de acceso que permitan utilizar las
funcionalidades de la API del motor mediante servicios REST. En la figura 4.2 podemos observar
un esquema ba´sico de los diferentes elementos y su interaccio´n.
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Figura 4.2: Esquema de la arquitectura de la aplicacio´n web de disen˜o de flujos de trabajo.
La aplicacio´n web de disen˜o de flujos de trabajo utiliza el patro´n arquitecto´nico MVVM [7]
(Model-View-ViewModel) en la parte del cliente. El principal motivo de usar este patro´n
es el hecho de utilizar AngularJS [6]. AngularJS permite implementar este patro´n con gran
facilidad.
En el patro´n MVVM participan tres elementos:
• Modelo: El modelo es el encargado de contener los datos.
• Vista: El papel de la vista es el de representar la informacio´n gra´ficamente para el usuario.
• Vista-Modelo (Modelo de vista): El modelo de vista es el encargado de mantener la
independencia entre el modelo y la vista. Este es el encargado de adaptar los datos del
modelo para poder visualizarlos en la vista, adema´s de realizar los cambios en el modelo y
obtenerlos de este. Este se sirve del enlace de datos bidireccional para mantener los datos
actualizados automa´ticamente entre e´l y la vista.
4.2.2. Interfaz de la aplicacio´n web
Dado que se trata de una aplicacio´n interna de la empresa y sus usuarios sera´n los propios
desarrolladores, se ha priorizado en mostrar una interfaz consistente y que ofrezca las funciona-
lidades de forma directa y ra´pida, todo ello sin sobrecargar la memoria del usuario.
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Interfaz gra´fica
Dado que se trata de un proyecto a´gil y la funcionalidad y uso de la interfaz gra´fica esta´n
enfocados a ser usados por el equipo de desarrollo, se realizaron unos primeros esbozos de la
interfaz gra´fica durante una reunio´n de seguimiento con el analista. Estos esbozos se realizaron
teniendo en cuenta las funcionalidades principales que deb´ıa ofrecer la aplicacio´n web de disen˜o
de flujos de trabajo.
En la figura 4.3 podemos observar el esbozo inicial de la que es la pantalla principal. Adema´s
en este esbozo tambie´n se puede observar la interaccio´n que se produce al crear un nuevo flujo
de trabajo.
Figura 4.3: Esbozo de la lista de flujos de trabajo.
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En la figura 4.4 se observa un primer esbozo de la forma en la que se representa la estructura
de un flujo de trabajo en la interfaz gra´fica.
Figura 4.4: Esbozo de la pantalla del editor de un flujo de trabajo.
En cuanto a la gama de colores se ha decidido utilizar diferentes tonalidades de azul, dado
que es el color ya usado en otras aplicaciones internas de la empresa.
En cuanto al modo de presentacio´n de los datos se ha decidido utilizar tablas (y multitablas)
con paginacio´n y bu´squeda en todos los atributos. El objetivo de estos elementos es el de no
sobrecargar la visio´n del usuario con demasiados datos y permitir una bu´squeda ra´pida de los
elementos.
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Jerarqu´ıa de pantallas
La figura 4.5 muestra la jerarqu´ıa de pantallas de la aplicacio´n. En ella podemos observar
como se relacionan entre s´ı y el flujo de navegacio´n que puede seguir el usuario.
Se ha decidido crear un menu´ principal para que en un futuro sea ma´s fa´cil integrar nuevas
funcionalidades de gestio´n.
Cabe mencionar que en la jerarqu´ıa de pantallas se han diferenciado las pantallas fijas de las
ventanas modales utilizando diferentes representaciones. Para ello se han utilizado recta´ngulos
y o´valos respectivamente.
Figura 4.5: Jerarqu´ıa de pantallas de la aplicacio´n web.
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A lo largo de este cap´ıtulo se van a explicar las tecnolog´ıas y herramientas utilizadas, as´ı como
algunos aspectos ma´s te´cnicos relacionados con partes espec´ıficas del proyecto.
5.1. Tecnolog´ıas y herramientas
La API del motor de flujos de trabajo y la parte del servidor de la aplicacio´n web de
disen˜o de flujos de trabajo se han implementado usando el lenguaje de programacio´n Java,
concretamente con la versio´n 1.6. Java es un lenguaje de programacio´n de propo´sito general,
concurrente y orientado a objetos [8]. Para facilitar la organizacio´n del proyecto se ha utilizado
Maven, una herramienta de software para la gestio´n y construccio´n de proyectos [9].
Para la persistencia de los datos se ha utilizado el sistema gestor de bases de datos MySQL.
Este es un sistema de gestio´n de bases de datos relacional, multihilo y multiusuario muy utilizado
[10].
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Para su desarrollo se han utilizado las siguientes librer´ıas de terceros:
• JUnit: Librer´ıa que permite realizar pruebas unitarias de forma sencilla y agruparlas en
bater´ıas de pruebas [11].
• Flexjson: Librer´ıa ligera que permite serializar y desserializar de forma muy simple cual-
quier estructura de datos de Java en JSON. La principal diferencia de esta librer´ıa respecto
a la mayor´ıa de librer´ıas JSON es el hecho de permitir de forma muy simple indicar el
nivel de profundidad del serializado, permitiendo serializaciones tanto profundas como
superficiales de los objetos, hasta incluso eligiendo el nivel de profundidad. [12].
• Hibernate: Librer´ıa que permite mapear objetos a una base de datos objeto relacional
[13]. De esta forma la persistencia de los datos se convierte en una tarea fa´cil y sencilla.
• Hibernate JPA: Librer´ıa auxiliar de la citada anteriormente que permite utilizar las
anotaciones de la API de Persistencia de Java (JPA) para ser usadas con Hibernate [13].
Gracias a esta librer´ıa los objetos que deben ser persistidos definen la estructura de la
base de datos en su co´digo sin necesidad de ningu´n fichero de configuracio´n adicional.
• MySQL Connector/J: Driver oficial JDBC (Java Database Connectivity) para conectar
con una base de datos de MySQL [14].
• Log4j: Librer´ıa altamente optimizada de ’logging’ creada por el Apache Software Founda-
tion Project. La principal ventaja de esta librer´ıa es el hecho de permitir redireccionar el
’log’ de forma externa as´ı como no afectar al rendimiento del co´digo en caso de fallo [15].
• RESTEasy: Librer´ıa que implementa la especificacion JAX-RS 2.0 y que permite crear
servicios RESTful en Java. Adema´s esta librer´ıa esta´ optimizada para funcionar en JBoss [16].
Cabe destacar que todas estas librer´ıas poseen permisos de libre utilizacio´n y redistribucio´n.
Para el desarrollo del cliente web se ha utilizado HTML5, CSS y AngularJS como contro-
lador de la vista y para comunicarse con el servicio web. AngularJS es un potente framework de
JavaScript que se utiliza para crear y mantener aplicaciones web de una sola pa´gina [17], concre-
tamente se ha elegido la versio´n 1.5. Para facilitar la organizacio´n del proyecto se ha utilizado
Bower, una herramienta de software para la gestio´n y construccio´n de proyectos JavaScript
del lado del cliente [18]. Esta herramienta es muy similar a Maven, se indican los paquetes
necesarios y ya se encarga de an˜adirlos al proyecto junto con las dependencias que necesite.
Para la parte del cliente se han utilizado los siguientes mo´dulos de terceros, los cuales poseen
permisos de libre utilizacio´n y redistribucio´n:
• Angular: Mo´dulo que contiene el framework de AngularJS.
• AngularUI Router: Mo´dulo que amplia las funcionalidades de AngularJS permitiendo
utilizar URLs diferentes en el cliente web sin realizar llamadas al servidor.
• Bootstrap: Mo´dulo que permite realizar una interfaz de usuario que se adapte a diferentes
dispositivos de forma fa´cil y ra´pida.
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• UI Bootstrap: Mo´dulo que amplia las funcionalidades de AngularJS permitiendo utilizar
directivas para manipular diferentes elementos de Bootstrap.
• RDash: Mo´dulo que permite crear fa´cilmente un menu´ de administracio´n lateral, esta´ ba-
sado en Bootstrap.
• Angular UI Grid: Mo´dulo que permite crear y manipular tablas complejas mediante
directivas de Angular y controladores.
Tanto para implementar la parte del servidor para la aplicacio´n web de disen˜o como para
albergar los servicios REST se ha decidido utilizar JBoss. JBoss es un servidor de aplicaciones
Java EE de co´digo abierto implementado en Java puro [19].
En cuanto al entorno de desarrollo cabe destacar que se ha utilizado NetBeans y MySQL
Workbench. NetBeans es un entorno de desarrollo integrado libre, hecho principalmente para
el lenguaje de programacio´n Java [20]. MySQL Workbench es una herramienta visual de disen˜o
de bases de datos que integra desarrollo de software, administracio´n de bases de datos, disen˜o
de bases de datos, creacio´n y mantenimiento para el sistema de base de datos MySQL [21].
Para probar los servicios REST se ha utilizado HttpRequester. Este es un complemento
para Firefox que permite realizar de forma fa´cil llamadas HTTP [22].
Finalmente se ha utilizado los servicios Jira y Bitbucket, ambos ofrecidos por Atlassian, los
cuales esta´n desplegados en un servidor local de la empresa. Estas herramientas han servido
para organizar la planificacio´n de la implementacio´n y para mantener un control de versiones,
respectivamente.
5.2. Control de versiones
El desarrollo del co´digo de la API del motor de flujos y el de la aplicacio´n web de disen˜o
de flujos de trabajo se han realizado de forma incremental e iterativa. Debido a que durante
el desarrollo se producen cambios en el co´digo ya existente se ha utilizado una herramienta
para el control de versiones. Bitbucket es un servicio de almacenamiento web, el cual permite
almacenar proyectos que utilizan Mercurial y Git. Git es un software de control de versiones.
Durante el desarrollo del proyecto se han creado dos repositorios Git, uno para cada elemento
principal del proyecto. En lugar de utilizar la estrategia de cuatro ramas (Master, Development,
Features y Hotfix) se utilizaron solo las dos ma´s importantes (Master y Development). Esto
es debido a que por una parte el proyecto solo fue desarrollado por una persona y por otra la
empresa acababa de empezar a utilizar Git y por lo tanto au´n no se ten´ıa un amplio conocimiento
sobre como usar Git de forma profesional.
La estrategia realizada ha consistido en actualizar la rama Development cada vez que se
finalizaba una historia de usuario o cuando se solucionaba algu´n conjunto de errores que se
hab´ıan detectado. La rama Master solo se actualizaba cuando se terminaba la implementacio´n
de todas las historias de usuario relacionadas con cada elemento principal, la API del motor de
flujos y la aplicacio´n web de disen˜o de flujos de trabajo.
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5.3. Detalles de implementacio´n de la API del motor de flujos
de trabajo
En este apartado se pretende explicar con ma´s detalle algunos aspectos te´cnicos relacionados
con la implementacio´n de la API del motor de flujos.
5.3.1. Base de datos
Dado que la empresa ha utilizado siempre bases de datos relacionales, se ha decidido tambie´n
utilizar una en este proyecto.
En la figura 5.1 podemos observar la estructura final de las tablas de la base de datos que
utiliza la API del motor como persistencia de datos.
Esta estructura se obtuvo a trave´s de varias mejoras y ampliaciones que se realizaron durante
los sprints y tras analizar las entidades y como se relacionaban entre ellas.
Finalmente se ha decidido que la base de datos sea totalmente pasiva, por lo tanto todas
las reglas de borrado y modificacio´n en la base de datos son de tipo restringir. De esta forma
se delega en el co´digo la capacidad de eliminar elementos relacionados si fuera el caso.
5.3.2. Validacio´n de datos
Dado que la API del motor puede ser utilizada por diversas aplicaciones, en todo momento
se realiza una validacio´n interna de todos los datos que recibe.
Las validaciones que realiza la API internamente son la siguientes:
• Los para´metros que acepta cualquier me´todo de la API no pueden ser nulos.
• Los para´metros de tipo cadena de caracteres que acepta cualquier me´todo de la API no
pueden tener un taman˜o superior a 300 caracteres si se trata de una cadena larga (usada
para descripciones, clases, etc) o de 25 si se trata de una corta (usada para identificadores
de usuario y departamento, etc).
• Los identificadores de usuario y departamento y las descripciones de los elementos que
componen la estructura de un flujo de trabajo no pueden ser una cadena vac´ıa.
• Cualquier identificador de un elemento de dentro de la API (flujo de trabajo, tarea, etc)
que se pase mediante la llamada de un me´todo, se comprobara´ que efectivamente ese
elemento existe.
• Validar que se puede realizar la accio´n del me´todo llamado dependiendo del identificador
del usuario y departamento.
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Figura 5.1: Estructura final de la base de datos.
41
5.3.3. Llamadas a funciones externas
Uno de los requisitos esenciales es el de poder gestionar funciones externas de diversa ı´ndole
de forma uniforme sin que eso afecte a la implementacio´n de la API del motor. Para ello se han
creado tres interfaces (una para cada tipo de funcio´n externa). De esta forma la implementacio´n
quedaba uniforme desde el punto de vista de la API del motor. Esto permite implementar flujos
de trabajo ma´s complejos. Concretamente estas funciones externas pueden ser llamadas en tres
ocasiones diferentes: para asignar un responsable a una instancia de tarea de forma dina´mica,
para comprobar si se puede realizar una transicio´n o no y para saber que transicio´n tomar cuando
se instancia una tarea condicional (cabe recordar que estas tareas se finalizan automa´ticamente
tomando la primera transicio´n que puedan tomar). Para ello se han creado tres interfaces, una
para cada tipo de funcio´n externa requerida para nuestra funcionalidad. En el ape´ndice A.3.3
se han desarrollado con detalle.
Por otro lado, la API del motor ha de ser capaz de llamar a esos me´todos en tiempo de
ejecucio´n sin conocer directamente a las clases que implementaban estas interfaces. Para ello se
ha decidido utilizar la reflexio´n que ofrece Java. La reflexio´n permite instanciar clases y llamar
me´todos entre otras funcionalidades a partir del nombre completo de la clase, el me´todo y su
firma. Para utilizar la reflexio´n en java se decidio´ crear la clase InvocadorUtils. En el co´digo
5.1 1 se puede apreciar el me´todo que invoca una funcio´n de una transicio´n. Ba´sicamente para
usar la reflexio´n primero se obtiene la clase a partir de su nombre completo, luego se obtiene
un objeto de dicha clase, a continuacio´n se obtiene el me´todo al que se desea llamar indicando
los tipos de sus para´metros y finalmente se llama a ese me´todo usando los propios para´metros.
En el caso de las funciones que usa la API del motor, e´stas siempre aceptan como para´metro
de entrada un String con los datos pertinentes serializados en JSON.
Co´digo 5.1: Me´todo que invoca a cualquier clase que contiene una funcio´n externa de una
transicio´n.
public static boolean invocarFuncionTransicion
(String clase , String metodo , String parametros) {
Class [] params = new Class [1];
params [0] = String.class;
try {
Class c = Class.forName(clase );
Object ob = c.newInstance ();
Method m = c.getDeclaredMethod(metodo , params );
return (Boolean) m.invoke(ob , parametros );
} catch (Exception e) {
return false;
}
}
1En el co´digo se han omitido algunas l´ıneas no relacionadas con la reflexio´n, como por ejemplo el logging en
caso de excepcio´n.
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5.4. Detalles de implementacio´n de la aplicacio´n web de disen˜o
de flujos de trabajo
En este apartado se pretende explicar con ma´s detalle algunos aspectos te´cnicos relacionados
con la implementacio´n de la aplicacio´n web de disen˜o de flujos de trabajo.
5.4.1. Implementacio´n del me´todo PATCH
Dado que la parte del servidor de la aplicacio´n web de disen˜o de flujos de trabajo utiliza la
API del motor embebida, uno de los principales problemas era adaptar las funcionalidades que
ofrec´ıa la API a las funcionalidades que se quer´ıan ofrecer en el disen˜ador.
Dado que la API del motor es accesible para el cliente mediante servicios REST, y ofrece
bastantes me´todos de modificacio´n parcial de un recurso (por ejemplo cambiar la descripcio´n
de una tarea, indicar que es una tarea inicial, indicar que es una tarea final, indicar que es
de asignacio´n dina´mica, etc) se ha decidido utilizar el me´todo PATCH. Segu´n el RFC-5789
(Request for Comments) [25] se debe de utiliza´r el me´todo PATCH para modificaciones parciales
y el me´todo PUT para modificaciones de entidades completas. Asimismo, las llamadas con un
me´todo PATCH no solo deben de contener los datos a modificar sino tambie´n el conjunto de
operaciones que deben de realizarse para modificar el recurso objetivo.
Para poder implementar el me´todo PATCH correctamente por un lado se han definido una
serie de identificadores de operacio´n (CAMBIAR DESCRIPCION, ESPECIFICAR ES INICIAL, etc)
que son transmitidos desde el cliente al servicio REST objetivo dentro de un para´metro de
tipo vector en el JSON. Por otro lado el servidor ya sabe como actuar ante cada uno de esas
operaciones. Adema´s, como la librer´ıa RESTEasy no ofrece una anotacio´n directa para utilizar
el me´todo PATCH en un servidor, se ha tenido que crear (5.2). De esta forma ya se puede
utilizar la anotacio´n @PATCH de la misma forma que se utilizan las otras anotaciones.
Co´digo 5.2: Definicio´n de la antoacio´n PATCH para Java.
@Target ({ ElementType.METHOD , ElementType.TYPE })
@Retention(RetentionPolicy.RUNTIME)
@HttpMethod ("PATCH ")
@Documented
@NameBinding
public @interface PATCH {
}
5.4.2. URLs de los servicios REST
En las tablas 5.1 y 5.3 podemos observar todas las URLs que ofrecen los servicios REST
as´ı como los me´todos que aceptan, para´metros que aceptan en el cuerpo de la peticio´n y su
finalidad.
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URL Me´todo Finalidad Para´metros
/workflows GET
Obtiene todos los flujos
de trabjo (activos e inactivos)
-
/workflows POST Crea un nuevo flujo de trabajo descripcion
/workflows/:id PATCH
Modifica parcialmente un flujo
de trabajo
op*
descripcion
/workflows/:id/tareas GET
Obtiene todas las tareas
de un flujo (junto a las
transiciones que parten de
cada una de ellas)
-
/workflows/:id/tareas POST Crea una nueva tarea
op**
descripcion
claseAd
/workflows/:id/tareas/:id GET Obtiene los datos de una tarea -
/workflows/:id/tareas/:id PATCH Modifica parcialmente una tarea
op**
descripcion
claseAd
/workflows/:id/tareas/:id DELETE Elimina una tarea -
/workflows/:id/tareas/:id
/transiciones
GET
Obtiene todas las transiciones
que parten de dicha tarea
-
/workflows/:id/tareas/:id
/transiciones
POST Crea una nueva transicio´n
op***
descripcion
tarCodigoFin
clase
mensajeExito
mensajeFracaso
claseCondicional
/workflows/:id/tareas/:id
/transiciones
PATCH
Modifica parcialmente una
transicio´n
op***
descripcion
tarCodigoFin
clase
mensajeExito
mensajeFracaso
claseCondicional
/workflows/:id/tareas/:id
/transiciones/:id
DELETE Elimina una transicio´n -
/workflows/:id/tareas/:id
funcionesCondicionales
GET
Obtiene todas las funciones
condicionales asociadas a una tarea
condicional
-
/workflows/:id/tareas/:id
funcionesCondicionales
PATCH
Modifica parcialmente una
funcio´n condicional
op****
orden
claseCondicional
otraFuncion
Tabla 5.1: URLs de los servicios REST relacionados con la estructura de un flujo de trabajo.
Cabe destacar que el para´metro op indica las operaciones oportunas a realizar. Este para´me-
tro permite realizar distintas llamadas a la API del motor dentro del mismo me´todo del servicio
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REST para as´ı poder definir completamente el recurso.
En la tabla 5.2 se muestran todas las operaciones que acepta el para´metro op en cada recurso.
Para´metro Valores
op* [workflows]
CAMBIAR DESCRIPCION
CANCELAR
REACTIVAR
DUPLICAR
op** [tareas]
CAMBIAR DESCRIPCION
ESPECIFICAR ES INICIAL
ESPECIFICAR ES FINAL
ESPECIFICAR ES DINAMICA
CANCELAR ES DINAMICA
ESPECIFICAR ES CONDICIONAL
op*** [transiciones]
CAMBIAR DESCRIPCION
ESPECIFICAR FUNCION EXTERNA
ESPECIFICAR FUNCION EXTERNA AUDITADA
CANCELAR FUNCION EXTERNA
ESPECIFICAR FUNCION CONDICIONAL
op**** [funciones condicionales]
MODIFICAR
CAMBIAR ORDEN
Tabla 5.2: Lista de los valores que pueden ir en el para´metro op.
URL Me´todo Finalidad Para´metros
/workflows/:id/permisos GET
Obtiene todos los permisos
para poder instanciar un flujo
-
/workflows/:id/permisos POST
Crea un nuevo permiso
para instanciar un flujo
esUsuario
nombre
/workflows/:id/permisos DELETE
Elimina un permiso para
instanciar un flujo
-
/workflows/:id/permisos/
administrador
POST
Indica un nuevo administrador
del flujo de trabajo
admin
/tareas/:id/permisos GET
Obtiene todos los permisos
para poder realizar una tarea
-
/tareas/:id/permisos POST
Crea un nuevo permiso
para poder realizar una tarea
esUsuario
nombre
/tareas/:id/permisos DELETE
Elimina un permiso para
poder realizar una tarea
-
Tabla 5.3: URLs de los servicios REST relacionados con la seguridad de un flujo de trabajo y
sus componentes.
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5.4.3. Implementacio´n del patro´n MVVM con AngularJS
En el cap´ıtulo anterior se ha descrito el patro´n MVVM. En este apartado se va a explicar
como implementarlo adaptado a AngularJS.
AngularJS permite crear aplicaciones de una pa´gina. Para ello cuenta con varios elementos
principales.
Por un lado esta´n las plantillas. Las plantillas son documentos HTML que son inyectados en
la pa´gina principal de la aplicacio´n. Estas plantillas poseen anotaciones especiales para indicar
donde tiene que inyectar Angular los datos y si debe de realizar alguna operacio´n (usar un filtro
sobre los datos, llamar a una operacio´n, etc). Por lo tanto las plantillas son las vistas del patro´n
MVVM.
Por otro lado, cuando se inyecta una plantilla, se indica un controlador que es inyectado junto
a ella. El controlador es el encargado de preprocesar los datos (si es necesario), proporciona´rselos
a la plantilla y de realizar las operaciones que la plantilla le indica (por ejemplo cuando se pulsa
un boto´n). La plantilla y el controlador se comunican a trave´s del $scope. Todo lo que se defina
dentro de este elemento es compartido entre la plantilla y el controlador, y por lo tanto si uno
de los dos realiza un cambio en ese elemento el otro lo percibe. De este modo los controladores
son vista-modelo y el $scope funciona como doble enlace de datos.
Finalmente, en Angular se pueden definir servicios. Los servicios son elementos que permiten
organizar y compartir funcionalidad en varias partes de la aplicacio´n. En este caso se ha creado
un conjunto de servicios que atacan a los servicios REST del servidor. De esta forma se puede
percibir a los servicios como parte del modelo del patro´n MVVM, siendo la otra parte los
servicios REST.
En la figura 5.2 se puede apreciar el patro´n MVVM superpuesto a los elementos comentados
anteriormente.
Figura 5.2: Adaptacio´n del patro´n MVVM a AngularJS.
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5.4.4. Implementacio´n de la interfaz
Tras finalizar la implementacio´n del cliente y realizar los cambios oportunos para refinar
el disen˜o de la aplicacio´n, en la figura 5.3 se observa el resultado final de la lista de flujos de
trabajo y en la figura 5.4 la pantalla que permite la edicio´n de la estructura del flujo de trabajo.
Dado que la interfaz es web, se ha utilizado HTML, CSS y JavaScript para realizarla,
concretamente se ha utilizado el framework AngularJS, el cual ya se ha explicado en el apartado
anterior.
Figura 5.3: Pantalla de la lista de flujos de trabajo.
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Figura 5.4: Pantalla de edicio´n de la estructura de un flujo de trabajo.
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Cap´ıtulo 6
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A lo largo de este cap´ıtulo se va a realizar un seguimiento de los sprints realizados para
implementar el proyecto. En ellos se describira´ el estado de la pila del producto al iniciar el
sprint, las historias de usuario elegidas para realizarlas en ese sprint y los resultados obtenidos
al finalizar el sprint.
Al inicio del sprint se definen las tareas a realizar y los criterios de aceptacio´n de las historias
elegidas.
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6.1. Sprint 1
6.1.1. Planificacio´n del sprint
A continuacio´n se muestran las historias de usuario elegidas para elaborar la pila del sprint 1.
Junto a las historias se han definido una serie de tareas a realizar. Adema´s se han especificado
los criterios de aceptacio´n que se deben cumplir para poder considerar que la historia de usuario
ha sido finalizada.
HU01 Crear y modificar flujos [M]
Como disen˜ador de flujos de trabajo quiero poder definir flujos de trabajo para poder
definir uno de los elementos ba´sicos de un flujo de trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Crear la tabla en la base de datos para almacenar los flujos de datos.
T2 Crear el DAO para manipular flujos de trabajo.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder manipular flujos de trabajo mediante
llamadas a la API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 CUANDO se llama a la API para crear un nuevo flujo de trabajo con una descripcio´n
va´lida ENTONCES este es creado y se devuelve un mensaje de e´xito con los datos del
flujo creado.
C2 CUANDO se llama a la API para crear un nuevo flujo de trabajo con una descripcio´n
inva´lida ENTONCES este no es creado y se devuelve un mensaje de error indicando
que la descripcio´n es inva´lida.
C3 DADO que existe un flujo de trabajo CUANDO se llama a la API para modificar la
descripcio´n de dicho flujo con una descripcio´n va´lida ENTONCES esta es modificada
y se devuelve un mensaje de e´xito con los datos de dicho flujo.
C4 DADO que existe un flujo de trabajo CUANDO se llama a la API para modificar
la descripcio´n de dicho flujo con una descripcio´n inva´lida ENTONCES este no es
modificado y se devuelve un mensaje de error indicando que la descripcio´n es inva´lida.
C5 DADO que existe un flujo de trabajo CUANDO se llama a la API para indicar la baja
de dicho flujo (que ya no es operativo) ENTONCES este es modificado y se devuelve
un mensaje de e´xito con los datos de dicho flujo.
C6 DADO que existe un flujo de trabajo CUANDO se llama a la API para indicar la alta
de dicho flujo (que ya vuelve a ser operativo) ENTONCES este es modificado y se
devuelve un mensaje de e´xito con los datos de dicho flujo.
C7 DADO que no existe un flujo de trabajo CUANDO se llama a la API para realizar
alguna accio´n sobre este ENTONCES se devuelve un mensaje de error indicando que
no existe.
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HU02 Crear y modificar tareas [M]
Como disen˜ador de flujos de trabajo quiero poder definir tareas para poder definir uno de
los elementos ba´sicos de un flujo de trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Crear la tabla en la base de datos para almacenar las tareas.
T2 Crear el DAO para manipular tareas.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder manipular tareas mediante llamadas a la
API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que no existe un flujo de trabajo CUANDO se llama a la API para crear una
tarea asociada a dicho flujo ENTONCES esta no es creada y se devuelve un mensaje
de error indicando que el flujo no existe.
C2 DADO que existe un flujo de trabajo CUANDO se llama a la API para crear una tarea
asociada a dicho flujo con una descripcio´n inva´lida ENTONCES esta no es creada y
se devuelve un mensaje de error indicando que la descripcio´n es inva´lida.
C3 DADO que existe un flujo de trabajo CUANDO se llama a la API para crear una
tarea asociada a dicho flujo con una descripcio´n va´lida ENTONCES esta es creada y
se devuelve un mensaje de e´xito con los datos de dicha tarea.
C4 DADO que existe una tarea CUANDO se llama a la API para modificar la descripcio´n
de dicha tarea con una descripcio´n inva´lida ENTONCES esta no es modificada y se
devuelve un mensaje de error indicando que la descripcio´n es inva´lida.
C5 DADO que existe una tarea CUANDO se llama a la API para modificar su la des-
cripcio´n de dicha tarea con una descripcio´n va´lida ENTONCES esta es modificada y
se devuelve un mensaje de e´xito con los datos de dicha tarea.
C6 DADO que existe una tarea CUANDO se llama a la API para indicar que dicha tarea
es una tarea inicial ENTONCES esta es modificada y se devuelve un mensaje de e´xito
con los datos de dicha tarea.
C7 DADO que existe una tarea CUANDO se llama a la API para indicar que es una tarea
final ENTONCES esta es modificada y se devuelve un mensaje de e´xito con los datos
de dicha tarea.
C8 DADO que existe una tarea CUANDO se llama a la API para indicar la baja de
dicha tarea (que ya no es operativa) ENTONCES esta es modificada y se devuelve un
mensaje de e´xito con los datos de dicha tarea.
C9 DADO que existe una tarea CUANDO se llama a la API para indicar la alta de dicha
tarea (que ya vuelve a ser operativa) ENTONCES esta es modificada y se devuelve
un mensaje de e´xito con los datos de dicha tarea.
C10 DADO que no existe una tarea CUANDO se llama a la API para realizar alguna
accio´n sobre dicha tarea ENTONCES se devuelve un mensaje de error indicando que
no existe.
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HU03 Crear y modificar transiciones [M]
Como disen˜ador de flujos de trabajo quiero poder definir transiciones entre tareas para
poder definir los diferentes caminos que puede tener un flujo de trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Crear la tabla en la base de datos para almacenar las transiciones.
T2 Crear el DAO para manipular transiciones.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder manipular transiciones mediante llamadas
a la API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que no existe una tarea origen o una destino CUANDO se llama a la API
para crear una transicio´n asociada a dichas tareas ENTONCES esta no es creada y
se devuelve un mensaje de error indicando que una de las tareas no existe.
C2 DADO que existe una tarea origen y una destino CUANDO se llama a la API para
crear una transicio´n asociada a dichas tareas con una descripcio´n inva´lida ENTONCES
esta no es creada y se devuelve un mensaje de error indicando que la descripcio´n es
inva´lida.
C3 DADO que existe una tarea origen y una destino CUANDO se llama a la API para
crear una transicio´n asociada a dichas tareas con una descripcio´n inva´lida ENTONCES
esta es creada y se devuelve un mensaje de e´xito con los datos de dicha transicio´n.
C4 DADO que existe una transicio´n CUANDO se llama a la API para modificar la des-
cripcio´n de esta con una descripcio´n inva´lida ENTONCES esta no es modificada y se
devuelve un mensaje de error indicando que la descripcio´n es inva´lida.
C5 DADO que existe una transicio´n CUANDO se llama a la API para modificar la des-
cripcio´n de esta con una descripcio´n va´lida ENTONCES esta es modifica y se devuelve
un mensaje de e´xito con los datos de dicha transicio´n.
C6 DADO que existe una transicio´n CUANDO se llama a la API para indicar la baja de
dicha transicio´n (que ya no es operativa) ENTONCES esta es modificada y se devuelve
un mensaje de e´xito con los datos de dicha transicio´n.
C7 DADO que existe una transicio´n CUANDO se llama a la API para indicar la alta de
dicha transicio´n (que ya vuelve a ser operativa) ENTONCES esta es modificada y se
devuelve un mensaje de e´xito con los datos de dicha transicio´n.
C8 DADO que no existe una transicio´n CUANDO se llama a la API para realizar alguna
accio´n sobre esta ENTONCES se devuelve un mensaje de error indicando que no
existe.
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HU04 Consulta de flujos de trabajo [M]
Como sistema quiero poder conocer los flujos de trabajo definidos y las tareas que lo
componen para poder presentar en la aplicacio´n las opciones necesarias.
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar los DAOs de flujos de trabajo, tareas y transiciones para poder realizar dichas
consultas.
T2 Ampliar las pruebas de los DAOs para comprobar su correcto funcionamiento.
T3 Implementar la lo´gica necesaria para poder obtener los datos de intere´s mediante
llamadas a la API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que no existe un flujo de trabajo CUANDO se llama a la API para consultar los
datos de este ENTONCES se devuelve un mensaje de error indicando que no existe.
C2 DADO que existe un flujo de trabajo CUANDO se llama a la API para consultar los
datos de este ENTONCES se devuelve un mensaje de e´xito con los datos del flujo de
trabajo consultado.
C3 DADO que existe un flujo de trabajo CUANDO se llama a la API para consultar las
tareas de dicho flujo ENTONCES se devuelve un mensaje de e´xito con los datos de
sus tareas.
C4 DADO que no existe una tarea CUANDO se llama a la API para consultar sus datos
ENTONCES se devuelve un mensaje de error indicando que no existe.
C5 DADO que existe una tarea CUANDO se llama a la API para consultar sus datos
ENTONCES se devuelve un mensaje de e´xito con sus datos.
C6 DADO que existe una tarea CUANDO se llama a la API para consultar las transiciones
que parten de ella ENTONCES se devuelve un mensaje de e´xito con los datos de las
transiciones operativas.
C7 DADO que existe una tarea CUANDO se llama a la API para consultar todas las
transiciones que parten de ella ENTONCES se devuelve un mensaje de e´xito con los
datos de todas las transiciones (operativas y no operativas).
C8 DADO que no existe una transicio´n CUANDO se llama a la API para consultar sus
datos ENTONCES se devuelve un mensaje de error indicando que no existe.
C9 DADO que existe una transicio´n CUANDO se llama a la API para consultar sus datos
ENTONCES se devuelve un mensaje de e´xito con sus datos.
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HU05 Instanciar un flujo de trabajo [M]
Como usuario quiero poder instanciar un flujo de trabajo para que se realicen los tramites
oportunos.
A continuacio´n se describen las tareas de esta historia:
T1 Crear la tabla en la base de datos para almacenar las instancias de flujos de trabajo.
T2 Crear el DAO para manipular instancias de flujos de trabajo.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder instanciar flujos de trabajo mediante lla-
madas a la API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que no existe un flujo de trabajo CUANDO se llama a la API para instanciarlo
ENTONCES la instancia del flujo de trabajo no es creada y se devuelve un mensaje
de error indicando que no existe dicho flujo de trabajo.
C2 DADO que existe un flujo de trabajo CUANDO se llama a la API para instanciarlo
ENTONCES la instancia es creada, se le asigna como propietario de esta al usuario
instanciador y se devuelve un mensaje de e´xito con los datos de la instancia.
HU06 Consultar una instancia de un flujo de trabajo [M]
Como usuario quiero poder consultar el estado de una instancia de un flujo de trabajo
para ver en que estado se encuentra.
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar el DAO de instancias de flujos de trabajo para poder realizar las consultas
oportunas.
T2 Ampliar las pruebas del DAO para comprobar su correcto funcionamiento.
T3 Implementar la lo´gica necesaria para poder consultar las instancias de flujos de trabajo
mediante llamadas a la API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que no existe una instancia de flujo de trabajo CUANDO se llama a la API
para consultar sus datos ENTONCES se devuelve un mensaje de error indicando que
no existe dicha instancia.
C2 DADO que existe una instancia de flujo de trabajo CUANDO se llama a la API para
consultar sus datos ENTONCES se devuelve un mensaje de e´xito con los datos de
dicha instancia.
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HU07 Sistema de permisos de flujos [M]
Como disen˜ador de flujos de trabajo quiero poder definir la seguridad relacionada con un
flujo de trabajo para asegurar que solo los usuarios autorizados (bien sean ellos mismos o
bien su departamento) puedan instanciar un flujo de trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Crear la tabla en la base de datos para almacenar los permisos para instanciar flujos
de trabajo.
T2 Crear el DAO para manipular permisos para instanciar flujos de trabajo.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder manipular permisos para instanciar flujos
de trabajo mediante llamadas a la API.
T5 Ampliar la lo´gica interna de la API para consultar dichos permisos a la hora de
instanciar un flujo de trabajo.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe un flujo de trabajo CUANDO se llama a la API para crear un
permiso para un usuario sobre dicho flujo ENTONCES se devuelve un mensaje de
e´xito con los datos del permiso creado.
C2 DADO que existe un flujo de trabajo CUANDO se llama a la API para crear un
permiso para un departamento sobre dicho flujo ENTONCES se devuelve un mensaje
de e´xito con los datos del permiso creado.
C3 DADO que no existe un flujo de trabajo CUANDO se llama a la API para crear un
permiso sobre dicho flujo ENTONCES se devuelve un mensaje de error indicando que
el flujo no existe.
C4 DADO que existen permisos para instanciar un flujo de trabajo CUANDO se llama a
la API para obtener los permisos de un usuario ENTONCES se devuelve un mensaje
de e´xito con los datos de los permisos.
C5 DADO que existen permisos para instanciar un flujo de trabajo CUANDO se llama
a la API para obtener los permisos de un departamento ENTONCES se devuelve un
mensaje de e´xito con los datos de los permisos.
C6 DADO que existen permisos para instanciar un flujo de trabajo CUANDO se llama a
la API para obtener los permisos de un flujo ENTONCES se devuelve un mensaje de
e´xito con los datos de los permisos.
C7 DADO que existe un permiso para instanciar un flujo de trabajo CUANDO se llama
a la API para indicar la baja de dicho permiso (que ya no es operativo) ENTONCES
este es modificado y se devuelve un mensaje de e´xito con sus datos.
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C8 DADO que existe un permiso para instanciar un flujo de trabajo CUANDO se lla-
ma a la API para indicar la alta de dicho permiso (que ya vuelve a ser operativo)
ENTONCES este es modificado y se devuelve un mensaje de e´xito con sus datos.
C9 DADO que existe un flujo de trabajo y un permiso para instanciar un flujo de trabajo
para el usuario (operativo) CUANDO se llama a la API para instanciar un flujo de
trabajo usando las credenciales oportunas ENTONCES se devuelve un mensaje de
e´xito con los datos de la instancia del flujo de trabajo creada.
C10 DADO que existe un flujo de trabajo y un permiso para instanciar un flujo de trabajo
para el departamento (operativo) CUANDO se llama a la API para instanciar un flujo
de trabajo usando las credenciales oportunas ENTONCES se devuelve un mensaje de
e´xito con los datos de la instancia del flujo de trabajo creada.
C11 DADO que existe un flujo de trabajo sin ningu´n permiso para instanciar un flujo
de trabajo para el usuario o departamento (operativo) CUANDO se llama a la API
para instanciar un flujo de trabajo usando las credenciales oportunas ENTONCES se
devuelve un mensaje de error indicando que no tiene permisos.
6.1.2. Resultados obtenidos
La realizacio´n del sprint se ha llevado a cabo durante el tiempo estimado inicialmente (del
19/02/2016 al 07/03/2016).
Durante este sprint se han realizado todas las historias de usuario elegidas con e´xito (pasando
todos los criterios de aceptacio´n).
La estimacio´n temporal ha sido sido correcta a excepcio´n de dos historias de usuario.
Por un lado, realizar la historia de usuario HU05 (Instanciar un flujo de trabajo) ha resultado
ser ma´s fa´cil de realizar que lo que se estimo´ inicialmente. Esto se debe principalmente a que
cuando se definio´, el concepto de instancia de flujo de trabajo au´n no estaba claro del todo.
Por otro lado, realizar la historia de usuario HU02 (Crear y modificar tareas) ha resultado
ser ma´s costosa de lo estimado inicialmente. Este sobrecoste temporal ha sido causado por el
hecho de tener diferentes tipos de tareas, concepto que tambie´n estaba un poco difuso cuando
se definio´ la historia de usuario.
Estas desviaciones no han afectado a la estimacio´n temporal del sprint debido a que se
anulan entre ellas.
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6.1.3. Pila del producto actualizada
En la tabla 6.1 podemos observar el estado de la pila del producto tras finalizar el sprint 1.
Como podemos ver, en ella aparecen todas las historias de usuario elegidas en el sprint 1 como
finalizadas debido a que se acerto´ en la estimacio´n temporal conjunta de estas.
Adema´s se han realizado varias modificaciones a la pila del producto. Se han an˜adido las
historias HU17 (Instanciar automa´ticamente la tarea inicial) y la HU18 (Finalizar una tarea).
Estas modificaciones han sido realizadas debido a la necesidad de utilizar instancias de tarea
en las instancias de flujo en lugar de usar tareas directamente, ya que esto reduc´ıa la flexibilidad
del flujo de trabajo.
Por u´ltimo se ha an˜adido la HU19 (Designar administrador de un flujo) debido a que ahora
los flujos necesitan un administrador para poder supervisar sus instancias.
ID Historia de usuario
Coste
estimado
(PH)
Coste
real
(PH) Sprints Estado
HU01 Crear y modificar flujos [M] 1 1 SP1 FINALIZADA
HU02 Crear y modificar tareas [M] 1 2 SP1 FINALIZADA
HU03 Crear y modificar transiciones [M] 1 1 SP1 FINALIZADA
HU04 Consulta de flujos de trabajo [M] 1 1 SP1 FINALIZADA
HU05 Instanciar un flujo de trabajo [M] 3 2 SP1 FINALIZADA
HU06
Consultar una instancia de
flujo de trabajo [M]
1 1 SP1 FINALIZADA
HU07 Sistema de permisos de flujos [M] 2 2 SP1 FINALIZADA
HU08 Sistema de permisos de tareas [M] 2
HU09 Traspaso de tareas [M] 2
HU10 Histo´rico [M] 2
HU11
Cancelar una instancia de
flujo de trabajo [M]
1
HU12 Llamadas a me´todos externos [M] 2
HU13 Asignacio´n dina´mica de tareas [M] 1
HU14 Tareas condicionales [M] 5
HU15
Interfaz gra´fica web de edicio´n
de flujos [W]
10
HU16
Servicios REST de edicio´n
de flujos [W]
10
HU17
Instanciar automa´ticamente la
tarea inicial [M]
1
HU18 Finalizar una tarea [M] 2
HU19 Designar administrador de un flujo [M] 1
Tabla 6.1: Estado de la pila del producto tras finalizar el sprint 1.
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6.2. Sprint 2
6.2.1. Planificacio´n del sprint
A continuacio´n se muestran las historias de usuario elegidas para elaborar la pila del sprint
2. Junto a las historias se han definido una serie de tareas a realizar. Adema´s se han especificado
los criterios de aceptacio´n que se deben cumplir para poder considerar que la historia de usuario
ha sido finalizada.
HU17 Instanciar automa´ticamente la tarea inicial [M]
Como usuario quiero que se instancie automa´ticamente la tarea inicial del flujo de trabajo
que he instanciado para podre realizar acciones sobre e´l.
A continuacio´n se describen las tareas de esta historia:
T1 Crear la tabla en la base de datos para almacenar las instancias de tareas.
T2 Crear el DAO para manipular instancias de tarea.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Ampliar la lo´gica interna de la API para que se instancie automa´ticamente la tarea
inicial de un flujo de trabajo cuando este es instanciado.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe un flujo de trabajo con una tarea inicial y se poseen permisos para
poder instanciarlo CUANDO se llama a la API para instanciar dicho flujo ENTONCES
este es instanciado, se instancia la tarea inicial y se asigna como responsable de la tarea
al usuario instanciador del flujo.
C2 DADO que existe un flujo de trabajo sin tarea inicial y se poseen permisos CUANDO
se llama a la API para instanciar dicho flujo ENTONCES se devuelve un mensaje de
error indicando que la estructura del flujo de trabajo es incorrecta.
HU08 Sistema de permisos de tareas [M]
Como disen˜ador de flujos de trabajo quiero poder definir que´ usuarios o departamentos
son los responsables de realizar una tarea, as´ı como definir un primer responsable (persona
o departamento a la que se le asignara´ la tarea al instanciarse).
A continuacio´n se describen las tareas de esta historia:
T1 Crear la tabla en la base de datos para almacenar los permisos para realizar una
instancia de tarea.
T2 Crear el DAO para manipular permisos para realizar una instancia de tarea.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder manipular permisos para realizar instan-
cias de tarea mediante llamadas a la API.
T5 Ampliar la lo´gica interna de la API para consultar dichos permisos a la hora de
instanciar una tarea y asignarle responsable.
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A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una tarea CUANDO se llama a la API para crear un permiso para
realizar las instancias de dicha tarea para un usuario ENTONCES este es creado y se
devuelve un mensaje de e´xito con los datos del permiso.
C2 DADO que existe una tarea CUANDO se llama a la API para crear un permiso para
realizar las instancias de dicha tarea para un departamento ENTONCES este es creado
y se devuelve un mensaje de e´xito con los datos del permiso.
C3 DADO que existe una tarea CUANDO se llama a la API para crear un permiso
de primer responsable de tarea para las instancias de dicha tarea para un usuario
ENTONCES este es creado, se degrada el anterior permiso de primer responsable a
permiso normal y se devuelve un mensaje de e´xito con los datos del permiso creado.
C4 DADO que existe una tarea CUANDO se llama a la API para crear un permiso de
primer responsable de tarea para las instancias de dicha tarea para un departamento
ENTONCES este es creado, se degrada el anterior permiso de primer responsable a
permiso normal y se devuelve un mensaje de e´xito con los datos del permiso creado.
C5 DADO que no existe una tarea CUANDO se llama a la API para crear un permiso
relacionado con dicha tarea ENTONCES se devuelve un mensaje de error indicando
que la tarea no existe.
C6 DADO que existe un permiso para realizar instancias de una tarea CUANDO se llama
a la API para indicar la baja de dicho permiso (que ya no es operativo) ENTONCES
este es modificado y se devuelve un mensaje de e´xito con sus datos.
C7 DADO que existe un permiso para realizar instancias de una tarea CUANDO se
llama a la API para indicar la alta de dicho permiso (que ya vuelve a ser operativo)
ENTONCES este es modificado y se devuelve un mensaje de e´xito con sus datos.
C8 DADO que existen permisos para realizar instancias de una tarea CUANDO se rea-
liza una instancia de esa tarea ENTONCES se asigna como responsable de la nueva
instancia de tarea al usuario o departamento indicado como primer responsable en
dichos permisos.
C9 DADO que existen permisos para realizar instancias de una tarea y ninguno de ellos
es de primer responsable CUANDO se realiza una instancia de esa tarea ENTONCES
se asigna como responsable de la nueva instancia de tarea a algu´n departamento con
autorizacio´n de forma aleatoria.
C10 DADO que existen permisos para realizar instancias de una tarea, ninguno de ellos es
de primer responsable y todos son de usuarios CUANDO se realiza una instancia de
esa tarea ENTONCES se asigna como responsable a algu´n usuario con autorizacio´n
de forma aleatoria.
C11 DADO que no existen permisos para realizar instancias de una tarea CUANDO se
realiza una instancia de esa tarea ENTONCES se asigna como responsable al usuario
instanciador del flujo al que pertenece dicha instancia de tarea.
59
HU18 Finalizar una tarea [M]
Como usuario responsable de una instancia de tarea quiero poder finalizarla para as´ı con-
tinuar con el flujo.
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar el DAO de isntancias de tarea para poder finalizar instancias de tarea.
T2 Ampliar las pruebas del DAO para comprobar su correcto funcionamiento.
T3 Implementar la lo´gica necesaria para poder finalizar instancias de tarea mediante
llamadas a la API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una instancia de tarea no finalizada CUANDO se llama a la API
para finalizar dicha instancia indicando la transicio´n a tomar siendo el responsable de
esta ENTONCES se finaliza la instancia de tarea actual y se instancia la tarea destino
de la transicio´n.
C2 DADO que existe una instancia de tarea no finalizada CUANDO se llama a la API
para finalizar dicha instancia indicando la transicio´n a tomar no siendo el responsable
de esta ENTONCES se devuelve un mensaje de error indicando que no se poseen
permisos suficientes.
C3 DADO que existe una instancia de tarea no finalizada CUANDO se llama a la API para
finalizar dicha instancia indicando una transicio´n inva´lida ( no existe o no esta´ opera-
tiva) ENTONCES se devuelve un mensaje de error indicando que no se puede tomar
dicha transicio´n.
C4 DADO que existe una instancia de tarea finalizada CUANDO se llama a la API para
finalizar dicha instancia ENTONCES se devuelve un mensaje de error indicando que
no se puede realizar dicha accio´n.
HU19 Designar administrador de un flujo [M]
Como disen˜ador de flujos de trabajo quiero poder designar un administrador de flujo de
trabajo para que sea el responsable de este.
A continuacio´n se describen las tareas de esta historia:
T1 Modificar la tabla de flujos de trabajo para poder almacenar el administrador.
T2 Implementar la lo´gica necesaria para poder gestionar el administrador de un flujo de
trabajo mediante llamadas a la API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 CUANDO se llama a la API para crear un flujo de trabajo ENTONCES se pone como
administrador al usuario creador de dicho flujo y se env´ıa un mensaje de e´xito.
C2 DADO que existe un flujo de trabajo CUANDO se llama a la API para indicar un
nuevo administrador de dicho flujo ENTONCES se reemplaza el antiguo administrador
por el nuevo y se env´ıa un mensaje de e´xito.
C3 DADO que no existe un flujo de trabajo CUANDO se llama a la API para indicar
un nuevo administrador de dicho flujo ENTONCES se env´ıa un mensaje de error
indicando que el flujo no existe.
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HU09 Traspaso de tareas [M]
Como usuario quiero poder traspasar las tares que tenga asignadas o este´n asignadas a
mi departamento a otros usuarios o departamentos que tengan permiso para as´ı poder
repartir mejor el trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar el DAO de permisos para realizar instancias de tareas.
T2 Implementar la lo´gica necesaria para poder consultar los departamentos y usuarios a
los que se les puede traspasar una instancia de tarea mediante llamadas a la API.
T3 Implementar la lo´gica necesaria para poder traspasar una instancia de tarea mediante
llamadas a la API.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una instancia de tarea CUANDO se llama a la API para obtener los
usuarios a los que se puede asignar dicha instancia de tarea ENTONCES se devuelve
una lista de los usuarios autorizados a excepcio´n del propio responsable si se trata de
un usuario.
C2 DADO que existe una instancia de tarea CUANDO se llama a la API para obtener
los departamentos a los que se puede asignar dicha instancia de tarea ENTONCES se
devuelve una lista de los departamentos autorizados a excepcio´n del propio responsable
si se trata de un usuario.
C3 DADO que no existe una instancia de tarea CUANDO se llama a la API para obtener
los departamentos o usuarios a los que se puede asignar dicha instancia de tarea
ENTONCES se devuelve un mensaje de error indicando que la instancia de tarea no
existe.
C4 DADO que existe una instancia de tarea asignada a un usuario CUANDO el usua-
rio llama a la API para reasignar la instancia de tarea a otro usuario con permisos
ENTONCES se reasigna la instancia de tarea y se env´ıa un mensaje de e´xito.
C5 DADO que existe una instancia de tarea asignada a un usuario CUANDO el usua-
rio llama a la API para reasignar la instancia de tarea a otro usuario sin permisos
ENTONCES se env´ıa un mensaje de error indicando que el usuario objetivo no tiene
permiso.
C6 DADO que existe una instancia de tarea asignada a un usuario CUANDO el usuario
llama a la API para reasignar la instancia de tarea a un departamento con permisos
ENTONCES se reasigna la instancia de tarea y se env´ıa un mensaje de e´xito.
C7 DADO que existe una instancia de tarea asignada a un usuario CUANDO el usuario
llama a la API para reasignar la instancia de tarea a un departamento sin permisos
ENTONCES se env´ıa un mensaje de error indicando que el departamento objetivo no
tiene permiso.
C8 DADO que existe una instancia de tarea asignada a un departamento CUANDO un
usuario de este departamento llama a la API para reasignar la instancia de tarea a
otro usuario con permisos ENTONCES se reasigna la instancia de tarea y se env´ıa un
mensaje de e´xito.
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C9 DADO que existe una instancia de tarea asignada a un departamento CUANDO un
usuario de este departamento llama a la API para reasignar la instancia de tarea a
otro usuario sin permisos ENTONCES se env´ıa un mensaje de error indicando que el
usuario objetivo no tiene permiso.
C10 DADO que existe una instancia de tarea asignada a un departamento CUANDO un
usuario de este departamento llama a la API para reasignar la instancia de tarea a
otro departamento con permisos ENTONCES se reasigna la instancia de tarea y se
env´ıa un mensaje de e´xito.
C11 DADO que existe una instancia de tarea asignada a un departamento CUANDO un
usuario de este departamento llama a la API para reasignar la instancia de tarea a
otro departamento sin permisos ENTONCES se env´ıa un mensaje de error indicando
que el departamento objetivo no tiene permiso.
C12 DADO que existe una instancia de tarea asignada a un departamento CUANDO un
usuario de otro departamento llama a la API para reasignar la instancia de tarea a
otro departamento o usuario ENTONCES se env´ıa un mensaje de error indicando que
no tiene permiso.
C13 DADO que existe una instancia de tarea asignada a un usuario CUANDO otro usuario
llama a la API para reasignar la instancia de tarea a otro departamento o usuario
ENTONCES se env´ıa un mensaje de error indicando que no tiene permiso.
HU11 Cancelar una instancia de flujo de trabajo [M]
Como administrador de un flujo de trabajo quiero poder cancelar una de sus instancias y
todas sus instancias de tarea para poder cancelar flujos de los que nadie se hace cargo o
que se han creado erro´neamente.
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar la tabla de la base de datos que representa las instancias de flujos de trabajo
para que quede registrada su cancelacio´n.
T2 Ampliar el DAO de instancias de flujos de trabajo para poder cancelarlos.
T3 Ampliar el DAO de flujos de trabajo para consultar quien es su administrador.
T4 Implementar la lo´gica necesaria para poder cancelar una instancia de flujo de trabajo
mediante llamadas a la API.
T5 Ampliar la lo´gica interna de la API para que compruebe que solo el administrador
puede cancelar instancias de flujo de trabajo no finalizadas.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una instancia de flujo de trabajo CUANDO el administrador del
flujo llama a la API para cancelarlo ENTONCES este es cancelado junto con todas
sus instancias de tarea activas y se env´ıa un mensaje de e´xito.
C2 DADO que existe una instancia de flujo de trabajo CUANDO otro usuario que no
es el administrador del flujo llama a la API para cancelarlo ENTONCES se env´ıa un
mensaje de error indicando que no tiene permisos de administrador.
C3 DADO que no existe una instancia de flujo de trabajo CUANDO se llama a la API para
cancelarlo ENTONCES se env´ıa un mensaje de error indicando que dicha instancia
no existe.
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HU10 Histo´rico [M]
Como usuario quiero poder consultar todo el histo´rico de ejecucio´n de una instancia de
flujo de trabajo para poder conocer todas las acciones que se han llevado a cabo en una
instancia de flujo de trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Crear la tabla en la base de datos para almacenar las entradas del histo´rico.
T2 Crear el DAO para manipular entradas del histo´rico.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder consultar y an˜adir entradas al histo´rico
mediante llamadas a la API.
T5 Ampliar la lo´gica interna de la API para que cualquier accio´n en relacionada con un
flujo de trabajo quede reflejada en el histo´rico.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 CUANDO se instancia un flujo de trabajo ENTONCES se an˜ade una entrada al
histo´rico.
C2 CUANDO se finaliza un flujo de trabajo ENTONCES se an˜ade una entrada al histo´ri-
co.
C3 CUANDO se instancia una tarea ENTONCES se an˜ade una entrada al histo´rico.
C4 CUANDO se reasigna una instancia de tarea ENTONCES se an˜ade una entrada al
histo´rico.
C5 CUANDO se finaliza una instancia de tarea ENTONCES se an˜ade una entrada al
histo´rico.
C6 DADO que existe una instancia de flujo de trabajo CUANDO un usuario asignado
a una instancia de tarea no finalizada llama a la API para an˜adir una entrada al
histo´rico ENTONCES se an˜ade una entrada al histo´rico y se devuelve un mensaje de
e´xito.
C7 DADO que existe una instancia de flujo de trabajo CUANDO un usuario llama a la
API para consultar el histo´rico ENTONCES se devuelve un mensaje de e´xito y los
datos del histo´rico de dicha instancia.
6.2.2. Resultados obtenidos
La realizacio´n del sprint se ha llevado a cabo durante el tiempo estimado inicialmente (del
08/03/2016 al 21/03/2016).
Durante este sprint se han realizado todas las historias de usuario elegidas con e´xito (pasando
todos los criterios de aceptacio´n). La causa fundamental de haber podido realizar todas las
historias durante el sprint ha sido que el tiempo estimado para la HU09 (Traspaso de tareas)
ha tenido un coste real de 1 PH.
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6.2.3. Pila del producto actualizada
En la tabla 6.2 podemos observar el estado de la pila del producto tras finalizar el sprint 2.
Como podemos ver, en ella aparecen todas las historias de usuario elegidas en el sprint 2.
Por u´ltimo se ha decidido an˜adir la historia de usuario HU20 (Documentar la API). Este
requisito ha sido demandado por la empresa debido a que se pretende integrar este motor en
futuros proyectos y necesitan una documentacio´n que sirva de ayuda a los programadores.
Ademas se ha renombrado y redefinido la HU12. Esto se debe a que el antiguo nombre
y descripcio´n no eran del todo descriptivos. Ahora se llama “Indicar funciones externas en
transiciones”.
ID Historia de usuario
Coste
estimado
(PH)
Coste
real
(PH) Sprints Estado
HU01 Crear y modificar flujos [M] 1 1 SP1 FINALIZADA
HU02 Crear y modificar tareas [M] 1 2 SP1 FINALIZADA
HU03 Crear y modificar transiciones [M] 1 1 SP1 FINALIZADA
HU04 Consulta de flujos de trabajo [M] 1 1 SP1 FINALIZADA
HU05 Instanciar un flujo de trabajo [M] 3 2 SP1 FINALIZADA
HU06
Consultar una instancia de
flujo de trabajo [M]
1 1 SP1 FINALIZADA
HU07 Sistema de permisos de flujos [M] 2 2 SP1 FINALIZADA
HU08 Sistema de permisos de tareas [M] 2 2 SP2 FINALIZADA
HU09 Traspaso de tareas [M] 2 1 SP2 FINALIZADA
HU10 Histo´rico [M] 2 2 SP2 FINALIZADA
HU11
Cancelar una instancia de
flujo de trabajo [M]
1 1 SP2 FINALIZADA
HU12
Indicar funciones externas
en transiciones [M]
2
HU13 Asignacio´n dina´mica de tareas [M] 1
HU14 Tareas condicionales [M] 5
HU15
Interfaz gra´fica web de edicio´n
de flujos [W]
10
HU16
Servicios REST de edicio´n
de flujos [W]
10
HU17
Instanciar automa´ticamente la
tarea inicial [M]
1 1 SP2 FINALIZADA
HU18 Finalizar una tarea [M] 2 2 SP2 FINALIZADA
HU19 Designar administrador de un flujo [M] 1 1 SP2 FINALIZADA
HU20 Documentar la API [M] 2
Tabla 6.2: Estado de la pila del producto tras finalizar el sprint 2.
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6.3. Sprint 3
6.3.1. Planificacio´n del sprint
A continuacio´n se muestran las historias de usuario elegidas para elaborar la pila del sprint
3. Durante este sprint se pretende terminar todas las historias de usuario relacionadas con la
API del motor. Junto a las historias se han definido una serie de tareas a realizar. Adema´s se
han especificado los criterios de aceptacio´n que se deben cumplir para poder considerar que la
historia de usuario ha sido finalizada.
HU12 Indicar funciones externas en transiciones [M]
Como disen˜ador de flujos de trabajo quiero poder indicar que una instancia de tarea solo
podra´ ser finalizada si la transicio´n indicada determina si se puede finalizar o no en tiempo
de ejecucio´n (en caso de tener una funcio´n externa asociada).
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar la tabla de la base de datos que almacena las transiciones para almacenar la
clase y el me´todo al que llamar en caso de tener funcio´n externa.
T2 Ampliar el DAO de transiciones para poder gestionar una funcio´n externa relacionada
con la transicio´n.
T3 Ampliar las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder definir y cancelar funciones externas de
transiciones mediante llamadas a la API.
T5 Modificar la lo´gica interna de la API para que cuando se llame a la API para finalizar
una instancia de tarea, se llame a la funcio´n externa de la transicio´n (si existe).
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una transicio´n CUANDO se llama a la API para indicar una funcio´n
externa va´lida asignada a dicha transicio´n ENTONCES se modifica la transicio´n para
an˜adirle la funcio´n externa y se devuelve un mensaje de e´xito con los datos de la
transicio´n.
C2 DADO que existe una transicio´n CUANDO se llama a la API para indicar una fun-
cio´n externa inva´lida ENTONCES se devolvera´ un mensaje de error indicando que la
funcio´n externa no existe o no implementa la interfaz requerida.
C3 DADO que existe una transicio´n con una funcio´n externa CUANDO se llama a la API
para indicar que ya no posee funcio´n externa ENTONCES se modifica y se devuelve
un mensaje de e´xito con los datos de la transicio´n.
C4 DADO que no existe una transicio´n CUANDO se llama a la API para indicar una fun-
cio´n externa ENTONCES se devuelve un mensaje de error indicando que la transicio´n
no existe.
C5 DADO que existe una transicio´n con una funcio´n externa CUANDO se llama a la
API para finalizar una instancia de tarea tomando dicha transicio´n ENTONCES se
llamara a dicha funcio´n y dependiendo de la respuesta de dicha funcio´n se finalizara´ o
no la instancia de tarea.
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HU13 Asignacio´n dina´mica de tareas [M]
Como disen˜ador de flujos de trabajo quiero poder indicar que una tarea es de asignacio´n
dina´mica para as´ı poder determinar su responsable en tiempo de ejecucio´n y hacer mucho
ma´s flexible y potente la definicio´n de flujos de trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar la tabla de la base de datos que almacena las tareas para almacenar la clase
y el me´todo al que llamar en caso de ser de asignacio´n dina´mica.
T2 Ampliar el DAO de tareas para poder gestionar una funcio´n de asignacio´n dina´mica
relacionada con la tarea.
T3 Ampliar las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder definir y cancelar funciones de asignacio´n
dina´mica de tareas mediante llamadas a la API.
T5 Modificar la lo´gica interna de la API para que cuando se llame a la API para finalizar
una instancia de tarea, se compruebe que la nueva tarea instanciada sea de asignacio´n
dina´mica, y si es as´ı entonces obtener su responsable llamando a dicha funcio´n.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una tarea CUANDO se llama a la API para indicar que es de
asignacio´n dina´mica indica´ndole una funcio´n va´lida ENTONCES se actualiza y se
devuelve un mensaje de e´xito con los datos de dicha tarea.
C2 DADO que existe una tarea CUANDO se llama a la API para indicar que es de
asignacio´n dina´mica indica´ndole una funcio´n inva´lida ENTONCES se devuelve un
mensaje de error indicando que la funcio´n objetivo no existe o no implementa la
interfaz requerida.
C3 DADO que no existe una tarea CUANDO se llama a la API para indicar que es de
asignacio´n dina´mica ENTONCES se devuelve un mensaje de error indicando que no
existe dicha tarea.
C4 DADO que existe una tarea de asignacio´n dina´mica CUANDO se llama a la API
para finalizar una instancia de tarea y esta se finaliza correctamente instanciando la
siguiente tarea ENTONCES se llama al la funcio´n externa de asignacio´n para conocer
su responsable.
C5 DADO que existe una tarea de asignacio´n dina´mica CUANDO se llama a la API
para finalizar una instancia de tarea y esta se finaliza correctamente instanciando
la siguiente tarea y esta devuelve una respuesta inva´lida ENTONCES se asigna un
responsable mediante los permisos para realizar instancias de tareas.
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HU14 Tareas condicionales [M]
Como disen˜ador de flujos de trabajo quiero poder definir tareas condicionales para que el
flujo de trabajo signa un camino u otro en funcio´n del resultado de las condiciones.
A continuacio´n se describen las tareas de esta historia:
T1 Crear en la base de datos la tabla que almacenara´ las funciones condicionales.
T2 Crear el DAO encargado de gestionar las funciones condicionales.
T3 Crear las pruebas del DAO para comprobar su correcto funcionamiento.
T4 Implementar la lo´gica necesaria para poder definir y cancelar funciones condicionales
mediante llamadas a la API.
T5 Implementar la lo´gica necesaria para poder consultar funciones condicionales de una
tarea mediante llamadas a la API.
T6 Modificar la lo´gica interna de la API para que cuando se llame a la API para finalizar
una instancia de tarea, se compruebe que la nueva tarea instanciada sea condicional, y
si es as´ı finalizarla automa´ticamente tomando la transicio´n indicada por las funciones
condicionales (y as´ı sucesivamente si hay ma´s de una condicional enlazada).
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una tarea CUANDO se llama a la API para indicar que es condi-
cional ENTONCES se modifica y se devuelve un mensaje de e´xito con los datos de la
tarea.
C2 DADO que existe una tarea condicional con transiciones CUANDO se llama a la
API para indicar una funcio´n condicional va´lida relacionada con una transicio´n EN-
TONCES se modifica y se devuelve un mensaje de e´xito con los datos de la funcio´n
condicional.
C3 DADO que existe una tarea condicional con transiciones CUANDO se llama a la
API para indicar una funcio´n condicional inva´lida relacionada con una transicio´n
ENTONCES se devuelve un mensaje de error indicando que la funcio´n no existe o no
implementa la interfaz requerida.
C4 DADO que existe una tarea condicional con transiciones con funciones condicionales
CUANDO se llama a la API para consultar sus funciones condicionales ENTONCES
se devuelve un mensaje de e´xito con los datos de estas.
C5 DADO que existe una tarea condicional con transiciones con funciones condicionales
CUANDO se llama a la API para intercambiar la prioridad de dos de sus funciones
condicionales ENTONCES se intercambian la prioridad y se devuelve un mensaje de
e´xito.
C6 DADO que existe una tarea condicional con transiciones con funciones condicionales
CUANDO se llama a la API para indicar que una transicio´n ya no es condicional
ENTONCES se modifica y se devuelve un mensaje de e´xito.
C7 DADO que existe una tarea condicional con transiciones con funciones condicionales
CUANDO se llama a la API para finalizar una instancia de tarea y esta se finaliza
correctamente instanciando la siguiente tarea que es de tipo condicional ENTONCES
esta es finalizada automa´ticamente tomando la primera transicio´n va´lida entre las
transiciones con funciones condicionales ordenadas por prioridad.
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HU20 Documentar la API [M]
Como programador que va ha integrar el motor en un nuevo proyecto quiero poder enten-
der fa´cilmente como comunicarme con la API del motor y saber que funcionalidades me
ofrece pasa as´ı poder desarrollar mi trabajo de forma ma´s fa´cil.
A continuacio´n se describen las tareas de esta historia:
T1 Crear y/o ampliar el Javadoc de todos los me´todos que son accesibles desde fuera del
motor.
T2 Crear una documentacio´n complementaria en el README del proyecto donde se
expliquen los me´todos y las estructuras JSON que devuelven.
6.3.2. Resultados obtenidos
La realizacio´n del sprint se ha llevado a cabo durante el tiempo estimado inicialmente (del
22/03/2016 al 07/04/2016).
Durante este sprint se han realizado todas las historias de usuario elegidas con e´xito (pasando
todos los criterios de aceptacio´n).
Cabe destacar que la planificacio´n temporal de dos historias de usuario fue erro´nea. Por un
lado la historia de usuario HU20 (Documentar la API) resulto ser ma´s costosa de lo estimado
previamente necesitando 4PH para poder realizarla. Esto ha sido causado principalmente al
hecho de tener que revisar la mayor parte del co´digo para poder hacer una documentacio´n
correcta.
Por otro lado la implementacio´n de la historia de usuario HU14 (Tareas condicionales)
resulto costar menos de lo estimado inicialmente, quedando terminada con 3PH. Inicialmente se
estimo´ en 5PH debido ha que era una de las funcionalidades de la API menos clara al principio
del proyecto.
Al terminar este sprint se ha terminado con e´xito la implementacio´n del motor.
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6.3.3. Pila del producto actualizada
En la tabla 6.3 podemos observar el estado de la pila del producto tras finalizar el sprint 3.
Como podemos ver, en ella aparecen todas las historias de usuario relacionadas con el motor de
flujo de trabajo finalizadas.
Se ha decidido eliminar las historias de usuario HU15 y HU16 y en su lugar definir las
necesarias para desarrollar la aplicacio´n web aplicacio´n web de disen˜o de flujos de trabajo.
Adema´s se ha tomado la decisio´n de desarrollar los servicios REST al mismo tiempo que la
interfaz de la aplicacio´n para as´ı ofrecer exactamente los recursos requeridos por este.
Concretamente se han definido las siguientes historias de usuario, las cuales definen toda la
funcionalidad que la aplicacio´n web para el disen˜o de flujos de trabajo debe ofrecer:
• HU21: Consultar los flujos de trabajo existentes.
• HU22: Crear, modificar y dar de baja/alta un flujo de trabajo.
• HU23: Consultar los permisos y el administrador de un flujo, crearlos y eliminarlos.
• HU24: Consultar la estructura de un flujo.
• HU25: Consultar los permisos de una tarea, crearlos y eliminarlos.
• HU26: Crear una tarea completa, modificarla y eliminarla.
• HU27: Crear una transicio´n completa, modificarla y eliminarla.
• HU28: Permitir intercambiar el orden de las funciones condicionales.
• HU29: Permitir modificar funciones condicionales.
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ID Historia de usuario
Coste
estimado
(PH)
Coste
real
(PH) Sprints Estado
HU01 Crear y modificar flujos [M] 1 1 SP1 FINALIZADA
HU02 Crear y modificar tareas [M] 1 2 SP1 FINALIZADA
HU03 Crear y modificar transiciones [M] 1 1 SP1 FINALIZADA
HU04 Consulta de flujos de trabajo [M] 1 1 SP1 FINALIZADA
HU05 Instanciar un flujo de trabajo [M] 3 2 SP1 FINALIZADA
HU06
Consultar una instancia de
flujo de trabajo [M]
1 1 SP1 FINALIZADA
HU07 Sistema de permisos de flujos [M] 2 2 SP1 FINALIZADA
HU08 Sistema de permisos de tareas [M] 2 2 SP2 FINALIZADA
HU09 Traspaso de tareas [M] 2 1 SP2 FINALIZADA
HU10 Histo´rico [M] 2 2 SP2 FINALIZADA
HU11
Cancelar una instancia de
flujo de trabajo [M]
1 1 SP2 FINALIZADA
HU12
Indicar funciones externas
en transiciones [M]
2 2 SP3 FINALIZADA
HU13 Asignacio´n dina´mica de tareas [M] 1 1 SP3 FINALIZADA
HU14 Tareas condicionales [M] 5 3 SP3 FINALIZADA
HU15
Interfaz gra´fica web de edicio´n
de flujos [W]
10
HU16
Servicios REST de edicio´n
de flujos [W]
10
HU17
Instanciar automa´ticamente la
tarea inicial [M]
1 1 SP2 FINALIZADA
HU18 Finalizar una tarea [M] 2 2 SP2 FINALIZADA
HU19 Designar administrador de un flujo [M] 1 1 SP2 FINALIZADA
HU20 Documentar la API [M] 2 4 SP3 FINALIZADA
HU21
Consultar los flujos de trabajo
existentes [W]
1
HU22
Crear, modificar y dar de baja/alta
un flujo de trabajo [W]
1
HU23
Consultar los permisos y el
administrador de un flujo, crearlos
y eliminarlos [W]
2
HU24 Consultar la estructura de un flujo [W] 2
HU25
Consultar los permisos de una tarea,
crearlos y eliminarlos [W]
2
HU26
Crear una tarea completa,
modificarla y eliminarla [W]
3
HU27
Crear una transicio´n completa,
modificarla y eliminarla [W]
2
HU28
Permitir intercambiar el orden de
las funciones condicionales [W]
1
HU29
Permitir modificar funciones
condicionales [W]
1
Tabla 6.3: Estado de la pila del producto tras finalizar el sprint 3.
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6.4. Sprint 4
6.4.1. Planificacio´n del sprint
A continuacio´n se muestran las historias de usuario elegidas para elaborar la pila del sprint
4. Junto a las historias se han definido una serie de tareas a realizar. Adema´s se han especificado
los criterios de aceptacio´n que se deben cumplir para poder considerar que la historia de usuario
ha sido finalizada.
HU21 Consultar los flujos de trabajo existentes [W]
Como disen˜ador de flujos de trabajo quiero poder ver todos los datos importantes de los
flujos de trabajo existentes (nombre, fechas, administrador y si esta´n activos), as´ı como
poder buscar por uno o varios de esos datos para as´ı facilitar el mantenimiento de estos.
A continuacio´n se describen las tareas de esta historia:
T1 Crear el servicio REST en el servidor que responda a las peticiones relacionadas con
flujos de trabajo.
T2 Crear el me´todo en el servicio REST que responda a la peticio´n de obtener todos los
flujos de trabajo haciendo uso de la API del motor.
T3 Crear el servicio en el cliente que se encargue de realizar las llamadas al servicio REST
de flujos de trabajo.
T4 Crear la pantalla de presentacio´n con una tabla que permita filtrar por todos los
campos.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 CUANDO se consulta la lista de flujos de trabajo ENTONCES debe aparecer una
lista de todos los flujos de trabajo con sus caracter´ısticas (descripcio´n, si esta activo
o no, su fecha de creacio´n y modificacio´n y quie´n es su administrador).
C2 DADO que se consulta la lista de flujos de trabajo CUANDO se filtran por cualquiera
de sus campos ENTONCES solo deben aparecer aquellos que concuerden con los datos
filtrados.
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HU22 Crear, modificar y dar de baja/alta un flujo de trabajo [W]
Como disen˜ador de flujos de trabajo quiero poder crear flujos de trabajo, modificar su
descripcio´n y activarlos y desactivarlos para as´ı poder tener control absoluto sobre estos.
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar el servicio REST de flujos de trabajo con un me´todo para poder crearlos
haciendo uso de la API.
T2 Ampliar el servicio REST de flujos de trabajo con un me´todo para poder actualizarlos
haciendo uso de la API.
T3 Ampliar el servicio en el cliente para realizar las llamadas oportunas a los nuevos
me´todos del servicio REST de flujos de trabajo.
T4 Ampliar la pantalla de presentacio´n con las nuevas opciones.
T5 Crear el formulario para crear/editar un flujo de trabajo.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que se esta´ creando un nuevo flujo de trabajo CUANDO se elige la opcio´n de
cancelar ENTONCES este no debe de crearse.
C2 DADO que se esta´ creando un nuevo flujo de trabajo CUANDO se indica una des-
cripcio´n va´lida ENTONCES debe habilitarse la opcio´n para guardarlo.
C3 DADO que se esta´ creando un nuevo flujo de trabajo CUANDO se indica una des-
cripcio´n inva´lida ENTONCES debe deshabilitarse la opcio´n para guardarlo.
C4 DADO que se ha seleccionado un flujo de trabajo CUANDO se elige la opcio´n para
modificarlo y se indica una descripcio´n inva´lida ENTONCES este no se modifica.
C5 DADO que se ha seleccionado un flujo de trabajo CUANDO se elige la opcio´n para
modificarlo y se indica una descripcio´n va´lida ENTONCES este se modifica.
C6 DADO que no se ha seleccionado un flujo de trabajo CUANDO se elige la opcio´n
para modificarlo ENTONCES se muestra un mensaje de error indicando que se debe
seleccionar un flujo de trabajo.
C7 DADO que se ha seleccionado un flujo de trabajo que estaba de baja CUANDO se
elige la opcio´n para darlo de baja/alta ENTONCES este es dado de alta (reactivado).
C8 DADO que se ha seleccionado un flujo de trabajo que estaba de alta (activo) CUANDO
se elige la opcio´n para darlo de baja/alta ENTONCES este es dado de baja.
C9 DADO que no se ha seleccionado un flujo de trabajo que estaba de alta (activo)
CUANDO se elige la opcio´n para darlo de baja/alta ENTONCES se muestra un
mensaje de error indicando que se debe seleccionar un flujo de trabajo.
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HU23 Consultar los permisos y el administrador de un flujo, crearlos y eliminarlos
[W]
Como disen˜ador de flujos de trabajo quiero poder crear o revocar permisos a usuarios y
departamentos para instanciar un flujo de trabajo, as´ı como poder elegir el administrador
de un flujo poder gestionar la seguridad de un flujo de trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Crear el servicio REST en el servidor que responda a las peticiones relacionadas con
los permisos de un flujo de trabajo.
T2 Ampliar el servicio REST de permisos de flujos de trabajo con un me´todo para poder
obtener todos los permisos de un flujo haciendo uso de la API.
T3 Ampliar el servicio REST de permisos de flujos de trabajo con un me´todo para poder
crear un nuevo permiso haciendo uso de la API.
T4 Ampliar el servicio REST de permisos de flujos de trabajo con un me´todo para poder
eliminar un permiso haciendo uso de la API.
T5 Ampliar el me´todo de actualizacio´n del servicio REST de flujos de trabajo para poder
actualizar el administrador haciendo uso de la API.
T6 Crear el servicio en el cliente que se encargue de realizar las llamadas al servicio REST
de permisos de flujo de trabajo.
T7 Crear la pantalla de permisos para instanciar flujos de trabajo con una tabla que
permita filtrar por todos los campos y eliminarlos e indique el administrador.
T8 Crear el formulario para crear un nuevo permiso y enlazarlo con la pantalla de permisos
para instanciar flujos de trabajo.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 CUANDO se consulta la seguridad de un flujos de trabajo ENTONCES debe apare-
cer una lista de todos los permisos (descripcio´n del autorizado y su tipo [usuario o
departamento]) y el actual administrador del flujo de trabajo.
C2 DADO que se consulta la lista de todos los permisos CUANDO se filtran por cualquiera
de sus campos ENTONCES solo deben aparecer aquellos que concuerden con los datos
filtrados.
C3 DADO que se consulta la seguridad de un flujo de trabajo CUANDO se elige la opcio´n
para crear un nuevo permiso ENTONCES debe poder darse la opcio´n para crear un
nuevo permiso.
C4 DADO que se esta´ creando un nuevo permiso CUANDO se elige la opcio´n de cancelar
ENTONCES este no se debe crear.
C5 DADO que se esta´ creando un nuevo permiso CUANDO se indica el identificador del
autorizado y si es usuario o departamento ENTONCES debe de habilitarse la opcio´n
para guardarla.
C6 DADO que se esta´ creando un nuevo permiso CUANDO no se indica el identificador
del autorizado o si es usuario o departamento ENTONCES debe de deshabilitarse la
opcio´n para guardarla.
C7 DADO que se ha seleccionado un permiso CUANDO se elige la opcio´n para eliminarlo
ENTONCES este es eliminado.
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C8 DADO que no se ha seleccionado un permiso CUANDO se elige la opcio´n para elimi-
narlo ENTONCES se muestra un mensaje de error indicando que debe seleccionar un
permiso.
C9 DADO que se consulta la seguridad de un flujo de trabajo CUANDO se elige la opcio´n
para indicar un nuevo administrador ENTONCES debe poder darse la opcio´n para
nombrarlo.
C10 DADO que se esta´ indicando un nuevo administrador CUANDO se elige la opcio´n de
cancelar ENTONCES debe mantenerse el antiguo administrador.
C11 DADO que se esta´ indicando un nuevo administrador CUANDO se indica un identi-
ficador de administrador inva´lido ENTONCES debe de deshabilitarse la opcio´n para
guardarlo.
C12 DADO que se esta´ indicando un nuevo administrador CUANDO se indica un iden-
tificador de administrador inva´lido ENTONCES debe de habilitarse la opcio´n para
guardarlo.
HU24 Consultar la estructura de un flujo [W]
Como disen˜ador de flujos de trabajo quiero poder consultar la estructura de un flujo de
trabajo determinado para as´ı poder ver todas sus tareas y como se relacionan entre ellas.
A continuacio´n se describen las tareas de esta historia:
T1 Crear el servicio REST en el servidor que responda a las peticiones relacionadas con
las tareas.
T2 Ampliar el servicio REST de tareas con un me´todo para obtener todas las tareas y
las transiciones que forman parte de un flujo haciendo uso de la API.
T3 Crear el servicio en el cliente que se encargue de realizar las llamadas al servicio REST
de tareas.
T4 Crear la pantalla que muestra la estructura de un flujo de trabajo mediante tablas
anidadas en las que cada tabla interior son las transiciones de la tarea elegida.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 CUANDO se consulta la estructura de un flujo de trabajo ENTONCES se debe de
mostrar una lista de las tareas que lo forman junto a sus atributos (descripcio´n y
tipo).
C2 CUANDO se expande una tarea ENTONCES se debe de mostrar una lista de todas
las transiciones que parten de ella junto a sus atributos (descripcio´n y si posee funcio´n
externa) as´ı como indicar la tarea destino a la que enlaza.
HU25 Consultar los permisos de una tarea, crearlos y eliminarlos [W]
Como disen˜ador de flujos de trabajo quiero poder crear o revocar permisos a usuarios y
departamentos para realizar una tarea, as´ı como poder indicar si es un permiso de primer
responsable.
A continuacio´n se describen las tareas de esta historia:
T1 Crear el servicio REST en el servidor que responda a las peticiones relacionadas con
los permisos de una tarea.
T2 Ampliar el servicio REST de permisos de tareas con un me´todo para poder obtener
todos los permisos para realizar una tarea haciendo uso de la API.
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T3 Ampliar el servicio REST de permisos de tareas con un me´todo para poder crear un
nuevo permiso haciendo uso de la API.
T4 Ampliar el servicio REST de permisos de tareas con un me´todo para poder eliminar
un permiso haciendo uso de la API.
T5 Crear el servicio en el cliente que se encargue de realizar las llamadas al servicio REST
de permisos de tareas.
T6 Crear la pantalla de permisos para realizar tareas con una tabla que permita filtrar
por todos los campos y eliminarlos e indique si es un permiso de primer responsable.
T7 Crear el formulario para crear un nuevo permiso y enlazarlo con la pantalla de permisos
para realizar tareas.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 CUANDO se consulta la seguridad de una tarea ENTONCES debe aparecer una lista
de todos los permisos (descripcio´n del autorizado y su tipo [usuario o departamento]).
C2 DADO que se consulta la lista de todos los permisos CUANDO se filtran por cualquiera
de sus campos ENTONCES solo deben aparecer aquellos que concuerden con los datos
filtrados.
C3 DADO que se consulta la seguridad de una tarea CUANDO se elige la opcio´n para
crear un nuevo permiso ENTONCES debe poder darse la opcio´n para crear un nuevo
permiso.
C4 DADO que se esta´ creando un nuevo permiso CUANDO se elige la opcio´n de cancelar
ENTONCES este no se debe crear.
C5 DADO que se esta´ creando un nuevo permiso CUANDO se indica el identificador del
autorizado y si es usuario o departamento ENTONCES debe de habilitarse la opcio´n
para guardarla.
C6 DADO que se esta´ creando un nuevo permiso CUANDO no se indica el identificador
del autorizado o si es usuario o departamento ENTONCES debe de deshabilitarse la
opcio´n para guardarla.
C7 DADO que se consulta la seguridad de una tarea CUANDO se elige la opcio´n para
crear un nuevo permiso de primer responsable ENTONCES debe poder darse la opcio´n
para crear un nuevo permiso de primer responsable.
C8 DADO que se esta´ creando un nuevo permiso de primer responsable CUANDO se
elige la opcio´n de cancelar ENTONCES este no se debe crear.
C9 DADO que se esta´ creando un nuevo permiso de primer responsable CUANDO se
indica el identificador del autorizado y si es usuario o departamento ENTONCES
debe de habilitarse la opcio´n para guardarla.
C10 DADO que se esta´ creando un nuevo permiso de primer responsable CUANDO no
se indica el identificador del autorizado o si es usuario o departamento ENTONCES
debe de deshabilitarse la opcio´n para guardarla.
C11 DADO que se ha seleccionado un permiso CUANDO se elige la opcio´n para eliminarlo
ENTONCES este es eliminado.
C12 DADO que no se ha seleccionado un permiso CUANDO se elige la opcio´n para elimi-
narlo ENTONCES se muestra un mensaje de error indicando que debe seleccionar un
permiso.
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HU26 Crear una tarea completa, modificarla y eliminarla [W]
Como disen˜ador de flujos de trabajo quiero poder crear, modificar o eliminar una tarea
completa (tarea completamente definida, indicando si es inicial, final, de asignacio´n dina-
mica, etc) para as´ı poder gestionar uno de los elementos fundamentales de los flujos de
trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Ampliar el servicio REST de tareas con un me´todo para poder obtener todos los datos
de una tarea haciendo uso de la API.
T2 Ampliar el servicio REST de tareas con un me´todo para poder crear una tarea com-
pleta haciendo uso de la API.
T3 Ampliar el servicio REST de tareas con un me´todo para poder modificar una tarea
haciendo uso de la API.
T4 Ampliar el servicio REST de tareas con un me´todo para poder eliminar una tarea
haciendo uso de la API.
T5 Ampliar el servicio en el cliente que se encarga de realizar llamadas al servicio REST
de tareas.
T6 Ampliar la pantalla de consulta de la estructura de un flujo para poder eliminar tareas.
T7 Crear el formulario para crear/editar tareas y enlazarlo con la pantalla de consulta de
la estructura de un flujo.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que se esta´ creando una tarea CUANDO se elige la opcio´n de cancelar EN-
TONCES debe de cancelarse su creacio´n.
C2 DADO que se esta´ creando una tarea CUANDO se indica una descripcio´n va´lida
ENTONCES debe habilitarse la opcio´n para guardarla.
C3 DADO que se esta´ creando una tarea CUANDO se indica una descripcio´n inva´lida
ENTONCES debe deshabilitarse la opcio´n para guardarla.
C4 DADO que se esta´ creando una tarea CUANDO se indica que es una tarea de asig-
nacio´n dina´mica y se indica la clase que contiene la funcio´n de asignacio´n dina´mica
ENTONCES debe habilitarse la opcio´n para guardarla.
C5 DADO que se esta´ creando una tarea CUANDO se indica que es una tarea de asigna-
cio´n dina´mica y no se indica la clase que contiene la funcio´n de asignacio´n dina´mica
ENTONCES debe deshabilitarse la opcio´n para guardarla.
C6 DADO que se ha seleccionado una tarea CUANDO se selecciona la opcio´n para editarla
ENTONCES debe darse la opcio´n para editarla.
C7 DADO que se esta´ editando una tarea CUANDO se modifica su descripcio´n por una
descripcio´n inva´lida ENTONCES debe deshabilitarse la opcio´n para guardarla.
C8 DADO que se esta´ editando una tarea CUANDO se modifica su descripcio´n por una
descripcio´n va´lida ENTONCES debe habilitarse la opcio´n para guardarla.
C9 DADO que se esta´ editando una tarea CUANDO se modifican sus atributos ENTON-
CES no debe permitirse que se pueda cambiar su tipo (inicial, final y condicional).
C10 DADO que no se ha seleccionado una tarea CUANDO se selecciona la opcio´n para
editarla ENTONCES se muestra un mensaje de error indicando que se debe seleccionar
una tarea.
76
C11 DADO que se ha seleccionado una tarea CUANDO se selecciona la opcio´n para eli-
minarla ENTONCES esta es eliminada.
C12 DADO que no se ha seleccionado una tarea CUANDO se selecciona la opcio´n pa-
ra eliminarla ENTONCES se muestra un mensaje de error indicando que se debe
seleccionar una tarea.
6.4.2. Resultados obtenidos
La realizacio´n del sprint se ha llevado a cabo durante el tiempo estimado inicialmente (del
08/04/2016 al 21/04/2016).
En cambio, durante este sprint no se han podido realizar todas las historias de usuario
elegidas. El principal motivo del retraso ha sido el hecho que realizar la parte gra´fica ha requerido
ma´s tiempo del que se hab´ıa previsto en un principio.
La historia HU21 (Consultar los flujos de trabajo existentes) ha requerido 2PH en lugar
de 1PH. El principal motivo del sobre-coste temporal ha sido causado por tener que invertir
tiempo extra en buscar y probar un mo´dulo para Angular que ofreciese la posibilidad de mostrar
tablas complejas y permitiera filtrar cualquier campo de forma automa´tica. Concretamente se
probaron tres mo´dulos.
La historia HU24 (Consultar la estructura de un flujo) ha requerido 3PH en lugar de 1PH.
Ha habido dos motivos principales que han causado este retraso. Por un lado ha resultado ma´s
complejo de lo esperado utilizar la funcionalidad de tablas anidadas que ofrecida la aplicacio´n
y moldearla a la funcionalidad deseada. Por otro lado se ha requerido realizar un procesado de
los datos ofrecidos por la API para adaptarlos a las estructuras que aceta la funcionalidad de
tablas anidadas.
A causa del incremento temporal de las historias anteriores, la historia HU26 solo se ha
podido iniciar, implementando una escasa parte de esta, por lo que se espera finalizarla en el
sprint 5.
Las otras historias elegidas para este sprint se han realizado en el tiempo estimado y han
pasado todos los criterios de aceptacio´n.
6.4.3. Pila del producto actualizada
En la tabla 6.4 podemos observar el estado de la pila del producto tras finalizar el sprint 4.
Como podemos ver, en ella aparecen todas las historias de usuario elegidas en el sprint 4 como
finalizadas a exceptcio´n de la HU26 la cuan no se ha podido completar.
Por u´ltimo se ha an˜adido la HU30 (Duplicar un flujo de trabajo) debido a que ha surgido la
necesidad de poder replicar la estructura de un flujo ya existente debido a que existe flujos de
estructura muy similar. Dado que inicialmente no se tuvo en cuenta esta necesidad durante el
desarrollo de la API, por lo tanto esta historia engloba tanto la ampliacio´n de la API cono del
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disen˜ador gra´fico.
ID Historia de usuario
Coste
estimado
(PH)
Coste
real
(PH) Sprints Estado
HU01 Crear y modificar flujos [M] 1 1 SP1 FINALIZADA
HU02 Crear y modificar tareas [M] 1 2 SP1 FINALIZADA
HU03 Crear y modificar transiciones [M] 1 1 SP1 FINALIZADA
HU04 Consulta de flujos de trabajo [M] 1 1 SP1 FINALIZADA
HU05 Instanciar un flujo de trabajo [M] 3 2 SP1 FINALIZADA
HU06
Consultar una instancia de
flujo de trabajo [M]
1 1 SP1 FINALIZADA
HU07 Sistema de permisos de flujos [M] 2 2 SP1 FINALIZADA
HU08 Sistema de permisos de tareas [M] 2 2 SP2 FINALIZADA
HU09 Traspaso de tareas [M] 2 1 SP2 FINALIZADA
HU10 Histo´rico [M] 2 2 SP2 FINALIZADA
HU11
Cancelar una instancia de
flujo de trabajo [M]
1 1 SP2 FINALIZADA
HU12
Indicar funciones externas
en transiciones [M]
2 2 SP3 FINALIZADA
HU13 Asignacio´n dina´mica de tareas [M] 1 1 SP3 FINALIZADA
HU14 Tareas condicionales [M] 5 3 SP3 FINALIZADA
HU17
Instanciar automa´ticamente la
tarea inicial [M]
1 1 SP2 FINALIZADA
HU18 Finalizar una tarea [M] 2 2 SP2 FINALIZADA
HU19 Designar administrador de un flujo [M] 1 1 SP2 FINALIZADA
HU20 Documentar la API [M] 2 4 SP3 FINALIZADA
HU21
Consultar los flujos de trabajo
existentes
1 2 SP4 FINALIZADA
HU22
Crear, modificar y dar de baja/alta
un flujo de trabajo [W]
1 1 SP4 FINALIZADA
HU23
Consultar los permisos y el
administrador de un flujo, crearlos
y eliminarlos [W]
2 2 SP4 FINALIZADA
HU24 Consultar la estructura de un flujo [W] 2 3 SP4 FINALIZADA
HU25
Consultar los permisos de una tarea,
crearlos y eliminarlos [W]
2 2 SP4 FINALIZADA
HU26
Crear una tarea completa,
modificarla y eliminarla [W]
3 SP4 INACABADA
HU27
Crear una transicio´n completa,
modificarla y eliminarla [W]
2
HU28
Permitir intercambiar el orden de
las funciones condicionales [W]
1
HU29
Permitir modificar funciones
condicionales [W]
1
HU30 Duplicar un flujo de trabajo [M y W] 3
Tabla 6.4: Estado de la pila del producto tras finalizar el sprint 4.
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6.5. Sprint 5
6.5.1. Planificacio´n del sprint
A continuacio´n se muestran las historias de usuario elegidas para elaborar la pila del sprint
5. Junto a las historias se han definido una serie de tareas a realizar. Adema´s se han especificado
los criterios de aceptacio´n que se deben cumplir para poder considerar que la historia de usuario
ha sido finalizada. Cabe destacar que la historia HU26 (Crear una tarea completa, modificarla y
eliminarla) se ha an˜adido a la pila del sprint 5 debido a que no se termino´ en el sprint 4 (donde
esta´ especificada) y por lo tanto no ha vuelto a ser especificada en esta seccio´n.
HU27 Crear una transicio´n completa, modificarla y eliminarla. [W]
Como disen˜ador de flujos de trabajo quiero poder crear, modificar o eliminar una transi-
cio´n completa(transicio´n completamente definida, indicando si debe llamar a una funcio´n
externa, etc) para as´ı poder gestionar uno de los elementos fundamentales de los flujos de
trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Crear el servicio REST en el servidor que responda a las peticiones relacionadas con
las transiciones.
T2 Ampliar el servicio REST de transiciones con un me´todo para poder crear una tran-
sicio´n haciendo uso de la API.
T3 Ampliar el servicio REST de transiciones con un me´todo para poder modificar una
transicio´n haciendo uso de la API.
T4 Ampliar el servicio REST de transiciones con un me´todo para poder eliminar una
transicio´n haciendo uso de la API.
T5 Crear el servicio en el cliente para realizar las llamadas oportunas a los me´todos del
nuevo servicio REST.
T6 Ampliar la pantalla de consulta de la estructura de un flujo con las nuevas opciones.
T7 Crear el formulario para crear/editar una transicio´n.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que no se ha seleccionado ninguna tarea CUANDO se elige la opcio´n para
conectarla con otra ENTONCES se muestra un mensaje de error indicando que se
debe seleccionar una tarea.
C2 DADO que existe ma´s de una tarea y se ha seleccionado CUANDO se elige la opcio´n
para conectarla con otra ENTONCES debe poder darse la opcio´n para crear una nueva
transicio´n.
C3 DADO que se esta´ creando una transicio´n CUANDO se elige la opcio´n de cancelar
ENTONCES debe de cancelarse su creacio´n.
C4 DADO que se esta´ creando una transicio´n CUANDO se indica su descripcio´n y la
tarea destino ENTONCES debe de habilitarse la opcio´n para guardarla.
C5 DADO que se esta´ creando una transicio´n CUANDO no se indica su descripcio´n o la
tarea destino ENTONCES debe de deshabilitarse la opcio´n para guardarla.
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C6 DADO que se esta´ creando una transicio´n CUANDO se indica que debe llamar a una
funcio´n externa y no se indica la clase que contiene dicha funcio´n ENTONCES debe
de deshabilitarse la opcio´n para guardarla.
C7 DADO que se esta´ creando una transicio´n CUANDO se indica que debe llamar a una
funcio´n externa y se indica la clase que contiene dicha funcio´n ENTONCES debe de
habilitarse la opcio´n para guardarla.
C8 DADO que se esta´ creando una transicio´n CUANDO se indica que debe llamar a
una funcio´n externa auditada y no se indica la clase que contiene dicha funcio´n o los
mensajes de e´xito y fracaso que quedaran reflejados en la auditor´ıa ENTONCES debe
de deshabilitarse la opcio´n para guardarla.
C9 DADO que se esta´ creando una transicio´n CUANDO se indica que debe llamar a
una funcio´n externa auditada y se indica la clase que contiene dicha funcio´n y los
mensajes de e´xito y fracaso que quedaran reflejados en la auditor´ıa ENTONCES debe
de habilitarse la opcio´n para guardarla.
C10 DADO que se esta´ creando una transicio´n que parte de una tarea condicional CUAN-
DO no se indica la clase que contiene la funcio´n condicional ENTONCES debe de
deshabilitarse la opcio´n para guardarla.
C11 DADO que se esta´ creando una transicio´n que parte de una tarea condicional CUAN-
DO se indica la clase que contiene la funcio´n condicional ENTONCES debe de habi-
litarse la opcio´n para guardarla.
C12 DADO que se ha seleccionado una transicio´n CUANDO se selecciona la opcio´n para
editarla ENTONCES debe de poder darse la opcio´n para editarla.
C13 DADO que se esta´ editando una transicio´n CUANDO se modifica su descripcio´n por
una incorrecta ENTONCES debe de habilitarse la opcio´n para guardar su edicio´n.
C14 DADO que se esta´ editando una transicio´n CUANDO se modifica su descripcio´n por
una correcta ENTONCES debe de deshabilitarse la opcio´n para guardar su edicio´n.
C15 DADO que se esta´ editando una transicio´n CUANDO se indica que usa una funcio´n
externa y no se indica la clase que la contiene ENTONCES debe de deshabilitarse la
opcio´n para guardar su edicio´n.
C16 DADO que se esta´ editando una transicio´n CUANDO se indica que usa una funcio´n
externa y se indica la clase que la contiene ENTONCES debe de habilitarse la opcio´n
para guardar su edicio´n.
C17 DADO que se esta´ editando una transicio´n CUANDO se cancela su edicio´n ENTON-
CES debe cancelarse su edicio´n.
C18 DADO que no se ha seleccionado una transicio´n CUANDO se selecciona la opcio´n
para editarla ENTONCES se muestra un mensaje de error indicando que se debe
seleccionar una transicio´n.
C19 DADO que se ha seleccionado una transicio´n CUANDO se selecciona la opcio´n para
eliminarla ENTONCES esta es eliminada.
C20 DADO que no se ha seleccionado una transicio´n CUANDO se selecciona la opcio´n
para eliminarla ENTONCES se muestra un mensaje de error indicando que se debe
seleccionar una transicio´n.
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HU28 Permitir intercambiar el orden de las funciones condicionales. [W]
Como disen˜ador de flujos de trabajo quiero poder modificar el orden en el que se analizan
las transiciones de una funcio´n condicional para as´ı poder modificar el recorrido de un
flujo de trabajo.
A continuacio´n se describen las tareas de esta historia:
T1 Crear el servicio REST en el servidor que responda a peticiones relacionadas con
funciones condicionales.
T2 Ampliar el servicio REST de funciones condicionales con un me´todo para poder mo-
dificar funciones condicionales haciendo uso de la API.
T3 Ampliar el servicio REST de funciones condicionales con un me´todo para poder obte-
ner las funciones condicionales de una tarea junto a su transicio´n relacionada haciendo
uso de la API.
T4 Ampliar la pantalla de consulta de la estructura de un flujo con la opcio´n para modi-
ficar el orden de una funcio´n condicional.
T5 Crear el formulario para intercambiar el orden entre dos funciones condicionales.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una transicio´n que tiene una funcio´n condicional CUANDO esta se
selecciona ENTONCES aparece la opcio´n para intercambiar su orden con otra.
C2 DADO que se ha seleccionado una transicio´n que tiene una funcio´n condicional CUAN-
DO se elige la opcio´n para intercambiar su orden ENTONCES debe permitirse selec-
cionar la otra funcio´n externa con la que se quiere cambiar el orden.
HU29 Permitir modificar funciones condicionales. [W]
Como disen˜ador de flujos de trabajo quiero poder modificar funciones condicionales para
poder adaptar las tareas condicionales ante nuevos requerimientos.
A continuacio´n se describen las tareas de esta historia:
T1 Modificar el servicio REST de funciones condicionales para que el me´todo de modi-
ficacio´n permita cambiar la funcio´n externa y el orden de una funcio´n condicional
haciendo uso de la API.
T2 Ampliar la pantalla de consulta de la estructura de un flujo con la nueva opcio´n.
T3 Crear el formulario para editar una funcio´n condicional.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que existe una transicio´n que tiene una funcio´n condicional CUANDO esta se
selecciona ENTONCES aparece la opcio´n para modificarla.
C2 DADO que se ha seleccionado una transicio´n que tiene una funcio´n condicional CUAN-
DO se elige la opcio´n para modificarla ENTONCES debe permitirse modificar la clase
que contiene dicha funcio´n condicional.
HU30 Duplicar un flujo de trabajo. [M y W]
Como disen˜ador de flujos de trabajo quiero poder duplicar toda la estructura ba´sica de un
flujo de trabajo (tareas y transiciones) para as´ı poder crear nuevos flujos que se parezcan
a otros ya existentes de forma ra´pida y eficiente.
A continuacio´n se describen las tareas de esta historia:
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T1 Ampliar la API para ofrecer la nueva funcionalidad.
T2 Ampliar el servicio REST de flujos con un nuevo me´todo que permita duplicar toda
la estructura de un flujo haciendo uso de la API.
T3 Ampliar el servicio del cliente de flujos de trabajo para llamar al nuevo me´todo.
T4 Ampliar la pantalla de consulta de la estructura de un flujo con la nueva opcio´n.
A continuacio´n se describen los criterios de aceptacio´n de esta historia:
C1 DADO que se ha seleccionado un flujo de trabajo CUANDO se elige la opcio´n para
duplicarlo ENTONCES se duplica toda su estructura ba´sica (tareas y transiciones) y
el nuevo flujo se llama igual que el anterior ma´s 1.
C2 DADO que no se ha seleccionado un flujo de trabajo CUANDO se elige la opcio´n
para duplicarlo ENTONCES se muestra un mensaje de error indicando que se debe
seleccionar un flujo.
6.5.2. Resultados obtenidos
La realizacio´n del sprint se ha llevado a cabo durante el tiempo estimado inicialmente (del
22/04/2016 al 05/05/2016).
La planificacio´n temporal en el conjunto de historias se ha cumplido aunque ha habido
variaciones respecto a la estimacio´n y el coste real de dos historias. En concreto la historia
HU28 (Permitir intercambiar el orden de las funciones condicionales) ha resultado ser ma´s
compleja de lo previsto debido a problemas con la parte gra´fica. Por otro lado la historia HU30
(Duplicar un flujo de trabajo) ha requerido menos tiempo del estimado inicialmente.
Durante el sprint se ha terminado de implementar toda la funcionalidad ba´sica requerida en
la interfaz gra´fica para el disen˜o de flujos de trabajo.
6.5.3. Pila del producto actualizada
En la tabla 6.5 podemos observar el estado de la pila del producto tras finalizar el sprint 5.
Como podemos ver, en ella aparecen todas las historias de usuario elegidas en el sprint 5 como
finalizadas.
Dado que el sprint 5 era el u´ltimo sprint, la pila del producto de este es la pila del producto
final.
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ID Historia de usuario
Coste
estimado
(PH)
Coste
real
(PH) Sprints Estado
HU01 Crear y modificar flujos [M] 1 1 SP1 FINALIZADA
HU02 Crear y modificar tareas [M] 1 2 SP1 FINALIZADA
HU03 Crear y modificar transiciones [M] 1 1 SP1 FINALIZADA
HU04 Consulta de flujos de trabajo [M] 1 1 SP1 FINALIZADA
HU05 Instanciar un flujo de trabajo [M] 3 2 SP1 FINALIZADA
HU06
Consultar una instancia de
flujo de trabajo [M]
1 1 SP1 FINALIZADA
HU07 Sistema de permisos de flujos [M] 2 2 SP1 FINALIZADA
HU08 Sistema de permisos de tareas [M] 2 2 SP2 FINALIZADA
HU09 Traspaso de tareas [M] 2 1 SP2 FINALIZADA
HU10 Histo´rico [M] 2 2 SP2 FINALIZADA
HU11
Cancelar una instancia de
flujo de trabajo [M]
1 1 SP2 FINALIZADA
HU12
Indicar funciones externas
en transiciones [M]
2 2 SP3 FINALIZADA
HU13 Asignacio´n dina´mica de tareas [M] 1 1 SP3 FINALIZADA
HU14 Tareas condicionales [M] 5 3 SP3 FINALIZADA
HU17
Instanciar automa´ticamente la
tarea inicial [M]
1 1 SP2 FINALIZADA
HU18 Finalizar una tarea [M] 2 2 SP2 FINALIZADA
HU19 Designar administrador de un flujo [M] 1 1 SP2 FINALIZADA
HU20 Documentar la API [M] 2 4 SP3 FINALIZADA
HU21
Consultar los flujos de trabajo
existentes [W]
1 2 SP4 FINALIZADA
HU22
Crear, modificar y dar de baja/alta
un flujo de trabajo [W]
1 1 SP4 FINALIZADA
HU23
Consultar los permisos y el
administrador de un flujo, crearlos
y eliminarlos [W]
2 2 SP4 FINALIZADA
HU24 Consultar la estructura de un flujo [W] 2 3 SP4 FINALIZADA
HU25
Consultar los permisos de una tarea,
crearlos y eliminarlos [W]
2 2 SP4 FINALIZADA
HU26
Crear una tarea completa,
modificarla y eliminarla [W]
3 3
SP4
SP5
FINALIZADA
HU27
Crear una transicio´n completa,
modificarla y eliminarla [W]
2 2 SP5 FINALIZADA
HU28
Permitir intercambiar el orden de
las funciones condicionales [W]
1 2 SP5 FINALIZADA
HU29
Permitir modificar funciones
condicionales [W]
1 1 SP5 FINALIZADA
HU30 Duplicar un flujo de trabajo [M y W] 3 2 SP5 FINALIZADA
Tabla 6.5: Estado de la pila del producto tras finalizar el sprint 5.
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7.1. Objetivos alcanzados
Una vez finalizado el proyecto y tras analizar toda la funcionalidad obtenida, el supervisor
del proyecto ha concluido que se han logrado todos los objetivos planteados antes y durante el
desarrollo de este. Con la finalizacio´n del proyecto se ha obtenido una versio´n funcional capaz
de permitir recorrer un flujo de trabajo sencillo, as´ı como un editor gra´fico para poder definirlos.
Por estos motivos la empresa ha decidido utilizar el motor de flujos de trabajo en uno de sus
pro´ximos proyectos.
7.2. La importancia de documentar
Una de las u´ltimas tareas realizadas respecto al motor fue la de documentar la API del motor
de flujos en el README del repositorio de Bitbucket. Durante los u´ltimos d´ıas del proyecto, en
la empresa se empezo´ a desarrollar una nueva aplicacio´n para la gestio´n de recursos humanos.
El hecho de disponer una documentacio´n de co´mo usar la API del motor y las estructuras de
los mensajes que devolv´ıa ayudo´ a agilizar la comprensio´n de co´mo utilizarla y el desarrollo del
mo´dulo para comunicarse con ella.
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7.3. Valoracio´n personal
A nivel personal, este proyecto me ha resultado muy interesante debido a varias razones.
Por un lado, el hecho de ser el primer proyecto profesional que realizo ha resultado ser una
experiencia muy positiva. El hecho de haber podido realizar un proyecto cuyo desarrollo principal
se centra en el desarrollo de “back-end” me ha servido de motivacio´n debido a que es una de
las labores que ma´s me gusta.
Por otro lado, el hecho de haber podido realizar este proyecto mediante una metodolog´ıa
a´gil, me ha permitido poder afrontar los cambios de especificaciones de forma ra´pida y fa´cil, lo
cual ha afectado positivamente a mi habilidad para reaccionar a estos y saber como afrontarlos.
A nivel formativo, el desarrollo de este proyecto me ha permitido profundizar en mis cono-
cimientos sobre AngularJS, el cual empece´ a aprender un mes antes de empezar el proyecto.
Tambie´n he ampliado mis conocimientos en Java aprendiendo a utilizar la reflexio´n y ampliando
mis conocimientos generales.
Por u´ltimo, el hecho de utilizar el servidor de aplicaciones JBoss me ha servido para aprender
algunos conceptos ba´sicos sobre su funcionamiento y configuracio´n (estructura de directorios,
configuracio´n de “datasources”, etc).
7.4. Mejoras y ampliaciones del proyecto
En esta seccio´n se plantean algunas mejoras y ampliaciones sobre la API del motor de flujos
de trabajo. Estas se han planteado sobre el final del proyecto cuando se esta´ empezando a
integrar en una nueva aplicacio´n de la empresa.
Una de las mejoras planteadas durante el proyecto es la de an˜adir metainformacio´n a las
tareas y a las transiciones. Esta podr´ıa proporcionar ma´s flexibilidad a las aplicaciones que
utilizan la API del motor de flujos.
Otra mejora que se plantea realizar en breve es la de asignar el u´ltimo responsable de una
instancia de tarea en el caso de vuelta hacia atra´s durante el recorrido de un flujo.
Tambie´n se plantea ampliar la funcionalidad que permite consultar al histo´rico dota´ndola
de la posibilidad de utilizar filtros.
Por u´ltimo, otra posible mejora consistir´ıa en poder realizar una llamada a una funcio´n
externa cuando se instancie una tarea.
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Anexo A
Documentacio´n externa de la API
del motor de flujos
A.1. Motivacio´n
Dado que parte de este proyecto ha consistido en realizar una API de un motor de flujos
que sera´ utilizada por otras aplicaciones de la empresa, la buena documentacio´n de esta es un
requisito indispensable.
Es un hecho que una API o librer´ıa si dispone de una documentacio´n pe´sima o simplemente
carece de ella va a generar inmediatamente un sentimiento de rechazo o desconfianza de los desa-
rrolladores que tengan que usarla. Adema´s, si estos disponen de ma´s de una opcio´n, seguramente
las opciones sin documentacio´n o de baja calidad sera´n ma´s propensas a ser descartadas.
Por u´ltimo, aunque el co´digo disponga de Javadoc, se decidio´ realizar una documentacio´n
externa que ofreciese una imagen ma´s clara de la API y de co´mo comunicarse con ella.
A.2. Eleccio´n de co´mo y donde documentar la API
Tras analizar la API desarrollada, se decidio´ estructurar la documentacio´n en seis apartados
diferentes. Por un lado en el primer apartado se explicar´ıa como utilizar la capa de acceso de
la API. Por otro lado se explicar´ıan los cuatro mo´dulos que son accesibles desde la capa de
acceso (motor, disen˜ador, seguridad y auditor´ıa) y las funcionalidades que ofrecen. Finalmente
el u´ltimo apartado ser´ıa un anexo con las estructuras JSON que devuelve la API.
Para documentar la API se analizaron dos formas diferentes, crear un documento de texto
o utilizar el propio README del repositorio de Bitbucket. Finalmente se decidio´ optar por el
README debido a que ofrec´ıa varias ventajas respecto al documento de texto. Su manteni-
miento es ma´s sencillo al estar situado dentro del repositorio proyecto. Adema´s, al estar escrito
en Markdown (lenguaje de marcado ligero) permite obtener un aspecto visual limpio y de cali-
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dad sin requerir de mucho esfuerzo ni de la ayuda de un editor especifico. Finalmente, al ser el
documento README del proyecto, este es presentado automa´ticamente en la pa´gina principal
del repositorio, facilitando su consulta.
A.3. Fragmentos de ejemplo de la documentacio´n de la API
A lo largo de este apartado se van a mostrar diferentes fragmentos de la documentacio´n
realizada sobre la API, concretamente sus me´todos y las estructuras de datos que devuelve.
Dado que la documentacio´n es bastante extensa, en este apartado se ha optado por solo mostrar
algunas secciones (la introduccio´n, la explicacio´n de uno de sus mo´dulos, las funciones externas
y parte de las estructuras JSON devueltas por la API.
A.3.1. Introduccio´n
La API de IdeaFlow permite definir, gestionar y recorrer flujos de trabajo. Para hacer uso
de sus funcionalidades se debe de obtener una instancia de uno de sus cuatro mo´dulos a trave´s
de la clase de acceso IdeaflowFactory.
Todas las respuestas de la API tienen la misma estructura descrita a continuacio´n:
{
"exito":Boolean ,
"datos": Object
}
Concretamente, si la llamada no tiene e´xito, este siempre tendra´ la siguiente forma donde
datos contiene el mensaje del error:
{
"exito":False ,
"datos":
{
"codigo ":Number ,
"mensaje ": String
}
}
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A.3.2. Mo´dulo del motor de flujos
El motor sirve para instanciar, recorrer y gestionar flujos de trabajo.
El motor ya se encarga internamente de realizar las comprobaciones de seguridad oportunas
en cada me´todo y en realizar la auditor´ıa necesaria si lo requiere la accio´n.
Para poder acceder a la API del motor primero se debe instanciar.
IMotorWorkflow motor = IdeaflowFactory
.getMotorWorkflow(idUsuario , idDepartamento , entityManager );
Tanto el idUsuario como el idDepartamento son cadenas que representan el identificador
del usuario que esta haciendo uso del motor y el identificador de su departamento. Estos iden-
tificadores son los que utiliza internamente la API. El EntityManager es inyectado en la API
y es responsabilidad de la aplicacio´n exterior. Concretamente esta debera´ iniciar la transaccio´n
y finalizarla. Esto permite a la aplicacio´n exterior cancelar una transaccio´n que afecta al motor
de flujos en el caso de que se produzca un error exterior para no causar una inconsistencia en
los datos. As´ı pues la API indicara en la transaccio´n si se debe de hacer rollback en caso de
producirse algu´n error interno.
A continuacio´n se describen todas las funcionalidades que ofrece este mo´dulo.
• Instanciar un flujo de trabajo
- Se realiza mediante el me´todo instanciarWorkflow.
- Todos los usuarios pueden realizar esta accio´n siempre y cuando tengan permiso para
instanciar el flujo de trabajo indicado.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de la instancia del
flujo de trabajo creada.
• Cancelar una instancia de flujo de trabajo
- Se realiza mediante el me´todo cancelarInstanciaWorkflow.
- Solo el administrador del propio flujo de trabajo tiene permiso para cancelar una de sus
instancias.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de la instancia del
flujo de trabajo cancelada.
• Obtener las tareas activas del usuario
- Se realiza mediante el me´todo obtenerMisTareasActivas.
- Todos los usuarios pueden realizar esta accio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de las instancias
de tarea que no han sido finalizadas y cuyo responsable es el propio usuario.
• Obtener las tareas activas del departamento del usuario
- Se realiza mediante el me´todo obtenerTareasActivasMiDepartamento.
- Todos los usuarios pueden realizar esta accio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de las instancias
de tarea que no han sido finalizadas y cuyo responsable es el departamento del usuario.
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• Obtener las tareas activas del usuario sobre un tipo de flujo de trabajo
- Se realiza mediante el me´todo obtenerMisTareasActivasWorkflow.
- Todos los usuarios pueden realizar esta accio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de las instancias
de tarea que no han sido finalizadas que pertenezcan al tipo de flujo de trabajo indicado
y cuyo responsable es el propio usuario.
• Obtener las tareas activas del departamento del usuario sobre un tipo de flujo
de trabajo
- Se realiza mediante el me´todo obtenerTareasActivasMiDepartamentoWorkflow.
- Todos los usuarios pueden realizar esta accio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de las instancias
de tarea que no han sido finalizadas que pertenezcan al tipo de flujo de trabajo indicado
y cuyo responsable es el departamento del usuario.
• Obtener las tareas activas del usuario sobre una instancia de flujo de trabajo
- Se realiza mediante el me´todo obtenerMisTareasActivasWorkflow.
- Todos los usuarios pueden realizar esta accio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de las instancias
de tarea que no han sido finalizadas que pertenezcan a la instancia de flujo de trabajo
indicada y cuyo responsable es el propio usuario.
• Obtener las tareas activas del departamento del usuario sobre una instancia
de flujo de trabajo
- Se realiza mediante el me´todo obtenerTareasActivasMiDepartamentoWorkflow.
- Todos los usuarios pueden realizar esta accio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de las instancias
de tarea que no han sido finalizadas que pertenezcan a la instancia de flujo de trabajo
indicada y cuyo responsable es el departamento del usuario.
• Obtener a que otros usuarios se puede reasignar una instancia de tarea
- Se realiza mediante el me´todo obtenerUsuariosReasignarTarea.
- Todos los usuarios pueden realizar esta accio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ una lista con los identifica-
dores de los usuarios con permisos para poder ser asignados.
• Obtener a que otros departamentos se puede reasignar una instancia de tarea
- Se realiza mediante el me´todo obtenerDepartamentosReasignarTarea.
- Todos los usuarios pueden realizar esta accio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ una lista con los identifica-
dores de los departamentos con permisos para poder ser asignados.
• Reasignar una instancia de tarea a un usuario
- Se realiza mediante el me´todo reasignarResponsablilidadInstanciaTareaUsuario.
- Solo el usuario que sea responsable de la instancia de tarea, el usuario cuyo departamento
sea responsable de la instancia de tarea o el administrador del flujo de trabajo al que
pertenece la instancia de tarea pueden realizar esta accio´n. Adema´s, el usuario destino
debe poseer permisos para poder ser el responsable de la instancia de tarea.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de la instancia de
tarea actualizados.
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• Reasignar una instancia de tarea a un departamento
- Se realiza mediante el me´todo reasignarResponsablilidadInstanciaTareaDepartamento.
- Solo el usuario que sea responsable de la instancia de tarea, el usuario cuyo departa-
mento sea responsable de la instancia de tarea o el administrador del flujo de trabajo al
que pertenece la instancia de tarea pueden realizar esta accio´n. Adema´s, el departamento
destino debe poseer permisos para poder ser el responsable de la instancia de tarea.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de la instancia de
tarea actualizados.
• Obtener las instancias de tarea activas de una instancia de flujo de trabajo
- Se realiza mediante el me´todo obtenerTareasActivasEjecucionWorkflow.
- Solo el usuario que instancio´ el flujo de trabajo y el administrador pueden realizar esta
operacio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de las instancias
de las tareas que no hayan sido finalizadas.
• Obtener las instancias no finalizadas de un flujo de trabajo
- Se realiza mediante el me´todo obtenerInstanciasActivasWorkflow.
- Solo el administrador pueden realizar esta operacio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de las instancias
de los flujos de trabajo que no hayan sido finalizados.
• Finalizar una instancia de tarea activa de una instancia de flujo de trabajo
- Se realiza mediante el me´todo finalizarTareaEnEjecucionWorkflow.
- Solo el responsable de la tarea (el usuario al que se le ha asignado la realizacio´n de dicha
instancia de tarea) o el administrador pueden realizar esta operacio´n.
- Si tiene e´xito el para´metro datos de la respuesta contendra´ los datos de la nueva instancia
de la tarea destino.
93
A.3.3. Funciones externas
La funciones externas son me´todos llamados por la API para obtener ciertos datos o realizar
ciertas tareas que no esta´n a su alcance.
Las funciones externas asociadas a una transicio´n se pueden utilizar para realizar algu´n tipo
de auditor´ıa externa (para tener constancia de que se ha realizado dicha transicio´n) o realizar
alguna operacio´n ma´s compleja. Estas funciones deben devolver un valor booleano para indicarle
a la API si ha operacio´n exterior se ha realizado correctamente para poder continuar o si debe
cancelar el paso de una tarea a otra.
Aquellas clases que alberguen una funcio´n externa de una transicio´n deben implementar la
interfaz IFuncionTransicion proporcionada por la API. Esta interfaz obliga a implementar el
me´todo puedeRealizarTransicion el cual recibe un String como para´metro. Este es un JSON
con la siguiente estructura:
{
"wflCodigo ":Number ,
"insWflCodigo ":Number ,
"tarOrigenCodigo ":Number ,
"insTarOrigenCodigo ":Number ,
"tarDestinoCodigo ": Number
}
Las funciones externas de asignacio´n dina´mica permiten designar el responsable de una
instancia de tarea desde el exterior de la API. Esta funcionalidad permite crear flujos de trabajo
en los cuales algunas tareas requieran un responsable espec´ıfico que sea elegido en tiempo de
ejecucio´n dependiendo de alguna lo´gica de negocio de la aplicacio´n que utiliza la API.
Aquellas clases que alberguen una funcio´n externa de asignacio´n dina´mica deben implemen-
tar la interfaz IFuncionAsignacionDinamica proporcionada por la API. Esta interfaz obliga a
implementar el me´todo obtenerResponsable el cual recibe un String como para´metro. Este
es un JSON con la siguiente estructura:
{
"wflCodigo ":Number ,
"insWflCodigo ":Number ,
"tarCodigo ":Number ,
"insTarCodigo ": Number
}
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Este me´todo debe de devolver un JSON en formato de String con la siguiente estructura:
{
"esUsuario ":Boolean ,
"responsable ": String
}
Por u´ltimo, las funciones condicionales permiten definir la lo´gica de flujos ma´s complejos.
Las funciones condicionales actu´an a modo de sema´foros (devolviendo un valor booleano) en las
tareas condicionales y cada una de ellas esta´ relacionada con una transicio´n que parte de dicha
tarea. Uno de sus usos es el de poder definir un flujo en el que se requiera la realizacio´n de ma´s
tareas por parte de superiores si se dan ciertas caracter´ısticas en el exterior de la API.
Aquellas clases que alberguen una funcio´n condicional deben implementar la interfaz
IFuncionCondicional proporcionada por la API. Esta interfaz obliga a implementar el me´todo
cumpleCondicion el cual recibe un String como para´metro. Este es un JSON con la siguiente
estructura:
{
"wflCodigo ":Number ,
"insWflCodigo ":Number ,
"tarCodigo ":Number ,
"insTarCodigo ": Number
}
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A.3.4. Estructuras de los mensajes de e´xito
Todos los me´todos que proporciona la API devuelven estructuras JSON en forma de String.
A lo largo de este apartado se describen algunas de las estructuras que pueden aparecer en el
para´metro datos.
Flujo de trabajo (workflow)
{
"administrador ":String ,
"baja":Boolean ,
"codigo ":Number ,
"descripcion ":String ,
"fechaAlta ":Number ,
"fechaMod ":Number ,
"usuarioAlta ":String ,
"usuarioMod ": String
}
El para´metro fechaMod tendra´ el valor null si el flujo de trabajo nunca ha sido modificado,
de lo contrario tendra´ una fecha en milisegundos.
El para´metro usuarioMod tendra´ el valor null si el flujo de trabajo nunca ha sido modificado.
Tarea
{
"baja":Boolean ,
"claseAd ":String ,
"codigo ":Number ,
"descripcion ":String ,
"esCondicional ":Boolean ,
"esFinal ":Boolean ,
"esInicial ":Boolean ,
"fechaAlta ":Number ,
"fechaMod ":Number ,
"usuarioAlta ":String ,
"usuarioMod ":String ,
"wflCodigo ":{
"codigo ":Number ,
"descripcion ": String
}
}
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El para´metro fechaMod tendra´ el valor null si la tarea nunca ha sido modificada, de lo
contrario tendra´ una fecha en milisegundos.
El para´metro usuarioMod tendra´ el valor null si la tarea nunca ha sido modificada.
El para´metro claseAd tendra´n el valor null si la tarea no es de asignacio´n dina´mica, de lo
contrario tendra´ el nombre completo de la clase.
Transicio´n
{
"baja":Boolean ,
"claseFe ":String ,
"codigo ":Number ,
"descripcion ":String ,
"fechaAlta ":Number ,
"fechaMod ":Number ,
"mensajeFeNoHis ":String ,
"mensajeFeSiHis ":String ,
"notificarFeHis ":Boolean ,
"tarCodigoFin ":{
"codigo ":Number ,
"descripcion ": String
},
"tarCodigoInicio ":{
"codigo ":Number ,
"descripcion ": String
},
"usuarioAlta ":String ,
"usuarioMod ": String
}
El para´metro fechaMod tendra´ el valor null si la transicio´n nunca ha sido modificada, de
lo contrario tendra´ una fecha en milisegundos.
El para´metro usuarioMod tendra´ el valor null si la transicio´n nunca ha sido modificada.
El para´metro calseFe tendra´n el valor null si la transicio´n no tiene asociada ninguna funcio´n
externa, de lo contrario tendra´ el nombre completo de la clase.
Los para´metros mensajeFeSiHis y mensajeFeNoHis tendra´n el valor null si no hay funcio´n
o si no se debe notificar en el histo´rico.
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Permiso para instanciar un flujo
{
"baja":Boolean ,
"codigo ":Number ,
"departamento ":String ,
"fechaAlta ":Number ,
"fechaMod ":Number ,
"usuario ":String ,
"usuarioAlta ":String ,
"usuarioMod ":String ,
"wflCodigo ":{
"codigo ":Number ,
"descripcion ": String
}
}
El para´metro departamento tendra´ el valor null si el permiso es de un usuario.
El para´metro usuario tendra´ el valor null si el permiso es de un departamento.
Los para´metros fechaMod y usuarioMod tendra´n el valor null si el permiso nunca ha sido
modificado, de lo contrario fechaMod tendra´ una fecha en milisegundos.
Permiso para realizar una tarea
{
"baja":Boolean ,
"codigo ":Number ,
"departamento ":String ,
"fechaAlta ":Number ,
"fechaMod ":Number ,
"primerResponsable ":Boolean ,
"tarCodigo ":{
"codigo ":Number ,
"descripcion ": String
},
"usuario ":String ,
"usuarioAlta ":String ,
"usuarioMod ": String
}
El para´metro primerResponsable tendra´ el valor true si se trata del primer responsable al
que se le asignara´n las tareas.
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El para´metro departamento tendra´ el valor null si el permiso es de un usuario.
El para´metro usuario tendra´ el valor null si el permiso es de un departamento.
Los para´metros fechaMod y usuarioMod tendra´n el valor null si el permiso nunca ha sido
modificado, de lo contrario fechaMod tendra´ una fecha en milisegundos.
Instancia de flujo de trabajo
{
"baja":String ,
"cancelado ":Boolean ,
"codigo ":Number ,
"fechaFin ":Number ,
"fechaInicio ":Number ,
"motivoCancelada ":String ,
"usuarioInstanciador ":String ,
"wflCodigo ":{
"codigo ":Number ,
"descripcion ": String
}
El para´metro motivoCancelada tendra´ el valor null siempre excepto cuando la instancia
se ha cancelado.
El para´metro fechaFin tendra´ el valor null si la instancia no ha terminado, de lo contrario
tendra´ una fecha en milisegundos. Si se cancela entonces tendra´ la fecha en la que se cancelo´.
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Instancia de tarea
{
"baja":Boolean ,
"cancelada ":Boolean ,
"codigo ":Number ,
"fechaFin ":Number ,
"fechaInicio ":Number ,
"fechaMod ":Number ,
"insWfCodigo ":{
"codigo ": Number
},
"observaciones ":String ,
"responsable ":String ,
"tarCodigo ":{
"codigo ":Number ,
"descripcion ": String
}
El para´metro fechaMod tendra´ el valor null si la instancia no se ha modificado.
El para´metro fechaFin tendra´ el valor null si la instancia no ha terminado, de lo contrario
tendra´ una fecha en milisegundos.
El para´metro observaciones tendra´ el valor null si no hay observaciones.
El para´metro responsable tendra´ el valor null si no hay responsable.
Entrada del histo´rico
{
"codigo ":Number ,
"descripcion ":String ,
"fecha ":Number ,
"insTarCodigo ":{
"codigo ": Number
},
"insWfCodigo ":{
"codigo ": Number
},
"responsable ":String ,
"usuarioRealiza ":String ,
"usuarioDestino ":String ,
"departamentoDestino ": String
}
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El para´metro insTarCodigo tendra´ el valor null si el evento no esta´ relacionado con una
instancia de tarea.
El para´metro responsable tendra´ el valor null si se trata de una instancia de tarea final.
El para´metro usuarioDestino tendra´ el valor null si el evento no es de reasignacio´n a un
usuario.
El para´metro departamentoDestino tendra´ el valor null si el evento no es de reasignacio´n
a un departamento.
Funcio´n condicional
{
"clase ":String ,
"codigo ":Number ,
"orden ":Number ,
"tarCodigo ":{
"codigo ":Number ,
"descripcion ": String"
},
"tranCodigo ":{
"codigo ":Number ,
"descripcion ": String
}
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Glosario de te´rminos
• API (Application Programming Interface): Es el conjunto de me´todos ofrecidos por
una biblioteca para ser utilizados por otra aplicacio´n ofreciendo una capa de abstraccio´n.
• REST (Representational State Transfer): Te´rmino que se utiliza para describir cual-
quier interfaz que utiliza directamente HTTP para comunicar datos.
• TDD (Test-driven development): El desarrollo guiado por pruebas es una metodolog´ıa
de la ingenier´ıa del software que consiste en escribir de forma incremental las pruebas que
debe de pasar un co´digo, escribiendo siempre antes la prueba que el co´digo que debe de
pasarla. Durante las iteraciones el co´digo se va refactorizando si es necesario.
• PH (Punto de Historia): En la metodolog´ıa Scrum se utilizan para determinar el
c¸oste”de realizar una historia de usuario dependiendo (principalmente) de su complejidad
y riesgo.
• DAO (Data Access Object): Componente que suministra una interfaz comu´n entre la
aplicacio´n que lo usa y la base de datos a la que se conecta. El uso de estos componentes
permite desacoplar los objetos de negocio y la base de datos.
• CRUD (Create, Read, Update and Delete): Son las funciones ba´sicas de cualquier
capa de persistencia de un software.
• JSON (JavaScript Object Notation): Es un esta´ndar que utiliza texto plano para el
intercambio de datos. Es independiente de cualquier lenguaje de programacio´n.
• MVVM (Model View ViewModel): Patro´n arquitecto´nico del software que permite
separar la capa de presentacio´n de la capa de negocio.
• README: Documento de texto que normalmente se incluye junto a los programas. En
el se incluye informacio´n respecto a su uso, cambios en las diferentes versiones, errores,
etc.
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