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Développer et réaliser une carte mère multimédia à base d’un microcontrôleur AT91SAM9263.
Porter un moniteur minimal ainsi que le système GNU/Linux sur la nouvelle carte.
Evaluer les performances du microcontrôleur et en particulier les gains liés à l’utilisation de ses capacités 
de traitement parallèle.
Résultats
Développer et réaliser une carte mère multimédia à base d’un microcontrôleur AT91SAM9263.
Porter un moniteur minimal ainsi que le système GNU/Linux sur la nouvelle carte.
Evaluer les performances du microcontrôleur et en particulier les gains liés à l’utilisation de ses capacités 
de traitement parallèle.
Mots-clés
Système embarqué, AT91SAM9263, AT91Bootstrap, U-Boot, Linux pour ARM, NFS
Ziel
Entwicklung und Durchführung einer Mainboard die auf einem AT91SAM9263 Microkontroller  basiert ist.
Adaptierung eines Monitors sowie das GNU / Linux-System auf die neue Karte.
Bewerbung der Leistung des Mikrocontrollers und insbesondere die Gewinne im Zusammenhang mit der 
Nutzung von Kapazitäten für die Parallelverarbeitung
Reslutate
Ein Motherboard wurde entwickelt und die folgenden Elemente wurden getestet: Speisung, JTAG, NOR 
Flash, RAM, RS232 und Ethernet.
U-boot  wurde  als  Monitor  adaptiert.  Sowie  ein  funktionelles  GNU/Linux  System,  mit  einem Root  File 
System erreichbar durch NFS .
Die Leistungen konnten leider nicht bewertet werden.
Schlüsselwörter
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La  tension de 5.0V est  directement   fournie  par   l'alimentation externe qui  est  également de 5.0V et  est 
uniquement filtrée à l'aide d'une ferrite.
Le 3.3V est fournit par un convertisseur step­down, le ADP2107ACPZ­3.3. Un tel convertisseur a été choisi 














Le dimensionnement du circuit  a été   fait  en fonction du pire des cas (worst case design) où   toutes  les 
fonctionnalités   de   la   carte   sont   activées   et   où   chaque   composant   exécute   son   opération   la   plus 
consommatrice de courant. Bien que cette situation soit hautement improbable il n'est pas acceptable de 

























L'ensemble   de   la   carte   s'organise   autour   microcontrôleur  AT91SAM9263.   L'image   suivante   est   une 
simplification de  l'architecture   interne du microcontrôleur  où  seules  les   fonctionnalités  utilisées ont  étés 
représentées.
Le coeur du microcontrôleur est composé d'une matrice de 9 bus 32 bits permettant l'échange de données 
entre   les  différents  contrôleurs  haute  vitesse.  Chacun  d'entre  eux  dispose  d'un  contrôleur  DMA  (direct 
memory access) afin de pouvoir lui déléguer les transferts de données et se concentrer sur les traitements.








Les   pins   non   assignées   peuvent  être   utilisées   comme   entrée/sortie   généraliste   par   l'intermédiaire   du 
contrôleur   d'entrée/sortie   (PIO   controler).   Elles   peuvent   en   plus   générer   des   interruptions   lors   d'un 
changement de niveau logique ou être configurées comme pullup.
L'AT91SAM9263  nécessite  en  plus  de   l'alimentation  électrique  de  deux  oscillateurs,   un   principal   et   un 
second  pour   le   démarrage  et   le  mode   veille.  Ce  dernier   doit   toujours  osciller  à   32'768  Hz.  Quand  à 
































































Le connecteur  sur   la  carte  est  de  type 2x5 afin  d'être  compatible  avec  les outils  utilisés pour   la  carte 
ARMEBS3. Le pining du connecteur JTAG se trouve à la page JTAG.
L'interface JTAG utilisée est le BDI2000 d'Abatron AG. Son utilisation est décrite au chapitre 5, page 30.





















SAM9 adapter PCUSBJTAGJTAG JTAG
utilisable   comme   alarme   ou   watchdog.   Si   ce   dernier   est   inutilisé,   il   peut   servir   de   petite   mémoire 
permanente.

















Bien  qu'il  ait  été   intéressant  de  délester  une  partie  des   fonctionnalités  du  premier  bus  sur   le  second, 
plusieurs conflits de multiplexage (en particulier avec le contrôleur Ethernet) nous oblige à utiliser ce dernier 
en mode 16 bits uniquement. Du coup le second bus perd passablement de son intérêt.





















L'émetteur vidéo de l'AT91SAM9263 fournit  des signaux en RGB. Bien qu'il  soit  possible d'atteindre une 















































Pour Ethernet utilise un  connecteur  RJ45  spécial avec filtre et séparation galvanique interne. De plus  ce 
dernier  dispose   de   deux   LEDs   de   notification   pilotées   par   les   signaux  ETH_ACTIVITY_LED  et 















































































































































La   carte   dispose   de  4   boutons  et   de   4   LEDs   configurables   par   l'utilisateur.  Chacun  des  boutons  est 
susceptible de générer une interruption via le PIO contrôler. Ils sont actifs à l'état bas.




















































































été   de   le  dessouder,  de  plier   la  pin  d'alimentation,  de   le   ressouder  et   de  connecter   la  pin   'volante'  à 
l'alimentation 5.0V du transceiver CAN situé à proximité. De plus un résistance 1.5kΩ doit être connectée en 

















Le  cross­development  (développement   croisé)   consiste  à  écrire   et   compiler   une   application   sur   une 
certaine machine, un  host  (hôte),  pour une  target  (cible) aux spécifications différentes. Ces différences 
peuvent être tant matériel (processeur différent) que logiciel (système d'exploitation différent).





































 $ cd ~
 $ wget ftp://ftp.denx.de/pub/eldk/4.1/arm-linux-x86/iso/arm-2007-01-21.iso
 $ wget ftp://ftp.denx.de/pub/eldk/4.1/arm-linux-x86/iso/MD5SUM





 $ sudo mkdir /opt/eldk
 $ sudo chown USR_NAME /opt/eldk
 $ sudo mount -o loop ~/arm-2007-01-21.iso /media/cdrom0
 $ /media/cdrom0/install -d /opt/eldk
 $ sudo umount /media/cdrom0
Par   la   suite   bashrc   (script   de  configuration   du   shell)   est  modifié   afin   de  définir   une  nouvelle   variable 
d'environement: CROSS_COMPILE. Celle­ci contient l'en­tête du double des commandes spécifiques à la 
toolchain  arm­linux.  La variable  d'environement PATH est  également  modifiée afin que ces commandes 
soient accessibles sans avoir à rentrer leur chemin complet. Puis le script de configuration est exécuté à 
l'aide de source, ou bash est redémarré pour que ces changements soient pris en compte.
 $ echo # ELDK >> ~/.bashrc
 $ echo export CROSS_COMPILE=arm-linux-  >> ~/.bashrc
 $ echo PATH=$PATH:/opt/eldk/usr/bin:/opt/eldk/bin  >> ~/.bashrc




 $ arm-linux-gcc -o hello hello.c
Le résultat est un fichier exécutable. Grâce à la commande file le type du ficher peut être déterminé.
 $ file hello
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Le résultat devrait fortement ressembler à ceci:
 hello: ELF 32-bit LSB executable, ARM, version 1, dynamically linked (uses shared libs), for 
GNU/Linux 2.4.3, not stripped






















 $ mkdir ~/bdi2000
 $ sudo mount /dev/fd0 /media/floppy0
 $ cp -r /media/flopy0 ~/bdi2000/
 $ sudo umount /dev/fd0
Ensuite on connecte le BDI2000 à l'hôte à l'aide d'un câble série croisé femèle/femèle ainsi qu'au LAN avec 
un câble RJ45. Quand à   la  cible elle est  connectée par un câble JTAG au BDI2000 à  son connecteur 








sur le même sous­réseau, cette opération suffit. On peut tester à   l'aide d'un simple  ping  si   l'entrée est 
correcte.
 $ sudo arp -s 153.109.5.242 00:0c:01:96:75:73
 $ ping 153.109.5.242
















 $ sudo aptitude install wine
 $ wine ~/bdi2000/B20ARMGD.EXE
bdiGDB exécuté sous Linux à l'aide de Wine
La connection série est configurée sur le port correspondant (COM1) ainsi que le baudrate à 57600. Puis il 
















 $ sudo cp ~/bdi2000/sam9ebs.cfg /var/lib/tftpboot/
 $ sudo cp ~/bdi2000/reg926e.cfg /var/lib/tftpboot/
Le fichier de configuration est composé de cinq sections:
­ [INIT] Définit une liste de commandes exécutées à chaque reset de la cible.
­ [TARGET] Définit   les  paramètres spécifiques à   la  cible:  processeur,  organisation de  la  mémoire, 
fréquence, ...





















peuvent   également   masquer   ceraines   faiblesses   de   l'application   chargée   d'effectuer   le   bootstrap. 
L'initialisation  du  contrôleur  Flash  sera  effectué  par   le   fichier  de  configuration  et  pas   forcément  par   le 
bootstrap.













 $ cd ~/jtag/testapps/ledtest
 $ make
 $ sudo cp ledtest.bin /var/lib/tftpboot/
Une fois l'application compilée et copiée dans le répertoire  d'atftpd, il faut se connecter au BDI2000 via 
une connection telnet.
 $ telnet 153.109.5.242
Une fois l'initialisation finie, il est possible de charger l'application  ledtest.bin  dans la RAM interne du 
micro­controlleur à l'adresse 0x00300000 ou 0x00500000 à l'aide de load address [file] [format]. 
Puis l'application peut être lancée avec la commande go. Normalllemnt les cinq Leds devraient clignoter.
 Core#0> load 0x00300000








 Core#0> prog 0x10000000
 Core#0> go 0x10000000
Notez qu'en cas d'erreur  d'écriture dans  la Flash,   la réinitialisation d'un ou plusieurs secteurs peut être 
nécessaire à   l'aide de la commande  erase address.  La taille des secteurs sur la Flash utiliée est de 
0x20000.
 Core#0> erase 0x10000000
 5.4  Débuger à l'aide du BDI2000
Le BDI2000 permet de concert avec gdb de débuger un programme.









programme s'arrêtera   inopinément   il   sera  possible  de  savoir   dans  quelle   fonction  avec  info symbol 
program_counter.
 $ cd ~/u-boot
 $ gdb
 (gdb) file ./u-boot
 (gdb) info symbol 0x23f0050c
Une autre commande très utile et suffisamment peu explicite pour être mentionnée est la suivante:







































































































en  tentant  de  trouver du code bootable sur  différents supports:  SDCard,  NandFlash,  SPI DataFlash.  Si 








































 $ cd ~/bootstrap/src
 $ wget ftp://www.linux4sam.org/pub/at91bootstrap/AT91Bootstrap1.10.zip
 $ wget ftp://www.linux4sam.org/pub/at91bootstrap/AT91Bootstrap1.10.zip.md5
 $ md5sum -c AT91Bootstrap1.10.zip.md5
 $ unzip AT91Bootstrap1.10.zip -d bootstrap
 $ mv AT91Bootstrap1.10 ../
Une fois l'archive rapatriée et décompressée, le projet le plus proche de notre carte, le AT91SAM9263EK, 
est copié. Puis le répertoire, le projet (sous­répertoire), les fichiers sources sont renommés.
 $ cd ~/bootstrap/AT91Bootstrap1.10/board
 $ cp -r at91sam9263ek/ sam9ebs/
 $ cd sam9ebs
 $ mv at91sam9263ek.c sam9ebs.c
 $ mv -r nandflash/ nor/














 /* bootstrap/include/part.h */
 #ifdef AT91SAM9263
 #include "AT91SAM9263_inc.h"






 /* bootstrap/include/norflash.h */
/* #define AT91_NORFLASH_BASE AT91C_EBI_CS0 */














un bout  de code assembleur.  La cause est  double.  Premièrement   le  bootstrap doit  définir   les  vecteurs 









 /* bootstrap/crt0_gnu.S */
 reset:
 
 /* verctors table */
 _exception_vectors:
b reset_vector /* reset */
b undef_vector /* undefined instruction */
/* ... */
 undef_vector:
b undef_vector /* loop endless */





 /* bootstrap/crt0_gnu.S */










 /* bootstrap/crt0_gnu.S */
 _relocate_to_sram:





/* speed up clock at max possible frequancy before relocate */
bl speed_up_osc
 #endif /* CFG_QUICK_START */
/* copy all boot app into internal sram */
ldr r1, =_stext /* start of boot code */
ldr r2, =_edata /* end of boot code */
mov r4, #0x00300000 /* internal sram address */
 relocate_to_sram_loop_:
cmp r1, r2
ldrne r3, [r1], #4
strne r3, [r4], #4
bne relocate_to_sram_loop_





le  signal  d'horloge ne s'est  pas stabililsé.  Une fois   fait  elle  configure  le  main  clock register  afin que  le 
microcontrôleur utilise la nouvelle horloge comme base de temps.
 /* bootstrap/crt0_gnu.S */
 /* increase clock before code relocation */
 speed_up_osc:









and r2, r2, #0x00000001
cmp r2, #0x00000001
bne speed_up_osc_stabilize_loop_









 /* bootstrap/crt0_gnu.S */
 /* copy the data section in RAM at .data link address */
 _init_data:
ldr r2, =_lp_data
ldmia r2, {r1, r3, r4}
1:
cmp r3, r4
ldrcc r2, [r1], #4
strcc r2, [r3], #4
bcc 1b
 /* initialize the bss segment */
 _init_bss:
adr r2, _lp_bss




strcc r2, [r3], #4
bcc 1b
 /* branch on C code Main function (with interworking) */
 _branch_main:








 /* bootstrap/board/sam9ebs/sam9ebs.c */
/* configure PLLA = MOSC * (PLL_MULA + 1) / PLL_DIVA */
            AT91SAM9263 embedded system  6 ­ Bootstrap 41
pmc_cfg_plla( PLLA_SETTINGS, PLL_LOCK_TIMEOUT ) ;
/* switch MCK on PLLA output PCK = PLLA = 2 * MCK */
pmc_cfg_mck( MCKR_SETTINGS, PLL_LOCK_TIMEOUT ) ;
/* configure PLLB */




 /* bootstrap/board/sam9ebs/sam9ebs.c */
writel
(
readl( AT91C_BASE_CCFG + CCFG_EBI0CSA ) |
















 /* bootstrap/board/sam9ebs/sam9ebs.c */
/* configure SDRAM controller */
sdram_init
(
AT91C_SDRAMC_NC_10 | /* column addr A0-9 */
AT91C_SDRAMC_NR_13 | /* row addr A0-12 */
AT91C_SDRAMC_CAS_3 | /* RAM has 2 & 3 cas*/
AT91C_SDRAMC_NB_4_BANKS | /* RAM has 4 banks */
AT91C_SDRAMC_DBW_32_BITS | /* bus 32 bits width*/
AT91C_SDRAMC_TWR_15 | /* FIXME */
AT91C_SDRAMC_TRC_8 | /* row cycle 65ns */
AT91C_SDRAMC_TRP_3 | /* row precharge 20ns*/
AT91C_SDRAMC_TRCD_3 | /* row 2 column 20ns*/
AT91C_SDRAMC_TRAS_6 | /* row active 45ns */
AT91C_SDRAMC_TXSR_15,   /* FIXME */
(MASTER_CLOCK * 11)/1000000,   /* refresh timer <64ms*/





Les  pins  multiplexées  utilisées  par   la  RAM sont   initialisées  par   la   fonction  sdram_hw_init().  Cette 
fonction définit une structure qui décrit chaque pin. Cette structure est passée en argument de la fonction 
pio_setup().
 /* bootstrap/board/sam9ebs/sam9ebs.c */
 void sdramc_hw_init( void )
 {
/* RAM PIOs pinning definition */
const struct pio_desc sdramc_pio[] =
{
{ "D16", AT91C_PIN_PD( 16 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
/* ... */
{ "D31", AT91C_PIN_PD( 31 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ (char *) 0, 0, 0, PIO_DEFAULT, PIO_PERIPH_A },
} ;
/* configure SDRAMC PIO */
pio_setup( sdramc_pio ) ;
 }
 6.4.7  Initialisation de la Flash NOR
L'initialisation de la mémoire Flash se fait  au  travers de  la fonction  norflash_hw_init().  Celle­ci  se 




 /* bootstrap/main.c */
/*
2nd step: load bootloader from media
*/
 /* load from Norflash in RAM */
#ifdef CFG_NORFLASH












 /* bootstrap/board/sam9ebs/nor/sam9ebs.h */
 /* init standard hardware */
 #define CFG_SDRAM
 #define CFG_HW_INIT






 /* bootstrap/board/sam9ebs/nor/sam9ebs.h */
 /* enable quick start, configure oscillator before copy app into ram */
 #define CFG_QUICK_START
 /* use main oscillator with a prescaller of 2: 16MHz / 2 => 8MHz */
 #define CFG_QUICK_START_OSC 0x00000801
Il définit également les valeurs des PLLs. La PLLA est configurée de manière à produire un signal à 240MHz 
soit   la   fréquence  maximum du  coeur  ARM.  Quand à   la  PLLB elle  produit  un signal  à  48MHz qui  est 
obligatoire pour pouvoir utiliser les périphériques USB.
 /* bootstrap/board/sam9ebs/nor/sam9ebs.h */
 /* DIVA = 1, MULA = 15 + 1, OUTA = 01 ; 16*(14+1(implicit))/1=240 MHz */
 #define PLLA_SETTINGS 0x200E7F01
 /* DIVB = 1, MULB = 3 + 1, OUTB = 00, USBDIV = 00 ; 16*(3+1)/1=48 MHz */
 #define PLLB_SETTINGS 0x00033F01
Les paramètres pour le chargement d'U­Boot: adresse en Flash, taille et adresse de destination en RAM 
sont aussi définit dans ce fichier.
 /* bootstrap/board/sam9ebs/nor/sam9ebs.h */
 /* u-boot address in flash without flash offset */
 #define IMG_ADDRESS 0x00010000
 /* u-boot size in Flash */
 #define IMG_SIZE 0x00200000
 /* u-boot destination address in ram */





 /* bootstrap/includ/norflash.h */
 /*
15 * ( 1 / 120e6 ) >= 120 ns
 */
 #define AT91C_FLASH_NWE_SETUP (15 << 0)
 #define AT91C_FLASH_NCS_WR_SETUP (15 << 8)
 #define AT91C_FLASH_NRD_SETUP (15 << 16)



















 $ cd ~/bootstrap
 $ unzip src/AT91Bootstrap1.10.zip -d patch_base
 $ diff -rupN patch_base/Bootstrap-v1.10 Bootstrap-v1.10/ > Bootstrap1.10_sam9ebs.patch
 $ mv Bootstrap-v1.10_sam9ebs.patch src/
 $ rm -r patch_base
Et celles­ci après de l'appliquer.
 $ cd ~/bootstrap
 $ unzip src/unzip src/AT91Bootstrap1.10.zip
 $ cd Bootstrap1.10/







































Les  sources  de   la  dernière   version  stable   (2008.10­rc1  en  date  du  21  novembre  2008)   d'U­Boot   sont 
téléchargées depuis le site denx.de. Puis elles sont détarées.
 $ mkdir ~/u-boot
 $ cd ~/u-boot
 $ wget ftp://ftp.denx.de/pub/u-boot/u-boot-2008.10-rc1.tar.bz2











 sam9ebs_config : unconfig
@$(MKCONFIG) $(@:_config=) arm926ejs sam9ebs atmel at91
Dernière modification du  Makefile,   le   répertoire  exemples  pose des problèmes de compilation. Etant 
donné qu'il nous est d'aucune utilité, la solution la plus simple et de le commenter.
# SUBDIRS = tools \
#   examples \
#   post \
#   post/cpu
SUBDIRS = tools \





 $ cd ~/u-boot/include/configs
 $ cp at91sam9263ek.h sam9ebs.h







 #define CONFIG_ARM926EJS 1
 #define CONFIG_AT91SAM9263 1




 #define AT91_SLOW_CLOCK 32768
 #define AT91_MAIN_CLOCK 240000000
 #define AT91_MASTER_CLOCK 120000000
 #define CFG_HZ 1000000
 #define PLLAR_VAL 0x200F7F01
 #define PLLBR_VAL 0x00033F01
 #define MCKR_VAL 0x00000102
 #define CFG_USE_MAIN_OSCILLATOR 1
Puis  les  informations relatives à   la taille et à   l'emplacement d'U­Boot en Flash sont définies. Notez que 
l'adresse de l'environnement doit être un multiple de la taille des secteurs. Dans le cas contraire U­Boot n'est 




 #define CFG_MONITOR_BASE 0x10010000
 #define CFG_MONITOR_LEN 0x30000
 #define CFG_ENV_IS_IN_FLASH 1
 #define CFG_ENV_ADDR ( CFG_MONITOR_BASE + CFG_MONITOR_LEN )
 #define CFG_ENV_SECT_SIZE 0x20000
Ensuite quelques constantes en relation avec la ligne de commande tel que le prompt et la taille du tampon 
sont définies.
 #define CFG_CONSOLE_IS_IN_ENV 1
 #define CONFIG_BOOTDELAY 3
 #define CFG_PROMPT "U-Boot> "
 #define CFG_CBSIZE 256
 #define CFG_MAXARGS 16




 #define CONFIG_CMDLINE_TAG 1
 #define CONFIG_SETUP_MEMORY_TAGS 1
 #define CONFIG_INITRD_TAG 1
 #define CONFIG_CMD_PING 1
 #define CONFIG_CMD_DHCP 1
 #define CONFIG_CMD_DIAG 1
 #define CONFIG_CMD_USB 1
L'adresse à laquelle le noyau sera chargé est aussi définie.
 #define CFG_LOAD_ADDR 0x24000000
 #define CFG_MEMTEST_START PHYS_SDRAM
 #define CFG_MEMTEST_END ( CFG_MEMTEST_START + PHYS_SDRAM_SIZE \
 - 262144 )
L'adresse de base ainsi que la taille de la RAM sont également définies.
 #define CONFIG_NR_DRAM_BANKS 1
 #define PHYS_SDRAM 0x20000000
 #define PHYS_SDRAM_SIZE 0x08000000
Les informations affichées lors du boot par le réseau avec BOOTP doivent également être définies.
 #define CONFIG_BOOTP_BOOTFILESIZE 1
 #define CONFIG_BOOTP_BOOTPATH 1
 #define CONFIG_BOOTP_GATEWAY 1
 #define CONFIG_BOOTP_HOSTNAME 1
Pour finir la sortie d'U­Boot est configurée sur l'USART0 avec un baudrate à 115200.
 #define CONFIG_ATMEL_USART 1




 #define CONFIG_BAUDRATE 115200







 #define CONFIG_MACB 1
 #define CONFIG_RMII 1
 #define CONFIG_NET_MULTI 1
 #define CONFIG_NET_RETRY_COUNT 5
 #define CONFIG_RESET_PHY_R 1





 $ cd ~/u-boot
 $ cp -r board/atmel/at91sam9263ek board/atmel/sam9ebs
 $ cd board/atmel/sam9ebs
 $ mv at91sam926ek.c sam9ebs.c
Dans   le  Makefile  locale   il   faut   également   modifier   la   liste   des   fichiers   objets   à   créer,   remplacer 
at91sam9263.o par sam9ebs.o.
 # ~/u-boot/board/atmel/sam9ebs/Makefile
 COBJS-y += sam9ebs.o






 int board_eth_init(bd_t *bis)
 {
int rc = 0;
 #ifdef CONFIG_MACB













 $ cd ~/u-boot
 $ make distclean




























 U-Boot> setenv bootfile zImage.img
 U-Boot> setenv bootcmd dhcp ; bootm
 U-Boot> setenv bootargs console=ttyS1,115200 root=/dev/nfs init=/bin/bash
nfsroot=153.109.5.141:/mnt/rootfs ip=::::::dhcp




De manière  identique au bootstrap un patch a été  créé  pour U­Boot.   Il  se situe dans  u-boot/src/u-
boot-2008.10-rc1_sam9ebs.patch.
Les commandes suivantes permettent de le créer.
 $ cd ~/u-boot/src
 $ tar xvjf u-boot-2008.10-rc1.tar.bz2
 $ mv u-boot-2008.10-rc1 ../base
 $ diff -rupN base/ u-boot-2008.10-rc1/ > u-boot-sam9ebs.patch
Et celles­ci après de l'appliquer.
 $ cd u-boot/src
 $ tar xvjf ./src/u-boot-2008.10-rc1.tar.bz2

























 $ mkdir ~/linux
 $ cd ~/linux
 $ mkdir src
 $ cd src
 $ wget http://kernel.org/pub/linux/kernel/v2.6/linux-2.6.27.4.tar.bz2
 $ wget http://maxim.org.za/AT91RM9200/2.6/2.6.27-at91.patch.gz
 $ tar xvjf linux-2.6.27.4.tar.bz2
 $ mv linux-2.6.27.4 ../
 $ cd ../linux-2.6.27.4















 $ cd ~/linux/linux-2.6.27.4/
 $ cp arch/arm/configs/at91sam9263ek_defconfig arch/arm/configs/sam9ebs_defconfig
Cette configuration nécessite cependant quelques adaptations à l'aide de menuconfig.
 8.3.1  Menuconfig
Menuconfig   est   une   cible   make   spéciale   du   noyau   Linux   permettant   de   modifier   graphiquement   la 
configuration   du   noyau.   Le   paquet   ncurses­dev   (bilbliothèque   graphique   pour   interface   textuelle)   est 
nécessaire, il faut donc l'installer.
 $ sudo apt-get install ncurses-dev
Elle se lance simplement avec la commande make menuconfig dans le répertoire du noyau.
 $ cd ~/linux/linux-2.6.27.4/















IP: kernel level autoconfiguration







 $ cd ~/linux/ linux-2.6.27.4
 $ make sam9ebs_defconfig
 $ make clean
 $ make zImage







dans son répertoire  tools/  un outil  permettant  d'indiquer  au noyau cette adresse:  mkimage.  Une fois 
l'image copiée depuis arch/arm/boot dans le répertoire tools/ d'U­Boot, il faut exécuter mkimage avec 
les arguments suivants.
 $ cd u-boot/tools
 $ cp ~/linux/linux-2.6.27.4/arch/arm/boot/zImage ./
 $ ./mkimage -A arm -O linux -T kernel -C none -a 0x25000000 -e 0x25000000 -n 































d'avoir  un pseudo disque vierge.  Celui  de sortie  est  notre nouveau  fichier  /opt/rawdisk.  Quand aux 
secteurs   leur  nombre est  de 500'000  et   leur   taille  de 512 bytes,  ce qui  donne 256MB. Cette   taille  est 
suffisante puisque le système de base de fichier occupera à terme 114MB.
 $ cd /mnt/
 $ sudo mkdir rootfs
 $ sudo dd if=/dev/zero of=/opt/rawdisk bs=512 count=500000




 $ sudo mkfs.ext2 /opt/rawdisk
 $ sudo mount -o loop /opt/rawdisk/ rootfs/
La   commande  debootstrap  prend   en   argument   l'architecture   de   la   cible  --arch,   la   version   de   la 
distribution, le répertoire cible et le miroir. L'architecture est  arm. La version est  lenny, qui est la version 




























 $ sudo mknod /mnt/rootfs/dev/console c 5 1
 $ sudo mknod /mnt/rootfs/dev/ttyS1 c 4 28
Pour finir le propriétaire du répertoire rootfs est changé afin de pouvoir y lire et écrire en tant que simple 
utilisateur.
 $ sudo chown -R YOUR_NAME:YOUR_NAME /mnt/rootfs
Notez  qu'à   l'avenir  suite  à  un  changement  dans   les  appels  systèmes,   l'architecture  ARM ne  sera  plus 
supportée par la branche arm mais armel.
 8.6  Test





Pour ce faire  il   faut  installer  nfs-kernel-server,   le  serveur atftpd quand à   lui  est  normalement déjà 
installé.






















 $ sudo /etc/init.d/nfs-kernel-server restart
De même en phase de développement il est intéressant de disposer d'un noyau sur l'hôte plutôt qu'en Flash 










 $ cd ~
 $ /opt/eldk/usr/bin/arm-linux-gcc -o hello hello.c




















 U-Boot> erase 0x10400000 +0x14bb18
 U-Boot> cp.b 0x24000000 0x10400000 0x14bb18
Pour finir on modifie la commande de boot afin de booter à partir de l'emplacement du noyau.















































# Part Description Retailer Reference Price
1 U1 ADP2107, step­down converter 2A Farnell 1461532 7.35
2 U2..3 ADP1715ARMZ, linear regulator 500mA Farnell 1461508 3.10
2 U4..5 NC7SZ08M5, and gate Farnell 1013807 1.25
1 U6 NC7WZ07P, buffer Farnell 1470998 0.42
1 U7 MAX823, reset controller Farnell 1188047 4.95
1 U8 AT91SAM9263B­CU, uC MSC AT91SAM9263B­CU 24.00
1 U9 DS1374, RTC Farnell 1379774 5.25
1 U10 AD9889, HDMI transmitter Digikey AD9889BBSTZ­80­ND 10.92
1 U11 SN74AUP1T97, level shifter Farnell 1053539 1.20
1 U12 AD1981B, audio uC Analog Devices sample
1 U13 DP83848, Ethernet transceiver Farnell 1286816 8.30
1 U14 Quartz 50MHz School
1 U15 LM3526M­L, USB power switch Farnell 1202978 3.15
1 U16 MCP2551­I/SN, CAN transceiver Farnell 9758569 2.90
1 U17 ADM3202A, RS232 transceiver Farnell 1333250 3.20
4 U18..21 K4S560832E­TC75, SDRAM 32MB School
1 U22 28F128J3A, Flash 16MB School
1 U23 MT45W2MW16PGA70­WT, PSRAM 4MB Digikey 557­1316­1­ND 6.84
1 J1 DC10B, Power connector School
1 J2 CONNB2X5­2MM­FCI, JTAG connector School
1 J3 MOLEX 47266, HDMI connector Farnell 1516663 2.50
1 J4 SMC­B­2X25MC, LCD/Touch screen connector School
2 J5..6 JACK­S6­3.5, audio Jack connector Farnell 149932 3.10
1 J7 IDC2X20MC, IDE connector School
1 J8 SDMF­10915W011, SD Card interface School
1 J9 RJ45­0810­1X1T, Ethernet RJ45 connector School
1 J10 USB­B­SMD, USB Device connector Farnell 1321918 1.85
2 J11, J13 USB­A­SMD, USB Host connector Farnell 1308874 0.925
2 J12, J14 RJ45­8PBV, CAN RJ45 connector School
1 J15 IDC2X13MC, GPIO connector School
1 J16 SUB­D­9F­2.54­MH, RS232 Female connector School
1 J17 SUB­D­9M­2.54­MH, RS232 Male connector School
1 G1 K107, batteries support / 20 3.2 School
1 LD1 LED_SMD_XX1101W, Power on Led ­ green School
5 LD2..6 LED_SMD_XX1101W, User's Leds ­ red School
5 S1..5 PUSHBUTT­DTSM, User's & reset button School
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2 X1, X3 CRYSTAL­FC­255, 32768Hz School
1 X2 CRYSTAL­CS10, 16MHz School
1 X4 CRYSTAL­SS3, 24.576MHz
1 L1 SRR1208­2R5M, Self 2.5uH Distrelec 350565 2.26
7 LC1..7 NFE31P­33, Ferrite SMD School
5 FB1..5 RS0805, Ferrite SMD 2200 Ohms Farnell 1635726 0.35
1 F1 FUSE­SMD154, 64mA Farnell 9922121 2.25
2 C90, C92 CAPS0805­MM, 15p School
2 C36..37 CAPS0805­MM, 17p School
4 C34..35, C64..65 CAPS0805­MM, 22p School
1 C91 CAPS0805­MM, 33p School
4 C96..97, C100..101 CAPS0805­MM, 47p School
1 C4 CAPS0805­MM, 120p School
4 C62..63, C66..67 CAPS0805­MM, 270p School
5 C39, C73..76 CAPS0805­MM, 470p School
1 C3 CAPS0805­MM, 1n School
1 C41 CAPS0805­MM, 2n School
1 C42 CAPS0805­MM, 20n School









4 C8..11 CAPS0805­MM, 2.2u School
3 C1..2, C6 CAPS6032P (TAJ­C), 10u low ESR School
1 C82 CAPS6032P (TAJ­C), 10u School
3 C1..2, C6 CAPS6032P (TAJ­C), 10u low ESR School
2 C94..95 CAPS6032P (TAJ­C), 33u School
2 C69..70 CAPS6032P (TAJ­C), 100u Farnell 1432275 1.30
4 R70..72, R74 RS0805­MM, 0 School
1 R1 RS0805­MM, 10 School
2 R50..51 RS0805­MM, 27 School
4 R54..55, R59..60 RS0805­MM, 39 School
1 R3 RS0805­MM, 56 School
1 R6 RS0805­MM, 100 School
4 R5, R20, R46, R48 RS0805­MM, 120 School
4 R4, R19, R45, R47 RS0805­MM, 150 School
5 R65..69 RS0805­MM, 160 School
1 R7 RS0805­MM, 200 School
1 R16 RS0805­MM, 510 School
1 R21 RS0805­MM, 887 School
4 R24..26, R28 RS0805­MM, 1k School
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3 R17..18, R53 RS0805­MM, 1.5k School
1 R15 RS0805­MM, 1.96k Farnell 157­5825 1.25
4 R22.23, R42, R44 RS0805­MM, 2.2k School
5 R27, R29..31, R58 RS0805­MM, 4.7k School







1 R52 RS0805­MM, 22k School
1 R73 RS0805­MM, 47k School
4 R34..37 RS0805­MM, 68k School
1 R2 RS0805­MM, 70k School
































































































































2 PIO A, B (I/O port controller) 5 1.20
3 PIO C, D, E (I/O port controller) 14 5.04
2 USART (serial port) 13 3.12
2 USB host 12 2.88
1 USB device 9 1.08
1 I2C (RTC & video transmitter configuration) 2 0.24
1 SPI (touch screen) 9 1.08
1 MCI (multimedia card interface) 13 1.56
1 CAN 50 6.00
1 Ethernet 40 4.80
1 LCD 45 5.40
1 ISI (image sensor interface) 8 0.96
1 AC97 (audio) 13 1.56
34.92




Pin # Signal Type Description Pin # Signal Type Description
1 VCC 3.3V power supply 2 NC GND force power on
3 TMS input test mode select 4 NC GND return clock
5 TCK input clock 6 RST input, low test reset
7 TDO output data output 8 BOARD_RST I/O, low board reset
9 TDI input data input 10 GND GND ground
 D.2 LCD / touch screen : 2x25MC connector
Pin # Signal Type Description Pin # Signal Type Description
1a GND GND ground 1b GND GND ground
2a GND GND ground 2b GND GND ground
3a LCD_V_SYNC output row pulse 3b LCD_H_SYNC output column pulse
4a LCD_DOT_CK output pixel clock 4b LCD_EN output data enable
5a GND GND ground 5b RED_5 output pixel red bit 5
6a RED_4 output pixel red bit 4 6b RED_3 output pixel red bit 3
7a RED_2 output pixel red bit 3 7b RED_1 output pixel red bit 1
8a RED_0 output pixel red bit 0 8b GND GND ground
9a GREEN_5 output pixel green bit 5 9b GREEN_4 output pixel green bit 4
10a GREEN_3 output pixel green bit 3 10b GREEN_2 output pixel green bit 2
11a GREEN_1 output pixel green bit 1 11b GREEN_0 output pixel green bit 0
12a GND GND ground 12b BLUE_5 output pixel blue bit 5
13a BLUE_4 output pixel blue bit 4 13b BLUE_3 output pixel blue bit 3
14a BLUE_2 output pixel blue bit 2 14b BLUE_1 output pixel blue bit 1
15a BLUE_0 output pixel blue bit 0 15b GND GND ground
16a NC / not connected 16b NC / not connected
17a GND GND ground 17b TS_CS output, low touch scrn cs
18a GND GND ground 18b TS_DIN output touchscrn data in
19a GND GND ground 19b TS_DOUT input touchscrn data out
20a GND GND ground 20b TS_DCLK output touchscrn data clock
21a GND GND ground 21b TS_IRQ input touchscrn iterrupt
22a GND GND ground 22b NC / not connected
23a GND GND ground 23b NC / not connected
24a NC / not connected 24b GND GND ground
25a GND GND ground 25b GND GND ground
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 D.3 Video : HDMI connector
Pin # Signal Type Description Pin # Signal Type Description
1 Data2+ output data 2 + 2 Data2 Shield GND data 2 protection
3 Data2­ output data 2 ­ 4 Data1+ output data 1 +
5 Data1 Shield GND data 1 protection 6 Data1­ output data 1 ­
7 Data0+ output data 0 + 8 Data0 Shield GND data 0 protection
9 Data0­ output data 0 ­ 10 Clock+ output clock +
11 Clock Shield GND clock protection 12 Clock­ output clock ­
13 NC GND
consumer electronic 
control 14 Reserved GND not connected
15 SCL I/O I2C clock 16 SDA I/O I2C data
17 CEC Ground GND CEC ground 18 +5V power supply 5V / 50mA max
19 HPD input hot plug detect
 D.4 Audio : JACK connector
Pin # Signal Type Description Pin # Signal Type Description
1 GND GND ground 2 DATA_L I/O left channel
3 DATA_R I/O right channel
 D.5 RS232 : DE9 female connector
Pin # Signal Type Description Pin # Signal Type Description
1 NC / not connected 2 RX input received data
3 TX output transmitted data 4 NC / not connected
5 NC / not connected 6 NC / not connected
7 NC / not connected 8 NC / not connected
9 NC / not connected
 D.6 RS232 : DE9 male connector
Pin # Signal Type Description Pin # Signal Type Description
1 NC / not connected 2 TX output transmitted data
3 RX input received data 4 NC / not connected
5 NC / not connected 6 NC / not connected
7 NC / not connected 8 NC / not connected
9 NC / not connected
 D.7 Ethernet : RJ45 connector
Pin # Signal Type Description Pin # Signal Type Description
1 TCT / 3.3V filtered 2 TD+ output tx+
3 TD­ output tx­ 4 RD+ input rx+
5 RD­ input rx­ 6 RCT / 3.3V filtered
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 D.8 CAN : RJ45 connector
Pin # Signal Type Description Pin # Signal Type Description
1 NC / not connected 2 NC / not connected
3 NC / not connected 4 CAN_H I/O CAN high level
5 CAN_L I/O CAN low level 6 NC / not connected
 D.9 USB : connector
Pin # Signal Type Description Pin # Signal Type Description
1 VBUS 5.0V power supply 2 D­ I/O data­
3 D+ I/O data+ 4 GND GND ground
 D.10 Memory Card : MCI connector
Pin # Signal Type Description Pin # Signal Type Description
1 DA3 I/O card data 3 2 CDA I/O card command
3 GND GND ground 4 VCC 3.3V power supply
5 CK output clock 6 GND GND ground
7 DA0 I/O card data 0 8 DA1 I/O card data 1
9 DA2 I/O card data 2 10 NC 3.3V, pullup read only
11 CARD_CD input, low card detection
 D.11 Image Sensor, GPIO : 2x13 connector
Pin # Signal Type Description Pin # Signal Type Description
1 IPCK / PA0 input / I/O image data clock 2 IHSYNC / PA1 input / I/O image horiz. sync.
3 IVSYNC / PA2 input / I/O image vertical sync. 4 IMCK / PA5 output / I/O image ref. clock
5 ISD0 / PA6 input / I/O image data bit 0 6 ISD1 / PD0 input / I/O image data bit 1
7 ISD2 / PD1 input / I/O image data bit 2 8 ISD3 / PD2 input / I/O image data bit 3
9 ISD4 / PD3 input / I/O image data bit 4 10 GND GND ground
11 ISD5 / PD4 input / I/O image data bit 5 12 GND GND ground
13 ISD6 / PD5 input / I/O image data bit 6 14 GND GND ground
15 ISD7 / PD6 input / I/O image data bit 7 16 GND GND ground
17 ISD8 / PD8 input / I/O image data bit 8 18 GND GND ground
19 ISD9 / PD9 input / I/O image data bit 9 20 GND GND ground
21 ISD10 / PD10 input / I/O image data bit 10 22 GND GND ground
23 ISD11 / PD11 input / I/O image data bit 11 24 GND GND ground
25 ­ / PD12 ­ / I/O ­ / I/O 26 VCC 3.3V power supply
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 D.12 IDE : 2x20 connector
Pin # Signal Type Description Pin # Signal Type Description
1 RESET output, low reset 2 GND GND ground
3 Data7 I/O data 7 4 Data8 I/O data 8
5 Data6 I/O data 6 6 Data9 I/O data 9
7 Data5 I/O data 5 8 Data10 I/O data 10
9 Data4 I/O data 4 10 Data11 I/O data 11
11 Data3 I/O data 3 12 Data12 I/O data 12
13 Data2 I/O data 2 14 Data13 I/O data 13
15 Data1 I/O data 1 16 Data14 I/O data 14
17 Data0 I/O data 0 18 Data15 I/O data 15
19 GND GND ground 20 NC / key
21 NC / data request 22 GND GND ground
23 I/O write output, low data write 24 GND GND ground
25 I/O read output, low data read 26 GND GND ground
27 HRDY input device ready 28 NC 3.3V, pullup cable select
29 NC 3.3V, pullup data acknowledge 30 GND GND ground
31 IRQ input interrupt request 32 NC / not connected
33 ADDR1 output address 1 34 NC / gpio dma
35 ADDR0 output address 0 36 ADDR2 output address 2
37 CS1 output, low chip select 1 38 CS2 output, low chip select 1




# Description Expected results Measured results Actions
The board is supplied with current limit but no jumpers JP1..4 are not inserted to isolate 
the rest of the board of a possible error.
201 Current measurement on J1, power supply connector Low current [A] 0.025
202 Voltage control on J4.2 1.08..1.2..1.32 [V] 1.5970 R6 200 => 100 [Ω]
New test 1.1980
203 Voltage control on J3.2 1.71..1.8..1.89 [V] 1.7970
204 Voltage control on J1.2 3.00..3.3..3.47 [V] 3.301
205 Voltage control on J2.2 4.50..5.0..5.5 [V] 4.997
206 Power on Led test Led shines yes
207 Voltage control on Led LD1 Below 2.8 [V] 2.214
 E.2 Power supply (board fully powered)
# Description Expected results Measured results Actions
The board is supplied with current limitation and jumpers JP1..4 are inserted.
301 Current measurement on J1, power supply connector Medium current 0.3120
302 Voltage control on J4.2 1.08..1.2..1.32 [V] 1.192
303 Voltage control on J3.2 1.71..1.8..1.89 [V] 1.800
304 Voltage control on J1.2 3.00..3.3..3.47 [V] 3.303
305 Voltage control on J2.2 4.50..5.0..5.5 [V] 4.995
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306 Power on Led test Led shines yes























































/* init piob to drive leds */
bp = (int*) PIOB_ENABLE ;
*bp = LEDS ;
bp = (int*) PIOB_OUT_ENABLE ;
*bp = LEDS ;
bp = (int*) PIOB_OUT_SET ;
*bp = LEDS ;
for( ;; )
{
for( i = 100000 ; i >= 0 ; --i ) ;
bp = (int*) PIOB_OUT_RESET ;
*bp = LEDS ;
for( i = 100000 ; i >= 0 ; --i ) ;
bp = (int*) PIOB_OUT_SET ;











CCFLAGS=-g -mcpu=arm9 -O0 -Wall -D$(TARGET)
OBJCOPY=$(CROSS_CMPILE)objcopy






rebuild : clean all
$(BIN) : $(OBJ)
$(LD) $(LDFLAGS) -n -o $(BIN).elf $(OBJ)
$(OBJCOPY) --strip-debug --strip-unneeded $(BIN).elf -O binary $(BIN).bin
%.o: %.c
@$(CC) -o $@ -c $(CFLAGS) -D$(TARGET) $<
clean :
@rm -f *.o *.map
G.3 BDI2000 configuration file for ledtest.bin
; bdiGDB configuration for SAM9EBS board / ledtest.bin
[INIT]
WM32 0xFFFFFD44 0x00008000 ; disable watchdog
WM32 0xFFFFF400 0x00800000 ; config leds' as pio
WM32 0xFFFFF410 0x00800000 ; config leds' pio as output
WM32 0xFFFFE400 0x3F3F3F3F ; config smc setup time
WM32 0xFFFFE404 0x7F7F7F7F ; config smc pulse time
WM32 0xFFFFE408 0x01FF01FF ; config smc cycle time
WM32 0xFFFFF430 0x00800000 ; set on status led
[TARGET]
RESET NONE ; disable reset
CPUTYPE ARM9E ; AT91SAM926EJ-S
CLOCK 0 ; adaptative
ENDIAN LITTLE ; little endian
VECTOR CATCH 0x1f ; catch d_abort, p_abort, swi, undef and Reset
PROMPT sam9ebs> ; set the Telnet prompt
[HOST]
IP 153.109.5.183 ; host ip
FILE ledtest.bin ; file to load in memory
FORMAT BIN ; format of file to load in memory
LOAD MANUAL ; load by user
[FLASH]
CHIPTYPE STRATAX16 ; intel's 28Fxxx compliant flash
BUSWIDTH 16 ; config flash bus width
FILE ledtest.bin ; file to load in flash
FORMAT BIN ; format of file to load in flash
[REGS]





 crt0_gnu.S - startup code
 based on the AT91Bootstrap framework from Atmel
 this version allows to boot correctly and quite quickly from norflash
 Copyright (c) 2006, Atmel Corporation
 Copyright (c) 2008, Yvan Epiney - http://www.hevs.ch/
 All rights reserved.
 Redistribution and use in source and binary forms, with or without
 modification, are permitted provided that the following conditions are met:
 - Redistributions of source code must retain the above copyright notice,
 this list of conditions and the disclaimer below.
 Atmel's name may not be used to endorse or promote products derived from
 this software without specific prior written permission. 
 DISCLAIMER: THIS SOFTWARE IS PROVIDED BY ATMEL "AS IS" AND ANY EXPRESS OR
 IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF
 MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE AND NON-INFRINGEMENT ARE
 DISCLAIMED. IN NO EVENT SHALL ATMEL BE LIABLE FOR ANY DIRECT, INDIRECT,
 INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT
 LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA,
 OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF
 LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING
 NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE,









/* verctors table */
_exception_vectors:
b reset_vector /* reset */
b undef_vector /* undefined instruction */
b swi_vector /* software interrupt */
b pabt_vector /* prefetch abort */
b dabt_vector /* data abort */
.word _edata /* size of the image for SAM-BA */
b irq_vector /* IRQ : read the AIC */






















when testing we drive the GPIO pin #5 as high level during the bootstrap
*/












#endif /* CFG_VERBOSE */
#ifdef CFG_NORFLASH
/*
when running from NOR, we must relocate to internal sram prior to
resetting the clocks and SMC timings
*/
_relocate_to_sram:





/* speed up clock at max possible frequancy before relocate */
bl speed_up_osc
#endif /* CFG_QUICK_START */
/* copy all boot app into internal sram */
ldr r1, =_stext /* start of boot code */
ldr r2, =_edata /* end of boot code */
mov r4, #0x00300000 /* internal sram address */
relocate_to_sram_loop_:
cmp r1, r2
ldrne r3, [r1], #4
strne r3, [r4], #4
bne relocate_to_sram_loop_





since here code is executed from internal sram
*/
ldr pc, =_setup_clocks
#endif /* CFG_NORFLASH */
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_setup_clocks:




ands r1, r1, r2
bne _switch_to_mosc
/* enable the main oscillator */
_enable_mosc:
ldr r0,=AT91C_PMC_MOR
mov r1, #(0x40 << 8)
ldr r2,=AT91C_CKGR_MOSCEN






ands r1, r1, r2
beq 1b





and r2, r2, r1
mov r1, #0
cmp r1, r2
/* no => do nothing */
bne _init_bss
/* yes => switch to the main oscillator */
ldr r1,=AT91C_PMC_CSS_MAIN_CLK
ldr r2,=AT91C_PMC_PRES_CLK






ands r1, r1, r2
beq 1b
/* copy the data section in RAM at .data link address */
_init_data:
ldr r2, =_lp_data
ldmia r2, {r1, r3, r4}
1:
cmp r3, r4
ldrcc r2, [r1], #4
strcc r2, [r3], #4
bcc 1b
/* initialize the bss segment */
_init_bss:
adr r2, _lp_bss




strcc r2, [r3], #4
bcc 1b
/* branch on C code Main function (with interworking) */
_branch_main:
ldr r4, = main
mov lr, pc
bx r4






/* increase clock before code relocation */
speed_up_osc:








and r2, r2, #0x00000001
cmp r2, #0x00000001
bne speed_up_osc_stabilize_loop_
















 sam9ebs.h - definition file of bootstraping app 
 based on the AT91Bootstrap framework from Atmel
 Copyright (c) 2006, Atmel Corporation
 Copyright (c) 2008, Yvan Epiney - http://www.hevs.ch/
 All rights reserved.
 Redistribution and use in source and binary forms, with or without
 modification, are permitted provided that the following conditions are met:
 - Redistributions of source code must retain the above copyright notice,
 this list of conditions and the disclaimer below.
 Atmel's name may not be used to endorse or promote products derived from
 this software without specific prior written permission. 
 DISCLAIMER: THIS SOFTWARE IS PROVIDED BY ATMEL "AS IS" AND ANY EXPRESS OR
 IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF
 MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE AND NON-INFRINGEMENT ARE
 DISCLAIMED. IN NO EVENT SHALL ATMEL BE LIABLE FOR ANY DIRECT, INDIRECT,
 INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT
 LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA,
 OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF
 LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING
 NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE,







/* debug definition */
#define CFG_VERBOSE
/* init standard hardware */
#define CFG_SDRAM
#define CFG_HW_INIT





norflash to internal sram relocation optimisation
*/
/* enable quick start, configure oscillator before copy app into ram */
#define CFG_QUICK_START





/* u-boot address in flash without flash offset */
#define IMG_ADDRESS 0x00010000
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/* u-boot size in Flash */
#define IMG_SIZE 0x00200000 /* u-boot.bin */
/* u-boot destination address in ram */
#define JUMP_ADDR 0x23F00000 /* RAM */
/* TODO define own type */
#define MACH_TYPE 1202 /* AT91SAM9263-EK */
/*
clock & timing settings
*/
/* DIVA = 1, MULA = 15 + 1, OUTA = 01 ; 16*(14+1(implicit))/1=240 MHz */
#define PLLA_SETTINGS 0x200E7F01
/* DIVB = 1, MULB = 3 + 1, OUTB = 00, USBDIV = 00 ; 16*(3+1)/1=48 MHz */
#define PLLB_SETTINGS 0x00033F01
/* MCK = PLLA / 2 = 240MHz / 2 */
#define MASTER_CLOCK ( 240000000 / 2 )
/* switch MCK on PLLA output PCK = PLLA = 2 * MCK */
#define MCKR_SETTINGS ( AT91C_PMC_CSS_PLLA_CLK | \
AT91C_PMC_PRES_CLK |  AT91C_PMC_MDIV_2 )











/* NOTE this settings are located in bootstrap/include/norflash.h */




 *         ATMEL Microcontroller Software Support  -  ROUSSET  -
 * ----------------------------------------------------------------------------
 * Copyright (c) 2007, Stelian Pop <stelian.pop@leadtechdesign.com>
 * Copyright (c) 2007 Lead Tech Design <www.leadtechdesign.com>
 * Copyright (c) 2008, Yvan Epiney - http://www.hevs.ch/
 *
 * All rights reserved.
 *
 * Redistribution and use in source and binary forms, with or without
 * modification, are permitted provided that the following conditions are met:
 *
 * - Redistributions of source code must retain the above copyright notice,
 * this list of conditions and the disclaiimer below.
 *
 * Atmel's name may not be used to endorse or promote products derived from
 * this software without specific prior written permission.
 *
 * DISCLAIMER: THIS SOFTWARE IS PROVIDED BY ATMEL "AS IS" AND ANY EXPRESS OR
 * IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF
 * MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE AND NON-INFRINGEMENT ARE
 * DISCLAIMED. IN NO EVENT SHALL ATMEL BE LIABLE FOR ANY DIRECT, INDIRECT,
 * INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT
 * LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA,
 * OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF
 * LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING
 * NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE,
 * EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.
 * ----------------------------------------------------------------------------
 * File Name           : norflash.h
 * Object              : ATMEL Norflash Header File







15 * ( 1 / 120e6 ) >= 120 ns
*/
#define AT91C_FLASH_NWE_SETUP (15 << 0)
#define AT91C_FLASH_NCS_WR_SETUP (15 << 8)
#define AT91C_FLASH_NRD_SETUP (15 << 16)
#define AT91C_FLASH_NCS_RD_SETUP (15 << 24)
#define AT91C_FLASH_NWE_PULSE (15 << 0)
#define AT91C_FLASH_NCS_WR_PULSE (15 << 8)
#define AT91C_FLASH_NRD_PULSE (15 << 16)
#define AT91C_FLASH_NCS_RD_PULSE (15 << 24)
/*
15 * ( 1 / 120e6 ) >= 360 ns
*/
#define AT91C_FLASH_NWE_CYCLE (45 << 0)
#define AT91C_FLASH_NRD_CYCLE (45 << 16)
void norflash_hw_init(void);





 main.h - core function of bootstraping app
 based on the AT91Bootstrap framework from Atmel
 Copyright (c) 2006, Atmel Corporation
 Copyright (c) 2008, Yvan Epiney - http://www.hevs.ch/
 All rights reserved.
 Redistribution and use in source and binary forms, with or without
 modification, are permitted provided that the following conditions are met:
 - Redistributions of source code must retain the above copyright notice,
 this list of conditions and the disclaimer below.
 Atmel's name may not be used to endorse or promote products derived from
 this software without specific prior written permission. 
 DISCLAIMER: THIS SOFTWARE IS PROVIDED BY ATMEL "AS IS" AND ANY EXPRESS OR
 IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF
 MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE AND NON-INFRINGEMENT ARE
 DISCLAIMED. IN NO EVENT SHALL ATMEL BE LIABLE FOR ANY DIRECT, INDIRECT,
 INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT
 LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA,
 OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF
 LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING
 NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE,




















2nd step: load bootloader from media
*/
/* load from Dataflash in RAM */
#ifdef CFG_DATAFLASH
load_df( AT91C_SPI_PCS_DATAFLASH, IMG_ADDRESS, IMG_SIZE, JUMP_ADDR ) ;
#endif
/* load from Nandflash in RAM */
#ifdef CFG_NANDFLASH
load_nandflash( IMG_ADDRESS, IMG_SIZE, JUMP_ADDR ) ;
#endif
/* load from Norflash in RAM */
#ifdef CFG_NORFLASH




/* clear GPIO pin #5, use for timestamp test */
bp = (int*) AT91C_PIOE_CODR ;
*bp = 0x00000001 ;
#endif /* CFG_VERBOSE */
/*







 sam9ebs - functions collection of bootstraping app
 based on the AT91Bootstrap framework from Atmel
 Copyright (c) 2006, Atmel Corporation
 Copyright (c) 2008, Yvan Epiney - http://www.hevs.ch/
 All rights reserved.
 Redistribution and use in source and binary forms, with or without
 modification, are permitted provided that the following conditions are met:
 - Redistributions of source code must retain the above copyright notice,
 this list of conditions and the disclaimer below.
 Atmel's name may not be used to endorse or promote products derived from
 this software without specific prior written permission. 
 DISCLAIMER: THIS SOFTWARE IS PROVIDED BY ATMEL "AS IS" AND ANY EXPRESS OR
 IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF
 MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE AND NON-INFRINGEMENT ARE
 DISCLAIMED. IN NO EVENT SHALL ATMEL BE LIABLE FOR ANY DIRECT, INDIRECT,
 INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT
 LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA,
 OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF
 LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING
 NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE,


















#define PIO_LED_0 AT91C_PIN_PB( 19 )
#define PIO_LED_1 AT91C_PIN_PB( 20 )
#define PIO_LED_2 AT91C_PIN_PB( 21 )
#define PIO_LED_3 AT91C_PIN_PB( 22 )
#define PIO_LED_STATUS AT91C_PIN_PB( 23 )
#endif /* CFG_VERBOSE */
static inline unsigned int get_cp15( void )
{
unsigned int value ;
__asm__( "mrc p15, 0, %0, c1, c0, 0" : "=r" ( value ) ) ;
return value ;
}
static inline void set_cp15( unsigned int value )
{





This function performs very low level HW initialization, it is invoked as 
soon as possible during the c_startup
NOTE the bss segment must be initialized
*/
void hw_init( void )
{
const struct pio_desc hw_pio[] =
{
#ifdef CFG_VERBOSE
{ "LED_0", PIO_LED_0, 0, PIO_DEFAULT, PIO_OUTPUT },
{ "LED_1", PIO_LED_1, 0, PIO_DEFAULT, PIO_OUTPUT },
{ "LED_2", PIO_LED_2, 0, PIO_DEFAULT, PIO_OUTPUT },
{ "LED_3", PIO_LED_3, 0, PIO_DEFAULT, PIO_OUTPUT },
{ "LED_STATUS", PIO_LED_STATUS, 0, PIO_DEFAULT, PIO_OUTPUT },
#endif /* CFG_VERBOSE */
{ (char *) 0, 0, 0, PIO_DEFAULT, PIO_PERIPH_A },
} ;
/* disable watchdog */
writel( AT91C_WDTC_WDDIS, AT91C_BASE_WDTC + WDTC_WDMR ) ;
/* At this stage the main oscillator is supposed to be enabled */
/* configure PLLA = MOSC * (PLL_MULA + 1) / PLL_DIVA */
pmc_cfg_plla( PLLA_SETTINGS, PLL_LOCK_TIMEOUT ) ;
/* switch MCK on PLLA output PCK = PLLA = 2 * MCK */
pmc_cfg_mck( MCKR_SETTINGS, PLL_LOCK_TIMEOUT ) ;
/* configure PLLB */
pmc_cfg_pllb( PLLB_SETTINGS, PLL_LOCK_TIMEOUT ) ;
/* configure the PIO controller to output PCK0 */
pio_setup( hw_pio ) ;
/* configure the EBI0 Slave Slot Cycle to 64 */
writel
(
( readl( ( AT91C_BASE_MATRIX + MATRIX_SCFG4 ) ) & ~0xFF ) |
0x40, ( AT91C_BASE_MATRIX + MATRIX_SCFG4 )
) ;
#ifdef CFG_VERBOSE
pio_set_value( PIO_LED_STATUS, 1 ) ;




RAM is 3.3V powered, VDDIOMSEL = 1




readl( AT91C_BASE_CCFG + CCFG_EBI0CSA ) |




/* configure SDRAM controller */
sdram_init
(
AT91C_SDRAMC_NC_10 | /* column addr A0-9 */
AT91C_SDRAMC_NR_13 | /* row addr A0-12 */
AT91C_SDRAMC_CAS_3 | /* RAM has 2 & 3 cas */
AT91C_SDRAMC_NB_4_BANKS | /* RAM has 4 banks */
AT91C_SDRAMC_DBW_32_BITS | /* bus 32 bits width */
AT91C_SDRAMC_TWR_15 | /* FIXME */
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AT91C_SDRAMC_TRC_8 | /* row cycle 65ns */
AT91C_SDRAMC_TRP_3 | /* row precharge 20ns */
AT91C_SDRAMC_TRCD_3 | /* row 2 column 20ns */
AT91C_SDRAMC_TRAS_6 | /* row active 45ns */
AT91C_SDRAMC_TXSR_15,   /* FIXME */
(MASTER_CLOCK * 11)/1000000,   /* refresh timer <64ms */
AT91C_SDRAMC_MD_SDRAM   /* no low power */
) ;
#endif /* CFG_SDRAM */
}
#endif /* CFG_HW_INIT */
#ifdef CFG_SDRAM
/*
this function performs SDRAMC HW initialization
*/
void sdramc_hw_init( void )
{
/* RAM PIOs pinning definition */
const struct pio_desc sdramc_pio[] =
{
{ "D16", AT91C_PIN_PD( 16 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D17", AT91C_PIN_PD( 17 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D18", AT91C_PIN_PD( 18 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D19", AT91C_PIN_PD( 19 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D20", AT91C_PIN_PD( 20 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D21", AT91C_PIN_PD( 21 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D22", AT91C_PIN_PD( 22 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D23", AT91C_PIN_PD( 23 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D24", AT91C_PIN_PD( 24 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D25", AT91C_PIN_PD( 25 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D26", AT91C_PIN_PD( 26 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D27", AT91C_PIN_PD( 27 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D28", AT91C_PIN_PD( 28 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D29", AT91C_PIN_PD( 29 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D30", AT91C_PIN_PD( 30 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ "D31", AT91C_PIN_PD( 31 ), 0, PIO_DEFAULT, PIO_PERIPH_A },
{ (char *) 0, 0, 0, PIO_DEFAULT, PIO_PERIPH_A },
} ;
/* configure SDRAMC PIO */
pio_setup( sdramc_pio ) ;
}
#endif /* CFG_SDRAM */
#ifdef CFG_DATAFLASH
/*
this function performs DataFlash HW initialization
*/
void df_hw_init( void )
{
/* configure PIOs */
const struct pio_desc df_pio[] =
{
{ "MISO",  AT91C_PIN_PA( 0 ), 0, PIO_DEFAULT, PIO_PERIPH_B },
{ "MOSI",  AT91C_PIN_PA( 1 ), 0, PIO_DEFAULT, PIO_PERIPH_B },
{ "SPCK",  AT91C_PIN_PA( 2 ), 0, PIO_DEFAULT, PIO_PERIPH_B },
{ "NPCS0", AT91C_PIN_PA( 5 ), 0, PIO_DEFAULT, PIO_PERIPH_B },
{ (char *) 0, 0, 0, PIO_DEFAULT, PIO_PERIPH_A },
} ;
/* Configure the PIO controller */
pio_setup( df_pio ) ;
}
#endif /* CFG_DATAFLASH */
#ifdef CFG_NANDFLASH
/*
this function performs NandFlash HW initialization
*/
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void nandflash_hw_init( void )
{
/* configure PIOs */
const struct pio_desc nand_pio[] =
{
{ "RDY_BSY", AT91C_PIN_PA( 22 ), 0, PIO_PULLUP, PIO_INPUT },
{ "NANDCS",  AT91C_PIN_PD( 15 ), 0, PIO_PULLUP, PIO_OUTPUT },
{ (char *) 0, 0, 0,  PIO_DEFAULT, PIO_PERIPH_A },
};
/* 










































/* configure the PIO controller */
writel( ( 1 << AT91C_ID_PIOA ), PMC_PCER + AT91C_BASE_PMC ) ;




configure SMC in 16 bits mode
*/




readl( AT91C_BASE_SMC0 + SMC_CTRL3 ) |
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AT91C_SMC_DBW_WIDTH_SIXTEEN_BITS,
AT91C_BASE_SMC0 + SMC_CTRL3 ) ;
}
/*
configure SMC in 8 bits mode
*/









#endif /* CFG_NANDFLASH */
#ifdef CFG_NORFLASH
/*
this function performs NorFlash HW initialization
*/
void norflash_hw_init( void )
{










































 * (C) Copyright 2007-2008
 * Stelian Pop <stelian.pop@leadtechdesign.com>
 * Lead Tech Design <www.leadtechdesign.com>
 *
 * (C) Copyright 2008, Yvan Epiney
 * hes-so//Valais http://www.hevs.ch/
 *
 * Configuation settings for the SAM9EBS hes-so//Valais school board.
 *
 * See file CREDITS for list of people who contributed to this
 * project.
 *
 * This program is free software; you can redistribute it and/or
 * modify it under the terms of the GNU General Public License as
 * published by the Free Software Foundation; either version 2 of
 * the License, or (at your option) any later version.
 *
 * This program is distributed in the hope that it will be useful,
 * but WITHOUT ANY WARRANTY; without even the implied warranty of
 * MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the
 * GNU General Public License for more details.
 *
 * You should have received a copy of the GNU General Public License
 * along with this program; if not, write to the Free Software
 * Foundation, Inc., 59 Temple Place, Suite 330, Boston,





do not perform low level init and do not relocate u-boot into RAM,














NOTE although that clocks are already define into the bootstrap app,
u-boot need that this constant are defined to compile and work well.

























#define CFG_PROMPT "U-Boot> "
#define CFG_CBSIZE 256
#define CFG_MAXARGS 16
#define CFG_PBSIZE ( CFG_CBSIZE + sizeof(CFG_PROMPT) + 16 )
/*
tools

















#define CFG_MEMTEST_END ( CFG_MEMTEST_START + PHYS_SDRAM_SIZE \
 - 262144 )
/*
flash config









#define CFG_FLASH_ERASE_TOUT ( 5 * CFG_HZ / 1000 )
#define CFG_FLASH_WRITE_TOUT ( 5 * CFG_HZ / 1000 )
/*
sdram config























#define CFG_BAUDRATE_TABLE { 115200 , 19200, 38400, 57600, 9600 }
/*
ethernet config





















spi & dataflash config






#define DATAFLASH_TCSS (0x1a << 16)




#define ROUND(A, B) (((A) + (B)) & ~((B) - 1))
#define CFG_MALLOC_LEN ( 2*1024*1024 )






#error CONFIG_USE_IRQ unsupported !!!
#endif
#endif /* __CONFIG_H */
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