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Program dela
Kriptovalute in bločne verige (oz. tehnologije veriženja blokov) so med nami že
slabo desetletje, v letu 2017 pa so doživele pravi razcvet, saj se je vrednost trga iz
dobrih 20 milijard dolarjev povzpela na preko 700 milijard dolarjev, v letu 2018 pa
se tudi krepko prepolovila. Finančni baloni in poki le-teh v tem novem tehnološko-
finančnem sektorju predstavljajo ciklični pojav z eno do dvoletnimi cikli, potencial
tehnologij pa zelo velik, saj cilja na transformacijo finančnega sektorja kot tudi
samega interneta. Internet z bločnimi verigami dobiva poleg možnosti prenosa in-
formacij tudi način za varen prenos vrednosti.
Kandidatka naj v delu predstavi tehnologiji trenutno najpomembnejših bločnih
verig Bitcoin in Ethereum. Podrobneje naj obravnava tehnologijo Ethereum ter z njo
povezane pametne pogodbe napisane v programskem jeziku Solidity. Osredotoči naj
se na predstavitev ključnih konceptov, praktično vzpostavitev razvojnega okolja za
pametne pogodbe in predstavi naj pomembnejše primere osnovnih pametnih pogodb
(npr. generacija žetonov, dražbe, glasovanje, . . . ). Poseben poudarek naj bo na
računalniški varnosti pri razvoju pametnih pogodb. Uporabi naj aktualne spletne
vire iz dokumentacije omenjenih tehnologij.
Podpis mentorja:
xi

Kriptovalute in pametne pogodbe
Povzetek
S kriptovalutami se srečujemo že slabo desetletje, svoj razcvet pa so doživele leta
2017. Še vedno pa so šele v začetni fazi bločne verige, ki pa bodo zagotovo imele
velik vpliv na finančne sisteme in gospodarstvo držav ter hkrati na življenje vsakega
posameznika. Magistrsko nalogo, ki sestoji iz petih ključnih poglavij, vsebinsko raz-
delimo na dva dela. Prvi del zajema prvi dve poglavji, kjer podrobneje opišemo
ključne značilnosti najpomembnejših bločnih verig Bitcoina in Ethereuma in presta-
vimo njuno delovanje.
V drugem delu naloge je opisano, kako si vzpostaviti razvojno okolje za pisa-
nje preprostih pametnih pogodb v programskem jeziku Solidity. Pogledali si bomo,
kako je definiran standard ERC20 žetonov, ki določa skupen seznam pravil, ki jih
je potrebno upoštevati v Ethereum. Na koncu pa je poudarek na računalniški var-
nosti pri razvoju pametnih pogodb. S primeri pokažemo slabe prakse nekaterih
varnostnih pomanjkljivosti ter ustrezne rešitve zanje. V zaključku omenimo nekaj
najosnovnejših primerov znanih napadov.
Cryptocurrency and smart contracts
Abstract
Nearly a decade ago cryptocurrencies came into existence, but it was not until
2017 when they expanded considerably. Thus, blockchains still remain in their
initial stages, but they will definitely greatly influence financial systems, countries’
economies and the life of an everyday man in the future. This master’s thesis,
which consists of five main chapters, is roughly divided into two parts. The first
part, which covers the first two chapters of the thesis, describes in detail the main
characteristics of the most important blockchains Bitcoin and Ethereum and presents
their functionality.
The second part of the thesis explains how to establish a development enviro-
nment for writing basic smart contracts in the programming language Solidity. Then
follows a description of the ERC20 token standard which determines a common list
of rules that need to be applied in Ethereum. The last chapter focuses on computer
security when developing smart contracts, shows, through examples, good and bad
practices and security deficiencies, and finally, lists some of the most basic examples
of known attacks.
Math. Subj. Class. (2010): 14H52, 94A60
Ključne besede: Bitcoin, veriga blokov, transakcije, Ethereum, pametne pogodbe,
Solidity, ERC20, varnost
Keywords: Bitcoin, blockchain, transaction, Ethereum, smart contracts, Solidity,
ERC20, security
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1 Uvod
Magistrska naloga zajema predstavitev in delovanje dveh najpomembnejših krip-
tovalut Bitcoina in Ethereuma. Nastala je vzporedno z vzpostavitvijo razvojnega
okolja pri pisanju preprostih pametnih pogodb v programskem jeziku Solidity. V
nalogi predlagamo in utemeljimo rešitve konkretnih primerov, s katerimi se razvijalci
pisanja pametnih pogodb srečujejo v praksi.
S prihodom prve svetovne decentralizirane digitalne kriptovalute Bitcoin se je
pojavila nova podatkovna struktura veriga blokov; njen pregled delovanja je pred-
stavljen v prvem delu naloge. Nekaj let kasneje pa je soustanovitelj Satoshi Ethere-
uma razvil enotno platformo Ethereum z lastnim programskim jezikom, ki omogoča
razvoj aplikacij.
Če je pri Bitcoinu osnovna enota verige blokov seznam transakcij in prenakazo-
vanje Bitcoinov med naslovi, imamo pri Ethereumu poleg transakcij tudi račune,
na katerih spreminjamo stanje. Ethereumova veriga blokov vodi evidenco stanja
vsakega računa. Vsi prehodi in spremembe stanj računov so zabeleženi kot prenos
vrednosti in informacij med računi.
Rudarjenje je proces dodajanja novih blokov v verigo blokov, ki onemogoča spre-
minjanje zgodovine transakcij, ki so vključene v katerikoli blok brez spreminjanja
vseh blokov. Podobno kot rudarji v omrežju Bitcoin, ki potrjujejo transakcije, ru-
darji v omrežju Ethereum poleg potrjevanja transakcij poganjajo kodo, ki je zapisana
v tako imenovanih pametnih pogodbah. Pametne pogodbe predstavljajo računal-
niški program napisan v visokonivojskih programskih jezikih (npr. Solidity), ki so
prevedene v bytecodo, da jih lahko izvede Etehereumov virtualni stroj (EVM).
Omrežje platforme Ethereum je tako kot omrežje Bitcoin javno in dostopno vsem
uporabnikom. Ponuja jim tudi možnost vzpostavitve zasebnega omrežja, ki pa si ga
morajo priskrbeti sami. Ko napišemo pogodbo, jo moramo testirati, tako da se jo
uporabi na testnem okolju, ki simulira omrežje Ethereum in EVM ter razvijalcem
omogoča, da namestijo pametne pogode ter z njimi komunicirajo. Za nadaljnje razi-
skovanje in pripravo praktičnosti pisanja pametnih pogodb in pošiljanja transakcij z
računa na račun je opisan postopek, kako si najprej vzpostaviti razvojno okolje. Ker
se večina uporabnikov odloči za namizno aplikacijo Mist s spletnim vmesnikom, je
v nadaljevanju predstavljen opis namestitve aplikacije Mist za uporabnike 64-bitnih
Windowsov.
Standardna specifikacija za žetone (ERC20) se uporablja za pametne pogodbe
na Ethereumovi verigi blokov in določa predpisane funkcije ter dogodke. Standar-
dni žeton, ki želi biti skladen z ERC20, mora upoštevati skupen seznam pravil.
Magistrska naloga zajema implementacijo predpisanih funkcij in dogodkov, ki so
del standarda ERC20 in se dotika konkretnih izzivov povezanih z uvedbo novega
standarda ERC223.
V zadnjem poglavju je opisana problematika varnostne ranljivosti, ki omogoča
izvajanje nezaželenih napadov. Prav tako pa so predlagane tudi izboljšave in neka-
tere rešitve, utemeljene na rezultatu obširnega dela in uporabe znanja, ki presegajo
obseg te naloge.
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2 Bitcoin
2.1 Uvod
Kriptovaluta je elektronski denar oziroma digitalna valuta, ki je digitalni zapis o la-
stništvu vrednosti in katero lahko izda pravna ali fizična oseba. Temelji na izmenjavi
digitalnih informacij preko procesa, ki ga omogočajo varni kriptografski algoritmi.
Med več kot tisoč različnimi kriptovalutami je najbolj znan Bitcoin. Kriptovalute
je mogoče zamenjati na kripto borzah in menjalnicah za pravi denar, torej za evre,
dolarje ali druge valute in obratno. Borze omogočajo poleg nakupa kriptovalut tudi
trgovanje med posameznimi kriptovalutami. Bistveni lastnosti kriptovalute pred-
stavljata decentralizacija in omejena proizvodnja. Za razliko od standardnih valut,
ki jih kontrolirajo in regulirajo centralne banke, pri kriptovalutah tega nadzora še
ni, saj je eden izmed ciljev kriptovalut nadomestitev vseh posrednih institucij. Na
dolgi rok ima tehnologija velik potencial pri preoblikovanju poslovnih modelov, saj
bi tehnologija lahko služila kot temelj globalnih gospodarskih in socialnih sistemov
ter bo učinkovita podpora pri globalnih oskrbovalnih verigah, finančnih transakcijah
in podobno.
Bitcoin je prva svetovna decentralizirana digitalna kriptovaluta, ki je ustvarjena
in shranjena v elektronski obliki ter ga nihče ne nadzoruje. Bitcoini ne obstajajo
v papirni obliki ampak zgolj digitalni, proizvajajo pa jih posamezniki in vedno več
podjetij, ki s pomočjo računalnikov po vsem svetu z uporabo ustrezne programske
opreme za ta namen izvajajo določene računsko zelo zahtevne algoritme. Nastajanje
in prenos Bitcoinov temelji na odprtokodnem protokolu, ki ni odvisen od centralne
banke ali drugega regulatornega organa. Bitcoin je decentralizirano omrežje ena-
kopravnih uporabnikov (ang. peer-to-peer), ki si izmenjujejo podatke po vnaprej
dogovorjenem protokolu. Omrežje izpolnjuje svoje funkcije, dokler je večina vklju-
čenih uporabnikov poštena in se drži protokola. Posest nad Bitcoinom kot valuto
pomeni posest nad naslovi, pod katerimi so v glavni knjigi sistema Bitcoin vključena
določena stanja.
Uporabniki s tako imenovanim rudarjenjem, ki temelji na napredni kriptografiji, z
izračunavanjem zapletenih algoritmov potrjujejo in beležijo že izvedene transakcije
v sistemu Bitcoinov. Rudarjenje (ang. mining) je proces dodajanja novih blokov v
verigo blokov in onemogoča spreminjanje zgodovine transakcij, ki so vključene v ka-
terikoli blok brez spreminjanja vseh blokov. Rudarji (ang. miner) rešujejo zahteven
kriptografski problem in ko najdejo rešitev, se oblikuje nov blok, ki je nato dodan
obstoječi verigi blokov in se hrani v javno knjigo vseh transakcij, ki beleži vse opra-
vljene transakcije v Bitcoin mreži. Rudarji so za uspešno potrjeni blok nagrajeni z
novimi ustvarjenimi Bitcoini.
2.2 Veriženje blokov
V nadaljevanju povzemamo [34]. Zgodba o tehnologiji veriženja blokov (ang. block-
chain) se je začela pred približno osmimi leti z vzpostavitvijo spletne valute Bitcoin.
Najlažje si jo predstavljamo kot omrežje sestavljeno iz tisočih računalnikov, ki svojo
skupno bazo podatkov nenehno posodablja. Gre za deljeno hranjeno bazo podat-
kov, ki se naloži na računalnik (ang. client), ko se ta pridruži mreži. Do nje lahko
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računalniki v mreži dostopajo kadarkoli, ker je popolnoma javno dostopna in de-
centralizirana. V podatkovno bazo se samodejno vpisujejo nove transakcije, ki so se
zgodile v nekem vmesnem časovnem intervalu, sklop transakcij, potrjenih v enem ko-
raku pa se imenuje blok. Vsak blok vsebuje podatke o tem, kdaj je nastal, povezavo
na predhodni blok ter nabor potrjenih transakcij Bitcoinov. Transakcija predstavlja
nakazilo z enega ali več računov oziroma naslovov (ang. address) na enega ali več
drugih računov. Šele ko večina udeležencev omrežja potrdi blok, transakcije v njem
postanejo veljavne. Tako dobimo podatkovno bazo transakcij, ki se preko blokov
verižijo druga za drugo in jih za nazaj ni mogoče popravljati in spreminjati.
Vsak računalnik, ki se poveže v omrežje Bitcoin, se imenuje vozlišče (ang. node).
Polno vozlišče (ang. full nodes) je vrsta vozlišča, na katerem teče Bitcoinov klient.
Kliente ločimo na polne kliente in lahke kliente. Poln klient je tak, ki v celoti hrani
kopijo trenutne podatkovne baze verige blokov Bitcoina. Je najvarnejši in najbolj
zanesljiv način uporabe omrežja. Bitcoin Core je najbolj znana implementacija ali
klient za polno vozlišče Bitcoina, ker ponuja visoko stopnjo varnosti, zasebnosti in
stabilnosti. Lahki klienti pa ne potrebujejo kopije celotne verige blokov Bitcoina,
saj se posvetujejo s polnimi klienti o pošiljanju in prejemanju transakcij. Ker polno
vozlišče vsebuje bazo celotne verige blokov, v to bazo lahko shranjujemo nove bloke.
Kadar ima več vozlišč enake bloke v svoji verigi blokov, pravimo, da so v soglasju
(ang. consensus). Pravila za potrditev teh vozlišč, ki sledijo temu, da ohranijo
soglasje, se imenujejo pravila za soglasja (ang. consensus rules).
Slika 1: Poenostavljen prikaz verige blokov [34].
Slika 1 prikazuje oenostavljen prikaz verige blokov. Vsak blok tvori glava in po-
datkovni del. V podatkovnem delu so transakcije, v glavi bloka pa metapodatki,
ki omogočajo tvorjenje in zaščito verige blokov. Blok je kriptografsko zaščiten s
pomočjo zgoščevalnih funkcij. To so funkcije, ki zaporedje znakov preslikajo v novo
zaporedje znakov fiksne dolžine, dobljeni rezultat pa je praktično nemogoče presli-
kati v prvotno zaporedje znakov oziroma bi zahtevalo ogromno računske moči. Iz
vseh transakcij izračunamo rezultat zgoščevanja (ang. Merkle root), ki je eden od
metapodatkov, shranjen v glavi bloka (ang. Block header). To zagotavlja, da tran-
sakcije znotraj blokov kot tudi vrstnega reda blokov ni mogoče spreminjati. Vsak
blok v glavi bloka vsebuje 6 metapodatkov, ki pomagajo preveriti veljavnost bloka.
Tipične komponente glave bloka vsebujejo:
• različico (ang. version) trenutne strukture bloka,
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• zgoščeno vrednost predhodnega bloka (ang. hash of previous block header),
• korensko vozlišče Merkle-jevega drevesa transakcij (ang. Merkle root),
• časovni žig (ang. timestamp),
• naključno vrednost (ang. nonce) - vrednost, ki jo rudarji spreminjajo, da bi
dosegli zahtevano stopnjo težavnosti in
• nBits predstavlja trenutno težavnost (ang. difficulty), ki se je uporabila za
ustvarjanje tega bloka. Težavnost je parameter, ki ga uporablja Bitcoin in
druge kriptovalute kot merilo za količino računske moči, ki jo je potrebno
vložiti ob potrjevanju bloka.
Bitcoin denarnice (ang. Bitcoin wallet) so programska oprema, ki vodijo evi-
denco transakcij na računih (naslovih) nekega uporabnika. Dajejo vtis, da se Bitco-
ini pošiljajo iz ene denarnice v drugo denarnico, vendar Bitcoini dejansko prehajajo
preko transakcij. Vsaka transakcija porabi Bitcoine, ki jih je prejela v eni izmed
prejšnjih transakcij, zato je vhod ene transakcije izhod iz prejšnje transakcije.
Slika 2: Prehodi transakcij [34].
Na sliki 2 vidimo, da so lahko transakcije več vhodne in več izhodne, kar pomeni,
da lahko ima transakcija več kot en vhod (naslov, s katerega so prejeta sredstva) in
več kot en izhod (naslov, na katerega se sredstva naložijo). Vsak izhod posamezne
transakcije se lahko uporabi samo enkrat kot vhod kakšne druge transakcije. Vhodi
in izhodi transakcij imajo identifikatorje TXID (TXID – ang. transaction ID), iden-
tifikacijsko številko za Bitcoin transakcijo. Vhodi in izhodi transakcij so oštevilčeni
z indeksi. Povezava izhoda i transakcije T na vhod neke transakcije se izvede preko
navedbe TXID transakcije T in indeksa izhoda i.
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Vsako naknadno sklicevanje na izhod transakcije je prepovedana dvojna poraba
– poskus, da se dvakrat porabijo isti Bitcoini. Na sliki 2 ima transakcija 0 (TX 0) en
vhod (input0) in dva izhoda (output 0, output 1). Transakcija 6 (TX 6) ima pa dva
vhoda (input 0, input 1) in en izhod (output 0). Izhodi so vezani na identifikatorje
transakcij, ki so zgoščene vrednosti (algoritem sha256d [19]) podpisnih transakcij.
Ker se vsak izhod posamezne transakcije porabi samo enkrat, se lahko rezultati
vseh transakcij, ki so vključeni v verigo blokov, razvrstijo v dve skupini: kot nepo-
rabljeni transakcijski izidi UTXO (ang. unspent transaction output) ali porabljeni
transakcijski izidi. Na sliki 2 pri transakciji 3 (TX 3) je izhod output 0, UTXO.
Za plačilo se uporabljajo samo izhodi UTXO kot vhodi v nove transakcije. Če bi
vrednost transakcijskega izhoda presegala vsoto njenih vhodov, bi bila transakcija
zavrnjena. Če pa je vsota vhodnih vrednosti višja kot vsota izhodnih vrednosti,
potem se lahko vsaka razlika v vrednosti zahteva kot transakcijska provizija s strani
rudarja, ki ustvari blok s to transakcijo (razlika je provizija, ang. fee). Iz slike 2
vidimo, da vsaka transakcija porabi 10.000 satoshijev manj kot jih prejme od svojih
kombiniranih vložkov, ker se plača 10.000 satoshijev kot del transakcijske provizije.
Satoshi je najmanjši delček Bitcoina, tj. 10−8 Bitcoina.
2.3 Dokaz dela in rudarjenje
Varnost in transparentnost zapisa transakcij kriptovalut ter hranjenje le teh v
omrežju zagotavljajo rudarji, ki potrjujejo transakcije s soglasjem. V omrežju krip-
tovalut so transakcije potrjene s strani drugih uporabnikov z dvema primarnima
algoritmoma [28]:
• Dokaz dela (ang. Proof of Work, PoW): Rudarji računajo računsko zahtevne
algoritme z izkoriščanjem procesorske moči računalnika in s tem ustvarijo nove
bloke, ki so potem dodani v verigo blokov. Izkoriščanje procesorske moči pa
se odraža z veliko porabljene električne energije. Kriptovalute, ki uporabljajo
dokaz dela, so npr. Bitcoin, Ethereum, BitcoinCash, Dogecoin, Litecoin, Dash,
Monero.
• Dokaz deleža (ang. Proof of Stake, PoS): Uporabnika, ki potrdi blok, se iz-
bere naključno z verjetnostjo sorazmerno z njegovim izkazanim deležem na
vozlišču. Varnost takšnega mehanizma temelji na dejstvu, da večji je njegov
delež v kriptovaluti, več ima besede pri potrjevanju. V primerjavi z dokazom
dela je manj energijsko potraten, ker se za potrjevanje blokov uporablja manj
procesorske moči računalnika. Kriptovalute, ki uporabljajo tak protokol, so
npr. PeerCoin, Nxt, BlackCoin, NovaCoin.
Ker se dokaz dela uporablja v omrežju Bitcoina, ga bomo tudi podrobneje opi-
sali. V omrežju vrstnikov Bitcoin protokol zahteva, da se za vsak blok dokaže, da
je za njegovo generiranje bilo vloženega veliko računskega dela. S tem se zagotovi,
da morajo nepošteni vrstniki, ki želijo spremeniti pretekle bloke, vložiti še več truda
od poštenih vrstnikov, ki želijo samo dodati nov blok v verigo blokov. Stroški za
spreminjanje določenega bloka se (eksponentno) povečujejo z vsakim novim blokom,
dodanim v verigo blokov, kar povečuje tudi učinek dokazila o delu.
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Pogoj, da nastane nov blok, je, da mora vsebovati dokazilo o delu. Za ta namen
imajo metapodatki v glavi bloka vrednost nonce, časovni žig in zgoščeno vrednost
prejšnjega bloka. Nonce, 32-bitno polje znotraj bloka, je edina vrednost v glavi
bloka, ki jo lahko rudar spreminja. Bistvo rudarjenja je uganiti nonce, da lahko
rudar izračuna zgoščeno vrednost glave bloka, ki mora biti manjša od praga, da je
blok veljaven. Prag (ang. target) je 256-bitna številka. Težavnost (ang. difficulty)
je mera, kako računsko zahtevno je poiskati nov blok in je primerjava s težavnostjo
najlažjega praga, ki je bil prvi začetni prag, s trenutnim pragom. Težavnost prvega
praga je bila prva zgoščena vrednost, ki se je začela z 0 (32-bitov) in vsi naslednji
biti so bili 1 [3, 49].
težavnost =
težavnost prvega praga
trenutni prag
Vsaka nova vrednost nonce je zgoščena z zgoščeno vrednostjo prejšnjega bloka.
Če so podatki spremenjeni na kakršenkoli način, je pri ponovnem izračunu zgoščene
vrednosti rezultat zgoščanja bloka bistveno drugačen in malo verjetno je, da je pod
pragom, zato ni mogoče spreminjati podatkov, saj vrednost zgoščene vrednosti ni
predvidljiva. Nonce ni mogoče izračunati, ampak ga je potrebno uganiti. Vrednost
ustvarjene zgoščene vrednosti pa mora zadoščati pogoju začetnih ničel. Pogoj je
definiran tako, da mora zgoščena vrednost, ki jo iščemo, imeti na prvih mestih
vrednost 0. Povprečna težavnost iskanja takšne rešitve je eksponentna glede na
število ničel na začetku zgoščene vrednosti.
Ko rudar najde pravo vrednost nonce, je blok skupaj z nonce dokaz o delu. Nonce
se skupaj s podatki v bloku zbranih transakcij pošlje v omrežje. Prejemnik plačila
nagrade potrebuje dokaz, da se je v času vsake transakcije večina rudarjev strinjala,
da je bila transakcija izvršena. Da se to zgodi, da je transakcija sprejeta in dodana
v blok, pa skrbi vsak rudar v Bitcoinovi mreži, ki sledi pravilu soglasja. Novi bloki
bodo dodani v verigo blokov, če je njihova zgoščena vrednost vsaj tako zahtevna kot
težavnost, ki jo pričakuje protokol skladnosti.
Težavnost izračuna je določena kot globalna spremenljivka v Bitcoin omrežju in
se spremeni vsakih 2016 izračunanih blokov. Vsakih 2016 blokov omrežje uporablja
časovne žige shranjene v vsaki glavi bloka za izračun števila sekund, ki so pretekle
med generacijo prvega in zadnjega od zadnjih 2016 blokov. Omrežje cilja na vre-
dnost, ki omogoča izračun novega bloka približno vsakih 10 minut. Idealna vrednost
za 2016 blokov je 1.209.600 sekund, kar je točno 2 tedna. Če bi za prejšnjih 2016
blokov potrebovali manj kot 2 tedna, bi se težavnost povečala. Če bi pa potrebovali
več kot 2 tedna, bi se težavnost zmanjšala.
Poznamo dve obliki rudarjenja, samostojno in združeno rudarjenje.
• Samostojno rudarjenje je rudarjenje, kjer rudar poskuša samostojno ustvariti
nove bloke, pri čemer sta dobiček in provizija pri transakcijah v celoti njegova.
Pogosto morajo čakati daljše obdobje, da lahko potrdijo transakcijski blok in
dobijo plačilo.
• Združeno rudarjenje je rudarjenje, kjer rudar skupaj z drugimi rudarji zbira
vire, da bi pogosteje našli bloke. Nagrada se razdeli med vsemi sodelujočimi
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rudarji, ko sodelujoči strežnik reši blok. Delež, s katerim je nagrajen vsak
rudar, je sorazmeren z obsegom dela, ki ga je posamezni rudar prispeval za
pomoč pri iskanju bloka. Pogosto morajo čakati krajše obdobje, da se potrdi
transakcijski blok in dobijo manjša plačila.
Poleg primarnega identifikatorja bloka, njegove kriptografske zgoščene vredno-
sti, je drugi način prepoznavanja bloka položaj v verigi blokov, ki se imenuje višina
bloka (ang. block height). Višina blokov je število blokov pred določenim blokom
in prvim Bitcoin blokom v verigi blokov. Začetni blok (ang. genesis block) je prvi
ustvarjeni blok in uporabljen kot začetna točka verige blokov, ima višino 0, ker pred
njim ni nobenega bloka. Več blokov ima lahko enako višino blokov, v primeru, da
dva ali več rudarjev proizvede blok ob istem času. To ustvarja navidezne veje v
verigi blokov. Imamo glavno vejo, kjer je soglasje vsaj 50+% in stranske veje, ki
predstavljajo potencialno nadaljevanje glavne veje.
Slika 3: Višina blokov in veje [34].
Ko rudarji proizvedejo sočasne bloke na koncu verige blokov, vsako vozlišče izbere,
katere bloke bo sprejel. Vozlišča običajno uporabijo prvi blok, ki ga vidijo. Sčasoma
nek rudar proizvede še en blok, ki se pripne le enemu od konkurenčnih sočasno na-
rudarjenih blokov. Zaradi tega je ta veja daljša od drugih. Ob predpostavki, da veja
vsebuje le veljavne bloke, pošteni uporabniki (rudarji) vedno sledijo najdaljši verigi
za ponovno kreiranje in zavržejo stare bloke, ki pripadajo krajšim vejam. Jalovi
bloki (ali sirote, ang. stale block) so bloki, ki so bili uspešno narudarjeni, vendar
niso vključeni v trenutno najdaljšo verigo blokov, verjetno zato, ker jih je prehitela
druga veja. Stranske veje so možne, če različni rudarji delujejo v nasprotju, na pri-
mer pošteni rudarji skrbno generirajo bloke v trenutno glavni veji, hkrati pa drugi
rudarji poskušajo izvesti 51% napad za spremembo zgodovine transakcij in svojo
računsko moč osredotočajo na stranske veje. Ker ima lahko več blokov enako vi-
šino na različnih vejah verige blokov, se višina bloka ne sme uporabljati kot globalni
enolični identifikator, zato se bloki običajno sklicujejo na zgoščeno vrednost njihove
glave.
Glavni cilj pravil za soglasje je preprečiti dvojno porabo in nezaželene veje. Z
uvedbo novih funkcionalnosti se posledično spremenijo pravila soglasja npr. zaradi
preprečevanja zlorabe omrežja. Ko se izvajajo nova pravila, preteče nekaj časa, ko še
nenadgrajena vozlišča sledijo starim pravilom in nadgrajena vozlišča sledijo novim
pravilom, pri tem pa sta možna dva načina, kako lahko pride do nesoglasij:
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1. Nadgrajena vozlišča sprejmejo bloke, ki sledijo novim pravilom soglasja, ampak
zavrnejo nenadgrajena vozlišča. Na primer, nova transakcijska funkcionalnost
se uporablja znotraj bloka – nadgrajena vozlišča razumejo funkcionalnost in
jo sprejmejo, toda nenadgrajena vozlišča jo zavrnejo, ker kršijo stara pravila.
Vozlišča, ki dobijo podatke o verigi blokov od tistih nenadgrajenih vozlišč,
Slika 4: Primer trdega razcepa [34].
zavračajo gradnjo na isti verigi kot vozlišča, ki pridobivajo podatke iz nadgra-
jenih vozlišč. To ustvarja trajno divergentne veje eno za nenadgrajena vozlišča
in eno za nadgrajena vozlišča, kar imenujemo trd razcep verige (glej sliko 4).
2. Blok, ki krši nova pravila soglasja, je zavrnjen s strani nadgrajenih vozlišč,
ampak sprejet s strani nenadgrajenih vozlišč. Na primer, v bloku se uporablja
zastarela funkcija transakcije, nadgrajena vozlišča jo zavrnejo, ker krši nova
pravila, vendar jo nenadgrajena vozlišča sprejmejo, ker sledi starim pravilom.
V tem primeru bodo nenadgrajena vozlišča sprejela kot veljavne iste bloke
Slika 5: Primer mehkega razcepa [34].
kot nadgrajena vozlišča. Nadgrajena vozlišča lahko izgradijo daljšo verigo, ki
jo bodo nenadgrajena vozlišča sprejela kot najdaljšo verigo. To imenujemo
mehek razcep verige (glej sliko 5).
Nenadgrajena vozlišča lahko uporabljajo in delijo nepravilne informacije med
obema vejama v razcepu pri obeh tipih razcepov in ustvarijo več primerov, ki bi
lahko povzročili finančno izgubo. Nenadgrajena vozlišča lahko posredujejo in sprej-
mejo transakcije, ki jih nadgrajena vozlišča štejejo za neveljavne in tako ne bodo
nikoli postale del najboljše verige blokov. Nenadgrajena vozlišča lahko zavrnejo po-
sredovanje blokov ali transakcij, ki so bile že dodane v verigo blokov, ali bodo kmalu
na voljo, in tako zagotovijo nepopolne informacije. Klient Bitcoin Core vključuje
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kodo, ki zazna trde razcepe tako, da preveri, ali je v verigi dokaz o opravljenem
delu. Polna vozlišča lahko preverijo tudi številke bloka in številke transakcij. Če so
številke blokov ali transakcij, ki jih vidimo v več nedavnih blokih, višje od številk
različic, ki jih uporablja vozlišče, lahko domnevamo, da ne uporablja veljavnih pravil
soglasja.
2.4 Transakcije
Namen transakcije je, da kodira prenos vrednosti iz vhoda do izhoda in uporabnikom
omogoča, da lahko porabijo satoshije (oz. Bitcoine). Vsaka transakcija je sestavljena
iz večih delov in omogoča tako enostavna neposredna plačila kot tudi zapletene
transakcije. V tem razdelku bomo opisali posamezne dele transakcij in prikazali,
kako lahko sestavimo veljavne transakcije.
Vsak blok mora vključevati eno ali več transakcij. Prva od teh transakcij mora
biti transakcija kovancev, imenovana tudi generativna transakcija, ki zbira nagrado
in hkrati generira nove Bitcoine. Nagrada za blok je znesek, ki ga lahko rudarji do-
bijo kot nagrado za izdelavo bloka. Sestavljena je iz subvencije za blok, ki jo tvorijo
novo razpoložljivi satoshiji in iz transakcijskih provizij, plačanih s strani transakcij,
vključenimi v ta blok. Transakcijska provizija je razlika med vsoto vhodov in vsoto
izhodov v transakciji. Slika 6 prikazuje glavne dele transakcije Bitcoina. Vsaka
Slika 6: Glavni deli transakcije Bitcoin [34].
transakcija ima vsaj en vhod (ang. Input) in en izhod (ang. Output). Vsak vhod
porabi satoshije, plačane na prejšnjem neporabljenem izhodu (UTXO). Vsak izhod
nato čaka kot UTXO, dokler ga ne porabi vhod kasnejše transakcije. Ko Bitcoin
denarnica pokaže, da imamo stanje 10.000 satoshijev, pomeni, da imamo seštevek
10.000 satoshijev, ki čakajo na enem ali večih UTXO na naslovih v vaši lasti. Vsaka
transakcija je na začetku določena s številko različice transakcije, ki pove uporabni-
kom (rudarjem) v omrežju Bitcoin, katero različico protokola za doseganje soglasja
naj uporabijo. Časovna omejitev (ang. Locktime) v podpisu pa označuje čas, ko je
transakcijo mogoče dodati v verigo blokov. Podpisnikom tudi omogoča, da ustvarijo
časovno zaklenjene transakcije, ki bodo veljavne v prihodnosti. Struktura posame-
zne transakcije je prikazana v tabeli 1.
Vhodi v Bitcoin transakcije so neporabljeni izhodi UTXO. Izhod UTXO pri ge-
nerativni transakciji ima poseben pogoj, saj UTXO ni mogoče uporabiti, dokler ni
potrjenih 100 naslednjih blokov. To začasno prepreči, da bi rudar iz bloka porabil
transakcijsko provizijo in nagrado za blok, ker se kasneje lahko blok določi kot jalov
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Velikost Polje Pomen
4 byti različica (ang. ver-
sion)
številka trenutne razli-
čice transakcije
1-9 bytov števec vhodov (ang.
input counter)
število vhodov v tran-
sakcijo
različno število
bytov
vhodni deli (ang. in-
puts)
ena ali več vhodov
transakcij
1-9 bytov števec izhodov (ang.
output counter)
število izhodov v tran-
sakcijo
različno število
bytov
izhodni deli (ang. ou-
tputs)
ena ali več izhodov
transakcij
4 byti časovna omejitev čas ali številka bloka
Tabela 1: Struktura posamezne transakcije [23].
blok na veji verige blokov. V blok ni potrebno vključevati generativnih transakcij,
vendar rudarji skoraj vedno vključujejo dodatne transakcije, kjer zbirajo transakcij-
ske provizije.
Slika 7: Izhodi in vhodi transakcij [34].
Slika 7 nam pokaže, kako so sestavljeni izhodi in vhodi v transakciji. Izhod
(ang. Output) v transakciji vsebuje dve polji – vrednostno polje za prenos nič ali
več satoshijev (ang. Amount) ter javni skript (ang. Pubkey script). Javni skript
je zaporedje ukazov, ki določajo pogoje, kateri morajo biti izpolnjeni za porabo
satoshijev. Vsakdo, ki lahko izpolnjuje pogoje, lahko porabi ves znesek satoshijev,
za katere je plačal. Izhod ima definirano implicitno številko indeksa s pojavitvijo v
zaporedju izhodov – indeks prvega izhoda je nič. Izhod ima tudi znesek v satoshijih,
da plačamo tistemu, ki zadošča pogojem javnega skripta.
Vhod transakcije vsebuje štiri polja. Uporablja identifikator transakcije oziroma
TXID in indeks pripadajočega izhoda prejšnje transakcije (ang. Output Index), da
identificira določen izhod, ki ga je potrebno porabiti. Vsebuje tudi polje podpisni
skript (ang. Signature Script), kjer se nahajajo podatki, ki jih ustvari uporabnik in
se uporabljajo kot spremenljivke, ki ustreza javnemu skriptu. Zaporedna številka
(ang. Sequence Number) je pa del vsake transakcije in je številka, ki naj bi omogo-
čila posodobitev nepotrjenih časovno zaklenjenih transakcij pred zaključkom.
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Za izračun zgoščene vrednosti vseh transakcij v bloku se uporablja Merklovo
drevo. Merklovo drevo je podatkovna struktura, v kateri vsak koren Merklejevega
drevesa predstavlja zgoščeno vrednost v paru zgoščenih vrednosti njegovih listov,
listi drevesa predstavljajo transakcije [33]. Vsak identifikator transakcije (TXID) se
spoji z drugim TXID-om. Če obstaja liho število TXID-ov, se izračuna zgostitev
dveh kopij preostalega TXID-ja. Proces se ponovi, dokler ne ostane samo ena zgo-
ščena vrednost, koren Merklejevega drevesa (ang. Merkle Root). Zgoščeno drevo
nam omogoča, da preverimo vse transakcije brez potrebe za celotno kopijo vseh
transakcij [32]. Na primer, če bi se transakcije zgolj združevale (brez računanja
zgoščene vrednosti), bi drevo s petimi transakcijami izgledalo kot diagram na sliki
8. Drevesa omogočijo uporabnikom, da iz seznama transakcij in končne vrednosti
Slika 8: Primer Merklejevega drevesa [34].
korena ugotovijo, ali je bila transakcija res vključena v blok, v katerem so tudi na-
tanko vse ostale transakcije.
Primer na sliki 8 prikazuje potrditev transakcije D, ki je bila dodana bloku. Stranka
potrebuje le kopijo C, AB in EEEE zgoščene vrednosti poleg korenskega pasu. O
nobeni drugi transakciji ji ni potrebno ničesar vedeti. (Če je bilo pet transakcij v tem
bloku največje velikosti, bi prenos celotnega bloka zahtevalo več kot 500.000 bytov
– ampak prenos treh zgoščenih vrednosti in glave bloka zahtevajo le 140 bytov.)
Na primeru bomo razložili časovni potek plačila z uporabo funkcij, kjer Alice
pošlje Bobu transakcijo, ki jo Bob tudi kasneje uporabi.
Slika 9: Časovni potek plačila [34].
Poznamo pet standardnih vrst transakcijskih skriptov, ki se ločijo glede na na-
men [18]. Skriptiranje je implementirano kot preprost skladovno orientiran jezik.
Najpogosteje uporabljena in ključna skripta je P2PKH (ang. Pay-to-PubkeyHash),
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izvede se, ko pride do izmenjave Bitcoinov med dvema naslovoma. Postopek valida-
cije zahteva ovrednotenje podpisnega skripta in javnega skripta. Izhod zaklenjen s
P2PKH skriptom je plačilni Bitcoin naslov, ki vsebuje zgoščen javni ključ in omogoča
uporabniku, da uporabi standardni javni skript.
Vsak naslov ima svoj zasebni in javni ključ, ki ju Bob potrebuje za prenos Bitcoi-
nov z enega na drug naslov. Bob mora najprej generirati kriptografski par zasebnega
in javnega ključa, preden Alice lahko kreira prvo transakcijo. Bitcoin uporablja algo-
ritem eliptičnih krivulj za digitalno podpisovanje (ECDSA) [46] s krivuljo secp256k1
[54] (glej razdelek 2.5.1). Bob s pomočjo algoritma generira Bitcoin naslov in ga
sporoči Alice. Naslov je zakodirana (Base-58) zgoščena vrednost javnega ključa.
Pripadajoči zasebni ključ pa hrani pri sebi.
Ko ima Alice naslov in ga dekodira nazaj v zgoščeno vrednost javnega ključa,
lahko ustvari prvo transakcijo. Kreira standardno izhodno transakcijo P2PKH, ki
vsebuje pogoje, ki omogočajo, da lahko vsakdo porabi ta izhod, če dokaže, da nad-
zoruje zasebni ključ, ki ustreza zgoščeni vrednosti Bobovega javnega ključa. Alice
nato odda transakcijo v omrežje Bitcoina. Ko je transakcija potrjena, omrežje izhod
kategorizira kot UTXO, Bobova denarnica pa jo prikazuje kot stanje, ki ga je mo-
goče porabiti. Ko se Bob odloči porabiti UTXO, mora kreirati vhod, ki se sklicuje
na izhod UTXO Alicine transakcije in izhodni indeks. Bob nato kreira podpisni
skript, zbirko podatkovnih parametrov, ki ustrezajo pogojem Alicinemu prejšnjemu
izhodnemu javnemu skriptu.
Slika 10: Poraba P2PKH vhoda [34].
Izhod P2PKH, Bobov podpisni skript (ang. Signature Script) na sliki 10 vsebuje
naslednje podatke:
• Bobov poln (nezgoščen) javni ključ (ang. full public key), tako da javni skript
lahko preveri, ali se zgosti na isto vrednost kot zgoščena vrednost javnega
skripta, ki jo zagotavlja Alice.
• Podpis (ang. signature) secp256k1 izdelan s kriptografsko formulo ECDSA za
združevanje določenih transakcijskih podatkov z zasebnim ključem Boba. To
omogoča, da javni skript potrdi, da je Bob res lastnik zasebnega ključa, iz
katerega se je ustvaril javni ključ.
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Slika 11: Izhod P2PKH Bobovega podpisnega skripta [34].
Na sliki 11 vidimo, da Bobovi podatki vključujejo Alicine TXID, indeks izhoda
Alicine transakcije (ang. Output Index Number), javni skript prejšnjega izhoda,
javni skript (ang. Pubkey Script), ki ga Bob kreira tako, da omogoča naslednjemu
prejemniku porabiti kot transakcijski izhod in vsoto satoshijev (ang. Amount), ki
jih lahko porabi naslednji prejemnik. Celotna transakcija vsebuje digitalno pod-
pisano zgoščeno vrednost tistega bloka, kjer so bili Bitcoini nazadnje preneseni,
skupaj z javnim ključem prejemnika transakcije (ang. Full Public Key). Bob varno
odda transakcijo rudarjem preko Bitcoinovega omrežja vrstnikov. Vsako vozlišče v
omrežju neodvisno potrjuje transakcijo, preden jo odda ali poskuša vključiti v nov
blok transakcij.
2.5 Kriptografija
Kriptografija je znanstvena veda o tajnem in zakodiranem pisanju sporočil z ustvar-
janjem zapisov s pomočjo matematičnih metod. Cilj je varovanje skrivnosti pred
vdori zlonamernih in nepooblaščenih oseb preko zaščite celotnega kriptosistema.
Kriptografsko shemo javnih in zasebnih ključev so izumili v sedemdesetih letih in
se uporablja pri kriptovalutah za zaščito pred tem, da bi kdo porabil sredstva iz
denarnice drugega uporabnika ali da bi vplival na javno knjigo. Bitcoin uporablja
množenje eliptične krivulje kot osnovo na kriptografski shemi javnih in zasebnih
ključev (ECDSA [46]). Par ključev je sestavljen iz zasebnega in javnega ključa.
Javni ključ se uporablja za sprejem Bitcoinov, zasebni ključ pa se uporablja za pod-
pisovanje transakcij za porabo teh Bitcoinov. Ta podpis je mogoče potrditi z javnim
ključem, ne da bi pri tem razkrili zasebnega ključa. Pri porabi Bitcoinov trenutni
lastnik Bitcoinov predstavi svoj javni ključ in podpis v transakciji, ki porablja te
Bitcoine. S predstavitvijo javnega ključa in podpisa lahko vsi v Bitcoin omrežju
preverijo in sprejmejo transakcijo kot veljavno, s tem da potrdijo, da je oseba, ki
je prenesla Bitcoin, res prenesla. V tem poglavju bomo opisali, kako zasebni ključ
spremenimo v javni ključ in na koncu ustvarimo Bitcoinov naslov (glej sliko 12).
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2.5.1 Kriptografska shema javnih in zasebnih ključev
Bitcoin denarnica vsebuje zbirko parov ključev, od katerih vsak vsebuje zasebni in
javni ključ.
Zasebni ključ k je naključno izbrano število, ki mora biti tajno in zaščiteno. La-
stništvo in nadzor nad zasebnimi ključi je nadzor nad vsemi sredstvi, povezanimi
z ustreznim Bitcoin naslovom. V primeru, da ga izgubimo, se vsa sredstva, ki so
zavarovana s ključem, izgubijo. Iz zasebnega ključa z uporabo množenja eliptičnih
krivulj, enosmerne kriptografske funkcije, ustvarimo javni ključ K. Iz javnega ključa
K pa uporabimo enosmerno kriptografsko zgoščevalno funkcijo za generiranje Bit-
coin naslova A.
Slika 12: Zasebni ključ, javni ključ in Bitcoin naslov [25].
Prvi in najpomembnejši korak pri generiranju ključev je najti varen vir entropije
ali zbiranje naključnosti. Ustvarjanje 256-bitnega zasebnega ključa je enako, kot
da naključno izberemo številko med 1 in 2256. Metoda, ki se uporablja za izbiro te
številke, ni pomembna, dokler ni predvidljiva ali ponovljiva. Bitcoinova programska
oprema uporablja osnovne generatorje operacijskega sistema naključnih števil, da
proizvedejo 256-bitov entropije. Zasebni ključ je lahko poljubno število med 1 in
n− 1, pri čemer je n konstanta (n = 1.158 · 1077, nekoliko manj kot 2256) definirana
kot red eliptične krivulje, uporabljena v Bitcoinu.
Spodaj je prikazan primer naključno generiranega zasebnega ključa k prikazanega
v šestnajstiškem formatu (vsaka šestnajstiška številka predstavlja 4 bite, skupaj je
256-bitno število):
k = 1E99423A4ED27608A15A2616A2B0E9E52C
ED330AC530EDCC32C8FFC6A526AEDD
Javni ključ K se izračuna iz zasebnega ključa k z uporabo množenja eliptične
krivulje, ki je nepovratna operacija: K = k ·G, kjer je G generator, konstantna točka
(glej razdelek 2.5.2). Pri generiranju javnega ključa začnemo z zasebnim ključem,
z naključno generiranim številom k. Dobimo drugo točko na drugem mestu na
krivulji, ki ustreza javnemu ključu K. Ker je točka generatorja G vedno enaka za
vse uporabnike Bitcoinov, bo zasebni ključ k pomnožen z G, vedno imel enak javni
ključ K. Odnos med k in K je fiksen, vendar ga je mogoče izračunati samo v eno
smer, od k do K. Zato naslov Bitcoina (izhaja iz javnega ključa K ) ne razkrije
uporabniškega zasebnega ključa k.
Javni ključ je definiran kot točka K = (x, y) na eliptični krivulji in jo lahko
predstavimo v skrčeni ali razširjeni obliki. Pogosto je predstavljena v razširjeni
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obliki s predpono ′04′, nato pa ji sledita dve 256-bitni števili za x in y koordinati.
Predpona ′02′ se pa uporablja za skrčeno obliko z eno 256-bitno število za koordinato
x.
Vzemimo zgornji primer zasebnega ključa in ga pomnožimo z G.
K = 1E99423A4ED27608A15A2616A2B0E9E52C
ED330AC530EDCC32C8FFC6A526AEDD ·G,
kjer je x = F028892BAD...DC341A in y = 07CF33DA18...505BDB.
2.5.2 Eliptične krivulje
Kriptografija eliptične krivulje je vrsta asimetričnih ali javnih ključev, ki temelji na
diskretnem logaritmu s seštevanjem in množenjem točk na eliptični krivulji. Na sliki
13 vidimo primer eliptične krivulje y2 = (x3 + 7) [1, 47].
Slika 13: Primer eliptične krivulje [25].
Bitcoin uporablja posebno eliptično krivuljo in niz matematičnih konstant, kot
je definirano v standardu secp256k1 [54], ki ga je ustanovil Nacionalni inštitut za
standardne in tehnologijo (NIST).
Funkcija eliptične krivulje nad realnimi števili je krivulja definirana z Weierstrassevo
enačbo
E : y2 = x3 + ax+ b,
kjer sta a in b parametra. Parametri eliptične krivulje so povezani s Koblitzovo
krivuljo, ki je določena s šesterico parametrov T = (p, a, b, G, n, h) in so definirani
na končnem polju Fq reda q, kjer je q = pk in p veliko praštevilo. Enačbo eliptične
krivulje lahko zapišemo tudi v obliki:
E : y2 = x3 + ax+ b, mod p,
kjer je mod p ostanek pri deljenju velikega praštevila p, p = 2256 − 232 − 29 − 28 −
27 − 26 − 24 − 1. V našem primeru je a = 0 in b = 7.
Generator G = (XG, YG) je točka na eliptični krivulji. Zapišemo jo lahko v skr-
čeni (predpona ′02′, koordinate XG) in razširjeni obliki (predpona ′04′ in koordinati
XG in YG.:
XG = 0279BE667EF9DCBBAC55A06295CE870B07029BFCDB2DCE28D9
59F2815B16F81798
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G = 0279BE667EF9DCBBAC55A06295CE870B07029BFCDB2DCE28D9
59F2815B16F81798483ADA7726A3C4655DA4FBFC0E1108A8FD17B448
68554199C47D08FFB10D4B8
Število n je red generatorja, najmanjše število, da ustreza enačbi n · G = 0.
Število h je pa kofaktor krivulje [27], ponavadi ima konstanto vrednost 01, h = 1.
Ker je ta krivulja definirana s končnim poljem praštevilskega reda namesto realnega
števila, je videti kot vzorec pik raztresenih v dveh dimenzijah, kar je težko vizuali-
zirati. Slika 14 prikazuje eliptično krivuljo v končnem polju reda 17.
Slika 14: Eliptična krivulja v končnem polju reda 17 [25].
Točke na eliptični krivulji z operacijo seštevanje tvorijo Abelovo grupo. Če obsta-
jata dve točki P in Q na eliptični krivulji, potem obstaja tudi tretja točka R = P+Q.
Točko poiščemo tako, da določimo geometrijsko črto, ki poteka skozi ti dve točki na
eliptični krivulji. Premica seka eliptično krivuljo na točno enem mestu. Koordinate
te točke so podane R′ = (x, y). Preslikamo jo čez os x in dobimo točko R = (x,−y)
(glej sliko 15).
Slika 15: Seštevanje pri eliptičnih krivuljah [50].
Množenje pri eliptičnih krivuljah je enako množenju, kP = P +P +P + · · ·+P ,
k−krat. Pokažimo na primeru, kako izračunamo 3 ·P , kar je P+P+P . Na eliptični
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krivulji imamo P in ga pomnožimo s P . Najti moramo enačbo črte, ki poteka skozi
točki P in P . Obstaja neskončno črt in v takem primeru se odločimo za tangentno
črto. Točko preslikamo čez x−os in dobimo novo točko P +P = 2 ·P (P smo dodali
sam sebi, glej sliko 16). Nato še enkrat dodamo P sam sebi, oziroma P + P + P ,
rezultat bo 3 · P , kar vidimo na sliki 17. Poenostavimo tako, da P dodamo 2 · P .
Slika 16: Množenje pri eliptičnih krivuljah 2 · P [50].
Slika 17: Množenje pri eliptičnih krivuljah 3 · P [50].
V nekaterih primerih (če imata točki P in Q enake x vrednosti, vendar različni
y) bo tangentna črta navpična, v tem primeru je R točka v neskončnosti. Če je P
točka v neskončnosti, potem je vsota P + Q = P . Podobno za točko Q, če je Q
točka v neskončnosti, je vsota P +Q = Q. Primer pokaže, da točka v neskončnosti
igra vlogo elementa 0 v Abelovi grupi.
2.6 Naslovi
Bitcoin naslovi so nizi številk in znakov, ki jih je mogoče deliti z drugimi, ki vam
želijo poslati Bitcoine. Naslovi, ustvarjeni iz javnih ključev, so nizi številk in črk, ki
se začnejo s številko 1. Primer Bitcoin naslova je:
1thMirt546nngXqyPEz532S8fLwbozud8 [25].
Kot smo že omenili, se za pridobitev Bitcoin naslovov uporabljajo enosmerne kripto-
grafske zgoščevalne funkcije, s pomočjo katerih lahko izračunamo zgoščeno vrednost
poljubno velikega vnosa. Te funkcije se uporabljajo v protokolu Bitcoina na raz-
ličnih mestih: v naslovih Bitcoina, v javnih ključih in pri generiranju dokaza dela.
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Algoritme, ki jih uporabljamo pri naslovu Bitcoinov iz javnega ključa, so SHA (Se-
cure Hash Algorithm) in RACE Integrity Primitives Evaluation Message Digest
(RIPEMD) [52], predvsem SHA-256 in RIPEMD-160. Za izračun Bitcoin naslova
dvakrat uporabimo zgoščevalno funkcijo. Javni ključ zgostimo z zgoščevalno funkcijo
SHA-256 in nato še z RIPEMD-160, ki pridela 160-bitno (20-bytno) število:
A = RIPEMD−160(SHA−256(K))
Bitcoin naslovi so skoraj vedno predstavljeni uporabnikom v kodiranju Base58Check,
ki uporablja 58 znakov in kontrolne byte (ang. check sum) za pomoč pri berljivosti,
izogibanju dvoumnosti in zaščito pred napakami pri prepisovanju in vnosu naslova.
Ta način kodiranja se pri Bitcoinu uporablja na večih mestih, kjer so podatki na-
menjeni uporabnikom za branje in pravilno prepisovanje podatkov, kot na primer
Bitcoin naslov, zasebni ključ ali šifriran ključ.
Če želimo razložiti kodiranje Base58Check, moramo najprej razumeti kodiranje
Base-64 in Base-58. Kodiranje Base-64 je tekstovno oblikovan binarni format za
kodiranje. Dolgo število predstavimo s simboli. Tradicionalni decimalni sistem upo-
rablja števila od 0 do 9, šestnajstiški sistem uporablja 16 simbolov, skupaj s črkami
od A do F kot 6 dodatnih simbolov. Številka v šestnajstiški obliki je krajša od
decimalne predstavitve. Kodiranje Base64 pa uporablja 26 malih črk, 26 velikih črk,
10 števk in poleg tega še dva znaka + in / za pošiljanje binarnih podatkov preko
besedilnih medijev, npr. elektronska pošta, dodajanje binarnih prilog k elektron-
ski pošti. Abeceda Base-64 vsebuje števke od 0-9 in velike ter male črke angleške
abecede. Kodiranje Base-58 je bilo posebej razvito za Bitcoin, ampak se uporablja
tudi v drugih kriptovalutah. Je podmnožica kodiranja Base-64, z uporabo velikih
in malih črk ter številk. Kodiranje Base-58 je kodiranje Base-64 brez znakov 0, O
(velik o), l (majhen L), I (velik i) in simbola + ter /.
Base58Check je oblika kodiranja, ki se najpogosteje uporablja v Bitcoinu in za-
gotavlja dodatno varnosti pri prepisovanju. Za kontrolni byti vzamemo prve 4 byte
od podatkov. Programska oprema za kodiranje bo izračunala kontrolne byte podat-
kov in jo primerjala s kontrolnimi byti, ki so vključeni v kodo. Če se ne ujemata,
je prišlo do napake in podatki Base58Check niso veljavni. To prepreči, da bi denar-
nica sprejela napačen naslov kot veljavnega, tj. napako, ki pa bi povzročila izgubo
sredstev.
Če želimo pretvoriti podatke (število) v Base58Check obliko (glej sliko 18), najprej
dodamo predpono podatkom (ang. version byte), ki enostavno prepozna vrste kodi-
ranih podatkov. Pri Bitcoin naslovu je predpona 0 (0x00 v šestnajstiškem zapisu).
Nato izračunamo ”double-SHA” kontrolnih bytov, kar pomeni, da dvakrat upora-
bimo zgoščevalni algoritem SHA-256 na prejšnjem rezultatu (predpona+podatki).
kontrolni byti = (prvi 4 byti)[SHA−256(SHA−256(predpona + podatki))].
Iz dobljenega rezultata vzamemo samo prve 4 byte za kontrolni byte.
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Slika 18: Kodiranje Base58Check [25].
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3 Ethereum
3.1 Uvod
Ethereum je odprtokodna, javno porazdeljena računalniška platforma, ki omogoča
uporabnikom ustvariti lastne operacije in služi kot platforma za decentralizirane
aplikacije, ki se izvajajo na verigi blokov. Ethereum omrežje, katerega valuta je
Ether, temelji na verigi blokov z dodatno funkcionalnostjo pametnih pogodb.
Podobno kot rudarji v omrežju Bitcoin, ki potrjujejo transakcije, rudarji v omrežju
Ethereum poleg potrjevanja transakcij poganjajo kodo, ki je zapisana v tako ime-
novanih pametnih pogodbah. Prav tako kot omrežje Bitcoin, ga nihče ne nadzoruje
in si ga ne lasti. Za razliko od Bitcoina je Ethereum oblikovan tako, da je fleksibil-
nejši in bolj prilagodljiv potrebam uporabnika. Glavni cilj Ethereuma je spodbujati
razvoj aplikacij, hkrati pa zagotavljati varno globalno platformo za njihovo delova-
nje. Kot digitalna valuta je Ethereum namenjen zamenjavi nepotrebnih posrednikov
(shranjevanje podatkov, prenos hipotek in nadzor nad pomembnimi finančnimi in-
strumenti). Tudi pri omrežju Ethereum so klienti nameščeni v tako imenovanih
vozliščih (ang. node), ki pa jih poganjajo uporabniki omrežja Ethereum po vsem
svetu. Ethereum je s svojimi pametnimi pogodbami gonilna sila ICO-jev (ang.
Initial Coin Offering) po vsem svetu, kjer start-upi ustvarjajo svoje kriptovalute.
Začetna ponudba kovancev (ICO) predstavlja neregulirane vložke, s katerimi pod-
jetja zbirajo sredstva za novo kriptovaluto. Gre za zgodnjo ponudbo določenega
odstotka kripto kovancev investitorjem, v zameno za standardno plačilno sredstvo
(dolar, evro) ali pa že obstoječo kriptovaluto (Bitcoin, Ethereum).
3.2 Ethereumov virtualni stroj in pametne pogodbe
Ethereumov virtualni stroj (ang. Ethereum Virtual Machine, EVM v nadaljeva-
nju) je dostopen, globalni 256-bitni svetovni decentraliziran računalnik, ki ga lahko
uporablja kdorkoli za majhno plačilo v obliki Ethra. EVM je okolje za izvajanje
pametnih pogodb v omrežju Ethereum. EVM izvaja kodo v programskem jeziku
”bytecodi”, ki je Turingovo poln (ang. Turing complete [53]).
Za razliko od omrežja Bitcoin, kjer se v bloke shranjujejo (finančne) transakcije,
se pri Ethereumu v bloke shranjujejo transakcije, ki predstavljajo spremembe glo-
balnega stanja, ki ga opisuje veriga.
Ethereum vključuje tudi mrežni protokol med vrstniki. Vsako Ethereumovo vozlišče
v omrežju izvaja isto bytecodo, da lahko potrdi spremembe v stanju, ki se shranijo
v verigo blokov. Če uporabnik izvede kakšno spremembo, se morajo vsa vozlišča v
omrežju strinjati.
Pametne pogodbe (ang. smart contracts) predstavljajo računalniški programi, ki
se izvajajo na vozliščih, računalnikih povezanih v omrežje in vsebujejo sklop pra-
vil. Edini način, da izvedemo kodo na Ethereumovem omrežju, je preko pametnih
pogodb. Uporabniki pametnih pogodb morajo slediti tem pravilom, če želijo med-
sebojno sodelovati. Ko so izpolnjena vnaprej določena pravila in pogoji, se pogodba
samodejno izvrši. Na Ethereum platformi vsa vozlišča izvedejo pametne pogodbe s
konsenzom in zavedejo vse globalne spremembe stanja v verigo blokov. Decentrali-
zirano soglasje daje Ethereumu visoko toleranco do napak in omogoča shranjevanje
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podatkov, ki se jih ne da spreminjati.
Ethereum omogoča uporabnikom razvijati pametne pogodbe in s pomočjo njih
aplikacije. Aplikacije pa neposredno avtomatizirajo interakcijo med vrstniki in olaj-
šajo usklajeno skupinsko delovanje v omrežju. Pametne pogodbe lahko razvijajo
v programskih jezikih, kot so C++, Go, Haskell, Java, JavaScript, Python, Ruby,
Rust in WebAssembly. Pametne pogodbe, ki so napisane v programskih jezikih, so
prevedene v bytecodi, ki jih lahko bere ali izvede EVM.
Pametne pogodbe so naložena bytecoda, v obliki nekakšnega objekta, ki vsebuje
več funkcij. Te funkcije iz pogodbe lahko kličemo, z nekimi vrstami sporočil za ta
klic te funkcije. Same funkcije pa lahko izvajajo klice drugih funkcij, spet z nekim
drugim tipom sporočil. Pri tem moramo plačati ustrezno vrednost goriva, ki je
porabi v kodi ob izvajanju funkcije [20].
Cilj pametnih pogodb je zagotoviti večjo varnost, zmanjšati odvisnost od posre-
dnikov (vmesnih členov), povečati učinkovitost z avtomatizacijo procesov in zmanj-
šati transakcijske stroške. Pametne pogodbe lahko urejajo tudi odnose med ljudmi,
institucijami in lastnimi sredstvi. Verigo blokov in pametne pogodbe lahko upo-
rabljamo v bančništvu, zavarovalništvu, energetiki, elektroniki, telekomunikacijah,
glasbi in filmski industriji, umetnosti, mobilnosti, izobraževanju.
Najprimitivnejša oblika pametne pogodbe je primer prodajnega stroja, kjer so
pravila transakcij že programirana v stroju. V stroj vstavite kovanec in s pritiskom
na številko izberete izdelek, katerega želite. Stroj je sprogramiran tako, da preveri,
če ste vstavili dovolj denarja, potem tudi vrne izdelek. Če ste ga vstavili preveč,
vam bo razliko tudi vrnil. Samodejni prodajni stroji niso zmanjšali le transakcijskih
stroškov, ponujajo tudi razpoložljivost storitev 24/7.
Primer pametne pogodbe je, ko se dva neznanca (Alice in Bob) dogovorita za
nakup in prodajo avtomobila v vrednosti 20.000e in zato potrebujeta posrednika za
preverjanje in izvršitev transakcij. Če želi Alice kupiti Bobov avto, mora posrednik
preveriti in potrditi posel. S pametnimi pogodbami in verigo blokov tega posrednika
za poravnavo transakcij in določitev vseh pravil v pametni pogodbi ne potrebujemo
več. Če bi Alice želela kupiti avto z uporabo pametne pogodbe na verigi blokov,
potem se preveri zapis, ki potrjuje, da je Bob lastnik avtomobila. Zapis mora biti
narejen s transakcijo spremembo stanja, ki je soglasno potrjena s strani celotnega
omrežja. Preveri se tudi, če ima Alice dovolj denarja za plačilo. Če ima, Alice
samodejno dobi dostopno kodo za pametno ključavnico za garažo. Sedaj je Alice v
verigi blokov registrirana kot lastnica avtomobila. Bob ima sedaj na svojem računu
priliv 20.000e, pri Alice se pa prikaže kot odliv enakega zneska.
3.3 Ethereumov račun
Ethereum uporablja številne funkcije in tehnologijo Bitcoin verige blokov, hkrati
pa uvaja številne modifikacije in inovacije. Pri Bitcoinu je osnovna enota verige
blokov seznam transakcij in prenakazovanje Bitcoinov med naslovi. Pri Ethereumu
pa imamo poleg transakcij tudi račune (ang. account), na katerih spreminjamo
stanje. Ethereumova veriga blokov vodi evidenco stanja vsakega računa. Vsi prehodi
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Račun zunanjega lastnika Pogodbeni račun
- ima ethersko stanje - ima ethersko stanje
- nadziran je z zasebnimi ključi - ko se izvaja, opravlja kompleksne ope-
racije v programskem jeziku, ki je Tu-
ringovo poln
- ne vsebuje kode - vsebuje kodo
- lahko pošilja transakcije (prenos
ethrov ali sproži pogodbeno kodo)
- izvajanje kode sprožijo transakcije ali
sporočila prejeta iz drugih pogodb
Tabela 2: Razlika med EOA in pogodbenim računom.
in spremembe stanj računov so zabeleženi kot prenos vrednosti in informacij med
računi. Poznamo dve vrsti Ethereum računov [29]:
• EOA (ang. Externally Owned Account) je račun zunanjega lastnika, ki ga
lastnik nadzira z zasebnimi ključi. Zunanji lastnik na svojo napravo prenese
okolje elektronske denarnice (ang. wallet), kjer si ustvari javni in zasebni ključ
in se tako poveže v Ethereumovo omrežje.
• Pogodbene račune (ang. contract account) se nadzira s programsko kodo po-
godbe, ki jo lahko izvrši le EOA. Pogodbeni račun se ustvari s pomočjo pame-
tnih pogodb. Upravlja se ga s pomočjo EOA, ki pa je nadziran preko zasebnega
ključa in gesla za dostop do tega ključa. Uporabnik s pomočjo EOA lahko ge-
nerira neomejeno število pogodbenih računov na način, da napiše pogodbo v
nekem programskem jeziku. Ta se prevede v bytecodo. Bytecodo pa lahko
naložimo preko omrežja na verigo blokov tako, da ustvari pogodbeni račun, ki
hrani kodo. Pogodba je ”naložena”, ko je račun ustvarjen.
Osnovna razlika med EOA in pogodbenim računom je prikazana v tabeli 2. Po-
godbeni računi izvajajo transakcije le kadar to zahteva EOA. Ni izvedljivo, da bi se
izvajale naravne operacije kot na primer generiranje naključnih števil ali API klicev.
Zato Ethereum zahteva od vozlišč, da se dogovorijo o enakem izidu računanja, saj
se s tem zmanjša verjetnost do pojava napak in zlorabe katerega od vozlišč.
Pogodbe lahko pošiljajo sporočila z navodili drugim pogodbam, pri čemer so ta-
kšne pogodbe odvisne druga od druge. Sporočila so virtualni objekti, ki se nikoli ne
spremenijo in obstajajo le v Ethereumovem okolju izvajanja. Lahko jih zasledimo
kot funkcijske klice. Sporočilo se prikaže, ko pogodba, ki se trenutno izvaja, sproži
ukazno kodo CALL ali DELEGATECALL. Ukazni kodi ustvarita in izvede sporočilo. Spo-
ročilo se lahko pošlje tudi drugim pogodbenim računom, do računa prejemnika, ki
izvaja svojo kodo. Sporočilo vsebuje [40]:
• pošiljatelja sporočila,
• prejemnika sporočila,
• vrednostno polje je znesek v Ethrih skupaj s sporočilom, ki ga je treba prenesti
na naslov pogodbe,
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• neobvezno podatkovno polje, ki vsebuje vhodne podatke za funkcijo iz po-
godbe,
• vrednost omejitve goriva.
3.4 Transakcije
Tako kot pri drugih kriptovalutah je veljavnost vsakega Ethereumovega bloka za-
gotovljena z verigo blokov, v kateri so shranjena trenutna stanja vseh računov. Na
sliki 19 vidimo, kako izgleda splošna veriga blokov in katere osnovne komponente
vsebuje glava bloka; zgoščeno vrednost predhodne glave bloka (ang. Prev Hash),
nonce in zgoščeno vrednost korenskega Merklejevega drevesa (ang. Merkle Root).
Pri Bitcoinu je podatkovni del seznam transakcij zaščiten s korensko zgoščeno
vrednostjo, ki predstavlja Merklovo drevo. Za razliko od Bitcoina, Ethereumov po-
datkovni del vsebuje kopijo seznama transakcij in kopijo zadnjega veljavnega stanja.
Ethereum ima v vsaki glavi bloka tri različne zgoščene vrednosti korenskih vozlišč:
• korensko vozlišče transakcij (ang. transaction root),
• korensko vozlišče stanj (ang. state root),
• korensko vozlišče potrditve transakcij (ang. receipts root).
Za zaščito podatkovnega dela pri Ethereumu pa poskrbi posebno drevo, imenovano
Merkle-Patricia drevo (ang. Merkle Patricia tree [44]), vključno z modifikacijo Mer-
klejevega drevesnega koncepta. Ker so vse informacije o stanju del zadnjega bloka,
ni potrebno shranjevati celotne zgodovine, za to prav tako poskrbi Merkle-Patricia
drevo [2].
Vsak račun, ki je zaščiten z Merkle-Patricia drevesom, vsebuje nonce, ki tukaj
drugače kot pri Bitcoinu šteje število (število transakcij, izvedenih na trenutnem
računu ali število pogodb, ki jih je ustvaril ta račun), trenutno vrednost stanja
na računu, zgoščeno vrednost korenskega vozlišča (ang. storage root) ter zgoščeno
vrednost EVM bytecode (ang. code hash) računa, ki se mora izvršiti, da naslov
prejme klic sporočila.
Slika 19: Struktura blokov v verigi.
Izraz transakcija se v Ethereumu uporablja za transakcije, ki spreminjajo stanje
podatkov shranjenih v verigi blokov (npr. stanja računov), katera je treba poslati z
računa zunanjega lastnika na drug račun na verigi blokov. Sporočilo poda navodila
EVM-ju za izvajanje nekaterih funkcij pametnih pogodb. Na primer, kako naj pre-
nese Ether, ustvari novo pogodbo, sproži obstoječo ali izvede določen izračun.
Transakcije prikazujejo stanje na računu in opis, kako se spremenijo v novo stanje.
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Če je transakcija potrjena, je novo stanje veljavno. Imamo več vrst transakcij in vse
so zavedene na verigi blokov, in sicer transakcije s klici sporočil ter transakcije, ki
povzročijo nastanek novih računov s programsko kodo (npr. finančna transakcija)
[37].
Če želimo podati finančno transakcijo, jo opišemo s parametri:
• nonce - nonce računa,
• 160-bitni naslov prejemnika sporočila,
• podpis, ki označuje pošiljatelja in dokazuje, da namerava poslati sporočilo
prejemniku preko verige blokov,
• vrednostno polje, kjer navedemo znesek v Ethrih za prenos od pošiljatelja do
prejemnika,
• neobvezno podatkovno polje, ki lahko vsebuje sporočilo, poslano pogodbi,
• vrednost omejitev goriva (ang. gas limit), ki predstavlja največje število ra-
čunskih korakov, ki jih lahko izvrši transakcija,
• cena goriva (ang. gas price) je cena v Ethrih na enoto goriva, ki jo pošiljatelj
pripravljen plačati rudarju, ki narudari blok z njegovo transakcijo.
Slika 20: Primer finančne transakcije [37].
Slika 20 prikazuje primer finančne transakcije s programsko kodo. Transakcija
želi poslati 10 Ethrov z računa 14c5f8ba na račun bb75a980, vsebuje pa še dva po-
datka (2, CHARLIE). Programska koda je definirana na računu bb75a980, ki preveri,
ali je mesto z indeksom 2 že zasedeno. Ker je to mesto prosto, se na tem mestu
zapiše vrednost, ki je definirana v začetnih podatkih transakcije, torej CHARLIE.
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Transakcija je opis spremembe stanja, ki vključuje kodo in vrednost ter zapo-
redje ukazov, ki jih mora izvesti EVM. Funkcija prehajanja stanj APPLY izvede kar
zahteva opis, torej izvede kodo. Definirana je kot:
APPLY(S,TX)→ S′
in izvaja naslednje korake:
• Najprej preveri, ali je transakcija dobro oblikovana, ali ima pravilno število
vrednosti, ali ima veljaven podpis in ali se nonce pošiljatelja ujema z nonce
prejemnika. V primeru, da ne, javi napako.
• Naslednji korak je, da izračuna transakcijsko provizijo po formuli:
omejitev goriva · cena goriva
in iz podpisa razbere naslov pošiljatelja. Odšteje provizijo z računa pošiljatelja
in poveča pošiljateljev nonce. Če ni na razpolago dovolj stanja, izvrže napako.
• Enači gorivo in omejitev goriva ter vzame določeno količino goriva za plačilo
transakcije.
• Prenese vrednost transakcije od računa pošiljatelja do računa prejemnika. Če
račun prejemnika še ne obstaja, ga ustvari. Če je račun prejemnika pogodba,
izvaja njegovo kodo do konca ali dokler ne zmanjka goriva.
• V primeru, da prenos vrednosti ni uspel, ker pošiljatelj ni imel dovolj denarja
ali pa je pri izvedbi kode zmanjkalo goriva, potem vrne vse spremembe stanja
(kot npr. ali je pošiljatelj plačal, kaj je naredi) razen plačila provizij.
.
Slika 21: Prehajanje stanj z uporabo funkcije APPLY [37].
Slika 21 prikazuje osnovni algoritem preverjanja blokov v omrežju Ethereum z
uporabo funkcije prehajanja stanj med transakcijami. Stanje je vrednost spremen-
ljivk. Naj bo S[0] stanje na koncu prejšnjega bloka. Naj bo TX seznam tran-
sakcij v bloku z n transakcijami. Za vsak i = 0, . . . , n − 1 nastavimo S[i + 1] =
APPLY (S[i], TX[i]). Najprej preverimo, obstoj in veljavnost prejšnjega bloka.
Preverimo, ali je časovni žig (ang. timestamp) večji od prejšnjega bloka, preve-
rimo veljavnost številke bloka, težavnosti, korena transakcije in omejitev goriva. Na
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Enota Vrednost wei Število v Wei
Wei 1 Wei 1
Kwei (Babbage) 13 Wei 1.000
Mwei (Lovelace) 16 Wei 1.000.000
Gwei (Shannon) 19 Wei 1.000.000.000
Microether (Szabo) 112 Wei 1.000.000.000.000
Milliether (Finney) 115 Wei 1.000.000.000.000.000
Ether 118 Wei 1.000.000.000.000.000.000
Tabela 3: Metrični sistem poimenovanj za enote Ethra.
bloku še preverimo veljavnost dokazila dela. Ko se vse izvede, končnemu stanju S[n]
dodamo nagrado bloka (ang. block reward), ki jo plačamo rudarju in dobimo zadnje
stanje SFINAL. Na koncu še preverimo, ali je koren Merkle-Patricia drevesa enak
stanju SFINAL, ki je naveden v glavi bloka. Če je, potem je blok veljaven.
3.5 Gorivo
Tako kot pri Bitcoinu morajo Ethereum uporabniki plačati za izvedbo transakcij
v omrežju. Ta strošek za merjenje računskega dela transakcij ali pametnih po-
godb imenujemo gorivo (ang. gas). Pošiljatelj transakcije mora plačati za vsak
korak programa, za vsako izvedeno operacijo, ki se izvaja, vključno z računanjem
in shranjevanjem v pomnilnik. Ti stroški se plačajo v Ethrih, primarnem žetonu
Ethereuma, ki se uporablja tudi za plačilo za izračunanje EVM. Računanje porablja
Ethre iz računa tistega, ki je klical ustrezno funkcijo, ki se računa. Ethereum ima
metrični sistem poimenovanj, ki se uporablja za enote Ethra, prikazan v tabeli 3.
Vsako poimenovanje je dobilo ime po priimku osebe, ki je prispevala pri razvoju
računalništva in kripto ekonomije. Najmanjša osnovna enota Ethra se imenuje Wei
[40].
Plačilo transakcij ščiti Ethereumovo verigo blokov pred zlonamernimi računskimi
nalogami, kot so DDoS napadi (ang. Distributed Denial of Service [56]) ali drugi
mrežnimi napadi ter neskončnimi zankami pri izvajanju funkcij v pogodbah. Te
transakcijske stroške se razdeli vozliščem, ki potrjujejo Ethereum bloke. Gorivo
deluje kot kripto gorivo za gibanje pametnih pogodb.
Gorivo in Ether sta ločena, ker se enote goriva uskladijo z računskimi enotami,
ki imajo naravno ceno, medtem ko cena Ethra niha zaradi tržnih sil. Ceno goriva
odločajo rudarji, ki zbirajo tiste transakcije, ki imajo višjo ceno goriva. Ethereumovi
uporabniki plačajo ustrezno vrednost Ethra iz svojega računa, ki se poračuna preko
porabe goriva in ga določijo kot največji izdatek za transakcijo.
Vsaka transakcija mora vključevati omejitev goriva (ang. gas limit) in ceno na
enoto goriva (ang. gas price). Omejitev goriva je največja količina goriva, ki se lahko
uporabi za vsak blok. Rudarji lahko to vrednost spremenijo skozi čas. Zahtevnejše
in kompleksnejše ukaze želite izvršiti, več goriva boste morali plačati. Cena goriva je
cena na enoto goriva v Ethrih, ki je določena v transakciji. Vsak uporabnik, ko poda
transakcijo, navede tudi ceno goriva, ki jo je pripravljen plačati. Uporabljeno gorivo
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(ang. gas used) je skupno gorivo za vse izvedene operacije, ki jih porabi transakcija.
Rudar, ki narudari blok, v katerem se izvede neka funkcija, je za izvajanje funkcij
porabil x enot goriva. Gorivo je le način za obračun nagrade za delo rudarjem. Tisti
rudar, ki narudari ustrezen blok s transakcijo, dobi provizijo (kot nagrado) iz te
transakcije v vrednosti:
dejansko porabljeno gorivo · cena goriva na enoto.
Če je skupna količina goriva, ki se uporablja pri računskih korakih transakcije,
manjša ali enaka omejitvi goriva, potem se transakcija izvede. Če pa skupno gorivo
preseže omejitev goriva, potem so vse spremembe, ki bi jih povzročila transakcija,
zavrnjene. Porabi se samo toliko Ethrov, kolikor se izračuna iz goriva po dejanski
porabi [11, 16].
Vzemimo primer (slika 22) Ethereumove transakcije iz Etherscana, raziskovalca
blokov, ki uporabnikom omogoča enostavno iskanje, potrditev in preverjanje tran-
sakcij, ki so se zgodile [9].
Slika 22: Primer Ethereumove transakcije iz Etherscana.
Maksimalna količina goriva (ang. gas limit), katero je uporabnik pripravljen plačati
za standardni prenos ETH, znaša 21.000. Dejanska količina goriva (ang. gas used
by txn), ki se uporabi za izvedbo transakcije, je 21.000. Ceno goriva (ang. gas
price) določi pošiljatelj ob pošiljanju transakcije, in znaša 8 Gwei. Dejanski znesek
provizije (ang. actual txn cost/fee), ki jo uporabnik plača za transakcijo v vrednosti
Ethra, se izračuna po formuli:
transakcijski stroški (TX) = dejanska količina goriva · cena goriva
Torej: 21.000 · 0.000000008 = 0.000168
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3.6 Dokazilo dela in rudarjenje
Koncept rudarjenja v Ethreuemu je zelo podoben kot pri Bitcoinu (glej poglavje
2.3 ). Ethereum za ohranjanje varnosti omrežja uporablja poenostavljeno shemo
protokola GHOST [24] za doseganje soglasij. Rudarjenje je postopek, ki skrbi, da je
veriga blokov konsistentna, popolna in nespremenljiva. Z rudarjenjem se ureja tudi
način zaščite omrežja z ustvarjanjem, preverjanjem in objavljanjem blokov v verigo
blokov.
Rudarji (ang. miner) v omrežju Ethereuma so vozlišča, ki sprejemajo, posredujejo,
preverjajo in izvajajo transakcije. Združujejo vse transakcije, ki vključujejo stanja
računov v verigi blokov, dodajo te v nov blok in ga dodajo v Ethereumovo verigo
blokov. Rudarji so za to delo nagrajeni z Ethri za vsak uspešen blok, ki ga narudarijo.
Tako kot v omrežju Bitcoina so tudi pri Ethereum rudarji zadolženi za reševanje
kompleksnega matematičnega problema, da uspešno narudarijo nov blok.
Algoritem Ethash [38] je funkcija dokazila o delu, ki se uporablja v Ethereumu
za generiranje blokov in dokazovanje njihove integritete. Uporablja zgoščevalno
funkcijo Keccak standardizirano za SHA-3 [55] in omogoča poganjanje in izvršitev
vseh skript v bytecodi, za katere se plača gorivo. Za razliko od Ethereuma, pa
Bitcoin uporablja dvakratno zgoščevalno funkcijo SHA-256 in omogoča le omejen
nabor možnosti za izvedbo skript [55].
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4 Vzpostavitev okolja za razvoj pametnih pogodb
Omrežje platforme Ethereum je tako kot omrežje Bitcoin verige blokov javno in do-
stopno vsem uporabnikom. Platforma uporabnikom ponuja vzpostavitev zasebnega
omrežja, za njegovo vzpostavitev pa moramo poskrbeti sami. Kot ena najuspešnej-
ših platform v industriji omogoča razvoj številnih inovacij. Na Ethereum platformi
se izvajajo številni projekti in decentralizirane aplikacije, kot so Augur, Digix, Ma-
ker. Ethereum platformo lahko uporabljamo preko različnih operacijskih sistemov,
kot so Windows, Linux, OSX, FreeBSD, Android, iOS, Raspberry Pi Model A, B+,
Zero, 2 in 3, Odroid, BeagleBone Black, WandBoard ter za Linux ARM. Gradnja
za Windowse je podprta samo za 64-bitne in le za naslednje različice Window-sov:
Windows 7, 8, 8.1, 10, Server 2012 R2. Na 32-bitnih Windows sistemih so nekatere
funkcije onemogočene.
Omrežje tvori vrstniška mreža klientov. Klienti (ang. client) so programska
oprema, ki predstavljajo vozlišče in omogočajo komuniciranje z klienti skladno s
protokolom omrežja. Za razvoj pametnih pogodb potrebujemo klienta s polnim
vozliščem, orodje za pisanje pametnih pogodb ter moramo se odločiti v katerem
programskem jeziku bomo pisali. Spodaj so našteti Ethereum klienti, ki jih lahko
prenesemo na svoj računalnik in vzpostavimo povezavo z omrežjem Ethereum.
• Go-ethereum pogosto imenujemo Geth, je napisan v programskem jeziku
Go. Geth je vmesnik z ukazno vrstico (ang. command-line interface, CLI), ki
komunicira z omrežjem Ethereum in deluje kot povezava med računalnikom,
njegovo strojno opremo in ostalimi Ethereum vozlišči. Z orodjem Geth lahko
narudarimo Ethre, prenašamo sredstva med naslovi, ustvarjamo pametne po-
godbe in pošiljamo transakcije ter raziščemo zgodovino blokov [35].
• Parity je najhitrejši klient za Ethereum. Napisan je v programskem jeziku
Rust in nudi zanesljivo, učinkovito ter jasno kodo.
• Cpp-ethereum pogosto imenujemo Eth, je Ethereum klient napisan v pro-
gramskem jeziku C++ in omogoča varno vzporedno rudarjenje [35].
• Pyetheapp je klient napisan v programskem jeziku Python in je posebej
prirejen za akademske namene.
Pogodbe lahko zapisujemo s pomočjo kakšnega od visokonivojskih programskih
jezikov (npr. Solidity) in jih s pomočjo ustreznega prevajalnika prevedemo v byte-
codo za EVM, ki se lahko izvaja med gradnjo verige blokov. Pogodbe so lahko
napisane v programskih jezikih, kot so:
• Solidity je visokonivojski jezik s podobno sintakso, kot jo ima programski
jezik JavaScript in omogoča razvijanje aplikacij, ki se prevedejo v bytecodo in
ta se izvaja na EVM. Trenutno je zelo priljubljen in vodilni jezik Ethereuma
za razvoj pametnih pogodb na platformi Ethereum.
• Serpent je starejši visokonivojski jezik, ki je zasnovan za pisanje pametnih
pogodb za Ethereum, vendar ga je septembra 2017 izpodrinil Solidity. Je jezik
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podoben Pythonu in ga lahko uporabimo za razvijanje pogodb. Je preprost
jezik, ki združuje številne prednosti učinkovitosti nizkonivojskega jezika z eno-
stavno uporabo pri programiranju, hkrati pa dodaja posebne značilnosti za
programiranje pogodb. Serpent je sestavljen z uporabo programskega jezika
LLL.
• LLL (Lisp Like Language) je eden izmed originalnih programskih jezikov in
je zelo enostaven, minimalističen nizkonivojski jezik.
• Mutan je statistično napisan jezik, podoben programskemu jeziku C in se ne
vzdržuje več.
Primarna visokonivojska jezika, ki se uporabljata za pisanje Ethereum pametnih
pogodb, sta Serpent in Solidity. Kljub temu da je Solidity priljubljen jezik, obstaja
nekaj jezikov, ki so lahko pomembni v prihodnosti. Jezik Viper, podoben Pythonu,
se osredotoča na varnost ter enostavnost prevajalnika. Lisk, ki uporablja programski
jezik JavaScript ter jezik Chain, napisan v programskem jeziku Ruby in Javascript.
Če želimo imeti vozlišča v omrežju Ethereum, moramo prenesti in posodobiti
kopijo celotne Ethereumove verige blokov. Orodja za pisanje in ustvarjanje pametnih
pogodb so:
• Infura je orodje, ki ne zahteva kopije celotnega vozlišča Ethereum. Razvijal-
cem omogoča, da se osredotočijo le na pisanje kode v Solidity.
• Mist je orodje za brskanje in uporabo decentraliziranih aplikacij. Mist zahteva
namestitev Ethereumovega vozlišča, kar zasede veliko prostora na računalniku.
Uporablja se za pregled in pisanje Ethereumovih pametnih pogodb in služi tudi
kot denarnica, kjer hranimo ether.
• Truffle framework je priljubljeno razvojno okolje za Ethereum. Vgrajeno
ima za kreiranje, povezovanje, namestitev ter testiranje pametnih pogodb, kar
poenostavi delo razvijalca.
• MetaMask je razširitev v brskalniku Google Chrome in omogoča uporabni-
kom, da zaženejo decentralizirane aplikacije na platformi Ethereumu, ne da bi
pri tem potrebovali prenešenega celotnega Ethereum vozlišča. Orodje omogoča
preprost razvoj aplikacij in uporabo pametnih pogodb na platformi Ethereum.
MetaMask omogoča ustvarjanje več računov in pošiljati ter prejemati Ethre.
Lahko ga prenesemo s spletne strani [14].
• Remix IDE je razvojno okolje in uporabnikom omogoča pisanje pametnih po-
godb v programskem jeziku Solidity. Služi kot pripomoček pri programiranju
na EVM.
Na kratko bomo opisali programski jezik Solidity, vendar se določene njegove
značilnosti zaradi hitrega razvoja spreminjajo [36]. Pogodbe v Solidity uporabljajo
podobno terminologijo kot se uporablja pri objektno orientiranem programiranju.
Spremenljivke v pogodbi se v Solidiyju obravnavajo kot atributi pogodb, funkcije
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v pogodbi pa kot funkcije pogodb (ali metode pogodbe). Vsaka pogodba razvita v
programskem jeziku Solidity lahko vsebujejo poljubno število definicij spremenljivk
in funkcij ter omogoča podajanje direktiv za prevajalnik. Pragma direktive so samo
posebne direktive za prevajalnik. Spremembe direktive so minimalne in še posebej
so vidne v semantiki. Različice zapisujemo v obliki 0.x.0 ali x.0.0., npr. pragma
Solidity 0ˆ.4.0. Komentarje v programskem jeziku lahko zapisujemo v eno vrstico
ali več vrstic, npr. (/ ∗ · · · ∗ /, //).
Struktura pogodbe lahko vsebuje deklaracije spremenljivk stanj, funkcij, funkcij-
skih modifikatorjev, dogodkov in strukturnih tipov. Spremenljivke stanj so vredno-
sti, ki so shranjene v pogodbi. Funkcije so izvedljive enote kode v pogodbi, lahko
jih kličemo znotraj trenutne pogodbe ali jih kličemo iz drugih pogodb. Obstajajo
štiri vrste vidnosti za funkcije in spremenljivke stanj, v funkciji jo pripišemo na to
določeno mesto. Spremenljivke stanj lahko določimo kot public, private in internal.
Privzeto so spremenljivke stanj označene internal.
// Primer spremenljivke stanj z vidnostjo public:
contract C {
uint public data = 42;
}
// Primer funkcije:
function myFunction() vidnost returns (bool) {
return true;
}
• public - vidne vsem zunaj in znotraj pogodbe, zunanje in notranje funkcije,
• external - vidne samo zunaj pogodbe (uporablja se samo za funkcije),
• internal - vidne samo znotraj pogodbe,
• private - spremenljivke stanj in zasebne funkcije z vidnostjo private so vidne
samo v trenutni pogodbi
Funkcijski modifikatorji se lahko uporabljajo za enostavno spreminjanje obnašanja
funkcij, kot na primer samodejno preverjanje stanja oziroma pogojev pred izvedbo
funkcije. Nekaj primerov funkcijskih modifikatorjev:
• view za funkcije, onemogoči spremembo stanja,
• payable za funkcije, omogoča in dovoli prenos Ethra skupaj s klicem,
• constant za spremenljivke stanj, onemogoči dodelitve stanja,
• pure - za funkcije, onemogoči dostop, samo spremembo,
• indexed - uporablja se kot parameter pri dogodkih in shranjevanje teh para-
metrov
Dogodke sproži uporabnik s svojimi dejanji. Solidity zagotavlja več osnovnih tipov
spremenljivk. Tipi vrednosti, ki jih lahko pripišemo spremenljivkam so:
• boolean - bool: logični vrednosti true in FALSE,
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• null - prazen tip,
• integer - predznačena in nepredznačena cela števila različnih velikosti (npr.
uint8-uint256, int8-int256),
• address - naslov,
• string - nizi bytes s fiksno velikostjo, npr. bytes1, bytes2.
Mapping je slovar, ki vsakemu ključu priredi vrednost. Zapišemo ga kot:
mapping(_ključ => _vrednost)
V programskem jeziku Solidity obstajajo globalne spremenljivke in funkcije, ki se
uporabljajo za zagotavljanje informacij o verigi blokov in za splošno uporabo funkcij.
V dani funkciji msg predstavlja objekt sporočila, ki je sprožil klic funkcije. Našteli
jih bomo le nekaj:
• msg.data(bytes) - popolni podatki o klicu,
• msg.gas(uint) - preostalo gorivo,
• msg.sender(address) - pošiljatelj sporočila (trenutni klic),
• msg.value(uint) - število v Wei-jih poslanih s sporočilom,
• now(uint) - trenutni časovni žig bloka,
• tx.gasprice(uint) - cena goriva transakcije,
• tx.origin(address payable) - pošiljatelj transakcije.
Funkcije, ki upravljajo z napakami so:
• assert(bool condition) - če pogoj ni izpolnjen prekine funkcijo, v kateri je
klicana (uporablja se za notranje napake),
• require(bool condition) - če pogoj ni izpolnjen, vrne napako (uporablja se
za napake pri napačnem vnosu),
• require(bool condition, string message) - če pogoj ni izpolnjen, vrne
napako s sporočilom o napaki in se uporablja za napake pri vhodnih spremen-
ljivkah.
• revert() - prekine izvajanje in vrne spremembo stanja.
• revert(string reason) - prekine izvajanje in spremeni spremembo stanja,
zagotovi pojasnjevalni niz
Vgrajena funkcija v programskem jeziku Solidity je:
• selfdestruct(address recipient) - uniči trenutno pogodbo in pošlje sred-
stva na določen naslov
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Z besedo this kažemo na trenutno pogodbo.
Struktura pametne pogodbe ima lahko točno eno neimenovano funkcijo. Ta
funkcija nima definiranih vhodnih in izhodnih argumentov in ne vrne ničesar. Izvede
se, če se nobena druga funkcija ne ujema z določenim identifikatorjem funkcije v
pogodbi, zato uporabljamo nadomestno funkcijo. Nadomestno funkcijo ustrezno
označimo kot payable.
Funkcije payable se pokliče, kadar posamezna pogodba prejme Ether brez kakršnih
koli podatkov povezanih s transakcijo.
pragma solidity ^0.4.0;
contract SimpleAuction {
function bid() public payable {
// Function //
}
}
Najboljši način, kako pričeti z učenjem in razumevanjem pametnih pogodb, je
branje dokumentacije za Ethereum in Solidity, kjer so opisane preproste pogodbe
[36].
4.1 Namestitev aplikacije Mist
Ko napišemo pogodbo, jo moramo testirati, tako da jo dejansko uporabimo na te-
stnem okolju in jo zaženemo na testnem omrežju s testno bločno verigo. Testno
okolje simulira omrežje Ethereum in EVM ter razvijalcem omogoča, da namestijo
in komunicirajo s pametnimi pogodbami. Če želimo zagnati pametno pogodbo na
Ethereum omrežju, moramo plačati gorivo, da se transakcija zaključi. Testno okolje
zagotavlja razvijalcem, da lahko testirajo svoje pogodbe s testnim gorivom.
Če želite shraniti, prejeti ali poslati Ether, potrebujete denarnico na vašem ra-
čunalniku ter dostop do polnega Ethereum vozlišča. Denarnice so programske apli-
kacije na računalnikih, ki vsebujejo javni in zasebni ključ. Ti ključi pa ustrezajo
računu in se sklicujejo na naslov tega računa. Večina uporabnikov se odloči za Mist.
Mist je elektronska, hibridna namizna aplikacija s spletnim vmesnikom. Ta omogoča
hitro izvajanje in preprost razvoj pametnih pogodb. Mist je samo izvedba Ethereum
denarnice in zahteva, da ima vsak razvijalec na svojem računalniku lokalno name-
ščeno vozlišče. Mist dobro deluje na računalniku z najmanj 2 GB RAM-a in 30 GB
prostega prostora na trdem disku. Pri manj zmogljivih napravah, poskusite raz-
širitev MetaMask Chrome. Brskalnik Mist je kompatibilen z operacijskimi sistemi
kot so Linux 64-bit, Linux 32-bit, macOS X in z 32- in 64-bitnimi računalniki. V
nadaljevanju bomo opisali, kako si namestiti aplikacijo Mist za uporabnike 64-bitnih
Windowsov [31, 43].
Prvi korak pri vzpostavitvi je zagotoviti najnovejšo različico Mist, ki jo najdemo
na spletni strani [15]. Mist je še vedno v aktivnem razvoju, zato nove različice
vsebujejo popravljene napake prejšnjih različic. Razvijalci v Mistu potrebujejo še
dodatna orodja Geth, Parity in MetaMask. Za razvijanje v programskem jeziku
Solidity si moramo prenesti celotno vozlišče ukazne vrstice ali konzole za razvijalce.
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Napredni razvijalci lahko uporabljajo Geth v povezavi s Parity. Prenesemo si naj-
novejšo različico Geth Windows, ki jo najdemo na spletni strani [10, 48].
Za izvedbo namestitve najprej zaženemo namestitveni program, ki poteka v več
korakih in sledimo navodilom. Celoten proces namestitve lahko traja kar nekaj časa
zaradi sinhroniziranja celotnega Ethereum vozlišča. Hkrati lahko zaženemo tudi
Mist, da bo pričelo z usklajevanjem med vozlišči.
Slika 23: Sinhroniziranje vozlišč v aplikaciji Mist.
Ob kliku na aplikacijo Mist, se nam bo najprej pojavilo okence, ki nas vpraša, s kate-
rim okoljem želimo vzpostaviti povezavo: glavno razvojno okolje ali testno razvojno
okolje. Na začetku je pomembno, da si izberemo testno razvojno okolje, vendar ga
lahko v nadaljevanju zamenjamo. Če kliknemo gumb LAUNCH APPLICATION, se
bo aplikacija Mist naložila. Zagnala bo vsa vozlišča, ki so v omrežju Ethereum in
trajalo bo kar nekaj časa, ker veriga blokov vsebuje zapis vseh Ethereum transakcij.
Počakamo, da se veriga blokov popolnoma sinhronizira (glej sliko 23), nato sledimo
navodilom, da si ustvarimo prvi račun.
Kreiranje računa z uporabo aplikacije Mist je precej preprosto. Ko se sinhroni-
ziranje konča, se pojavi okence (glej sliko 24), kjer vpišemo geslo za zaščito svojega
računa. Izberemo si močno geslo in tako je račun kreiran. Ko zaženemo aplika-
cijo Mist, vidimo račun, ki smo ga ustvarili. Privzeto se bo imenoval glavni ra-
čun (MAIN ACCOUNT-ETHERBASE), lahko pa ga poljubno preimenujemo (npr.
Account1). V omrežju Ethereum na računu niso shranjena imena in drugi osebni
podatki. Vsakdo si lahko generira račun ter se poveže s katerimkoli klientom Ethe-
reuma. Sekundarne račune si lahko ustvarimo na ločenih računalnikih, kjer se izvaja
Mist. Če si želimo ustvariti več računov, preprosto kliknemo na gumb ADD ACCO-
UNT (glej sliko 25).
Ko nastavimo glavne nastavitve računa, jih je potrebno varno kopirati. V zgor-
njem meniju kliknemo na File > Backup > Accounts. Izberemo si mapo
keystore (glej sliko 26), kliknemo na njo z desnim klikom (copy) in ter jo prilepimo
na namizje. Vsebino mape lahko stisnemo v arhiv (zip, rar), dodatno zaščitimo z
geslom in varno shranimo na USB ključek.
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Slika 24: Kreiranje prvega računa v aplikaciji Mist [21].
Slika 25: Kreiranje več računov v aplikaciji Mist.
Slika 26: Varno shranjevanje
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Vsako testno okolje je povezano tudi na testna omrežja. V aplikaciji Mist v zgor-
njem meniju kliknemo na Develop > Network, kjer lahko izberemo med omrežji,
kot so Main Network, Ropsten-Test Network, Rinkeby–Test Network in Solo Ne-
twork. Izbrali bomo testno omrežje Ropsten. Da se prepričamo, če res uporabljamo
želeno testno omrežje, moramo v aplikaciji Mist v levem spodnjem kotu videti z
rdečo barvo označeno testno omrežje (glej sliko 27).
Slika 27: Izbrano testno omrežje Ropsten.
Če želimo poslati kak Ether, ga moramo najprej imeti v denarnici. V testnem
okolju bomo uporabili testni Ether. Brezplačni testni Ether bomo pridobili s spletne
strani Faucet [17]. Z računa Account1 v aplikaciji Mist kopiramo naslov (glej sliko
28) in ga prilepimo v polje na spletni strani (glej sliko 29), kjer zahteva naslov
(naslovov nikoli ne pretipkavamo ročno). Nato kliknemo na gumb SEND ME TEST
Slika 28: Naslov računa [21].
ETHER. Ta spletna stran se osvežuje vsakih 7 sekund in kmalu bomo na svojem
računu Account1 v desnem zgornjem kotu zagledali novo stanje, Balance 1.00 Ether
(glej sliko 30). Sedaj, ko imamo nekaj Ethra v denarnici, ga lahko pošljemo na drug
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Slika 29: Vmesnik na spletni strani za pridobivanje testnih Ethrov.
Slika 30: Račun Account1 z novim stanjem.
račun. Ether se pošilja preko pogovornega okna SEND (glej sliko 31). Če želimo
poslati Ether, sledimo naslednjim korakom.
• Pridobiti moramo številko računa prejemnika.
• V aplikaciji Mist v zgornji vrstici, kliknemo Send, da se odpre novo okno Send
funds.
• Izberemo si s katerega računa želimo poslati Ether, v primeru, da imamo
kreiranih več računov.
Ob kliku na gumb SHOWMORE OPTIONS, se nam odpreta še dve možnosti,
polje za vnos dodatnega besedila (na primer številka naročila ali zahtevana
opomba) in zdrsnik z izbiro provizije za transakcijo.
• Ko prilepimo naslov prejemnika v zahtevano polje in vnesemo želeni znesek,
kliknemo na gumb SEND (glej sliko 32).
Če želimo prejeti Ether, ni potrebno uskladiti Ethereum vozlišč. Za ogled celotne
testne transakcije, ima testno okolje raziskovalca verige blokov na spletni strani [22],
kjer vnesemo enega od svojih naslovov in videli bomo vse svoje izvedene transakcije.
Če želimo preizkusiti prenos Ethra, moramo ustvariti pogodbo in ji dati nekaj
denarja. V aplikaciji Mist bomo ustvarili lasten žeton in prenesli Ether z enega na-
slova na drug naslov. V aplikaciji Mist v zgornjem kotu kliknemo na CONTRACT
39
Slika 31: Pošiljanje Ethrov preko pogovornega okna SEND.
Slika 32: Pošiljanje Ethrov preko pogovornega okna SEND z dodatnim poljem.
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> Deploy New Contract za vstop za pisanje kode (glej sliko 33). Za prenos Ethra
Slika 33: Nameščanje pogodbe.
bomo uporabili izvorno kodo, ki je objavljena na GitHub računu na spletni strani
[12], kjer poiščemo dokument mytoken.sol in kopiramo kodo v okence Deploy view,
in sicer Solidity Contract Source Code. Izpolnimo zahtevana polja, pogodbo lahko
poljubno poimenujemo, npr. Etoken. V menuju se nam pojavi pogodba z izbranim
imenom (glej sliko 34). Izpolnimo še preostala polja, kot so zaloga, število žetonov,
Slika 34: Pogodba z izbranim imenom Etoken.
ki jih želimo ustvariti, kako želimo poimenovati žeton, simbol žetona in število de-
cimalnih mest. Ko izpolnimo parametre, kliknimo na gumb DEPLOY. Pojavi se
nam novo okno za kreiranje napisane pogodbe. Za potrditev transakcije je potrebno
vpisati svoje geslo (glej sliko 35).
Ponovno se nam odpre novo okno, kjer vidimo, da moramo počakati za potrditev
transakcije (glej sliko 36). Ko je transakcija potrjena, se polje obarva modro, prikaže
pa se ime pogodbe (npr. Etoken), ki smo jo ustvarili. Ob kliku na potrjeno pogodbo
bomo videli novo stanje na računu. Na spletni strani Etherscan [22], raziskovalca
transakcij, lahko tudi preverimo, ali se je transakcija res uspešno izvedla.
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Slika 35: Za potrditev transakcije je potrebno vpisati geslo.
Slika 36: Počakati moramo na potrditev transakcij.
Slika 37: Potrjena transakcija.
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5 Standard ERC20 žetonov
Žetoni so bili v različnih verigah blokov prisotni že pred nastankom platforme
Ethereum, vendar je v zadnjih nekaj letih uvedba prvega standardiziranega žetona
ERC20 spodbudila rast uporabe žetonov za različne namene znotraj omrežja Ethe-
reumove verige blokov.
ERC20 ni tehnologija, ni programska oprema in ni niti del kode, ampak je stan-
dardna specifikacija za žetone, ki se uporablja za pametne pogodbe na Ethereum
verigi blokov za izvajanje žetonov. Beseda ERC je okrajšava za ”Ethereum request
for Comments”, 20 pa številka dodeljena tej zahtevi. Večina izdanih žetonov na
Ethereum verigi blokov je skladnih z ERC20, do julija 2018 je bilo zabeleženih kar
103.621 vrst žetonov.
Pred začetkom veljavnosti standarda ERC20 so vsi žetoni, ki so bili izdani preko
začetnih javnih prodaj (ICO) na Ethereumovi mreži, izvajali funkcije po lastnem
izboru. Vsak razvijalec je imel svoj nabor imen funkcij in različne argumente za pre-
nos žetonov. En razvijalec je funkcijo za prenos žetonov poimenoval transfer, drug
razvijalec pa send. Takšna razdrobljenost in nepravilnosti so privedle do številnih
težav. Ko se je žeton pojavil na seznamu na kripto menjalnici, je morala kripto
menjalnica prilagoditi njihov vmesnik tako, da se je lahko povezala s specifičnim
žetonom. Interakcija z žetoni je zahtevala popolno poznavanje funkcij in njihovih
imen. Tudi orodja za upravljanje z žetoni so bila neprijazna uporabnikom.
Specifikacija ERC20 je standard, ki je skušal rešiti težave tako, da je defini-
ral specifikacijo, ki je postala skladna in homogena za kreiranje Ethereum žetonov.
ERC20 določa skupen seznam pravil, ki jih je potrebno upoštevati v omrežju Ethe-
reum. Razvijalcem omogoča lažje programiranje in interakcije med žetoni. Določa
osnovne funkcije, argumente, ki jih sprejme, vrnjeno vrednost ter dogodke. Stan-
dardni žeton, ki želi biti skladen z ERC20 mora upoštevati predpisane funkcije in
dogodke. Funkcije vključujejo vpogled v stanje žetonov na določenem naslovu, do-
stop do podatkov, odobritev žetona, prenos žetonov in vrednost količine celotne
izdaje žetonov. Dogodke lahko sprožimo iz funkcij v pogodbi. Zunanje aplikacije,
ki so povezane z Ethereumovimi vozlišči pa jim lahko prisluškujejo, saj lahko na ta
način kripto menjalnica izve, da je bilo izvedeno nakazilo. Ta pravila vključujejo,
kako se žetoni prenesejo med naslovi in kako so podatki dostopni znotraj žetonske
pogodbe.
Prednost standarda ERC20 je enotnost upravljanja žetonov, manjša tveganost,
saj se vsi držijo enakih pravil, razvijalcem pa ni potrebno ustvarjati lastnih specifi-
kacij. Žeton, ki ustreza standardu ERC20, preprosto navedete na katerikoli kripto
menjalnici in trgovanje postane enostavnejše. Glavna prednost ERC20 je predvsem
interoperativnost z drugimi žetoni in decentraliziranimi aplikacijami na Ethereumu.
5.1 Koda pametne pogodbe po ERC20
Predpisana koda s funkcijami in dogodki, ki jo je potrebno upoštevati za skladnost
z ERC20 je [30, 57]:
pragma solidity ^0.4.4;
contract ERC20Token {
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function totalSupply() public constant returns (uint256 supply) {}
function balanceOf(address _owner) public constant returns (uint256 balance)
{}↪→
function transfer(address _to, uint256 _value) public returns (bool success)
{}↪→
function transferFrom(address _from, address _to, uint256 _value) public
returns (bool success) {}↪→
function approve(address _spender, uint256 _value) public returns (bool
success) {}↪→
function allowance(address _owner, address _spender) public constant returns
(uint256 remaining) {}↪→
event Transfer(address indexed _from, address indexed _to, uint256 _value);
event Approval(address indexed _owner, address indexed _spender, uint256
_value);↪→
}
V nadaljevanju bomo obrazložili osnovno implementacijo teh funkcij in nakazali,
kaj približno vsebuje vsaka funkcija, ker se implementacije posameznih funkcij med
sabo razlikujejo.
• function totalSupply() public constant returns (uint256 _totalSupply) {
totalSupply = _totalSupply
return _totalSupply;
}
se izvede samo enkrat v prvem trenutku namestitve pogodbe v omrežje Ethe-
reum. Funkcija vrne skupno število žetonov v obtoku in je dostopna vsem.
• function balanceOf(address _owner) public constant returns (uint256
_balance) {↪→
return balances[_owner];
}
je javna funkcija, ki sprejme enoličen vhodni parameter, naslov lastnika računa
(_owner) in vrne stanje žetonov na njegovem računu (_balance).
• function transfer(address _to, uint256 _value) public returns (bool
success) {↪→
if (balances[msg.sender] >= _value && _value > 0) {
balances[msg.sender] -= _value;
balances[_to] += _value;
Transfer(msg.sender, _to, _value);
return true;
}
else {
return false;
}
}
definira in izvaja med dvema lastnikoma direkten prenos žetonov. Prenese
stanje z lastnikovega računa na drug račun. Potrebujemo dva vhodna para-
metra, naslov, na katerega pošljemo žeton (_to), in vrednost žetonov, ki jih
želimo poslati (_value). Vrne nam Boolovo spremenljivko (true ali false), ki
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pomeni, ali so bili žetoni uspešno preneseni ali ne. V funkciji moramo pošilja-
telju odšteti količino žetonov z računa, ki jih pošlje pošiljatelj in prišteti enako
vrednost na ciljni naslov. Prenos žetonov se naredi le, če so izpolnjeni pogoji,
ki so definirani v pogojnem if stavku. Če je stanje pošiljatelja večje ali enako
vrednosti žetonov in če je ta vrednost večja kot 0. V nasprotnem primeru
funkcija vrne vrednost false. Na koncu funkcije transfer sprožimo dogodek
Transfer, ki vsebuje oba naslova, pošiljatelja in prejemnika, ter znesek.
• function transferFrom(address _from, address _to, uint256 _value)
public returns (bool success) {↪→
if (balances[_from] >= _value && allowed[_from][msg.sender] >=
_value && _value > 0) {↪→
balances[_to] += _value;
balances[_from] -= _value;
allowed[_from][msg.sender] -= _value;
Transfer(_from, _to, _value);
return true;
}
else {
return false;
}
}
je skoraj identična zgoraj navedeni funkciji, le da ji dodamo nov parameter
(_from). Prav tako preverimo, ali je število žetonov, ki jih želimo prenesti,
odobreno. Pošljemo vrednost žetona (_value) od naslova pošiljatelja (_from)
na naslov prejemnika (_to) pod pogojem, da jo odobri pošiljatelj. Vrnjena vre-
dnost je popolnoma enaka kot pri funkciji transfer, torej vrne, ali je bil prenos
uspešen ali ne. Razlika med funkcijo transfer in funkcijo transferFrom je,
da prva omogoča lastniku denarnice neposreden prenos žetonov na ciljni na-
slov, druga pa omogoča pametni pogodbi pošiljanje žetonov v imenu lastnikove
denarnice.
• function approve(address _spender, uint256 _value) public returns (bool
success) {↪→
allowed[msg.sender][_spender] = _value;
Approval(msg.sender, _spender, _value);
return true;
}
dovoljuje, da lastnik naslova omogoči drugemu naslovu (_spender) pravico do
porabe žetonov iz svoje denarnice. Funkcija zahteva dva parametra, naslov
porabnika (_spender) in količino žetonov (_value), ki se pošilja. Rezultat je
Boolova spremenljivka, ki pove, ali je bila odobritev uspešna ali zavrnjena.
• function allowance(address _owner, address _spender) public constant
returns (uint256 remaining) {↪→
return allowed[_owner][_spender];
}
Funkcija zahteva dva parametra, naslova lastnika (_owner), ter naslov porab-
nika (_spender). Vrne pa določeno količino žetonov (_remaining) odobrenih
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s strani lastnika (_owner), le-te pa je možno v nadaljevanju prenesti s funkcijo
transferFrom.
• event Transfer(address indexed _from, address indexed _to, uint256
_value)↪→
vsebuje tri parametre, in sicer (_from), (_to) ter (_value). Sprožimo v funk-
cijah transfer in transferFrom in pokaže podrobnosti o gibanju žetonov z
enega naslova na drug naslov. Parameter indexed obravnava, da se ti para-
metri podatki shranijo.
• event Approval(address indexed _owner, address indexed _spender,
uint256 _value)↪→
vsebuje tri parametr, in sicer (_owner), (_spender) ter (_value). sprožimo v
funkciji approve in pokaže podrobnosti o odobritvi žetonov z enega naslova
na drug naslov.
Nekateri ERC20 žetoni vključujejo še dodatne atribute, ki opisuje žetonsko po-
godbo:
string public constant name = "Estela_Token"; //ime žetonske pogodba
string public constant symbol = "EEZ"; //simbol žetona
uint8 public constant decimals = 18; // število decimalnih mest
5.2 Standard ERC223
Ker je standard ERC20 prvi standard Ethereumovih žetonov, se pogosto pojavijo
številni hrošči ali napake. Pomembno je vedeti, da so ERC223 žetoni nazaj združljivi
z žetoni ERC20. To pomeni, da ERC223 podpira vsako funkcionalnost ERC20, torej
bodo pogodbe z ERC20 žetoni pravilno delovale z žetoni ERC223.
Glavni cilji pri razvoju standarda ERC223 so bili:
• Preprečevanje izgubljanja žetonov znotraj pogodbe:
V standardu ERC20 imamo dva različna načina, kako prenesti ERC20 žetone,
odvisno, ali je naslov prejemnika pogodba ali naslov denarnice.
– Za pošiljanje žetonov na naslov denarnice pokličemo funkcijo transfer.
– Če je naslov prejemnika žetonska pogodba, najprej pokličemo funkcijo
approve. S tem omogočimo nekomu drugemu pošiljanje iz naše denarnice
in nato funkcijo transferFrom, da lahko ta oseba pošlje žetone iz naše
denarnice na naslov neke druge pogodbe.
Ko prenesemo svoje žetone na naslov pogodbe, ki jih pogodba ne pričakuje,
bodo za vedno izgubljeni. ERC223 obravnava težavo, tako da ERC223 upo-
rabnikom omogoča, da pošljejo svoje žetone na denarnico ali pogodbo z isto
funkcijo transfer, pri čemer se zmanjša možnost zmede in izgubljenih žeto-
nov. ERC223 predlaga novo funkcijo za prenos žetonov:
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transfer(address to, uint value, bytes data) public returns (bool
success)↪→
Ta funkcija mora prenesti žetone in priklicati funkcijo:
function tokenFallback(address _from, uint _value, bytes _data).
Če je prejemnik pogodba, bo ERC223 žetonska pogodba poskusila poklicati
funkcijo tokenFallback na prejemni pogodbi. Če na prejemni pogodbi ni te
funkcije, se transakcija ne bo izvedla. Funkcija tokenFallback je analogna
nadomestni funkciji payable pri Etherskih transakcijah. Uporabi se lahko za
obravnavanje dohodnih transakcij. Obstaja tudi način, da se žetonski tran-
sakciji doda parameter bytes data, ki je podoben parametru msg.data v
Etherski transakciji.
• Nezmožnost upravljanja z dohodnimi žetonskimi transakcijami: Pri pošiljanju
žetonov ERC20 s funkcijo transfer, žetonska pogodba ne sporoči prejemniku,
da se je transakcija izvedla. Žetoni se preprosto prepišejo na naslov prejemnika.
Prav tako ne prekliče neveljavnih transakcij.
• Etherske transakcije in žetonske transakcije se obnašajo različno: Eden izmed
ciljev razvoja standarda ERC223 je bil tudi, da so žetonske transakcije po-
dobne Etherskim transakcijam. Tako bi se izognili napakam uporabnikov pri
prenosu žetonov in omogočili lažjo interakcijo z žetonskimi transakcijami za
razvijalce pogodb.
Prednosti standarda ERC223:
• Zagotavlja možnost, da se izogne naključnim izgubam žetonov znotraj po-
godbe.
• Uporabnikom omogoča pošiljanje ERC223 žetonov z eno funkcijo transfer,
ne glede na to ali naslov prejemnika pogodba ali ne. Če je prejemnik denarnica,
bo prenos žetonov ERC223 enak prenosu ERC20. Vrne napako pri neveljavnih
prenosih in jih tudi prekliče, da ne pride do izgube sredstev. Funkcija transfer
pri standardu ERC223 porabi dvakrat manj goriva, kot ga funkciji approve in
transferFrom pri standardu ERC20.
• Razvijalcem pogodb omogoča ravnanje z dohodnimi žetonskimi transakcijami.
• Ustvari žetonske transakcije, podobne Etherskim transakcijam.
Predpisana koda s funkcijami in dogodki standarda ERC223 [39]:
contract ERC223 {
function name() public constant returns (string _name);
function symbol() public constant returns (bytes32 _symbol);
function decimals() public constant returns (uint8 _decimals);
function totalSupply() public constant returns (uint256 totalSupply);
function balanceOf(address _owner) public constant returns (uint256 balance);
function transfer(address _to, uint256 _value) public returns (bool success)
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function transfer(address _to, uint256 _value, bytes data) public returns
(bool success);↪→
function transfer(address _to, uint256 _value, bytes data, string
custom_fallback) public returns (bool success);↪→
event Transfer(address indexed _from, address indexed _to, uint256 _value,
bytes indexed data);↪→
}
function tokenFallback(address _from, uint _value, bytes _data)
Implementacija funkcij v standardu ERC223:
• function name() public constant returns (string _name)
function symbol() public constant returns (bytes32 _symbol)
function decimals() constant returns (uint8 _decimals)
funkcije vrnejo ime žetona (_name), simbol žetona (_symbol) in decimalna
mesta žetona (_decimals).
• function totalSupply() public constant returns (uint256 _totalSupply)
vrne stanje vseh žetonov v obtoku (_totalSupply).
• function balanceOf(address _owner) public constant returns (uint256
balance)↪→
je javna funkcija, ki sprejme enoličen vhodni parameter, naslov lastnika računa
(_owner) in vrne stanje žetonov na njegovem računu (_balance).
• function transfer(address _to, uint _value) public returns (bool)
funkcijo potrebujemo zaradi vzvratne združljivost s standardom ERC20, ker
funkcija transfer pri ERC20 nima parametra (_bytes). Ta funkcija za prenos
žetonov na naslov prejemnika pogodbe, mora poklicati nadomestno funkcijo
tokenFallback(address, uint, bytes).
• function transfer(address _to, uint _value, bytes _data) public returns
(bool)↪→
za prenos žetonov _value na naslov prejemnika _to mora poklicati funkcijo
prejemne pogodbe tokenFallback. Parameter _data se lahko priključi na
žetonsko pogodbo.
• event Transfer(address indexed _from, address indexed _to, uint256
indexed _value, bytes _data)↪→
se sproži, ko se prenesejo žetoni,
• function tokenFallback(address _from, uint _value, bytes _data)
je funkcija za ravnanje s prenosom žetonov. Pokliče jo žetonska pogodba.
_from je naslova pošiljatelja žetonov, _value je vrednost dohodnih žetonov,
parameter _data so pa priloženi podatki, ki imajo podobno vlogo kot jo ima
parameter msg.data v Etherski transakciji.
Obstaja še veliko več standardov, ki združujejo nekatere prednosti standarda
ERC223. Manj znani standardi so ERC721, ERC677, ERC820, ERC827 [8].
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6 Varnost
Da zagotovimo primerno stopnjo zaupanja ter integritete podatkov, je pomembno,
da Ethereumova veriga blokov in pametne pogodbe nudijo zahtevano stopnjo var-
nosti. Kljub vsem prednostim, ki jih prinaša uporaba platforme Ethereum, lahko
pričakujemo spremembe z varnostnega vidika, kot novo odkriti varnostni hrošči in
varnostna tveganja. Našteli bomo nekaj osnovnih varnostnih postopkov pri pisa-
nju pametnih pogodb, ki zahtevajo drugačno miselnost, saj so v primeru neuspeha
stroški lahko visoki [41, 45].
• Vsaka netrivialna pogodba ima lahko napake, zato mora biti naša koda čim-
bolj robustna na varnostne hrošče in varnostne ranljivosti. V primeru napake,
zaustavimo pogodbo in poskrbimo, da spremenimo in izboljšamo kodo. Pri
spreminjanju kode pazimo, da ohranimo pogodbe preproste, saj kompleksnost
povečuje verjetnost napak. Zagotoviti moramo, da je pogodba napisana jasno
in logično s preprostimi funkcijami, pri tem pa uporabimo čim več že preizku-
šene kode.
• Natančno testiramo pogodbo v vsaki fazi. V primeru novo odkrite napake, naj-
prej popravimo napako in potem ponovno temeljito testiramo svojo pogodbo.
Zagotoviti moramo, da se v pogodbi ne pojavi napaka.
• Bodimo na tekočem in spremljamo spletne strani, kjer so označene in obja-
vljene odkrite varnostne ranljivosti v Ethereumu ali Solidity. Trenutno so
najpomembnejše spletne strani glede varnosti naslednje:
– Ethereum Blog je uradni vir varnostnih obvestil v Ethereumu,
– Ethereum Gitter [4],
– Solidity [4],
– Go-Ethereum [4],
– CPP-Ethereum [5],
– Reddit [7],
– Network Stats [6].
Nadgradimo najnovejšo različico kateregakoli orodja ali knjižnice, ki ga upo-
rabljamo, ter uporabimo nove varnostne tehnike. Preverimo svojo pogodbo z
vsako novo odkrito napako.
V nadaljevanju bomo podali varnostna priporočila za pisanje pametnih pogodb
v Solidity ter opisali osnovne najpomembnejše znane napade.
6.1 Varnostna priporočila pri pisanju pametnih pogodb v So-
lidity
Varnostni vidik je pomemben za pametne pogodbe, saj uporabljamo pametne po-
godbe za obdelavo žetonov ali še dragocenejših stvari. Vsaka izvedba pametne po-
godbe se izvede javno in pogosto je izvorna koda tudi na voljo. Dejavniki, zaradi
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katerih moramo biti pri pisanju pametnih pogodb še posebej previdni, so lahko oko-
lje, kjer pišemo pametne pogodbe, nov programski paket Ethereum Stack, ki je še
vedno v razvoju zaradi varnostnih pomanjkljivosti in omejenost pri popravljanju
nameščenih pogodb [41].
Predstavili bomo nekatere varnostne pomanjkljivosti in splošna varnostna pri-
poročila, ki veljajo za razvoj pogodb za Ethereum. Kljub temu da je vaša pametna
pogodba napisana brez napak, se lahko napaka pojavi v prevajalniku ali na plat-
formi. Seznam nekaterih javno znanih varnostnih hroščev (ang. bug) prevajalnika
lahko najdemo na seznamu objavljenih napak [13].
Orodja, ki komunicirajo s pogodbami, morajo biti skladna z naslednjimi merili.
Sumljivo je, če je pogodba kreirana z neobjavljeno različico prevajalnika namesto
izdane različice. Sumljivo je tudi, če je pogodba prevedena s prevajalnikom, ki
vsebuje znano napako in je bila pogodba ustvarjena v času, ko je bila že izdana
novejša različica prevajalnika.
Naslednja priporočila prikazana s primeri, veljajo za razvoj pametne pogodbe
napisane v programskem jeziku Solidity. Na primeru bomo jasno pokazali, kaj lahko
na kodi spremenimo, da izboljšamo kodo za varnejše izvajanje [51].
• Bodimo previdni pri klicanju funkcij drugih pogodb, saj klic pogodbe, ki ji
ne moremo zaupati, lahko ustvari več nepričakovanih tveganj ali napak. Klici
funkcij drugih pogodb lahko izvršijo zlonamerno kodo v svoji pogodbi ali ka-
terikoli drugi pogodbi, ki je odvisna od nje ter prevzamejo njen kontrolni tok.
• Pri komuniciranju z zunanjimi pogodbami ustrezno označimo svoje funkcije in
spremenljivke v pogodbi tako, da je vidno, da je medsebojno delovanje z njimi
lahko potencialno nevarno.
//SLABA PRAKSA
Bank.withdraw(100); // ni jasno ali je klic vreden zaupanja ali ne
function makeWithdrawal(uint amount) { // ni jasno ali je funkcija
vredna zaupanja ali ne↪→
Bank.withdraw(amount); //ni jasno, ali je ta funkcija potencialno
nevarna↪→
}
// DOBRA PRAKSA: Ustrezno označen klic, ki mu ne moremo zaupati.
UntrustedBank.withdraw(100); // nezaupanja vreden zunanji klic
TrustedBank.withdraw(100); // zunanja funkcija, vendar zaupanja vredna
bančna pogodba↪→
function makeUntrustedWithdrawal(uint amount) {
UntrustedBank.withdraw(amount);
}
• Ko pošiljamo Ether, se moramo zavedati različnih pomenov funkcij. Šele ko
imam pogodbo z naslovom <address>, lahko z njo kličemo funkcije.
– <address>.balance(uint256) - stanje na naslovu,
– <address>.transfer(uint256 amount) - pošlje dan znesek na naslov,
če pride do napake, izvrže napako kot izjemo,
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– <address>.send(uint256 amout) returns (bool) - pošlje dan znesek
na naslov. Če izvršitev ne uspe, se trenutna pogodba ne bo ustavila z
izjemo, ampak bo funkcija vrnila false,
– <address>.call() returns (bool) - pokliče funkcije za pošiljanje spo-
ročil naslovniku. V primeru napake vrne false,
– <address>.delegatecall() returns (bool) - omogoči dostop
do druge pogodbe. V primeru napake vrne false.
Ko kličemo funkcije <address>.send(), <address>.call() in
<address>.delegatecall() vedno preverimo vrnjeno vrednost, ker klicne
funkcije nikoli ne izvržejo izjeme, ampak le false. Priporočljiv način izvedbe
plačila Ethra, je uporaba funkcije
<address>.transfer(), ki samodejno izvrže napako kot izjemo, če prenos ni
uspešen.
Poleg naštetih funkcij lahko še dodamo funkcijo <address>.call.value(), ki
naredi enako kot funkcija <address>.transfer(), z razliko, da zagotovo po-
šlje znesek v Ethrih na dan naslov in ne izvrže napake, ampak sproži izvajanje
funkcije require(). Uporabo funkcije vidimo na primerih v nadaljevanju.
• Razvojni vzorec push in pull je vzorec, ki pomaga uporabnikom pri pisanju
pogodb za prenos plačil. Beseda push v razvojnem vzorcu sporoča, da upo-
rabniki lahko sami vzamejo sredstva in pri temu uporabijo funkciji send ali
transfer. Beseda pull pa sporoča, da sredstva vrne pogodba z uporabo funk-
cije call.value. Varneje je, če uporabniki sami umaknejo sredstva.
Na primeru bomo pokazali, kako uporabimo razvojni vzorec. Varneje je, da
zunanje klice zapisujemo v svojo transakcijo in se izogibamo večkratnim kli-
cem funkcije send v isti transakciji. Na primeru bomo videli, kako se uporablja
funkcija transfer za samodejni umik. V izboljšani kodi pa jo uporabimo tako,
da definiramo novo funkcijo, ki pokliče predhodno funkcijo za varen prenos de-
narja.
// SLABA PRAKSA
contract auction {
// trenutno stanje v pogodbi
address highestBidder;
uint highestBid;
function bid() payable {
// preverimo, če je izpolnjen pogoj
require(msg.value >= highestBid);
if (highestBidder != address(0)) {
highestBidder.transfer(highestBid);
}
// ponastavi se najvišja ponudba in nov lastnik ponudbe
highestBidder = msg.sender;
highestBid = msg.value;
}
}
SLABA PRAKSA: Najprej si izpišemo parametre, ki jih potrebujemo pri po-
godbi, naslovnika z najvišjo ponudbo highestBidder in znesek stanja najvišje
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ponudbe highestBid, ki znaša 0. Inicialno vrednost v tipu address zapišemo
kot address(0). Ko pokličemo funkcijo bid() s sporočilom na pogodbi, mo-
ramo poslati neko vrednost v Ethrih. V primeru, da dobimo večjo ponudbo,
vrnemo prejšnjemu lastniku najvišje ponudbe ves denar. S funkcijo require
preverimo, če je izpolnjen pogoj, če je ponujena vrednost (msg.value - znesek,
ki se bo poslal) višja ali enaka trenutnemu stanju najvišje pogodbe. V primeru
manjše vrednosti, končamo izvajanje, funkcije vrne false.
V if stavku preverimo naslovnika ponudbe. Dražijo lahko vsi razen naslov-
nika z najvišjo ponudbo. Če je pogoj izpolnjen se izvrši transakcija, pokliče se
funkcija transfer, ki samodejno umakne znesek najvišje ponudbe.
Na koncu se ponastavi najvišja ponudba (znesek, ki se je poslal) in nov lastnik
ponudbe (msg.sender = pošiljatelj sporočila).
Na primeru slabe prakse vidimo, da takoj ko se pojavi nova najvišja vrednost,
se izvrši transakcija, uporabnikom sproti vračamo denar.
// DOBRA PRAKSA: Pravilnejša uporaba funkcije za umik sredstev.
//Najprej si izpišemo parametre, ki jih potrebujemo pri pogodbi. V
slovar refunds shranimo vse naslovnike, ki jim priredimo zneske
najvišjih ponudb.
↪→
↪→
contract auction {
address highestBidder;
uint highestBid;
mapping(address => uint) refunds;
// Ustrezno označimo vidnost funkcije s public.
function bid() payable public {
require(msg.value >= highestBid);
if (highestBidder != address(0)) {
refunds[highestBidder] += highestBid;
}
highestBidder = msg.sender;
highestBid = msg.value;
}
function withdrawRefund() public {
uint refund = refunds[msg.sender];
refunds[msg.sender] = 0;
msg.sender.transfer(refund);
}
}
DOBRA PRAKSA: Najprej si izpišemo parametre, ki jih potrebujemo pri po-
godbi. V slovar refunds shranimo vse naslovenike, ki jim priredimo zneske
najvišjih ponudb.
v if stavku preverimo, ali se ponudnik in trenutni lastnik address(0) naj-
višje ponudbe razlikujeta. Če se, spremenimo najvišjo ponudbo in naslovnika
z najvišjo ponudbo. V slovarju refunds se trenutnemu lastniku poveča najvišji
znesek.
Definiramo novo funkcijo withdrawRefund za umik sredstev, izvedemo tran-
sakcijo. Iz slovarja
refunds vzamemo ponudnika msg.sender, naslovnika z najvišjo ponudbo in
ga shranimo v spremenljivko. Vrednost ponudbe v slovarju mu nastavimo na
0. S funkcijo transfer si msg.sender sami vzamejo denar.
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Na primeri dobre prakse vidimo, da v slovar shranimo dražbe vseh uporabni-
kov (ponudnik, njegova najvišja vrednost ponudbe) in s tem omogočimo, da
lahko tudi drugi dvigujejo vrednost ponudbe. .
• Pravilna uporaba funkcij assert in require. Obe funkciji sta za prevarja-
nje validacije pogodb. Funkcija require izvrže izjemo in prekine izvajanje.
Uporabljamo za zagotavljanje veljavnih pogojev, kot so vhodni podatki ali
spremenljivke stanj. Pred izvajanjem sprememb v funkciji preveri stanje po-
goja. Pogosteje se uporablja kot funkcija assert. Primeri uporabe:
require(input<20) //preveri vhodne podatke
za potrditev odgovora zunanje pogodbe:
require(external.send(amount)),
potrdi stanje pogoja pred izvedbo:
require(block.number > SOME_BLOCK_NUMBER) // ali
require(balance[msg.sender]>=amount).
Funkcija assert prekine izvajanje in spremeni stanje sprememb, če je pogoj
napačen. Uporabljamo jo za preverjanje notranjih napak in invariantov, za
preprečitev pogojev, ki ne smejo biti nikoli izvedljivi. Po izvedenih spremem-
bah preveri stanje pogodbe. Primeri uporabe:
assert(this.balance >= totalSupply),
c = a+b; assert(c > b) //preveri presežek ali negativni indeks
• V programskem jeziku Solidity ne obstajajo tipi spremenljivk, ki predstavljajo
realna števila, tj. vse vrednosti so celoštevilske. Ulomke raje shranjujemo kot
par vrednost, tako da ustrezno označimo imenovalec in števec. Pazimo, da ne
uporabljamo deljenja z nič.
// SLABA PRAKSA: Izogibajmo se takšnemu navajanju deljenja.
uint x = 5 / 2;
// DOBRA PRAKSA: Pravilnejša uporaba - 1.način
uint numerator = 5;
uint denominator = 2;
// DOBRA PRAKSA: Pravilnejša uporaba - 2.način
uint multiplier = 10;
uint x = (5 * multiplier) / 2;
• Kadar pogodba pošlje sporočilo brez argumentov ali če se nobena druga funk-
cija ne ujema, se pokliče nadomestno funkcijo payable, ki se izvrši, ko pogodba
prejme Ether brez podatkov.
// SLABA PRAKSA:
function() payable {
balances[msg.sender] += msg.value;
}
// DOBRA PRAKSA: Pokličemo nadomestno funkcijo.
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function deposit() payable external {
balances[msg.sender] += msg.value;
}
• Privzeta vidnost funkcij pogodb v Solidity je public. Z označevanjem vidnosti
bomo lažje razbrali napačne predpostavke o tem, kdo lahko pokliče funkcije
pogodb oziroma kdo lahko dostopa do atributov pogodbe. Ne smemo pa po-
zabiti, da so podatki na verigi blokov javni, berljivi vsakomur. Kljub temu
da podatke označimo kot private, ne zagotovimo njihove tajnosti. S pravilno
uporabo vidnosti pri funkcijah, zagotovimo, da ne pride do napačnih klicev.
// SLABA PRAKSA: Atribut in funkcije pogodbe brez označene vidnosti.
uint x;
function buy() {
}
// DOBRA PRAKSA: Ustrezno označena funkcija pogodbe z vidnostjo pulic.
function utility() public {
}
// DOBRA PRAKSA: Ustrezno označen atribut pogodbe z vidnostjo private
in funkcija pogodbe z external.↪→
uint private y;
function buy() external {
}
• Datoteke z izvorno kodo v jeziku Solidity vsebujejo zapis različice prevajalnika.
Pogodbe namestimo z različico prevajalnika, ki je bila najbolj uporabljena in
testirana, direktiva pragma pa navaja različico tega prevajalnika. Direktiva
pragma pomaga zagotoviti, da se pogodbe ne bodo prevedle kar z neko verzijo
prevajalnika, ki je trenutno aktualna, npr. uporaba novejšega prevajalnika ima
lahko manjše tveganje za pojavitev napak.
// SLABA PRAKSA: Izvorna koda namenjena samo za različice prevajalnika,
ki niso starejše od 0.4.4. Strešica nam pove, da izvorna pogodba ne
bo delovala na prevajalniku, ki so novejše 0d 0.5.0.
↪→
↪→
pragma solidity ^0.4.4;
// DOBRA PRAKSA: Pravilno označena različica prevajalnika. Izvorno
datoteko lahko uporabljamo za to verzijo.↪→
pragma solidity 0.4.4;
• V kodi v jeziku Solidity se imena funkcij in dogodkov ponavadi pišejo z malimi
črkami. Za lažje razlikovanje med funkcijami in dogodki, uporabljamo pred
dogodki predpono Log.
// SLABA PRAKSA:
event Transfer() {}
function transfer() {}
// DOBRA PRAKSA: Pravilnejša uporaba
event LogTransfer() {}
function transfer() external {}
• Uporabimo najnovejše funkcije v programskem jeziku Solidity. Za pomoč si
poiščimo najnovejšo dokumentacijo Solidity.
54
• Izogibamo se uporabi stroge enakosti ” == ” stanja, saj lahko nasprotnik pri-
silno pošlje Ether na katerikoli račun, npr. uporaba funkcije self destruct,
ki uniči trenutno pogodbo in pošlje sredstva na določen naslov. Funkcija z
uporabo this.balance in stroge enakosti, zazna levo in desno stran enako.
// SLABA PRAKSA:
if ( this.balance == 42 ether )
{ /* ... */ }
// DOBRA PRAKSA: Pravilnejša uporaba
if ( this.balance >= 42 ether )
{ /* ... */ }
Navedli smo nekaj osnovnih priporočil pri pisanju pametnih pogodb, ostale pa
lahko preberemo na spletni strani [42].
6.2 Seznam znanih napadov
Spodaj je seznam nekaterih znanih napadov (ang. known attacks), ki se jih moramo
zavedati in izogibati pisanja kode, ki omogoča take napade. Izpostavljena sta dva
najpogostejša napada, celoten seznam in opisi napadov so navedeni na spletni stran
[26, 41, 42].
1. Vzporedno tveganje (ang. race conditions) je ena glavnih nevarnosti pri klica-
nju zunanjih pogodb, saj lahko zunanje pogodbe prevzamejo kontrolni tok in
spremenijo podatke, ki jih klicna funkcija ne pričakuje. Ta razred programskih
hroščev ima različne oblike:
• Ponovno vstopanje (ang. reentrancy): Prva različica hrošča je vključevala
funkcije, ki so se lahko večkrat vzporedno klicale, preden je bila poklicana
prava funkcija. Posledično so se lahko različni klici funkcij medsebojno
ujemali na uničujoče načine.
// SLABA PRAKSA:
mapping (address => uint) private userBalances;
function withdrawBalance() public {
uint amountToWithdraw = userBalances[msg.sender];
require(msg.sender.call.value(amountToWithdraw)());
//Na tej točki se lahko klicna koda ponovno izvrši in ponovno
pokliče funkcijo.↪→
userBalances[msg.sender] = 0;
}
Problem napisane kode je, da se funkcija withdrawBalance večkrat vzpo-
redno kliče, ker bo v funkciji require pogoj zagotovo izpolnjen. Funkcija
msg.sender.call.value bo zagotovo poslala Ether in sprožila izvajanje
kode. Iz primera vidimo, da je stanje uporabnika nastavljeno na 0 šele
na koncu funkcije, medtem ko se drugi klici uspešno izvedejo. Težavi se
lahko izognemo tako, da namesto funkcije call.value uporabimo funk-
cijo send. V primeru, da ne moremo odstraniti zunanjega klica, je druga
rešitev, ta, da zunanje funkcije ne pokličemo, dokler ne opravimo vsega
notranjega dela.
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// DOBRA PRAKSA: Stanje uporabnika nastavimo na 0, tako da
naslednji klici ne bodo dvignili denarja.↪→
mapping (address => uint) private userBalances;
function withdrawBalance() public {
uint amountToWithdraw = userBalances[msg.sender];
userBalances[msg.sender] = 0;
require(msg.sender.call.value(amountToWithdraw)());
}
• Funkcija križanja ponovnega vstopa (ang. cross-function race conditions)
je uporaba dveh različnih funkcij, ki naredita enako.
// SLABA PRAKSA: Izogibamo se:
mapping (address => uint) private userBalances;
function transfer(address to, uint amount) {
if (userBalances[msg.sender] >= amount) {
userBalances[to] += amount;
userBalances[msg.sender] -= amount;
}
}
function withdrawBalance() public {
uint amountToWithdraw = userBalances[msg.sender];
require(msg.sender.call.value(amountToWithdraw)());
userBalances[msg.sender] = 0;
}
Funkcija msg.sender.call.value() sproži izvajanje kode. Ker stanje še
ni bilo nastavljeno na 0, lahko prenese žetone, četudi so že prejeli dvig
denarja. Rešitev v tem primeru je, da pokličemo funkcijo
msg.sender.transfer(), ki je varna pred ponovno vključitvijo v funk-
cijo.
• Ker se lahko vzporedno tveganje pojavi pri večih funkcijah in pogodbah,
reševanje težav v posameznih funkcijah tipično ne zadošča. Problemu
se lahko izognemo, da sledimo razvojnemu vzorcu - preverjanje - učinki
- interakcija. Vzorec je bistven za funkcije in opisuje, kako bi morale
biti funkcije strukturirane. Prvi korak je, da preverimo vse predpostavke
in ves notranji del (npr. kdo je poklical funkcijo, ali je poslano dovolj
Ethra). Drugi korak je, da spremenimo stanje pogodbe in zadnji korak,
je interakcija z drugimi pogodbami.
2. Presežek celih števil (ang. integer overflow) je stanje, če stanje doseže največjo
vrednost uint (2256) in se spet vrne nazaj proti nič. Zato pri pisanju dodamo
pogoj, kjer preverimo stanje in presežek na računu.
//SLABA PRAKSA: V slovar balanceOf shranimo vse naslove, katerim smo
priredili 256-bitno število.↪→
mapping (address => uint256) public balanceOf;
//S funkcijo require preverimo, ali je vrednost pošiljatelja višja ali
enaka določeni vrednosti. V primeru manjše vrednosti, funkcija vrne
FALSE. Nato se začne izvajati funkcija transfer. V slovarju refunds
se pošiljateljeva vrednost zmanjša za določeno vrednost. In
prejemnikova vrednost se poveča za enako vrednost.
↪→
↪→
↪→
↪→
function transfer(address _to, uint256 _value) {
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require(balanceOf[msg.sender] >= _value);
balanceOf[msg.sender] -= _value;
balanceOf[_to] += _value;
}
// DOBRA PRAKSA: Pravilnejša uporaba. V funkcijo require dodamo pogoj, kjer
preverimo še prejemnikov presežek.↪→
function transfer(address _to, uint256 _value) {
require(balanceOf[msg.sender] >= _value && balanceOf[_to] + _value
>= balanceOf[_to]);↪→
balanceOf[msg.sender] -= _value;
balanceOf[_to] += _value;
}
Ker je varnost pri pisanju pametnih pogodb ključnega pomena, je dobro pre-
učiti oblike znanih napadov. Navedli smo nekaj najosnovnejših primerov, ostale
kompleksnejše napade pa lahko preberemo na spletni strani [42].
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7 Zaključek
V magistrski nalogi sta predstavljeni dve kriptovaluti, Bitcoin in Ethereum. Kljub
temu da gre pri obeh verigah za verigo blokov, jo je bilo potrebno zaradi razlik med
delovanjem in njunih značilnosti obravnavati kot ločeni kriptovaluti. Ena izmed
razlik med kriptovalutama je, da se v omrežje Bitcoin v bloke shranjujo (finančne)
transakcije, pri Ethereumu pa se shranjujejo transakcije, ki predstavljajo spremembe
globalnega stanja, ki ga opisuje veriga. Pri obeh kriptovalutah so transakcije potr-
jene s strani drugih uporabnikov z algoritmom dokazom dela, ki skrbi za pravilnost
beleženja in izvajanja transakcij v omrežju.
Magistrska naloga je uvodno gradivo za vse tiste, ki se želijo spoznati s pisanjem
pametnih pogodb in izvedeti, kako si vzpostaviti razvojno okolje za pisanje le-teh.
Pred tem pa morajo dobro razumeti celotno delovanje tehnologije verige blokov. Na
konkretnih primerih smo pokazali, kako pomemben je varnostni vidik pri pisanju
pametnih pogodb.
Razvijalci pametnih pogodb se zavedajo, da je varnost pomemben segment, ki
ga je potrebno nadgrajevati in izboljševati, zato bi v nadaljnje raziskovanje svojo
nalogo nadgradila s konkretnimi primeri dobre in slabe prakse varnostnih pomanj-
kljivosti. Sestavila bi primer pametne pogodbe, ki bi lahko služila kot vzorec drugim
razvijalcem in bi opozarjala na ključne točke, na katere morajo biti pazljivi.
Menim, da imajo kriptovalute in tehnologija verige blokov veliko potencialne
možnosti v bližnji prihodnosti, da nadomestijo denarno poslovanje, ne v celoti, am-
pak v veliki meri. Kar kaže tudi trenutno dogajanje na svetovnem trgu, ko lastniki
kriptovalut sklepajo pogodbe s finančnimi korporacijami in drugimi pomembnimi
ekonomski subjekti in s tem nakazujejo, da so se pripravljeni resno zavezati za dol-
goročno sodelovanje.
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