Support for concurrent engineering must address the "multiple perspectives problem"&mdash;many actors, many representation schemes, diverse domain knowledge, and differing development strategies, all in the context of distributed asynchronous development Central to this problem is the issue of managing consistency between the various elements of an emerging design In this paper we argue that striving to maintain complete consistency at all points in the development process is unnecessary, and an approach based on tolerance and management of inconsistency can be adopted instead. We present a scenario which highlights a number of important issues raised by this approach, and we describe how these issues are addressed in our framework of distributed ViewPoints The approach allows an engineering team to develop independent ViewPoints, and to establish relationships between them incrementally The framework provides mechanisms for expressing consistency relationships, checking that individual relationships hold, and resolving inconsistencies if necessary Concurrent Engineering Research and Applications (1994) 2, [209][210][211][212][213][214][215][216][217][218][219][220][221][222] 
.
The alternative, a fully decentralized environment, is seen to be problematic because of the difficulties of maintaining consistency between a large collection of agents. However, these problems can be overcome by recognizing that maintaining global consistency at all times is an unnecessary burden. Indeed, it is often desirable to tolerate and even encourage inconsistency, to maximize design freedom, and to prevent premature commitment to design decisions.
The focus therefore shifts from maintaining consistency to the management of inconsistencies. In this paper we descnbe our approach to the multiple perspectives problem. We use a distnbuted environment to support the development and companson of different perspectives. Our philosophy is to avoid the need for any central database, and to tolerate inconsistency In particular we focus on the problems of how coordination can be achieved without restnctmg the freedom to develop multiple perspectives. The paper presents a scenano to illustrate some of the issues raised by this approach. We then consider each issue m turn and descnbe how our approach addresses it.
ViewPoints
The framework upon which we base this work supports distributed software engmeenng m which multiple perspectives are maintained separately as distnbutable objects, called ViewPoints [2] . A ViewPoint can be thought of as a combination of the idea of an &dquo;actor&dquo;, &dquo;knowledge source&dquo;, &dquo;role&dquo;, or &dquo;agent&dquo; m the development process, and the idea of a &dquo;view&dquo; or &dquo;perspective&dquo; which an actor maintains. In software terms, ViewPoints are loosely coupled, locally managed, coarse-grained objects which encapsulate partial knowledge about the system and domain, specified m a particular, suitable representation scheme, and partial knowledge of the process of development.
Each ViewPoint has the following slots: [3] . Consistency checking is performed through a set of inter-ViewPoint rules, defined by the method, which express the relationships that should hold between particular ViewPoints. These rules define partial consistency relations between the different representation schemes This allows consistency to be checked incrementally between ViewPoints at particular stages rather than being enforced as a matter of course. A protocol is provided for applying consistency checks between ViewPoints, with the checking process being initiated by either ViewPoints' owner. A fine-grained process model in each ViewPoint provides guidance for the resolution of inconsistencies [4] .
A prototype computer-based environment and associated tools (the v~ewe~ have been constructed to support the framework [5] [6] and the CDA [7] , and have demonstrated how relationships between different representation schemes may be expressed. However, there may be some consistency rules for which it is not productive to separate the existence and the agreement relationships. In these cases the onginal, combined form will be used.
Finally, we shall label each rule so that it can be referred to by the ViewPoint's local process model. The process model provides guidance over when certain rules ought to be applied. It Figure 1 the appropriate resolution is to create the missing ViewPoint. In Figure 5 
Designing resolution actions
The method designer may need assistance in identifying appropriate actions, and linking them to consistency rules. One could argue that support for the method designer is a low pnonty, as method design is a relatively rare activity, performed by experts. However, the task of defining actions is open-ended, and effort invested here will reduce the load on the method users. The more the set of actions are refined, the less effort the method user will have to expend in choosing between them.
Consistency rules and the resolution actions associated with them will be generated from four main sources. First, consideration of the rationale and operation of the method will provide a set of basic checks and actions. These ensure that the method is being used correctly.
Second, consideration of examples and case studies of the use of the method will provide further evidence of possible inconsistencies. In particular, reference to examples will help to refine the set of resolution actions and the conditions under which they apply. (Figure 3) 
Related work
System specification from multiple perspectives using many different specification languages has become an area of considerable interest. The integration of methods, notations, and tools has generally been addressed by the use of a common data model, usually supported by a common, centralized database [11] , [12] . Recent work by Jackson and Zave [13] proposes the composition of partial specifica- Other authors have also considered multi-perspective or multilanguage specifications. In Wileden et al. [14] , specification-level interoperability between specifications or programs wntten m different languages or running on different kinds of processors is descnbed. The interoperability described relies on remote procedure calls and ways that mteroperating programs manipulate shared typed data. Wile [15] , on the other hand, uses a common syntactic framework defined m terms of grammars and transformations between these grammars. He highlights the difficulties of consistency checking in a multi-language framework.
Traditionally, multiparadigm languages, which deploy a common multiparadigm base language, have been used to combine many partial program fragments [16] , while more recently the use of a single, common canonical representation for integrating so-called &dquo;multi-mew&dquo; systems has been proposed [17] .
Conclusions
We have presented a framework for concurrent engineenng m which there is no requirement for consistency maintenance, and no central database or common data schema. The framework is fully distnbutable, m that local objects (&dquo;ViewPoints&dquo;) encapsulate sufficient development knowledge to act as independent specification development tools. The descnptions contained in different ViewPoints may be developed concurrently. Multiple notations and a diversity of development strategies are encouraged.
The current status of the work is that we have implemented a prototype environment to support the ViewPoints framework, which we are now using as a testbed m which to explore the issues descnbed m this paper. Several software engineering methods have been implemented, and expenence with the process of method design has been valuable m refining our approach [18] . For So far we have treated ViewPoint owners as if they are always peers. This is not always the case, and it is possible that power relationships between ViewPoint owners will undermine or subvert the resolution processes supported by the tools. It may be possible, by explicitly modelling the relationships between ViewPoint owners, to make allowances for these [20] , [21 ] . 
