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Avantatges de la utilització deis 
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electronica de potencia 
ÁJex Méndez, Josep Bordonau i Joan Peracaula 
ls llenguatges orientats a 
objectes s'estan emprant 
en la implementació de 
programes de CAD 
perque permeten resoldre 
problemes molt com-
problemes molt complexos es deu 
basicament a que utilitzen un 
model de capsa negra, que no 
impedeix els efectes laterals i que 
tampoc obliga a un desenvolupament 
massa estructurat. Els llenguatges 
orientats a objectes resolen molts 
d'aquests problefi?es permetent la 
realització d'un soft-
i que per tant si alguna cosa cal 
destacar-ne és la raó basica de 
desenvolupament. A més, quan es 
van desenvolupar, aquest era 
l' objectiu d' aquests llenguatges. 
Tanmateix, si es segueix el procés 
evolutiu de totes les implementacions 
d' aquest tipus de llenguatges, es 
. plexos. En aquest document es pre-
senten raons addicionals per a la 
seva utilització en el disseny d'eines 
de CAD per a Electronica de Potencia. 
1. INTRODUCCIÓ. 
Normalment, tot el software 
que realitza tasques de CAD té 
una complexitat elevada. És per 
aquesta raó fonamentalment, que 
moltes de les aplicacions de CAD 
que s'estan desenvolupant 
actualment ho fan en algun 
llenguatge orientat a objectes[l]. 
El fet que els llenguatges de 
procediments, també anomenats 
ware molt més 
complexe, robust i de 
manteniment 
senzill[2]. 
Com que aquesta 
és la raó fonamental 
per a la seva 
''Als llenguatges 
orientats a objectes el 
programador pot 
definir dades 
comprova que s'hi 




eines for<;a potents 
i que poden ésser 
aprofitades per a abstractes. 11 
darrerament orientats a 
procediments, no siguin 
aconsellables per a afrontar 
utilització, molta de 
la gent que és aliena 
al seu ús, i fins i tot programadors 
novells en aquest camp, pensen que 
és l'única aportació d' aquest tipus de 
llenguatges. De fet, és un error logic 
si tenim en compte que els temps 
d' aprenentatge i complexitat 
d' aquests tipus de llenguatges són 
majors que els llenguatges funcionals, 
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simplificar i fer 
més potent el soft-
w a r e 
desenvolupat. De fet aquestes 
característiques fan que molts 
algorismes es puguin plantejar d'un 
mode molt més general i potent. En 
aquest document es mostren els 
avantatges que aquest tipus de 
llenguatges poden oferir facilment 
en el disseny d'eines de CAD per a 
Electronica de Potencia sobre els 
llenguatges orientats a procediments. 
Aquests avantatges s'il-lustren amb 
exemples senzills implementats en 
C++. 
2. DADES, CLASSES 1 
OBJECTES. 
En un llenguatge de programació 
hi ha només un tipus de dades: les 
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incorporades. Les incorporades són 
aquelles que el compilador reconeix 
com a «seves». En el cas del C són les 
típiques: char, int, float i double. Una 
de les característiques deIs llenguatges 
orientats a objectes és que el progra-
mador defineix dades abstractes, que 
són les dades que com a unitat tenen 
sentit dins d'un programa[l]. Pero 
com que les dades porten sempre 
associades operacions i funcions 
propies cal que es defineixin aquestes 
operacions i funcions intrínseques a 
les dades mateixes, sabent així el 
compilador que fer quan es troba amb 
. una dada abstracta. Així es pot pensar 
una classe com una definició de nova 
dada, un paquet on hi van dad es, 
operacions i funcions associades i els 
objectes com les realitzacions en el 
programa de les classes. Per exemple, 
en una eina de CAD les dades poden 
ésser components i definir com a 
operacions l' associació en serie, 
l'associació en paraHel, etc. 
Tot seguit es mostra part de la 
definició d'una classe de components 
simplificada, on com a dades hi hauria 
l' Origen del component (si és un 
component o una agrupació d'uns 
quants), el nombre de components 
que el formen, la impedancia 
equivalent, i el pes del conjunt. Com 
a funcions associades es defineix po-














virtual char * NomComponentO; 
virtual void Llegir(char * Nom); 





Un cop definides les noves dades 
que es faran servir en un programa i 
les operacions i funcions associades, 
el programador pot pensar en 
components electronics en comptes 
d' estructures o floats, i pot pensar en 
posar en serie o paraHel en lloc de 
cridar la funció A o la funció B. Un 
cop definides les dades i funcions 
asociades, i un cop depurades, es pot 
desenvolupar el procés de CAD en un 
nivell tan elevat com es vulgui. 
Aquesta estructuració és la que permet 
una major complexitat en aquests pro-
grames,icomjas'haditésl'avantatge 
més conegut. Pero n'hi ha d'altres, 
menys coneguts, i potser tant 
interessants per a un dissenyador 
d'eines de CAD. 
3. HERENCIA. 
Si voste és un programador de 
llenguatges funcionals 
segurament estara pensant que tot 
alxo potser sí sigui més 
estructurat, pero molt més 
laboriós a causa de que cal definir 
moltes dades i moltes funcions[3). 
Pero aixo no és cert, ja que hi ha 
un mecanisme que ha anat 
evolucionant fins a ésser molt 
potent: l'herencia. 
L'herencia permet definir una 
nova dada, com un conjunt de 
dades abstractes i dades 
incorporades, tenint la possibilitat 
de definir noves dades i nous 
procediments damunt les dades 
abstractes ja definides. Tornant a 
l'exemple anterior, suposem que 
es vol definir una dada que sigui 
una resistencia. És clar que una 
resistencia és un component i que 
pot compartir la majorÍa de les 
dades i funcions d'un component 
general. Per tant, per a definir 
una resistencia, només cal dir que 
és .un component, i que té de nou 
i/o diferent d'un component: 
11---------
class Resistor: public Component 
{ 
public: 







En el cas de l'exemple per a 
definir una resistencia nomes cal 
que és un component, que no té 
noves dades i que dues funcions 
més asociades, una de les quals 
substitueix a una de les que tindria 
pel fet d'ésser un component. 
Les herencies poden ésser de 
dos tipus: per inclusió (quan una 
de les dades de la nova classe és 
una dada abstracta) i per evolució 
(quan una classe inclou les dades 
de la classe progenitora i afegeix 
noves funcions o anul-la d'altres). 
les herencies d'evolució poden 
ésser simples, múltiples, 
d'expansió, de restricció, etc. 
Queda clar, que els diferents 
tipus d' herencia permeten 
definicions molt rapides i for($a 
complexes de les dades que es 
necessiten . Aquesta característi-
ca permet la definició de dades 
més sofisticades, de dades 
millorades, de dades noves a par-
tir de les anteriors. Tot aixo 
suposa: 
- Reutilització automatica i 
molt gran del codi j a escrit. Les 
reutilitzacions són del 90% del 
codi que es va desenvolupant, i 
d'una forma gairebé inconscient. 
- Aprenentatge per part del 
programador sobre quins són els 
objectes més adients. Com que es 
pot anar reescribint damunt les 
classes anterÍors i fent-ne de noves 
que afegeixen coses o en treuen, 
amb poques línies, queda clar que 
es poden anar desenvolupant les 
eines sobre la marxa i comen($ar 
amb classes poc definides i anar 
complentant amb els successius 
intents. 
- La major part del temps es 
dedica a pensar en termes 
d' enginyeria i no en termes 
informatics, un cop que es tenen 
les classes basiques i que es vol 
desenvolupar la logica del pro-
grama. Fins i tot es pot pensar en 
dos nivells de programadors: un 
que desenvolupi les classes base i 
un programador usuari que utilitzi 
les cIasses base. Aixo de fet ja es 
produeix comercialment de for-
mes més o menys cIares. Suposem 
per exemple que es tinguin les 
classes corresponents a 
transformadors. Llavors fer un 
programa que ca1culi l'equivalent 
electronic a una associació de 












Traf04 = (Trafol + Traf02) 11 Traf03; 
cout « Traf04.DadesElectriquesO; 
Un altre aspecte important del 
sistema d'herencies és que el 
coneixement sobre les dades que 
es volen estructurar en cIasses 
serveix per a fer-ne una bona 
cIassificació en famílies. És a dir, 
per determinar les herencies cal 
fer cas deIs coneixements 
d'Enginyeria Electronica i no pas 
deIs d'lnformfttica. En resum, les 
intui:cions i coneixements sobre 
els circuits electronics són els que 
han de guiar al programador per 
tal de dirigir el disseny de les 
eines informatiques. 
4. POLIMORFISME 1 
CONTENI-DORS. 
Si voste és un programador de 
llenguatges funcionals 
segurament estara pensant que tot 
aixo ja s'ho imaginava, ja que tot 
el que de moment s'ha explicat 
són millores notacionals, 
estructurals i metodologiques. 
Només aquestes millores ja en 
justificarien l'ús. Pero n'hi ha 
que no tenen aquest caire formal 
i que permenten donar un 
enfocament més avan<;at als 
algorismes. Una d'aquestes 
característiques que van més enlla 
d' aspectes formals 
polimorfisme[ 4]. 
és el 
El polimorfisme és una propietat 
que poden tenir les c1asses si el pro-
gramador així ho decideix. És una 
propietat més aviat complexe a causa 
de que va combinada amb el tipus 
d' herencia i que, en definitiva, permet 








virtual voidAgregar(Component & C); 
virtual void Ser(Component & C); 
virtual void Par(Component & C); 
virtual void 
famílies de 
c1asses. Com que 
l'objected'aquest 
document es 




/lE ls diferents tipus 
d'herencies permeten 
definicions molt 
rapides i foY(;;a 







derivats de la 




certs aspectes del 
polimorfisme 
sense definir-lo. 
que es necessiten. /1 
Un deIs aspectes que més interes-
sen del polimorfisme en aquest camp 
és el fet que, mitj ant<;ant el 
polimorfisme, es poden definir 
operacions, funcions i algorismes que 
processin les c1asses pares, sense sa-
ber com seran els descendents 
d'aquestes c1asses, i que, tanmateix, 
les funcions així definides també 
siguin valides per als objectes de les 
cIasses descendents[2]. Com a 
exemple suposem una c1asse que faci 
una llista de components electronics. 
La llista de components pot tractar 
objectes de les c1asses resistencia, 
inductor i capacitor malgrat que hagi 
estat escrita per a objectes que 
pertanyen a la c1asse de components, 
ja que quan es va definir la c1asse de 
components, no se sabia com serien 
les c1asses resistencia, congensador, 
etc. Aixo permet anar sofisticant els 
objectes sense que es tingui que 
reescriure una sola línia valida pels 
objectes anteriors. Pero a més a més, 
permet que un mateix algorisme pugui 
manegar dades diferents i continul 
essent efica<;, tot i que aquest 
algorisme, quan es va escriure, no 









de com estan heretats de Components. 
D'un objecte que pertany a una c1asse 
que conté objectes polimorfics 
s' anomena contenidor. Aquest 
concepte s'emprara més endavant. 
La c1asse GestorElements és una 
c1asse contenidorja que conté objectes 
d'aItres c1asses, de forma totalment 
dinamica,ja que a priori no es coneixen 
ni quants ni quins. 
Un altre exemple concret és el 
següent: suposi que desitja crear un 
algorisme que trobi una combinació 
de transistor - snuber que sigui l' adient. 
El mateix algorisme pot servir i 
executar -se alhora amb diferents tipus 
de transistors (Mosfets, Bipolars, etc) 
i diferents tipus de snubers (RC, 
Diode+ RC, etc) encara que cada tipus 
tingui diferents dades i diferents 
funcions associades. 
Un aItre aspecte del polimorfisme 
molt apreciat en el disseny d' eines de 
CAD és el fet que en temps d' execució 
es poden «crear» objectes polimorfics 
com a conseqüencia de les opcions 
escollides per l'usuari o com aresuItat 
del procés de les dades. Un exemple 
és una c1asse de circuits, que pot 
acabar tenint diferent nombre i 
diferents tipus de components, sense 
que el programador ho hagi previst ni 
imaginat, i que el programa funcioni 
correctament. Exemple: suposem una 
eina dissenyadora de snubers. A priori 
no es coneix quin tipus de xarxa 
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tindra, i quan es conegui tampoc quins 
seran els components que l'integraran. 
Tant la xarxa com els components es 
poden determinar de forma dinamica, 
partint d'unes xarxes ja conegudes i 
d'uns components disponibles, i 
finalitzant en un tipus de xarxa de 
snuber que no sigui cap de les de partida 
(a partir de les existents en que 
dissenyada una nova) i que alguns deIs 
components siguin combinacions deIs 
de partida per aconseguir funcions 
d'impedancia millors. 
s. CREACIÓ DINÁMICA D'OB-
JECTES. 
Un deIs fets més habituals en un 
sistema de CAD és que el programador 
no sap quines són les dades que es 
crearan durant l'execució del progra-
ma. És el mateix programa el que 
s'encarrega d'anar creant les dades a 
mida que són necessaries. Aquesta 
possibilitat ja estava prevista en 
llenguatges com el C. Pero és en els 
llenguatges orientats a objectes quan 
adquireix més sentit, ja que durant 
l' execució del programa es determinen 
quins són els tipus de dades i quines 
dades en concret calen. Jugant amb el 
polimorfisme fins i tot és relativament 
Iacil el fet d'aconseguir la creació de 
tipus d' objectes polimorfics nous, i que 
tots els procediments basics del sistema 
de CAD els puguin tractar com si de fet 
ja fossin coneguts[3]. 
Com a exemple, la c1asse gestora de 
la llista de components anteriorment 
esmentada crea els objectes que resul-
ten de les accions de l'usuari, sense que 
abans de l'execució del programa es 
conegui quants objectes seran creats i 
de quin tipus: 
//----------




if(NombreElements >= MAXCOMP) 
{ 
cout « «\nATENCIO: No és 
possible» 









= new Resistor(C); 
break; 
case CAP ACITOR: 
UistaComponents[NombreElements++ ] 








Com es pot veure el polimorfisme 
dóna molt més sentit a la creació 
dinamica d'objectes, ja que es poden 
crear els algorismes que permetin la 
generació en temps d' execució i com a 
resultat de la interacció entre l'usuari i 
el Sistema d'Eines de CAD de nous 
components o circuits, que el propi 
programador no havia imaginat, i que 
malgrat tot, el programa que harealitzat 
segueix processant correctament 
aquestes noves dades. 
6. PERSISTENCIA. 
DeIs punts anteriors queda c1ar que 
cal dotar d'un mecanisme automatic 
elsobjectes generats durantunaexecució 
perque puguin sobreviure el temps que 
duri el progra~ma. Aquest 
emmagatzament de tots els objectes 
generats durant les execucions i del seu 
estat (el contingut de les dades) permet 
al propi programa evaluar els millors 
camins, les preferencies deIs usuaris i 
els rendiments de les eines. Permet 
informar al programador de posibles 
defectes i dóna experiencia al progra-
ma. 
En resum, la persistencia tal i com 
es plantej a en aquest document, permet 
disposar d 'un mode d' aprenentatge pel 
programador i per les propies eines de 
CAD. Malauradament, aquest aspecte 
no ha estat encara gaire desenvolupat 
ni valorat en les implementacions 
actuals deIs llenguatges oirentats a 
objectes pel que cal dotar de forma 
manual d'aquest aspecte al software 
desenvolupat. Pero ja que és, o hauria 
d' ésser una característica més, resulta 
for<;;a natural la seva implementació 
dins del sistema de c1asses a partir del 
sistema d'herencies. 
7. CONCLUSIONS. 
En aquest document han estat 
presentats els avantatges deIs 
llenguatges orientats a objectes sobre 
elsllenguatges orientats a procediments 
en el disseny d'eines de CAD per a 
circuits electronics de potencia: 
1. -El sistema de c1asses i herencies 
permet una complexitat major en el 
codi desenvolupat, una major 
reutilització del codi i una major 
comoditat i eficacia en el disseny del 
codi. També permet l' aprenentatge del 
programador sobre els objectes que 
esta dissenyant, de manera que pugui 
progressar de forma continuada. 
2.- El polimorfisme permet la 
creació d'algorismes i funcions sense 
haver de coneixer les dades que es faran 
servir. Aixo permet treballar sense gaire 
esfor<;; amb diferents components o 
circuits, variant els parametres o les 
topologies, sense variar els algorismes 
o funcions. 
3.- La creació dinamica d' objectes 
juntament amb el polimorfisme, permet 
el disseny de noves topologies o 
agrupacions de components a partir 
deIs ja existents, i verificació de resultats 
i analisi de tipus evolutiu. 
4.- La persistencia deIs objectes 
creats dinamicament durant les 
execucions deIs programes, doten de 
les dades que calen en un sistema amb 
aprenentatge. 
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