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Abst ract - -Amino  acid residues may be divided into groups according to similarity of function, or 
evolutionary history, or other useful criteria. A grouping of amino acids into the eight sets based upon 
functionality allows a representation involving a three-bit code that can be of value in string matching 
searches. An amino acid residue may be identified uniquely by employing a further two bits. We 
propose that amino acid sequence data and search strings be preprocessed to form strings of highest 
bits, strings of the next highest bits, and so on. Machine assembly language instructions on the 
separate bit-strings provide a hierarchical measure of homology. We study a number of preprocessing 
strategies arranged to accord with the kind of search contemplated. 
geywords - -Assembly  language, Amino acid sequence, Alignment, Computation, Genetics, Bio- 
mathematics. 
1. INTRODUCTION 
The amino acid residues that  form proteins display a range of similarit ies, often depending upon 
the context of a part icu lar  s tudy of proteins. These similarit ies may, or may not, be related to 
s imi lar i ty  of the underly ing codons. Amino acids which are physical ly or chemical ly similar, but  
with very different corresponding tr ip let  codons, may, in many cases, be to lerated by evolut ion [1]. 
We discuss a number of approaches to sequence comparison based upon considering appropr ia te  
sets of residues. 
Section 2 discusses a funct ion-based five-bit coding of amino acid residues, involving five one-bit  
s t reams of data.  A six-bit  coding reflecting codon similarity, as opposed to function similarity, is 
also discussed. Section 3 adapts  the method of paral lel  one-bit  s t reams for nucleotide sequence 
comparisons,  employing a common data  set, and allowing str ing comparisons in cases where 
pyr imidine and purine differences are important  in a study. Section 4 t reats  an arrangement  of 
prote in text  involving paral lel  s t reams of three-bi t  and two-bit  codings. The three-bi t  coding 
can be arranged to accommodate the functional ity of amino acid residues imposed upon them 
by their  physical  and chemical propert ies.  This approach of three-bi t  searches can be useful in 
seeking pre l iminary al ignments, intermediate between a five-bit s t ream and five one-bit  streams. 
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2. SETS OF AMINO ACIDS 
One of the numerical difficulties with prqtein texts is that, since there are 20 amino acids, a 
five-bit code is required to uniquely specify an amino acid, whereas, nucleotides require simply 
two-bits. However, the amino acid residues that form proteins may be divided in a number of 
ways so that their functionalities are broadly comparable [i]. We illustrate, in the next section, 
a possible classification. 
2.1. Sets Reflecting ~'hnctionality 
Amino acid residues may be divided into eight sets with similar functionalities, each set being 
specified by a three-bit code 
{P}, {A, a}, {Q, N, E, D}, {T, S}, {C}, {V, I, M, L}, {F, Y, W, H}, {K, R}, 
while a further two bits serve to identify the amino acid uniquely, as shown in Table 1. This 
particular arrangement is not fixed and may vary with molecular environment. 
Table 1. A three-bit and two-bit coding that reflects the functionality of an amino 
acid. 
Small, Hydrophilic, Simple Large, Hydrophobic, Unique 
Small, Aliphatic Amide, Acidic Reactive, Branched Generally Large 
Small Smallest Carbonyl Hydroxyl Sulfhyd Aliphatic Aromatic Basic 
PPPP  AAGG QNED TTSS CCCC V IML  FYWH KKRR 
0000 0000 0000 0000 1111 1111 1111 1111 
0000 0000 1111 1111 0000 0000 1111 1111 
0000 1111 0000 1111 0000 1111 0000 1111 
0011 0011 0011 0011 0011 0011 0011 0011 
0101 0101 0101 0101 0101 0101 0101 0101 
The eight groups are distinguished at the three-bit level, and, in particular, P and C would 
be uniquely determined. A fourth bit serves to discriminate between A and G, T and S, and 
between K and R. Five bits, in the coding of Table 1, provide an unambiguous indication of each 
amino acid residue. Sixth and seventh bits could identify the third codon nucleotide base in most 
cases, while an eighth bit would be required for a determination f amino acids L, S and R since 
leucine, serine, and arginine ach have six distinct DNA codons in the universal code [2]. 
Though some of the amino acids are related to more than one sequence of five bits, we choose 
as a map a subset of this relation, such that a residue is assigned to the unique five-bit sequence 
whose numerical value is least among the possibilities. Thus, the map contains (P, 00000), (A, 
00100), (G, 00110), (T, 01100), (S, 01110), (C, 10000), and so on. 
Note that the first three bits contain most of the functional information, corresponding con- 
veniently with a division into eight sets. Therefore, a three-bit coding might be useful for rapid 
preliminary searches. This suggests that elements of the amino acid sequence data should be 
preprocessed to form one-bit strings of highest bits, strings of the next highest bits, etc., that is, 
five parallel one-bit strings rather than a single string composed of five-bit elements. The search 
string would be similarly preprocessed. A fast assembly language xc lus ive or  operation, ~, on 
the streams of bit-strings followed by rapid logical or  operations, V can lead to a string consisting 
of zeros  for homologies and ones  indicating mismatches. Various preprocessing strategies would 
be adopted to suit the particular search criteria selected. Searches may easily be adapted for use 
on parallel computing devices [3,4]. 
Consider, for example, a fragment of the amino acid sequence of the simian sarcoma virus 
oncogene (v -s i s )  that matches a partial amino acid sequence of Platelet Derived Growth Factor 
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(PDGF)  [i]. Identical residues are shown in lower case in Table 2. To the right in Table 2 is 
displayed a typical alternative sequence with the common substitutions, such as, replacement of 
serine (S) by threonine (T). Suppose so E B* labels the string of highest bits corresponding to the 
first amino acid sequence, where B* is the set of all strings formed from the Boolean alphabet 
B = {0, 1}. Suppose sl, s2,... ,s4 from the set B* label the remaining bit strings of the first 
sequence, and to, t l , . . . ,  t4 in the set B* label the bit strings of the second amino acid sequence. 
A comparison of the first three-bit strings So, Sl, s2 with the bit strings to, tl, t2 according to 
(S O ~t0)  V (Sl ~t l )  V (82 ~t2)  
yields a string of zeros corresponding to a match at the level of the division into eight groups. 
Acceptable amino acid substitutions are thus accommodated byensuring that the substituting 
amino acids have the same first three bits, that is, belong to the same sets. The grouping we have 
chosen for illustration reflects physical and chemical similarity; other partitions may be useful. 
Table 2. Two amino acid sequences in the second and third columns are compared 
where the residues that fail to agree in the alignment of the two sequences are shown 
in upper case. 
Residue Sequence R s 1 g s 1 S Y a e K s 1 g s 1 T I a e 
Strings so and to 1 0 1 0 0 I 0 I 0 0 1 0 1 0 0 I 0 I 0 0 
Stringssl andtl I i 0 0 1 0 1 0 0 I i i 0 0 1 0 1 0 0 1 
Stringss2 andt2 1 1 1 1 1 1 1 1 1 0 1 1 1 1 1 1 1 1 1 0 
Stringss3 andt3 1 1 1 1 1 1 1 0 0 1 0 1 1 1 1 1 0 0 0 1 
S t r ingss4andt4  0 0 1 0 0 1 0 0 0 0 0 0 1 0 0 1 0 1 0 0 
A fourth string of bits indicates that arginine (R) may be distinguished from lysine (K), and that 
serine (S) may be distinguished from threonine (T). A fifth string of bits shows that valine (V) 
may be distinguished from isoleucine (I). Thus, the Boolean expression 
4 
V(s  e t , )  = o, (1) 
i=0  
where a E B* is the string (1 0 0 0 0 0 1 1 0 0) that highlights the mismatches of amino 
acid residues in the fragment of the sequence of the simian sarcoma virus oncogene (v-sis) that 
almost matches a partial amino acid sequence of PDGF. The essential amino acid functionality 
is contained in the first three bits of the five used for coding the residues. 
2.2. Sets Reflecting Codon Similarity 
As another example, consider partitioning the amino acid residues into sets appropriate for a 
study of the evolutionary history of the genetic ode [2]. Suppose the nucleotide bases A, G, C, U 
are identified by a two-bit code 00, 01, 10, 11, respectively. Table 3 suggests that the first four 
bits correspond to the two archetypal nucleotides, the historically important first two bases of a 
triplet [5]. The archetypal nucleotides A and G are selected from the set of four bases, 
Af = {A, G, C, U}, (2) 
for the purposes of illustration. The particular amino acid residue that is generated by a triplet of 
nucleotides i  shown at the bottom of Table 3. In the case of glycine (G), the first two archetypal 
bases suffice for a unique determination. A fifth bit identifies the amino acid, as it happens, in 
the fragment shown in Table 3. A sixth bit gives complete information on the codon triplet. 
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Table 3. In a residue coding appropriate to evolutionary history, the first three entries 
in a column form the codon for the amino acid residue indicated at the end of the 
column. 
Base l  AAAA GGGG AAAA GGGG 
Base2 AAAA AAAA GGGG GGGG 
Base3 UCAG UCAG UCAG UCAG 
B i t0  0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
B i t1  0 0 0 0 1 1 1 1 0 0 0 0 1 1 1 1 
Bit2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
Bit3 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 
B i t4  1 10  0 1 10  0 1 10  0 1 10  0 
Bit5 10 0 1 1 0 0 1 10  0 1 1 0 0 1 
Amino Acid N N K K D D E E S S R R G G G G 
In summary, the Boolean expression 
(S0 ~t0)  V (81 ~t l )  V (82 ~t2)  k/ (S 3 ~t3)  : 0" 4 (3) 
is appropr ia te  for match ing  two g iven  sequences  at  the  two archetypa l  nuc leot ide  level,  wh i le  
0" 4 V (s4 • t4) -- 0"5 (4) 
is the  express ion  that  matches  two sequences  at  the  amino  ac id level in many cases, and  
0"5 v (s5 • ts) = 0"6 (5) 
is the appropriate expression for comparing sequences of nucleotide triplet codons. Many other 
ways of partitioning sets of amino acid residues would be useful in the study of sequence match- 
ing according to other criteria. The above xamples indicate the possibilities available for a 
hierarchical rrangement of the comparison f tranehes ofbit strings. 
3. OPT IMAL MAPP INGS 
In our previous paper, we emphasised that not all numerical interpretations f nucleotide t xts 
are numerically equivalent. We refer to the eight optimal mappings ofthe 24 possible [6] when 
representing ueleotide bases by numbers from the Cartesian product set B x B using the map 
fAfB :.hf ---* B 2, B x B= {O0, OI, IO, II}. (6) 
The above strategy ofemploying parallel one-bit streams can now be adapted to nucleotide 
sequences, even those related to noncoding DNA [7]. Of the eight optimal mappings defined in 
Figure 3 of the previous paper [6], four are suitable for this approach. In certain circumstances 
it might be efficient if the high and low bits are stored in separate strings. It would be useful 
for the highest bit to indicate whether the nucleotide base is a purine or pyrimidine, that is, to 
employ identical high bits for A and G and identical high bits for C and T. The four optimal 
maps {r, t, w, x}, shown to the right in Table 4, satisfy this criterion [6]. 
Table 4. The mappings labelled i, k, m, n on the left are not suitable for distinguish- 
ing pyrimidines and purines at the high bit level; mappings r, t, w, x on the right 
are suitable. 
Label 0 1 2 3 Label 0 1 2 3 
i A C G T r G A T C 
k G T A C t T C G A 
m T G C A w C T A G 
n C A T G x A G C 
Amino Acid Sequences 43 
For example, in Table 5 we compare two strings ACGTAC and GCGCAC, and their corresponding 
bit interpretations, using mapping t on the right in Table 4 for which, from equation (6), 
f~B(T)  = 00, fHB(C)  = 01, fNB(G)  = 10, fAts(A) ---- 11. (7) 
In the high bit stream, a 1 indicates a pyrimidine, while a 0 refers to a purine. 
Table 5. The nucleotide strings ACGTAC and GCGCAC are compared, where a 1 in the 
high bit stream indicates a pyrimidine, while a 0 in the high bit stream refers to a 
purine. 
Base A C G T A C Base G C G C A C 
String 1 3 1 2 0 3 1 String 2 2 1 2 1 3 1 
High Bit 1 0 1 0 1 0 High Bit 1 0 1 0 1 0 
Low Bit 1 1 0 0 1 1 Low Bit 0 1 0 1 1 1 
The high bit streams of both strings of nucleotides are shown to the left in Table 6. The 
exc lus ive -or  product of the two high bit streams of both sequences yields a string of zeros, shown 
also in Table 6, indicating that  they match at the pyrimidine and purine level. The low bit streams 
of both nucleotide strings and their exc lus ive-or  product are shown to the right in Table 6, the 
lack of a l ignment being exhibited by the ones appearing in the final row. 
Table 6. The exclusive-or product of the two high bit streams of ACGTAC and G(JGCAC 
is shown, where in the high bit stream a I refers to a pyrimidine and a 0 a purine. 
Str 1 High Bit 1 0 1 0 1 0 Str 1 Low Bit 1 1 0 0 1 1 
Str 2 High Bit 1 0 1 0 1 0 Str 2 Low Bit 0 1 0 1 1 1 
xoFt High Bit 0 0 0 0 0 0 XOR Low Bit 1 0 0 1 0 0 
The logical OR product of the resulting high and low bit streams is shown in Table 7, zeros 
indicat ing matches at the nucleotide level. Observe that  this is logically related to the similarity 
vector, or S vector, as defined by DePetril lo and Butte [8] in their fractal study of genetic 
sequences. A NOT assembly language instruction generates the string related to the S vector 
as i l lustrated in Table 7. Such analyses could draw upon the same database of parallel one-bit 
streams. 
Table 7. The logical or product of the xoa results for the high and low bit streams 
from the previous table are shown while a logical NOT operation in the last row 
provides the S-vector. 
xoR High Bit 0 0 0 0 0 0 
xoR Low Bit 1 0 0 1 0 0 
(XOR High) OR (XOR Low) 1 0 0 1 0 0 
NOT (S-Vector) 0 1 1 0 1 1 
4. TEXT MATCHING AND PROTEIN  CODING 
One of us has recently shown that  the product of the Boolean exclusive operation, XOR, acting 
on a pair of the input  numerical strings representing two sequences, yields an output  number 
unambiguous ly  related to the number of matching bases in the compared sequences [9]. The 
relation between the input pair of strings and the resulting number is a surjective mapping. 
Specifically, the number  of matching characters equals the number of zeros in the product number,  
as indicated in Table 8, for example, where we revert to (A, 00) and (T, 11). The number  of 
matching bases can therefore be determined by means of a previously calculated look-up table 
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Table 8. Application of the logical exclusive-or operation, xoR, in biological text 
comparison is shown for of a pair of nucleotide sequences u ing two-bit compression. 
Nucleotide Quaternary Binary 
Sequences Sequences Sequences 
GGTGAGTAG 223202302 10 10 11 10 00 10 11 00 10 
CATCAGTCC 103202311 01 00 11 10 00 10 11 01 01 
XOR 320000013 11 10 00 00 00 00 00 01 11 
where the number of matching characters for two compared sequences i  stored in an array at the 
address corresponding to the XOR product, (e.g., the number of matching characters in a pair of 
strands yielding 2000200 is stored in an array at subscript position 2000200, where we refer here 
to implementation by way of a programming language). 
The comparison of several nucleotide pairs in a single computer cycle is effectively achieved, 
and explicit--computationally expensivc nucleotide by nucleotide comparison is avoided. This 
approach accelerates the determination of regions of self-similarity in nucleotides. The method 
may be extended to protein texts. 
An interesting adaptation of this approach for amino acid residues relates to employing neither 
a five-bit stream nor five parallel one-bit streams, but parallel three-bit and two-bit streams. As 
discussed above, the essential features of amino acid functionality are represented by a three-bit 
code. A previously calculated look-up table yields the number of matches without resorting to the 
time consuming task of digit by digit comparison. The compressed code permits a more efficient 
comparison as more digits occupy a given quantity of memory space. The reduced number of 
areas identified as interesting by a preliminary three-bit search are marked for further comparison 
using the two-bit streams. A look-up table may also be used for the two-bit comparisons. 
We illustrate by comparing in Table 9 two protein fragments RslgslSVae and KslgslTAae, 
closely related to those considered before. A difference has been introduced in two amino acids 
at the three-bit level, involving the not uncommon switch from valine (V) to alanine (A) in 
another functional grouping. A 1 resulting from the XOR operation in the final row of the first 
part of Table 9 indicates the only mismatch at the octal level. [This, of course, does not necessarily 
mean that the fourth and fifth bits are unequal. For valine and alanine the fourth and fifth bits 
happen to be the same as shown by the appearance of a 00 pair resulting from the xoR operation 
in the final row of the second part of Table 9.] 
Table 9. The logical exclusive-or operation, XOR, is applied to biological text com- 
parison. Amino acid texts are compared using parallel three-bit and two-bit strings. 
Amino acids belonging to the same functional group have the first three bits in 
common. 
Amino Acid Octal Binary 
Sequences Sequences Sequences 
RslgslSVae 7351353512 111 011 101 001 011 101 001 101 001 010 
KslgslTAae 7351353112 111 011 101 001 011 101 001 001 001 010 
xOR 0000000400 00 000 000 000 000 000 000 100 000 000 
Amino Acid Quaternary Binary 
Sequences Sequences Sequences 
RslgslSVae 2232232002 I0 I0 ii I0 10 Ii 10 00 00 i0 
KslgslTAae 0232230002 00 10 11 10 10 11 00 00 00 10 
XOR 2000002000 10 00 00 00 00 00 10 00 00 00 
The careful mapping of amino acid text to numerical text thereby permits comparison of several 
amino acid pairs in one machine instruction cycle. The time-complexity of amino acid by amino 
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acid comparison is reduced, with a commensurate acceleration i the determination f regions 
of self-similarity in proteins. It serves as a striking example of the importance of the numerical 
interpretation f protein texts in binary digital computers. 
5. CONCLUSIONS 
There is accelerating interest in the pattern matching problems [10] that occur in the study 
of the alignment of biological texts. In a previous paper [6], we have focussed upon nucleotide 
sequences, and in this second article we are concerned particularly with sequences of amino acid 
residues. The amino acids that form proteins may be divided into eight groups within each of 
which functionalities are broadly comparable. The eight groups consist not just of amino acids 
which differ by a single base in the corresponding codons, but of amino acids which have quite 
different codon representations and which, nevertheless, are tolerated by evolution because of the 
chemical and physical similarities. 
A suitable coding reflecting this functionality of amino acid residues has been given. It does 
not necessarily reflect simple one-base changes in the corresponding codon [1]. The first three 
bits of the five-bit amino acid code are identical for acids belonging to the same functional group. 
The fourth and fifth bits identify the amino acid uniquely. 
The approach taken has involved searching for similar, functionally related, but not necessarily 
identical strings and representing amino acid strings not by five-bit strings, but rather by separate 
one-bit strings, or alternatively, by three-bit and two-bit strings. Preliminary searches might focus 
on the three-bit strings which highlight functionally related strings by zeros in a Boolean xoa 
product. A second search need only be undertaken over areas, much reduced in size, revealed as 
possibly of interest in the first search. 
The division of the pattern matching task into a number of strata suggested by symmetry and 
functional properties of the underlying nucleotide bases and amino acid residues forms the basis 
of the present study and of future studies. 
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