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Tato práce se zabývá identifikací aplikačních protokolů, klade důraz na rychlost jejich roz-
poznávání a následnou možnost použití klasifikátoru v hardwaru. Doposud existující ná-
stroje nejsou vhodné pro použití v současných monitorovacích zařízeních, protože rozhod-
nutí o výsledku klasifikace neprobíhá na základě prvních paketů síťového toku. Proto tato
práce přináší návrh nového modelu pro rychlou a spolehlivou identifikaci aplikačních proto-
kolů. Model byl realizován a testován na protokolech HTTP, SIP, SMTP a DNS. Výsledky
byly srovnány s regulárními výrazy a knihovnami nDPI a libprotoident. Navrhovaný mo-
del vyniká rychlou identifikací založenou na prvních paketech síťového toku, v přesnosti je
srovnatelný s konkurenčními nástroji.
Abstract
This thesis is focused on identification of application protocols with emphasizing the speed
of their recognition and following possibility of hardware implementation. Nowadays tools
are not suitable for fast identification of application protocols in current network monitoring
devices, because the decision is not provided for the first packets of network flow. Therefore
this thesis propose new model for fast and reliable identification of application protocols.
The model was implemented and tested on HTTP, SIP, SMTP and DNS protocols and
results were compared to regular expressions and nDPI and libprotoident libraries. For all
these protocols, the proposed model has comparable accuracy to other methods, but also
provides fast result based on the first packets of the flow.
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Internet, coby celosvětový systém vzájemně propojených počítačových sítí, má od svého
vzniku až do současnosti tendenci zvětšovat počet připojených zařízení i uživatelů jej vyu-
žívajících. Obecně řečeno počítačové sítě rostou ve všech směrech a s nimi roste i Internet.
Statistiky uvádějí, že počet uživatelů využívajících Internet se mezi lety 2005 a 2013 téměř
ztrojnásobil[26] (v roce 2013 to bylo 2.7 miliadry uživatelů), podobnou tendenci vykazuje
i počet připojených zařízení[23, 13]. Zvětšuje se ale také počet síťových služeb a aplikací
vedoucí k velké různorodosti síťového provozu, roste propustnost internetových páteřních
spojů. To vše dohromady způsobuje rapidní nárust objemu po síti přenesených dat a složená
roční míra růstu1 vypočtená pro IP provoz[13] ukazuje, že ani během následujících let tomu
nebude jinak.
Rozvoj sítí ale s sebou přináší také negativa v podobě problémů s bezpečností způso-
bených především různými druhy síťových útoků. Definice pojmu útok v souvislosti s počí-
tačovými sítěmi se napříč různými zdroji liší, nikoliv ale principiálně. Organizací ISO je
termín definován jako pokus zničit, vystavit, změnit, zablokovat, odcizit nebo získat ne-
oprávněný přístup k jakémukoliv aktivu[25]. Existuje velké množství typů útoků, protože
útočníci neustále hledají nové cesty a způsoby, které dosud nejsou ošetřeny. Lze je ale
rozdělit na dva typy: pasivní a aktivní útoky. Pasivní útok je pokus získat o napadeném
systému informace k pozdějšímu využití, nijak ale systém neovlivňuje. Do této kategorie
spadá např. síťový odposlech nebo skenování portů. Druhá kategorie obsahuje pokusy změ-
nit nebo ovlivnit systémové zdroje nebo funkci systému aktivním zásahem či operací. Patří
zde útoky denial-of-service (DOS), hádání hesel nebo útoky na aplikační úrovni. Právě
zvětšující se výskyt posledního zmiňovaného útoku, spolu s nevyhovujícími doposud exis-
tijícími možnostmi obrany, je jedním z důvodů pro vznik této práce. Útoky na aplikační
úrovni cílí na aplikační servery, kde často pod rouškou naprosto legitimních požadavků
využívají programových chyb. Řadí se zde útoky jako buffer overflow[16], SQL injection,
cross-site scripting[29] a další.
Určitá možnost obrany proti síťovým útokům samozřejmě existuje. Základní prvek zde
tvoří firewall a ačkoli dnes existuje mnoho druhů a variací, jeho základní funkčnost je fil-
trování paketů na základě přednastavených pravidel. Každý paket je nezávisle na ostatním
provozu prozkoumán a výsledek je porovnán s pravidly (často se jedná pouze o síťové adresy
a čísla portů), na základě toho je buď povolen nebo zamítnut. Pokročilejší systémy (stavové
firewally) si ukládají informace o spojení, které zvětšují možnosti při rozhodování o akci.
Tato řešení typicky pracují pouze na nižších vrstvách ISO/OSI modelu a proti zmiňova-
1Compound Annual Growth Rate – CAGR
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ným aplikačním útokům jsou neefektivní, což bylo záminkou pro vznik systémů pracujících
i na vyšších vrstvách. Jedná se o aplikační firewally, intrusion detection/prevention sys-
témy a jiné. Princip jejich fungování může být různý, společný ale mají způsob zkoumání
paketů, který se nazývá hloubková analýza paketů, zkráceně DPI z anglického deep packet
inspection. Tento způsob se zaměřuje na datovou část paketu (payload), ve které zmiňované
systémy provádějí bezpečnostní analýzu, takže mohou být efektivnější v boji proti útokům
na aplikační úrovni.
Důležitým údajem, který si s sebou nese každý TCP a UDP paket je informace identifi-
kující aplikační obsah - číslo portu. Při znalosti známých čísel portů můžeme určit službu,
která v komunikaci figuruje. Bohužel se ale na tuto informaci nelze plně spolehnout, protože
server může naslouchat na jiném než standardním portu, běžné je použití proxy serverů nebo
může být provoz tzv. tunelován. Síťové tunelování je technika, při níž je protokol zapouz-
dřen do jiného protokolu, tzv. nosiče. Tok se potom prezentuje protokolem nosiče, skutečně
přenášený je ale tunelovaný protokol. Jednoduchou akcí tak lze obejít pravidla definovaná
firewallem a např. port 53 určený pro DNS využívat pro komunikaci jinak blokovaným
protokolem. Neoprávněným použitím portu je také možné obejít administrativní nastavení
přenosové kapacity, což může mimo jiné narušit QoS (quality of service). Abychom zamezili
zneužití zmiňovaných technik, je nutné je detekovat. Proto je potřeba identifikaci provádět
jinak, než na základě čísla portu. Tímto se dostávám k problému řešenému v této práci,
kterým je identifikace aplikačního protokolu paketu pomocí analýzy datového obsahu, tedy
s využitím hloubkové analýzy paketu. V současnosti existuje několik hardwarových i soft-
warových, komerčních i volně dostupných řešení pro detekci i tunelovaného provozu. Z těch
volně dostupných s otevřeným zdrojovým kódem ale neexistuje takové, které by doko-
nale vyhovovalo požadavkům na správnou a rychlou klasifikaci s možností mapování do
hardwaru v dnešních multigigabitových sítích. Důvody nevhodnosti dostupných řešení jsou
především nízká přesnost a rychlost. Oblíbený program l7-filter trpí nízkou přesností a vyso-
kou mírou falešných nálezů, knihovna libprotoident už z principu své funkčnosti nedosahuje
požadované brzké identifikace toku. Knihovna nDPI je přesnější než l7-filter a rychlejší
než libprotoident. I přes to je ale přesnost identifikace některých protokolů velice špatná.
Výsledky měření, ze kterých plynou tato tvrzení, se nacházejí v sekci 4.4.
Proto práce přináší detailní analýzu čtyř klíčových protokolů: HTTP coby protokolu pro
přenos nejen textových dat, signalizačního SIP využívaného pro VoIP2, SMTP pro přenos
elektronické pošty a konečně aplikačního protokolu systému DNS. Na základě této analýzy
byl vytvořen model identifikace splňující kritéria rychlosti a přesnosti, který je dostatečně
obecný minimálně pro uvedené protokoly a zároveň vhodný pro implementaci v hardwaru.
Text práce je rozdělen do několika logických celků. Kapitola 2 přináší teoretický roz-
bor čtyř zmiňovaných aplikačních protokolů, nechybí ani pohled na nižší vrstvy ISO/OSI
modelu. Úvod do problematiky monitorování a analýzy síťového provozu, některá současně
používaná řešení včetně SDM jsou popsány v kapitole 3. Jakým způsobem je možné pro-
vádět identifikaci aplikačního protokolu z teoretického i praktického hlediska je součástí
kapitoly 4, která také analyzuje současný stav dostupných identifikačních nástrojů a kniho-
ven. Následující kapitola popisuje navrhovaný model identifikace a plynule přechází k jeho
realizaci v kapitole 6. Dosažené výsledky jsou v kapitole 7, následuje závěrečné zhodnocení
práce a diskuze o možnostech dalšího vývoje.




Pro vytvoření protokolového klasifikátoru je nutná znalost principu fungování protokolů
a formátu jejich zpráv. Dnešní sítě lze charakterizovat pomocí vrstvových modelů a aplikační
protokoly leží až na jejich vrcholu. Proto je v této kapitole uveden také přehled nižších vrstev
spolu s referenčním modelem ISO/OSI a následně jsou blíže popsány dané čtyři aplikační
protokoly HTTP, SIP, SMTP a DNS. Veškeré informace byly čerpány buď z uvedených
standardů nebo z knih [33] a [19], pokud není uvedeno jinak.
2.1 ISO/OSI model
Open Systems Interconnection (OSI)[24] je základní referenční model vytvořen organizací
ISO (proto je označován ISO/OSI), který definuje architekturu a funkci počítačových sítí
(nebo obecně komunikačních technologií) pomocí sedmi abstraktních vrstev. Každá z těchto
vrstev zajišťujě určitou funkčnost a model je koncipován tak, aby vrstvy byly na sobě ne-
závislé a jednotlivé protokoly implementující danou vrstvu byly jednoduše zaměnitelné.
ISO/OSI model je čistě abstraktní, nezahrnuje tedy žádné protokoly ani nespecifikuje im-
plementaci, slouží především jako základna pro vytvoření reálných vrstvových modelů, jako
je například v Internetu používaný TCP/IP, ale i modely jiné. Vrstvy jsou očíslovány i po-
jmenovány a typicky se vrstvy znázorňují na sobě naskládané, kde dole je první a nahoře
je sedmá vrstva, jak tomu je i v tabulce 2.1.
Vzájemná komunikace mezi vrstvami je realizována předáváním datových jednotek
označovaných jako protocol data unit (PDU). Vrstva nad daty vykoná požadovanou ope-
raci a předá ji vrstvě vyšší čí nižší, podle směru průchodu. Při pohybu modelem směrem
dolů, kdy vstupem jsou data aplikace, vykonávají vrstvy operaci zvanou zapouzdření (en-
capsulation). Vrchní vrstva předá své PDU vrstvě nižší, která k datům přidá (pro použitý
protokol specifické) záhlaví nebo zápatí nebo oboje, čímž původní PDU zapouzdří a vy-
tvoří tak nové PDU, které je dále předáno nižší vrstvě. V opačném případě, tedy při pohybu
modelem směrem nahoru (počínaje fyzickou vrstvou) jsou vstupem bity čtené z fyzického
rozhraní. Úkolem modelu je v tomto případě vyextrahovat aplikační data (decapsulation).
Poté, co jsou vrstvě dodána data, provede operaci opačnou k zapouzdření a odstraní meta-
data, která při opačném průchodu odpovídající vrstva přidala. Jak už bylo řečeno, ISO/OSI
model je koncipován tak, aby vrstvy byly na sobě nezávislé a nemusely tedy z PDU cizí
vrstvy číst či do něj zapisovat. Operace zapouzdřování, přidávání záhlaví a zápatí k apli-
kačním datům je součástí snahy především o doručení dat od zdroje k cíli, může také ale










Tabulka 2.1: ISO/OSI model
Popis vrstev
Fyzická vrstva se týká především hardwaru a protokoly na této vrstvě pracující jsou im-
plementovány v síťových kartách. Vrstva definuje přenosové médium (optické vlákno, kov,
vzduch a další), typ kabelu, tvar konektorů, význam jednotlivých pinů, napěťové úrovně,
frekvenci, modulaci nebo kódování signálu a další vlastnosti. Jejím úkolem je tedy pře-
nos bitů po fyzickém médiu (např. změnou logické napěťové úrovně na metalickém vodiči)
takovým způsobem, aby jejich příjemce či příjemci byli schopni tyto bity přijmou (např. de-
tekovat logickou úrověň na vodiči) a předat vyšší vrstvě. Protokoly operující na této vrstvě
jsou IEEE 802.3 (Ethernet), IEEE 802.11, token-ring a jiné.
Druhá vrstva, linková, operuje a přenáší data mezi vzájemně propojenými uzly na jedné
síti. U topologií, které spojují více uzlů, obstarává jejich adresaci, u přímých spojů (point-
to-point) adresace není potřeba. Vrstva dále zajišťuje kontrolu chyb při přenosu a jejich
případnou opravu, řízení toku, řízení vícenásobného přístupu a případné řešení kolizí apod.
Krom Ethernetu na této vrstvě operují také např. Point-to-Point Protocol (PPP) a frame
relay.
Zajištění přenosu mezi uzly v rámci jedné či více sítí zajišťuje vrstva síťová. Nejdůleži-
tější součástí tohoto procesu je přepínání paketů směrovači neboli routery. Ty jsou schopny
pakety/datagramy posílat na různá výstupní rozhraní na základě adresace síťové vrstvy,
protože každé zařízení na této vrstvě operující musí mít v rámci sítě unikátní adresu (i když
tomu tak v Internetu díky některým technologiím není). Síťová vrstva nezajišťuje spoleh-
livost doručení dat, tu je možné zajistit na vyšší vrstvě modelu. Internet Protocol verze 4
(IPv4) je zdaleka nejpoužívanější protokol na této vrstvě, v současnosti ale existuje snaha
o jeho nahrazení novějším Internet Protocol verze 6 (IPv6). Využívají se ale také protokoly
ICMP, IGMP a jiné.
Transportní vrstva poskytuje aplikacím abstrakci síťové vrstvy a možnost volby vlast-
ností, které aplikace požaduje. Těmito vlastnostmi jsou především spojově či nespojově
orientovaná komunikace, spolehlivé doručení dat, mechanizmy pro předcházení zahlcení, ří-
zení toku či multiplexing. Jmenované vlastnosti jsou v dnešním Internetu realizovány dvěma
protokoly: TCP, které je synonymem pro spojově orientovaný, spolehlivý přenos a UDP ne-
zajišťující spolehlivost ale využíváno především při přenosu dat citlivých na zpoždění. Ačkoli
existují i jiné protokoly, TCP a UDP se dobře doplňují a jiné se příliš nevyužívají.
Zbývající tři vrstvy jsou v praxi často sdruženy do jedné jako je tomu u protokolové sady
TCP/IP, model ISO/OSI je ale členitější. Relační vrstva zprostředkovává tvorbu, ukončení
a správu relací mezi dvěma komunikujícími uzly a jedním z jejích úkolů je synchronizace
datových toků těchto uzlů, například při videokonferenci. Typickým protokolem je Remote
Procedure Call (RPC). Překlad dat do formátu, kterému aplikace rozumí, zajišťuje vrstva
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prezentační. Vhodný formát pro přenos dat na síti může být odlišný od formátu vhod-
ného pro zpracování aplikací či zobrazení, což je důvodem existence prezentační vrstvy.
Často využívaným protokolem pro tyto účely je serializační External Data Representation
(XDR). Poslední, sedmá vrstva, umožňuje aplikacím tento model využívat, je tedy jakýmsi
aplikačním rozhraním. Účel, formát nebo množství dat na této vrstvě jsou záležitosti kon-
krétní aplikace popř. jím využívaného aplikačního protokolu. Dnes existuje velké množství
aplikačních protokolů, příkladem mohou být HTTP, SIP, DNS, SMTP, FTP.
2.2 HTTP
Hypertext Transfer Protocol (HTTP)[17] je bezstavový protokol pracující na aplikační
vrstvě ISO/OSI modelu. Jak plyne z názvu, protokol je určen převážně pro přenos textu,
umožňuje ale přenos jakýchkoliv dat a je takto masivně využíván. Nachází tak uplatnění
i v oblastech, pro které nebyl určen, přestože existují protokoly pro tyto oblasti navržené
– příkladem je častý přenos souborů protokolem HTTP namísto FTP1. Protokol nespecifi-
kuje žádná binární metadata (např. bitové příznaky), vše kromě samotného těla je ASCII
kódováno, protokol je tedy označován jako textový. Jeho zprávy jsou syntakticky rozděleny
na textové záhlaví a zbytek tzn. tělo.
Od svého vzniku v roce 1990 je v rámci World-Wide Webu používán dodnes. Jeho první
verze 0.9 je jednoduchý protokol s velmi omezenými možnostmi, jeho principy jsou ale zacho-
vány i v novějších verzích. Následující verze HTTP/1.0 definovaná v dokumentu Request for
Comments (RFC) 1945[5] obsahuje mnohá vylepšení, především možnost specifikace meta-
informací o přenášených datech ve formátu MIME2 nebo definici nových dotazových metod.
Aktuální a nejpoužívanější verzí protokolu je HTTP/1.1 definované v RFC 2616[17]. Tato
verze vznikla kvůli nedostatkům předchozích verzí, jedním z hlavních přínosů je podpora
perzistentních spojení v rámci komunikace mezi dvěma uzly.
Následující text se zaměřuje na popis verze protokolu 1.1, starší 1.0 se principiálně
příliš neliší a HTTP/0.9, který je dnes vytlačen verzemi novějšími, bude vynechán. Pro-
tokol staví na dvou typech zpráv: požadavek a odpověď. Je tedy typu požadavek/odpověď
(request/response). Ve většině případů komunikaci zahajuje uzel s klientským softwarem
(klient) odesláním požadavku na zdroje umístěné na uzlu se serverovým softwarem (server).
Bližší popis formátu zpráv je v následující kapitole. Před zahájením komunikace tedy kli-
ent se serverem vytvoří spojení (u TCP pomocí three-way handshake) a v nejjednodušším
případě budou požadavek i odpověď přeneseny přímo mezi dvěma koncovými uzly v rámci
tohoto spojení. U HTTP/1.0 je relace po odeslání odpovědi ukončena, při HTTP/1.1 jsou
všechna spojení považována za perzistentní, pokud klient v záhlaví zprávy neřekne jinak.
Pokud tedy klient ví, že bude v blízké době po serveru požadovat nějaké další prostředky,
po odeslání odpovědi je spojení ponecháno otevřené pro případné další klientské požadavky.
Perzistentní spojení snižuje režii způsobenou navazováním spojení při vícenásobných poža-
davcích, umožňuje řetězení požadavků a má i další výhody. Jako příklad může sloužit přenos
kompletní webové stránky. Klient odešle požadavek na server s využitím perzistentního spo-
jení, server odpoví požadovanou webovou stránkou, na které jsou umístěny obrázky. Klient
si o tyto obrázky musí zažádat, což může udělat v rámci již navázaného spojení. Ve chvíli,
kdy klient usoudí, že již žádné prostředky od serveru v blízké době požadovat nebude, může
relaci ukončit. Protokol ale popisuje i složitější situace, kdy mezi klientem a serverem exis-
1FTP – File Transfer Protocol
2MIME – Multipurpose Internet Mail Extensions
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tují další uzly (proxy, cache servery), tyto situace ale nejsou pro tuto práci podstatné. Ačkoli
HTTP obvykle využívá transportního protokolu TCP, za předpokladu poskytnutí spoleh-
livé komunikace může být postaven na jakémkoliv protokolu. Výchozím portem je TCP
80, ale není omezeno použití jiných portů. Další informace o World Wide Web a HTTP je
možné najít také v [33].
Obecný formát je u obou zmiňovaných zpráv stejný. Tvoří jej počáteční řádek, který
je hlavním vodítkem pro rozlišení mezi zprávou požadavku a odpovědi. Následuje libovolný
počet hlavičkových polí, která jsou tvořena vždy názvem, dvojtečkou a hodnotou. Názvy
i hodnoty hlaviček mohou být buď RFC specifikované nebo libovolné textové řetězce. Hla-
vičková pole nejsou citlivá na velikost znaků a nemají určené vzájemné pořadí. Konec
zprávy může tvořit její tělo, tedy data, jejichž kódování musí odpovídat kódování uvede-
nému v hlaviče Transfer-Encoding. Zpráva tedy končí buď tělem či koncem řádku (v pří-
padě, že zpráva tělo nemá). V protokolu není jednotná citlivost na velikost znaků. Řádky
jsou oddělovány vždy dvěma znaky carriage-return a line-feed (CRLF). Praktický příklad





Požadavek vychází z formátu obecné zprávy. První řádek je tvořen názvem metody za
kterým následuje URI (uniform resource identifier). Ta specifikuje zdroj serveru, na který
bude metoda aplikována. Závěr prvního řádku tvoří použitá verze HTTP. RFC 2616[17]
specifikuje 8 metod a nabízí možnost využití rozšiřující (libovolné) metody. URI může
být reprezentován absolutní nebo relativní formou a řídí se RFC 2396[6]. Řetězce metody
i HTTP verze jsou nezávislé na velikosti znaků, naopak URI je rozdílná při rozdílných veli-
kostech znaků. Také odpověď vychází z formátu obecné zprávy. Počáteční řádek je vytvořen
z řetězců popisujících verzi HTTP, status kód (trojciferné dekadické číslo vyjadřující kód
výsledku aplikace dotazu na zdroj serveru) a důvodovou frázi, která textově vysvětluje sta-
tus kód. Status kód je určen pro strojové zpracování, naopak důvodová fráze tento kód
popisující by měla být čitelná především lidmi.
2.3 SIP
Session Initiation Protocol (SIP) je signalizační protokol pracující na aplikační vrstvě mo-
delu ISO/OSI. Nejčastěji je využíván pro řízení multimediálních spojení, jako tomu může
být u VoIP (existují ale i jiné VoIP signalizační protokoly). V jeho možnostech je tvorba,
úprava a ukončení relací. SIP ale není komunikační systém, je určen pro jeho tvorbu in-
tegrací s jinými protokoly jako RTP, RTSP, Megaco, SDP a podobně. Navzdory tomu je
samostatně fungujícím protokolem a není na žádném jiném protokolu závislý. Relace pro-
tokolem vytvořené jsou využívány k internetové telefonii, multimediálním konferencím či
distribuci médií. Zdroje v rámci SIP sítě jsou identifikovány pomocí SIP URI, která má
podobný formát jako emailová adresa. Jedná se o textový protokol, který využívá kódování
UTF-8, poskytuje také zabezpečený transport zpráv pomocí TLS. Specifikace umožnuje
využití transportních protokolů TCP, UDP a SCTP, pro které je výchozím portem 5060.
Při využití TLS je výchozí port 5061. SIP v mnoha ohledech vychází z HTTP. Využívá
stejný transakční model typu požadavek/odpověď. V typické SIP komunikaci pro vytvoření
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Obrázek 2.1: Znázornění výměny SIP zpráv při přímém hovoru mezi dvěma uživateli.
relace ale na rozdíl od HTTP nefigurují pouze dva koncové uzly, zúčastněnými mohou být
také SIP proxy servery[27].
První verze SIP 1.0 byla definovaná v roce 1999 v RFC 2543[20], v roce 2002 následovala
redefinice v RFC 3261[41] na současnou verzi SIP 2.0. Jedná se o rozsáhlý protokol a jeho
důkladné vysvětlění je možné najít např. v [27], v textu ale uvádím pouze části podstatné
pro tuto práci spolu se vzorovým příkladem vytvoření relace pro internetovou telefonii mezi
dvěma volajícími.
Situace znázorněna na obrázku 2.1 vystihuje výměnu a pořadí SIP zpráv. Volající uži-
vatel (respektive jeho IP telefon) zde odesláním požadavku s metodou INVITE volanému
oznamuje příchozí hovor. Cílový IP telefon na tento požadavek reaguje odpovědí typu 180
Ringing. Ve chvíli přijetí hovoru volaným odešle jeho telefon odpověď typu 200 OK, načež
volající odpoví dotazem s metodou ACK zajišťující potvrzení. V tuto chvíli je dokončen
trojcestný handshaking (INVITE-200-ACK) a může začít přímé mediální spojení využíva-
jící jiný protokol. Ve chvíli ukončení hovoru je účastníkem odeslán dotaz s metodou BYE,
reakce druhého účastníka je potvrzení 200 OK, čímž je relace ukončena.
Jak lze na obrázku 2.1 vidět, SIP zprávy se dělí na požadavky a odpovědi. Například










První řádek je tvořen názvem metody, tedy INVITE, dále jsou možné metody REGIS-
TER, ACK, CANCEL, BYE, OPTIONS a s verzí 2.0 také PRACK[40]. Následuje SIP URI
sip:volany@domena.cz a verze protokolu SIP/2.0. Zpráva pokračuje sadou hlaviček a pře-









První řádek začína verzí SIP/2.0, pokračuje status kódem 180 a důvodovou frází Ringing.
Tak jako u požadavku zpráva pokračuje sadou hlaviček, přičemž Contetn-Length nulou
oznamuje, že zpráva nenese žádně tělo. Z ukázek lze vyčíst, že formát zpráv je v podstatě
totožný s HTTP.
2.4 SMTP
Simplme Mail Transfer Protocol (SMTP) je protokol určen ke spolehlivému přenosu elek-
tronické pošty v rámci stejné sítě nebo do jakékoliv jiné sítě. Jedná se o textový aplikační
protokol a je využíván k přenosu zpráv mezi dvěma poštovními servery. Klientský poštovní
software SMTP využívá pro odesílání zpráv na server. Pro příjem a čtení zpráv jsou vyu-
žívány jiné protokoly, například POP3 a IMAP[19]. Ačkoli protokol nejčastěji funguje na
TCP, není závislý na žádném protokolu nižší vrstvy za předpokladu spolehlivého přeno-
sového kanálu. Standardní port je TCP 25, pokud se komunikace účastní MUA3 je port
standardně TCP 587. Zabezpečená SMTP spojení využívají port TCP 465. SMTP pracuje
mezi dvěma uzly: buď mezi poštovními servery nebo mezi poštovním serverem a klientem
s klientským poštovním softwarem. Terminologie RFC 2821 ale v rámci SMTP procesu
označuje odesílatele jako klienta a příjemce jako server – pojem klient by měl tedy dva vý-
znamy. Proto je klient ve smyslu uživatele s e-mailovým klientským softwarem označován
jako MUA.
Historie protokolu sahá do sedmdesátých let dvacátého století, poprvé byl ale defino-
ván až v roce 1982 v RFC 821[39]. Postupem času byl několikrát aktualizován, především
v roce 2001 v RFC 2821[30]. Poslední aktualizace z roku 2008 je označována jako Extended
SMTP a je definována v RFC 5321[31]. Souhrnné informace o tomto protokolu ale i obecně
o elektronické poště je možné získat z [19].
Typický transakční scénář z obrázku 2.2 je zobrazením situace, kdy klient potřebuje
odeslat zprávu elektronické pošty. Klient je zde také v roli MUA, který inicializuje celou
komunikaci, tzn. vytvoří obousměrný přenosový kanál. Po inicializaci a
”
domluvě“, nastává
samotný přenos zprávy od klienta k serveru. Ten kromě dat zprávy zahrnuje i příkazy
specifikující odesílatele a příjemce zprávy, přičemž v rámci jednoho procesu je možné přenést
více zpráv, specifikovat více příjemců a podobně. Po vyřízení všech požadavků klient může
požádat a ukončení spojení. Je důležité zmínit, že klient generuje a odesílá pouze příkazy
a server na ně vždy odpovídá.
Jak je vidět pod tímto odstavcem, příkazy jsou textové řetězce ukončené znaky CR a LF.
Skládají se z názvu příkazu následovaného mezerou pokud za ním následuje parametr.
V příkladu níže se jedná o příkaz EHLO, jehož parametrem je doménové jméno. Příkazy jsou
přesně definovány v RFC a každý má mírně jiný formát, konkrétně jsou to HELO, EHLO,
3MUA – Mail User Agent
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Obrázek 2.2: Znázornění výměny SMTP zpráv při odeslání elektronické pošty.
MAIL, RCPT, DATA, RSET, VRFY, EXPN, HELP, NOOP a QUIT. Protokol umožňuje
použít i nespecifikované příkazy, ty musí začínat znakem X.
Příkaz = "PŘÍKAZ" [ SP parametr ] CRLF
EHLO wrona.kn.vutbr.cz
Přesně jedna odpověď musí být vygenerována na základě předchozího příkazu. Odpověď
(zobrazena pod tímto odstavcem) začíná trojciferným číslem, následuje jej text a ukončena
je také znaky CR a LF. V příkladu níže je použitý kód 220, text je eva.fit.vutbr.cz ESMP
Sendmail a jedná se o odpověď typu Greeting, kde za kódem je navíc povinně doménové
jméno serveru.
Odpověď = 3*DIGIT [ SP text ] CRLF
220 eva.fit.vutbr.cz ESMP Sendmail
2.5 DNS
Domain Name System (DNS) je veřejný systém poskytující mechanismus pro pojmenová-
vání síťových zdrojů. Je typicky využíván k překladu doménových jmen na IP adresy, jeho
možnosti jsou ale podstatně širší. Součástí jeho definice je kromě samotného protokolu speci-
fikován také přístup, uložení, správa dat a mnoho dalšího. Na rozdíl od ostatních protokolů
zkoumaných v této práci jsou zprávy definované systémem DNS reprezentovány binárně
a nejsou tedy čitelné po dekódování znakovou sadou. DNS předpokládá přenos v datagra-
mech či virtuálních okruzích, typicky je ale pro přenos zpráv využit transportní protokol
UDP a port 53. Délka dat je ale v tomto případě omezena na 512 bajtů, při překročení je
zpráva přeposlána protokolem TCP také na portu 53.
Poprvé byl DNS definován roku 1983, dnes se systém řídí aktualizovanými specifikacemi
RFC 1034 a 1035[34, 35]. Existuje také několik později specifikovaných rozšíření, jakým
je například Domain Name System Security Extensions (DNSSEC). Mnohem podrobnější
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Obrázek 2.3: Strom doménových jmen
popis systému a jeho implementace, než jaký je uveden v této kapitole, je možné hledat
v [2].
Internet zahrnuje dva hlavní jmenné prostory: internetové adresy a hierarchie domé-
nových jmen. Ten druhý je ve správě systému DNS a zajišťuje vzájemný překlad mezi
prostorem internetových adres. Databáze tato překladová pravidla udržující, je distibuo-
vaná mezi více jmenných serverů, tzn. že rozdílné části doménového prostoru mohou být
uloženy a spravovány na rozdílných místech. Struktura doménových jmen má hierarchické
uspořádání svých záznamů a tvoří strom (obr. 2.3). Kořen stromu je speciální záznam root,
což je řetězec nulové délky. Z kořene vedou přechody na uzly představující domény nejvyšší
úrovně (cz, com, edu, . . . ) a obdobně z těchto uzlů vedou přechody na jejich poddomény.
List stromu tvoří konkrétní síťové zařízení, jehož absolutní adresa je dána posloupností uzlů
na cestě ke kořeni. Architekturu implementují jmenné servery. Kořen stromu je tvořen root
servery, které poskytují především reference na jmenné servery spravující konkrétní doménu
nejvyšší úrovně. Referencované servery obsahují buď konkrétní překladová pravidla nebo
opět reference na další jmenné servery, které spravují dotazovanou poddoménu.
Přístup k DNS systému je zajišťován programem zvaným resolver, jehož hlavním úko-
lem je rezoluce dotazu na záznam v DNS systému. Nutnou podmínkou pro vyřešení dotazu
je znalost alespoň jednoho jmenného serveru. Reakce jmenného serveru na dotaz resolveru
ale mohou být dvě: buď je odpovědí požadovaná informace nebo pouze reference na jiný
jmenný server. Tyto případy se nazývají rekurzivní a iterativní dotaz, oba jsou znázorněny
na obrázku 2.4. Pokud při rekurzivním dotazu dotazovaný server nemá požadovaný záznam,
vytvoří další rekurzivní dotaz na jiný jmenný server, přičemž v odpovědi očekává požado-
vaná data. Tato operace se opakuje, dokud není konkrétní záznam nalezen nebo dokud není
zjištěno, že záznam neexistuje. Při iterativním dotazu resolver v odpovědi dostane nejlepší
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Obrázek 2.4: Dva druhy rezoluce dotazu - rekurzivní je modrou barvou, iterativní zelenou
a tyrkysová značí společné cesty.
možnou odpověď od dotazovaného serveru. V praxi to znamená, že požadovaná data do-
stane pouze pokud se na dotazovaném serveru nacházejí. Pokud ale server odpověď nezná,
odešle v odpovědi referenci na jiný jmenný server (pokud možno takový, který má o dotazu
lepší informace). S pomocí takto navrácených referencí by měl být resolver schopný pomocí
postupného dotazování na uživatelský dotaz odpovědět.
Z pohledu uživatele je systém zcela transparentní. V operačním systému implemento-
vaný resolver provede na pozadí dotaz a odpověď předá aplikaci. Častá je ale také situace,
kdy v operačním systému je implementovaný pouze tzv. stub resolver, který předává rekur-
zivní dotazy na jeden či více lokálních DNS serverů.
Příklad rezoluce: operační systém řeší překlad doménového jména www.vutbr.cz. Po-
mocí DHCP4 mu byla nastavena adresa DNS serveru na 147.229.190.143. Stub resolver
proto vytvoří rekurzivní dotaz a odešle jej na jemu známý jmenný server. Ten ale ve své
databázi takový záznam nemá, proto vytvoří iterativní dotaz na a.root-servers.net, což
je kořenový server, jehož adresu má uloženou. Ani ten ale požadovaný záznam nemá, proto
vrací nejlepší možnou odpověď, tzn. referenci na autoritativní server zóny a.ns.nic.cz
spolu s jeho adresou. S nově získanou adresou se proces opakuje, odpovědí je adresa jmen-
ného serveru rhino.cis.vutbr.cz. Ještě jednou je proveden dotaz, s tím rozdílem, že
rhino již požadovaný záznam má a odpoví IP adresou. Tímto je iterativní dotaz vyřešen
a server vrací resolveru výsledek. Na obrázku 2.4 je resolver součástí operačního systému
stroje user.kn.vutbr.cz. Z jeho pohledu se jednalo o rekurzivní dotaz. Jmenný server
arekol.kn.vutbr.cz ale dotaz již řešil iterativně.
Veškerá komunikace (dotazy, odpovědi, DNS UPDATE, . . . ) je přenášena jediným ty-
pem zprávy. Tato zpráva se dělí na hlavičku, pole dotazů, odpovědí, autoritativních serverů
a dodatečných informací. Každá z těchto částí se ještě dále dělí, což dělá vysvětlění a popis
formátu zprávy obsahově náročným. Proto je rozbor jednotlivých částí, jejich polí a bitových
příznaků umístěn v příloze B.
4DHCP – Dynamic Host Configuration Protocol
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Kapitola 3
Monitorování a analýza síťového
provozu
Monitoring sítí patří do oblasti správy počítačových sítí a můžeme pomocí něj získat infor-
mace o stavu síťových služeb a zařízení[42]. Podle způsobu provádění rozdělujeme monito-
ring na pasivní a aktivní. Pasivní přístup do sítě žádným způsobem nezasahuje. Může se
jednat o čekání na asynchronní události jako upozornění či chybová hlášení síťových prvků
a aplikačních serverů. Naopak akcemi, které ovlivňují síť tím, že do ní vkládají pakety, do-
sáhneme aktivního monitorování. Patří zde zasílání zpráv typu echo protokolu ICMP (ping),
na podporovaných zařízeních se využívá SNMP (Simple Network Management Protocol).
Aplikační servery, které využívají TCP, lze v rámci aktivního monitorování dotazovat slu-
žbou telnet.
Analýzu provozu je možné rozdělit na statistické monitorování a hloubkovou analýzu
paketů[46]. Statistické monitorování provozu je analýza dat získaných dlouhodobým moni-
torováním. Jako nejzákladnější způsob se nabízí systém SNMP, který kromě asynchronních
notofikací (traps) využívaných pro pasivní monitorování, definuje také protokol pro komuni-
kaci typu dotaz–odpověď[10]. Pomocí něj je možné pravidelně dotazovat zařízení například
na aktuální stavy čítačů na síťových rozhraních a hodnoty sledovat. Hlavní nevýhodou to-
hoto řešení je vysoká míra agregace, protože do čítačů se započítává veškěrý provoz na
rozhraní, chybí členitější informace. Širší možnosti nabízí systém RMON (Remote Network
Monitoring). Oproti SNMP umožňuje vytvářet statistiky nikoliv pouze o jediném zařízení,
ale o celém segmentu síťě, vytvářet historii vybraných statistik a analyzovat nasbíraná
data[42]. Systémy SNMP ani RMON ale již nejsou dostačující, pro moderní síťe je po-
třeba využít pokročilější techniky, jakými jsou například ty operující se záznamy o síťových
tocích.
Hloubková analýza sleduje obsah paketu. Ten je tvořen hlavičkami jednotlivých vrstev
a datovou částí, která je pro tento způsob monitorování nejpodstatnější. Obsah paketu je
potom porovnáván se známými vzory v podobě např. regulárních výrazů nebo klíčových
slov, které mají za cíl odhalit útoky, počítačové viry nebo spam. Na základě pozitivního
výsledku je vykonána akce závislá na systému provádějícím analýzu, např. uložení záznamu
o incidentu nebo blokování podezřelé komunikace. Protože ukládat datový obsah paketů
by bylo velice náročné na úložiště, je nutné tento způsob analýzy provádět v reálném čase.
Z toho plyne nutnost krátké doby zpracování paketu, zvláště při použití na vysokorychlost-
ních sítích.
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Obrázek 3.1: Způsob monitorování síťových toků.
3.1 Monitorování síťových toků
Ačkoli technologie NetFlow byla představena společností Cisco, je často využívána i u jiných
výrobců a je témeř synonymem pro sběr informací o IP síťových tocích. Její výhodou oproti
dříve zmiňovaným technologiím je nižší míra abstrakce, kdy celý provoz je dělen na toky.
IP tok může být definován různě, obecně je to množina IP paketů procházející bodem
pozorování za určitý časový interval mající společnou sadu vlastností[3]. U NetFlow množina
vlastností zahrnuje název rozhraní, cílovou a zdrojovou IP adresu, IP protokol, číslo cílového
a zdrojového portu a IP typ služby. Při shodě všech těchto hodnot patří pakety do stejného
toku a ke každému z nich je ukládána nejen zmiňovaná množina vlastností jej identifikující,
ale také další statistiky jako počet paketů a bajtů, čas počátku a konce toku nebo nastavené
TCP příznaky.
Protože NetFlow jsou nestandardizované protokoly1 vyvinuté společností Cisco, vznikla
obecná definice protokolu pro přenos záznamů o tocích. Vychází z NetFlow v9 a nese název
IPFIX (IP Flow Information Export). Dokument [14]2 popisuje monitorování toků od jejich
exportu, přes přenos nezávislý na transportním protokolu, až po proces sběru záznamů na
kolektoru.
Na obrázku 3.1 je zachycen způsob monitorování síťových toků a lze na něm vidět
hned několik komponent. Jednou z nich je zařízení, které monitoruje síťový provoz a sbírá
o něm informace. Tato komponenta se nazývá exportér nebo agent a může být imple-
mentována buď jako součást směrovače, přepínače nebo jako autonomní sonda. Exportér
vytváří záznamy o tocích a v určitém čase je odesílá. Další prvek architektury je kolektor.
Jeho úkolem je příjem dat odeslaných jedním či více exportéry a uložení záznamů na disk
nebo do databáze. Kolektor může být také schopen prezentace uložených dat (např. formou
webového rozhraní), analýzy nebo zpracování dotazů nad uloženými záznamy. Spektrum
1pro verzi 9 existuje informační RFC 3954
2specifikace IPFIX jsou zdokumentovány v celé řadě dokumentů RFC
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těchto možností se odvíjí od použitého kolektoru. Nedílnou součástí měření je transport
dat z exportéru na kolektor. K tomu slouží protokol komunikace. NetFlow protokol existuje
v několika verzích, přičemž nejrozšířenější jsou verze 5 a 9[46].
3.2 Software Defined Monitoring
Současná řešení pro monitorování IP síťových toků ale nejsou pro všechny oblasti a situace
dostačující. Výzkum probíhá především v oblasti hledání metod a vzorů pro detekci anomálií
a útoků v uložené množině záznamů o tocích. Neustálý růst propustnosti a nedostatečná
podpora pro zpracování aplikačních protokolů u existujících řešení jsou ale hlavní motivací
pro vývoj nových nástrojů pro monitorování sítí. Zajímavý přístup k této problematice
nabízí právě Software Defined Monitoring (SDM)[28]. Jedná se o nové paradigma akcelerace
monitorování toků, které umožňuje softwarově řídit hardwarový preprocesor pro zpracování
toků. Součástí modelu je tedy HW jednotka zajišťující akceleraci a SW moduly pro řízení
HW, detailní analýzu paketu, včetně jeho aplikační vrstvy. Princip fungování je následující:
pakety nezařazené do žádného toku jsou zaslány do SW modulu, který paket zpracuje
a o chování HW jednotky vzhledem k paketům ze stejného toku rozhodne jedním ze tří
stavů ohodnocení:
Zajímavý: celé pakety jsou zasílány do SW
Obyčejný: pro tok je spravován NetFlow v HW
Nezajímavý: pakety jsou zahozeny v HW
V čem spočívá výhoda tohoto řešení? V možnosti analýzy aplikačního protokolu i ve vyso-
korychlostních sítích. Zpracování aplikační vrstvy hardwarově by bylo velice obtížné, soft-
warová analýza veškerého provozu je ale pro vysokorychlostní sítě pomalá. Úzká vazba mezi
HW a SW v SDM ale redukuje množství paketů zpracovávaných softwarově a kombinuje
tak vysokorychlostní HW NetFlow monitoring spolu s výhodami běžných programovacích
jazyků v SW.
Možnost HW akcelerace zpracování aplikačních protokolů dělá ze SDM velice perspek-
tivní způsob monitorování. Pro efektivní fungování SW části je ale nutné detekovat provoz,
který je tunelovaný nebo jeho skutečný obsah z jiných důvodů neodpovídá číslu portu.
Důvodem je potřeba přesné distribuce protokolů na jednotlivá procesorová jádra. V opa-
čném případě je procesor zbytečně vytížen meziprocesovou komunikací. Proto je potřeba
najít vhodný způsob detekce tunelovaného provozu a identifikace aplikačních protokolů
v hardwaru. Navrhovaný model proto představuje první krok k implementaci HW jednotky




Existuje několik důvodů, proč je potřeba zajistit síťovým tokům přesnou identifikaci aplikač-
ního protokolu. Aplikační protokol je konvence, kterou se řídí elektronická komunikace dvou
či více aplikací. Na jeho základě je tedy možné určit konkrétní aplikaci a v případě, že není
použití této aplikace povoleno, nabízí se možnost blokace její komunikace. Kromě striktního
blokování lze aplikaci také omezit šířku pásma, což lze s výhodou použít pro asymetrické
rozdělení dostupné šířky pásma mezi aplikacemi. Další oblastí využití je tvorba statistik
zahrnující počet bajtů, paketů a toků vyprodukovaných jednotlivými aplikacemi. Takové
statistiky lze využit např. pro ladění kvality služeb (QoS) nebo účtování[15]. Všechny tyto
případy použití je možné realizovat v SDM ve spolupráci s navrženým konceptem. V modelu
SDM je navíc potřeba také protokolová dělička, která na základě identifikovaného protokolu
rozhodne, do kterého softwarového modulu bude paket poslán na bezpečnostní analýzu.
4.1 Teoretické možnosti
4.1.1 Identifikace podle obsahu
Oba dva v Internetu nejpoužívanější transportní protokoly TCP a UDP nesou ve svém
záhlaví informaci o zdrojovém a cílovém portu. IANA1 spravuje veřejný registr čísel trans-
portních portů a jim přidružených služeb2. Pokud takový záznam v registru existuje, z čísel
portu je možné vyčíst komunikující službu. Klient zahajující komunikaci směrem k aplikač-
nímu serveru nastaví zdrojový port náhodně a cílový port obvykle dle zmiňovaného registru.
Server v odpovědi hodnoty vzájemně vymění. Přístup k identifikaci aplikace spoléhající se
pouze na tato čísla je ale naivní hned z několika důvodů. Server naslouchající na jiném než
registrovaném portu je prvním z nich, proxy servery a síťové tunelování jsou další. Existuje
mnoho volně využitelných proxy serverů3, které jako mezistupeň v komunikaci se serverem
dokáží překládat požadavky z nestandardního portu na běžný registrovaný port (obr. 4.1),
čímž kromě obcházení administrativních omezení dokáží také znemožnit identifikaci pro-
tokolu dle portu. Síťové tunelování je technika, při níž je protokol zapouzdřen do jiného
protokolu, tzv. nosiče. Takovou možnost nabízí například SSH (Secure Shell) nebo VPN
(Virtual private network), které fungují zpravidla tak, že vytvoří zabezpečené spojení mezi
klientem a příslušným tunelovacím (nikoliv cílovým) serverem. Tímto tzv. tunelem jsou ja-
kákoliv data bezpečně přenesena uvnitř protokolu nosiče. Tunelovací server následně data




Obrázek 4.1: Webový proxy server
”
rozbalí“ a předá cílovému serveru. Odpovědi serveru jsou také přepravovány tunelem. Roz-
díl oproti proxy serveru je ten, že kromě změny portu dochází ještě k zapouzdření (a větši-
nou i k šifrování) přenášených dat. Dále některé protokoly umožňují vytvoření sekundárního
toku na náhodném portu, příkladem tohoto chování je pasivní mód FTP. Tyto praktiky jsou
důvodem hlavní nevýhody této metody, kterou je nízká přesnost[36, 45]. Existují ale také
nesporné výhody jako rychlost z hlediska počtu paketů, které je nutné prozkoumat (první
paket vždy rozhodne) a vysoká propustnost (pouhé čtení hodnot z hlavičky transportní
vrstvy).
Dále se nabízí možnost provádět nad daty syntaktickou analýzu, jinak řečeno pokusit
se data analyzovat podobným způsobem jako na klientském/serverovém softwaru příslušné
aplikace. Gramatiku, vůči které se analýza provádí, je u specifikovaných protokolů snadné
získat. Problém nastává u nespecifikovaných či proprietárních protokolů, kde jediná mož-
nost získání gramatiky je reverzním inženýrstvím. Při každé změně protokolu4 je nutné
tento proces opakovat, popř. udržovat více verzí gramatiky. Pokud struktura dat odpovídá
některé z gramatik, lze daný provoz označit protokolem gramatice příslušející. Výhody to-
hoto přístupu jsou vysoká přesnost u standardních protokolů a schopnost klasifikace toku
už dle jeho prvních paketů[32], nevýhoda spočívá v náročnosti analýzy dat a často špatných
možnostech paralelizace. Tyto aspekty zapříčiňují nízkou propustnost při nasazení nad pro-
vozem v reálném čase. Problém také způsobuje fragmentace na síťové vrstvě a segmentace
na transportní vrstvě, v jejichž důsledku paket nemusí obsahovat dostatek dat pro kom-
pletní analýzu. Podobně je na tom i doručení paketů v jiném pořadí, které běžně řeší až
implementace TCP. Řešením by mohlo být dočasné ukládání dat, ale potřebná kapacita
a cena za opětovnou analýzu je vysoká.
Protokol, ať už textový nebo binární, obvykle obsahuje nějaké typické posloupnosti
bajtů, které je možné využít pro jeho identifikaci. Vyskytují se typicky v prvních paketech
toku, kterými se přenáší záhlaví protokolu. Způsobů a modelů, kterými je možné tyto signa-
tury popisovat a následně vyhodnocovat, je hned několik. Oblíbený je popis těchto signatur
ve formě regulárních výrazů[15, 47], kde zkoumaný paket je porovnáván s množinou výrazů
a při shodě je paket klasifikován protokolem příslušejícím daným signaturám. Z množiny
výrazů programu l7-filter lze vyčíst, že se často zaměřují pouze na počáteční část paketu.
Je tak prováděna pouze částečná analýza oproti analýze úplné popisované v předchozím
odstavci. Tímto řešením lze dosáhnou větší propustnosti, zmenšuje se náchylnost na frag-
mentaci/segmentaci (je potřeba menší množství dat), snižuje se ale přesnost[32] z důvodu
4u proprietárních protokolů lze změny očekávat i z důvodu ochrany proti jeho identifikaci
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větší míry falešně pozitivních nálezů. Dále je možné specifické posloupnosti hledat exakt-
ním porovnáváním sady řetězců s daty aplikační vrstvy[37], u textových protokolů se nabízí
využití algoritmů pro vyhledávání řetězců (signatur) v textu a podobně.
4.1.2 Identifikace podle statistických dat
V oblasti strojového učení je klasifikace problém, jenž řeší do které kategorie bude zkoumaný
objekt zařazen. Vyhodnocení probíhá na základě množiny dat (tzv. trénovací množina),
jejichž kategorie je předem známá. Rozpoznávání vzorů ve vstupních datech je příklad
klasifikace, která na základě známých vzorů zjištěných z trénovací množiny dokáže klasi-
fikovat vstupní data. V této oblasti existuje množství tříd algoritmů (klasifikační, shluko-
vací a další)[44], z nichž některé konkrétní jsou použitelné i pro oblast počítačových sítí
(rozhodovací stromy, naivní Bayesův klasifikátor, lineární diskriminační analýza, shluková
analýza a další)[32]. Hodnoty polí ze záhlaví síťové a transportní vrstvy, vlastnosti jako
velikost a délka toku, velikost přenášených dat, časové intervaly, apod.[45] představují sta-
tistická vstupní data pro tyto algoritmy. Pro jejich získání je možné využít NetFlow/IPFIX
záznamů. Hlavní nevýhoda, která plyne z principu statistické analýzy, je nutnost mít tyto
statistické údaje k dispozici. To výrazně zvyšuje dobu nutnou k identifikaci (např. rozhodo-
vací stromy dosahují dobré přesnosti až při více než desíti paketech[32]). Naopak fragmen-
tace/segmentace ani kryptografie zde nepředstavují takový problém jako je tomu u identi-
fikace dle obsahu.
4.2 Volně dostupná řešení
L7-filter[15] je klasifikátor paketů pro operační systém Linux. Program využívá filtrovací
framework netfilter a je ovládán pomocí jeho uživatelského frontendu iptables. Identifikaci
provádí pouze na základě obsahu aplikační vrstvy, konkrétně signatur, které jsou reprezen-
továny pomocí regulárních výrazů. V algoritmu 1 lze mimo jiné vidět, že pro každý tok jsou
v paměti uchována aplikační data do doby, než je tok ohodnocen nebo než je překročena hra-
nice prohledaných paketů bez úspěchu. Tímto způsobem je eliminován problém fragmentace
dat. Program podporuje širokou škálu protokolů: standardizované, peer-to-peer ale i pro-
prietární Skype. Příslušné regulární výrazy (čtyři klíčové jsou uvedeny v tabulce 4.1) jsou
umístěny v definičních souborech a je možné je upravit nebo vytvořit vlastní pro dosud










SMTP ^220[\x09-\x0d -~]* (e?smtp|simple mail)
Tabulka 4.1: Některé regulární výrazy l7-filteru
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Algorithm 1 Pseudokód pro Netfilter modul programu l7-filter[15]
if regulární výraz není zkompilován then
zkompiluj jej a přidej do seznamu
else
nahrej výraz ze seznamu
end if
if tok už byl klasifikován then






if překročena hranice množství paketů toku bez nálezu then
return false
end if
připoj aplikační data do paměti toku
if regulární výraz odpovídá datům v paměti toku then





nost identifikace. Poslední verze definičních souborů je označena datem 28.5.2009 a program
využívá knihovní funkce, které se v aktuálních verzích používaných knihoven už nevyskytují.
nDPI[37] je knihovna pro hloubkovou analýzu paketů spravovaná společností ntop.
Vznikla jako odnož dnes už nedostupné knihovny OpenDPI5, do které byla postupem času
přidávána podpora pro další protokoly. V současnosti je uváděna podpora 165 protokolů
a zahrnuje protokoly standardizované, peer-to-peer a také proprietární jako Skype nebo
Dropbox. Knihovna zvládá také práci s šifrovaným obsahem. Jakým způsobem ale klasifi-
kátor pracuje, je nutné hledat ve zdrojových kódech. Pro každý protokol existuje modul,
který v sobě ukrývá definice aplikačních signatur zabudované v kódu a bez hlubší znalosti
není snadné jej upravit. Moduly, které jsem zkoumal, nemají jednotný způsob identifikace,
nepoužívají regulární výrazy ani statistická data.
Knihovna libprotoident[43] byla vytvořena výzkumnou skupinou WAND na novozéland-
ské univerzitě Waikato. Přístup k identifikaci je neobvyklý tím, že využívá kombinaci apli-
kačních dat i hlaviček paketu. Je uvedeno, že knihovna využívá pouze první čtyři bajty apli-
kační vrstvy z paketů v obou směrech toku, informaci o velikosti prvních paketů nesoucích
data také v obou směrech a čísla portů. Na základě těchto údajů je v současnosti schopna
rozpoznat více než 250 aplikačních protokolů. Také u této knihovny jsou veškerá aplika-
ční specifika zabudována do zdrojového kódu a chybí podpora pro jednoduchou úpravu
podmínek pomocí protokolového konfiguračního souboru.
Cílem projektu IPP2P[1] je identifikace pouze peer-to-peer protokolů. Dnes již ale ve své
open-source verzi není nadále vyvíjen (poslední vydání 27.09.2006), pokračuje jako komerční
produkt společnosti ipoque (viz 4.3). Podobně je cílen i program HiPPIE (Hi-Performance
5http://www.opendpi.org/
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Protokol Počet toků Objem [MB] Počet toků [%] Objem [%]
Všechny 767690 53310 100 100
HTTP 43127 7325 5.618 13.740
SMTP PLAIN 67 62 0.009 0.116
SMTP TLS 52 3 0.007 0.006
DNS 18251 8 2.377 0.014
Tabulka 4.2: Testovací provoz
Protocol Identification Engine)[4]. Oba dva fungují na principu hledání signatur v aplika-
čních datech a využívají k tomu modul frameworku netfilter stejně jako l7-filter. Aplikace
SPID (Statistical Protocol IDentification)[21] o sobě uvádí, že je důkazem funkčnosti stej-
nojmenného konceptu. Jak už název napovídá, SPID se pokouší identifikovat aplikační
protokol na základě analýzy statistik dat a toků.
4.3 Komerční produkty
ipoque PACE: společnost ipoque se zaměřuje na DPI a ve svém portfoliu nabízí produkt
s názvem PACE (Protocol & Application Classification Engine)[22]. Jedná se o softwa-
rovou knihovnu realizující hledání vzorů a chování, statistickou analýzu a heuristiku.
Je uváděna schopnost práce v reálném čase.
Cisco NBAR: poprvé implementován v operačním systému IOS verze 12.0(5)XE2 před-
stavuje NBAR (Network-Based Application Recognition)[11] klasifikátor pracující se
širokým spektrem aplikací. Systém může fungovat ve spojení s QoS, které na základě
klasifikace provádí akce pro zlepšení kvality služeb.
Blue Coat PacketShaper: tento autonomně fungující hardwarový přístroj ve verzi S500
dokáže pracovat na 10Gbps sítích a rozpozná více než 900 aplikačních protokolů. Tuto
vlastnost využívá například k asymetrickému přidělování šířky pásma jednotlivým
aplikacím dle nastavených priorit[7].
Palo Alto App-Id: technologie App-Id je využívaná u produktů společnosti Palo Alto
a dokáže kromě identifikace dle signatur pracovat i s šifrovaným obsahem. Při nalezení
známého protokolu jsou data dekódována a zkontrolována na základě bezpečnostních
politik. Na neznámé protokoly je aplikována heuristika[38].
4.4 Srovnání a kritika
Tato sekce je založena na technické zprávě[9], která nezávisle porovnává přesnost dostup-
ných DPI nástrojů pro klasifikaci provozu. V této práci jsou obsaženy některé výše zmiňo-
vané nástroje, konkrétně OpenDPI, l7-filter, nDPI, libprotoident a komerční ipoque PACE
a Cisco NBAR. Porovnávání bylo prováděno na síťovém provozu, ke kterému byla do-
stupná metadata vytvořená pomocí VBS (Volunteer-Based System)[8]. Pro každý tok byl
také znám název procesu ze systémového soketu. Testovací data obsahují 17 různých apli-
kačních protokolů z 19 aplikací a 34 webových služeb. Výsledky jsou obsáhlé a zde budou
uvedeny pouze protokoly relevantní k této práci (tabulka 4.2). Srovnání nepodává žádnou
informaci o protokolu SIP, protože v testovacím provozu tento protokol chybí.
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Protokol Nástroj
Originální sada Neúplné pakety Neúplné toky
X × X × X ×
HTTP
OpenDPI 95.68 0.59 0.76 0.00 95.95 0.59
nDPI 84.49 0.01 1.39 0.01 82.11 0.01
l7-filter 3.58 96.04 0.00 99.98 3.58 96.04
libprotoident 99.80 0.07 99.80 0.07 99.80 0.07
PACE 70.92 0.63 0.76 0.00 71.23 0.63
NBAR 99.04 0.17 97.27 0.17 97.79 0.17
SMTP
PLAIN
OpenDPI 100.00 0.00 0.00 0.00 100.00 0.00
nDPI 0.00 0.00 0.00 0.00 0.00 0.00
l7-filter 100.00 0.00 100.00 0.00 100.00 0.00
libprotoident 100.00 0.00 100.00 0.00 100.00 0.00
PACE 100.00 0.00 0.00 0.00 100.00 0.00
NBAR 100.00 0.00 100.00 0.00 100.00 0.00
SMTP
TLS
OpenDPI 0.00 0.00 0.00 0.00 0.00 0.00
nDPI 0.00 0.00 3.85 0.00 0.00 0.00
l7-filter 0.00 0.00 0.00 0.00 0.00 0.00
libprotoident 100.00 0.00 100.00 0.00 100.00 0.00
PACE 0.00 0.00 0.00 0.00 0.00 0.00
NBAR 0.00 0.00 0.00 0.00 0.00 0.00
DNS
OpenDPI 99.99 0.00 99.99 0.00 99.99 0.00
nDPI 99.99 0.00 99.99 0.00 99.99 0.00
l7-filter 99.62 0.05 1.54 12.40 99.62 0.05
libprotoident 99.96 0.00 99.96 0.00 99.96 0.00
PACE 99.95 0.00 99.95 0.00 99.95 0.00
NBAR 99.99 0.00 99.99 0.00 99.98 0.01
Tabulka 4.3: Srovnání přesnosti nástrojů pro klasifikaci síťového provozu[9]. Zeleně jsou
podbarveny správně klasifikované toky, červeně je míra falešné identifikace. Výsledky uve-
deny v procentech.
Tabulka 4.3 ukazuje počet správně a nesprávně klasifikovaných toků vyjádřených pro-
centuálně vzhledem ke skutečnému počtu toků. U každého nástroje jsou uvedeny tři vý-
sledky: první je pro originální sadu dat s kompletními toky i pakety, druhý pro sadu dat
s pakety zkrácenými na 70 bajtů a třetí pro toky zkrácené na prvních 10 paketů. Zkrá-
cení paketů simuluje fragmentaci, což může být kritické pro obsahovou identifikaci, naopak
zkrácení toků je nevýhodné pro statistickou identifikaci.
Na zobrazené podmnožině protokolů svou přesností vyniká knihovna libprotoident. Její
výsledky jsou ve všech testech téměř stoprocentní a jako jediná také zvládla klasifikaci šif-
rovaného SMTP. Výborné výsledky poskytuje Cisco NBAR, o něco horší je ipoque PACE.
Knihovny OpenDPI a nDPI poskytují srovnatelnou přesnost, s vyjímkou SMTP. Modul
knihovny nDPI realizující klasifikaci SMTP poskytuje nulovou přesnost. Nejhůře z testo-
vaných dopadl nástroj l7-filter. Pouhé necelé 4 % správně klasifikovaných HTTP toků jsou
nepřijatelné. Výsledky jsou samozřejmě zkresleny použitou testovací sadou dat. Množství
toků zdaleka není dostatečné u všech protokolů (67 toků SMTP), vadou může být také
nízká různorodost dat a nevylučuje se ani chybná referenční klasifikace toků.
Přesnost ale není jediné kritérium, které je nutné brát v potaz. Srovnání rychlosti nebo
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výkonnosti ale zpráva[9] nepřináší, tyto informace jsem nenašel ani v jiném zdroji. Bez testů
lze tuto informaci částečně odvodit z principu fungování. Přesná libprotoident potřebuje
minimálně první paket z obou směrů toku. Limitující tedy může být schopnost identifikace
nejdříve při druhém paketu a nutnost pro každý tok uchovávat informace navíc. Knihovna
také není úplně nezávislá na číslech portů. Cisco NBAR je dostupné pouze jako součást
operačního systému IOS a ipoque PACE je komerční knihovna, o které není k dispozici
mnoho informací. Rychlost l7-filteru závisí na použitých regulárních výrazech. Ty, které
jsou dostupné spolu s programem, se ale na rychlost identifikace nezaměřují. Například
identifikace HTTP je založena na rozpoznání odpovědi, která typicky přichází po dotazu,
takže je tok identifikován nejdříve při druhém paketu. Tato vlastnost spolu se špatnou přes-
ností, nízkou propustností[32] a vysokou mírou falešné identifikace dělá z l7-filteru nejhorší
řešení z testovaných. Tvůrci srovnání zapojili do testů také upravené verze l7-filteru a pro-
tokolových definic6, jejich výsledky ale stále nebyly tak dobré, jako u ostatních nástrojů.
Z uvedených důvodů předpokládám, že použití regulárních výrazů pro klasifikaci toků není
příliš vhodné.




Motivací této práce je bezpochyby paradigma SDM popsané v sekci 3.2. Díky tomu vznikají
prioritní požadavky a předpoklady, které by měl model splňovat nebo se k nim alespoň co
nejvíce přiblížit:
Možnost mapování do hardware: důležitý předpoklad, vznikající z umístění modulu
identifikace v hardwarové části SDM, je možnost jeho mapování do hardwaru. Celý
model identifikace byl tedy navrhován s ohledem na možnosti a omezení hardwaru.
Rychlost: v tomto kontextu rychlost závisí na počtu paketů toku, které je nutné prozkou-
mat, než je možné tok ohodnotit1. První paket toku (v tuto chvíli bez pravidla) je
celý přenášen přes sběrnici do procesoru, kde uživatelsky specifické aplikace provádí
mimo jiné tvorbu pravidla, které je přiřazeno k toku zkoumaného paketu a uloženo
do firmwarové části. V ideálním případě se tak stane při prvním paketu a při pří-
chodu druhého již pravidlo existuje. Každá uživatelská aplikace SDM (softwarový
modul) je samostatně běžící proces v operačním systému. Při zadání zpracování pa-
ketu špatnému modulu vzniká nutnost paket zpracovávat vícekrát, zárověň také roste
míra využití meziprocesové komunikace. Ať už se jedná o komunikaci mezi aplikacemi
samotnými nebo aplikacemi a řadičem SDM, měla by být z výkonnostních důvodů
omezena na minimum. Aby softwarové moduly netvořily úzké hrdlo celého systému,
tok by měl být identifikován rychle (ideálně dle prvního paketu), aby byl paket zpra-
cován správným modulem.
Přesnost: zcela implicitním předpokladem modelu je nejvyšší možná přesnost identifikace.
Kromě jiných možných následků je v případě nepřesné a nespolehlivé identifikace
paket zpracován nesprávným modulem a dochází k výše popsaným následkům.
Způsoby, které pro identifikaci využívají volně dostupné nástroje a knihovny jsem, ana-
lyzoval (4.2) a následně porovnal dle přesnosti, rychlosti a propustnosti (4.4). Nástroj vy-
užívající regulární výrazy nepodával dobré výsledky, proto jsem se použití tohoto způsobu
hledání signatur vyhnul. Také knihovna nDPI dopadla pouze průměrně a u některých pro-
tokolů úplně selhala. Naopak výborně dopadla knihovna libprotoident, která kombinuje
statistickou a obsahovou identifikaci. Identifikace dle statistických dat má své přednosti,
nicméně je nutné pro ohodnocení toku mít k dispozici statistická data. Ta je možné získat
například z NetFlow záznamu, který je aktualizován s nově příchozím paketem. V době
1nízký počet paketů znamená vysokou rychlost identifikace
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příchodu prvního paketu ale rozhodně není známo tolik statistických údajů, které by umož-
nily provést přesnou a spolehlivou identifikaci toku. Při požadavku na rychlost se tento
způsob ukazuje jako nevhodný a navrhovaný model jej proto nevyužívá. Řešením je prová-
dět identifikaci na základě obsahu paketu. Z analýzy této metody v sekci 4.1.1 plynou dvě
možnosti:
1. Úplná syntaktická analýza paketu. Ta spolu s vysokou přesností přináší také řadu
nevýhod: jednou z nich je náročnost implementace, protože modul každého protokolu
by musel obsahovat jeden či více2 analyzátorů, přičemž protokoly mohou být zna-
čně složité. Takové řešení nevyniká svou propustností, ani nenabízí dobré možnosti
paralelizace, výhoda hardwaru by zůstala nevyužita.
2. Typické posloupnosti bajtů (v případě textových protokolů to jsou řetězce) jsou dru-
hou možností. Přesnost je nižší než při úplné analýze, menší náchylnost k fragmentaci
paketů a lepší možnost paralelizace staví tento způsob před všechny ostatní. Existence
řady způsobů vyhledávání signatur navíc zaručuje vysokou variabilitu.
5.1 Obecný model
Při návrhu modelu jsem se inspiroval metodou rozpoznávání vzorů, která pro klasifikaci
využívá rozhodovací strom. Podmínky, na základě kterých je rozhodováno o cestě mezi
kořenem a listem, nejsou modelem diktovány. Jejich špatná volba ale bude mít negativní
vliv na vlastnosti modelu. Jak bude vidět u realizace modelu pro zadané protokoly, volil
jsem podmínky z oblasti obsahové identifikace, nikoliv statistické. To dává modelu možnost
rychlé identifikace, ideálně na základě aplikačního obsahu prvního paketu toku. Možná je
také implementace v hardwaru. Podmínky, které budou vzájemně nezávislé, umožňují pa-
ralelní vyhodnocování a bude tak využito výhod hardwaru. Přesnost klasifikace je zcela
v moci jednotlivých podmínek. Model navíc oproti požadavkům nabízí dva druhy vyhod-
nocení paketu. Jednoznačná klasifikace, která je analogií nálezu vzoru regulárním výrazem,
je doplněna o klasifikaci, kdy podmínky jsou splněny pouze částečně. Důvod volby rozho-
dovacího stromu je tedy jednoznačný: splnění požadavků a předpokladů specifikovaných na
začátku této kapitoly, obohacených o možnost pravděpodobnostní klasifikace.
Základem je zmiňovaný rozhodovací strom, ve kterém vnitřní uzly reprezentují pod-
mínky z množiny C = {c0, c1, c2, . . . , ci} a listy uchovávají výslednou hodnotu pravděpo-
dobnosti z množiny R = {r0, r1, r2, . . . , rn}. Podmínka může být vyhodnocena pouze jako
splněna či nesplněna, každý vnitřní uzel má proto právě dva potomky, jedná se tedy o bi-
nární strom. Všechny uzly jedné úrovně reprezentují stejnou podmínku. Kořen stromu je
tvořen uzlem c0 a oba jeho potomci (pro případ splněné i nesplněné podmínky) jsou uzly
reprezentující podmínku c1. Stejným způsobem je strom tvořen až do úrovně i, ve které
uzly představují podmínku ci. Potomky těchto uzlů jsou listy, ve kterých je uložena pře-
dem vypočtená hodnota. Ta určuje pravděpodobnost nálezu zprávy (protokolu), kterou
specifikuje množina podmínek C. Z výše uvedeného plyne, že vlastnosti stromu jsou zá-
vislé na kardinalitě množiny podmínek |C| = i. Hloubka stromu h = i + 1, kde každá
podmínka tvoří jednu úroveň a listy jsou vždy tvořeny pravděpodobnostmi. Počet vnitř-
ních (podmínkových) uzlů nvnitrni = 2i − 1, počet listů nlisty = 2i a celkový počet uzlů
nuzly = nvnitrni + nlisty = 2
i+1 − 1. Na obrázku 5.1 je strom znázorněn s i podmínkami a n
listy.
2pokud bychom chtěli umět rozpoznat více druhů zpráv stejného protokolu, např. dotaz i odpověď HTTP
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Obrázek 5.1: Rozhodovací strom použitý v modelu
Pro každou možnou kombinaci výsledků podmínek (každý možný průchod stromem)
existuje právě jedno ohodnocení v podobě pravděpodobnosti nálezu. V případě výskytu
vzájemně se vylučujících podmínek vzniknou větve, do kterých se nelze při vyhodnoco-
vání dostat. Listy v takových větvích nesou nulovou pravděpodobnost. Pokud je podmínka
cn nezávislá na podmínce cn−1, vyhodnocení obou podmínek je možné provádět paralelně
a výsledky ukládat např. v podobě bitového vektoru. Obdobně pro celý strom při nezávis-
losti všech podmínek. Vyhledání výsledku je potom možné realizovat vyhledáním vzniklého
bitového vektoru v tabulce vektorů a příslušných pravděpodobností.
Typy listů
V modelu existují tři typy listů:
Referenční: cesta stromem, která k těmto listům vede, znamená splnění/nesplnění ta-
kových podmínek, které jednoznačně identifikují hledanou zprávu. Tyto listy nesou
ohodnocení 100 %.
Pravděpodobnostní: těmito listy končí cesty, které mohou identifikovat zprávu, mohou
ale také způsobit falešně pozitivní nález. Listy tohoto typu nesou pravděpodobnost
z intervalu 〈0, 100〉%. Nulová pravděpodobnost v případě pouze falešné identifikace,
stoprocentní při žádné falešné identifikaci. Rovnice 5.1 popisuje její výpočet.
Nulové: nesplnění žádné podmínky nebo vzájemně se vylučující podmínky tvoří cesty
zakončené nulovými listy. Jejich ohodnocení je 0 %.
Ačkoli referenční listy nesou stoprocentní pravděpodobnost, je nutné dodat, že takové
přesnosti model nedosahuje z následujícího důvodu: při tvorbě podmínek nebyl k dispozici
referenční způsob/program, se kterým by bylo možné porovnat výsledky a jednoznačně
určit pravděpodobnosti v listech. Proto nutně musely vzniknout referenční listy. A protože
právě na nich závisí kvalita celého modelu, návrhu množiny podmínek tyto listy evokující
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jsem věnoval maximální úsilí: výsledky ohodnocení toků byly porovnány s jiným existujícím
řešením (převážně nDPI, libprotoident a upravené regulární výrazy l7-filteru) a na základě
ručního vyhodnocení (buď výpisem jejich aplikačních dat nebo v programu Wireshark) roz-
dílných toků byly podmínky upraveny. Tento proces se opakoval do té doby, než rozdílné
toky obsahovaly pouze falešně pozitivní/negativní nálezy konkurenčního programu. Nega-
tiva tohoto řešení tkví v mých omezených možnostech – není časově možné takovým způso-
bem zpracovat větší množství síťového provozu. Nízká kvalita přirovnávaných výsledků má
zajisté také negativní vliv, srovnání s několika na sobě nezávislými způsoby tento problém
ale částečně eliminuje. Faktorem je také dostupný vzorek testovacích dat, který je určitým
způsobem specifický (velikost, místo/čas zachycení a další). Jiný vzorek může obsahovat
jiná specifika, která nemusí být v modelu zohledněna.
Referenčních listů je ale typicky malé množství, většinou jde o list po splnění všech
podmínek a jemu podobné. Zbývající listy jsou buď pravděpodobnostní nebo nulové. Prav-
děpodobnostní značí, že některé (ale ne všechny) z podmínek pro dosažení referenčního
listu byly splněny. Pro výpočet jejich ohodnocení je díky referenčním listům informace, zda
se o hledanou zprávu jedná nebo ne. Lze tedy zjistit, zda paket, který dosáhl příslušného
pravděpodobnostního listu, přísluší anebo nepřísluší hledané zprávě.
Výpočet pravděpodobností
Pravděpodobnost korektního vyhodnocení P z počtu správně (A) a nesprávně (B) klasifi-




Množiny A a B musí být neprázdné. Tento vztah ale platí pouze pokud trénovací provoz
obsahuje stejně obsáhlé množiny hledaného a ostatního provozu. V opačném případě je
nutné zohlednit poměr zmiňovaných množin:
An = A ∗ Y
X + Y
, Bn = B ∗ X
X + Y












Vztah lze upravit do podoby:
P (An) =
A ∗ Y
A ∗ Y +B ∗X (5.1)
Aby bylo jisté, že parametry A a B jsou korektní, je nutné vynechat toky, u kterých
nebyl nalezen počátek. V případě TCP se berou v potaz pouze toky, které začínají three-way
handshake, UDP takovou možnost nenabízí. Bez filtrace toků s nezachyceným počátkem je
podstatně větší pravděpodobnost, že tok bude neohodnocen, ačkoliv se jedná o tok hledaný.
V takovém případě by byl nesprávně inkrementován parametr B namísto A. Experimentem
jsem zjistil, že více než 99 % korektně započatých toků lze referenčními listy klasifikovat
26
Obrázek 5.2: Znázornění množin pro výpočet ohodnocení pravděpodobnostních uzlů
již pomocí prvního paketu. Toky lze tak s vysokou přesností rozdělit na ty, které by měla
sada podmínek identifikovat a zbytek, což je výchozí stav pro získání parametrů. Pokud
první paket
”
zapadne“ do referenčního listu, klasifikuje tím tok. A protože všechny pakety
jednoho toku nesou stejný protokol, potom jestliže kterýkoliv ze zbývajících paketů toku
skončí díky vyhodnocení podmínek v pravděpodobnostním uzlu, je inkrementován parametr
A daného uzlu. Naopak pokud si první paket nenalezne cestu k referenčnímu uzlu, tok je
klasifikován jako neznámý. Pro pakety neznámých toků platí stejná pravidla s tím rozdílem,
že je inkrementován parametr B. Současně se také počítají pakety známých i neznámých
toků, tedy X a Y . Situace je pomocí množin znázorněna na obrázku 5.2.
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Kapitola 6
Realizace modelu pro vybrané
protokoly
V kapitole jsou uvedeny konkrétní podmínky, které stojí za realizací navrhovaného modelu
identifikace. Pro každý protokol se jedná o samostatnou sadu, či více sad podmínek, přičemž
každá sada tvoří jeden rozhodovací strom. Součástí je také důkladný popis procesu získání
podmínek, který vyplývá ze studia protokolů a analýzy reálného provozu.
6.1 HTTP
Analýza
Protokol jasně definuje formát prvních paketů v obou směrech toku. Při prvotním návrhu
podmínek jsem vycházel ze specifikace protokolu, konkrétně formátu zprávy dotaz a odpo-
věď. Díky pevně daným řetězcům a jejich vzájemným pozicím je pro identifikaci vhodný
tzv. start-řádek, který je na úplném počátku hlavičky dotazu i odpovědi. Při následném
testování jsem ale narazil na případy, ve kterých hlavička byla rozdělena do více paketů. Dů-
vod této fragmentace paketů je URI umístěná ve start-řádku dotazu. Například odeslání
formulářových dat metodou GET může URI výrazně prodloužit. Pokud je URI tak dlouhá,
že její celé znění překračuje MTU (maximum transmission unit), obsahují aplikační data
pouze metodu, znak mezery a počáteční část URI. Zbývající část URI spolu s následujícími









V prvním paketu tak není mnoho informací, podle kterých by šlo spolehlivě provést identifi-
kaci. Protože obsah URI je nevyzpytatelný, zaměřil jsem se na její syntaxi, která nedovoluje





























Obrázek 6.1: Histogram typů přenášených dat podle HTTP hlavičky Content-Type
Protože HTTP je protokol pro přenos textu, nabízí se možnost identifikace nikoliv pouze
dle hlavičky, ale také na základě přenášených dat. Na dostupném síťovém provozu jsem
provedl vyhledávání nejčastěji se vyskytujících slov následujícím způsobem (popsáno zjed-
nodušeně): programem tcpflow[18] jsem z dostupných dat provedl extrakci TCP toků.
Program také správně uspořádá TCP segmenty. Následně jsem vytvořil skript v jazyce Py-
thon, který využívá knihovní třídy HTTPResponse pro analýzu HTTP odpovědí. Odpovědi
jsou filtrovány podle hlavičky Content-type a vybírány pouze ty, které obsahují řetězce
text nebo javascript. Tímto je hledání omezeno pouze na textová data. V takových od-
povědích jsou vyhledána všechna slova regulárním výrazem w+ za použití metody findall
knihovní třídy re. Unikátní slova a četnost jejich výskytu jsou uloženy. Skriptem jsem
zpracoval dříve extrahované TCP toky a výsledkem byla množina nejčastěji se vyskytují-
cích slov ve všech HTTP odpovědích. Z množiny jsem vyloučil slova kratší než tři znaky
pro jejich nízký přínos identifikaci. Celkem jsem zpracoval 667 509 toků, z nichž 183 546
obsahovalo alespoň jednu HTTP odpověď. Odpovědí bylo 435 043, těch validních (dle třídy
HTTPResponse) bylo 425 420. Nejčastější slovo delší než dva znaky bylo this a bylo nalezeno
celkem 1 254 935krát.
Jak je ale vidět na histogramu 6.1, počet odpovědí nesoucích v hlavičce Content-Type
položku text je přibližně čtvrtina. Textová data mohou sice být skryta i pod jinými polož-
kami (např. Extensible Markup Language nebo jiné serializační formáty), přenášený objem
textových dat v HTTP je ale ještě nižší než čtvrtina. Lze tak očekávat, že úspěšnost klasi-
fikace na základě přenášených textových dat nebude příliš vysoká. Identifikace HTTP tedy
staví na záhlavích dotazu nebo odpovědi, vyhledávání častých slov mezi přenášenými daty
je tak spíše doplněk, který ale může pomoci při nezachyceném počátku toku.
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Podmínky
Vytvořil jsem tři na sobě nezávislé stromy. Ty obsahují rozdílné podmínky: první pro identi-
fikaci dotazu, druhý pro odpověď a třetí strom se pokouší o identifikaci toku bez zachyceného
počátku. Pro dotaz se jedná o následujících pět podmínek:
1. Nález metody. Metoda je jeden z řetězců GET, HEAD, POST, PUT, OPTIONS, DELETE,
TRACE, CONNECT nebo PATCH. Za každým z nich musí následovat mezera.
2. Nález verze. Verze je jeden z řetězců HTTP/1.0 nebo HTTP/1.1. Každému z nich musí
předcházet mezera a následovat znaky carriage-return a line-feed pro konec řádku. Je
možné do množiny verzí přidat i starší 0.9 nebo novou 2.0, ty se ale v testovaných
datech nevyskytly, proto jsem je nezahrnul.
3. Pozičně je metoda před verzí. Při nálezu metody i verze je tato podmínka vyhod-
nocena jako pravdivá, pouze pokud je počátek řetězce jedné z metod pozičně před
počátkem jednoho z řetězců verze.
4. Pozice metody je nula. Jinak řečeno textová aplikační data paketu začínají jednou
z metod.
5. Jediný znak mezery v aplikačních datech je ten za metodou. Tato podmínka exis-
tuje z důvodu fragmentace paketů s dlouhou URI. V běžném paketu bude podmínka
vyhodnocena jako nepravdivá kvůli mezeře za URI.
Referenční listy jsou zde dva. První nastává po splnění všech podmínek kromě poslední
a identifikuje běžný dotaz. Pro dosažení druhého je nutné splnit pouze podmínky 1, 4 a 5.
Druhý referenční uzel existuje kvůli identifikaci dotazu s dlouhou URI, která způsobuje
fragmentaci paketu.
Strom odpovědi je tvořen šesticí podmínek:
1. Nález verze. Stejně jako u dotazu je to jeden z řetězců HTTP/1.0 nebo HTTP/1.1.
Za každým musí následovat mezera.
2. Nález kódu. Status kód je trojciferné dekadické číslo, přičemž specifikovaných je
pouze malá podmnožina.
3. Nález konce řádku. HTTP definuje konec řádku jako dvojici znaků carriage-return
a line-feed, je tedy hledána posloupnost znaků s hodnotami 0x0d a 0x0a.
4. Pozičně je verze před kódem. Při nálezu verze i kódu je tato podmínka vyhodnocena
jako pravdivá, pouze pokud je počátek řetězce jedné z verzí pozičně před počátkem
jednoho z řetězců kódu.
5. Pozičně je kód před koncem řádku. Při nálezu kódu i konce řádku je tato podmínka
vyhodnocena jako pravdivá, pouze pokud je počátek řetězce jednoho z kódů pozičně
před počátkem řetězce konce řádku.
6. Pozice verze je nula. Textová aplikační data paketu začínají jednou z verzí.
Referenční listy jsou zde také dva a nastávají po splnění podmínek 1, 2, 3, 4 a 5. První
potřebuje také splněnou podmínku 6 a identifikuje odpověď začínající spolu se začátkem
aplikačních dat, druhý je schopen identifikovat odpověď i v jiné než počáteční části paketu
(vhodné např. při HTTP pipeliningu).
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Třetí rozhodovací strom se skládá z nejčastěji se vyskytujících přenášených slov. Nale-
zenou množinu jsem zredukoval na pět slov: this, div, class, function, var. Lze z nich
vyčíst, že nejčastějším textem přepravovaným HTTP je zdrojový kód javascriptu nebo
HTML. Každé slovo tvoří jednu podmínku/úrověň a strom nemá žádné referenční listy.
Výpočet pravděpodobností je založen na ohodnocení toku jedním z předchozích stromů.
6.2 SIP
Analýza
SIP kvůli své syntaktické podobnosti s HTTP nabízí stejné možnosti identifikace. Klasifi-
kace protokolu musí také stavět na prvních paketech v obou směrech toku. Ačkoliv jsem
na problém s dlouhou URI u protokolu SIP nenarazil, identifikaci takových paketů jsem
zakomponoval i zde. Analýzou reálného SIP provozu jsem ale narazil na podstatný rozdíl
oproti HTTP. Ten spočívá v těle zprávy, které je u SIP často prázdné. Jedná se totiž o pro-
tokol signalizační, který přenáší potřebné informace už v záhlaví a datový obsah často není
potřeba. Důsledkem je znemožnění identifikace dle obsahu, jako tomu je u HTTP vyhledá-
váním často se vyskytujících slov. Tento princip identifikace jsem tedy u SIP vynechal.
Podmínky
Vytvořil jsem dva stromy, pro dotaz a odpověď, referenční listy jsou stejné, rozdíl oproti
HTTP je pouze v konkrétních textových řetězcích. Podmínky dotazu:
1. Nález metody. Metoda je jeden z řetězců REGISTER, INVITE, ACK, CANCEL, BYE,
OPTIONS, PRACK, SUBSCRIBE, NOTIFY, PUBLISH, INFO, REFER, MESSAGE nebo UPDATE.
Za každým z nich musí následovat mezera.
2. Nález verze. Verze je jeden z řetězců SIP/1.0 nebo SIP/2.0. Každému z nich musí
předcházet mezera a následovat znaky carriage-return a line-feed pro konec řádku.
3. Pozičně je metoda před verzí. Při nálezu metody i verze je tato podmínka vyhod-
nocena jako pravdivá, pouze pokud je počátek řetězce jedné z metod pozičně před
počátkem jednoho z řetězců verze.
4. Pozice metody je nula. Jinak řečeno textová aplikační data paketu začínají jednou
z metod.
5. Jediný znak mezery v aplikačních datech je ten za metodou. Důvod podmínky je
stejný jako u HTTP.
Strom odpovědi je tvořen šesticí podmínek:
1. Nález verze. Stejně jako u dotazu je to jeden z řetězců SIP/1.0 nebo SIP/2.0. Za
každým musí následovat mezera.
2. Nález kódu. Status kód je trojciferné dekadické číslo, přičemž specifikovaných je
pouze malá podmnožina.
3. Nález konce řádku. Protokol SIP definuje konec řádku jako dvojici znaků carriage-
return a line-feed, je tedy hledána posloupnost znaků s hodnotami 0x0d a 0x0a.
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4. Pozičně je verze před kódem. Při nálezu verze i kódu je tato podmínka vyhodnocena
jako pravdivá, pouze pokud je počátek řetězce jedné z verzí pozičně před počátkem
jednoho z řetězců kódu.
5. Pozičně je kód před koncem řádku. Při nálezu kódu i konce řádku je tato podmínka
vyhodnocena jako pravdivá, pouze pokud je počátek řetězce jednoho z kódů pozičně
před počátkem řetězce konce řádku.
6. Pozice verze je nula. Textová aplikační data paketu začínají jednou z verzí.
6.3 SMTP
Analýza
První zpráva po navázání spojení je podle specifikace protokolu odpověď typu Greeting.
Z důvodu vysoké rychlosti jsem se rozhodl identifikaci celého protokolu zaměřit na tuto
zprávu. Typický paket nesoucí Greeting vypadá následovně:
počátek paketu
220 eva.fit.vutbr.cz ESMTP Sendmail 8.14.7/8.14.5<CR><LF>
konec paketu
Doménové jméno, typ a verze serveru se samozřejmě mohou lišit. Vytvořil jsem proto sadu
podmínek, která tento typ zprávy identifikuje dle formátu specifikovaného v RFC. Testování
ale ukázalo, že podmínky vytvořené podle specifikace nejsou dostatečné pro spolehlivou
identifikaci z důvodu vysoké míry falešně pozitivních nálezů. Ty jsou způsobeny stejným
formátem zpráv protokolu FTP (a možná také dalších, na které jsem nenarazil). Obsah
Greeting zprávy (řetězec mezi kódem a koncem řádku), může být dle specifikace libovolný.
Poštovní servery ale do obsahu umísťují informace (řetězce), které je možné zapojit do
identifikačního procesu. Provedl jsem vyhledávání nejčastějších slov následujícím způsobem:
ze všech dostupných SMTP toků jsem extrahoval pouze jejich Greeting zprávy. Abych
předešel výskytu zpráv protokolu FTP, filtroval jsem toky dle portů používaných SMTP.
Získanou kolekci Greeting zpráv jsem v jazyce Python vystavil procesu hledání nejčastějších
slov, stejně jako v 6.1. Výsledkem mi bylo velké množství řetězců, které ale je možné dobře
kategorizovat. Logicky jsem je roztřídil do čtyř kategorií a v některých případech jsem
přidal variace s velkými/malými písmeny. Každá kategorie tvoří podmínku, jejíž splnění
podmiňuje nález slova do dané kategorie patřícího. Problém nastává ve chvíli, kdy je obsah
Greeting prázdný nebo obsahuje pouze doménové jméno serveru:
220 <CR><LF>
220 eva.fit.vutbr.cz<CR><LF>
Zpráva nijak neporušuje specifikaci, ale pro spolehlivou identifikaci neobsahuje dostatek
dat.
Zvláštnost, na kterou jsem při analýze narazil, byly toky, jejichž Greeting zpráva obsa-
hovala pouze kód a znaky hvězdičky:
220 *****************<CR><LF>
Zjistil jsem, že se jedná o práci firewallu, který textový obsah transformuje na znaky *
(hvězdička)[12]. Identifikaci takových toků jsem vyřešil přidáním speciální podmínky.
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Podmínky
Podle výsledku analýzy jsem vytvořil dva vzájemně se doplňující rozhodovací stromy,
přičemž ten první identifikuje Greeting zprávu dle formátu a druhý dle obsahu. Samo-
statně by stromy způsobovaly vysokou míru falešně pozitivních nálezů, kombinací jejich
výsledků ale lze SMTP Greeting spolehlivě identifikovat. Pro formát je to pět podmínek:
1. Nález greeting kódu. Jde o kód 220, za kterým buď následuje mezera nebo v případě
víceřádkového Greeting pomlčka. Jsou vyhledávány řetězce 220 a 220-.
2. Nález konce řádku. Také SMTP definuje konec řádku jako dvojici znaků carriage-
return a line-feed, je tedy hledána posloupnost znaků s hodnotami 0x0d a 0x0a.
3. Pozičně je kód před koncem řádku. Při nálezu kódu i konce řádku je tato podmínka
vyhodnocena jako pravdivá, pouze pokud je počátek řetězce jednoho z kódů pozičně
před počátkem řetězce konce řádku.
4. Pozice kódu je nula. Jinak řečeno textová aplikační data paketu začínají greeting
kódem.
5. Mezi koncem řetězce kódu a koncem řádku jsou pouze znaky ’*’. Podmínka identi-
fikující firewallem upravené zprávy.
Jediný referenční uzel nastává po splnění všech podmínek. Ten ale identifikuje pouze spe-
ciální toky upravené firewallem. Proč nelze označit i jiné listy za referenční, je vysvětleno
v analýze protokolu.
Strom obsahové identifikace je tvořen čtyřmi kategoriemi, z nichž každá tvoří podmínku:
1. SMTP: spadají zde řetězce SMTP a smtp. Zkratka ESMTP, která se v Greeting vysky-
tuje velice často, v této kategorii není zařazena, protože SMTP tvoří její podřetězec.
2. Mail: slovo mail a variace s velkými písmeny: mail, MAIL a Mail.
3. Typ serveru: zde spadají
”
podpisy“ poštovních serverů: Postfix, Sendmail, post-
fix, sendmail.
4. Operační systém: častý je také výskyt informace o operačním systému, na kterém
je server provozován. Jedná se o řetězce GNU, Debian, debian , windows nebo Windows.
Referenční uzly tento strom nemá. Protože stromy neobsahují referenční list pro klasifikaci
běžné Greeting zprávy, není možné pomocí něj vypočítat ohodnocení pravděpodobnostních
listů. Jako referenci pro ohodnocení toků jsem zvolil knihovnu libprotoident, která v testu
pro SMTP dosáhla stoprocentní přesnosti.
6.4 DNS
Analýza
Protokol systému DNS se od předchozích liší. Není totiž textový, ale binární a vyhledávání
klíčových slov u něj není možné. Řešením je částečná syntaktická analýza protokolu. Ta
vychází ze specifikace, obohatil jsem ji ale o informace zjištěné při analýze provozu. Pole
bitových příznaků OpCode až RCODE v hlavičce DNS (detailně popsána v příloze B) je široké
dva bajty, může tedy nabývat 65536 různých kombinací. Měřením jsem zjistil, že u většiny
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DNS paketů patří hodnoty těchto bajtů do výrazně redukované množiny. Jejich pouhé dvě
hodnoty u testovaných paketů tvořily 97.7 % veškerých dotazů, u odpovědí šest nejčastějších
hodnot tvořilo 94 %. Stejná situace je také u čítačů COUNT, které obvykle nepřesahují hod-
notu 15, ačkoliv maximum je 65535. Tímto jsem vytvořil redukovanou množinu využitou při
identifikaci, kterou jsem nazval množina běžných hodnot. Dále jsem si nadefinoval množinu
povolených hodnot, která čítá všechny specifikací přípustné hodnoty bitových polí. Množina
běžných hodnot je výrazně redukovanou podmnožinou povolených hodnot.
Podmínky
Podmínky jsou stavěny tak, aby nebylo nutné implementovat samostatný rozhodovací strom
pro každý typ DNS zprávy (dotaz, odpověď, . . . ), ale pouze jeden, obsahující následující
čtyři podmínky:
1. Hodnoty hlavičkových polí jsou z množiny běžných hodnot. Podmínka je vyhodno-
cena jako pravdivá, pokud se hodnoty bitových příznaků a čítačů nachází v množině
běžných hodnot. Tato podmínka je sama o sobě schopna identifikovat protokol. Ačko-
liv by tím utrpěla přesnost, při nízkém výkonu by bylo možné ji využít jako podmínku
jedinou. V tomto stromu je ale doplněna o další podmínky, které identifikaci zpřesňují.
2. Hodnoty hlavičkových polí jsou z množiny povolených hodnot. Rozdíl oproti pod-
mínce č. 1 je pouze v množině hodnot. Při nesplnění této podmínky se buď o DNS
nejedná, nebo některá pole nabývají nepovolených hodnot.
3. Sekce dotazů je platná. Záznamy v této sekci je nutné zkontrolovat, zda syntakticky
odpovídají specifikaci.
4. Záznamy ve zbývajících sekcích jsou platné. To znamená syntaktickou kontrolu
všech záznamů v sekcích odpovědí, autorit a dodatečných záznamů.
Referenční listy jsou uzly po splnění podmínek 1, 2, 3, 4 a 2, 3, 4. To znamená povolené
hodnoty v hlavičce a platné záznamy ve všech sekcích. Podmínky 1, 2 a 3 je možné vy-
hodnocovat paralelně. Vzhledem k tomu, že záznamy v sekci dotazů i RR (resource record)
záznamy mají proměnnou délku, nejsou předem známy pozice sekcí odpovědí, autorit a do-





Kapitola v číslech vyjadřuje výsledek veškeré práce, která se skládala z návrhu modelu a jeho
realizace pro vybrané protokoly v podobě podmínek. Úkolem nezbytně nutným pro získání
výsledků byla implementace ústící ve spustitelný program. Vždy jsou uvedeny výsledky
několika nástrojů, aby bylo možné je vzájemně porovnat. Nechybí ani popis testovaných
dat.
Měřená data a použité nástroje
Veškerou analýzu, testování a vyhodnocování jsem prováděl na datové sadě, kterou popisuje
tabulka 7.1. Toky lze definovat a vnímat více způsoby. Počet toků označený číslem 1 uvádí
Název linky aconet
Umístění linky CESNET ↔ ACONET
Kapacita linky 10 Gb/s
Čas zachycení prvního paketu 10:52:02 26.9.2013
Čas zachycení posledního paketu 10:58:38 26.9.2013
Doba trvání 6 minut 36 sekund
Počet paketů 41 307 716
Počet bajtů 37 491 890 243
Průměrná velikost paketu 908 B
Počet toků 1 1 604 574
Počet toků 2 1 192 924
Tabulka 7.1: Testovací sada dat
obousměrné toky jako dva samostatné. Při komunikaci klient-server je čítač inkrementován
pro spojení od klienta směrem k serveru, ve chvíli zpracování toku odpovědi je čítač in-
krementován podruhé. Drůhý způsob počítaní obousměrné toky agreguje do jednoho. Pro
identifikaci je výhodnější vnímat toky druhým způsobem, protokol se totiž v rámci obou-
směrných toků nemění. Také nástroje, se kterými jsem v rámci srovnání pracoval, uvádějí
své výsledky v počtech agregovaných obousměrných toků.
Problémy při identifikaci budou způsobovat nekompletní toky. Důvodem jejich výskytu
je konečný časový interval odchytu. Tok může začínat před začátkem intervalu odchytu
a končit až po něm. Dalším důvodem je nevyzpytatelnost směrování v Internetu. Pakety jed-




















Obrázek 7.1: Vizuální zobrazení množství paketů, bajtů a toků v testovacím provozu na
vybraných portech
část toku, která obsahuje klíčové pakety. Toků, které nezačínají three-way-handshake, je při-
bližně 60 %. Jsou mezi nimi ale také UDP toky, u kterých nelze zjistit, zda jsou zachyceny
celé.
Graf 7.1 zobrazuje množství provozu na nejfrektovanějších portech. Lze z něj vyčíst, že
port 80, který je přiřazen službě HTTP, je z hlediska množství paketů a bajtů nejvytíženější.
Na portu 53 využívaného službou DNS bylo vytvořeno nejvíce toků, ačkoliv nepřenesly velké
množství dat. Tyto výsledky ale nejsou překvapivé a vyplývají z charakteru protokolů.
HTTP jedním tokem přenese často velké množství dat rozprostřených do mnoha paketů,
perzistentní spojení počty ještě navyšují. Naopak DNS v jednom toku typicky přenese
pouze jeden paket, který obsahuje jeden dotaz nebo odpověď. Protokol SIP je uveden pouze
v tabulce 7.2, v grafu znázorněn není kvůli jeho nízkému výskytu.
Nástroje a knihovny, které jsem využil pro srovnání, jsou popsány v sekci 4.2. V násle-
dujícím výčtu jsou uvedeny jejich použité verze a přepínače. Navrhnutý a implementovaný
model identifikace jsem označil pojmenováním stromy, protože je založen na rozhodovacích
Port Název služby
Toky Pakety Objem
[–] [%] [–] [%] [MB] [%]
25 SMTP 19 699 1.23 172 720 0.42 60 0.16
53 DNS 566 357 35.30 606 458 1.47 214 0.57
80 HTTP 426 751 26.60 22 811 722 55.22 22 484 59.97
443 HTTPS 355 783 22.17 6 283 916 15.14 4 546 12.13
5060 SIP 81 0.01 2748 0.01 2 0.01
Tabulka 7.2: Množství paketů, bajtů a toků v testovacím provozu na vybraných portech
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stromech.
Stromy – referenční: implementace navrhovaného modelu a podmínek v jazyku C. Tok
klasifikován pouze při ohodnocení referenčním listem. Tato konfigurace by neměla
způsobovat žádnou falešně pozitivní identifikaci.
Stromy – práh: varianta předchozího nastavení. Tok je klasifikován pouze při ohodnocení
listem, jenž nese pravděpodobnost vyšší, než daný práh. Implicitně je tok ohodnocen
také pomocí referenčních listů. Tato konfigurace může způsobovat falešnou identifi-
kaci, jejíž množství závisí na nastavení výšky prahu.
Regulární výrazy: signatury v aplikačních datech jsou reprezentovány pomocí regulár-
ních výrazů. Jedná se o výrazy z programu l7-filter, na kterých jsem provedl úpravy
vedoucí k vyšší přesnosti.
nDPI bez hádání: klasifikační jádro tvoří knihovna nDPI, jako uživatelské rozhraní jsem
využil vzorový program pcapReader. Byla použita nejnovější současně dostupná verze
knihovny: r7587.
nDPI s hádáním: varianta předchozího nastavení. Program pcapReader umožňuje pře-
pínačem -d řídit hádání protokolů. Tato položka udává výsledky běhů programu se
zapnutým hádáním protokolů.
libprotoident: autoři knihovny implementovali několik vzorových programů, za účelem
srovnání jsem využil lpi protoident. I v tomto případě byla použita nejaktuálnější
verze 2.0.7 vydaná 5.11.2013.
Výsledky měření
Na úvod k výsledkům měření je potřeba zmínit, proč nejsou ve výsledcích uvedeny počty
správně a nesprávně klasifikovaných a neklasifikovaných toků. Jednoduše jsem informaci
o skutečném protokolu toku neměl k dispozici. Anotovaná sada dat, která byla použita
u srovnání [9] není prozatím veřejně k dispozici (v budoucnu by ale být měla). Zároveň žádné
současné řešení není dostatečně ověřeno a otestováno, abych jej mohl označit za referenční.
Tabulky výsledků tak nabízejí srovnání stromového modelu s jinými řešeními. Je uváděn
počet prohledaných toků, jejich podmnožina v podobě klasifikovaných toků a procentuálně
vyjádřený poměr kardinalit zmiňovaných dvou množin. Počet prohledaných toků uvádím
proto, že různé nástroje vykazují různý počet toků, ačkoliv zpracovávají stejná data.
Výsledky pro protokol HTTP jsou uvedeny v tabulce 7.3. HTTP toků je v provozu velké
množství, jedná se o různorodý provoz generovaný mnoha klienty (nejen webové prohlížeče)
a servery. Klasifikace pomocí referenčních uzlů, regulární výrazy i nDPI dávají pouze mini-
málně rozdílné výsledky. Rozdíl mezi regulárnímy výrazy a stromy tvoří pakety s dlouhou
URI, které regulární výrazy vůbec neklasifikují. Při nastavení prahu na 100 % nebyl oproti
referenci klasifikován navíc žádný tok, při snížení na 80 % nastává rozdíl přibližně tří tisíc
toků. Snížení prahu rozdíl dále navyšuje. Tendence růstu klasifikovaných při snižování prahu
je v pořádku a dokazuje, že pravděpodobnosti v listech stromů jsou vypočítány správně. Vý-
sledky knihovny libprotoident jsou čísla o více než polovinu nižší, než u zbytku testovaných.
Příčina může být v tom, že World Wide Web není zdaleka jediné využití HTTP. Služby jako
Kazaa[15], Morpheus, RPC a další (včetně proprietárních) mohou využívat zprávy formátu




Nástroj Prohledané toky Klasifikované toky [%]
Stromy – referenční 1 192 924 207 651 17.41
Stromy – práh 100 % 1 192 924 207 651 17.41
Stromy – práh 80 % 1 192 924 210 438 17.64
Stromy – práh 60 % 1 192 924 231 227 19.38
Regulární výrazy 1 192 924 205 869 17.26
nDPI bez hádání 1 112 804 204 754 18.40
nDPI s hádáním 1 112 804 317 592 28.54
libprotoident 814 781 84 158 10.33
Tabulka 7.3: Výsledky měření HTTP toků
Tabulka 7.4 ukazuje výsledky měření signalizačního SIP. Už počet toků (81) na portu
5060 napovídá, že se v datech příliš mnoho SIP provozu nevyskytuje. Výsledky toto tvr-
zení dokazují. Stromy s referenčním prahem, regulární výrazy i nDPI vykazují naprosto
SIP
Nástroj Prohledané toky Klasifikované toky [%]
Stromy – referenční 1 192 924 159 0.0133
Stromy – práh 100 % 1 192 924 159 0.0133
Stromy – práh 80 % 1 192 924 226 696 19.003
Stromy – práh 60 % 1 192 924 250 802 21.014
Regulární výrazy 1 192 924 159 0.0133
nDPI bez hádání 1 112 804 159 0.0143
nDPI s hádáním 1 112 804 161 0.0145
libprotoident 814 781 187 0.0229
Tabulka 7.4: Výsledky měření SIP toků
stejný počet klasifikovaných toků. Knihovna libprotoident ukazuje mírně odlišný výsledek,
klasifikovala o 18 toků více. U stromů lze vidět, že snížením prahu pod úroveň přibližně
90 % se objevují extrémně vysoké počty klasifikovaných toků. Naprostá většina z nich jsou
ale falešně pozitivní nálezy a jejich důvodem jsou příliš vysoké pravděpodobnosti v listech.
Pokládám to za následek nízkému počtu SIP toků, na kterých jsem měl možnost prová-
dět výpočet pravděpodobností. Falešné nálezy jsou HTTP toky, protože jejich pakety mají
stejný formát zpráv a splňují tak některé SIP podmínky. Při obsáhlejší trénovací množině
by měl být tento problém eliminován.
Výsledky měření SMTP toků zobrazuje tabulka 7.5. Lze pozorovat velkou rozmanitost,
výsledky jsou řádově odlišné. Nízký počet klasifikovaných toků referenčními stromy není
překvapující. Jediný referenční uzel ve stromu je totiž ten, do kterého spadají firewallem
upravené toky. Podmínky záměrně nejsou nastaveny tak, aby mohly být běžné SMTP toky
klasifikovány referenčně. Snížením prahu pod hodnotu 100 % již stromový způsob dokáže
běžné SMTP toky klasifikovat a výsledný počet se tak razantně zvyšuje. Regulární výrazy
podávájí podobné výsledky. Obě dvě knihovny, nDPI bez hádání i libprotoident, ale vykazují
přibližně 17 klasifikovaných toků ve srovnání se stromy. Manuálně jsem analyzoval rozdílné
toky, na důvod odlišných výsledků jsem ale nepřišel. Toky stromovým modelem označeny
jako SMTP se při textovém výpisu jevily jako legitimní SMTP provoz, čímž jsem si ověřil,
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SMTP
Nástroj Prohledané toky Klasifikované toky [%]
Stromy – referenční 1 192 924 846 0.0709
Stromy – práh 100 % 1 192 924 846 0.0709
Stromy – práh 99 % 1 192 924 11 233 0.9416
Stromy – práh 95 % 1 192 924 11 293 0.9467
Stromy – práh 90 % 1 192 924 11 295 0.9468
Regulární výrazy 1 192 924 11 710 0.9816
nDPI bez hádání 1 112 804 1 687 0.1516
nDPI s hádáním 1 112 804 19 283 1.7328
libprotoident 814 781 1 487 0.1818
Tabulka 7.5: Výsledky měření SMTP toků
že klasifikace proběhla správně. Samozřejmě jsem ale nezkoumal všech přibližně 10 000
rozdílných toků, nedokážu tedy na 100 % říci, který nástroj je přesnější. Také počet toků
na portu 25 může napovědět, který výsledek je věrohodnější. Počet podaný knihovnou
libprotoident by znamenal, že minimálně 92 % komunikace na portu 25 nepřísluší protokolu
SMTP.
Posledním zkoumaným protokolem je DNS, jehož výsledky jsou v tabulce 7.6. Počet
toků na portu 53 je vysoký a fakt, že většina z nich je DNS, dokazují klasifikační nástroje.
Při snižování prahu stromů lze opět vidět plynule rostoucí tendenci toků, pravděpodob-
DNS
Nástroj Prohledané toky Klasifikované toky [%]
Stromy – referenční 1 192 924 410 701 34.43
Stromy – práh 100 % 1 192 924 410 701 34.43
Stromy – práh 80 % 1 192 924 411 747 34.52
Stromy – práh 60 % 1 192 924 415 777 34.85
Regulární výrazy 1 192 924 314 370 26.35
nDPI bez hádání 1 112 804 318 693 28.64
nDPI s hádáním 1 112 804 320 144 28.77
libprotoident 814 781 255 741 31.27
Tabulka 7.6: Výsledky měření DNS toků
nosti uzlů byly vypočteny správně. Přesto je ale nejméně 25% rozdíl ve výsledku refere-
nčních stromů a ostatních nástrojů. Přijít na důvod této diverzity ale nebylo jednoduché.
Protokol je binární a není tak možné rozdílné toky zkoumat jejich výpisem, jak jsem to pro-
váděl u textových protokolů. Referenčního uzlu ale dosáhnou pouze pakety, které úspěšně
splní všechny podmínky syntaktické analýzy. Implementovaných podmínek je hodně, včetně
syntaktické kontroly doménových jmen v dotazech a odpovědích. Pravděpodobnost, že by
takovým
”
sítem“ prošel paket, jenž nesplňuje syntaktická pravidla protokolu DNS je tedy
malá. Z tohoto pohledu falešně pozitivní klasifikace nehrozí. Je ale možné, že některé pro-
tokoly používají stejný formát jako DNS. V případě, že by nDPI a libprotoident dokázaly
takové toky rozpoznat a označily by je odpovídajícími jmény, vysvětlovalo by to nižší počty
klasifikovaných DNS toků. Jediný takový protokol, na který jsem narazil, je NetBIOS Name
Service registrovaný na portu 137. Jeho výskyt v provozu je ale minimální. Přistoupil jsem
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tedy k manuální analýze některých z přibližně 100 000 toků navíc oproti nDPI a 150 000
toků navíc oproti libprotoident. Zvolil jsem nástroj Wireshark, který dokáže DNS zprávy
analyzovat, rozdělit na jednotlivé části a přehledně zobrazit. Práce s ním je ale při větším
množštví dat zdlouhavá, náhodně jsem si tedy vybral pouze několik toků. Výsledky ale
byly pozitivní: rozdílně klasifikovaných paketů, jenž neodpovídaly protokolu DNS, bylo
minimum. Například jsem tímto způsobem objevil nezvykle velké DNS pakety obsahující
nesmyslné záznamy. Usoudil jsem, že se jedná o síťový útok. Stromový model tyto pakety
jako jediný klasifikoval správně.
Doposud výsledky nevypovídaly nic o rychlosti z toho důvodu, že v testovací sadě se
nachází množsví toků s nezachyceným počátkem. Takové toky by výsledky výrazně zkreslo-
valy. Pro výpočet pravděpodobností v listech ale bylo nutné tyto toky odfiltrovat, stejným
způsobem jsem provedl také zhodnocení rychlosti. Výsledek hovoří jasně: 99.58 % korektně
započatých toků lze referenčními listy klasifikovat již pomocí prvního datového paketu. Zbý-
vajících 0.42 % formují toky, u kterých nebyl první datový paket zachycen nebo byl mimo
správné pořadí. Vzhledem k tomu, že se podmínky zaměřují výhradně na první pakety toku,
není výsledek příliš překvapující.
Shrnutí výsledků
Počty klasifikovaných toků pro HTTP a SIP jsou podobné, někdy dokonce stejné jako
u konkurenčních způsobů identifikace. U zbývajících protokolů je situace jiná, stromový
model nalezl v síťovém provozu větší množství toků. Jak již bylo napsáno, neznalost sku-
tečného aplikačního protokolu toků nedovoluje vyvodit žádný závěr pomocí automatizo-
vaného porovnání. Udělat manuálně vyčerpávající test všech rozdílně klasifikovaných toků
nebyl z důvodu rozsahu možný. Provedený test nad vzorkem dat ale nasvědčuje, že přesnost
je minimálně srovnatelná nebo lepší než u existujících nástrojů. Další možné důvody roz-
dílné klasifikace jsou diskutovány v komentářích k výsledkům. Rychlost modelu identifikace
splňuje předpoklad fungování již při prvních paketech toku, což dokazují vykonaná měření.





Cílem této práce bylo seznámit se s protokoly HTTP, DNS, SIP a SMTP, programem
l7-filter a jinými nástroji pro identifikaci aplikačních protokolů. Studium mělo vyústit v ná-
vrh modelu reprezentace zmiňovaných protokolů s ohledem na jejich rychlou identifikaci
v hardwaru. Úkolem také bylo model implementovat pomocí softwarového modulu a na
dostupném vzorku síťových dat zhodnotit jeho rychlost a kvalitu identifikace. Všechny výše
uvedené cíle práce byly splněny.
První část práce obsahuje popis čtyř klíčových aplikačních protokolů, který vyplývá
z jejich detailního nastudování. Více než na princip fungování protokolů je zde kladen důraz
na formát jejich zpráv. Jeho znalost je totiž při identifikaci podle obsahu nejdůležitější. Při
studiu protokolů jsem zjistil, že protokolové zprávy obsahují specifické signatury, jenž je
výhodné využít při procesu identifikace.
Dalším krokem bylo seznámit se se současnými nástroji a možnostmi identifikace a to
jak z teoretického, tak z praktického hlediska. Práce proto přináší analýzu tohoto problému,
popisuje výhody a nevýhody jednotlivých možností. Nechybí ani rozbor nástrojů jako l7-
filter, nDPI, libprotoident, aj., jejich kritika a vzájemné srovnání z několika úhlů pohledu.
Z rozboru vyplynulo, že žádné z existujících řešení není vyhovující pro specifikované potřeby.
Na základě předchozí analýzy jsem vytvořil model identifikace, který je založen na roz-
hodovacích stromech. Každý protokol je v něm reprezentován nezávislým modulem, přičemž
každý modul může obsahovat více rozhodovacích stromů. Realizace modulu spočívala ve
vytvoření sady podmínek, které tvoří konkrétní uzly stromu. Na základě vyhodnocení pod-
mínek je formována cesta průchodu stromem, na jejímž konci je uložena pravděpodobnost
příslušnosti k danému protokolu.
Všechny identifikační moduly, včetně potřebného základu v podobě sledování síťových
toků aj., jsem implementoval v jazyku C. Ačkoli je model navrhován s ohledem na hardware,
jeho testování a vyhodnocování jsem prováděl na architektuře x86-64.
Poslední část práce je věnovaná výsledkům měření rychlosti a přesnosti. Konfrontací s ji-
nými nástroji pro identifikaci jsem zjistil, že vytvořený program pro HTTP a SIP vykazuje
téměř stejné výsledky jako konkurence. Jiná je situace u SMTP a DNS, kde množství toků
klasifikovaných vytvořeným programem je podstatně vyšší. Rozhodně to ale nemusí zname-
nat, že nadbytečné toky byly klasifikováy falešně. Z manuální kontroly klasifikovaných toků
spíše vyplývá, že navržené řešení vykazuje vyšší přesnost identifikace. Protože ale nebyl
při testování znám způsob, kterým by klasifikace byla provedena se stoprocentní přesností,
spekulace o falešně pozitivní identifikaci nejsem schopen vyvrátit. Naopak rychlost identifi-
kace, která hraje podstatnou roli, je veličina dobře měřitelná. Program na upravené datové
sadě klasifikoval 99.58 % toků v nejkratší možné době, podle prvního datového paketu.
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Kromě požadované možnosti mapování do hardwaru, navrhovaný model identifikace
oproti konkurenci nabízí ještě dvě zásadní výhody: první z nich je možnost nastavení prahu
buď globálně nebo pro každý protokol zvlášť. Klasifikátor je tak snadné vyladit podle speci-
fik konkrétního provozu. Druhou výhodou je vysoká modularita, tzn. jednotlivé podmínky či
dokonce celé stromy je možné upravovat, přidávat nebo ubírat bez vlivu na zbytek systému.
Práce otevírá široké možnosti dalšího výzkumu a vývoje. Tvorbou sady podmínek je
možné model identifikace realizovat pro jakýkoliv protokol, přičemž zvlášť vhodný je pro
ty textové. Takto je možné zvětšovat počet podporovaných protokolů a nic nebrání tomu,
aby se jejich množina rozrostla až na úroveň konkurenčních nástrojů.
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GET je název metody vztahující se na URI ve tvaru relativním vzhledem k hodnotě hlavičky
Host. Dotaz je tedy kladen na stroj s doménovým jmnénem www.fit.vutbr.cz, na němž
je vyžadován soubor /study/plan2013.php. Verze protokolu je zde HTTP/1.1 a zpráva











Start-řádek obsahuje verzi protokolu HTTP/1.1, status-kód 200 s důvodovou frází OK. Ná-
sledují dvě hlavičky. Content-Type udává typ dat v těle, konkrétně text značí, že se jedná
o textová data a html specifikuje jejich význam. Kódování textu je specifikováno jako UTF-
8. Druhá hlavička, Content-Length udává délku přenášených dat. Za hlavičkami následuje




Obrázek B.1: Struktura zprávy protokolu DNS
Veškerá komunikace je přenášena jediným typem zprávy. Zda se jedná o dotaz, odpověď
či například DNS UPDATE je specifikováno bitovými příznaky. Tato zpráva je rozdělena do
pěti částí: hlavička, pole dotazů, odpovědí, autoritativních serverů a dodatečných informací,
viz B.1. Všechny sekce jsou dále děleny, jejich znároznění a popis následují.
Hlavička
Význam jednotlivých polí z B.2:
ID: náhodné číslo pro přidružení dotazu k odpovědi
QR: bit identifikující zda je zpráva dotaz či odpověď
OPCODE: pole specifikující druh zprávy. 0 = standardní dotaz, 5 = update atd.
AA: indikátor autoritativní odpovědi
TC: indikátor zkráceného UDP paketu
RD: požadována rekurze, kopírován z dotazu do odpovědi
RA: nastavuje server při dostupné rekurzi
Z: pole rezervováno pro budoucí využití, musí být vždy 0
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Obrázek B.2: Struktura hlavičky protokolu DNS
AD: Authentic Data
CD: Checking Disabled
RCODE: kód odpovědi udávající výsledek aplikace dotazu
QDCOUNT: počet záznamů v sekci dotazů
ANCOUNT: počet RR v sekci odpovědí
NSCOUNT: počet RR v sekci autoritativních jmenných serverů
ARCOUNT: počet RR v sekci doplňujících informací
Pole dotazů
Obrázek B.3: Struktura záznamu v sekci dotazů protokolu DNS
Význam jednotlivých polí z B.3:
QNAME: pole proměnné délky obsahující doménové jméno
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QTYPE: typ dotazu, 1 (A – IPv4), 28 (AAAA – IPv6) atd.
QCLASS: třída dotazu, ve většině případů obsahuje hodnotu 1 (IN – Internet), ale existují
i jiné třídy
Resource Record
Obrázek B.4: Struktura Resource Record záznamu protokolu DNS
Význam jednotlivých polí z B.4:




TTL: časový interval v sekundách, po který může být RR uložen ve vyrovnávací paměti
RDLENGTH: délka dat RDATA





V kořenovém adresáři se nachazí následující adresáře:
src zdrojové soubory programu, který implementuje navrhovaný model. Jsou přiloženy
moduly implementující klasifikaci protokolů HTTP, SIP, SMTP a DNS. Překlad pro-
gramu je zajištěn programem make, podrobnější informace se nacházejí v přiloženém
dokumentu README.
doc zdrojové soubory tohoto dokumentu. Soubory obsahují značky jazyku LATEX.
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