The chase procedure is considered as one of the most fundamental algorithmic tools in database theory. It has been successfully applied to different database problems such as data exchange, and query answering and containment under constraints, to name a few. One of the central problems regarding the chase procedure is allinstance termination, that is, given a set of tuple-generating dependencies (TGDs) (a.k.a. existential rules), decide whether the chase under that set terminates, for every input database. It is well-known that this problem is undecidable, no matter which version of the chase we consider. The crucial question that comes up is whether existing restricted classes of TGDs, proposed in different contexts such as ontological query answering, make the above problem decidable. In this work, we focus our attention on the oblivious and the semi-oblivious versions of the chase procedure, and we give a positive answer for classes of TGDs that are based on the notion of guardedness. To the best of our knowledge, this is the first work that establishes positive results about the (semi-)oblivious chase termination problem. In particular, we first concentrate on the class of linear TGDs, and we syntactically characterize, via rich-and weak-acyclicity, its fragments that guarantee the termination of the oblivious and the semi-oblivious chase, respectively. Those syntactic characterizations, apart from being interesting in their own right, allow us to pinpoint the complexity of the problem, which is PSPACE-complete in general, and NL-complete if we focus on predicates of bounded arity, for both the oblivious and the semioblivious chase. We then proceed with the more general classes of guarded and weakly-guarded TGDs. Although we do not provide syntactic characterizations for its relevant fragments, as for linear TGDs, we show that the problem under consideration remains decidable. In fact, we show that it is 2EXPTIME-complete in general, and EXPTIME-complete if we focus on predicates of bounded arity, for both the oblivious and the semi-oblivious chase. Finally, we investigate the expressive power of the query languages obtained from our analysis, and we show that they are equally expressive with standard database query languages. Nevertheless, we have strong indications that they are more succinct.
INTRODUCTION

The Chase Procedure
The chase procedure (or simply chase) is considered as one of the most fundamental algorithmic tools in databases. It has been successfully applied to a wide range of problems: containment of queries under constraints [2] , checking logical implication of constraints [5, 21] , computing data exchange solutions [11] , and query answering under constraints [6] , to name a few. The chase procedure takes as input a database D and a set Σ of constraints and, if it terminates (which is not guaranteed), its result is a finite instance DΣ that enjoys two crucial properties:
1. DΣ is a model of D and Σ, i.e., it contains D and satisfies the constraints of Σ; and 2. DΣ is universal, i.e., it can be homomorphically embedded into every other model of D and Σ.
In other words, the chase is an algorithmic tool for computing universal models of D and Σ, which can be conceived as representatives of all the other models of D and Σ. This is precisely the reason for the ubiquity of the chase in database theory, as accurately discussed in [9] . Indeed, many key database problems, as the ones above, can be solved by simply exhibiting a universal model. A central class of constraints, which can be treated by the chase procedure, is the class of tuple-generating dependencies (TGDs) (a.k.a. existential rules). TGDs are implications of the form
∀X∀Y(φ(X, Y) → ∃Z ψ(Y, Z)),
where φ and ψ are conjunctions of atoms, and they essentially state that the presence of some tuples in an instance implies the existence of some other tuples in the same instance. Given a database D and a set Σ of TGDs, the chase adds new atoms to D (possibly involving nulls that act as witnesses for the existentially quantified variables) until the final result satisfies Σ.
Example 1. Consider the database D = {person(Bob)}, and the TGD ∀X(person(X) → ∃Y hasFather (X, Y )∧person(Y )),
which asserts that each person has a father who is also a person. The database atom triggers the TGD, and the chase will add in D the atoms hasFather (Bob, z1) and person(z1) in order to satisfy it, where z1 is a (labeled) null representing some unknown value. However, the new atom person(z1) triggers again the TGD, and the chase is forced to add the atoms hasFather (z1, z2), person(z2), where z2 is a new null. The result of the chase is the instance {person(Bob), hasFather (Bob, z1)} ∪ ∪ i>0 {person(zi), hasFather (zi, zi+1)}, where z1, z2, . . . are nulls.
The Challenge of Infinity
As shown by Example 1, the chase procedure may run forever, even for extremely simple databases and constraints. In the light of this fact, there has been a long line of research on identifying syntactic properties on TGDs such that, for every input database, the termination of the chase is guaranteed. A prime example of such a property is weak-acyclicity [11] , which forms the standard language for data exchange purposes, and guarantees the termination of the semi-oblivious and restricted chase. A similar formalism, called constraints with stratified-witness, has been proposed in [10] . Inspired by weak-acyclicity, the notion of rich-acyclicity has been proposed in [19] , which guarantees the termination of the oblivious chase. Note that the key difference between the various versions of the chase procedure is when a TGD is triggered. Many other sufficient conditions for chase termination can be found in the literature; see, e.g., [9, 16, 18, 22, 24 ] -this list is by no means exhaustive, and we refer to [17] for a comprehensive survey.
With so much effort spent on identifying sufficient conditions for the termination of the chase procedure, the question that comes up is whether a sufficient condition that is also necessary exists. In other words, given a set Σ of TGDs, is it possible to determine whether, for every database D, the chase on D and Σ terminates? This interesting question has been recently addressed in [12] , and unfortunately the answer is negative for all the versions of the chase that are usually used in database applications, namely the oblivious, semi-oblivious and restricted chase. The problem remains undecidable even if the database is known; this has been established in [9] for the restricted chase, and it was observed in [22] that the same proof shows undecidability also for the (semi-)oblivious chase.
Towards Positive Results
Although the chase termination problem is undecidable in general, the proof in [12] does not show the undecidability of the problem for TGDs that enjoy some structural conditions, which in turn guarantee favorable model-theoretic properties. Such a key condition is guardedness, a well-accepted paradigm that gives rise to robust rule-based languages [4, 6, 7] that capture important databases constraints such as inclusion dependencies, and lightweight description logics such as DL-Lite [8] and EL [3] . A TGD is guarded if it has an atom in the left-hand side that contains (or guards) all the universally quantified variables. Guardedness guarantees the tree-likeness of the underlying models, and thus the decidability of central database problems such as query answering under constraints. The question that comes up is whether guardedness has the same positive impact on the chase termination problem:
Question 1: Given a set Σ of guarded TGDs, is it possible to decide whether, for every database D, the chase on D and Σ terminates?
Of course, if the answer to the above question is positive, then the next step is to understand how complex is the problem of determining whether the chase terminates:
Question 2: Given a set Σ of guarded TGDs, what is the exact complexity of deciding whether, for every database D, the chase on D and Σ terminates?
Our main goal in this work is to study in depth the chase termination problem for guarded TGDs, and give answers to the above fundamental questions. In fact, we focus on the (semi-)oblivious versions of the chase, and we show that deciding termination for guarded TGDs is decidable. Surprisingly, this work is to our knowledge the first one that establishes positive results for the chase termination problem. Although the (semi-)oblivious versions of the chase are considered as non-standard ones, they have certain advantages that make them as important as the restricted chase, and thus they deserve our attention. In particular, unlike the restricted chase, the application of a TGD does not require checking if the head of the TGD is already satisfied by the instance, and this guarantees technical clarity and efficiency; see [6, 22] for a discussion on the advantages of the oblivious and semi-oblivious chase.
From our analysis, it turned out that to decide the termination of the chase is inherently different from query answering under guarded TGDs. For our purposes, we had to tame the combinatorial nature of the chase procedure, and understand how different chase derivations affect each other during the construction of the chase. More precisely, we had to understand when a sequence of TGDs gives rise to a valid derivation during the construction of the chase, and whether such a derivation is infinite. These low level issues are irrelevant for query answering, and this is the reason why the chase termination problem is generally considered more challenging than query answering.
It is clear that our positive results immediately give rise to new decidable query languages that can directly exploit the chase procedure. Another goal of the present paper is to clarify the expressiveness of those languages:
Question 3: What is the relative expressive power of the query language obtained from the fragment of guarded TGDs that ensures the termination of the chase?
Impact
It is interesting to observe that key database problems may benefit from our results. Such problems include: (i) computing data exchange solutions [11] , and (ii) answering conjunctive queries in the presence of guarded TGDs [6, 7] .
For data exchange, it is vital to use languages that guarantee the termination of the chase, since data exchange solutions must be materialized, and thus explicitly computable. Recall that the main language for data exchange is the class of weakly-acyclic TGDs. However, there are several data exchange scenarios that can be expressed via guarded TGDs, but not via weakly-acyclic TGDs. Our results provide formal algorithmic tools for checking whether a set of guarded TGDs, which is not necessarily weakly-acyclic, is suitable for data exchange purposes.
Regarding query answering, there are decision procedures that allow us to answer conjunctive queries in the presence of guarded TGDs, even if the chase is infinite. The main idea underlying these procedures is to compute an initial finite portion of the chase, whose size depends on the TGDs and the query, and then evaluate the query over this finite instance. It is clear that, by following this approach, for queries of different size we are forced to compute the relevant part of the chase, which is an expensive task. However,
General
Bounded Arity Simple Linear
Guarded 2EXPTIME-c EXPTIME-c
Weakly-Guarded 2EXPTIME-c EXPTIME-c Table 1 : Complexity of (Semi-)Oblivious Chase Termination.
if we know that the given set of TGDs guarantees the termination of the chase, then we can simply compute once a (finite) universal model, and then evaluate queries directly on that model.
Summary of Contributions
We first concentrate, in Section 4, on linear and simple linear TGDs, two key subclasses of guarded TGDs. Linear TGDs have only one atom in the left-hand side, while simple linear TGDs do not allow the repetition of variables in the left-hand side. Despite their simplicity, the above classes are powerful enough for capturing prominent database dependencies, and in particular inclusion dependencies, as well as key description logics such as DL-Lite. We syntactically characterize the fragment of linear and simple linear TGDs that ensures the termination of the oblivious and semioblivious chase via rich-and weak-acyclicity, respectively. More precisely, we show that a set of simple linear TGDs ensures the termination of the oblivious (resp., semi-oblivious) chase iff it is richly-acyclic (resp., weakly-acyclic). However, for linear TGDs we need to carefully extend rich-and weak-acyclicity. After exposing the reasons why the above acyclicity notions are not powerful enough for our purposes, we introduce critical-rich-acyclicity and critical-weak-acyclicity, and we show that they characterize the fragment of linear TGDs that guarantees the termination of the oblivious and semi-oblivious chase, respectively.
The above syntactic characterizations, apart from being interesting in their own right, allow us to obtain optimal upper bounds for the chase termination problem under (simple) linear TGDs -we simply need to analyze the complexity of deciding whether a set of (simple) linear TGDs enjoys the above acyclicity-based conditions. In particular, we show that the problem for simple linear TGDs is NL-complete, even for unary and binary predicates, while for linear TGDs is PSPACE-complete, in general, and NL-complete for predicates of bounded arity. For the hardness results, a generic technique, called the looping operator, is proposed, which allows us to obtain lower bounds for the chase termination problem in a uniform way. In fact, the goal of the looping operator is to provide a generic reduction from propositional atom entailment to the complement of chase termination.
We then proceed, in Section 5, with guarded and the more general language of weakly-guarded TGDs. Although there is no way (at least no obvious one) to syntactically characterize the fragments of (weakly-)guarded TGDs that ensure the termination of the chase, it is possible to show that the problem of recognizing the above classes is decidable, and in particular 2EXPTIME-complete, in general, and EXPTIME-complete for predicates of bounded arity. The upper bounds are obtained by exhibiting an alternating algorithm that runs in exponential space, in general, and in polynomial space in case of predicates of bounded arity. The lower bounds are obtained by reductions from the acceptance problem of alternating exponential (resp., polynomial) space clocked Turing machines, i.e., Turing machines equipped with a counter. These reductions are obtained by modifying significantly existing reductions for the problem of propositional atom entailment under (weakly-)guarded TGDs, and then exploiting the looping operator mentioned above. The complexity results in this paper are summarized in Table 1 .
Finally, in Section 6, we investigate the expressive power of our languages. In particular, we show that the query language based on the fragment of (simple) linear TGDs that guarantees the termination of the chase has the same expressive power as (simple) linear UCQs (unions of conjunctive queries). Similarly, we show that the query language based on the fragment of (weakly-)guarded TGDs that guarantees the termination of the chase has the same expressive power as (weakly-)guarded Datalog. The above results show that the new languages obtained from our analysis do not provide us with more expressive power compared to the standard database query languages. Nevertheless, we have a strong indication that the fragment of (weakly-)guarded TGDs that guarantees the termination of the chase is more succinct than (weakly-)guarded Datalog.
PRELIMINARIES
General Definitions
We define the following pairwise disjoint sets of symbols: a set C of constants (constitute the "normal" domain of a database), a set N of (labeled) nulls (used as placeholders for unknown values, and thus can be also seen as (globally) existentially quantified variables), and a set V of (regular) variables (used in dependencies). A fixed lexicographic order is assumed on (C ∪ N) such that every null of N follows all constants of C. We denote by X sequences (or sets, with a slight abuse of notation) of variables or constants X1, . . . , X k , with k 0. Throughout, let [n] = {1, . . . , n}, for any integer n 1.
A (relational) schema R is a (finite) set of relational symbols (or predicates), each with its associated arity. We write p/n to denote that p is an n-ary predicate. A position p[i] (in a schema R) is identified by a predicate p ∈ R and its i-th argument (or attribute). The set of positions of R, denoted by pos(R), is defined as {p[i] | p/n ∈ R and i ∈ [n]}. A term t is a constant, null or variable. An atomic formula (or simply atom) has the form p(t), where p is a predicate, and t a tuple of terms. An atom is called ground if all of its terms are constants of C. For an atom a, we refer to its predicate by pred (a), and we denote by dom(a), var (a) and pos(a) the set of its terms, the set of its variables, and the set of its positions, respectively. Given a set of positions Π, we denote by var (a, Π) the set of variables occurring in a at positions of Π. Furthermore, given a set of variables U, pos(a, U) is the set of positions in a at which variables of U occur. The above notations naturally extend to sets of atoms. Conjunctions of atoms are often identified with the sets of their atoms. An instance I is a (possibly infinite) set of atoms of the form p(t), where t is a tuple of constants and nulls. A database D is a finite instance such that
A substitution from a set of symbols S to a set of symbols S ′ is a function h : S → S ′ defined as follows: ∅ is a substitution (empty substitution), and if h is a substitution, then
and φ, ψ are conjunctions of atoms; φ(X, Y) is the body of σ, denoted body(σ), while ψ(X, Z) is the head of σ, denoted head (σ). The frontier of σ, denoted fr (σ), is the set of variables X, and we define frpos(σ) as the set of positions pos(head (σ), fr (σ)). Let also ex (σ) = Z. Assuming that head 
The instance I satisfies a set Σ of TGDs, written I |= Σ, if I |= σ for each σ ∈ Σ. For brevity, we omit the universal quantifiers in front of TGDs, and use the comma (instead of ∧) for conjoining atoms. For technical clarity, we focus our attention on constant-free TGDs.
A TGD σ is guarded if there exists an atom a ∈ body(σ) that contains (or "guards") all the variables of body(σ) [6] . The class of guarded TGDs, denoted G, is defined as the family of all possible sets of guarded TGDs. Weakly-guarded TGDs extend guarded TGDs by requiring only the body-variables that appear at affected positions, i.e., positions that can host nulls during the chase, to appear in the guard; for the formal inductive definition of affected positions see [6] . The corresponding class is denoted WG. We write guard (σ) for the guard of a (weakly-)guarded TGD σ. A key subclass of G are the so-called linear TGDs [7] , that is, TGDs with just one body-atom (which is automatically a guard), and the corresponding class is denoted L. A set of linear TGDs is called simple if there is no repetition of variables in the body of the TGDs, and the corresponding class is denoted SL. It is straightforward to verify that SL ⊂ L ⊂ G ⊂ WG.
(Semi-)Oblivious TGD Chase Procedure
The TGD chase procedure (or simply chase) takes as input an instance I and a set Σ of TGDs, and constructs a universal model of I and Σ. The chase works on I by applying the so-called trigger for a set of TGDs on I. In what follows, fix a set Σ of TGDs and an instance I.
is such that, for each existentially quantified variable Z ∈ ex (σ), h ′ (Z) ∈ N does not occur in I, and follows lexicographically all nulls in I. Such a trigger application is written as I⟨σ, h⟩J.
The choice of the type of the next trigger to be applied is crucial since it gives rise to different variations of the chase procedure. In this work, we mainly focus our attention on the oblivious [6] and semi-oblivious [15, 22] chase.
Oblivious. A finite sequence I0, I1, . . . , In, where n 0, is said to be a terminating oblivious chase sequence of I0 w.r.t. a set Σ of TGDs if: (i) for each 0 i < n, there exists a trigger (σ, h) for Σ on Ii such that Ii⟨σ, h⟩Ii+1; (ii) for each 0 i < j < n, assuming that Ii⟨σi, hi⟩Ii+1 and Ij⟨σj, hj⟩Ij+1, σi = σj implies hi ̸ = hj, i.e., hi and hj are different homomorphisms; and (iii) there is no trigger (σ, h) for Σ on In such that (σ, h) ̸ ∈ {(σi, hi)} 0 i n−1 . In this case, the result of the chase is the (finite) instance In. An infinite sequence I0, I1, . . . of instances is said to be a non-terminating oblivious chase sequence of I0 w.r.t. Σ if: (i) for each i 0, there exists a trigger (σ, h) for Σ on Ii such that Ii⟨σ, h⟩Ii+1; (ii) for each i, j > 0 such that i ̸ = j, assuming that Ii⟨σi, hi⟩Ii+1 and Ij⟨σj, hj⟩Ij+1, σi = σj implies hi ̸ = hj; and (iii) for each i 0, and for every trigger (σ, h) for Σ on Ii, there exists j i such that Ij⟨σ, h⟩Ij+1; this is known as the fairness condition, and guarantees that all the triggers eventually will be applied. The result of the chase is ∪ i 0 Ii.
Semi-oblivious. The semi-oblivious chase is a refined version of the oblivious chase, which avoids the application of some superfluous triggers. Roughly speaking, given a TGD σ, for the semioblivious chase, two homomorphisms h and g that agree on the frontier of σ, i.e., h |fr (σ) = g |fr (σ) , are indistinguishable. To formalize this, we first define the binary relation ∼σ on the set of homomorphisms Hσ = {h | h : var (body(σ)) → (C ∪ N)} as follows: h ∼σ g iff h |fr (σ) = g |fr (σ) . It is easy to verify that ∼σ is an equivalence relation on the elements of Hσ. A (terminating or non-terminating) oblivious chase sequence I0, I1, . . . is called semi-oblivious if the following holds: for every i, j 0 such that i ̸ = j, assuming that Ii⟨σi, hi⟩Ii+1 and Ij⟨σj, hj⟩Ij+1, σi = σj = σ implies hi ̸ ̸ ∼σ hj, i.e., hi and hj belong to different equivalence classes.
Henceforth, we write o-chase and so-chase for oblivious and semi-oblivious chase, respectively.
CHASE TERMINATION PROBLEM
We know that, due to the existentially quantified variables, a ⋆-chase sequence, where ⋆ ∈ {o, so}, may be infinite.
Example 2. Consider the database D = {p(a, b)}, and
There exists only one ⋆-chase sequence of D w.r.t. Σ, where ⋆ ∈ {o, so}, which is non-terminating, i.e., I0, I1, . . . with
where z1, z2, . . . are nulls of N.
For a set of TGDs, a key question is whether all or some ⋆-chase sequences are terminating on all databases. Before formalizing the above problem, let us recall the following crucial classes of TGDs:
The decision problems tackled in this work are as follows:
It would be quite beneficial for our later investigation to understand how the above problems are related. To this aim, we recall that [15] . This implies that the preceding decision problems coincide for the (semi-)oblivious chase. Henceforth, we refer to the ⋆-chase termination problem, and we write CT ⋆ for the classes CT ⋆ ∀ and CT ⋆ ∃ , where ⋆ ∈ {o, so}. Another useful notion is the so-called critical database for a set of TGDs [22] . Formally, the critical database for a schema R is the database Dc(R) = {p(c, . . . , c) | p ∈ R and c ∈ C}. The critical database for a set Σ of TGDs is defined as the database Dc(sch(Σ)); for brevity, we will refer to Dc(sch(Σ)) by Dc(Σ). To check for the termination of the (semi-)oblivious chase it suffices to focus on the critical database [22] .
Figure 1: (Extended) dependency graph of Example 3.
LINEARITY
We proceed to investigate the (semi-)oblivious chase termination problem for (simple) linear TGDs. The goal of this section is twofold: for every ⋆ ∈ {o, so},
Syntactically characterize the classes (CT
⋆ ∩SL) and (CT ⋆ ∩ L); and 2. Pinpoint the complexity of the ⋆-chase termination problem for sets of TGDs of (S)L.
For our first goal, we are going to exploit existing syntactic conditions that guarantee the termination of every (semi-)oblivious chase sequence on all databases; in fact, our analysis will build on richacyclicity [19] and weak-acyclicity [11] . More precisely, we are going to show that for simple linear TGDs rich-acyclicity (resp., weak-acyclicity) is enough for characterizing (CT o ∩ SL) (resp., (CT so ∩ SL)). However, for (non-simple) linear TGDs this is not the case, and we need to carefully extend rich-and weak-acyclicity. The above syntactic characterizations, apart from being interesting in their own right, allow us to obtain optimal upper bounds for the ⋆-chase termination problem for (S)L, and thus achieving our second goal -we simply need to analyze the complexity of deciding whether a set of (simple) linear TGDs enjoys the above acyclicitybased conditions. But let us first recall those conditions.
Weak-and Rich-Acyclicity
Both weak-and rich-acyclicity are defined via an acyclicity condition on a graph, which encodes how terms are propagated among the positions of the underlying schema during the chase. In fact, weak-acyclicity uses the well-known dependency graph [11] , while rich-acyclicity the so-called extended dependency graph [19] . In the sequel, we assume a fixed order on the head-atoms of TGDs.
Definition 2.
The dependency graph of a set Σ of TGDs is a labeled directed multigraph DG(Σ) = (N, E, λ), where N = pos(sch(Σ)), λ : E → Σ × N, and the edge-set E is as follows: for each σ ∈ Σ, for each V ∈ fr (σ), and for each π ∈ pos(body(σ), V ), with head (σ) = a 1 , . . . , a k :
no other edges are in E.
A normal edge (π, π ′ ) in the dependency graph keeps track of the fact that a term may propagate from π to π ′ during the chase. Moreover, a special edge (π, π ′′ ) keeps track of the fact that propagation of a value from π to π ′ also creates a null at position π ′′ .
Example 3. Consider the set Σ consisting of the TGD
The graph DG(Σ) is depicted in Figure 1(a) , where the dashed arrows represent special edges. Observe that the normal edges occur due to the variable X, while the special edges due to the existentially quantified variable Z.
The extended dependency graph of a set Σ of TGDs, introduced in [19] , is obtained from the dependency graph of Σ by adding some additional special edges from the positions where non-frontier variables occur to the positions where existentially quantified variables appear. The extended dependency graph of Σ given in Example 2 is shown in Figure 1(b) ; the additional special edges (dashed arrows) are due to the non-frontier variable Y . Having the above structures in place, we can recall weak-and rich-acyclicity. A set Σ of TGDs is weakly-acyclic (resp., richly-acyclic) if no cycle in DG(Σ) (resp., EDG(G)) contains a special edge. The corresponding classes are WA and RA, respectively; clearly, RA ⊂ WA.
Characterizing
(CT o ∩ SL) and (CT so ∩ SL)
Oblivious Chase
We start our investigation by showing that rich-acyclicity characterizes the fragment of SL that guarantees the termination of the oblivious chase. In particular, we prove that:
To establish the above theorem it suffices to show that, for an arbitrary set of TGDs Σ ∈ SL, Σ ∈ CT o iff Σ ∈ RA. The "if" direction has been shown in [19] . Assume now that Σ ̸ ∈ RA. We are going to show that there exists a database D, and a non-terminating o-chase sequence of D w.r.t. Σ, which immediately implies that Σ ̸ ∈ CT o . But let us first introduce our generic technical tool, which will be used also for the semi-oblivious chase, and all the other languages that we treat in this work. Given a TGD σ, ⋄ 
It is possible to show that the ⋆-chase termination problem, where ⋆ ∈ {o, so}, is tantamount to the problem of deciding whether a set of TGDs admits an infinite ⋆-chase derivation. 
s [2] (ρ1,1) (ρ2,1)
Figure 2: Cycles for Examples 4 and 5.
-for each i 0, J
is a trigger occurring in the sequence obtained by hypothesis; -for each pair of triggers (σ, h) and
and -for each i 0, ki 0 is the maximal integer such that the above conditions hold. Roughly, the above chase sequence constructs the chase in a level-by-level fashion, where level zero is defined as J0, and the atoms of level i are obtained by applying TGDs on atoms of level i−1, by giving priority to the triggers (σ0, h0), (σ1, h1) , . . .. Thus, the fairness condition is guaranteed, and Proposition 2 follows.
We proceed with the proof of Theorem 1. Recall that we need to show the following: for the set Σ ∈ SL, Σ ̸ ∈ RA implies Σ ̸ ∈ CT o . By Proposition 2, it suffices to show that, if Σ ̸ ∈ RA, then Σ admits an infinite o-chase derivation. The rest of this section is devoted to establish that indeed Σ admits an infinite o-chase derivation.
By hypothesis, there exists a cycle in EDG(Σ) that contains a special edge; let (v0, v1), (v1, v2), . . . , (vn−1, vn) be such a cycle (v0 = vn) with λ((vi, vi+1)) = (σi, ki), for each 0 i < n. In the sequel, we refer to the above cycle by C. One may claim that, starting from a database D that triggers the TGD σ0, the cycle C will give rise to an infinite o-chase derivation, which in turn implies that Σ admits an infinite o-chase derivation, as needed. However, such a derivation may be invalid due to the fact that the involved triggers are not distinct. There is no guarantee that the edges of C that are labeled with the same TGD give rise to different triggers.
Example 4. Consider the set
It is easy to verify that the cycle depicted in Figure 2(a) , where the dashed arrow represents a special edge, occurs in EDG(Σ ′ ). Starting from I0 = {p(c, c)}, where c ∈ C, if we apply the TGDs as dictated by this cycle, we get an infinite sequence of instances I0, I1, . . . with
where z1, z2, . . . are nulls. However, this sequence is not a valid o-chase derivation since, for each i ∈ {1, 5, 9, 13, . . .}, assuming that Ii⟨ρ2, h⟩Ii+1 and Ii+2⟨ρ2, h
are not distinct, as required by an infinite o-chase derivation.
Although C does not necessarily encode a valid infinite o-chase derivation, it is possible to show that in EDG(Σ) there exists a cycle C ′ , whose length is less or equal than the length of C, which encodes a valid infinite o-chase derivation. Intuitively speaking, if we avoid to reapply the repeated triggers that are involved in the infinite sequence of instances obtained due to C, then we get a valid o-chase derivation, which corresponds to C ′ . In fact, C ′ is one of the shortest cycles in EDG(Σ) that contains a special edge. Let us illustrate this via an example that builds on Example 4.
Example 5. Consider the set Σ ′ given in Example 4. As already discussed above, starting from I0 = {p(c, c)}, and applying the TGDs as dictated by the cycle of EDG(Σ) shown in Figure 2(a) , we obtain an infinite sequence of instances that is not a valid ochase derivation, since some of the involved triggers are repeated. If we avoid to reapply those triggers, then we get an infinite sequence of instances J0 = I0, J1, . . . with
where z1, z2, . . . are nulls of N. It is easy to verify that J0, J1, . . . is a valid infinite o-chase derivation, and that this derivation corresponds to the cycle of EDG(Σ ′ ) depicted in Figure 2(b) . This cycle is of length two, and there is no shorter cycle that contains a special edge.
From the above discussion, one can exploit the minimal cycles in the extended dependency graph, and show that:
By Proposition 2 and Lemma 3, we immediately get that Σ ̸ ∈ CT o , and Theorem 1 follows.
Semi-Oblivious Chase
By following a similar approach, we can characterize the fragment of SL that guarantees the termination of the semi-oblivious chase. For a set of TGDs Σ, Σ ∈ (RA ∩ SL) implies Σ ∈ (CT o ∩ SL), which in turn implies Σ ∈ (CT so ∩ SL). However, the other direction is, in general, not true. Consider the set Σ given in Example 3. It is easy to verify that Σ ∈ (CT so ∩SL), but Σ ̸ ∈ (RA∩SL), since in its extended dependency graph, which is depicted in Figure 1 , there exists a cycle that contains a special edge.
The main reason why rich-acyclicity is not enough for characterizing (CT so ∩ SL), is the existence (in the extended dependency graph) of the special edges from the positions where non-frontier variables occur to the positions where existentially quantified variables appear. In fact, those edges encode erroneous propagations of nulls that do not take place during the construction of the semioblivious chase. Recall that after eliminating those problematic special edges, we get a graph structure that coincides with the dependency graph. This observation led us to conjecture that weakacyclicity is enough for characterizing (CT so ∩ SL). By giving a proof similar to that of Lemma 3, with the difference that we exploit the dependency graph instead of the extended dependency graph, we show that: LEMMA 4. For every set Σ ∈ SL, if Σ ̸ ∈ WA, then Σ admits an infinite so-chase derivation.
By Proposition 2 and Lemma 4, we immediately get that Σ ̸ ∈ WA implies Σ ̸ ∈ CT so . Notice that the other direction is implicit in [22] , where the same has been shown for a superclass of WA, and the next result follows: Figure 3 : Extended dependency graphs of Examples 6 and 7.
Consequences to Other Formalisms
Despite their simplicity, simple linear TGDs are powerful enough for capturing prominent database dependencies, and in particular inclusion dependencies; see, e.g., [1] . It is well-known that inclusion dependencies correspond to simple linear (constant-free) TGDs with just one head-atom without repetition of variables, and we refer to this formalism by ID. Furthermore, simple linear TGDs generalize prominent ontology languages, and in particular DLLiteR [8] . In fact, DL-LiteR (ignoring non-membership and disjointness axioms) corresponds to simple linear TGDs that use only unary and binary predicates; we refer by DL-Lite TGD to this formalism. It is evident that our preceding results on simple linear TGDs immediately imply the following: COROLLARY 6. It holds that,
where
Oblivious Chase
We proceed with the characterization of the fragment of L that guarantees the termination of the oblivious chase. Let us first expose, by means of simple examples, the two reasons for which richacyclicity is not enough for our purposes.
Example 6. Consider the set Σ ∈ L consisting of σ1 = p(X, X) → ∃Z s(Z, X) σ2 = s(X, X) → ∃Z p(Z, X).
It is easy to verify that in the extended dependency graph of Σ, depicted in Figure 3(a) , there exists a cycle that contains a special edge. However, for every database D, every o-chase sequence of D w.r.t. Σ is terminating.
As shown above, the first reason why rich-acyclicity is not enough for characterizing (CT o ∩ L), is the fact that a cycle in the extended dependency graph does not necessarily encode a chase derivation. Consider, for example, the cycle (p [1] , s [1] ), (s [1] , p [1] ), where the first edge is labeled by σ1, and the second edge by σ2. One expects that, after applying σ1 during the chase, the obtained atom a may trigger σ2. However, this is not the case, since a is necessarily of the form s(t, t ′ ), where t ̸ = t ′ , which means that there is no homomorphism from body(σ2) to a. The atom a is of the above form since, in the head-atom of σ1, at position s [1] we have an existentially quantified variable, while at position s [2] a frontier variable.
The above informal discussion, demonstrates the need of finding an effective way for guaranteeing that a cycle in the extended dependency graph can indeed be traversed during the construction of the chase, in which case is called active. To this end, we need to understand when, for two single-head linear TGDs σ1 and σ2, the atom obtained by applying σ1 may trigger σ2. Notice that we focus on single-head TGDs, since, by definition, the edges of the extended dependency graph are labeled by single-head TGDs. The above property is captured by the notion of compatibility. In the sequel, we assume the reader is familiar with the notion of unification. Given two atoms a and b that unify, we denote by MGU(a, b) their most general unifier.
Definition 4.
Let σ1 and σ2 be single-head linear TGDs. Then, σ1 is compatible with σ2 if: head (σ1) and body(σ2) unify, and for each X ∈ var (body(σ2)), assuming Π = pos(body(σ2), {X}), either var (head (σ1), Π) ⊆ fr (σ1), or, var (head (σ1), Π) = {Z}, for some Z ∈ ex (σ1).
Clearly, in Example 6, σ1 is not compatible with σ2, and viceversa. Having the notion of compatibility in place, one may be tempted to claim that a sequence σ1, . . . , σn of single-head linear TGDs is active if, for each i ∈ [n − 1], σi is compatible with σi+1. However, this does not capture our intention. Instead, we need to ensure that the resolvent of such a sequence, which is a single-head linear TGD that simulates the behavior of σ1, . . . , σn, exists. Apparently, in order to achieve our goal, we need to extend richacyclicity to active-rich-acyclicity, by allowing cycles with special edges to appear in the extended dependency graph, as long as they do not give rise to active sequences of single-head linear TGDs. Unfortunately, active-rich-acyclicity is still not expressive enough for characterizing the fragment of linear TGDs that guarantees the termination of the oblivious chase. Figure 3(b) , there exists an active cycle that contains a special edge. For example, [2] ) gives rise to the sequence σ1, σ2. Since σ1 is compatible with σ2, we get that R(σ1, σ2) ̸ = ⊥, which in turn implies that C is active. Even if Σ is not actively-richlyacyclic, we can show that, for every D, every o-chase sequence of D w.r.t. Σ is terminating. To this aim, it suffices to verify that every o-chase sequence of the critical database Dc({p, s}) w.r.t. Σ is terminating.
Example 7. Consider the set Σ ∈ L consisting of σ1 = p(X, Y, Z) → s(X, Y, Z) σ2 = s(X, Y, X) → ∃Z p(Y, Z, X).
It is easy to verify that in EDG(Σ), depicted in
The above example exposes the second reason why rich-acyclicity is not expressive enough for characterizing (CT o ∩L). In particular, even if a cycle in the extended dependency graph is active, which means that it can be traversed at least once during the construction of the chase, it is not guaranteed that it can be traversed infinitely many times, and thus give rise to an infinite chase derivation. Consider, for example, the cycle C = (p [2] , s [2] ), (s [2] , p [2] ), where the first edge is labeled by σ1, and the second edge by σ2. Since C is active, one expects that, starting from p(c, c, c), where p is the predicate of body(σ1), we can apply σ1, σ2, σ1, . . . infinitely many times during the chase. However, after applying σ1, σ2, σ1, σ2, σ1 , we obtain a = s(t, t ′ , c), where t ̸ = t ′ , and thus there is no homomorphism from body(σ2) to a. In other words, the cycle C can be traversed twice, but during its third traversal σ2 is not triggered. The reason for this behavior is the fact that the sequence R(σ1, σ2), R(σ1, σ2), R(σ1, σ2) of length three (the chase derivation is blocked during the third traversal of C) is not active.
It is clear that we need an effective way for ensuring that an active cycle in the extended dependency graph can be traversed infinitely many times during the construction of the chase. In particular, assuming that an active cycle is labeled by the TGDs σ1, . . . , σn, we need to ensure that, for every k > 0, if ρ = R(σ1, . . . , σn), the sequence ρ, . . . , ρ of length k is active, in which case σ1, . . . , σn is critical. Interestingly, as we shall see below, for ensuring the above criticality condition, we only need to consider sequences of length up to (ωσ 1 +1), where ωσ 1 is the arity of the predicate of body(σ1 We proceed to extend rich-acyclicity to critical-rich-acyclicity, which, as we shall see, characterizes (CT o ∩ L). , v1) ), . . . , λ ((vn−1, vn) ) is critical. Σ is critically-richlyacyclic, if no critical cycle in EDG(Σ) contains a special edge, and the corresponding class is denoted LCriticalRA.
Definition 7. Consider Σ ∈ L, and let EDG(Σ) = (N, E, λ).
The main result of this section follows:
The "if" direction of the above result is shown by giving a proof similar to the one given in [19] for showing that Σ ∈ RA implies Σ ∈ CT o . The interesting part is to show that, for a set Σ ∈ L, Σ ̸ ∈ LCriticalRA implies Σ ̸ ∈ CT o . By Proposition 2, it suffices to show that, if Σ ̸ ∈ LCriticalRA, then Σ admits an infinite o-chase derivation. This is a rather non-trivial task, which requires some intermediate results.
The equality type of an atom is a set of equalities among positions that perfectly describe its shape. Formally, given a (constantfree) atom a = p(X1, . . . , Xn), the equality type of a is defined as By using Lemma 9, and the fact that the resolvent of an active sequence of single-head linear TGDs mimics the behavior of the sequence during the chase, starting from the critical database (this can be easily shown by induction on the length of the sequence), we can establish that a minimal critical cycle that contains a special edge gives rise to an infinite chase derivation, which in turn implies the following:
By Proposition 2 and Lemma 10, we get that Σ ̸ ∈ LCriticalRA implies Σ ̸ ∈ CT o , and Theorem 7 follows.
Semi-Oblivious Chase
By applying similar techniques, we can characterize the fragment of L that guarantees the termination of the semi-oblivious chase. To this end, we first need to introduce the notion of criticalweak-acyclicity, which is defined as critical-rich-acyclicity, with the difference that the desired condition is posed on the dependency graph, and not on the extended dependency graph.
Definition 8.
A set Σ ∈ L is critically-weakly-acyclic, if no critical cycle in DG(Σ) contains a special edge, and the corresponding class is denoted LCriticalWA.
As already discussed in Section 4.1.2, the extended dependency graph encodes propagations of nulls that do not take place during the construction of the semi-oblivious chase, and this is exactly the reason why we need to rely on the dependency graph for the characterization of (CT so ∩ L). By giving a proof similar to that of Lemma 10, with the difference that we exploit the dependency graph instead of the extended dependency graph, we show that:
By Proposition 2 and Lemma 11, Σ ̸ ∈ LCriticalWA implies Σ ̸ ∈ CT so . The proof of the other direction is along the lines of the proof given in [11] for showing that weak-acyclicity guarantees the termination of the restricted chase, and we get that:
Complexity of Chase Termination
Let us now proceed with our second goal, that is, to pinpoint the complexity of the ⋆-chase termination problem for sets of TGDs of (S)L, where ⋆ ∈ {o, so}.
Simple Linear TGDs
We first focus on SL, and we show the following: THEOREM 13. Consider a set Σ ∈ SL. The problem of deciding whether Σ ∈ CT ⋆ , where ⋆ ∈ {o, so}, is NL-complete, even for unary and binary predicates.
Upper Bound. To obtain the upper bound, by Theorems 1 and 5, it suffices to show that deciding whether Σ is richly-acyclic (or weakly-acyclic) is in NL.
LEMMA 14. Consider Σ ∈ SL. The problem of deciding if Σ ∈ L, where L ∈ {RA, WA}, is in NSPACE(log(ω · |sch(Σ)|)), where ω is the maximum arity of sch(Σ).
The complement of the problem under consideration can be seen as an instance of graph reachability. In fact, we need to decide whether there exists a node v in the (extended) dependency graph of Σ that is reachable from itself, with the additional condition that the path from v to itself contains at least one special edge. This can be done via a nondeterministic procedure, where at each step needs to remember two consecutive edges of the graph (i.e., three positions of sch(Σ)), the origin of the traversed cycle (i.e, the position v), and a binary value indicating whether a special edge has been visited or not. All the above elements can be maintained in O(log(ω · |sch(Σ)|)) space.
Lower Bound. Let us now proceed with the NL-hardness. We first introduce the so-called looping operator, which will allow us to establish a generic complexity tool for proving lower bounds for the chase termination problem. Notice that this tool will be used, not only for simple linear TGDs, but also for all the other languages considered in this work. In fact, the goal of the looping operator is to provide a generic reduction from propositional atom entailment to the complement of chase termination. Recall that an instance of propositional atom entailment consists of a database D, a set Σ of TGDs, and a propositional (i.e., 0-ary) predicate q, and the question is whether D ∪ Σ |= q, or, equivalently, whether q belongs to the result of the chase of D w.r.t. Σ.
Let (D, Σ, q) be an instance of propositional atom entailment. Given an atom a = p(t), where t = (t1, . . . , tn), occurring either in D (i.e., t ∈ C n ) or in Σ (i.e., t ∈ V n ), we define, for some Y ∈ V not in Σ, the atomic formula
where 
By using the looping operator, we can transfer, in a uniform way, lower bounds from propositional atom entailment to chase termination. Our generic complexity result follows: PROPOSITION 15. Let L be a class of TGDs that is closed under looping, such that propositional atom entailment for (CT ⋆ ∩L), where ⋆ ∈ {o, so}, is C-hard, for a complexity class C that is closed under log-space reductions. For a set Σ ∈ L, deciding whether Σ ∈ CT ⋆ is coC-hard.
To establish the above generic result, it suffices to reduce propositional atom entailment under (CT ⋆ ∩ L) to the complement of chase termination under L. Given a (non-empty) database D, a set Σ ∈ (CT ⋆ ∩ L), and a propositional predicate q, we need to construct in log-space a set Σ ′ ∈ L such that, D∪Σ |= q iff there exists a database D ′ such that a non-terminating ⋆-chase sequence of D ′ w.r.t. Σ ′ exists. It can be shown that the above equivalence holds for
The key idea underlying the looping operator can be sketchily described as follows. Consider the simple linear
It is easy to verify that there exists only one ⋆-chase sequence of {loop(a, b)} w.r.t. {σ}, which is non-terminating; for details, see Example 2. Our intention is to mimic the behavior of σ using Σ ′ , with the key difference that an atom of the form loop(t ′ , t ′′ ) is obtained by applying σ on an atom loop(t, t ′ ) only if D ∪Σ |= q. This is achieved by "plugging" between body(σ) and head (σ) the set Σ Y , which, by hypothesis, guarantees the termination of the chase. The given database D is generated by the TGD loop(X, Y ) performed by q(Y ) → ∃Z loop(Y, Z) . Since, by assumption, L is closed under looping, Σ ′ ∈ L, and Proposition 15 follows.
By the Immerman-Szelepcsényi theorem, coNL = NL. Thus, to obtain the NL-hardness for the chase termination problem under simple linear TGDs, since SL is closed under looping, by Proposition 15, it suffices to show that propositional atom entailment under (CT ⋆ ∩ SL) is NL-hard, even for unary and binary predicates. This is shown by giving a reduction from graph reachability. Given a directed graph G = (N, E) and two nodes s, t ∈ N , we construct a database D, a set Σ ∈ SL, and a propositional predicate q such that D ∪ Σ |= q iff t is reachable from s. The idea is to construct Σ in such a way that its predicate graph coincides with G, while D stores the node s, and q represents the node t. We get that:
, where ⋆ ∈ {o, so}, is NL-hard, even for unary and binary predicates.
Theorem 13 follows from Proposition 15, and Lemmas 14 and 16. Notably, Loop(D, Σ, q) belongs to ID and DL-Lite TGD , and thus Theorem 13 holds also for inclusion dependencies and DL-LiteR.
Linear TGDs
We now focus on arbitrary linear TGDs, and we show the following: THEOREM 17. Consider a set Σ ∈ L. The problem of deciding whether Σ ∈ CT ⋆ , where ⋆ ∈ {o, so}, is PSPACE-complete, and NL-complete for predicates of bounded arity.
Upper Bound. By Theorems 7 and 12, it suffices to show that the problem of deciding whether Σ is critically-richly-acyclic (or critically-weakly-acyclic) can be solved in polynomial space, in general, and in nondeterministic logarithmic space, in case of predicates of bounded arity.
where ω is the maximum arity over all predicates of sch(Σ).
The above technical lemma is shown by conceiving the complement of our problem as an extended version of graph reachability. In particular, we need to decide whether there exists a node v in the (extended) dependency graph of Σ that is reachable from itself via a critical cycle that contains a special edge. As for Lemma 14, this can be done via a nondeterministic procedure. However, in order to check for the criticality of the traversed cycle, apart from the two consecutive edges, the origin of the cycle, and the binary flag, we also need to remember the resolvent of the TGDs that label the visited edges. Such a resolvent can be computed and maintained in 
(WEAK-)GUARDEDNESS
We proceed to investigate the (semi-)oblivious chase termination problem for guarded and weakly-guarded TGDs. Although there is no way (at least no obvious one) to syntactically characterize the classes (CT ⋆ ∩ WG) and (CT ⋆ ∩ G), where ⋆ ∈ {o, so}, as we did for (simple) linear TGDs, it is possible to show that the problem of recognizing the above classes is decidable.
For technical reasons, we focus on standard databases, that is, databases that have at least two constants, let's say 0 and 1, that are available via the unary predicates 0(·) and 1(·), respectively. The results presented below, unless stated otherwise, hold only for standard databases. We show the following: THEOREM 20. Consider a set Σ ∈ WG. The problem of deciding whether Σ ∈ CT ⋆ , where ⋆ ∈ {o, so}, is 2EXPTIME-complete, and EXPTIME-complete for predicates of bounded arity. The same holds even if Σ ∈ G.
The goal of this section is to establish the above result.
Infinite Chase Derivations
We first focus our attention on weakly-guarded TGDs, and show that the chase termination problem is decidable; this implies that the problem is decidable also for guarded TGDs. By Proposition 2, given a set Σ ∈ WG, to decide whether Σ ̸ ∈ CT ⋆ (recall that we focus on standard databases), where ⋆ ∈ {o, so}, is tantamount to the problem of deciding whether Σ admits an infinite ⋆-chase derivation that starts from a standard database i.e., there exist sequences I0, I1, . . . and (σ0, h0), (σ1, h1) , . . . as in Definition 3 with I0 be a standard database. In what follows, we show that the latter is a decidable problem by presenting an alternating algorithm, called ⋆-InfiniteDerivation.
A General Description. One may be tempted to claim that a set of TGDs Σ admits an infinite ⋆-chase derivation that starts from a standard database iff Σ admits an infinite ⋆-chase derivation that starts from the critical database Dc(Σ). However, this is not true since Dc(Σ) is not a standard database. Nevertheless, the notion of the critical database can be naturally extended to the critical standard database, which is the standard database consisting of all possible atoms that can be formed using predicates of sch(Σ) and the constants 0 and 1. Formally, the critical standard database for a set Σ of TGDs (not necessarily weakly-guarded), denoted D std (Σ), is defined as the database
It is clear that the size of D std (Σ) is exponential in general, and polynomial when the maximum arity over all predicates of sch(Σ) is fixed. By giving a proof similar to the one in [22] for the critical database, we show the following:
LEMMA 21. Consider a set Σ of TGDs. It holds that, Σ admits an infinite ⋆-chase derivation that starts from a standard database, where ⋆ ∈ {o, so}, iff Σ admits an infinite ⋆-chase derivation that starts from D std (Σ).
Our alternating algorithm, starting from an atom of D std (Σ), and applying nondeterministically chase steps, identifies a finite basic block of a chase derivation (if it exists), which can then be repeated and give rise to an infinite chase derivation; this is graphically illustrated in Figure 4 (a). In other words, the algorithm tries to identify an atom a 0 from which, after applying some valid (depending on the version of the chase) triggers, an atom a 1 isomorphic to a 0 is obtained -by isomorphism we mean that, starting from a 0 and a 1 , we obtain isomorphic atoms. The segment of the derivation between a 0 and a 1 is the basic block that we can repeat infinitely many times, and obtain an infinite chase derivation. Before giving the technical details of our algorithm, we need to briefly recall some auxiliary notions and results.
Auxiliary Notions and Results. A set Σ ∈ WG can be effectively transformed into a set Σ ′ ∈ WG such that all the TGDs of Σ ′ are single-head [6] . It is not difficult to verify that this transformation preserves chase termination, i.e., Σ ∈ CT ⋆ iff Σ ′ ∈ CT ⋆ , where ⋆ ∈ {o, so}. Henceforth, for technical clarity, we focus on TGDs with just one atom in the head. Let D be a database, and Σ a set of TGDs. Σ) , is the forest obtained from G by keeping only the nodes associated with guard atoms, and their children; for more details, we refer the reader to [6] .
Lemma 21 implies that our algorithm has to identify an infinite path in gcf(D std (Σ), Σ). This is achieved by constructing nondeterministically such a path, starting from an atom of D std (Σ), until a basic block that can be repeated is identified. During this process, our algorithm exploits two key results established in [6] , where the problem of query answering under (weakly-)guarded TGDs is investigated. Let us recall those results, and explain how they are applied; let D be an arbitrary database:
1. The subtree of gcf(D, Σ) rooted at some atom a is determined by the so-called cloud of a (modulo renaming of nulls) [6, Theorem 5.16] . The cloud of a w.r.t. D and Σ, denoted
i.e., the atoms occurring in the result of the chase with constants from D and terms from a. This result allows us to build the relevant path of gcf(D, Σ). In fact, an atom a on this path can be generated by considering only its parent atom a ′ and the cloud of a ′ w.r.t. D and Σ. Whenever a new atom is generated, we nondeterministically guess its cloud, and verify in a parallel universal computation of our algorithm that indeed belongs to the result of the chase. 2. There exists a bound δ, which is double-exponential in the maximum arity ω of sch(Σ) (and only ω appears in the second exponent), up to which we have to construct the relevant path of gcf(D, Σ) in order to guarantee that all the obtained atoms are non-isomorphic. This implies that, for our purposes, we simply need to construct the path up to depth (2·δ).
We use this fact to ensure that our algorithm terminates.
Let us clarify that in [6] only the oblivious chase has been considered, and the above results have been explicitly established for the oblivious chase. Nevertheless, it is not difficult to extend these results to the semi-oblivious chase.
The Alternating Algorithm. We have now all the ingredients in place that are needed to define our algorithm. Given a set Σ = {σ1, . . . , σn} as input, ⋆-InfiniteDerivation(Σ) consists of the following steps: By construction, ⋆-InfiniteDerivation(Σ), starting from an atom a ∈ D std (Σ), identifies a basic block on a path P in the subtree of gcf(D std (Σ), Σ) rooted at a, which can be repeated infinitely many times. This allows us to safely conclude that P is an infinite path (or chase derivation), and the algorithm accepts; if such a derivation does not exist, the algorithm terminates and rejects. It remains to explain why this derivation is a valid one, i.e., it does not contain conflicting triggers (depending on the version of the chase).
Consider two triggers (σ, h) and (σ ′ , h ′ ) occurring in the obtained infinite ⋆-chase derivation. There are two possible cases: either they occur in the same or in different basic blocks; this is illustrated in Figure 4(b) . In the first case, h ⋄ ⋆ σ h ′ is guaranteed by construction; this is the reason why the set Hσ is maintained during the execution of the algorithm, which stores all the "dangerous" homomorphisms that have been used to trigger σ. In the second case, h⋄ ⋆ σ h ′ is guaranteed since the atom h ′ (guard (σ)) necessarily contains a null that does not appear in the atom h(guard (σ)); this is why the set nulls is maintained, which actually stores the nulls that can only appear in the atoms of a certain basic block. From the above discussion, we get the desired result: PROPOSITION 22 . Consider a set Σ ∈ WG. It holds that, Σ admits an infinite ⋆-chase derivation that starts from a standard database, where ⋆ ∈ {o, so}, iff ⋆-InfiniteDerivation(Σ) accepts.
Complexity of Chase Termination
Upper Bounds
By Propositions 2 and 22, we get that, for a set Σ ∈ WG, Σ ̸ ∈ CT ⋆ iff ⋆-InfiniteDerivation(Σ) accepts, where ⋆ ∈ {o, so}. Therefore, to establish the desired upper bounds, it suffices to show that our alternating algorithm runs in exponential space, in general, and in polynomial space, in the case of predicates of bounded arity; recall that AEXPSPACE = 2EXPTIME and APSPACE = EXPTIME. To this end, we show that the space required for the following tasks is exponential in the maximum arity ω of sch(Σ), and polynomial in all the other parameters of the input: (1) maintain D std (Σ) and the cloud of an atom; (2) maintain the set Hσ, where σ ∈ Σ; (3) maintain the integer value of ctr ; and (4) verify that the guessed cloud is valid. 
Lower Bounds
To establish the desired lower bounds, since G is closed under looping, by Proposition 15, it suffices to show the following:
, where ⋆ ∈ {o, so}, is 2EXPTIME-hard, and EXPTIME-hard for predicates of bounded arity.
The 2EXPTIME-hardness is obtained by a significant modification of the proof of Theorem 6.2 in [6] , which shows the 2EXPTIME-hardness of propositional atom entailment under arbitrary guarded TGDs (not necessarily in CT ⋆ ). That proof simulates an AEX-PSPACE Turing machine that uses no more than 2 n worktape cells; this assumption can be made without affecting the generality of the proof. For proving Lemma 24, we make, w.l.o.g., an additional assumption: we assume the machine contains a counter of 2 n−1 bits (i.e., the second half of the tape) that is initialized to zero and can count from 0 up to (2 to Turing machines, giving rise to the concept of clocked Turing machines, is a well-known technique; see [20, 25] . The fact that we consider a clocked Turing machine, together with the fact that we focus on standard databases, allows us to construct the doubleexponentially many configurations of the machine using a set of TGDs that ensures the termination of the chase, which is not the case in the proof of Theorem 6.2 of [6] . By following a similar approach, we can also show the EXPTIME-hardness in the case of predicates of bounded arity, and Lemma 24 follows.
Non-Standard Databases
From the above discussion, it is clear that standard databases are crucial for establishing the lower bounds in Proposition 24; in particular, to guarantee that the sets of guarded TGDs employed in the reductions are indeed members of (CT ⋆ ∩ G), where ⋆ ∈ {o, so}. Interestingly, the upper bounds stated in Theorem 20 hold also for non-standard databases. This can be shown by slightly modifying ⋆-InfiniteDerivation in such a way that, instead of starting from D std (Σ), where Σ ∈ WG is the given set of TGDs, starts from the critical database Dc(Σ). After applying this modification, it is easy to see that Σ admits an infinite ⋆-chase derivation (that starts from an arbitrary, not necessarily standard database) iff ⋆-InfiniteDerivation(Σ) accepts, and we immediately get the following result for arbitrary databases: THEOREM 25. Consider a set Σ ∈ WG. The problem of deciding whether Σ ∈ CT ⋆ , where ⋆ ∈ {o, so}, is in 2EXPTIME, and in EXPTIME for predicates of bounded arity.
The exact complexity of the chase termination problem in case of arbitrary (not necessarily standard databases) is still open.
RELATIVE EXPRESSIVE POWER
The results presented above, apart from giving an effective way for deciding the termination of the (semi-)oblivious chase, provide us with new decidable query languages, which are based on guardedness, that can directly exploit the chase procedure. A natural question at this point is whether these new query languages, and in particular the feature of existential quantification, give us more expressive power than existing ones. The goal of the current section is to give an answer to the above crucial question.
Consider a class L of TGDs. An L query is a pair (Σ, q), where Σ ∈ L, and q is a predicate that does not occur in the body of a TGD in Σ. Given a database D, the answer to Q = (Σ, q) over D, with q be an n-ary predicate, is defined as the set ans(Q, 
Recall that our goal is to understand whether the existential quantification gives us more expressive power. Towards this aim, we are going to compare the expressive power of the query languages obtained from our previous analysis on chase termination, with the relevant fragments of Datalog. We write DAT for the family of all Datalog programs, which can be seen as sets of single-head TGDs without existentially quantified variables, and UCQ (unions of conjunctive queries) for the family of all Datalog programs where all the rules have the same head-predicate that does not appear in a rule-body. The main result of this section states that the existential quantification does not add expressive power to the existing Datalog-based languages.
THEOREM 26. For each ⋆ ∈ {o, so},
, where L ∈ {SL, L}; and
, where L ∈ {G, WG}.
The "¡" direction is trivial since DAT guarantees the termination of the chase. For the "£" direction, we exploit recent rewriting techniques proposed in different contexts [13, 14, 23] .
Succinctness. The next question that comes up concerns the succinctness of our new query languages. This challenging problem goes beyond the scope of the current work, and is something that we are currently investigating. Nevertheless, we would like to present a result, which can be seen as a strong indication that the existential quantification allows us to build more succinct queries. Since EXPTIME 2EXPTIME, the above result follows from Lemma 24, and the fact that Datalog is in EXPTIME in combined complexity. In simple words, Proposition 27 says that, even if (CT ⋆ ∩ G) is not more succinct than (DAT ∩ G), to construct an equivalent (DAT∩G) query of polynomial size will be a hard task.
CONCLUSIONS
We show that the (semi-)oblivious chase termination problem for guarded-based TGDs is decidable, and we obtain precise complexity bounds. To the best of our knowledge, this is the first work that establishes positive results about the (semi-)oblivious chase termination problem. The next step is to perform similar analysis focussing on the restricted version of the chase. The nondeterministic nature of the restricted chase makes the chase termination problem even more challenging, and new techniques must be devised. We have some preliminary positive results, and we are currently working towards the full settlement of the problem.
