We study the unrelated parallel machine scheduling problem with sequence and machine dependent setup times and the objective of makespan minimization. Two exact decomposition-based methods are proposed based on logic-based Benders decomposition and branch-and-check. These approaches are hybrid models that make use of a mixed integer programming master problem and a specialized solver for travelling salesman subproblems. The master problem is used to assign jobs to machines, while the subproblems find optimal schedules on each machine given the master problem assignments. Computational results show that the decomposition models are able to find optimal solutions up to four orders-of-magnitude faster than the existing state of the art as well as solve problems six times larger than an existing mixed integer programming model. We further investigate the solution quality versus run-time trade-off for large problem instances for which the optimal solutions cannot be found and proved in a reasonable time. We demonstrate that the branch-and-check hybrid algorithm is able to produce better schedules in less time than the state-of-the-art metaheuristic, while also providing an optimality gap.
Introduction
Many practical scheduling problems consist of alternative machines and sequence dependent setup times where a job must be assigned to one of a set of machines and a minimum time must elapse between consecutive jobs executed on the same machine. The time which must elapse depends on the machine and the pair of jobs being executed. This situation arises, for example, in chemical plants where reactors must be cleaned when changing from processing one mixture to another and the time required for cleaning depends upon the previously completed and subsequent jobs. If the preceding chemical affects the succeeding one, longer cleaning times may be required to ensure that the reactor is properly prepared. The products processed in the reverse order may require a shorter cleaning time because the process may not suffer the same contamination risks. Further examples can be found in the plastic, glass, paper and textile industries where setup times of significant length exist [3, 17] .
We study the unrelated parallel machines scheduling problem (PMSP) with sequence and machine dependent setup times. In the PMSP, jobs must be assigned to one of a set of alternative resources and jobs assigned to the same resource have setup times defined as the time that must elapse between the end of one job and the start of the next job. The setup time is sequence and machine dependent in that the elapsed time between jobs will differ depending on the order and machine to which the pair of jobs is assigned. We assume that setup times follow the triangle inequality. We concern ourselves with minimizing the makespan; that is, the maximum completion time of a schedule. Using the three-field notation given by [19] , this problem can be denoted as (R|sds|C max ). Here, R indicates that there are multiple unrelated machines in parallel, sds represents the sequence dependent setup time characteristic of the problem, and C max denotes that minimizing the makespan is our objective.
We develop two exact methods designed to solve the PMSP: a logic-based Benders decomposition (LBBD) approach and a branch-and-check approach. Both methods make use of the same problem decomposition but vary in the timing at which the components of the decomposition are solved. We demonstrate that the two approaches provide significant improvements over the state-of-the-art approaches to the PMSP, both in terms of finding and proving the optimality of solutions, and (for the branch-and-check approach) the identification of high-quality solutions in low computational time. For moderately sized problems, the decomposition models are able to find and prove optimal solutions up to four orders-of-magnitude faster than the existing mixed integer programming (MIP) formulation. Equivalently, problems six times larger can now be solved to proven optimality in a reasonable amount of time. Looking at large problems where finding and proving optimality is not currently possible, branch-and-check is able to find better solutions in less time than state-of-the-art metaheuristic algorithms while also providing a bound on solution quality that is generally unavailable with metaheuristics. Our experiments show that branch-and-check is able to consistently provide better makespans and can do so an order-of-magnitude faster.
The strength of logic-based Benders decomposition for scheduling problems has been shown in a number of papers over the past 15 years (see [30] for a survey). The LBBD development here should be seen as a continuation of this line of work with the primary novelty being the first application of LBBD to PMSP with sequence and machine dependent setup times and, as far as we are aware, the first integration with a specialized TSP solver to solve subproblems. More significantly in terms of novelty, there has been very little work on branch-and-check. The only rigorous comparison between branch-and-check and LBBD is found in a conference paper [10] . In this paper, for the first time, we apply branch-and-check to the PMSP with sequence and machine dependent setup times, resulting in substantially improved solving performance compared to LBBD and MIP models. More significantly, we demonstrate that branch-and-check, unlike LBBD and MIP, out-performs the state-of-the-art metaheuristic approaches on large problem instances.
Background
In this section, we define the PMSP with sequence and machine dependent setup times and review previous work.
Problem Definition
In the PMSP, a set of jobs, N , are to be scheduled on a set of machines, M , with the objective of minimizing the makespan. Each job has a processing time p ij corresponding to the time required to process job j on machine i. The machines in this system are unrelated; that is, a job j can have a processing time greater than job k on one machine, but the reverse could be true on another machine. There are sequence and machine dependent setup times, s ijk : the time that must elapse between the completion of job j and the start of job k if job j precedes job k on machine i. Each job j also has a setup time s i0j if it is the first job to be processed on machine i. The setup times are assumed to follow the triangle inequality: s ijk ≤ s ijl + s ilk . The goal of the problem is to determine how to assign jobs to machines and then sequence these jobs on each machine to minimize the makespan.
To formally define the PMSP, we present the current state-of-the-art MIP model presented in [7] .
j∈N0,j =k i∈M
k∈N0,j =k i∈M The MIP model is a mathematical representation of the scheduling problem. Two decision variables represent the decisions associated with a job: x ijk and C j . These decision variables will define the machine that the job is processed on, the sequence of processing of jobs on a machine, and the completion time of the job. Constraint (2) (resp. (3)) ensures that each job has a single predecessor (successor) on exactly one of the machines. Constraint (4) states that a job can only have a predecessor on a machine if it also has a successor on that same machine. Constraint (5) sets the completion times of each job such that if job j precedes job k on a machine i, the earliest time that job k can end must be greater than the completion time of job j plus the setup time from job j to job k and the processing time of job k. If job k is processed directly after job j on machine i, 1 − x ijk = 0 and the constraint becomes C k − C j ≥ s ijk + p ik . If job k is not scheduled directly after job j on a machine, 1 − x ijk = 1 and the large V term makes the constraint non-binding. This constraint will ensure that a single valid sequence of jobs is scheduled on each machine and that none of the jobs' processing time overlap one another. Constraint (6) guarantees that only one job can be scheduled first on each machine. Constraint (7) sets the completion time of job 0, an auxiliary job used to enforce the start of a schedule, to zero. Constraint (8) calculates the makespan for each individual machine and constraint (9) links the individual machine makespan to the overall schedule makespan. Constraint (10) defines the decision variables as binary.
Related Work
The PMSP with sequence and machine dependent setup times (R|sds|C max ) is strongly NP-hard as the single machine scheduling problem with sequence dependent setup times (1|sds|C max ) is equivalent to a travelling salesman problem (TSP) [8] .
Exact Approaches
The combinatorial complexity of the PMSP has resulted in little research in exact optimization methods. Until recently, the only MIP models to solve the PMSP with sequence and machine dependent setup times were minor variations of a model proposed by [20] and used in a number of papers as a straw man comparison to metaheuristic approaches [21, 32] . With modern hardware and commercial software, only small instances (e.g., 8 jobs and 4 machines or 9 jobs and 2 machines) could be solved and proved optimal using this model.
The MIP model presented above achieves substantial improvement with two modifications to the previous formulation [7] . The first change is to include Constraint (8) which exactly calculates the completion time on each individual machine based on the assignment and sequencing. The second addition is to use Constraints (7) and (8) to explicitly calculate the makespan for each machine rather than relying on the maximum C i value. That is, in the previous model Constraints (7) and (8) were represented by C i ≤ C max , i ∈ M . Although C i is now not used for calculation of the makespan, it is still required for Constraint (5) to ensure that each machine will only have a single, non-overlapping sequence of jobs. These two changes improve the performance of the MIP so that it is able to solve problems up to four times larger and five orders-of-magnitude faster than the previous MIP models [7] .
Other research on the PMSP with unrelated machines has examined variations of the problem studied here. An exact branch-and-bound algorithm was developed by [28] to minimize makespan for a problem with two parallel machines but without setup times. [33] looked at exact algorithms for the PMSP with machine and sequence dependent setup times and due dates, with the objective of minimizing a function of makespan and total tardiness. They compared their branch-and-bound algorithm against two MIP models and showed that their model is capable of optimally solving problems of size up to 30 jobs, significantly out-performing the MIP models known at the time.
Another related problem class is the min-max vehicle routing problems (VRP). In the VRP, multiple vehicles must travel between nodes to service all customers. Generally, VRPs correspond to the PMSPs with identical machines and 0 processing times. [37] presented a branch-and-cut algorithm for the VRP, but showed that even with only two vehicles, the algorithm is unable to solve most instances tested. They improved their results via a column generation heuristic, but reported high duality gaps (10% or more) on many of the test instances. For the class of heterogeneous vehicles, [9] provide a survey where they described various different VRP problems and solution approaches.
The state of current research regarding solving PMSPs with machine and sequence dependent setup times to optimality is limited to problems with fewer than 40 jobs. Even for problems that consist of 40 jobs and 5 machines, the current best MIP model is only able to solve 5 of the 30 tested benchmark instances in less than one hour [7] .
Heuristic Approaches
There has been comparatively more work on heuristic approaches to the PMSP with sequence and machine dependent setup times. Early work by [18] compared a genetic algorithm, simulated annealing, and tabu search. Empirical results indicated that the tabu search approach was capable of finding the best solutions in short periods of time (20 seconds), however the performance comparison for a larger time limit (100 seconds) shows no clear distinction among the three methods.
[2] developed a partitioning heuristic designed for large instances of the PMSP with setup times. The approach makes use of a constructive and improvement heuristic which assigns jobs to machines coupled with a TSP-like heuristic that subsequently sequences the jobs. [32] presented a metaheuristic called Meta-RaPS. The heuristic is a modified COMSOAL (Computer Method of Sequencing Operations for Assembly Lines) approach [5] with the goal of minimizing makespan. Direct comparisons were made between Meta-RaPS and the partitioning heuristic on problems up to 120 jobs and 12 machines where Meta-RaPS was found to be 10% better in terms of solution quality in some cases.
[21] developed a tabu search to solve the same problem and also compared their model to the partitioning heuristic. The tabu search was found to be up to 8% better than the partitioning heuristic on the same sized instances.
Most recently, the state-of-the-art heuristic approach to PMSP with sequence and machine dependent setup times is ant colony optimization (ACO) [6] . All four of the above heuristic approaches were tested on instances up to size of 120 jobs and 8 machines where quality was defined as the difference between the makespan found and a simple lower bound. ACO was found to produce schedules with makespans within 1% to 7% deviation of the lower bound with Meta-RaPS close behind. The Scheduling Research Virtual Center website (http://schedulingresearch.com/) contains many of the problem instances and performance data for these metaheuristic models.
Heuristic approaches have also been applied to closely related problems. [16] proposed a twophase algorithm based on constraint programming (CP) to heuristically optimize a combination of the makespan and the sum of setup times. Jobs consist of multiple activities and, unlike our problem, precedence constraints exist between these activities. In the first phase of the algorithm, a time-limited, incomplete branch-and-bound method is used to find solutions with small makespan. The second phase minimizes the sum of setup times with the constraint that the makespan must not exceed the makespan found in the first phase. They tested their model on problems of up to 16 jobs, each consisting of 12 activities and 16 machines.
An unrelated PMSP with sequence and dependent setup times and the objective of minimizing tardiness was studied by [29] . A tabu search was shown to be able to find (but not prove) optimal solutions on more than 50% of the small problems (up to 10 jobs and 4 machines) while performing well on larger instances.
Two Decomposition Methods
In this section, we present the two decomposition models for our problem: a logic-based Benders decomposition and the closely related branch-and-check decomposition. Both decompositions make use of the same algorithm components (master problem, subproblem, and cut), but differ in when the subproblems are solved. We first provide an overview of the two decompositions followed by detailed definitions of the algorithm components.
Logic-Based Benders Decomposition
Logic-based Benders decomposition (LBBD) is a generalization of classical Benders decomposition [11] developed by Hooker [22, 23, 26] . It has been applied to a wide range of combinatorial optimization problems including the verification of logic circuits [22] , planning and scheduling [24, 25, 12, 4] , stochastic and deterministic location/fleet management [14, 15] , and queue design and control [34] . In particular, [25] uses LBBD to solve the PMSP problem without setup times with the objective of minimizing cost, makespan, or total tardiness.
We present the notation and explanation due to [26] . To model a problem for LBBD, one must first partition the decision variables into two vectors x and y. In general, we can view the problem as,
Here, f is a real-valued function, S is the feasible set (generally defined by a collection of constraints), and D x and D y are the domains of x and y respectively. The problem is split into constraints solely involving the x or master problem variables and constraints that mix the x and y, subproblem variables. Since the master problem only considers the x variables, the feasible set S is relaxed and is denoted as S. Unlike classical Benders decomposition, there are no structural restrictions (e.g., linearity) on the different components of the decomposition. Formally, the master problem can be defined as follows:
where z is a real-valued decision variable,S is a relaxation of S, and β x k (x) is a Benders cut on the objective function f (x, y) found when fixing values of x to x k . Constraints (16) are derived from solving the subproblem and x 1 , ..., x K are the values of the x variables in master problem solutions found during previous iterations.
The subproblem for iteration k is:
Solving an LBBD model consists of iteratively solving the master problem and the subproblems until convergence. The master problem is solved to optimality, producing solution x k with cost z k in iteration k. That solution is then used to formulate one or more subproblems which are each solved, producing bounding functions (i.e., the Benders cuts) on z. If the k-th master problem solution satisfies all the new bounding functions obtained in iteration 1 to k, the process has converged to a globally optimal solution (i.e.,
, where y k is the subproblem solution). Otherwise, the master problem is solved again, and the iterations continue. Under reasonable conditions on the Benders cuts, it can be shown that the process converges to an optimal solution in a finite number of iterations [13] (see Section 4.4 below for details).
While LBBD is typically presented as above, one core idea is that the master problem is a relaxation of the global problem. It is not necessarily the case that the relaxation must be achieved by partitioning the variables and ignoring the y variables in the master problem. Instead, one can formS by relaxing another aspect of the problem. For example, when y are integer, we can ignore their integrality in the master problem. In this way, the master problem is easier to solve than the original problem, but has a tighter representation than if the y variables were completely ignored in the master problem. In Section 4.2, we present such a master problem formulation that includes both the x and y variables.
Branch-and-Check
In branch-and-check [35] , the subproblem is solved during the branch-and-cut search of the master problem whenever a feasible master problem solution is found. Thus, when referring to branch-andcheck, we define x k and z k as the k th feasible solution and objective value found by the master problem, respectively. If all subproblems have an optimal solution which is less than or equal to z k , a globally feasible solution has been found. Otherwise, a Benders cut is generated and added to the master problem model. In either case, the branch-and-cut search of the master problem then continues until it is proved that the last globally feasible solution found is optimal.
The definition of logic-based Benders decomposition [23] was general enough to encompass both LBBD and branch-and-check as defined above. In fact, Hooker's definition allows subproblem solving to be triggered without a feasible master solution by employing rounding heuristics to establish values for x k at a node in the master branch-and-cut search. [35] subsequently coined the term branch-andcheck and more explicitly developed the ideas in [23] . However, in his empirical analysis, [35] did not investigate the full branch-and-check idea: the master solver was stopped at each feasible solution, the subproblem(s) were solved and, if necessary, Benders cuts were added. However, the master branchand-cut search was then restarted rather than continued.
[10] performed the first systematic empirical comparison of LBBD and branch-and-check, demonstrating that their relative performance depends on the difficulty of solving the master problem as compared with the subproblems. On the problems tested, when subproblems were easy to solve compared to the master problem, branch-and-check was superior to LBBD. In contrast, LBBD was superior when solving a subproblem was hard compared to solving the master problem. This conclusion led us to consider branch-and-check as a promising approach to the PMSP with setups as subproblems can be solved very quickly with dedicated solvers, as described below.
LBBD and Branch-and-Check for PMSP with Setups
In this section, we provide the detailed model of the PMSP with setups using LBBD and branch-andcheck. In particular, we define the master problem, the subproblem, a Benders cut, and criteria for LBBD to find sub-optimal solutions before an optimal solution is found.
Mixed Integer Programming Model
To fit the proposed decomposition into the LBBD framework presented in Section 3.1, we first introduce an alternative MIP model for the global problem.
where C max : Maximum completion time ξ i : Total setup time incurred on machine i x ij : 1 if job j is processed on machine i y ijk : 1 if job k is processed directly after job j on machine i C j : Completion time of job j The makespan on each machine is defined in constraint (22) as the summation of processing times for all jobs assigned to that machine plus the total setup time. Constraint (23) ensures that each job is assigned to exactly one machine. Constraint (24) places the dummy job (which signifies the start and end of a sequence of jobs on a machine) on each machine. Constraint (25) assigns the setup time of a machine i, ξ i , to be the additional time required from the sequencing of jobs, y ijk , and their respective setup times, s ijk . Constraints (26) and (27) state that if a job j is assigned to a machine i, then there must be exactly one other job that precedes and one job that succeeds job j on machine i. Constraint (28) is the same constraint as Constraint (5) used to set the completion time of jobs in a sequence. Constraint (29) places the dummy job at time 0. Finally, Constraints (30) and (31) set x ij and y ijk variables as binary decision variables.
Assignment Master Problem
The MIP formulation of the master problem is a relaxation of the MIP in the previous section. In this relaxation, jobs are assigned to machines, but instead of requiring a single sequence of jobs on each machine, multiple, disjoint sequences are allowed, which together include all jobs assigned to the machine. The relaxation essentially removes the decision variable C j and Constraints (28) and (29) from the MIP model. However, instead of removing y ijk from the model completely, the decision variable is relaxed to be any real-valued number between 0 and 1. By including y ijk in the master problem, a tighter formulation that partially takes into account setup times is achieved. The master problem is as follows:
s.t. Constraints (22) to (27) cuts (33)
where x ij : 1 if job j is processed on machine i y ijk : Relaxed representation of job k being processed directly after job j on machine i The master problem includes Constraints (22) to (27) from the MIP model. However, instead of ξ i equating to the total setup time of sequencing jobs on a machine i, a relaxation is applied so that it is now a lower bound on the actual setup times. The relaxation allows smaller, independent sequences instead of a single sequence of jobs on a machine. From a TSP perspective, the master problem allows sub-tours where each job has a predecessor and successor, but multiple sub-cycles may exist. For example, given jobs j 1 , j 2 , j 3 , j 4 , and j 5 , Constraints (26) and (27) (33) is the Benders cut added to the master problem each time a subproblem results in a higher makespan than that of its master problem solution. The cuts are defined below in Section 4.4. The set of cuts is empty in the first iteration of the master problem.
Sequencing Subproblems
The solution to the master problem defines the subproblems. Let x h * ij , y h * ijk , and C h * max be the solution found from the master problem at iteration h. The x h * ij values provide an assignment of each job to one of the |M | machines. Since the sequence from the master problem may not be feasible due to the presence of multiple cycles on a single machine, the y h * ijk values are ignored in the subproblem. Each time the subproblems must be solved, whether for logic-based Benders decomposition or for branchand-check, we create |M | separate problems each representing one machine and containing only the jobs assigned to that machine (i.e., for machine i , only jobs j where x h * i j = 1). Given a fixed assignment, the sequence of jobs on one machine does not affect another machine and so we are able to solve each machine subproblem independently.
A subproblem must sequence the assigned jobs with the goal of minimizing the makespan. This problem is a single-machine scheduling problem with sequence-dependent setup times, (1|sds|C max ), which can be modelled as an asymmetric travelling salesman problem (ATSP). In an ATSP, we are given a complete graph G = (V, E) with non-negative weights on each edge. Here, V is the set of nodes and E is the set of edges. The objective is to find a Hamiltonian cycle (a tour that passes through all the nodes) of G with the minimal sum of edge weights.
Given a set of jobs N h i = {j : x h * ij = 1} (the jobs assigned to machine i from iteration h of the master problem), we can represent the (1|sds|C max ) as an ATSP with |N h i | + 1 nodes. The nodes represent jobs and the weight of edge (j, k) is the sum of the processing time of job j, p ij , and the transition time from job j to job k on machine i, s ijk . The weight of the edge from the dummy node to job j is equal to the setup time of job j if it were the first job to be processed on a machine, s i0j . An edge from job j to the dummy node has weight of the processing time of job j, p ij . A solution to the ATSP corresponds to a minimal length sequence of jobs.
The ATSP representation is shown in Figure 1 . It can be seen that if the order of jobs to be processed is 1, 3 then 2, the distance travelled would be, s i01 + p i1 + s i13 + p i3 + s i32 + p i2 . This tour distance is equal to the makespan of processing jobs in that order. The representation shown above allows us to take any (1|sds|C max ) subproblem and create an ATSP. Hence, the subproblems are reformulated in terms of an ATSP. We then convert the problem to be a symmetric TSP in order to use existing (symmetric) TSP solvers. We use the three-node transformation due to [27] : we replace every node j by three nodes: j − , j 0 , and j + . This results in a graph G with 3(|N i | + 1) nodes. The edges (j − , j 0 ) and (j 0 , j + ) have a weight of 0 and edges (j + , k − ) are equal to the weight on arc (j, k) from the original graph G.
Cuts
If the makespan of a machine found in the subproblem is less than or equal to the master problem's makespan, then this solution is feasible with respect to the master problem and no cuts are added. Otherwise, a cut is created. The master problem is then updated with the cuts from each such subproblem.
To define the cut, we introduce the value maxPre hj , the maximum setup time if job j directly succeeds another job that is assigned in the master problem to the same machine in iteration h. That is,
where i is the machine that job j was assigned to in the master problem in iteration h. We define θ hi j to be the sum of the processing time of job j on machine i and maxPre hj .
The proposed cut is then
Here, C max is the makespan variable in the master problem and C hi * max is the makespan found in iteration h for machine i . The cut places a lower bound on the makespan in future iterations, depending on the jobs that are assigned. If the same assignment is given to the subproblem, the x ij variables that are part of this cut will all equal to 1. If this is the case, then j∈N h i (1 − x i j ) = 0 and the makespan of the subproblem becomes a new lower bound on C max . When a different assignment is made and at least one of the x i j variables that previously had a value of 1 is 0, the cut enforces that the makespan in a future iteration must be bounded by the makespan found in the subproblem reduced by the corresponding θ hij value(s).
A valid cut must adhere to two conditions [13] : i) it must remove the current solution from the master problem and ii) it must not eliminate any globally optimal solutions. The first condition is easily seen. If a subsequent iteration assigns exactly the same set of jobs to machine i, the master problem must increase the value of the makespan variable. Otherwise, a change in assignment to machine i is necessary. In either case, the solution of iteration h is removed from the master problem space.
As the second condition is slightly more involved, we prove the following theorem:
Theorem 1. The proposed cut does not remove any globally optimal solutions.
Proof. Proof We proceed by assuming that there exists a globally optimal schedule violating the cut and then showing a contradiction. Given a set of jobs, N , assigned to machine i in the current iteration, let C N be the optimal makespan on machine i. Suppose there exists a globally optimal schedule that violates the cut generated for machine i in iteration h. Let N * be the set of jobs assigned to i by this globally optimal schedule and let C N * be the makespan of machine i in the global schedule. As the globally optimal schedule does not assign the jobsN := N − N * from N to machine i and it violates the cut under our initial assumption, the following property holds:
Given the schedule corresponding to C N * , it is possible to construct a reduced schedule by removing the jobs in N * − N . This reduced schedule consists of the jobsN := N ∩ N * that are arranged in the same order as in the globally optimal solution. Let CN be the makespan of machine i in the reduced schedule. As the setup times satisfy the triangle inequality, CN is smaller than or equal to C N * . Hence, the reduced schedule also violates the cut:
To prove a contradiction, we need only to show that equation (37) cannot be true and therefore equation (36) is also not true since CN ≤ C N * . To show that equation (37) cannot be true, the reduced schedule is extended to a schedule containing all of N jobs by placing each job inN , one by one, at the end of the reduced schedule. As maxP re hj is the maximum setup time over all jobs in N , for job j, the makespan of the resulting schedule, C N , must satisfy:
Rearranging and using the assumption that C N is the minimal makespan for the problem with the full set of N jobs:
This contradicts equation (37) and therefore, the cut does not remove any optimal solutions from the global search space.
Note that there is no requirement that the set of jobs assigned to machine i is part of an optimal solution to the master problem. Any feasible master solution that cannot be extended to a solution to the subproblem will produce a cut that removes the master solution and does not remove any globally optimal schedules. Thus, the cut is valid for branch-and-check as well as LBBD.
Finding Sub-optimal Solutions
Since the PMSP with setup times is NP-hard, it is not always possible to find optimal solutions in a reasonable time (unless P = N P ). In the general formulation of LBBD, the first globally feasible solution is a globally optimal solution, meaning that for large problems, LBBD may not be able to find any feasible solutions in a reasonable time. Branch-and-check partially addresses this issue because globally feasible solutions can be found during the master branch-and-check search when a feasible but not optimal master solution is found to be consistent with each subproblem. We can more fully address this issue by converting any feasible master solution to a feasible global solution. In this section, we show two methods for LBBD and one for branch-and-check to obtain globally feasible solutions.
The first method can be used in both LBBD and branch-and-check. A feasible master problem solution assigns each job to a machine, forming the subproblems. If we ignore the C max value in the master problem, then the maximum makespan over all subproblems is globally feasible. Therefore, we can find a feasible global solution for each feasible master solution. The global solution may not improve the makespan compared to previous iterations. However, we simply keep track of the best schedule found so far. In this way, a feasible schedule for the global PMSP exists once the first feasible master solution is found and the subproblems are solved.
For LBBD, maintaining the best solution found so far also provides a second stopping criteria. As described above in Section 3.1, LBBD terminates when an optimal master solution can be extended to a solution with the same or better makespan in each of the subproblems. In addition, LBBD can terminate if an optimal master solution is found whose makespan is equal to the best global solution found so far. The optimal master solution proves that no better global solution exists.
Another method which can be used to obtain a sub-optimal solution for LBBD is to require that the master problem is not solved to optimality, but to within some optimality gap. Doing so reduces the effort required in the master problem and enables the model to generate globally feasible schedules faster. Since LBBD normally requires the master problem to be solved to optimality at least once prior to a feasible solution being available, it may not be possible to find even a feasible global solution within a restricted time limit. Thus, specifying a non-zero optimality gap may enable sub-optimal global solutions to be found, but with a trade-off of no longer guaranteeing an optimal solution. The optimality gap is a parameter chosen by the user. The smaller the gap, the more difficult the master problem is to solve.
Note that even though the chosen optimality gap is used to stop the master search early, it is a valid bound on the quality of the global solution. To see this, consider a master-feasible solution, s, with a master optimality gap, δ. As the master problem is a relaxation of the global problem, if s is globally feasible, then it must have a global optimality gap of no more than δ because the master dual bound is a valid global dual bound.
Numerical Study
In this section, we test our decomposition models against the MIP model presented in Section 2.1 and several state-of-the-art metaheuristics. Two sets of experiments are performed. In the first set, we focus on finding provably optimal solutions and compare run-times with the current best MIP model [7] . The second set of experiments examines finding high quality solutions to larger problems, where finding provably optimal solutions is beyond the computational limits of existing techniques. We compare against state-of-the-art metaheuristic algorithms: an ant colony optimization [32] and a tabu search algorithm [21] .
Finding and Proving Optimal Schedules
We test our models on a Intel Core i7 3.00 GHz CPU (in 64 bit mode) with 2 MB cache per core, 12 GB of main memory, running Linux. To solve the MIP model and master problem, SCIP 3.0.1 [1] is used. We chose SCIP over commercial solvers such as CPLEX and Gurobi due to SCIP being an open source solver that gives better insight into the exact way the problem is solved. Furthermore, the architecture of SCIP lends itself well to the framework of LBBD and branch-and-check which requires heavy use of solver callbacks. The TSP solver used in the subproblems is Concorde, available at http://www.math.uwaterloo.ca/tsp/concorde.html.
Experiments were run for problem instances of between 10 and 60 jobs, in increments of 10 jobs. Between 2 and 5 machines were tested for each job size. Each of these combinations has 20 instances for a total of 480 instances. A time limit of 3 hours was used for each instance. Processing times for each machine-job pair were generated from a uniform distribution between 5 and 200. To obtain setup times that were sequence dependent and follow the triangular inequality assumption, each job was given two different sets of coordinates on a Cartesian plane for every machine. The coordinates along the x and y axis are chosen using a uniform distribution between [0,50]. The setup times are the Manhattan distances from one job's coordinates to the others. Distances between the second set of coordinates are used to provide asymmetric setup times by linearly scaling a distance of 0 to the lower bound of the setup time distribution and 100 to the upper bound. For example, job 1 and job 2 would be given coordinates χ 1a , χ 1b , ψ 1a , ψ 1b , χ 2a , χ 2b , ψ 2a , and ψ 2b . If [l, u] represents the lower and upper bound of setup times we wish to consider, setup time from job 1 (2) to job 2 (1) would then be l
. We set our setup times to be between 25 and 50. Figure 2 shows scatter-plots of the pairwise comparisons between each of the three methods: MIP, LBBD, and branch-and-check. Each point corresponds to a single problem instance. For these results, the times at which an optimal solution were found and proved were recorded. Where the solving timed out, three hours was used. The format of the graphs means that points below the y = x line show superior performance of the approach corresponding to the y-axis. Note the log-scales on all three plots.
We see that the decomposition models are both substantial improvements over the MIP model. The mass of points at the right side of the graphs indicates problems for which the MIP model was unable to find and prove an optimal solution within three hours. For all problem instances, except for one or two which are solved in less than one second, the decomposition methods out-perform MIP, sometimes by four orders-of-magnitude. The final graph shows that branch-and-check does not always outperform LBBD, but it generally does, especially on harder problems. The cases where LBBD is superior tend to be those instances which are solved within minutes. Table 1 shows more detailed results for each of the problem sizes. The decomposition methods provide a vast improvement over the MIP model which can only solve instances with up to |N | = 20. Even at only 20 jobs, with three or more machines the MIP solver is not able to find and prove optimality in all instances. No instances with 20 jobs and five machines are solved using MIP. Between the two decomposition methods, branch-and-check is able to solve more instances and can do so up to an order-of-magnitude faster. 
Finding Good Sub-optimal Schedules
In the second set of experiments, we test instances with many more jobs and machines in order to compare our decomposition methods against the state-of-the-art metaheuristics for PMSP with setups [21, 32] . Instances of up to 120 jobs were tested in previous papers using tabu search (TS) and ant colony optimization (ACO). As we can see from our previous experiment, the problem becomes significantly harder once we have increased the problem size to more than 60 jobs. We run our models on the same test instances used to evaluate the metaheuristic algorithms; these instances were supplied by Dr. Ghaith Rabadi. The instances have processing time and setup times ranging from 50 to 100. As in [6] , we vary the number of jobs evaluated between 40 and 120 with increments of 20 jobs. The number of machines used varies between 2 and 8 in increments of 2. However, consistent with the literature [6] , we only considered combinations of machines and jobs when the number of jobs is at least 15 times larger than the number of machines. We test 15 instances for each combination that fits our job to machine ratio criteria.
Some of the performance information of the metaheuristics on these instances can be found at Scheduling Research [31] . While we do not have the run-time for each instance, the website provides the makespan found by each approach on each instance and the mean run-time over each machine-job problem size pair when using ACO. As a result, we are able to compare solution quality exactly, but run-time only imprecisely. Furthermore, as the hardware used for the metaheuristics is different than that used here, the run time results need to be interpreted with caution. The ACO algorithm was tested on a computer running Windows XP with a Pentium 4 processor and 2 Megabytes of RAM.
Following the custom in the metaheuristic literature, we compare the sub-optimal solutions to a lower bound (LB) calculated for each problem instance. The lower bound used is the same as that used in the work on ACO and is calculated using the following equations:
The deviation of the schedule (or mean relative error) from the lower bound is ∆ = Cmax−LB LB × 100%; a lower ∆ is better.
We run the branch-and-check algorithm with exactly the same parameters as above. In contrast, for LBBD we specify a 2% optimality gap. If a solution with a 2% gap is not found, the algorithm returns the best available solution after timeout. We found that MIP and LBBD with an optimality gap of 0% were only able to find feasible solutions within 3 hours for some of the two-machine problems and none of the larger problems. As such, we do not report the performance of these two models. Table 2 shows the performance comparison based on run-time and solution quality. After three hours, if the optimal solution has not been found and proved, the best solution found so far is used. For tabu search (TS) we only report solution quality (∆) as the run-time was not available to us. For ACO and LBBD both solution quality and mean run-time are reported. Finally, for branch-and-check we report the solution quality at a number of time points.
LBBD with a 2% optimality gap appears competitive with ACO and is better than TS in terms of solution quality, finding better quality solutions on average in 7 of the 12 problem sizes. The run-time results as compared to ACO are a bit more mixed, especially on larger problems. In general, LBBD with a 2% optimality gap finds better solutions, but at the cost of a longer run-time.
Branch-and-check in contrast finds better quality solutions than ACO and TS on average with a run-time of 600 seconds over all problem sizes. Table 2 also presents, in parentheses, the optimality gap found by branch-and-check at each time point. That is, we calculate ∆ = Cmax−LB LB × 100%, where LB is the dual bound for the master problem. With the exception of the thirty second time point for 60 jobs and 4 machines, the optimality gap provided by branch-and-check is significantly tighter than the standard lower bound calculation in the metaheuristic literature. Not only does branch-and-check find better solutions than ACO in less time, it provides a much tighter estimate of the quality of that solution.
To provide a more detailed comparison between branch-and-check and ACO, Table 3 presents two views of the same data. The lines labelled with ∆ correspond to the solution quality achieved by ACO and branch-and-check given the same average run-time. In the case of the branch-and-check results, we limited the run-time on each instance to the mean run-time of ACO for the corresponding problem size. For example, the column with N = 40, M = 2 indicates that ACO achieves a quality (mean relative error to LB) of 2.15% while branch-and-check achieves 2% in the same amount of time (127.2 seconds in this case). Conversely, the bottom two lines of Table 3 show the average run-time required to achieve the solution quality achieved by ACO. Again using the second column, ACO achieves its best solution quality in 127.2 seconds on average while branch-and-check achieves the same average quality in 5.4 seconds.
The ∆ rows indicate that for every problem size, branch-and-check is able to provide better makespan solutions in the same amount of time. The run-time results show that the average time required to find solutions of equivalent quality is significantly shorter for branch-and-check than for ant colony optimization. The largest ratio is for the smallest problem (branch-and-check is about 23 times faster), but for the largest problem instance branch-and-check still achieves over a 2.5 times speed-up. Again, note that ACO and branch-and-check are not run on identical hardware so the CPU time comparison must be done with caution.
In addition to the strong heuristic performance of branch-and-check, since it is a complete search, it can prove optimality on many two-machine instances. Of the 75 instances we tested with two machines, Table 3 : Performance comparison of ACO and branch-and-check. In the upper part of the table, the solution quality for ACO and branch-and-check at the time corresponding to the average solution time of ACO are presented. The lower part of the table presents the time required by each approach to achieve the average solution quality of ACO.
we were able to find and prove optimality for 64 of them within the three-hour time limit. Therefore, even though these instances have been considered for heuristic approaches, we are able to obtain globally optimal solutions in some cases.
Conclusion
We presented two decomposition approaches to minimize the makespan of an unrelated parallel machine scheduling problem with sequence and machine dependent setup times: logic-based Benders decomposition and branch-and-check. Both approaches decompose the problem in the same way, but differ in the timing of when the decomposed components are solved. A MIP model was defined to solve for the assignment of jobs to machines and produce a lower bound on the achievable makespan of the problem. A TSP solver was then used to find optimal schedules for the jobs on each machine. We proved the convergence of these two decompositions and also showed how they could be used to find sub-optimal solutions. The numerical results indicate that the cooperation of MIP and TSP solvers can effectively find optimal solutions. We are able to optimally solve instances six times larger than what was previously possible using a MIP formulation found in the literature and obtain optimal solutions on problems of the same size up to four orders-of-magnitude faster. We showed that branch-and-check is consistently able to provide the best overall performance in terms of speed and solution quality. Furthermore, experiments illustrated that branch-and-check outperforms state-of-the-art metaheuristic approaches on the problem instances studied in the metaheuristic literature: the algorithm is able to find better solutions in less time and provide guarantees of solution quality.
This work illustrates the advantages of using decomposition methods, in particular branch-andcheck, for the parallel machine scheduling problems with sequence and machine dependent setup times. Not only are these approaches able to find optimal solutions for much larger sized problems when compared to other exact methods, they are also able to outperform current metaheuristic approaches when problems are too large to find and prove optimal solutions.
