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Bitcoin je prva decentralizirana kriptografska valuta, ki omogoča neposredno trgovanje 
med entitetami po vsem svetu. Nakazila se izvedejo preko spleta s t. i. digitalnimi kovanci - 
bitcoini, ki se sproti ustvarjajo in izdajajo pri procesu rudarjenja bitcoinov. Rudarji s prilagojeno 
računalniško rudarsko opremo tekmujejo pri potrjevanju nakazil in širjenju javne knjige nakazil 
(t. i. verige blokov) z namenom prejetja nagrade v bitcoinih in na ta način varujejo omrežje 
Bitcoin. Ker je rudarjenje bitcoinov izjemno tekmovalna panoga, se rudarji povezujejo v 
rudarske bazene in si na tak način povečajo svoje možnosti za prejem in razdelitev nagrade. 
Pričujoče magistrsko delo obravnava rudarjenje bitcoinov s podatkovno pretočnim 
računalnikom Maxeler, model MAX2336B. Čeprav je ta podatkovno pretočni računalnik pri 
rudarjenju bitcoinov občutno hitrejši in energijsko učinkovitejši od klasičnih računalnikov, 
zaradi prevlade specializiranih vezij ASIC ni več primeren za rudarjenje bitcoinov. 
 
Ključne besede: Bitcoin, bitcoin, kriptovaluta, rudarjenje bitcoinov, podatkovno pretočno 





Bitcoin is the first decentralized cryptocurrency that allows a direct trading between entities 
all over the world. Transactions are executed over the Internet with so-called digital coins - 
bitcoins, which are created and issued simultaneously through the mining process. The miners 
with the proper bitcoin mining rigs compete at validating bitcoin transactions and expanding 
the public transaction ledger (blockchain) in order to earn the reward in bitcoins, thus protecting 
the Bitcoin network. Because the bitcoin mining is a very competitive activity, the miners merge 
into mining pools to increase their chances for earning and sharing the reward. The thesis covers 
the bitcoin mining process with the Maxeler dataflow computer, model MAX2336B. Even 
though this dataflow computer is considerably faster and more energy efficient in bitcoin 
mining than classic computers, it is no longer appropriate for bitcoin mining due to the 
supremacy of specialized ASIC circuits. 
 






V 90. letih prejšnjega stoletja so se pojavile prve digitalne kriptografske valute (Bit Gold, 
b-money, e-bullion, e-gold, pecunix, idr.) [1], [2], ki so bile podprte z nacionalno valuto ali 
dragoceno kovino (načeloma z zlatom). Izdajale so jih neuradne centralne avtoritete, ki so tudi 
obravnavale in potrjevale vsa opravljena nakazila, tako kot je to običaj v tradicionalnem 
bančnem sistemu. Čeprav so te zgodnje kriptovalute delovale, so bile centralizirane in zato 
lahke tarče napadalcev in zaskrbljenih oblasti. Da bi bil digitalni denar odporen proti 
intervenciji legalnih oblasti in kriminalnih elementov, je bilo potrebno odpraviti centralizacijo 
kriptovalut. 
Neznani ustvarjalec Bitcoina (poznan le pod psevdonimom Satoshi Nakamoto) je oktobra 
leta 2008 s publikacijo "Bitcoin: A Peer-to-Peer Electronic Cash System" [3] javno predstavil 
popolnoma decentraliziran sistem digitalnega denarja. Ta se ne zanaša na nobeno centralno 
avtoriteto ali kontrolno točko za izdajanje valute, poravnavo in potrjevanje nakazil. Ključne 
inovacije [4], ki jih je prinesel Bitcoin, so decentralizirano vrstniško omrežje (protokol Bitcoin), 
javna knjiga nakazil (veriga blokov), decentralizirano matematično in deterministično izdajanje 
valute (porazdeljeno rudarjenje) in porazdeljen sistem potrjevanja nakazil. 
Satoshi Nakamoto se je aprila leta 2011 dokončno umaknil iz javnosti in prepustil nadaljnji 
razvoj programske kode majhni skupini ljudi, sedaj pa pri njenem razvoju sodeluje veliko 
prostovoljcev. Celotna programska koda projekta Bitcoin je namreč popolnoma odprtokodna; 
vsak jo lahko pregleda in pomaga pri njenem razvoju ali izdela, uporablja in razdaja svojo 




Danes se kriptovaluto bitcoin praktično uporablja kot neuradno plačilno sredstvo po vsem 
svetu, omrežje Bitcoin pa varujejo posamezniki (t. i. rudarji), ki s prilagojeno računalniško 
rudarsko opremo tekmujejo pri potrjevanju nakazil v omrežju Bitcoin z namenom osvojitve 
nagrade v bitcoinih. Ker je denarna zaloga kriptovalute bitcoin že vnaprej znana in omejena na 
okoli 21 milijonov bitcoinov, se ta nagrada za rudarje sproti manjša in tako rudarjenje bitcoinov 
v omrežju Bitcoin ponazarja rudarjenje pojemajoče zaloge naravnih surovin. 
Sprva se je bitcoine rudarilo s klasičnimi računalniki (CPU), nato z igralnimi grafičnimi 
karticami (GPU), kmalu zatem še z energijsko učinkovitejšimi vezji FPGA in ASIC. Vezja 
ASIC so popolnoma izpodrinila rudarjenje bitcoinov z računalniško strojno opremo CPU, GPU 
in FPGA, zato so se mali rudarji poslužili rudarjenja manj znanih alternativnih kriptovalut, ki 
so se pojavile že kmalu po izidu bitcoina. 
Pričujoče magistrsko delo obravnava postopek rudarjenja bitcoinov s podatkovno 
pretočnim računalnikom Maxeler, model MAX2336B. V drugem poglavju so opisane lastnosti 
kriptovalute bitcoin kot plačilnega sredstva, upravljanje z "digitalnimi kovanci" bitcoini in 
potek rudarjenja bitcoinov. V tretjem poglavju sta predstavljena in primerjana dva različna 
modela računanja: klasično računanje s kontrolnim pretokom in podatkovno pretočno 
računanje. V četrtem poglavju sta opisana razvoj in delovanje programske kode za rudarjenje 
bitcoinov s podatkovno pretočnim računalnikom Maxeler. Sledi peto poglavje s preizkusi 
izvedene rudarske opreme in rezultati. V zaključnem, šestem poglavju je povzeto trenutno 
stanje na področju rudarjenja kriptovalut. V dodatku je priložena programska koda za rudarjenje 
bitcoinov s podatkovno pretočnim računalnikom Maxeler, ki za komuniciranje z rudarskimi 
vozlišči v omrežju Bitcoin uporablja zunanji odprtokodni knjižnici libcurl in json-c. Navodila 






Odprtokodna programska koda Bitcoin izvaja protokol Bitcoin, na katerem je osnovano 
decentralizirano vrstniško omrežje Bitcoin. Bitcoin kot digitalna kriptografska valuta omogoča 
hitro in neposredno plačevanje med entitetami preko spleta z "digitalnimi kovanci" bitcoini. 
2.1 Osnove bitcoina 
Za upravljanje z bitcoini je potrebna t. i. bitcoin denarnica. To je posebna programska ali 
strojna oprema, ki hrani zasebne in javne ključe ter omogoča pošiljanje in sprejemanje nakazil 
z bitcoini. Pripadajoče zasebne ključe se uporablja za digitalno podpisovanje nakazil, kar 
zagotavlja pristnost nakazil. Na ta način lahko bitcoine na nekem bitcoin naslovu potroši le 
lastnik tega bitcoin naslova.  
Osnovna valutna enota bitcoina je bitcoin z oznako BTC (tako kot EUR za evro). Poleg 
valutne enote BTC se pogosto uporablja najmanjšo valutno enoto satoshi; 1 BTC je enako 
10.000.000 satoshijev. Trgovci sicer raje kot oznako BTC uporabljajo oznako XBT, ker ustreza 
standardu označevanja valut ISO 4217; X zato, ker bitcoin ni vezan na nobeno državo (tako kot 
XAU za zlato in XAG za srebro). 
Omrežje Bitcoin v ozadju uporablja porazdeljeno javno knjigo nakazil (t. i. verigo blokov), 
v kateri so shranjeni podatki o vseh potrjenih nakazilih z bitcoini v omrežju Bitcoin. Te podatke 
se lahko pregleda in preveri v realnem času na raznih spletnih straneh, npr. 




Varnost v omrežju Bitcoin zagotavljajo posamezniki, t. i. rudarji. Vsak lahko sodeluje pri 
rudarjenju bitcoinov tako, da s primerno programsko in strojno rudarsko opremo prispeva 
računsko moč v omrežje Bitcoin. Rudarji v zameno za uspešno preverjanje in potrjevanje 
nakazil v omrežju Bitcoin prejemajo novonastale bitcoine in prostovoljne prispevke potrjenih 
nakazil na lastne bitcoin naslove. Ta potrjena nakazila so nato shranjena v naraščajoči verigi 
blokov in se jih po nekaj potrditvah ne more več spreminjati. 
 
Slika 2.1: Vpogled v nastajajočo verigo blokov, posamezne bloke in potrjena nakazila na 
spletni strani https://blockexplorer.com. 
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Prvo nakazilo v bloku (slika 2.2) se pomembno razlikuje od preostalih nakazil, ker ga 
ustvari rudar oz. rudarski bazen. Takšno nakazilo nima vhodov in ima samo en izhod; to je 
bitcoin naslov rudarja ali rudarskega bazena, kamor se izplačajo nagrada za odkrit ustrezen blok 
in prispevki potrjenih nakazil v bloku. 
 
Slika 2.2: Vpogled v poljubno izbran blok s pripadajočimi parametri in potrjenimi nakazili na 
spletni strani https://blockexplorer.com. 
V omrežje Bitcoin je bilo v času pisanja tega magistrskega dela izdanih že skoraj 16 
milijonov BTC in celotni tržni kapital bitcoina je bil dne 4.11.2016, ob 10:00, ocenjen na 
približno 10 milijard € (slika 2.3). Tržni kapital bitcoina je neposredno odvisen od trenutne 




Slika 2.3: Vpogled v tržni kapital in druge statistične parametre trenutno obstoječih 
kriptovalut na spletni strani http://coinmarketcap.com/. 
2.2 Lastnosti bitcoina 
Bitcoin ima kot plačilno sredstvo v primerjavi s standardnimi plačilnimi sredstvi (ameriški 
dolar, evro, idr.) nekatere poglavitne prednosti kot tudi nekatere slabosti [5]. 
2.2.1 Prednosti 
 Delna anonimnost in zasebnost uporabnikov: Javnost lahko vidi, da nekdo 
pošilja znesek nekomu drugemu, vendar brez informacij, ki bi lahko povezale 
nakazila s komerkoli. Identiteta uporabnika, ki stoji za posameznim bitcoin 
naslovom, je namreč skrita, dokler se je ne razkrije s plačilom ali drugimi 
okoliščinami. Nadalje se lahko za različne namene uporablja različne denarnice. 
Nakazil, ki izhajajo iz različnih denarnic, brez dodatnih informacij ni mogoče 
povezati med seboj. Obstajajo tudi t. i. mešalne storitve, ki premešajo bitcoine več 
uporabnikov tako, da se izgubi sled preteklih nakazil. Vsak uporabnik lahko pošlje 
svoje bitcoine v mešalni sistem in dobi nazaj enako količino drugih bitcoinov. 
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 Hitra in preprosta nakazila: Nakazila se izvedejo v trenutku, kadarkoli in kjerkoli 
na svetu. Potrebna sta le bitcoin denarnica s primernimi zasebnimi ključi za 
upravljanje z bitcoini in povezava do omrežja Bitcoin. Ni nepotrebnega 
večdnevnega čakanja, bančnih počitnic ali vsiljenih omejitev. 
 Preglednost in nevtralnost nakazil: Vsi podatki glede denarne zaloge bitcoinov 
in nakazil so javno dostopni v verigi blokov. Vsakdo jih lahko vidi in preveri 
kadarkoli in v realnem času. Noben posameznik ali posamezna organizacija ne 
more manipulirati z bitcoini, saj protokol velja za kriptografsko varnega. 
 Varnost, nadzor in upravljanje sredstev: Če uporabniki bitcoinov uporabljajo 
svoje bitcoin denarnice, imajo popoln nadzor nad svojimi sredstvi in nakazili. 
Uporabniki lahko svoja sredstva dodatno zaščitijo z izdelavo rezervnih kopij in 
šifriranjem. Če pa uporabniki uporabljajo spletne ali mobilne denarnice, morajo 
zaupati ponudnikom teh storitev, da ti ne bodo izgubili, porabili ali ukradli bitcoine. 
 Zelo nizki ali nični prispevki: Nakazila se trenutno obdelujejo z zelo nizkimi 
prispevki ali brez njih. Uporabniki lahko pri plačevanju z bitcoini dodajo prispevek 
za rudarje v poljubni višini in tako povečajo verjetnost prednostne obdelave 
njihovega nakazila v omrežju Bitcoin. 
2.2.2 Slabosti 
 Eksperimentalna valuta, tehnologija v razvoju: Ker je bitcoin zaenkrat še 
eksperimentalna valuta, lahko kot eksperiment tudi propade. Poleg tega se 
programska koda Bitcoin nenehno posodablja in ni združljiva s starejšimi 
različicami programske kode. 
 Goljufije, ilegalna uporaba: Zaradi anonimnega in zasebnega načina plačevanja 
je bitcoin podvržen tudi nezakonitim ravnanjem. Pogoste so goljufije poštenih 
lastnikov bitcoinov, odtujitve bitcoinov drugih uporabnikov, pranje denarja, 
trgovanje na črnem trgu z ilegalnimi dobrinami (droge, orožje) idr. 
 Izguba denarnice in zasebnih ključev: Novih bitcoinov se ne more izdajati po 
želji, kot to naredijo banke s tiskanjem denarja. Če uporabnik izgubi zasebne ključe, 
ne more več razpolagati z bitcoini na pripadajočem bitcoin naslovu. Bitcoini sicer 
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ostanejo v verigi blokov kot vsi ostali, vendar niso več v obtoku oz. so za vedno 
neporabljeni. 
 Nemogoče stornacije: Nakazil v omrežju Bitcoin ni mogoče stornirati. Le oseba, 
ki je prejela bitcoine, jih lahko pošlje nazaj pošiljatelju. Zato morajo biti uporabniki 
bitcoinov pazljivi in sklepati posle le z osebami in podjetji, ki jim zaupajo oz. imajo 
visok ugled. 
 Nihanje vrednosti, špekulacije: Vrednost bitcoina se nenehno in zelo hitro 
spreminja (slika 2.4), saj je ekonomija bitcoina mlada, trgi pa so pogosto nizko 
likvidni. Zato se mora bitcoin obravnavati kot visoko tvegano plačilno sredstvo. 
 
  
Slika 2.4: Vpogled v nihanje vrednosti bitcoina (v €) v letih 2013–2016 v spletni 
menjalnici bitcoinov XE na spletni strani http://www.xe.com/currencycharts/. 
Bitcoin je podvržen špekulacijam, ker razlike v nihajoči ceni špekulantom prinašajo 
dobiček (kupi po nizki ceni, počakaj, prodaj po višji ceni). Marsikdo tudi primerja 
bitcoin s Ponzijevo shemo ali finančnim mehurčkom, ki se lahko kadarkoli razpoči. 
 Nizka stopnja sprejetosti: Sicer prepoznavnost bitcoina narašča in marsikatera 
podjetja že sprejemajo bitcoine kot plačilno sredstvo, a je skupen doseg še vedno 
premajhen za uspešno globalno trgovanje z bitcoini. 
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2.3 Upravljanje z bitcoini 
Upravljanje z bitcoini je sicer zelo enostavno, a tudi tvegano zaradi odsotnosti centralnih 
avtoritet. Vsa odgovornost za upravljanje z bitcoini je namreč preložena na uporabnike, ki se v 
primeru izgube bitcoinov ne morejo obrniti na nikogar. 
2.3.1 Pridobitev bitcoinov 
Bitcoine se lahko pridobi na več načinov: 
 z nakupom bitcoinov od osebe v bližini; 
 z nakupom bitcoinov v menjalnici bitcoinov 
(Bitstamp v Sloveniji ali CoinBase v Združenih državah Amerike); 
 z nakupom bitcoinov na bankomatu za bitcoine; 
 kot plačilo za izdelke ali storitve; 
 s konkurenčnim rudarjenjem bitcoinov; 
 z goljufanjem poštenih lastnikov bitcoinov; 
 z zlonamerno programsko opremo, ki izrablja računsko moč okuženih računalnikov 
za rudarjenje bitcoinov v prid napadalcev; 
 s krajo bitcoin denarnic oz. zasebnih ključev uporabnikov 
(z vdiranjem v računalnike uporabnikov ali menjalnice bitcoinov); 
 z napadi na omrežje Bitcoin (dvojno trošenje, napad 51%, idr.). 
2.3.2 Bitcoin denarnice 
Bitcoin denarnica je posebna programska ali strojna oprema, ki ustvarja, hrani in razpolaga 
z zasebnimi in javnimi ključi ter tako omogoča uporabnikom upravljanje z bitcoini. Izbira vrste 
denarnice je odvisna od uporabnikove potrebe po nadzoru nad lastnimi sredstvi. 
Obstaja namreč več vrst denarnic: glede na dostop do spleta jih delimo na vroče (ki so 
povezane na splet) in hladne (ki niso povezane na splet). Glede na porabo računalniških virov 
jih delimo na polne (ki hranijo celotno verigo blokov) ter lahke in spletne (ki ne hranijo celotne 
verige blokov, temveč se za preverjanje nakazil zanašajo na druga vozlišča v omrežju Bitcoin).  
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Glede na ciljno platformo jih delimo na programske, mobilne, strojne in papirnate 
denarnice. Programska denarnica je nameščena na uporabnikovem računalniku (slika 2.5) in 
poganja polno vozlišče v omrežju Bitcoin, spletna denarnica deluje kot storitev na internetu, 
mobilna denarnica pa je nameščena v lastnikovi mobilni napravi. Strojne in papirnate denarnice 
uporabnik hrani na varnem mestu, npr. v sefu. 
Uporabniki morajo biti pri storitvah, ki hranijo sredstva v oblaku, še posebej pazljivi. 
Mnoge menjalnice in spletne denarnice so že utrpele izgube zaradi vdorov (najodmevnejši je 
bil propad menjalnice bitcoinov Mt. Gox na Japonskem leta 2014). Storitve te vrste običajno 
ne zagotavljajo dovolj visoke varnosti in kritja, da bi jih uporabljali za hranjenje denarja kot v 
banki, in tudi zakonodaja jih ne ščiti pred izgubo bitcoinov. 
 
Slika 2.5: Bitcoin denarnica Bitcoin Core, ki se jo namesti na računalnik, poganja polno 
vozlišče v omrežju Bitcoin. 
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2.3.3 Digitalni ključi in bitcoin naslovi 
Vsakemu bitcoin naslovu pripada par zasebnega in javnega ključa iz domene asimetrične 
kriptografije. Iz zasebnega ključa, ki je naključno 256-bitno število, se namreč izračuna javni 
ključ, in iz javnega ključa se nato izračuna bitcoin naslov (slika 2.6); bitcoin naslov je v resnici 
le zgoščena vrednost javnega ključa. Zaradi narave asimetrične kriptografije računanje v 
obratno smer praktično ni možno. 
 
Slika 2.6: Enosmerno računanje para ključev in bitcoin naslova. [4] 
Za pošiljanje bitcoinov prejemniku je treba poznati le prejemnikov javni ključ oz. bitcoin 
naslov, medtem ko je za razpolaganje s stanjem na bitcoin naslovu potreben tudi zasebni ključ. 
Z izgubo zasebnega ključa naslova lastnik bitcoinov ne more več razpolagati s sredstvi na tem 
naslovu, medtem ko lahko v primeru razkritja njegovega zasebnega ključa s sredstvi na naslovu 
razpolaga vsak, ki pridobi ta zasebni ključ. 
Večina bitcoin naslovov je sestavljena iz 34 naključnih znakov (črk in števk), med katerimi 
ni velikih črk O in I, male črke l in števke 0 (v izogib mešanju vizualno podobnih znakov). 
Bitcoin naslov se ponavadi začne s števko 1, npr. 1CcnVpexARBLGicKpr9Cfnqzd2pPYMswqA. 
Ker pa so bitcoin naslovi dolgi in nerodni za tipkanje, se v ta namen raje uporablja QR kodo, 
ki je pravzaprav zakodirana slika in se jo lahko prebere s kamero na mobilniku z naloženo 
aplikacijo za branje QR kode. Spletna stran http://bitcoinqrcode.org ustvari QR kodo za 




Slika 2.7: Na spletni strani http://bitcoinqrcode.org ustvarjena QR koda za bitcoin naslov 
1CcnVpexARBLGicKpr9Cfnqzd2pPYMswqA. 
2.3.4 Nakazila z bitcoini 
Nakazilo je v resnici prenos lastništva bitcoinov med bitcoin naslovi uporabnikov. Bitcoin 
denarnice hranijo zasebne ključe ali semena, ki so uporabljeni za digitalno podpisovanje 
nakazil. S tem se matematično dokaže, da so nakazila res prišla od lastnika bitcoin denarnice. 
Lastnik prenese bitcoine iz svojega bitcoin naslova na prejemnikov bitcoin naslov tako, da 
digitalno podpiše zgoščeno vrednost prejšnjega nakazila in javni ključ prejemnika (slika 2.8). 
Prejemnik lahko nato preveri digitalne podpise za potrditev verige lastništva. 
 
Slika 2.8: Zaporedje nakazil je zagotovljeno z digitalnimi podpisi. [3] 
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Za primer vzemimo dve osebi, Ano in Borisa. Ana namerava Borisu poslati nekaj 
bitcoinov. Ko Ana pošlje bitcoine Borisu, njena denarnica oz. odjemalec sestavi nakazilo s 
tremi podatki: 
 vhod, ki je podatek o prejšnjem nakazilu, s katerim je Ana prejela bitcoine na svoj 
bitcoin naslov; 
 količina bitcoinov, ki jih Ana pošilja Borisu; 
 izhod, ki je bitcoin naslov prejemnika, na katerega bo Boris prejel bitcoine. 
Nakazilo se nato digitalno podpiše z Aninim zasebnim ključem in razpošlje vrstnikom v 
omrežju Bitcoin. Digitalni podpis tudi zagotavlja, da nakazila ne more kasneje nihče neopazno 
spremeniti. Pošiljatelj lahko vsakemu nakazilu pripiše tudi manjši prispevek, s katerim 
spodbudi rudarje k vključitvi tega nakazila v blok. Prispevek nima nobenega posebnega vhoda 
ali izhoda, temveč je enostavno izračunan kot razlika med vsoto vhodov in vsoto izhodov v 
nakazilu (slika 2.9). 
Glavni namen prispevkov pri nakazilih je preprečitev zasičenja ali preobremenitve omrežja 
z nakazili. Točen način delovanja prispevkov je še v razvoju in se sproti spreminja. Ker 
prispevek ni odvisen od zneska v nakazilu, se lahko zdi izjemno nizek (npr. 0,005 BTC pri 
nakazilu 500 BTC) ali relativno visok (npr. 0,004 BTC pri nakazilu 0,04 BTC). Višino 
prispevka določajo lastnosti nakazila in uporabnikovi vzorci plačevanja.  
Čeprav bi bilo možno upravljati s posameznimi kovanci, bi bilo nepraktično ustvarjati 
ločena nakazila za vsak cent v prenosu. Da se omogoči razdelitev in združevanje vrednosti, 
morajo nakazila vsebovati več vhodov in izhodov. Ponavadi je uporabljen en vhod od večjega 
prejšnjega nakazila ali več vhodov, ki skupaj združijo manjše zneske, in največ dva izhoda; 
enega za plačilo in drugega za vračilo drobiža nazaj k pošiljatelju. Slika 2.9 prikazuje 
povezovanje vhodov in izhodov nakazil, kjer je k vsakemu posameznemu nakazilu dodan 




Slika 2.9: Povezovanje vhodov in izhodov posamičnih nakazil. [6] 
Nakazila so združena v bloke, ki skupaj tvorijo verigo blokov (slika 2.10). Na ta način 
lahko denarnice izračunajo stanje bitcoinov uporabnikov. Prav tako se na podlagi verige blokov 
preverja, ali vsako nakazilo troši le bitcoine, ki so dejansko v lasti plačnika. Celovitost in 
časovno sosledje nakazil v verigi blokov zagotavlja kriptografija. 
 
Slika 2.10: Posplošen prikaz verige blokov. [6] 
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Omrežje Bitcoin sprejme nakazilo z bitcoini v nekaj sekundah, potrjevanje tega nakazila 
pa v povprečju traja 10 minut. Prejemnik lahko takoj potroši prejete bitcoine, vendar je bolj 
priporočljivo počakati na potrditve nakazila. Potrditev pomeni, da v omrežju obstaja določena 
stopnja soglasja, da so bili bitcoini res poslani prejemniku in ne kam drugam, in se na ta način 
razrešuje t. i. problem dvojnega trošenja. 
Vključitev nakazila v blok predstavlja prvo potrditev. Na ta blok se v povprečju na vsakih 
10 minut naveže nov blok, ki podaljša verigo blokov in pomeni dodatno potrditev (slika 2.11). 
Z vsakim novim blokom se soglasje glede veljavnosti nakazila poveča in možnost za stornacijo 
močno zmanjša. Vsak uporabnik se lahko sam odloči, kdaj bo sprejel nakazilo za potrjeno. 
Običajno so nakazila s šestimi potrditvami (kar v povprečju traja približno eno uro) enako 
zanesljiva kot plačila s kreditnimi karticami po šestih mesecih. 
 
Slika 2.11: Nizanje blokov s potrjenimi nakazili v verigo blokov. [4] 
Bitcoini se pojavijo v uporabnikovi denarnici, ko jo uporabnik naslednjič požene, četudi ni 
povezan na omrežje Bitcoin. Bitcoin denarnica v resnici ne sprejema bitcoinov; pač pa je 
dejstvo, da je uporabnik prejel bitcoine, zapisano v posodobljeni verigi blokov. Ko uporabnik 
požene bitcoin denarnico, ta iz omrežja prenese nove bloke iz verige blokov in opazi morebitna 
nova nakazila, za katera prej ni vedela. Nato uporabniku prikaže nakazila in novoprejete 
bitcoine. Bitcoin denarnico je treba pognati le, kadar hoče lastnik plačevati s svojimi bitcoini. 
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2.4 Rudarjenje bitcoinov 
Rudarjenje bitcoinov v sistemu Bitcoin je računsko izjemno zahtevna operacija, s katero 
vrstniki v omrežju Bitcoin, t. i. rudarji, oblikujejo ustrezne bloke za podaljšanje verige blokov. 
Proces rudarjenja ima v omrežju Bitcoin pomembno vlogo: 
 Rudarjenje ustvari nove bitcoine v vsakem bloku, podobno kot centralna banka 
tiska nov denar. Količina novonastalih bitcoinov je fiksna in se s časom zmanjšuje. 
 Rudarjenje ustvari zaupanje z zagotovilom, da so nakazila potrjena samo, če je bilo 
za izračun ustreznega bloka namenjeno dovolj računske moči, v katerem se ta 
nakazila nahajajo. Več blokov pomeni več opravljenega računanja, kar posledično 
pomeni več zaupanja.  
Rudarjenje bitcoinov je analogno rudarjenju zlata, ker ponazarja pojemajočo zalogo 
surovin. Vendar se rudarjenje bitcoinov od kopanja zlata razlikuje po tem, da je delo, za 
katerega rudarji prejemajo nagrado, koristno za celotno omrežje, saj skrbi za njegovo celovitost 
in varnost. Rudarjenje bo še vedno potrebno tudi po tem, ko bodo nastali vsi bitcoini. 
Nagrada za rudarjenje se prepolovi na vsakih 210.000 odkritih ustrezih blokov oz. približno 











Sprva je nagrada za rudarje znašala 50 BTC. Potem se je v novembru leta 2012 po prvih 
210.000 blokih zmanjšala na 25 BTC in nato julija leta 2016 po 420.000 blokih na 12,5 BTC. 
Nivo novonastalih bitcoinov se tako eksponentno zmanjšuje, dokler ne bo nagrada dosegla 
minimalno vrednost 1 satoshi oz. 0.00000001 BTC. Ko bo v omrežje Bitcoin izdanih skoraj 
vseh 21 milijonov bitcoinov, bodo nagrado za rudarje predstavljali samo še prispevki potrjenih 
nakazil. 
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Graf 2.1: Po enačbi (2.1) predvideno izdajanje bitcoinov. 
Končno in pojemajoče izdajanje valute ustvari fiksno denarno zalogo, ki se upira inflaciji. 
Za razliko od standardnih denarnih valut, ki jih lahko centralne banke neomejeno tiskajo, se 
bitcoina ne more napihniti. 
2.4.1 Zahtevnost rudarjenja bitcoinov 
Rudarjenje bitcoinov je izjemno tekmovalna panoga in celotna računska moč omrežja 
Bitcoin hitro narašča z vsakim letom bitcoinovega obstoja (tabela 2.1 in slika 2.12). V določenih 
obdobjih je celotna računska moč omrežja Bitcoin poskočila zaradi zamenjave strojne rudarske 
opreme; v letih 2010 in 2011 je večina rudarjev prešla iz rudarjenja s klasičnimi procesorji 
(CPU) na rudarjenje z igralnimi grafičnimi karticami (GPU), malo kasneje pa še na rudarjenje 
z energijsko učinkovitejšimi vezji FPGA. Leta 2013 so se pojavila prva specializirana vezja 
ASIC za rudarjenje bitcoinov, kar je privedlo v še en ogromen preskok v celotni računski moči. 
Prvi takšni čipi so namreč prinesli več računske moči za rudarjenje bitcoinov v eni sami škatli 



















































































Danes je na voljo tudi rudarjenje v oblaku; posamezniki lahko za določeno ceno na enoto 
hitrosti zgoščevanja (npr. 1,2 € na 10 Ghash/s) najamejo rudarsko opremo v podatkovnih 
centrih in rudarijo ''na daljavo''. Sicer jim ni treba vzdrževati najete rudarske opreme, vendar je 
ne morejo poljubno konfigurirati in so lahko tudi ogoljufani. 
Leto Porast računske moči Faktor 
Prevladujoča strojna 
rudarska oprema 
2009 0.7 Mhash/s – 7 Mhash/s 10 CPU 
2010 7 Mhash/s – 118 Ghash/s 16.857 GPU 
2011 118 Ghash/s – 9 Thash/s 76 GPU, FPGA 
2012 9 Thash/s – 25 Thash/s 3 GPU, FPGA 
2013 25 Thash/s – 12 Phash/s 480 ASIC 
2014 12 Phash/s – 313 Phash/s 26 ASIC 
2015 313 Phash/s – 744 Phash/s 2 ASIC 
2016 744 Phash/s – 2 Ehash/s 3 ASIC 
Tabela 2.1: Celotna računska moč omrežja Bitcoin v posameznih letih. [8] 
 
Slika 2.12: Celotna računska moč omrežja Bitcoin v zadnjih dveh letih. [8]  
Ko je celotna računska moč omrežja Bitcoin poskočila, se je temu primerno povečala tudi 
težavnost rudarjenja (slika 2.13). Tarča je 256-bitno število, ki služi kot primerjalni kriterij za 
ustreznost glave bloka. Težavnost je razmerje med najvišjo možno tarčo in trenutno globalno 
tarčo v omrežju Bitcoin, ki pove, kolikokrat več računske moči je treba vložiti v iskanje dovolj 
majhne zgoščene vrednosti glave bloka glede na težavnost prvega izvornega bloka. 
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Slika 2.13: Težavnost rudarjenja bitcoinov v omrežju Bitcoin v zadnjih dveh letih. [9] 
Za oblikovanje ustreznega bloka z nakazili mora biti 256-bitna zgoščena vrednost glave 
bloka manjša od 256-bitne globalne tarče, ki jo določi omrežje Bitcoin. Tarča je preračunana 
na vsakih 2016 blokov (približno 14 dni) na takšno vrednost, da se zagotovi predvidena hitrost 
ustvarjanja naslednjih 2016 ustreznih blokov v 14 dneh (10 minut na blok). Spreminjanje tarče 
je omejeno na faktorja 4 oz. ¼ v izogib prevelikim spremembam v omrežju Bitcoin.  
Ko se v proces rudarjenja bitcoinov vključi več rudarjev, se pohitri ustvarjanje ustreznih 
blokov. Tarča v omrežju Bitcoin se zato zmanjša z namenom otežitve oz. upočasnitve 
ustvarjanja ustreznih blokov. Če pa se ustrezni bloki ustvarjajo prepočasi, se tarča sčasoma 
ustrezno poveča z namenom pohitritve ustvarjanja ustreznih blokov. 
2.4.2 Potek rudarjenja bitcoinov 
Da se lahko rudar loti rudarjenja bitcoinov, potrebuje internetno povezavo, primerno 
programsko in strojno opremo za rudarjenje bitcoinov. Lahko se rudari samostojno in se zato 
vzpostavi polno vozlišče v omrežju Bitcoin. V ta namen se uporablja odprtokodno programsko 
opremo Bitcoin Core ali bitcoind za komuniciranje z omrežjem Bitcoin (slika 2.14). Polno 
vozlišče poganja namenski računalnik z veliko kapaciteto diska (datotečna velikost verige 
blokov je v času pisanja tega dela znašala približno 91.5 GB), vsaj 2 GB RAM-a in neprekinjeno 




Slika 2.14: Princip samostojnega rudarjenja bitcoinov. [6] 
Lahko pa se rudar pridruži t. i. rudarskemu bazenu, kjer z drugimi rudarji sodeluje v iskanju 
ustreznega bloka (slika 2.15). Tako mu ni treba postavljati in vzdrževati polnega vozlišča. V 
primeru odkritja ustreznega bloka zmaga cel bazen in rudarji si med seboj razdelijo nagrado 
glede na plačilno shemo bazena. 
 
Slika 2.15: Princip rudarjenja bitcoinov v rudarskem bazenu. [6] 
Samostojni rudarji in rudarski bazeni zbirajo veljavna nakazila iz omrežja Bitcoin, katerim 
dodajo svoja nakazila s svojimi bitcoin naslovi. Iz teh nakazil se sestavi Merklovo drevo in 
izračuna Merklov koren, ki je sestavni del glave bloka. Glavo bloka se nato spreminja s 
spremenljivim enkratnim številom (angl. nonce, number once), zgošča z dvojnim zgoščevalnim 
algoritmom SHA256d oz. SHA2562 [10] (dvakrat je uporabljen varni zgoščevalni algoritem 
SHA-256 [11]) in izračunane 256-bitne zgoščene vrednosti se nato primerja z 256-bitno tarčo. 
Če se najde takšna zgoščena vrednost glave bloka, ki je manjša od podane tarče, se v blok z 
ustrezno glavo bloka zapečati vsa nakazila, iz katerih je izračunan Merklov koren. Blok z 
nakazili se nato razpošlje v omrežje Bitcoin. Če ga omrežje Bitcoin sprejme, ga doda v verigo 
blokov, samostojni rudar ali rudarski bazen pa prejme nagrado v bitcoinih in prispevke potrjenih 
nakazil na svoj bitcoin naslov. 
Slika 2.16 podrobneje prikazuje opisani potek rudarjenja bitcoinov z opuščenim rudarskim 
protokolom Getwork. 
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Slika 2.16: Podrobnejši prikaz rudarjenja bitcoinov z rudarskim protokolom Getwork. 
2.4.2.1 Zbiranje nakazil, Merklovo drevo, Merklov koren 
Rudarsko vozlišče (samostojno vozlišče ali rudarski bazen) zbira nakazila iz omrežja 
Bitcoin, ki čakajo na potrditev, in preveri njihovo veljavnost. Neveljavna nakazila se zavrže, 
preostala nakazila pa se shrani v lokalno zbirko nakazil. Veljavnim nakazilom se doda nakazilo 
z bitcoin naslovom rudarja ali rudarskega vozlišča za prejem morebitne nagrade v bitcoinih. Iz 
teh nakazil se nato zgradi Merklovo drevo in z dvojnim zgoščevalnim algoritmom SHA256d 
se izračuna Merklov koren (slika 2.17). 
 
Slika 2.17: Izgradnja Merklovega drevesa iz zbranih nakazil in izračun Merklovega korena z 
dvojnim zgoščevalnim algoritmom SHA256d. [4] 
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Najprej se izračunajo 256-bitne zgoščene vrednosti posameznih nakazil (𝑇A, 𝑇B, 𝑇C), ki 
predstavljajo liste Merklovega drevesa, po izrazih (2.2–2.4);  
 𝐻A = SHA256(SHA256(𝑇A)) (2.2) 
 𝐻B = SHA256(SHA256(𝑇B)) (2.3) 
 𝐻C = SHA256(SHA256(𝑇C)) (2.4) 
Te izračunane zgoščene vrednosti se nato združi v 512-bitne pare in ponovno izračuna nove 
256-bitne zgoščene vrednosti, po izrazu (2.5). Lahko se zgodi, da ostane le en list drevesa in 
zanj ni para. Zato se ga podvoji in združi v par samega s seboj (slika 2.17), po izrazu (2.6). 
 𝐻AB = SHA256(SHA256(𝐻A + 𝐻B)) (2.5) 
 𝐻CC = SHA256(SHA256(𝐻C + 𝐻C)) (2.6) 
Ta postopek se ponavlja tako dolgo, dokler ne ostane na vrhu samo še ena 256-bitna 
zgoščena vrednost, t. i. Merklov koren, izračunan po izrazu (2.7).  
 𝐻ABCC = SHA256(SHA256(𝐻AB + 𝐻CC)) = Merklov koren (2.7) 
Za preverjanje prisotnosti kateregakoli nakazila v Merklovem drevesu je potrebnih največ 
2 log2𝑁 izračunov, kjer je 𝑁 število nakazil v bloku. Zato je Merklovo drevo izredno učinkovita 















16 4 kB 4 128 B 32 
512 128 kB 9 288 B 455 
2048 512 kB 11 352 B 1489 
65536 16 MB 16 512 B 32.768 
Tabela 2.2: Razlika med velikostjo bloka in velikostjo Merklove poti. [4] 
2.4.2.2 Sestavljanje glave bloka 
Rudarsko vozlišče nato sestavi glavo bloka, v katero vključi tudi prej izračunan Merklov 
koren. Glava bloka je velika 80 bajtov oz. 640 bitov in vsebuje 6 polj (tabela 2.3). Primer glave 
bloka je podan v tabeli 2.4. 
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Polje Opis Velikost 




256-bitna zgoščena vrednost glave prejšnjega bloka 32 B (256 b) 
Merklov koren 256-bitna zgoščena vrednost vseh nakazil v bloku 32 B (256 b) 
Časovni žig časovni žig v sekundah od 1. 1. 1970, 00:00 dalje 4 B (32 b) 
Tarča trenutna tarča v kompaktnem formatu 4 B (32 b) 
Enkratno število Spremenljivo 32-bitno število, ki se začne pri 0 4 B (32 b) 
Tabela 2.3: Struktura glave bloka. [4], [10] 
Polje Vrednost (v šestanjstiškem št. sistemu) 
Različica 0x01000000 
Zgoščena vrednost glave prejšnjega 
bloka 
0x81cd02ab7e569e8bcd9317e2fe99f2de 
  44d49ab2b8851ba4a308000000000000  
Merklov koren 
0xe320b6c2fffc8d750423db8b1eb942ae 
  710e951ed797f7affc8892b0f1fc122b  
Časovni žig 0xc7f5d74d 
Tarča 0xf2b9441a 
Enkratno število 0x00000000 
Tabela 2.4: Primer glave bloka, zapisane v šestnajstiškem številskem sistemu. 




2.4.2.3 Spreminjanje enkratnega števila, zgoščevanje glave bloka 
Edini spremenljivi del v glavi bloka je 32-bitno celo enkratno število, ki je v podanem 
primeru glave bloka označeno z rdečo barvo. Rudarska oprema mora to število spreminjati od 
vrednosti 0 (0x00000000) do 232–1 (0xffffffff) in vsakič izračunati zgoščeno vrednost 





 for (nonce = 0; nonce <= 0xffffffff; nonce++) { 
    message_digest = SHA256(SHA256(block_header)); 
    message_digest = swap_byte_order(message_digest); 
    if (message_digest < target) break; 
 } 




Zgoščevanje podane glave bloka z dvojnim zgoščevalnim algoritmom SHA256d vrne 256-
bitno zgoščeno vrednost: 
0x1dbd981fe6985776b644b173a4d0385ddc1aa2a829688d1e0000000000000000. 
Tej izračunani 256-bitni zgoščeni vrednosti je treba spremeniti zaporedje bajtov, in sicer iz 
zaporedja najmanj pomembnih bajtov (angl. little-endian) v zaporedje najpomembnejših bajtov 
(angl. big-endian). Za lažjo predstavo: 32-bitnemu številu, zapisanemu v šestnajstiškem 
številskem sistemu kot 0x12345678, se spremeni zaporedje bajtov v 0x78563412. Na enak 
način se spremeni zaporedje bajtov izračunani zgoščeni vrednosti: 
0x00000000000000001e8d6829a8a21adc5d38d0a473b144b6765798e61f98bd1d. 
Izračunano 256-bitno zgoščeno vrednost se nato primerja z 256-bitno tarčo. Zgoščena 
vrednost mora biti namreč manjša od tarče, tj. težavnostne meje, ki jo določi omrežje Bitcoin 
ali rudarski bazen. Najvišja možna tarča kot primerjalni kriterij je: 
0x00000000ffffffffffffffffffffffffffffffffffffffffffffffffffffffff. 
V podanem primeru je preobrnjena zgoščena vrednost res manjša od tarče, zato je enkratno 
število 0x42a14695 rešitev problema. Zgoščena vrednost se torej mora začeti z dovolj velikim 
številom ničel na začetku. Če rudarski opremi kljub vsem 232 poskusom ne uspe najti takšne 
zgoščene vrednosti (kar se pogosto zgodi), mora od rudarskega vozlišča pridobiti novo glavo 
bloka in jo ponovno zgoščevati. Če pa ji uspe najti dovolj majhno zgoščeno vrednost glave 
bloka, shrani ustrezno enkratno število in se loti sestavljanja bloka z nakazili (v primeru 
samostojnega rudarjenja) oz. deleža (v primeru rudarjenja v rudarskem bazenu). 
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2.4.2.4 Sestavljanje in razpošiljanje ustreznega bloka z nakazili 
Blok je zbirka izbranih veljavnih nakazil. Sestavljen je iz prej izračunane zgoščene 
vrednosti glave bloka in dolgega seznama nakazil, ki predstavljajo večino velikosti bloka 
(tabela 2.5). Glava bloka je namreč velika 80 bajtov, povprečno nakazilo pa je veliko vsaj 250 
bajtov in povprečni blok vsebuje vsaj 500 nakazil. Trenutna največja dovoljena velikost 
ustreznega bloka z nakazili je 1 MB in zato lahko rudarji v omrežju obdelajo največ 7 nakazil 
na sekundo. Ravno zaradi te omejitve večina rudarjev v bloke vključuje samo nakazila z 
najvišjimi prispevki. Ker se v omrežju Bitcoin že kaže upočasnjeno potrjevanje nakazil, 
razvijalci programske kode delajo na povečanju maksimalne velikosti bloka.  
Velikost Polje Opis 
4 B velikost bloka velikost bloka v bajtih 
80 B glava bloka glava bloka, sestavljena iz 6 polj 
1–9 B števec nakazil količina nakazil, vključenih v blok 
spremenljivo nakazila nakazila, zapisana v bloku 
Tabela 2.5: Struktura bloka z nakazili. [4] 
Ko je blok z nakazili pripravljen za dodajanje v verigo blokov, ga rudarska oprema pošlje 
rudarskemu vozlišču, ta pa ga razpošlje po celotnem omrežju Bitcoin. Vozlišča, ki ta blok 
prejmejo, preverijo njegovo ustreznost. Če je blok ustrezen, se ga doda na rep verige blokov. 
Vsa nakazila, ki so vključena v ta blok, so nato potrjena, rudar pa je nagrajen s fiksnim številom 
bitcoinov in s prispevki vseh nakazil v izračunanem bloku na lasten bitcoin naslov. Nagrada za 
odkritje ustreznega bloka je v času pisanja tega dela znašala 12,5 BTC. Celotno omrežje Bitcoin 
nato takoj začne z iskanjem naslednjega ustreznega bloka. 
Dokaz dela v posameznem bloku je odvisen tudi od prejšnjega bloka, s čimer se zagotavlja 
kronološki vrstni red blokov v verigi blokov. Na ta način se možnost stornacije preteklih nakazil 
zmanjšuje eksponentno z dodajanjem novih blokov na rep verige, saj bi bilo za stornacijo 
nakazila v danem bloku treba ponovno opraviti enako količino dela kot v vseh naslednjih blokih 
skupaj. Rudarji tako ne morejo goljufati s samovoljnim povečanjem svoje nagrade ali z 
obdelovanjem neveljavnih nakazil, saj bi ostala vozlišča zavrnila vsak blok, ki bi glede na 
pravila protokola Bitcoin vseboval neveljavne podatke. Tako je omrežje varno tudi, če nekateri 
rudarji niso vredni zaupanja. 
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2.4.2.5 Razvejitev verige blokov 
Ker je veriga blokov decentralizirana struktura podatkov, njene shranjene kopije v 
posameznih rudarskih vozliščih niso vedno enake. Vozlišča vedno predpostavljajo, da je 
pravilna samo najdaljša veriga. Če dve različni vozlišči skoraj istočasno razpošljeta različne 
verzije naslednjega bloka, bodo nekatera vozlišča prej prejela prvi blok, preostala pa drugi blok. 
V takem primeru vozlišča delajo na tistem bloku, ki so ga prej prejela. Sčasoma ena izmed verig 
postane daljša in vozlišča, ki so prej delala na krajši verigi, preklopijo na daljšo verigo (slika 
2.18 in slika 2.19). Rudarjenje na ta način omogoča varovanje in ohranjanje globalnega 
strinjanja glede na vloženo računsko moč.  
 
Slika 2.18: Pogostejša, krajša razvejitev verige blokov. [6] 
 
Slika 2.19: Redkejša, dolgotrajnejša razvejitev verige blokov. [6] 
Če se rudar vključi v t. i. rudarski bazen, se za rudarje postopek rudarjenja izredno 
poenostavi. Tako mora rudarska oprema, ki npr. pridobi nalogo od rudarskega bazena preko 
rudarskega protokola Getwork, samo iskati dovolj majhno zgoščeno vrednost glave bloka. 
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2.4.3 Dobičkonosnost rudarjenja 
Primarni cilj rudarjev v omrežju Bitcoin je ustvarjanje zaslužka v bitcoinih z rudarjenjem 
in prodajanjem pridobljenih bitcoinov kupcem po čim višji ceni, saj proces rudarjenja prinese 
tudi stroške (nakup strojne opreme, postavka za porabljeno električno energijo). Rudarji 
pričakujejo povrnitev vlaganja v rudarsko opremo, ki je neposredno povezana z drugimi 
spreminjajočimi faktorji (težavnost v omrežju Bitcoin, vrednost bitcoinov). Pri nakupu strojne 
opreme za rudarjenje so zato poglavitni trije parametri: 
 Cena strojne rudarske opreme: Hitrejša strojna rudarska oprema zgošča hitreje 
in je zato ponavadi tudi dražja. 
 Hitrost zgoščevanja: Koliko zgoščenj z dvojnim zgoščevalnim algoritmom 
SHA256d na sekundo lahko strojna oprema izračuna. 
 Energijska učinkovitost: Ker strojna rudarska oprema za rudarjenje bitcoinov 
porabi velike količine električne energije, je smiselno uporabljati takšno opremo, 
ki izračuna čim več dvojnih zgoščenj na enoto električne moči. Če primerjamo dve 
vezji ASIC: energijska učinkovitost modela Antminer S7 (slika 2.20a) je  
4 Ghash/s/W, energijska učinkovitost modela SP20 Jackson (slika 2.20b) pa je  
1.54 Ghash/s/W. Model Antminer S7 je v primerjavi z modelom SP20 Jackson  
2,6-krat energijsko učinkovitejši in je zato za resne rudarje boljša izbira. 
 
a) ASIC Antminer S7 b) ASIC SP20 Jackson 
Slika 2.20: Vezji ASIC za rudarjenje bitcoinov: a) Antminer S7 [12] in b) SP20 Jackson [13]. 
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Rudarji si pri računanju dobičkonosnosti rudarjenja bitcoinov pogosto pomagajo s 
posebnimi spletnimi kalkulatorji (slika 2.21). Vanje se vnese podatke o stroških in lastnostih 
strojne rudarske opreme (cena opreme, poraba električne energije, postavka za električno 
energijo), spremenljivi faktorji omrežja Bitcoin (težavnost v omrežju Bitcoin, vrednost 
bitcoina) pa so običajno že samodejno vneseni. 
 
Slika 2.21: Na spletni strani https://btcserv.net/bitcoin-mining-calculator dostopen spletni 
kalkulator dobičkonosnosti rudarjenja (BTCServ) z vnesenimi parametri vezja ASIC 
Antminer S7. 
Spletni kalkulator izračuna predviden zaslužek v različnih časovnih obdobjih (ura, dan, 
teden, mesec) in druge informativne podatke (npr. čas zastaranja strojne rudarske opreme, 
teoretični čas za odkritje ustreznega bloka, energijska učinkovitost strojne rudarske opreme, 
idr.), kot je prikazano na sliki 2.22. 
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Slika 2.22: S spletnim kalkulatorjem dobičkonosnosti rudarjenja BTCServ, dostopnim na 
spletni strani https://btcserv.net/bitcoin-mining-calculator, izračunana dobičkonosnost 
rudarjenja z vezjem ASIC Antminer S7. 
2.4.4 Rudarski bazeni 
V zelo tekmovalnem okolju samostojni rudarji, poznani tudi kot ''solo rudarji'', danes 
nimajo skoraj nobenih možnosti. Verjetnost, da ti najdejo ustrezen blok ter pokrijejo stroške 
strojne rudarske opreme in porabljene električne energije, je manjša od zadetka na loteriji. 
Sicer je odkritje ustreznega bloka za vključitev v verigo blokov popolnoma naključna, se 
pa lahko izračuna teoretični čas za odkritje ustreznega bloka 𝑡 po enačbah (2.8) in (2.9): 




 𝑡 [leto] =
𝑡 [s]
365 ∗ 24 ∗ 3600
 (2.9) 
kjer je 𝑑 poljubno izbrana težavnost in ℎ𝑟 hitrost zgoščevanja poljubne strojne rudarske opreme. 
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Če bi se v novembru leta 2016 odločili za samostojno rudarjenje z vezjem ASIC Antminer 
S7 s hitrostjo zgoščevanja 4,73 Thash/s, bi za odkritje ustreznega bloka potrebovali okoli 7,3 
leta. Vemo pa, da se najde ustrezen blok v povprečju vsakih 10 minut. 
Zato se rudarji združujejo v rudarske bazene, kjer skupaj prispevajo računsko moč za 
rudarjenje bitcoinov in si porazdelijo morebitne nagrade med več tisoči udeleženci. Rudarski 
bazeni so vozlišča v omrežju Bitcoin, ki sodelujočim rudarjem znatno olajšajo proces rudarjenja 
in povečajo možnost za dobiček. Rudarji s sodelovanjem v bazenu namreč dobijo manjša, a 
pogostejša izplačila, kar zmanjšuje negotovost zaslužka. Prispevki računske moči posameznih 
rudarskih bazenov dne 4.11.2016 so prikazani na sliki 2.23. 
 
Slika 2.23: Deleži vložene računske moči rudarskih bazenov v omrežju Bitcoin. [14] 
Strežnik rudarskega bazena poganja namensko programsko opremo za zbiranje nakazil iz 
omrežja Bitcoin in rudarski protokol za rudarjenje v bazenih, ki koordinira aktivnosti rudarjev 
v bazenu. Strežnik rudarskega bazena je povezan tudi na enega ali več vozlišč omrežja Bitcoin 
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in ima neposredni dostop do polne kopije verige blokov. Tako strežnik rudarskega bazena 
rudarje razbremeni poganjanja in vzdrževanja lastnega rudarskega vozlišča. Za sodelujoče 
rudarje je to pomemben preudarek, saj je za poganjanje samostojnega rudarskega vozlišča 
potreben namenski računalnik z veliko kapaciteto diska, vsaj 2 GB RAM-a in neprekinjeno 
internetno povezavo z omrežjem Bitcoin.  
Programsko opremo Bitcoin, ki teče na rudarskih vozliščih, je treba tudi nadzorovati, 
vzdrževati in posodabljati. Kakršenkoli izpad zaradi pomanjkanja vzdrževanja ali virov škoduje 
rudarjevi dobičkonosnosti. Za večino rudarjev je možnost rudarjenja brez poganjanja lastnega 
rudarskega vozišča velika prednost pri sodelovanju v upravljanem bazenu. 
Rudarski bazen nastavi manjšo težavnostno metriko (ponavadi vsaj 1000-krat manjšo od 
težavnosti v omrežju Bitcoin oz. vsaj 1000-krat višjo tarčo od globalne tarče v omrežju Bitcoin), 
da lahko rudar dovolj pogosto najde t. i. deleže; to so glave bloka z ustreznim enkratnim 
številom, katerih dvojne zgoščene vrednosti so manjše od tarče bazena. Vsake toliko časa bo 
eden od mnogo poskusov proizvedel takšno zgoščeno vrednost glave bloka, ki bo manjša od 
tarče v bazenu in tudi od globalne tarče v omrežju Bitcoin, kar naredi blok ustrezen in zmaga 
cel rudarski bazen. Ti ustrezni bloki izplačajo nagrado in prispevke potrjenih nakazil v bitcoin 
naslov rudarskega bazena in ne v bitcoin naslove posameznih rudarjev. Strežnik rudarskega 
bazena nato porazdeli nagrado med vse sodelujoče rudarje glede na izbrano plačilno shemo. 
2.4.4.1 Rudarski protokoli 
Rudarji se na strežnik rudarskega bazena povežejo preko enega izmed t. i. rudarskih 
protokolov, kot so Getwork, GetBlockTemplate in Stratum [6]. 
Prvi in najstarejši protokol Getwork za rudarsko opremo neposredno sestavi glavo bloka 
za zgoščevanje. Vendar je ta protokol zastarel že od leta 2013 (odkar so se pojavila vezja ASIC), 
ker nezadostno podpira strojno opremo s hitrostjo zgoščevanja nad 4 Ghash/s; sodobna rudarska 
oprema bi namreč morala ustvariti več sto zahtev za nalogo na sekundo z metodo HTTP POST, 
kar zavzame ogromno internetne pasovne širine rudarskega bazena. Zato danes rudarski bazeni 




Oba novejša protokola, GetBlockTemplate in Stratum, pripomoreta k precejšnjemu 
prihranku internetne pasovne širine rudarskega bazena. Ta dva protokola za razliko od prej 
omenjenega protokola Getwork ustvarita predlogo bloka glede na zahteve bazena in omrežja 
Bitcoin, ki jo nato posredujeta rudarski opremi. Rudarska oprema to predlogo uporabi za 
sestavljanje bloka, ki naj ustreza težavnosti v rudarskem bazenu. 
Med protokoloma GetBlockTemplate in Stratum obstajata dve pomembni razliki: protokol 
GetBlockTemplate uporablja za komunikacijo med rudarskim bazenom in rudarjsko opremo 
sodelujočih rudarjev protokol HTTP ravno tako kot protokol Getwork, rudarji pa si za razliko 
od protokolov Getwork in Stratum lahko sami izbirajo, katera nakazila bodo vključili v blok. 
Protokol Stratum uporablja za komunikacijo med rudarskim bazenom in rudarsko opremo 
sodelujočih rudarjev vtičnik TCP in tako lahko rudarjem takoj sporoči o odkritju ustreznega 
bloka v rudarskem bazenu in opustitvi trenutnega dela, vendar si rudarji ne morejo poljubno 
izbirati nakazil za vključitev v blok. 
Rudarska oprema pošlje katerekoli veljavne deleže rudarskemu bazenu, da rudar zasluži 
del nagrade. Rudarski bazen namreč na podlagi poslanih deležev izračunava količino 
prispevane računske moči oz. hitrost zgoščevanja rudarske opreme. 
2.4.4.2 Sheme izplačevanja nagrad 
Med iskanjem najbolj poštenega načina razdeljevanja nagrade za rudarje in preprečevanja 
izigravanja sistema so se pojavile različne sheme izplačevanja nagrad [15]. Te sheme 
vključujejo različno visoko negotovost izplačil. Višja negotovost izplačil pomeni višje, a 
neredno izplačane zneske, medtem ko nižja negotovost izplačil pomeni manjše, a redno 
izplačane zneske.  
 BPM (angl. Bitcoin Pooled Mining): V posameznem ciklu iskanja bloka so novejši 
prispevani deleži vredni več kot starejši prispevani deleži. S tem se poskuša omejiti 
goljufanje z menjavanjem rudarskih bazenov med tekočim ciklom iskanja bloka. 
 SCORE: Vsakemu prispevanemu bloku so dodeljene točke glede na starost. 
Takšen način naredi novejše deleže več vredne, nagrade pa so razdeljene na podlagi 
točk in ne na podlagi števila prispevanih deležev. 
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 PPS (angl. Pay Per Share): Zagotovljena so takojšnja izplačila rudarjem za vsak 
prispevan blok. Rudarji so plačani iz obstoječega proračuna rudarskega bazena in 
svoja plačila lahko takoj poberejo. Ta shema ima najmanjšo možno negotovost 
izplačevanja rudarjem in hkrati prenese visoko tveganje na operaterja bazena. Ker 
ta shema potrebuje zelo veliko rezervo (več 10.000 bitcoinov), da se lahko izplača 
nagrade rudarjem tudi v nedonosnih časih, je rudarski bazeni ne podpirajo več. 
 POT (angl. Pay On Target): Ta shema je kot PPS, a z višjo plačilno negotovostjo, 
ki rudarjem izplača zneske glede na njihovo izbrano težavnost in ne na težavnost, 
ki jo ponavadi določi bazen. 
 SMPPS (angl. Shared Maximum Pay Per Share): Plačilna shema, enaka PPS, 
vendar rudarski bazen nikoli ne izplača več, kot zasluži. 
 ESMPPS (angl. Equalized Shared Maximum Pay Per Share). Ta shema je kot 
SMPPS, vendar izplača enak znesek vsem rudarjem v bazenu ne glede na delež 
prispevane računske moči ali deležev. 
 RSMPPS (angl. Recent Shared Maximum Pay Per Share): Shema, enaka SMPPS, 
vendar imajo prednost pri izplačilu najnovejši rudarji. 
 CPPSRB (angl. Capped Pay Per Share with Recent Backpay): Rudarski bazen 
izplačuje nagrade glede na prihodke od ustreznih blokov tako, da bazen ne more 
bankrotirati. 
 PROP (angl. Proportional): Pristop z razdelitvijo nagrade med rudarje glede na 
število njihovih prispevanih deležev, ko je odkrit ustrezen blok za omrežje Bitcoin. 
 PPLNS (angl. Pay Per Last N Shares): Podobno pristopu PROP, vendar se pri 
razdelitvi nagrade upošteva samo nekaj zadnjih (N) prispevanih blokov v tekočem 
ciklu iskanja ustreznega bloka. 
 PPLNSG (angl. Pay Per Last N Groups): Gre za enak princip kot pri PPLNS, 
vendar so prispevani bloki združeni v skupine, ki so nato izplačane v celoti.  
 DGM (angl. Double Geometric Method): Gre za hibridni pristop med shemo 
PPLNS in geometričnimi sistemi nagrad, kjer operater pobere del izplačil v krajših 





3 Podatkovno pretočno računanje 
Podjetje Maxeler Technologies je vpeljalo alternativo k paralelnemu računanju, in sicer 
večnivojsko podatkovno pretočno računanje na več nivojih abstrakcije: sistemski nivo, 
arhitekturni nivo, aritmetični nivo in bitni nivo. Na sistemskem nivoju je več računalnikov 
povezanih tako, da tvorijo superračunalnik. Na arhitekturnem nivoju se loči dostop do 
pomnilnika od aritmetičnih operacij, medtem ko aritmetični in bitni nivo ponujata priložnosti 
za optimizacijo predstavitve podatkov in komunikacije med CPU računalniške delovne postaje 
in DFE. 
Podatkovno pretočne programe se razvija z razvojnim programskim okoljem 
MaxCompiler, ki uporablja razširjeno različico programskega jezika Java (t. i. MaxJ). Bistvo 
pristopa programiranja s podatkovno pretočnimi računalniki Maxeler je visoka zmogljivost z 
visoko produktivnostjo s strani programerja. 
3.1 Sistem podatkovno pretočnega računanja 
Slika 3.1 prikazuje arhitekturo računalniškega sistema za podatkovno pretočno računanje. 
CPU gostujoče delovne postaje poganja računalniške programe z nerednimi operacijami 
(datoteke s končnico .c, .cpp, .f), medtem ko DFE poganja konfiguracijske datoteke s 
končnico .max in izvaja podatkovno pretočno računanje. Računalniški program najprej naloži 
konfiguracijsko datoteko, ki jo nato izvaja razpoložljivi DFE. S klicanjem funkcij samodejno 
ustvarjenega vmesnika SLiC v računalniškem programu se izvedejo pošiljanje podatkov in 
parametrov v in iz DFE ter podatkovno pretočno računanje v DFE. DFE je programiran z enim 
ali več podatkovno pretočnimi jedri in enim samim upraviteljem. V podatkovno pretočnih 
jedrih se izvaja računanje, medtem ko upravitelj usmerja pretok podatkov.  
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Celotni sistem upravlja operacijski sistem MaxelerOS, ki se nahaja v operacijskem sistemu 
Linux in tudi v upravitelju DFE. MaxelerOS upravlja prenos podatkov in izvaja dinamično 
optimizacijo ob zagonu celotnega programa. 
 
Slika 3.1: Računalniški sistem za podatkovno pretočno računanje. [16] 
DFE ima poleg integriranega vezja FPGA, ki izvaja podatkovno pretočno računanje, še dve 
vrsti pomnilnikov: hitri pomnilnik (v nadaljevanju FMem), ki lahko hrani nekaj MB podatkov 
na čipu s pasovno širino dostopa nekaj TB/s, in pomnilnik z veliko kapaciteto (v nadaljevanju 
LMem), ki lahko hrani več GB podatkov izven čipa. 
Visoka pasovna širina in fleksibilnost FMem je ključni razlog, da lahko DFE doseže visoko 
zmogljivost na kompleksnih aplikacijah. Aplikacije lahko učinkovito izkoristijo polno 
kapaciteto FMem, ker sta pomnilnik in računanje ločena in porazdeljena v prostoru in se lahko 
podatke vedno hrani v pomnilniku blizu podatkovno pretočnih jeder. To je v nasprotju s 
klasičnimi arhitekturami CPU z večnivojskim predpomnjenjem, kjer je računskim enotam na 
voljo samo najmanjši oz. najhitrejši nivo predpomnjenja in so podatki ponovljeni skozi 
hierarhijo predpomnjenja. 
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3.2 Primerjava modelov računanja 
Analogija za premik od klasičnega računanja s kontrolnim tokom k podatkovno 
pretočnemu računanju je zamenjava obrtnikov z modelom proizvodnje. V tovarni vsak delavec 
dobi enostavno opravilo in vsi delavci operirajo vzporedno na pretoku avtomobilov in delov. 
Tako kot v proizvodnji je podatkovno pretočno računanje metoda za pohitritev računanja. 
3.2.1 Klasično računanje s CPU 
Izvorna koda klasičnega programa je prevedena v seznam navodil za posamezni procesor, 
ki so nato naložena v pomnilnik (slika 3.2). Procesor nato občasno dostopa do pomnilnika za 
branje in pisanje podatkov. Moderni procesorji vsebujejo mnogo nivojev predpomnjenja, 
posredovanja in predikcijske logike za izboljšanje učinkovitosti takšnega načina računanja, 
vendar je takšen programski model zaporedni oz. sekvenčni in računska zmogljivost je zato 
odvisna predvsem od zakasnitve dostopa do podatkov v pomnilniku in delovne frekvence 
procesorja. 
 
Slika 3.2: Zaporedno klasično računanje s CPU. [16] 
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3.2.2 Podatkovno pretočno računanje z DFE 
Struktura DFE že sama po sebi predstavlja računanje, zato ni potrebe po navodilih. 
Navodila so zamenjana z aritmetičnimi enotami, ki so postavljene v prostoru in povezane v 
primerno strukturo za določeno računsko opravilo (slika 3.3), t. i. podatkovno pretočni graf oz. 
graf aritmetičnih enot (slika 3.4). Ker ni navodil, tudi ni potrebe po logiki dekodiranja, 
predpomnjenju navodil, predvidevanju ali dinamičnemu načrtovanju. Z odstranitvijo 
dinamičnega nadzora pretoka podatkov so računski viri čipa v celoti namenjeni izvajanju 
računskih operacij. Na sistemskemu nivoju DFE obdeluje velikih nabore podatkov, medtem ko 
CPU izvaja neredne in redke operacije ter nadzira komunikacijo z vhodi, izhodi in med vozlišči. 
 
Slika 3.3: Vzporedno podatkovno pretočno računanje z DFE. [16] 
Vsaka aritmetična enota izvaja samo eno vrsto računske operacije (npr. seštevanje ali 
množenje) in je enostavna, zato lahko en DFE vsebuje več tisoč aritmetičnih enot. Za razliko 
od sekvenčnega klasičnega računanja, kjer se operacije izvajajo ob različnih časih na istih 
funkcionalnih enotah (t. i. računanje v času), je podatkovno pretočno računanje prostorsko 
porazdeljeno na čipu (t. i. računanje v prostoru).  
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Podatkovno pretočni grafi oz. grafi aritmetičnih enot vsebujejo več vrst vozlišč: 
Računska vozlišča izvajajo aritmetične in logične operacije (npr. +, * , < , &) kot 
tudi pretvarjanje med tipi spremenljivk s plavajočo vejico, fiksno vejico in celimi 
števili. 
Vozlišča z vrednostjo vsebujejo parametre, ki so ali konstante ali pa nastavljeni v 
računalniškem programi ob izvajanju. 
Odmiki v podatkovnem toku, ki dovoljujejo dostop do preteklih in prihodnjih 
elementov v podatkovnem toku.  
Multipleksirna vozlišča za odločanje med več možnostmi. 
Vozlišča s števniki za nadzorovano usmerjanje pretoka podatkov čez čas.  
Vhodno/izhodna vozlišča, ki povezujejo podatkovne toke med podatkovno 
pretočnimi jedri in upraviteljem. 
Slika 3.4 prikazuje primer podatkovno pretočnega grafa za računanje drsečega povprečja 
treh sosednjih števil, 𝑓(𝑥) =  
𝑥𝑛−1+ 𝑥𝑛 + 𝑥𝑛+1
3
. Graf vključuje vhodni podatkovni tok x, katerega 
podatki potujejo skozi dva seštevalnika in delilnik, in rezultati ponirajo v izhodni podatkovni 
tok y. Slika 3.5 prikazuje pretok podatkov skozi prikazani graf v posameznih ciklih računanja.  
 
Slika 3.4: Podatkovno pretočni graf za računanje drsečega povprečja treh sosednjih števil. 
[16]  
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Slika 3.5: Posplošeni prikaz podatkovno pretočnega računanja drsečega povprečja treh 
sosednjih števil. [16] 
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4 Rudarjenje bitcoinov z DFE 
Postopek zgoščevanja glave bloka z dvojnim zgoščevalnim algoritmom SHA256d se med 
izvajanjem ne spreminja in se ga zato lahko preoblikuje v podatkovno pretočni graf. S tem se 
znatno zmanjša potrebno število procesorskih ciklov za izračun posameznih zgoščenih 
vrednosti; če je pri klasičnem načinu računanja za izračun ene zgoščene vrednosti potrebnih kar 
nekaj procesorskih ciklov, se pri podatkovno pretočnem načinu računanja proizvede ena 
zgoščena vrednost na en vhodni podatek oz. procesorski cikel. 
Nadalje se zgoščevanje lahko paralelizira z več podatkovno pretočnimi grafi ali jedri v 
DFE tako, da se na vsak vhodni podatek oz. procesorski cikel izračuna in primerja več 
zgoščenih vrednosti hkrati. Vsak graf ali jedro v DFE namreč v vsakem računskem ciklu na 
vhod prejme en podatek, hkrati izvede določene korake računanja in vrne en izhodni podatek. 
Razlika je samo v prvem rezultatu, ki ga čakamo 𝐷 ciklov (𝐷 je globina grafa). Ker DFE računa 
zgoščene vrednosti hitreje kot CPU kljub precej nižji delovni frekvenci, je opazna tudi 
precejšnja razlika v energijski učinkovitosti računanja. 
4.1 Uporabljena strojna oprema 
Rudarjenje bitcoinov smo izvedli z enim izmed najcenejših in najmanj zmogljivih različic 
podatkovno pretočnih računalnikov Maxeler, model MAX2336B vrste MaxCard (slika 4.1 in 
slika 4.2). Plošča MAX2336B je vstavljena v matično ploščo računalniške delovne postaje, 
opremljene s procesorjem Intel Core 2 Quad Q9400 (2,66 GHz) in operacijskim sistemom 
CentOS Linux 6.5. Plošča MAX2336B je s procesorjem računalniške delovne postaje povezana 
preko vodila PCI Express x4 ter je opremljena z integriranim vezjem Xilinx Virtex-5 FPGA 
XC5VLX330T in 12 GB lokalnega pomnilnika (LMem). 
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Slika 4.1: Plošča MAX2336B ima na eni strani 4 × 2 GB pomnilnika proizvajalca Cruical 
(označenega z nalepkami). 
 
Slika 4.2: Plošča MAX2336B ima na drugi strani 2 × 2 GB pomnilnika proizvajalca Samsung 
(označenega z nalepkami). 
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Pri programiranju omenjenega vezja smo bili najbolj omejeni z njegovimi razpoložljivimi 
računskimi viri. Ta namreč ponuja: 
 207.360 logičnih enot, 207.360 vpoglednih tabel (LUT), 207.360 flip-flopov (FF), 
 192 množilnikov (25 × 18), 192 digitalnih signalnih procesorjev (DSP),  
 648 delov blokovnega pomnilnika (BRAM18). 
4.2 Uporabljena programska oprema 
Za razvoj programske kode bitcoin rudarja smo uporabili programski paket MaxCompiler 
z razvojnim programskim okoljem MaxIDE različice 2013.3 (slika 4.3), ki je osnovan na 
odprtokodnem javanskem razvojnem programskem okolju Eclipse. MaxCompiler in MaxIDE 
uporabljata razširjeno verzijo Jave (t. i. MaxJ), ki doda semantiko posebnih funkcij k 
osnovnemu jeziku Java za intuitivni stil programiranja. Izvorne datoteke MaxJ imajo končnico 
.maxj za razlikovanje od čiste Jave.   
 
Slika 4.3: Razvojno programsko okolje MaxIDE za pisanje programov v več jezikih (C, C++, 
Fortran, Java idr.). 
44 Rudarjenje bitcoinov z DFE 
 
Slika 4.4 prikazuje razvojna orodja, ki jih ponuja razvojni programski paket MaxCompiler 
(označena z modrimi objekti), in njihovo interakcijo z uporabnikovim programom.  
 
Slika 4.4: Interakcija razvojnih orodij programskega paketa MaxCompiler z uporabnikovo 
programsko kodo. [16] 
MaxCompiler med pisanjem in izvajanjem kode v Javi ustvari konfiguracijsko datoteko s 
končnico .max. Ustvarjeno konfiguracijsko datoteko se nato pokliče preko vmesnika SLiC. Ta 
konfiguracijska datoteka sestoji iz podatkovno pretočnih jeder in upravitelja. Podatkovno 
pretočna jedra so praktično skupine grafov aritmetičnih enot, v katerih podatki enostavno 
potujejo od vhodov skozi aritmetične enote do izhodov. Računanje je izredno učinkovito, dokler 
je na voljo veliko več podatkov kot korakov računanja v grafu.  
Upravitelj usmerja podatkovni tok med podatkovno pretočnimi jedri, LMem in 
razpoložljivimi povezavami. Z ločevanjem računanja od komunikacije ter uporabe podatkovno 
pretočnega modela računanja upravitelji omogočajo visoko izrabo razpoložljivih računskih 
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virov, kot so aritmetične komponente in pasovna širina pomnilnika. Maksimalna računska 
zmogljivost z računalniki Maxeler je dosežena s kombinacijo globokega cevovodenja in 
izkoriščanja paralelizma med in v podatkovno pretočnih jedrih. Visoka pasovna širina vhodov 
in izhodov, ki je potrebna za paralelizem, je podprta s fleksibilnimi visokozmogljivimi 
nadzorniki pomnilnika in visokoparalelnim spominskim sistemom. 
4.3 Razvoj podatkovno pretočnega programa 
Slika 4.5 prikazuje iterativni razvoj podatkovno pretočnega programa s programskim 
paketom MaxCompiler z metodo poizkušanja (angl. trial-and-error). 
 
Slika 4.5: Iterativni pristop k razvijanju končnega pospešenega programa. [16] 
4.3.1 Iskanje odsekov kode za izvedbo z DFE 
Za večnivojsko podatkovno pretočno računanje so podatki pomembnejši od izvorne 
programske kode. Zato je načrtovanje pretoka podatkov med CPU in DFE veliko boljši prvi 
korak kot celotna analiza izvorne programske kode. Ko je znano, kateri podatki bodo obdelani 
v DFE, je tudi očitno, kateri odseki kode morajo teči na DFE. V realnosti je to iterativni proces. 
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Pohitritev programa ni omejena samo na en del pospešenega programa, ker je v realnem 
razvoju programa veliko programerskega truda vloženega v optimiziranje jedrnih zank in malo 
truda vloženega v optimiziranje nekritičnih delov programa. Po pohitritvi in premiku kritičnih 
zank iz procesorjevega pomnilniškega sistema v DFE se lahko pohitri nekritično programsko 
kodo za CPU in uravnoteži čas izvajanja programa na DFE in CPU z maksimiziranjem porabe 
razpoložljivih virov DFE. 
DFE najbolje deluje takrat, ko nepretrgoma izvaja eno in isto operacijo na velikih količinah 
podatkov, npr. računanje v notranji zanki. Koda s premikanjem velikih količin podatkov, na 
katerih se potem izvede le nekaj aritmetičnih operacij, predstavlja večje izzive optimiziranja 
kot koda z veliko aktivnostjo lokalizirane aritmetike. Pošiljanje in prejemanje podatkov med 
CPU in DFE je namreč relativno potratno, ker je medsebojna komunikacija običajno počasnejša 
od računanja. 
Računalniški program BitcoinMiner.c, ki za komunikacijo z rudarskimi bazeni v 
omrežju Bitcoin uporablja najenostavnejši rudarski protokol Getwork in protokol HTTP, je 
sprva izvajal sledeče korake: 
1. sestavi zahtevo za nalogo v formatu JSON in jo z metodo HTTP POST pošlji poljubno 
izbranemu rudarskemu bazenu; 
2. pridobi in razčleni odgovor rudarskega bazena z nalogo v formatu JSON ter pripravi 
podatke za zgoščevanje glave bloka z dvojnim zgoščevalnim algoritmom SHA256d; 
3. spreminjaj enkratno število v glavi bloka in spreminjajočo glavo bloka zgoščaj z 
dvojnim zgoščevalnim algoritmom SHA256d ter primerjaj dobljene 256-bitne 
zgoščene vrednosti s tarčo, ki jo določi omrežje Bitcoin ali rudarski bazen; 
4. v primeru odkritja primerne zgoščene vrednosti glave bloka sestavi delež v formatu 
JSON in ga z metodo HTTP POST pošlji rudarskemu bazenu; 
5. pridobi in razčleni odgovor rudarskega bazena, ki v formatu JSON sporoči, ali je 
rudarski bazen sprejel ali zavrnil rešitev, ter izračunaj in izpiši statistiko rudarjenja. 
Izmed zgoraj naštetih korakov samo 3. korak vsebuje intenzivno računanje, medtem ko 
preostali štirje koraki predstavljajo komunikacijo z rudarskimi bazeni v omrežju Bitcoin in 
enostavno statistično računanje. Zato je smiselno izvesti z DFE samo 3. korak, tj. spreminjanje 
enkratnega števila v glavi bloka, zgoščevanje glave bloka z dvojnim zgoščevalnim algoritmom 
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SHA256d in primerjanje dobljenih zgoščenih vrednosti s tarčo. 3. korak smo zato priredili tako, 
da smo v postopek rudarjenja bitcoinov uvedli podatkovno pretočno računanje z DFE: 
3. pošlji potrebne podatke v DFE, v katerem so izvedeni spreminjanje enkratnega števila, 
zgoščevanje glave bloka z dvojnim zgoščevalnim algoritmom SHA256d in primerjanje 
izračunanih zgoščenih vrednosti glave bloka s tarčo, ki jo določi omrežje Bitcoin ali 
rudarski bazen; 
4.3.2 Načrtovanje podatkovno pretočnih jeder 
Smiselno je začeti z načrtovanjem enega podatkovno pretočnega jedra z enim podatkovno 
pretočnim grafom, nato pa se program po želji paralelizira z več podatkovno pretočnimi jedri 
in/ali grafi. Podatkovno pretočno jedro smo napisali tako, da se v njem izvajajo spreminjanje 
enkratnega števila, zgoščevanje glave bloka z dvojnim zgoščevalnim algoritmom SHA256d in 
primerjanje izračunanih zgoščenih vrednosti s težavnostnim kriterijem oz. tarčo. V primeru 
odkritja ustreznih enkratnih števil jih podatkovno pretočno jedro zapiše v mapirani pomnilnik 
(FMem), da jih računalniški program BitcoinMiner.c potem lahko prebere in uporabi za 
sestavljanje in pošiljanje deleža rudarskemu bazenu. Načrt podatkovno pretočnega jedra je 
shranjen kot programska koda v datoteki BitcoinMinerKernel.maxj. 
4.3.3 Konfiguracija upravitelja 
Po končanem načrtovanju podatkovno pretočnega jedra je treba konfigurirati upravljanje 
podatkovno pretočnega jedra. V upravitelju smo najprej poljubno oblikovali vmesnik SLiC za 
komunikacijo med CPU in DFE, nato smo določili smeri vhodnega in izhodnega podatkovnega 
toka in nastavili frekvenco prenosa podatkov. Konfiguracija upravitelja podatkovno pretočnega 
jedra je shranjena kot programska koda v datoteki BitcoinMinerManager.maxj. 
Ko sta podatkovno pretočno jedro in upravitelj konfigurirana, skupaj tvorita celoten 
podatkovno pretočni program. Z izvedbo tega programa se ustvari konfiguracijska datoteka s 
končnico .max za realno računanje z DFE ali simulacijo računanja.  
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4.3.4 Združitev z računalniškim programom 
Računalniški program BitcoinMiner.c je napisan v programskem jeziku C in uporablja 
dve zunanji odprtokodni knjižnici: 
 libcurl za komunikacijo z rudarskim vozliščem (sestavljanje, pošiljanje, prejemanje 
in obdelavo sporočil) po protokolu HTTP, 
 json-c za razčlenjevanje vsebine sporočil v formatu JSON. 
Računalniški program smo povezali z DFE preko vmesnika SLiC, ki smo ga prej oblikovali 
v upravitelju. Funkcija za klicanje vmesnika SLiC se imenuje BitcoinMiner in se jo v 
računalniškemu programu BitcoinMiner.c kliče na sledeči način: 
BitcoinMiner(N, block, midstate, target, input, output, mappedRam, 
mappedRam); 
Zbirke block, midstate in target so zbirke 32-bitnih nepredznačenih celih števil, ki 
se jih po obdelavi prejete naloge pošlje v DFE kot skalarne parametre (podatkovne toke s 
konstantno vrednostjo), input in output sta vhodni in izhodni podatkovni tok z N elementi, 
mappedRam pa predstavlja rezervirani del pomnilnika (FMem), do katerega lahko dostopata 
CPU in DFE. Vhodni podatkovni tok input je bil sprva mišljen kot nabor 32-bitnih enkratnih 
števil, vendar se je s tem pojavila težava v bitnih velikostih vhodnega in izhodnega 
podatkovnega toka. Za izračun 232 zgoščenih vrednosti posamezne glave bloka je bilo treba 
namreč prenesti 16 GB (232 ∗ 32 bitov) podatkov. Več o razrešitvi omenjenega problema je 
napisano v podpoglavju 4.3.8 Optimizacija programske kode. 
4.3.5 Prevajanje programske kode 
Programsko okolje MaxCompiler najprej pregleda uporabnikovo izvorno kodo Java za 
sintaktične napake. Če je sintaksa programske kode ustrezna, se izvedejo naslednje stopnje 
prevajanja programske kode:  
1. izgradnja podatkovno pretočnega grafa: ob izvedbi uporabnikove 
programske kode se v pomnilniku ustvari podatkovno pretočni graf; 
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2. prevajanje s prevajalnikom podatkovno pretočnih jeder: prevajalnik vzame 
ustvarjeni podatkovno pretočni graf, ga optimizira in pretvori v nizkonivojski 
format za ustvarjanje konfiguracijske datoteke za DFE ali simulacijo; 
3. prevajanje v ozadju: ustvarjanje konfiguracijske datoteke za DFE. 
4.3.6 Simulacija podatkovno pretočnega računanja 
S simuliranjem podatkovno pretočnega računanja se hitro in učinkovito preverja delovanje 
podatkovno pretočnega programa in dovolj zgodaj odpravlja napake. Simulacija namreč daje 
vpogled v potek izvajanja podatkovno pretočnega programa in prevede programsko kodo v 
nekaj minutah, medtem ko prevajanje konfiguracije za DFE vzame več ur ali dni.  
Simulacija podatkovno pretočnega programa teče veliko počasneje kot realna izvedba 
računanja z DFE. Zato je za simuliranje računanja bolj smiselno uporabiti manjše vzorce 
vhodnih podatkov, nato pa za DFE uporabiti prave velike nabore podatkov. Ko simulacija 
računanja deluje brez napak, se lahko prevede programsko kodo za realno računanje z DFE. 
4.3.7 Ustvarjanje konfiguracijske datoteke za DFE  
Izvedba podatkovno pretočnega programa ustvari konfiguracijsko datoteko s končnico 
.max za računanje z DFE, ki pripravi DFE na računanje. MaxCompiler avtomatizira poganjanje 
zunanjih orodij za nemoteno ustvarjanje te konfiguracijske datoteke. 
4.3.8 Optimizacija programske kode 
Programska koda lahko teče na DFE brez napak, vendar običajno ne kaže zadovoljive 
pohitritve računanja. Neoptimizirani podatkovno pretočni program bitcoin rudarja je s prvotno 
konfiguracijo enega podatkovno pretočnega jedra z enim podatkovno pretočnim grafom zavzel 
okoli 98 % razpoložljivih logičnih enot DFE in DFE je dosegel hitrost zgoščevanja 122,58 
Mhash/s kljub višje nastavljeni frekvenci prenosa podatkov (175 MHz). Poleg tega je bilo treba 
za zgoščevanje posamezne glave bloka v DFE prenesti 232 32-bitnih enkratnih števil, torej 
skupno 16 GB vhodnih podatkov. Zato smo najprej preoblikovali podatkovno pretočno jedro 
in vmesnik SLiC tako, da vhodni podatkovni tok ne vsebuje 32-bitnih enkratnih števil, temveč 
8-bitne (najmanjše možne) nesmiselne vhodne podatke, enkratno število pa se v podatkovno 
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pretočnem jedru sproti povečuje (na vsak nov vhodni podatek oz. cikel računanja). Tako smo 
bitne velikosti vhodnih in izhodnih podatkovnih tokov zmanjšali s 16 GB na 4 GB. 
Z optimizacijskimi metodami, ki jih ponuja MaxCompiler, smo znatno zmanjšali porabo 
računskih virov DFE, kar smo izkoristili za paralelizacijo programa z več grafi. Računanje smo 
paralelizirali s tremi grafi, tako da se na en vhodni podatek hkrati preizkusi tri različna enkratna 
števila ter izračuna in primerja tri zgoščene vrednosti glave bloka s tarčo. Na ta način smo bitne 
velikosti vhodnih in izhodnih podatkovnih tokov zmanjšali s 4 na približno 1.33 GB. Bitne 
velikosti vhodnih in izhodnih podatkovnih tokov smo tako skupno zmanjšali za 12-krat.  
Število podatkovno pretočnih grafov v podatkovno pretočnem jedru in frekvenco prenosa 
podatkov smo podali kot parametra v datoteki strojnih parametrov 
BitcoinMinerEngineParameters.maxj. Zatem je bilo treba prilagoditi vmesnik SLiC v 
konfiguraciji upravitelja BitcoinMinerManager.maxj in v računalniškemu programu 
BitcoinMiner.c tako, da smo mapirali dele pomnilnika za vsakega od treh posameznih 
grafov (torej tri mapirane dele pomnilnikov za tri grafe v podatkovno pretočnem jedru): 
BitcoinMiner(N, block, midstate, target, input, output, 
mappedRam[0], mappedRam[0], mappedRam[1], mappedRam[1], 
mappedRam[2], mappedRam[2]); 
Prej omenjene optimizacije, ki jih ponuja MaxCompiler in smo jih uporabili, so: 
 faktor paralelizacije zank v programski kodi: vrednost faktorja smo nastavili na 
vrednost 0,0, da smo odstranili identične kopije zank in s tem občutno zmanjšali 
porabo virov DFE, 
 globalni takt kontrolnega signala, ki pripomore k višji dovoljeni frekvenci 
prenosa podatkov, malenkostnemu zmanjšanju porabe virov DFE in občutno 
hitrejši izdelavi konfiguracijske datoteke za DFE, 
 spremenljiva bitna širina: v DFE izvedeni dvojni zgoščevalni algoritem 
SHA256d izvaja seštevanje več 32-bitnih števil. Tem seštevkom se zato lahko 
poveča bitna širina (npr. iz 32-bitnega v 35-bitno število), in prevajalnik mora to 
možnost dopustiti. 
Sledeča primerjava med prvotno in optimizirano konfiguracijo podatkovno pretočnega 
programa bitcoin rudarja prikazuje občutno razliko v doseženi hitrosti zgoščevanja: 
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1. prvotna konfiguracija: 1 podatkovno pretočno jedro z 1 grafom, 
optimizacije: spremenljiva bitna širina, 
dosežena frekvenca prenosa podatkov: 175 MHz, 
pričakovana hitrost zgoščevanja: 175 Mhash/s (1 jedro ∗ 1 graf ∗ 175 MHz), 
dosežena hitrost zgoščevanja: 122.51 Mhash/s (70 % pričakovane hitrosti zgoščevanja), 
porabljen čas za izgradnjo programske kode za DFE: 18 ur, 59 minut, 46 sekund, 
končna poraba računskih virov DFE: 
poraba logičnih virov:  202238/207360 (97,53 %), 
vpogledne tabele (LUT): 166846/207360 (80,46 %), 
primarni flip-flopi (FF): 193652/207360 (93,39 %), 
množilniki (25 × 18):        0/192   (0,00 %), 
digitalni signalni procesorji (DSP):     0/192   (0,00 %), 
blokovni pomnilnik (BRAM18):   75/648 (11,57 %); 
2. optimizirana konfiguracija: 1 podatkovno pretočno jedro s 3 grafi, 
optimizacije: globalni takt, faktor paralelizacije zank, spremenljiva bitna širina, 
dosežena frekvenca prenosa podatkov: 95 MHz, 
pričakovana hitrost zgoščevanja: 285 Mhash/s (1 jedro ∗ 3 grafi ∗ 95 MHz), 
dosežena hitrost zgoščevanja: 280,53 Mhash/s (98 % pričakovane hitrosti zgoščevanja), 
porabljen čas za izgradnjo programske kode za DFE: 12 ur, 34 minut, 24 sekund, 
končna poraba računskih virov DFE: 
poraba logičnih virov:   196388/207360 (94,71 %), 
vpogledne tabele (LUT): 179757/207360  (86,69 %), 
primarni flip-flopi (FF): 160325/207360 (77,32 %), 
množilniki (25 × 18):        0/192   (0,00 %), 
digitalni signalni procesorji (DSP):     0/192    (0,00 %), 
blokovni pomnilnik (BRAM18):   78/648  (12,04 %); 
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Uporaba LMem na DFE namesto RAM-a računalniške delovne postaje ni bistveno 
pripomogla k pohitritvi zgoščevanja. Največja ovira pri izvajanju računanja je bila namreč 
računska zmogljivost uporabljenega DFE in ne prenos podatkov preko vodila PCI Express. 
Kljub temu smo z optimizacijo podatkovno pretočnega programa dosegli 2,3-kratno pohitritev 
računanja. 
S tem pa optimiziranja programske kode še ni bilo konec. DFE je z doseženo hitrostjo 
zgoščevanja glave bloka 280,5 Mhash/s preizkusil vseh 232 enkratnih števil v 15,34 sekunde in 
je med računanjem odkril mnogo ustreznih enkratnih števil. Ker pa se računanje v DFE zaradi 
neprekinjenega pretoka podatkov ne more poljubno prekiniti, kot se to izvede z ukazom break 
v klasičnem programu, je DFE nadaljeval z iskanjem ustreznih enkratnih števil, dokler ni 
zmanjkalo vhodnih podatkov. Odkrita enkratna števila kot ustrezne rešitve so ta čas že zastarela.  
Zato smo računanje v DFE razdelili na več manjših intervalov tako, da smo v 
računalniškem programu BitcoinMiner.c en velik vhodni podatkovni tok razdelili na več 
manjših vhodnih podatkovnih tokov in večkrat zapored klicali vmesnik SLiC. Da se 
zgoščevanje glave bloka z DFE ne bi ponavljalo z enakimi enkratnimi števili, smo v vmesnik 
SLiC uvedli skalarni podatek nonceBase, ki predstavlja začetno vrednost preizkusnih 
enkratnih števil za posamezen interval zgoščevanja in se posodobi po vsakem klicu funkcije 
SLiC:  
BitcoinMiner(N, nonceBase, block, midstate, target, input, output, 
mappedRam[0], mappedRam[0], mappedRam[1], mappedRam[1], 
mappedRam[2], mappedRam[2]); 
Če npr. en vhodni podatkovni tok razdelimo na 4 manjše enako velike podatkovne toke, s 
tem razdelimo zgoščevanje glave bloka na 4 manjše enakomerne intervale zgoščevanja, zato 
kličemo funkcijo SLiC 4-krat in pri tem uporabimo spremenljivo število nonceBase: 
0x00000000 za preizkus enkratnih števil v obsegu od 0x00000000 do 0x3fffffff, 
0x40000000 za preizkus enkratnih števil v obsegu od 0x40000000 do 0x7fffffff, 
0x80000000 za preizkus enkratnih števil v obsegu od 0x80000000 do 0xbfffffff in 
0xc0000000 za preizkus enkratnih števil v obsegu od 0xc0000000 do 0xffffffff. 
Slika 4.6 prikazuje princip razdelitve zgoščevanja na več manjših enakomernih intervalov, 
rezultati razdelitve na poljubno število intervalov pa so povzeti v tabeli 4.1. 
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Slika 4.6: Princip razdelitve zgoščevanja na več manjših enakomernih intervalov. 
Ker je pretočno podatkovni program paraleliziran s tremi grafi (na en vhodni podatek oz. 
cikel računanja se izračunajo in primerjajo tri zgoščene vrednosti), se za zgoščevanje glave 
bloka z vsemi 232 enkratnimi števili potrebuje največ 𝑁 = ⎾
232
3
⏋ 8-bitnih elementov 
vhodnega podatkovnega toka. Število elementov manjših vhodnih in izhodnih podatkovnih 
tokov 𝑁 glede na poljubno število intervalov zgoščevanja 𝑛 je izračunano po enačbi (4.1): 




Vmesnik SLiC zahteva, da je velikost vhodnih podatkovnih tokov 𝑁 zaokrožena na večkratnik 
velikosti 8 bajtov, kar je enako 64 bitov oz. osem 8-bitnih podatkov. Zato moramo izračunano 
število elementov 𝑁 zaokrožiti na najbližji zgornji večkratnik števila 8. 
Ker število vzporednih grafov v podatkovno pretočnem programu (3) ni delitelj števila 
vseh možnih enkratnih števil (232), se glavo bloka zgošča z malce več enkratnimi števili, kot je 
potrebno. Število odvečnih zgoščenj 𝑜 je izračunano po enačbi (4.2) in je zanemarljivo: 
 𝑜 = (3 ∗ 𝑁 ∗ 𝑛) − 232 (4.2) 
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Čas 𝑡𝑛, potreben za zgoščevanje glave bloka v posameznih intervalih, se manjša z večanjem 








kjer je 𝑡max maksimalni potreben čas za zgoščevanje glave bloka z DFE in v našem primeru 
znaša 15,34 sekunde. 
Povprečni čas zgoščevanja posamezne glave bloka 𝑡z̅ je izračunan kot drseče povprečje 
izmerjenih časov 𝑡z, potrebnih za zgoščevanje posameznih glav bloka, in se načeloma manjša 
z večanjem števila intervalov zgoščevanja.  
Trenutna efektivna hitrost zgoščevanja ℎ𝑟eff, kot bi jo zaznal rudarski bazen na podlagi 




  (4.4) 
kjer je 𝑛𝑜𝑛𝑐𝑒 odkrito ustrezno enkratno število in 𝑡z porabljen čas za izračun ustrezne zgoščene 
vrednosti glave bloka z odkritim enkratnim številom. Če se z zgoščevanjem glave bloka ne 
izračuna dovolj majhne zgoščene vrednosti glave bloka, se za število 𝑛𝑜𝑛𝑐𝑒 upošteva najvišja 
vrednost 232, ki pomeni preizkus vseh 232 enkratnih števil. Povprečna efektivna hitrost 
zgoščevanja ℎ𝑟eff̅̅ ̅̅ ̅̅  je izračunana kot drseče povprečje trenutnih efektivnih hitrosti zgoščevanja. 
Trenutna učinkovitost zgoščevanja z DFE (𝜂) je izračunana kot razmerje med efektivno 




  (4.5) 
Povprečna učinkovitost zgoščevanja z DFE (?̅?) je izračunana kot drseče povprečje trenutnih 
učinkovitosti zgoščevanja z DFE (𝜂). 
Izkaže se, da je zgoščevanje glave bloka najbolj smiselno razdeliti na 32 manjših 
enakomernih intervalov (tabela 4.1). Na ta način lahko računalniški program 
BitcoinMiner.c sestavi in pošlje delež rudarskemu bazenu v manj kot pol sekunde od 
odkritja ustreznega enkratnega števila in se pri tem ohrani še dovolj visoka hitrost zgoščevanja. 
Pri razdelitvi zgoščevanja na 48 in več intervalov hitrost zgoščevanja namreč znatno upade.  




































































































































































































































































































































































































































































































Tabela 4.1: Razdelitev zgoščevanja na poljubno število intervalov zgoščevanja. 
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4.4 Namestitev in uporaba programske kode 
Končna različica programske kode bitcoin rudarja s podatkovno pretočnim računalnikom 
Maxeler, model MAX2336B, je podana v rubriki dodatkov:  
 A BitcoinMiner.c (glavni računalniški program); 
 B BitcoinMinerEngineParameters.maxj (deklaracija strojnih parametrov); 
 C BitcoinMinerKernel.maxj (konfiguracija podatkovno pretočnega jedra); 
 D BitcoinMinerManager.maxj (konfiguracija upravitelja jedra). 
Da računalniški program lahko koristi prej omenjeni zunanji knjižnici, libcurl in  
json-c, ju je treba najprej naložiti v operacijskem sistemu CentOS z ukazom sudo yum: 
 sudo yum install curl -y 
 sudo yum install curl-devel -y 
 sudo yum install json-c -y 
 sudo yum install json-c-devel -y 
Nato je treba prenesti izvorno kodo knjižnic, jih prevesti v binarne datoteke in jih 
predstaviti prevajalniku programske kode. Mi smo prenesli izvorne kode knjižnic s spletnih 
strani https://cURL.haxx.se/download.html (libcurl) in https://s3.amazonaws.com/json-
c_releases/releases/index.html (json-c), jih po priloženih navodilih prevedli v binarne datoteke 
libcurl.a in libjson-c.a, ti dve datoteki prenesli v mapo CPUCode projekta 
BitcoinMiner (slika 4.3 za lažjo orientacijo) in ju predstavili prevajalniku računalniškega 
programa z dodajanjem programske kode v konfiguracijsko datoteko Makefile.rules: 
 LDFLAGS+= -L${workspace_loc}/BitcoinMiner_CPUCode -lcurl 
 LDFLAGS+= -L${workspace_loc}/BitcoinMiner_CPUCode -ljson-c 
4.5 Delovanje programske kode 
Slika 4.7 prikazuje delovanje končne optimizirane programske kode bitcoin rudarja, ki 
sestoji iz računalniškega programa BitcoinMiner.c in podatkovno pretočnega programa, 
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sestavljenega iz programskih datotek BitcoinMinerEngineParameters.maxj, 
BitcoinMinerKernel.maxj in BitcoinMinerManager.maxj. 
 
Slika 4.7: Delovanje končne optimizirane programske kode. 
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4.5.1 Povezovanje z rudarskimi bazeni 
Računalniški program BitcoinMiner.c za komunikacijo z omrežjem Bitcoin uporablja 
protokol HTTP in najenostavnejši rudarski protokol Getwork. Program se lahko neposredno 
poveže z rudarskim bazenom, ki podpira rudarski protokol Getwork, npr. P2Pool (slika 4.8).  
 
Slika 4.8: Rudarska oprema in rudarski bazen lahko neposredno komunicirata, kadar oba 
podpirata isti rudarski protokol. 
Za povezovanje z rudarskim bazenom, ki podpira sodobnejši rudarski protokol Stratum 
(npr. Slush Pool), je potreben posredniški program, t. i. "stratum-mining-proxy" (dostopen na 
spletni strani https://github.com/slush0/stratum-mining-proxy), ki igra vlogo posrednika med 
rudarsko opremo s protokolom Getwork in rudarskim bazenom s protokolom Stratum (slika 
4.9).  
 
Slika 4.9: Za komunikacijo med rudarsko opremo in rudarskim bazenom, ki podpirata 
različna rudarska protokola, je potreben poseben posredniški program. 
Nujno je treba določiti še uporabniško ime in geslo za razlikovanje od drugih rudarjev v 
omrežju Bitcoin. Nekateri rudarski bazeni zahtevajo še registracijo in ureditev uporabniškega 
profila na njihovih spletnih straneh (npr. Slush Pool). 
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4.5.2 Sestavljanje in pošiljanje zahteve za nalogo 
Računalniški program BitcoinMiner.c s pomočjo knjižnice libcurl sestavi sporočilo z 
zahtevo za nalogo v formatu JSON po protokolu Getwork in ga z metodo HTTP POST pošlje 
rudarskemu vozlišču: 








{"method": "getwork", "params": [], "id": 1} 
4.5.3 Sprejem in obdelava prejete naloge 
Rudarski bazen se odzove s sporočilom, ki ga pošlje rudarski opremi po protokolu HTTP. 
To sporočilo vsebuje podatke o nalogi v formatu JSON: 







Date: Wed, 24 Aug 2016 12:28:19 GMT 













Tu so pomembni trije znakovni nizi: target, data in midstate. Te znakovne nize je 
treba najprej razčleniti iz vsebine odgovora s pomočjo zunanje knjižnice json-c in jih pretvoriti 
v zbirke 32-bitnih števil, nato pa jim spremeniti zaporedje bajtov.  
Znakovni niz target: 
ffffffffffffffffffffffffffffffffffffffffffffffffffffffff00000000  
se razseka in pretvori v 32-bitna nepredznačena cela števila:  
0xffffffff, 0xffffffff, 0xffffffff, 0xffffffff, 0xffffffff, 0xffffffff, 
0xffffffff, 0x00000000, 
katerim se nato spremeni zaporedje bajtov:  
0xffffffff, 0xffffffff, 0xffffffff, 0xffffffff, 0xffffffff, 0xffffffff, 
0xffffffff, 0x00000000, 
preobrne vrstni red števil: 
0x00000000, 0xffffffff, 0xffffffff, 0xffffffff, 0xffffffff, 0xffffffff, 
0xffffffff, 0xffffffff  
in se jih shrani v zbirko števil target. 
Znakovni niz midstate predstavlja že vnaprej izračunano 256-bitno zgoščeno vrednost 
prve 512-bitne polovice razširjene glave bloka, ki se med zgoščevanjem glave bloka ne 
spreminja: 
dfbb6ee19eb5beb0e26644035c018997d64a41acc0469a7ad405427a2133ce1b. 
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Ta niz se razseka in pretvori v 32-bitna nepredznačena cela števila:  
0xdfbb6ee1, 0x9eb5beb0, 0xe2664403, 0x5c018997, 0xd64a41ac, 0xc0469a7a, 
0xd405427a, 0x2133ce1b, 
katerim se spremeni zaporedje bajtov:  
0xe16ebbdf, 0xb0beb59e, 0x034466e2, 0x9789015c, 0xac414ad6, 0x7a9a46c0, 
0x7a4205d4, 0x1bce3321 
in se jih shrani v zbirko števil midstate. 





se potrebuje samo tri 32-bitna nepredznačena cela števila (označena z rjavo barvo): 
0x42799744, 0x57cda029, 0x1804fb08,  
ki predstavljajo začetek drugega 512-bitnega kosa glave bloka. Tem številom se spremeni 
zaporedje bajtov:  
0x44977942, 0x29a0cd57, 0x08fb0418 
in se jih shrani v zbirko števil block. 
Poleg teh treh zbirk števil (block, midstate, target) je treba še določiti enotno velikost 
vhodnih in izhodnih podatkovnih tokov N, začetno vrednost za iskanje ustreznih enkratnih števil 
za posamezen interval zgoščanja nonceBase, vhodni in izhodni podatkovni tok (input, 
output) in mapirane pomnilnike za vsakega od treh vzporednih grafov v DFE 
(mappedRam[0], mappedRam[1], mappedRam[2]).  
Ko so podatki za zgoščevanje glave bloka pripravljeni, se jih kot skalarne parametre pošlje 
preko vmesnika SLiC v DFE: 
BitcoinMiner(N, nonceBase, block, midstate, target, input, output, 
mappedRam[0], mappedRam[0], mappedRam[1], mappedRam[1], 
mappedRam[2], mappedRam[2]); 
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4.5.4 Zgoščevanje glave bloka z DFE 
V DFE se najprej iz zbirke treh števil block sestavi druga 512-bitna polovica razširjene 
glave bloka (sledi vrednost 1 in ničle, na koncu je podana velikost glave bloka 640(10) oz. 280(16): 
4497794229a0cd5708fb041800000000800000000000000000000000000000000000
000000000000000000000000000000000000000000000000000000000280, 
kjer je z rdečo barvo označeno spremenljivo 32-bitno enkratno število, ki se sproti povečuje. 
Če sestavimo drugi 512-bitni blok z enkratnim številom 0xfad80419: 
4497794229a0cd5708fb0418fad80419800000000000000000000000000000000000
000000000000000000000000000000000000000000000000000000000280 
in ga zgostimo z varnim zgoščevalnim algoritmom SHA-256, pri čemer za inicializacijske 
vrednosti a, b, c, d, e, f, g, h uporabimo 32-bitna števila prvega 512-bitnega dela glave bloka 
iz zbirke midstate, dobimo 256-bitno enkratno zgoščeno vrednost glave bloka: 
0x93dfffee9469bafb8baa79d5e0f4a981caf77d87cf0937fdb3880d3fec5b2f3. 
Varni zgoščevalni algoritem SHA-256 razširi izračunano 256-bitno zgoščeno vrednost na 
512 bitov (sledi vrednost 1 in ničle, na koncu je podana velikost glave bloka 256(10) oz. 100(16): 
93dfffee9469bafb8baa79d5e0f4a981caf77d87cf0937fdb3880d3f0ec5b2f38000
000000000000000000000000000000000000000000000000000000000100. 
S ponovnim zgoščanjem pravkar sestavljenega 512-bitnega bloka se izračuna 256-bitno 
dvojno zgoščeno vrednost glave bloka: 
0x07723479ea73557993659b5dec9a7d472c149aa24d630e1b65477bb100000000, 
ki se jo razseka na 32-bitna nepredznačena cela števila: 
0x07723479, 0xea735579, 0x93659b5d, 0xec9a7d47, 0x2c149aa2, 0x4d630e1b, 
0x65477bb1, 0x00000000, 
katerim se nato spremeni zaporedje bajtov: 
0x79347207, 0x795573ea, 0x5d9b6593, 0x477d9aec, 0xa29a142c, 0x1b0e634d, 
0xb17b4765, 0x00000000, 
preobrne vrstni red števil:  
0x00000000, 0xb17b4765, 0x1b0e634d, 0xa29a142c, 0x477d9aec, 0x5d9b6593, 
0x795573ea, 0x79347207, 
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nato pa se ta 32-bitna števila združi v 256-bitno zgoščeno vrednost: 
0x00000000b17b47651b0e634da29a142c477d9aec5d9b6593795573ea79347207. 
Prav tako se iz 32-bitnih števil zbirke target sestavi 256-bitno tarčo: 
0x00000000ffffffffffffffffffffffffffffffffffffffffffffffffffffffff 
in ti dve vrednosti se nato primerja med seboj. 
Ker je zgoščena vrednost v podanem primeru res manjša od tarče, je pri zgoščevanju glave 
bloka uporabljeno enkratno število 0xfad80419 rešitev problema, ki ga podatkovno pretočni 
program zapiše v mapirani pomnilnik. V prvi naslov (0) mapiranega pomnilnika se zapiše 
vrednost 1, ki predstavlja logično vrednost true (odkrito ustrezno enkratno število). V drugi 
naslov (1) pa se zapiše vrednost ustreznega enkratnega števila (v tem primeru 0xfad80419). 
Če računalniški program BitcoinMiner.c prebere na prvem naslovu (0) mapiranega 
pomnilnika vrednost 1, ve, da je DFE našel ustrezno enkratno število, zapisano na drugem 
naslovu (1) mapiranega pomnilnika. Zato računalniški program preneha s klicanjem vmesnika 
SLiC in se loti sestavljanja deleža. DFE medtem čaka na računalniški program 
BitcoinMiner.c, da mu pošlje podatke za zgoščevanje nove glave bloka. 
4.5.5 Sestavljanje in pošiljanje deleža 
Računalniški program BitcoinMiner.c pregleda izhodne vrednosti mapiranih 
pomnilnikov. Če je v naslovu pomnilnika 0 zapisana vrednost 1, to pomeni, da je v naslovu 
pomnilnika 1 zapisana vrednost veljavnega enkratnega števila kot rešitve problema (v tem 
primeru 0xfad80419). Temu enkratnemu številu je treba spremeniti zaporedje bajtov iz 
0xfad80419 v 0x1904d8fa, ga pretvoriti v znakovni niz in zapisati v prej prejeti znakovni 
niz data.  
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Računalniški program nato s pomočjo zunanje knjižnice libcurl sestavi sporočilo z deležem 
v formatu JSON in ga z metodo HTTP POST pošlje rudarskemu vozlišču: 













4.5.6 Sprejem in obdelava odgovora na poslani delež 
Rudarski bazen lahko sprejme ali zavrne poslan delež in svojo odločitev sporoči 
računalniški aplikaciji s sporočilom po protokolu HTTP: 









Date: Wed, 24 Aug 2016 12:28:19 GMT 
Content-Type: application/json 
{"error": null, "jsonrpc": "2.0", "id": 1, "result": true} 
 
Če jedro sporočila vsebuje besedo false, to pomeni, da je rudarski bazen zavrnil poslani 
delež. Razlogi za zavrnitev deleža so lahko neveljavni oz. zastareli podatki ali pa nas je nekdo 
drug prehitel. Če pa jedro sporočila vsebuje besedo true, to pomeni, da je rudarski bazen 
sprejel poslani delež. 
Potek komunikacije med računalniškim programom BitcoinMiner.c in poljubno 
izbranim rudarskim bazenom si je možno pogledati z aplikacijo Wireshark, dostopno na spletni 
strani https:/www.wireshark.org/download.html, ki zajema pakete različnih protokolov, 
poslane preko interneta (slika 4.10). Siva polja označujejo dogovarjanje o vzpostavitvi 
povezave med računalniškim programom in rudarskim vozliščem preko protokola TCP, 
vijolična polja označujejo sklenjen dogovor o vzpostavitvi povezave, zelena polja pa označujejo 
pošiljanje sporočil po protokolu HTTP. 
 
Slika 4.10: Vpogled v komunikacijo med računalniškim programom in poljubnim rudarskim 
bazenom z aplikacijo Wireshark. 
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Če na kratko povzamemo: računalniški program pošlje rudarskemu bazenu zahtevo za 
nalogo, nato rudarski bazen posreduje nalogo računalniškemu programu. Računalniški program 
obdela prejeto nalogo in izvrši zgoščevanje glave bloka na strojni rudarski opremi. Če se najde 
ustrezno enkratno število, računalniški program sestavi in pošlje delež z ustreznim enkratnim 
številom rudarskemu bazenu. Rudarski bazen nato preveri poslani delež in računalniškemu 
programu sporoči svojo odločitev o sprejetju ali zavrnitvi deleža. 
4.5.7 Statistika rudarjenja 
Računalniški program BitcoinMiner.c izpisuje statistiko rudarjenja (slika 4.11): 
 sprejem ali zavrnitev poslanega deleža, število sprejetih in vseh poslanih deležev 
deležev ter razmerje med številom sprejetih in vseh poslanih deležev, 
 trenutna hitrost zgoščevanja, trenutni in povprečni čas za zgoščevanje glave bloka, 
 trenutna efektivna hitrost in trenutna efektivna učinkovitost zgoščevanja z DFE, 
 povprečna efektivna hitrost in povprečna učinkovitost zgoščevanja z DFE v več 
enakomernih intervalih; več manjših enakomernih intervalov zgoščevanja 
doprinese večjo učinkovitost zaradi hitrejše reakcije s pošiljanjem deleža, vendar 
ob prevelikem razdeljevanju znatno upade hitrost zgoščevanja z DFE. 
Glavni namen vodenja statistike rudarjenja je obveščanje uporabnika o stanju in 
učinkovitosti rudarjenja in lahko pripomore k izboljšanju strategije rudarjenja. 
 
Slika 4.11: Program izvedenega bitcoin rudarja v konzolo izpisuje statistiko rudarjenja. 
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5 Preizkusi, meritve in rezultati 
Po uspešni izvedbi bitcoin rudarja s podatkovno pretočnim računalnikom Maxeler 
MAX2336B smo izvedli serijo preizkusov in meritev ter pridobili zanimive rezultate. 
5.1 Preizkus A 
V prvem preizkusu smo izmerili in primerjali čas zgoščevanja glave bloka z računalniškima 
strojnima komponentama računalniške delovne postaje z DFE (tabela 5.1): 
Računalniška strojna oprema Programska rudarska oprema Operacijski sistem 
CPU Intel 2 Core Quad Q9400 
(2,66 GHz) 
minerd 2.4.5 (odprtokodna) Linux CentOS 6.5 
DFE MAX2336B BitcoinMiner (lastna izvedba) Linux CentOS 6.5 
Tabela 5.1: Preizkušeni računalniški strojni komponenti v prvem preizkusu. 
Število preizkusnih enkratnih števil je bilo vnaprej izračunano po enačbi (5.1): 
 𝑁 = 3 ∗ 2𝑀,   3 ≤ 𝑀 ≤ 30 (5.1) 
5.1.1 Zgoščevanje glave bloka s CPU in DFE 
Komponenta DFE MAX2336B je izvajala podatkovno pretočni program bitcoin rudarja 
(BitcoinMiner), napisan v jezikih C in Java. Program je realiziran z enim podatkovno pretočnim 
jedrom, v katerem je računanje paralelizirano s tremi vzporednimi grafi. Komponenta CPU 
Intel 2 Core Quad Q9400 je izvajala ekvivalentno programsko kodo s štirimi paralelnimi nitmi, 
napisano v jeziku C. Logaritemski graf 5.1 prikazuje izmerjene čase zgoščevanja s CPU in z 
DFE glede na število preizkusnih enkratnih števil. 
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Graf 5.1: Izmerjen čas zgoščevanja s CPU in z DFE glede na število preizkusnih enkratnih 
števil. 
Čas, potreben za zgoščevanje s CPU, se linearno povečuje z naraščajočim številom 
preizkusnih enkratnih števil. Čas, potreben za zgoščevanje z DFE, je pri majhnih naborih 
preizkusnih enkratnih števil konstanten, nato se linearno povečuje tako kot pri zgoščevanju s 
CPU. Za začetek računanja z DFE je namreč potreben nek določen čas (v tem primeru okoli 
800 µs), ki je enak ne glede na velikost nabora vhodnih podatkov. Zato DFE pridobi na 
prednosti pred CPU šele pri računanju z večjimi nabori podatkov. 
Medtem ko je CPU za zgoščevanje glave bloka s 3.221.225.472 preizkusnimi enkratnimi 
števili potreboval 36 minut, je DFE to opravil v zgolj 11,5 sekunde. Pri naboru 232 preizkusnih 
enkratnih števil je bila razlika še večja; CPU je za zgoščevanje glave bloka z vsemi 232 
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5.1.2 Faktor pohitritve zgoščevanja (DFE proti CPU) 
Graf 5.2 prikazuje naraščajoč faktor pohitritve zgoščevanja z DFE glede na CPU. 
 
Graf 5.2: Faktor pohitritve zgoščevanja (DFE proti CPU). 
Faktor pohitritve zgoščevanja z DFE proti CPU se pri zelo velikih naborih enkratnih števil 
ustali pri vrednosti 187. DFE je torej s hitrostjo zgoščevanja 280,5 Mhash/s računal približno 
187-krat hitreje kot CPU s hitrostjo zgoščevanja 1,5 Mhash/s. Tu je treba opozoriti, da 
ekvivalentna koda, lastnoročno napisana v jeziku C, ni bila optimizirana in zato ni izkoristila 
polne računske moči CPU. Rudarjenje bitcoinov s CPU se lahko z optimiziranim odprtokodnim 
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5.2 Preizkus B 
V drugem preizkusu smo izmerili hitrosti zgoščevanja in efektivne električne moči ter na 















Linux CentOS 6.5 
A DFE MAX2336B 
BitcoinMiner 
(lastna izvedba) 
Linux CentOS 6.5 
B 




Windows 8.1 64-bit 
B 
GPU AMD Radeon 6950 HD  
(800/1250 MHz, 2 GB RAM) 
cgminer 3.7.2 
(odprtokodna) 
Windows 8.1 64-bit 
Tabela 5.2: Preizkušene računalniške strojne komponente v drugem preizkusu. 
5.2.1 Hitrosti zgoščevanja z računalniškimi komponentami 
Graf 5.3 prikazuje izmerjene povprečne hitrosti zgoščevanja s prej omenjeno strojno in 
programsko rudarsko opremo. Za te meritve niso potrebni nobeni merilni instrumenti, saj 
programska rudarska oprema sama meri in prikazuje hitrosti zgoščevanja in druge parametre s 
posameznimi računalniškimi strojnimi komponentami. 
 
Graf 5.3: Izmerjene povprečne hitrosti zgoščevanja z računalniškimi strojnimi komponentami 
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CPU Intel Core 2 Quad Q9400 je z optimizirano programsko kodo bitcoin rudarja (minerd 
2.4.5) dosegel hitrost zgoščevanja 13,2 Mhash/s, kar je v primerjavi z lastnoročno napisano 
kodo, s katero je CPU v prejšnjem preizkusu dosegel le 1,5 Mash/s, skoraj 9-kratna razlika.  
V tem primeru je rudarjenje z DFE glede na rudarjenje s CPU 21,3-krat hitrejše, kar je še vedno 
zadovoljiv faktor pohitritve računanja. 
5.2.2 Povprečne električne moči računalniških sistemov 
Z merilnikom porabe električne energije VOLTCRAFT Energy Logger 4000 smo izmerili 
porabo električne energije dveh računalniških sistemov, označenih z A in B (tabela 5.2), in sicer 
v različnih scenarijih (stanje mirovanja ali rudarjenje, z ali brez določenih računalniških strojnih 
komponent v posameznih računalniških sistemih). Merilnik se priključi med električnim 
omrežjem in porabnikom, kot prikazuje slika 5.1. Tehnični podatki omenjenega merilnika so 
podani v tabeli 5.3. 
 
Slika 5.1: Merilnik porabe električne energije VOLTCRAFT Energy Logger 4000. 
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Obratovalna napetost 230 V/AC 50/60 Hz 
Maksimalna moč / toka 3500 W / 15 A 
Prikaz območja meritve 0.1 – 3500 W 
Prikaz porabe energije 0.000 – 9999kWh  
LCD zaslon Tri vrstice s po 4 pozicijami 
Razpon tarife 0,0000 – 9,999 
Natančnost 5 – 3500 W (±1% + 1 count) 
2 – 5 W (±5% + 1 count) 
< 2 W (±15% + 1 count) 
Varovana baterija 3 V, CR1620 
Pogoji v okolju 10 – 50 ºC / max 90% rH (brez kondenza) 
Delovanje na nadmorski višini: max 2000 m 
Teža Približno 240 g 
Dimenzije (D x Š x V) 164 x 82 x 83 (mm) 
Kategorija presežne napetosti CAT II 
Stopnja onesnaženja 2 
Tabela 5.3: Tehnični podatki merilnika porabe električne energije VOLTCRAFT Energy 
Logger 4000. 
Ker je trenutna vrednost efektivne električne moči pri merjenju preveč nihala, smo raje 
izmerili porabo električne energije računalniških sistemov v različnih scenarijih za točno 
določen čas (1 ura na meritev) in nato po enačbi (5.2) izračunali povprečne električne moči, ki 
so podane v tabeli 5.4. Pri tem je stanje mirovanja računalniškega sistema ali računalniške 
strojne komponente mišljeno kot delovanje le-teh brez poganjanja aplikacij ali programov. 




Oznaka meritve Scenarij ?̅? [W] 
A1 stanje mirovanja, brez DFE v sistemu 54 
A2 stanje mirovanja, DFE v stanju mirovanja 77 
A3 izvajanje BitcoinMiner brez DFE, brez DFE v sistemu 54 
A4 izvajanje BitcoinMiner brez DFE, DFE v stanju mirovanja 77 
A5 izvajanje BitcoinMiner z DFE, DFE v delovanju 110 
A6 rudarjenje s CPU (A), brez DFE v sistemu 131 
A7 rudarjenje s CPU (A), DFE v stanju mirovanja 158 
B1 stanje mirovanja, brez GPU v sistemu 46 
B2 stanje mirovanja, GPU v stanju mirovanja 78 
B3 rudarjenje s CPU (B), brez GPU v sistemu 138 
B4 rudarjenje z GPU, GPU v delovanju 253 
Tabela 5.4: Povprečne električne moči računalniških sistemov A in B v različnih scenarijih. 
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5.2.3 Efektivne električne moči računalniških komponent 
Ocene efektivnih električnih moči računalniških strojnih komponent v različnih scenarijih 
smo pridobili iz razlik med meritvami v tabeli 5.4 in so podane v tabeli 5.5. 
Razlike med meritvami Pomen P [W] 
A1 in A3, A2 in A4 izvajanje programa BitcoinMiner brez DFE 0 
A1 in A2, A3 in A4 električna moč DFE v stanju mirovanja 23 
B1 in B2 električna moč GPU v stanju mirovanja 32 
A1 in A6, A2 in A7 rudarjenje s CPU (A); nezanesljivo 77 – 81 
A3 in A5 (upoštevajoč A1 in A3) rudarjenje z DFE; realno 56 
B1 in B3 rudarjenje s CPU (B); nezanesljivo 92 
B1 in B4  rudarjenje z GPU; približno 207 
Tabela 5.5: Ocene efektivnih električnih moči računalniških strojnih komponent v različnih 
scenarijih. 
Ocene efektivnih električnih moči pri rudarjenju bitcoinov s klasičnimi procesorji (CPU) 
se lahko od resničnih vrednosti razlikujejo za nekaj 10 W, ker so obvezni sestavni del 
računalniških sistemov in se jih ne more izvzeti tako kot GPU in DFE. Edini realni podatek je 
efektivna električna moč DFE pri rudarjenju bitcoinov in znaša 56 W, saj izvajanje 
računalniškega programa BitcoinMiner.c praktično ne vpliva na porabo električne energije 
in je zato možna neposredna primerjava med izvajanjem bitcoin rudarja z ali brez DFE.  
Poleg tega komponente CPU, DFE in GPU ne morejo delovati samostojno, temveč delujejo 
v skladu z drugimi sestavnimi komponentami računalniških sistemov, ki prispevajo k skupni 
porabi električne moči računalniških sistemov. Zato so v nadaljevanju bolj realne in zanesljive 
meritve povprečnih električnih moči računalniških sistemov v različnih scenarijih. 
Na grafu 5.4 so prikazane ocenjene efektivne električne moči računalniškh strojnih 
komponent in izmerjene povprečne električne moči celotnih računalniških sistemov v 
najboljših scenarijih rudarjenja bitcoinov. 
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Graf 5.4: Ocenjene efektivne električne moči računalniških strojnih komponent in izmerjene 
povprečne električne moči računalniških sistemov pri rudarjenju bitcoinov (manj je bolje). 
5.2.4 Energijska učinkovitost rudarjenja bitcoinov 
Kot je razvidno iz grafa 5.4, je efektivna električna moč komponente DFE MAX2336B 
najmanjša (56 W), efektivna električna moč komponente GPU AMD Radeon 6950 HD pa 
največja (207 W). To se pozna tudi pri energijski učinkovitosti rudarjenja bitcoinov s 
posameznimi računalniškimi komponentami in računalniškimi sistemi (graf 5.5), ki se jo meri 
z enoto hash/s/W. Strojna rudarska oprema je namreč pri rudarjenju energijsko bolj učinkovita, 
če za enako efektivno električno moč izračuna več zgoščenih vrednosti (torej več hash/s/W).  
 
Graf 5.5: Energijske učinkovitosti rudarjenja bitcoinov z računalniškimi strojnimi 
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Če med seboj primerjamo obe komponenti računalniškega sistema A (CPU Intel Core 2 
Quad Q9400 in DFE MAX2336B), je DFE pri rudarjenju bitcoinov 21,3-krat hitrejši in  
31,3-krat energijsko učinkovitejši kot CPU. Z GPU se sicer rudari malo hitreje kot z DFE, 
vendar je DFE vsaj 3-krat energijsko učinkovitejši. In to je tudi bistvo podatkovno pretočnih 
računalnikov. 
Ne smemo pozabiti, da je ena glavnih šibkih točk vezij FPGA in podatkovno pretočnih 
računalnikov cena dobave; le-ti lahko stanejo več 1000 €, medtem ko računalniške komponente 
klasičnih računalnikov (CPU, GPU) in vezja ASIC stanejo le nekaj 100 €. 
5.3 Preizkus C 
V tem preizkusu smo z izvedenim bitcoin rudarjem neprekinjeno rudarili nekaj dni, in sicer 
najprej v rudarskem bazenu P2Pool od 5. 9. 2016, od 10. ure, do 10. 9. 2016, do 10. ure, in nato 
še v rudarskem bazenu Slush Pool od 10. 9. 2016, od 11. ure, do 15. 9. 2016, do 11. ure. 
5.3.1 Izračunana dobičkonosnost rudarjenja 
Pri računanju dobičkonosnosti rudarjenja bitcoinov smo si pomagali s spletnim 
kalkulatorjem BTCServ, dostopnim na https://btcserv.net/bitcoin-mining-calculator, pri čemer 
smo upoštevali povprečno električno moč računalniškega sistema (A) pri rudarjenju z DFE  
(110 W). Z DFE izvedeni bitcoin rudar naj bi vsak dan ustvaril in poslal rudarskemu bazenu 
5632 deležev z najnižjo težavnostjo (slika 5.2) oz. skupno 28.160 deležev v petih dneh. 
V septembru leta 2016 naj bi z izvedenim bitcoin rudarjem brez postavke za električno 
energijo zaslužili 32 satoshijev na dan oz. 160 satoshijev v petih dneh (slika 5.2), kar ni 
praktično niti 0,01 €. Če upoštevamo še postavko za električno energijo (npr. 0.07 € / kWh), 
dobimo realni izračun dobičkonosnosti (slika 5.3); z rudarjenjem bitcoinov bi dnevno izgubili 
0.18 €. Zatorej se rudarjenje bitcoinov z izvedenim bitcoin rudarjem na daljši rok ne izplača, 
saj bi izgubili precej več kot pridobili. V enem mesecu (30 dni) neprekinjenega rudarjenja bi 
namreč prirudarili 970 satoshijev (0.01 €), izgubili pa bi 5.62 € (slika 5.4). 
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Slika 5.2: S spletnim kalkulatorjem BTCServ izračunana idealna dnevna statistika rudarjenja 
bitcoinov z DFE MAX2336B. 
 
Slika 5.3: S spletnim kalkulatorjem BTCServ izračunana realna dnevna statistika rudarjenja 
bitcoinov z DFE MAX2336B. 
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Slika 5.4: S spletnim kalkulatorjem BTCServ izračunana realna mesečna statistika rudarjenja 
bitcoinov z DFE MAX2336B. 
5.3.2 Rudarski bazen P2Pool 
Na spletni strani http://poolnode.info/ si je mogoče pogledati stanje trenutno delujočih 
rudarskih vozlišč decentraliziranega rudarskega bazena P2Pool (slika 5.5), ki izvaja plačilno 
shemo PPLNS (angl. Pay Per Last N Shares). P2Pool je nemara edini rudarski bazen, ki še 
neposredno podpira že povečini opuščeni rudarski protokol Getwork. Za rudarjenje bitcoinov z 
DFE smo izbrali tri vozlišča rudarskega bazena P2Pool z majhno zakasnitvijo in čim višjo 
(lažjo) tarčo. Izvedena rudarska oprema lahko namreč v primeru izpada povezave z določenim 
rudarskim vozliščem preklopi na drugo rudarsko vozlišče in nadaljuje z rudarjenjem. 
Uporabniško ime je kar rudarjev bitcoin naslov, geslo pa ni pomembno.  
Slika 5.6 prikazuje spletno stran enega izmed treh izbranih rudarskih vozlišč, 
uk.p2pool.science, s teoretičnimi statističnimi podatki na podlagi poslanih deležev. 
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Slika 5.5: Na spletni strani http://poolnode.info/ predstavljena delujoča rudarska vozlišča 
decentraliziranega rudarskega bazena P2Pool. 
 
Slika 5.6: Spletna stran izbranega vozlišča uk.p2pool.science decentraliziranega rudarskega 
bazena P2Pool. 
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Iz spletne strani izbranega rudarskega vozlišča (slika 5.6) se lahko razbere sledeče 
statistične podatke rudarjenja bitcoinov z DFE: 
 hitrost zgoščevanja z DFE, ki jo je rudarsko vozlišče izračunavalo na podlagi 
poslanih deležev, je nihala med 250 Mhash/s in 330 Mhash/s, od česar je bilo 
zavrnjenih 71,6 Mhash/s oz. 26 %, 
 za odkritje veljavnega deleža, ki bi ustrezal težavnosti bazena (292.000), bi 
teoretično potrebovali 1,9 leta, 
 pričakovano plačilo na naš bitcoin naslov bi po 24-ih urah rudarjenja znašalo 353 
satoshijev na en odkriti blok v bazenu (dne 7. 9. 2016 je vrednost bitcoina znašala 
540,19 €, torej bi z rudarjenjem v 24-ih urah zaslužili 0,002 €, treba pa je plačati 
porabljeno električno energijo), 
 pričakovani čas za odkritje ustreznega bloka v celotnem bazenu je bil ocenjen na 
približno 11 dni, z DFE bi za odkritje primernega bloka potrebovali 110.456 let. 
Na izbranem rudarskem vozlišču si lahko pogledamo tudi graf hitrosti zgoščevanja z DFE 
v poljubnem časovnem intervalu (slika 5.7), kot ga izračunava rudarsko vozlišče na podlagi 
poslanih deležev. 
 
Slika 5.7: Hitrost zgoščevanja z DFE v časovnem obdobju 24 ur (od 7. 9. 2016, od 17. ure, do 
8. 9. 2016, do 17. ure). 
Izvedena rudarska oprema je izbranemu rudarskemu vozlišču v petih dneh oz. 120-ih urah 
poslala 32.980 deležev z zelo nizko težavnostjo, od tega je bilo sprejetih 25.692 deležev oz. 
77,90 %. Za 5 dni rudarjenja bitcoinov je bilo sicer predvidenih 28.160 deležev.  
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Ker pa izvedena rudarska oprema ni uspela v petih dneh odkriti nobenega ustreznega deleža 
s težavnostjo okoli 300.000, ki bi ga rudarski bazen P2Pool lahko vključil v svojo verigo 
deležev, nismo prejeli nobenega plačila v bitcoinih. 
Dodatni problem z rudarjenjem v rudarskem bazenu P2Pool je sodelovanje z rudarji, ki za 
rudarjenje bitcoinov uporabljajo vezja ASIC. Četudi se rudar s precej višjo hitrostjo 
zgoščevanja pridruži rudarskemu vozlišču za samo nekaj minut, se težavnost za našo izvedeno 
rudarsko opremo poveča na skoraj nedosegljivo raven in zato rudarsko vozlišče ne zazna več 
računskega dela izvedene rudarske opreme (razen če vsilimo lastno tarčo). 
5.3.3 Rudarski bazen Slush Pool 
Za uspešno povezovanje izvedene rudarske opreme z rudarskim bazenom Slush Pool je 
bilo treba postoriti malce več. Najprej smo se morali registrirati na spletno stran omenjenega 
rudarskega bazena (https://slushpool.com/home/) in si urediti uporabniški profil; ustvarili smo 
"delavca" rmeden.worker1, nato pa smo določili najmanjšo možno težavnost 8, svoj bitcoin 
naslov za izplačila in najnižjo možno mejo za izplačevanje 0.001 BTC.  
Nato smo morali medsebojno povezati rudarski bazen Slush Pool, ki podpira samo protokol 
Stratum, in izvedeno rudarsko opremo, ki za pridobivanje dela uporablja protokol Getwork. V 
ta namen smo uporabili odprtokodni posredniški program "stratum-mining-proxy" (dostopen 
na spletni strani https://github.com/slush0/stratum-mining-proxy), ki podpira več operacijskih 
sistemov (Linux, Mac, Windows) in igra vlogo posrednika med rudarsko opremo s protokolom 
Getwork in rudarskim bazenom s protokolom Stratum (slika 4.9 in slika 5.8). 
V računalniškem programu BitcoinMiner.c smo kot naslov URL za povezovanje s 
posrednikom določili naslov IP računalnika z vrati 8332, ki je poganjal omenjeni posredniški 
program (v našem primeru http://89.212.34.179:8332), posredniški program pa smo 
konfigurirali za povezovanje z rudarskim bazenom Slush Pool. Na sliki 5.8 je prikazana 
različica posredniškega programa za operacijski sistem Windows. 
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Slika 5.8: Program, ki igra vlogo posrednika med izvedeno rudarsko opremo s protokolom 
Getwork in rudarskim bazenom Slush Pool s protokolom Stratum.  
V petih dneh oz. 120-ih urah neprekinjenega rudarjenja v rudarskem bazenu Slush Pool 
smo zaslužili 197 satoshijev (slika 5.9), kar je več od predvidenega zneska (32 satoshijev 
dnevno oz. 160 satoshijev v petih dneh). Izvedena rudarska oprema je v tem času rudarskemu 
bazenu preko posredniškega programa "stratum-mining-proxy" poslala 27.767 deležev z 
majhno težavnostjo (od 8 do 2134), od tega je bilo sprejetih 27.716 (99.82%). Da bi dobili 
izplačilo na svoj bitcoin naslov, bi morali skupno zaslužiti najmanj 0.001 BTC oz. 100.000 
satoshijev, kar bi s takšnim načinom rudarjenja trajalo še najmanj 9 let. 
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Slika 5.9: Na spletni strani rudarskega bazena Slush Pool prikazana statistika rudarjenja 





Opisali smo pojav in šibkosti prvih kriptografskih valut, nato smo predstavili kriptovaluto 
bitcoin z uporabniškega in tehniškega vidika in opisali potek rudarjenja bitcoinov. Nato smo 
predstavili model podatkovno pretočnega računanja in ga primerjali s klasičnim računanjem. 
Uspešno smo zasnovali in izvedli bitcoin rudarja s podatkovno pretočnim računalnikom 
Maxeler MAX2336B, nato pa smo izvedli vrsto preizkusov in meritev ter prikazali in opisali 
rezultate. Bitcoin rudarja bi lahko izboljšali z uvedbo takojšnje opustitve zgoščevanja zastarele 
glave bloka in s preoblikovanjem modela osnovnega podatkovno pretočnega računanja v model 
s stanji (angl. state machine). Tako bi se tudi izognili razdelitvi zgoščevanja na več intervalov 
in (mogoče) tudi pošiljanju nesmiselnih 8-bitnih podatkov v DFE preko vodila PCI Express. 
Kljub temu smo s podatkovno pretočnim računalnikom MAX2336B dosegli zadovoljivo 
pohitritev računanja. Omenjeni podatkovno pretočni računalnik je od računalniške strojne 
komponente CPU Intel 2 Core Quad Q9400 (2,66 GHz) rudaril 187-krat hitreje (proti CPU z 
lastnoročno napisanim ekvivalentnim štirinitnim programom za rudarjenje v programskem 
jeziku C) oz. 21,3-krat hitreje (proti CPU z odprtokodnim optimiziranim programom za 
rudarjenje minerd 2.4.5). Poleg tega je očiten prihranek pri porabi električne energije; DFE je 
bil pri rudarjenju bitcoinov proti omenjenemu CPU kar 31,3-krat energijsko učinkovitejši. 
Superačunalnik MAX2336B sicer ne rudari tako hitro kot običajna igralna grafična kartica 
(GPU), je pa rudarjenje energijsko učinkovitejše. Ena izmed glavnih slabosti podatkovno 
pretočnih računalnikov je visoka cena dobave. 
Sicer pa se rudarjenje s procesorji, grafičnimi karticami, vezji FPGA in podatkovno 
pretočnimi računalniki ne izplača več že vrsto let. Odkar so se pojavila vezja ASIC za rudarjenje 
bitcoinov, se je težavnost rudarjenja bitcoinov v omrežju Bitcoin namreč dvignila na tako 
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visoko raven, da je iz procesa rudarjenja izpodrinila večino malih rudarjev. Z uporabo vezij 
ASIC se je pojavila tudi centralizacija računske moči za zaščito omrežja Bitcoin. Na področju 
rudarjenja bitcoinov sedaj prevladujejo rudarji s Kitajske z veliko več kot polovico celotne 
računske moči, ker jim rudarjenje bitcoinov prinaša dobiček. Dodatni problem je tudi 
razpolavljanje nagrade za rudarje in večini rudarjev tako še dodatno znižuje dobičkonosnost 
rudarjenja ali jo pretvori v izgubo.  
Mali rudarji se zato preusmerjajo na rudarjenje drugih kriptovalut s spominsko zahtevnimi 
algoritmi za dokazovanje vloženega računskega dela, ker naj bi bile odporne proti izvedbi vezij 
ASIC (npr. litecoin in dogecoin z algoritmom Scrypt, ethereum z algoritmom Ethash, darkcoin 
z algoritmom x11 idr.). Danes so na voljo poleg vezij ASIC za rudarjenje bitcoinov tudi vezja 
ASIC za rudarjenje kriptovalut z algoritmom Scrypt (litecoin, dogecoin). To je praktični dokaz, 
da se lahko načrta in izdela vezja ASIC za rudarjenje poljubnih kriptovalut, če se zanje pokaže 
interes. Odpornost kriptovalute proti izdelavi vezij ASIC je torej le lepše izraženo dejstvo, da 





[1] "Digital gold currency - Wikipedia," 2016. [na spletu]. Dosegljivo: https://en.wikipedia. 
org/w/index.php?title=Digital_gold_currency&oldid=722145883.  
[Dostopano: 4.11.2016]. 
[2] "Cryptocurrency - Wikipedia," 2014. [na spletu]. Dosegljivo: https://en.wikipedia.org/ 
w/index.php?title=Cryptocurrency&oldid=738428454. [Dostopano: 4.11.2016]. 
[3] S. Nakamoto, "Bitcoin: A Peer-to-Peer Electronic Cash System," 2008. [na spletu]. 
Dosegljivo: https://bitcoin.org/bitcoin.pdf. [Dostopano: 4.11.2016]. 
[4] A. Antonopoulos, Mastering Bitcoin: Unlocking Digital Cryptocurrencies. Sebastopol: 
O’Reilly Media, 2015. 
[5] "Pogosta vprašanja - bitcoin," 2009. [na spletu]. Dosegljivo: https://bitcoin.org/sl/ 
vprasanja-in-odgovori. [Dostopano: 4.11.2016]. 
[6] "Developer guide - Bitcoin," 2009. [na spletu]. Dosegljivo: https://bitcoin.org/en/ 
developer-guide. [Dostopano: 4.11.2016]. 
[7] "Controlled supply - Bitcoin Wiki". [Na spletu]. Dosegljivo: https://en.bitcoin.it/wiki/ 
Controlled_supply. [Dostopano: 4.11.2016]. 
[8] "Hitrost zgoščevanja - Blockchain,". [na spletu]. Dosegljivo: https://blockchain.info/sl/ 
charts/hash-rate?timespan=2years. [Dostopano: 4.11.2016]. 
[9] "Težavnost - Blockchain,". [na spletu]. Dosegljivo: https://blockchain.info/sl/charts/ 
difficulty?timespan=2years. [Dostopano: 4.11.2016]. 
86 Literatura 
 
[10] "Block hashing algorithm - Bitcoin Wiki,". [na spletu]. Dosegljivo: https://en.bitcoin.it/ 
wiki/Block_hashing_algorithm. [Dostopano: 4.11.2016]. 
[11] "Descriptions of SHA-256, SHA-384, and SHA-512,". [na spletu]. Dosegljivo: 
http://www.iwar.org.uk/comsec/resources/cipher/sha256-384-512.pdf.  
[Dostopano: 4.11.2016]. 
[12] "AntMiner S7 Bitcoin SHA-256 Mining Rig overview - Reviews & Features | 
CryptoCompare.com," [na spletu]. Dosegljivo: https://www.cryptocompare.com/mining/ 
bitmain/antminer-s7-miner/ [Dostopano: 4.11.2016]. 
[13] "Spondoolies Tech SP20 Jackson - Crypto Mining Blog," [na spletu]. Dosegljivo: 
http://cryptomining-blog.com/tag/spondoolies-tech-sp20-jackson/  
[Dostopano: 4.11.2016]. 
[14] "Bitcoin Hashrate distribution – Blockchain.info," [na spletu]. Dosegljivo: 
https://blockchain.info/sl/pools. [Dostopano: 4.11.2016]. 
[15] "Comparison of mining pools – Bitcoin Wiki," 2015. [na spletu]. Dosegljivo: 
https://en.bitcoin.it/wiki/Comparison_of_mining_pools. [Dostopano: 4.11.2016]. 






















// podatkovna struktura za merjenje časa 
struct timeval start, stop, diff; 
 
// podatkovna struktura za zapis vsebine HTTP odgovora v pomnilnik 
struct memoryStruct { 
  char *memory; 
  size_t size; 
}; 
 
// funkcija za zapis vsebine HTTP odgovora v pomnilnik, 
// povzeta po "getinmemory.c", https://curl.haxx.se/libcurl/c/getinmemory.html 
static size_t memoryWrite(void *contents, size_t size, size_t nmemb, void *userp) { 
  size_t realsize = size * nmemb; 
  struct memoryStruct *mem = (struct memoryStruct *) userp; 
  mem->memory = realloc(mem->memory, mem->size + realsize + 1); 
 
  if (mem->memory == NULL) { 
    fprintf(stderr, "NAPAKA: Ni dovolj pomnilnika\n"); 
    return 0; 
  } 
 
  memcpy(&(mem->memory[mem->size]), contents, realsize); 
  mem->size += realsize; 
  mem->memory[mem->size] = 0; 
  return realsize; 
} 
 
// funkcija za zamenjavo zaporedja bajtov 32-bitnih števil 
// (little endian, big endian), npr. 0x12345678 v 0x78563412 
uint swap(uint x) { 
  uint y0 = (x >> 0) & 0xff; 
  uint y1 = (x >> 8) & 0xff; 
  uint y2 = (x >> 16) & 0xff; 
  uint y3 = (x >> 24) & 0xff; 
  return y0 << 24 | y1 << 16 | y2 << 8 | y3 << 0; 
} 
 
// števci, zbirke in drugi parametri 
int address = 0; 
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int divide = 0; 
int acceptCount = 0; 
int errorCount = 0; 
int pipes = BitcoinMiner_pipes; 






// nastavljivi uporabniški parametri 
bool displayAddress = true; 
bool displayTarget = true; 
bool forceTarget = false; 
int arraySize = 10; 
int burstSize = 16; 
int intervals = 32; 
 
// glavna funkcija 
int main() { 
 
  // seznam spletnih naslovov rudarskih vozlišč (HTTP URL) 
  char *list[] = { "http://95.128.48.209:9332", "http://176.9.133.154:9332", 
    "http://178.27.35.184:9332" }; //P2Pool (poolnode.info) 
 
  // uporabniško ime in geslo 
  char *userpwd = "1CcnVpexARBLGicKpr9Cfnqzd2pPYMswqA:karkoli"; //P2Pool (naslov:geslo) 
 
  // vsiljena lastna tarča (pod pogojem "forceTarget = true") 
  target[0] = 0x00000000; 
  target[1] = 0xffffffff; 
  target[2] = 0xffffffff; 
  target[3] = 0xffffffff; 
  target[4] = 0xffffffff; 
  target[5] = 0xffffffff; 
  target[6] = 0xffffffff; 
  target[7] = 0xffffffff; 
 
  // izračun velikosti zbirke spletnih naslovov 
  size_t listSize = sizeof(list) / sizeof(list[0]); 
 
  if (listSize == 0) { 
    fprintf(stderr, "NAPAKA: Vnesi vsaj eno obstoječe rudarsko vozlišče!\n"); 
    return 0; 
  } 
 
  // izračun velikosti vhodnih in izhodnih podatkovnih tokov 
  int size = pow(2, 32) / pipes / intervals; 
  do { size++; } while (size % burstSize != 0); 
 
  // rezervacija pomnilnika 
  uint8_t *input = malloc(size * sizeof(uint8_t)); 
  uint8_t *output = malloc(size * sizeof(uint8_t)); 
  uint64_t mappedRam[pipes][2]; 
 
  for (int i = 0; i < size; i++) { 
    input[i] = 0; 
    output[i] = 0; 
  } 
 
  for (int i = 0; i < pipes; i++) { 
    for (int j = 0; j < 2; j++) { 
      mappedRam[i][j] = 0; 
    } 
  } 
 
  // zbirke statističnih meritev 
  long double hashRateEffArray[arraySize]; 
  long double hashTimeArray[arraySize]; 
  long double nonceTotal = pow(2, 32); 
 
  for (int i = 0; i < arraySize; i++) { 
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    hashRateEffArray[i] = 0l; 
    hashTimeArray[i] = 0l; 
  } 
 
  // parametri za obdelavo HTTP sporočil 
  char *getwork = "{\"method\": \"getwork\", \"params\": [], \"id\": 1}"; 
  char sendwork[302]; 
  char *sendwork1 = "{\"method\": \"getwork\", \"params\": [\""; 
  char *sendwork2 = "\"], \"id\": 1}"; 
  char tempString[9]; 
  CURL *CURL; 
  CURLcode CURLcode; 
  struct curl_slist *headers = NULL; 
  struct json_object *json, *jsonData, *jsonMidstate, *jsonTarget; 
  struct memoryStruct data; 
 
  headers = curl_slist_append(headers, "Accept: application/json"); 
  headers = curl_slist_append(headers, "Content-Type: application/json"); 
 
  // neskončna zanka 
  while (true) { 
 
    // sestavljanje in pošiljanje HTTP zahtevka z metodo HTTP POST, 
    // zapis vsebine HTTP odgovora v pomnilnik in razčlenitev vsebine v JSON objekt 
    bool success = false; 
    CURL = curl_easy_init(); 
 
    if (CURL) { 
      data.memory = malloc(1); 
      data.size = 0; 
      curl_easy_setopt(CURL, CURLOPT_CUSTOMREQUEST, "POST"); 
      curl_easy_setopt(CURL, CURLOPT_URL, list[address]); 
      curl_easy_setopt(CURL, CURLOPT_USERPWD, userpwd); 
      curl_easy_setopt(CURL, CURLOPT_USERAGENT, "libcurl-agent/1.0"); 
      curl_easy_setopt(CURL, CURLOPT_TIMEOUT, 3); 
      curl_easy_setopt(CURL, CURLOPT_HTTPHEADER, headers); 
      curl_easy_setopt(CURL, CURLOPT_POSTFIELDS, getwork); 
      curl_easy_setopt(CURL, CURLOPT_WRITEFUNCTION, memoryWrite); 
      curl_easy_setopt(CURL, CURLOPT_WRITEDATA, (void *) &data); 
      CURLcode = curl_easy_perform(CURL); 
      curl_easy_cleanup(CURL); 
 
      if (CURLcode == CURLE_OK) { 
        errorCount = 0; 
        success = true; 
        json = json_tokener_parse(data.memory); 
      } else { 
        fprintf(stderr, "NAPAKA: Pošiljanje HTTP zahtevka ni uspelo: %s\n",  
          curl_easy_strerror(CURLcode)); 
        errorCount++; 
        sleep(3); 
      } 
 
      free(data.memory); 
 
    } else { 
      fprintf(stderr, "NAPAKA: Inicializacija CURL ni uspela\n"); 
      sleep(3); 
    } 
 
    // zamenjava rudarskega vozlišča v primeru nedosegljivosti 
    if (errorCount > 2) { 
      fprintf(stderr, "NAPAKA: Rudarsko vozlišče %s ni dosegljivo\n", list[address]); 
      if (listSize > 1) { 
        address = (address + 1) % listSize; 
        fprintf(stderr, "OPOZORILO: Prehod na rudarsko vozlišče %s\n", list[address]); 
        errorCount = 0; 
      } 
    } 
 
    if (success) { 
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      // priprava zbirk števil za računanje z DFE (data, midstate, target) 
      json_object_object_get_ex(json, "result", &json); 
      json_object_object_get_ex(json, "data", &jsonData); 
      json_object_object_get_ex(json, "midstate", &jsonMidstate); 
      json_object_object_get_ex(json, "target", &jsonTarget); 
 
      char *dataString = (char *) json_object_get_string(jsonData); 
      char *midsString = (char *) json_object_get_string(jsonMidstate); 
      char *targString = (char *) json_object_get_string(jsonTarget); 
 
      for (int i = 0; i < 3; i++) { 
        strncpy(tempString, dataString + 128 + i * 8, 8); 
        tempString[8] = '\0'; 
        block[i] = swap((uint) strtoul(tempString, 0, 16)); 
      } 
 
      for (int i = 0; i < 8; i++) { 
        strncpy(tempString, midsString + i * 8, 8); 
        tempString[8] = '\0'; 
        midstate[i] = swap((uint) strtoul(tempString, 0, 16)); 
      } 
 
      // vsilitev lastne tarče pod pogojem forceTarget = true 
      if (!forceTarget) { 
        for (int i = 0; i < 8; i++) { 
          strncpy(tempString, targString + i * 8, 8); 
          tempString[8] = '\0'; 
          target[7 - i] = swap((uint) strtoul(tempString, 0, 16)); 
        } 
      } 
 
      // prikaz naslova rudarskega vozlišča pod pogojem displayAddress = true 
      if (displayAddress) { 
        printf("Rudarsko vozlišče: %s\n", list[address]); 
      } 
 
      // prikaz tarče pod pogojem displayTarget = true 
      if (displayTarget) { 
        printf("Tarča: "); 
        for (int i=0; i<8; i++) { 
          printf("%08x ", target[i]); 
        } 
        printf("\n"); 
      } 
 
      // ponastavitev parametrov enkratnih števil (nonce) in mapiranega pomnilnika 
      bool nonceFound = false; 
      long double nonceTested = 0; 
      uint nonceBase = 0; 
 
      for (int i = 0; i < pipes; i++) { 
        for (int j = 0; j < 2; j++) { 
          mappedRam[i][j] = 0; 
        } 
      } 
 
      // začetek merjenja časa računanja z DFE 
      gettimeofday(&start, NULL); 
 
      // računanje z DFE v več intervalih 
      for (int i = 0; i < intervals && !nonceFound; i++) { 
 
        // vmesnik SLiC 
        BitcoinMiner(size, nonceBase, block, midstate, target, input, output, mappedRam[0],  
          mappedRam[0], mappedRam[1], mappedRam[1], mappedRam[2], mappedRam[2]); 
 
        // posodobitev števca preizkušenih enkratnih števil (nonce) 
        nonceTested += (long double) size * pipes; 
 
        // poizvedba za ustrezna enkratna števila (nonce) v mapiranem pomnilniku 
        for (int i = 0; i < pipes && !nonceFound; i++) { 
          if (mappedRam[i][0] == 1) { 
A   BitcoinMiner.c 93 
 
            nonce = (uint) mappedRam[i][1]; 
            nonceFound = true; 
          } 
        } 
 
        // posodobitev začetne vrednosti enkratnih števil (nonce) za naslednji interval  
        // računanja z DFE 
        nonceBase += size * pipes; 
      } 
 
      // konec merjenja časa računanja z DFE 
      gettimeofday(&stop, NULL); 
 
      // sestavljanje in pošiljanje deleža z metodo HTTP POST, 
      // zapis vsebine HTTP odgovora v pomnilnik in razčlenitev vsebine v JSON objekt 
      if (nonceFound) { 
        sprintf(tempString, "%08x", swap(nonce)); 
 
        for (int i = 0; i < 8; i++) { 
          dataString[152 + i] = tempString[i]; 
        } 
 
        dataString[256] = '\0'; 
        success = false; 
 
        for (int i = 0; i < 3 && !success; i++) { 
          CURL = curl_easy_init(); 
 
          if (CURL) { 
            strcpy(sendwork, sendwork1); 
            strcat(sendwork, dataString); 
            strcat(sendwork, sendwork2); 
            data.memory = malloc(1); 
            data.size = 0; 
            curl_easy_setopt(CURL, CURLOPT_CUSTOMREQUEST, "POST"); 
            curl_easy_setopt(CURL, CURLOPT_URL, list[address]); 
            curl_easy_setopt(CURL, CURLOPT_USERPWD, userpwd); 
            curl_easy_setopt(CURL, CURLOPT_USERAGENT, "libcurl-agent/1.0"); 
            curl_easy_setopt(CURL, CURLOPT_TIMEOUT, 3); 
            curl_easy_setopt(CURL, CURLOPT_HTTPHEADER, headers); 
            curl_easy_setopt(CURL, CURLOPT_POSTFIELDS, sendwork); 
            curl_easy_setopt(CURL, CURLOPT_WRITEFUNCTION, memoryWrite); 
            curl_easy_setopt(CURL, CURLOPT_WRITEDATA, (void *) &data); 
            CURLcode = curl_easy_perform(CURL); 
            curl_easy_cleanup(CURL); 
 
            if (CURLcode == CURLE_OK) { 
              success = true; 
              json = json_tokener_parse(data.memory); 
 
              // posodobitev stanja oddanih deležev 
              json_object_object_get_ex(json, "result", &json); 
 
              if (strcmp(json_object_to_json_string(json), "true") == 0) { 
                acceptCount++; 
                shareCount++; 
                printf("Delež sprejet! "); 
              } else if (strcmp(json_object_to_json_string(json), "false") == 0) { 
                shareCount++; 
                printf("Delež zavrnjen! "); 
              } 
 
              printf("%d/%d (%.2Lf %%)\n", acceptCount, shareCount,  
                (long double) acceptCount / (long double) shareCount * 100); 
 
            } else { 
              fprintf(stderr, "NAPAKA: Pošiljanje deleža ni uspelo (%d/3 poskusov): %s\n",  
                i+1, curl_easy_strerror(CURLcode)); 
              sleep(1); 
            } 
 
            free(data.memory); 
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          } else { 
            fprintf(stderr,  "NAPAKA: inicializacija CURL ni uspela\n"); 
            sleep(1); 
          } 
        } 
      } 
 
      // izračun statistike rudarjenja 
      timersub(&stop, &start, &diff); 
      long double hashTime = (long double) diff.tv_sec + (long double) diff.tv_usec / 1000000; 
      long double hashRate = nonceTested / hashTime / 1000000; 
      long double hashRateEff; 
 
      if (nonceFound) { 
        hashRateEff = (long double) nonce / hashTime / 1000000; 
      } else { 
        hashRateEff = nonceTotal / hashTime / 1000000; 
      } 
 
      for (int i = 0; i < arraySize - 1; i++) { 
        hashRateEffArray[i] = hashRateEffArray[i + 1]; 
        hashTimeArray[i] = hashTimeArray[i + 1]; 
      } 
 
      hashRateEffArray[arraySize - 1] = hashRateEff; 
      hashTimeArray[arraySize - 1] = hashTime; 
 
      long double hashRateEffAvg = 0; 
      long double hashTimeAvg = 0; 
 
      for (int i = 0; i < arraySize; i++) { 
        hashRateEffAvg += hashRateEffArray[i]; 
        hashTimeAvg += hashTimeArray[i]; 
      } 
 
      if (divide < arraySize) { 
        divide++; 
      } 
 
      hashRateEffAvg /= divide; 
      hashTimeAvg /= divide; 
 
      // izpis statistike rudarjenja 
      printf("Trenutna hitrost: %.2Lf Mhash/s, trenutni čas: %.2Lf s, povprečni čas: %.2Lf " 
        "s\n", hashRate, hashTime, hashTimeAvg); 
      printf("Trenutna efektivna hitrost: %.2Lf Mhash/s, trenutna učinkovitost: %.2Lf %%\n",  
        hashRateEff, hashRateEff / hashRate * 100); 
      printf("Povprečna efektivna hitrost: %.2Lf Mhash/s, povprečna učinkovitost: %.2Lf " 
        "%%\n\n", hashRateEffAvg, hashRateEffAvg / hashRate * 100); 
 
    } 
 











public class BitcoinMinerEngineParameters extends EngineParameters { 
 
  // poimenovanje parametrov 
  private static final String frequency = "frequency"; 
  private static final String pipes = "pipes"; 
 
  public BitcoinMinerEngineParameters(String[] argv) { 
    super(argv); 
  } 
 
  // poizvedbe za parametre 
  public int getFrequency() { return getParam(frequency); } 
  public int getPipes() { return getParam(pipes);  } 
 
  // deklaracija parametrov 
  @Override 
  protected void declarations() { 
    declareParam(frequency, DataType.INT, 95); 
    declareParam(pipes, DataType.INT, 3); 
  } 
 
  @Override 
  protected void validate() {  } 
 
  // poimenovanje programske kode 
  @Override 
  public String getBuildName() { 
    return getMaxFileName() + "_" + getDFEModel() + "_" + getTarget(); 















class BitcoinMinerKernel extends Kernel { 
   
  // SHA-256 konstante 
  final int H[] = { 0x6a09e667, 0xbb67ae85, 0x3c6ef372, 0xa54ff53a, 0x510e527f, 0x9b05688c,  
    0x1f83d9ab, 0x5be0cd19 }; 
  final int K[] = { 0x428a2f98, 0x71374491, 0xb5c0fbcf, 0xe9b5dba5, 0x3956c25b, 0x59f111f1,  
    0x923f82a4, 0xab1c5ed5, 0xd807aa98, 0x12835b01, 0x243185be, 0x550c7dc3, 0x72be5d74,  
    0x80deb1fe, 0x9bdc06a7, 0xc19bf174, 0xe49b69c1, 0xefbe4786, 0x0fc19dc6, 0x240ca1cc,  
    0x2de92c6f, 0x4a7484aa, 0x5cb0a9dc, 0x76f988da, 0x983e5152, 0xa831c66d, 0xb00327c8,  
    0xbf597fc7, 0xc6e00bf3, 0xd5a79147, 0x06ca6351, 0x14292967, 0x27b70a85, 0x2e1b2138,  
    0x4d2c6dfc, 0x53380d13, 0x650a7354, 0x766a0abb, 0x81c2c92e, 0x92722c85, 0xa2bfe8a1,  
    0xa81a664b, 0xc24b8b70, 0xc76c51a3, 0xd192e819, 0xd6990624, 0xf40e3585, 0x106aa070,  
    0x19a4c116, 0x1e376c08, 0x2748774c, 0x34b0bcb5, 0x391c0cb3, 0x4ed8aa4a, 0x5b9cca4f,  
    0x682e6ff3, 0x748f82ee, 0x78a5636f, 0x84c87814, 0x8cc70208, 0x90befffa, 0xa4506ceb,  
    0xbef9a3f7, 0xc67178f2 }; 
 
  // dodatne konstante 
  final int O[] = { 0x00000000, 0x00000100, 0x00000280, 0x80000000 }; 
 
  // funkcije za premik bitov 
  DFEVar shiftRight(DFEVar x, int n) { 
    optimization.pushPipeliningFactor(0.0); 
    DFEVar shiftRight = x >> n; 
    optimization.popPipeliningFactor(); 
    return shiftRight; 
  } 
 
  DFEVar rotateRight(DFEVar x, int n) { 
    optimization.pushPipeliningFactor(0.0); 
    DFEVar rotateRight = (x >> n) | (x << (32 - n)); 
    optimization.popPipeliningFactor(); 
    return rotateRight; 
  } 
 
  // SHA-256 logične funkcije 
  DFEVar ch(DFEVar x, DFEVar y, DFEVar z) { 
    optimization.pushPipeliningFactor(0.0); 
    DFEVar ch = (x & y) ^ (~x & z); 
    optimization.popPipeliningFactor(); 
    return ch; 
  } 
 
  DFEVar maj(DFEVar x, DFEVar y, DFEVar z) { 
    optimization.pushPipeliningFactor(0.0); 
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    DFEVar maj = (x & y) ^ (x & z) ^ (y & z); 
    optimization.popPipeliningFactor(); 
    return maj; 
  } 
 
  DFEVar Sigma0(DFEVar x) { 
    optimization.pushPipeliningFactor(0.0); 
    DFEVar Sigma0 = rotateRight(x, 2) ^ rotateRight(x, 13) ^ rotateRight(x, 22); 
    optimization.popPipeliningFactor(); 
    return Sigma0; 
  } 
 
  DFEVar Sigma1(DFEVar x) { 
    optimization.pushPipeliningFactor(0.0); 
    DFEVar Sigma1 = rotateRight(x, 6) ^ rotateRight(x, 11) ^ rotateRight(x, 25); 
    optimization.popPipeliningFactor(); 
    return Sigma1; 
  } 
 
  DFEVar sigma0(DFEVar x) { 
    optimization.pushPipeliningFactor(0.0); 
    DFEVar sigma0 = rotateRight(x, 7) ^ rotateRight(x, 18) ^ shiftRight(x, 3); 
    optimization.popPipeliningFactor(); 
    return sigma0; 
  } 
 
  DFEVar sigma1(DFEVar x) { 
    optimization.pushPipeliningFactor(0.0); 
    DFEVar sigma1 = rotateRight(x, 17) ^ rotateRight(x, 19) ^ shiftRight(x, 10); 
    optimization.popPipeliningFactor(); 
    return sigma1; 
  } 
 
  // funkcija za pretvorbo tipa konstant (int v uint) 
  DFEVar constant(int n) { 
    Bits bits = new Bits(32); 
    bits.setBits(n); 
    return constant.var(dfeUInt(32), bits); 
  } 
 
  // funkcija za krajšanje večbitnih števil v 32-bitna števila 
  DFEVar slice32(DFEVar x) { 
    return x.slice(0, 32).cast(dfeUInt(32)); 
  } 
 
  // funkcija za zamenjavo vrstnega reda bajtov 32-bitnih števil 
  // (little endian, big endian), npr. 0x12345678 v 0x78563412 
  DFEVar swap(DFEVar x) { 
    DFEVar y0 = (x >> 0) & 0xff; 
    DFEVar y1 = (x >> 8) & 0xff; 
    DFEVar y2 = (x >> 16) & 0xff; 
    DFEVar y3 = (x >> 24) & 0xff; 
    return y0 << 24 | y1 << 16 | y2 << 8 | y3 << 0; 
  } 
 
  protected BitcoinMinerKernel(KernelParameters kernelParams, BitcoinMinerEngineParameters  
  params) { 
    super(kernelParams); 
 
    // vhodni podatki 
    DFEVar input = io.input("input", dfeUInt(8)); 
    DFEVar nonceBase = io.scalarInput("nonceBase", dfeUInt(32)); 
    DFEVar[] block = new DFEVar[3]; 
    block[0] = io.scalarInput("block0", dfeUInt(32)); 
    block[1] = io.scalarInput("block1", dfeUInt(32)); 
    block[2] = io.scalarInput("block2", dfeUInt(32)); 
    DFEVar[] midstate = new DFEVar[8]; 
    midstate[0] = io.scalarInput("midstate0", dfeUInt(32)); 
    midstate[1] = io.scalarInput("midstate1", dfeUInt(32)); 
    midstate[2] = io.scalarInput("midstate2", dfeUInt(32)); 
    midstate[3] = io.scalarInput("midstate3", dfeUInt(32)); 
    midstate[4] = io.scalarInput("midstate4", dfeUInt(32)); 
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    midstate[5] = io.scalarInput("midstate5", dfeUInt(32)); 
    midstate[6] = io.scalarInput("midstate6", dfeUInt(32)); 
    midstate[7] = io.scalarInput("midstate7", dfeUInt(32)); 
    DFEVar[] target = new DFEVar[8]; 
    target[0] = io.scalarInput("target0", dfeUInt(32)); 
    target[1] = io.scalarInput("target1", dfeUInt(32)); 
    target[2] = io.scalarInput("target2", dfeUInt(32)); 
    target[3] = io.scalarInput("target3", dfeUInt(32)); 
    target[4] = io.scalarInput("target4", dfeUInt(32)); 
    target[5] = io.scalarInput("target5", dfeUInt(32)); 
    target[6] = io.scalarInput("target6", dfeUInt(32)); 
    target[7] = io.scalarInput("target7", dfeUInt(32)); 
 
    // števec vhodnih podatkov 
    DFEVar count = control.count.simpleCounter(32); 
 
    // paralelizacija računanja z več cevovodi 
    for (int p = 0; p < params.getPipes(); p++) { 
      pushGroup("Group" + p); 
      DFEVar nonce = nonceBase + count * params.getPipes() + p; 
 
      // SHA-256, 1. runda 
      DFEVar[] W = new DFEVar[64]; 
      W[0] = block[0]; 
      W[1] = block[1]; 
      W[2] = block[2]; 
      W[3] = nonce; 
      W[4] = constant(O[3]); 
 
      for (int i = 5; i <= 14; i++) { 
        W[i] = constant(O[0]); 
      } 
 
      W[15] = constant(O[2]); 
 
      for (int j = 16; j <= 63; j++) { 
        W[j] = (sigma1(W[j - 2]) + W[j - 7] + sigma0(W[j - 15]) + W[j - 16]); 
      } 
 
      DFEVar a = midstate[0]; 
      DFEVar b = midstate[1]; 
      DFEVar c = midstate[2]; 
      DFEVar d = midstate[3]; 
      DFEVar e = midstate[4]; 
      DFEVar f = midstate[5]; 
      DFEVar g = midstate[6]; 
      DFEVar h = midstate[7]; 
 
      for (int j = 0; j < 64; j++) { 
        optimization.pushPipeliningFactor(0.0); 
        optimization.pushEnableBitGrowth(true); 
        DFEVar T1 = slice32(h + Sigma1(e) + ch(e, f, g) + K[j] + W[j]); 
        DFEVar T2 = slice32(Sigma0(a) + maj(a, b, c)); 
        optimization.popEnableBitGrowth(); 
        optimization.popPipeliningFactor(); 
        h = g; 
        g = f; 
        f = e; 
        e = d + T1; 
        d = c; 
        c = b; 
        b = a; 
        a = T1 + T2; 
      } 
 
      DFEVar[] roundHash = new DFEVar[8]; 
      roundHash[0] = midstate[0] + a; 
      roundHash[1] = midstate[1] + b; 
      roundHash[2] = midstate[2] + c; 
      roundHash[3] = midstate[3] + d; 
      roundHash[4] = midstate[4] + e; 
      roundHash[5] = midstate[5] + f; 
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      roundHash[6] = midstate[6] + g; 
      roundHash[7] = midstate[7] + h; 
       
      // SHA-256, 2. runda 
      for (int j = 0; j <= 7; j++) { 
        W[j] = roundHash[j]; 
      } 
 
      W[8] = constant(O[3]); 
 
      for (int j = 9; j <= 14; j++) { 
        W[j] = constant(O[0]); 
      } 
 
      W[15] = constant(O[1]); 
 
      for (int j = 16; j <= 63; j++) { 
        W[j] = (sigma1(W[j - 2]) + W[j - 7] + sigma0(W[j - 15]) + W[j - 16]); 
      } 
 
      a = constant(H[0]); 
      b = constant(H[1]); 
      c = constant(H[2]); 
      d = constant(H[3]); 
      e = constant(H[4]); 
      f = constant(H[5]); 
      g = constant(H[6]); 
      h = constant(H[7]); 
 
      for (int j = 0; j < 64; j++) { 
        optimization.pushPipeliningFactor(0.0); 
        optimization.pushEnableBitGrowth(true); 
        DFEVar T1 = slice32(h + Sigma1(e) + ch(e, f, g) + K[j] + W[j]); 
        DFEVar T2 = slice32(Sigma0(a) + maj(a, b, c)); 
        optimization.popEnableBitGrowth(); 
        optimization.popPipeliningFactor(); 
        h = g; 
        g = f; 
        f = e; 
        e = d + T1; 
        d = c; 
        c = b; 
        b = a; 
        a = T1 + T2; 
      } 
 
      roundHash[0] = constant(H[0]) + a; 
      roundHash[1] = constant(H[1]) + b; 
      roundHash[2] = constant(H[2]) + c; 
      roundHash[3] = constant(H[3]) + d; 
      roundHash[4] = constant(H[4]) + e; 
      roundHash[5] = constant(H[5]) + f; 
      roundHash[6] = constant(H[6]) + g; 
      roundHash[7] = constant(H[7]) + h; 
 
      // primerjava dvojnih zgoščenih vrednosti s tarčo 
      DFEVar hashCompare = swap(roundHash[7]).cat(swap(roundHash[6])).cat(swap(roundHash[5])) 
        .cat(swap(roundHash[4])).cat(swap(roundHash[3])).cat(swap(roundHash[2])) 
        .cat(swap(roundHash[1])).cat(swap(roundHash[0])).cast(dfeUInt(256)); 
      DFEVar targetCompare = target[0].cat(target[1]).cat(target[2]).cat(target[3]) 
        .cat(target[4]).cat(target[5]).cat(target[6]).cat(target[7]).cast(dfeUInt(256)); 
      DFEVar match = hashCompare < targetCompare ? constant.var(dfeBool(), 1) : 0; 
 
      // zapis ustreznega enkratnega števila (nonce) v mapirani pomnilnik 
      Memory<DFEVar> mappedRam = mem.alloc(dfeUInt(32), 2); 
      mappedRam.mapToCPU("mappedRam" + p); 
      mappedRam.write(constant.var(dfeUInt(1), 0), match.cast(dfeUInt(32)), match); 
      mappedRam.write(constant.var(dfeUInt(1), 1), nonce, match); 
       
      popGroup(); 
 
    } 
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    // izhodni podatki 
    io.output("output", input, dfeUInt(8)); 
 





















public class BitcoinMinerManager extends CustomManager { 
 
  // poljubni upravitelj 
  public static void main(String[] args) { 
    BitcoinMinerEngineParameters params = new BitcoinMinerEngineParameters(args); 
    BitcoinMinerManager manager = new BitcoinMinerManager(params); 
    manager.addMaxFileConstant("pipes", params.getPipes()); 
    manager.createSLiCinterface(interfaceDefault()); 
    buildConfig(manager, params); 
    manager.build(); 
  } 
 
  // konfiguracija računskega jedra 
  BitcoinMinerManager(BitcoinMinerEngineParameters params) { 
    super(params); 
    KernelConfiguration kernelConfig = getCurrentKernelConfig(); 
    kernelConfig.optimization.setUseGlobalClockBuffer(true); 
    KernelParameters kernelParams = makeKernelParameters("BitcoinMinerKernel", kernelConfig); 
    KernelBlock kernel = addKernel(new BitcoinMinerKernel(kernelParams, params)); 
    config.setDefaultStreamClockFrequency(params.getFrequency()); 
    DFELink input = addStreamFromCPU("input"); 
    kernel.getInput("input") <== input; 
    DFELink output = addStreamToCPU("output"); 
    output <== kernel.getOutput("output"); 
  } 
 
  // vmesnik SLiC 
  private static EngineInterface interfaceDefault() { 
    EngineInterface ei = new EngineInterface(); 
    InterfaceParam N = ei.addParam("N", CPUTypes.UINT32); 
    InterfaceParam nonceBase = ei.addParam("nonceBase", CPUTypes.UINT32); 
    InterfaceParamArray block = ei.addParamArray("block", CPUTypes.UINT32); 
    InterfaceParamArray midstate = ei.addParamArray("midstate", CPUTypes.UINT32); 
    InterfaceParamArray target = ei.addParamArray("target", CPUTypes.UINT32); 
    ei.setTicks("BitcoinMinerKernel", N); 
    ei.setScalar("BitcoinMinerKernel", "nonceBase", nonceBase); 
    ei.setScalar("BitcoinMinerKernel", "block0", block[0]); 
    ei.setScalar("BitcoinMinerKernel", "block1", block[1]); 
104 D   BitcoinMinerManager.maxj 
 
    ei.setScalar("BitcoinMinerKernel", "block2", block[2]); 
    ei.setScalar("BitcoinMinerKernel", "midstate0", midstate[0]); 
    ei.setScalar("BitcoinMinerKernel", "midstate1", midstate[1]); 
    ei.setScalar("BitcoinMinerKernel", "midstate2", midstate[2]); 
    ei.setScalar("BitcoinMinerKernel", "midstate3", midstate[3]); 
    ei.setScalar("BitcoinMinerKernel", "midstate4", midstate[4]); 
    ei.setScalar("BitcoinMinerKernel", "midstate5", midstate[5]); 
    ei.setScalar("BitcoinMinerKernel", "midstate6", midstate[6]); 
    ei.setScalar("BitcoinMinerKernel", "midstate7", midstate[7]); 
    ei.setScalar("BitcoinMinerKernel", "target0", target[0]); 
    ei.setScalar("BitcoinMinerKernel", "target1", target[1]); 
    ei.setScalar("BitcoinMinerKernel", "target2", target[2]); 
    ei.setScalar("BitcoinMinerKernel", "target3", target[3]); 
    ei.setScalar("BitcoinMinerKernel", "target4", target[4]); 
    ei.setScalar("BitcoinMinerKernel", "target5", target[5]); 
    ei.setScalar("BitcoinMinerKernel", "target6", target[6]); 
    ei.setScalar("BitcoinMinerKernel", "target7", target[7]); 
    ei.setStream("input", CPUTypes.UINT8, N * CPUTypes.UINT8.sizeInBytes()); 
    ei.setStream("output", CPUTypes.UINT8, N * CPUTypes.UINT8.sizeInBytes()); 
    return ei; 
  } 
 
  // izgradnja programske kode 
  private static void buildConfig(BitcoinMinerManager manager, BitcoinMinerEngineParameters 
  params) { 
    BuildConfig buildConfig = manager.getBuildConfig(); 
    buildConfig.setBuildEffort(Effort.VERY_HIGH); 
  } 
 
} 
