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Povzetek
V diplomskem delu je predstavljen razvoj preprostega digitalnega fotoapa-
rata z uporabo sodobnega sistema na cˇipu. Prvi del opisuje orodja za progra-
miranje vgrajenih sistemov, v nadaljevanju pa je opisano delovanje strojne
opreme in razvoj programske opreme. Na koncu je prikazan sˇe primer ob-
delave slike, z implementacijo algoritma za rezanje sˇivov. Izdelek temelji
na razvojni plosˇcˇi STM32F7 Discovery, ki vsebuje mikrokrmilnik s proce-
sorskim jedrom ARM Cortex-M7. Za zajem slike je uporabljen razsˇiritveni
modul STM32F4-DIS-CAM. Ta vsebuje kamero s CMOS slikovnim senzor-
jem OV966. Program je napisan v programskem jeziku C, uporabljene pa so
tudi knjizˇnice HAL, BSP in FatFS.
Kljucˇne besede: digitalni fotoaparat, mikrokrmilnik, STM32F7 Discovery,
ARM Cortex-M, vgrajeni sistemi.

Abstract
The thesis introduces the process of developing a simple digital camera using
a modern system on chip. First part describes the tools for the development
of embedded systems, followed by the description of hardware internals and
software development. Lastly, an example of image manipulation is shown,
by implementing the seam-carving algorithm. The camera is based on a
STM32F7 Discovery development board, powered by a microcontroller with
an ARM Cortex-M7 processor core. Expansion module STM32F4-DIS-CAM
is used for image capture. It contains a camera with a CMOS image sensor
OV966. The software is written in C programming language, using HAL,
BSP and FatFs libraries.
Keywords: digital camera, microcontroller, STM32F7 Discovery, ARM
Cortex-M, embedded systems.

Poglavje 1
Uvod
Zˇivimo v cˇasu in prostoru, kjer si zˇivljenja brez elektronskih naprav ne znamo
vecˇ predstavljati. Najverjetneje ima vsako gospodinjstvo eno od tistih sˇkatel,
ki poleg prepletenih kablov in napajalnikov, vsebujejo kopico pokvarjenih
telefonov, zastarelih predvajalnikov glasbe in ostalih elektronskih naprav.
To je odlicˇen dokaz o tem, kako hitro tehnologija napreduje in kako prisotna
je v nasˇih zˇivljenjih. Sˇe nekaj let nazaj si nismo predstavljali dopusta brez
prenosnega predvajalnika glasbe in okornega digitalnega fotoaparata. Danes
pa lahko zgolj s pametnim telefonom, ne le poslusˇamo glasbo in fotografiramo,
temvecˇ tudi brskamo po spletu, igramo igre in beremo novice. Ob tem pa
ne moremo spregledati vseh naprav, ki ostanejo za nami in za cˇasom. V
trajnostnem nacˇrtovanju in recikliranju naprav namrecˇ nismo niti priblizˇno
toliko sposobni, kakor v razvoju novih.
Ob pogledu na zavrzˇen digitalni fotoaparat ali pametni telefon, se lahko
vprasˇamo kako bi njune sˇe delujocˇe komponente ponovno uporabili. Kako
bi lahko na primer kamero z zavrzˇenega telefona uporabili v projektu z Ar-
duinom? Zastarel digitalni fotoaparat mogocˇe res ni vecˇ primeren za osebno
rabo, vendar bi povsem ustrezal za razvoj robota s strojnim vidom, na pri-
mer. Da bi bolje razumeli zakaj tovrstne prakse niso razsˇirjene ali izvedljive,
moramo najprej razumeti kako fotoaparati in pametni telefoni delujejo. Do-
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kumentacija tovrstnih naprav je tezˇko dostopna, njihova programska oprema
pa praviloma ni odprtokodna. Eden od mozˇnih pristopov k problemu je
vzvratno inzˇenirstvo, vendar ta zaradi zahtevnosti ni primeren za zacˇetnike
s podrocˇja vgrajenih sistemov.
Zacˇnimo torej pri osnovah in izdelajmo svoj fotoaparat z uporabo dosto-
pnih komponent, s tem pa razkrijmo delovanje pravih digitalnih fotoapa-
ratov. Koncˇni izdelek tega diplomskega dela je prototip fotoaparata, ki s
pritiskom na sprozˇilec omogocˇa zajem fotografije in njen zapis na spominsko
kartico. Poleg tega lahko sliko obdelamo s postopkom rezanja sˇivov. Kvali-
teta fotografij zaradi uporabe nizkocenovnih komponent seveda ni primerljiva
s komercialnimi fotoaparati, vendar je princip delovanja enak.
Poglavje 2
Delovanje digitalnega
fotoaparata
Poznamo razlicˇne vrste fotoaparatov in nacˇine zajema fotografije. Od ana-
lognih fotoaparatov s filmskim trakom, do zrcalno-refleksnih in kompaktnih
digitalnih fotoaparatov. Slednji delujejo tako, da s pomocˇjo slikovnega sen-
zorja pretvorijo svetlobo v elektricˇne signale, te signale obdelajo in tvorijo
digitalni zapis slike [1]. Za delovanje digitalnega fotoaparata so kljucˇnega
pomena komponente oznacˇene na sliki 2.1:
• objektiv, ki z uporabo lecˇ usmerja zˇarke svetlobe iz zunanjosti na sli-
kovni senzor fotoaparata
• slikovni senzor, ki pretvarja svetlobne zˇarke v elektricˇne signale,
• elektronsko vezje za obdelavo slike, ki vhodne elektricˇne signale obdela
tako, da jih lahko interpretiramo kot digitalni zapis slike,
• uporabniˇski vmesnik, ki omgocˇa interakcijo uporabnika z napravo s
pomocˇjo gumbov, zaslona idr.
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Poglavje 3
Pregled strojne opreme
Za izdelavo zastavljenega izdelka bomo uporabili t.i. razvojno plosˇcˇo (angl.
development board). Razlocˇiti moramo med razvojno plosˇcˇo in mikrokr-
milnikom, saj se v spletnih vodicˇih in literaturi pojma uporabljata precej
nedosledno, pri razvoju in iskanju dokumentacije pa je distinkcija precej po-
membna.
Mikrokrmilnik je torej cˇip, ki vsebuje centralno procesno enoto (CPE),
razlicˇne tipe pomnilnikov in periferne naprave [3]. Prikljucˇke (angl. pin)
mikrokrmilnika povezˇemo z napravami, ki jih zˇelimo krmiliti (npr. senzorji,
elektromotorji, LED diode...).
Razvojna plosˇcˇa je tiskano vezje, ki povezuje mikrokrmilnik s sˇtevilnimi
prikljucˇki (angl. connector), gumbi, LED diodami in drugimi komponentami,
ki so splosˇno uporabne pri razvoju vgrajenih sistemov. Z uporabo razvojne
plosˇcˇe se izognemo nacˇrtovanju lastnega elektronskega vezja in izdelave ti-
skanega vezja (angl. Printed Circuit Board).
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3.1 Razvojna plosˇcˇa STM32F7 Discovery
Uporabili bomo razvojno plosˇcˇo STM32F7 Discovery, prikazano na sliki 3.1.
Poleg mikrokrmilnika vsebuje nekaj USB prikljucˇkov, avdio in video pri-
kljucˇke, Ethernet prikljucˇek, dva gumba, prikljucˇek za spominsko kartico,
prikljucˇek za kamero in zaslon z obcˇutljivostjo na dotik [4]. Gre za zmogljivo
razvojno plosˇcˇo proizvajalca STMicroelectronics, ki temelji na mikrokrmil-
niku STM32F746NG, stane pa priblizˇno 50 ameriˇskih dolarjev [5]. Pomemb-
nejˇse povezave med mikrokrmilnikom in razvojno plosˇcˇo so prikazane na sliki
3.2.
(a) spredaj (b) zadaj
Slika 3.1: Razvojna plosˇcˇa STM32F7 Discovery
Na omenjeni razvojni plosˇcˇi se nahaja mikrokrmilnik STM32F746NG. Ta
vsebuje 168 vhodno-izhodnih prikljucˇkov (angl. general input-output ports),
25 komunikacijskih vmesnikov (SPI, I2C, CAN, USART...), 18 cˇasovnikov
(angl. timers), ter omogocˇa delovanje z maksimalno hitrostjo 216 MHz [6].
Nasˇ mikrokrmilnik, STM32F746NG pripada druzˇini mikrokrmilnikov STM32
in temelji na 32-bitni arhitekturi ARM Cortex-M [7]. Podatek o arhitekturi
je pomemben, saj moramo pri programiranju izbrati prava orodja, ki so spe-
cificˇna za mikrokrmilniˇsko druzˇino in arhitekturo.
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3.2 Modul STM32F4-DIS-CAM
Seveda pa ne smemo pozabiti na kamero. V prirocˇniku razvojne plosˇcˇe
STM32F7 Discovery je priporocˇen modul STM32F4-DIS-CAM, prikazan na
sliki 3.3 [4]. Kljub temu, da je namenjen predhodni generaciji mikrokrmil-
nikov STM32F4, je popolnoma kompatibilen z nasˇo razvojno plosˇcˇo. Gre
za kamero, ki temelji na CMOS slikovnem senzorju z najvecˇjo resolucijo
1280x1024 slikovnih elementov (angl. pixel).
Slika 3.3: Modul STM32F4-DIS-CAM
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Slika 3.2: Diagram pomembnejˇsih komponent razvojne plosˇcˇe STM32F7 Di-
scovery in njihovih povezav z mikrokrmilnikom STM32F746NG (Vir: [4])
Poglavje 4
Pred zacˇetkom programiranja
Sedaj, ko imamo vse potrebno, lahko pricˇnemo z delom. A kmalu se izkazˇe,
da je vzpostavitev razvojnega okolja eden izmed cˇasovno najpotratnejˇsih
korakov pri programiranju mikrokrmilnikov.
Na uradni strani razvojne plosˇcˇe se pod zavihkom “Resources” nahaja do-
kument z naslovom “UM2052: Getting started with STM32 MCU Discovery
Kits software development tools” [8]. Ta kratek dokument ponuja razlicˇne
mozˇnosti za razvoj: kar sˇtiri razlicˇna razvojna okolja (angl. Integrated De-
velopment Environment) in napotke za njihovo uporabo. Kljub na videz
sˇiroki ponudbi, pa nikar ne spreglejmo drobnega tiska, ki pravi da gre zgolj
za preizkusne verzije z omejitvami in da (z izjemo enega) delujejo izkljucˇno
na operacijskem sistemu Windows. Zato si za trenutek oglejmo, kaksˇne so
mozˇnosti razvoja brez uporabe namenskega razvojnega okolja.
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4.1 Kako priti do strojne kode za mikrokr-
milnik
Mikrokrmilnike se najpogosteje programira v programskem jeziku C. Za
prevajanje programov moramo namestiti precˇni-prevajalnik (angl. cross-
compiler), saj zˇelimo proizvajati programe za procesorsko arhitekturo ARM
na nasˇem mikrokrmilniku. Navadni prevajalniki namrecˇ proizvajajo strojno
kodo za tisto procesorsko arhitekturo na kateri jih pozˇenemo, na primer
x86-64 nasˇega racˇunalnika. A preden se poglobimo v namestitev precˇnega
prevajalnika, si odgovorimo na temeljno vprasˇanje: kako spraviti program iz
racˇunalnika na mikrokrmilnik?
4.1.1 Programator
Odgovor na to je t.i. programator (angl. programmer). Veliko splosˇnih infor-
macij o uporabi programatorjev lahko najdemo v vodicˇih za programiranje
AVR mikrokrmilnikov, saj so ti bolj priljubljeni med zacˇetniki. Toda prin-
cip delovanja je enak, ne glede na vrsto mikrokrmilnika: gre za vmesnik, ki
omogocˇa razhrosˇcˇevanje in zapisovanje programov iz racˇunalnika na mikro-
krmilnik [9]. V nasˇem primeru zunanji programator ni potreben, saj nimamo
zgolj mikrokrmilnika temvecˇ celotno razvojno plosˇcˇo, na kateri je zˇe integriran
programator ST-Link v2.1 z USB prikljucˇkom. Za uporabo le-tega, moramo
na racˇunalnik namestiti potrebno programsko opremo. Uporabili bomo po-
pularno odprtokodno implementacijo ST-Link orodij: “texane/STLink” [10].
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(a) integrirani programator ST-Link v2.1 z microUSB
prikljucˇkom
(b) zunanji programator ST-Link
Slika 4.1: Programatorji za mikrokrmilnike
Nalaganje programov na razvojno plosˇcˇo lahko preizkusimo zˇe pred
zacˇetkom programiranja. Na spletu je namrecˇ veliko primerov, ki vsebujejo
zˇe prevedene programe za razvojno plosˇcˇo STM32F7 Discovery. Opazimo
lahko, da se v svetu mikrokrmilnikov za binarni zapis programov najpogosteje
uporablja format Intel HEX s koncˇnico ‘.hex‘, za razliko od racˇunalniˇskih
programov, ki so zapisani v formatih kot so “Portable Executable” (.exe) ali
“Executable and Linkable Format” (.elf).
Program lahko z uporabo orodja st-link nalozˇimo s preprostim ukazom:
./st−link −format ihex write <ime−datoteke.hex>
Ob nalozˇitvi programa LED dioda zacˇne utripati, kar pomeni, da program
deluje. Odlicˇno! A sedaj je pred nami tezˇji del, saj moramo namestiti in se
naucˇiti uporabljati precˇni prevajalnik.
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4.1.2 Precˇni prevajalnik
Za prevajanje programske kode bomo uporabili sklop orodij “GNU Arm Em-
bedded Toolchain” [11]. Gre za odprtokodna orodja, z veliko dokumentacije
in podpore za razvoj na vseh operacijskih sistemih. S podajanjem razlicˇnih
nastavitev prevajalniku lahko tvorimo strojno kodo za razlicˇne druzˇine pro-
cesorjev ARM, zato je potrebno podati pravilne nastavitve za nasˇ mikrokr-
milnik. Iskanje teh nastavitev se izkazˇe za precej zapleteno, saj je razvojna
plosˇcˇa STM32F7 Discovery relativno nova in zanjo ne obstaja toliko spletnih
vodicˇev, kakor za prejˇsnjo generacijo razvojnih plosˇcˇ STM32F4 Discovery.
Poleg nastavljanja pravilnih nastavitev, moramo pri prevajanju svojega
programa prilozˇiti tudi zagonsko datoteko (angl. startup file), ter povezo-
valniˇsko skripto (linker script) [8]. Zagonska datoteka je zadolzˇena za vzpo-
stavitev okolja za izvajnje C-jevskih programov. Definira privzete prekini-
tvene vektorje (angl. interrupt vectors), inicializira sklad (angl. stack), ter
pricˇne izvajanje programa s klicem funkcije main(). Povezovalniˇska skripta
pa poskrbi, da se razlicˇni deli strojne kode nalozˇijo na pravilne naslove v
pomnilniku. Obe praviloma piˇsemo v zbirniku (angl. assembler).
V tej tocˇki lahko sklenemo, da bo kljub omejitvam najbolje uporabiti ra-
zvojno okolje. Cˇe bi se dalje poglabljali v delovanje procesorja, nastavitve
prevajalnika in pisanje svojih povezovalniˇskih skript, bi kot zacˇetniki na po-
drocˇju vgrajenih sistemov naverjetneje obupali sˇe pred prizˇigom prve LED
diode na razvojni plosˇcˇi.

14 Jure Vidmar
4.2 Katero knjizˇnico uporabiti za programi-
ranje
Nicˇ nenavadnega ni, da se z resˇitvijo enega problema pojavi sˇe vecˇ novih.
Tudi tokrat smo delezˇni tega inzˇenirskega prekletstva, saj takoj po uspesˇni
osvojitvi razvojnega okolja naletimo na vprasˇanje knjizˇnic. Ocˇitno je, da
knjizˇnice ali vsaj definicije potrebujemo, saj bi v nasprotnem primeru morali
pri programiranju upravljati s posameznimi naslovi registrov in perifernih
naprav.
Veliko gradiv o programiranju STM32 mikrokrmilnikov navaja knjizˇnico
Standard Peripheral Library, vendar ob iskanju verzije za nasˇ mikrokrmilnik
ne najdemo rezultatov. Ob podrobnejˇsem pregledu dokumentacije in foru-
mov glede knjizˇnic za nasˇo generacijo razvojnih plosˇcˇ naletimo na kup kratic,
kot so: HAL, CMSIS, STM32Cube, BSP, LL, mbed. . . [13]
Nahajamo se namrecˇ na prehodu tehnologij, kjer je druzˇba ST opustila
razvoj popularne knjizˇnice Standard Peripheral Library, ter uvedla nov sklop
knjizˇnic STM32Cube [14]. Sprememba naj bi olajˇsala delo razvijalcem, ter
s standariziranim aplikacijskim programskim vmesnikom (angl. Application
Programming Interface) omogocˇila vecˇjo prenosljivost kode med razlicˇnimi
STM32 mikrokrmilniki. Na brosˇurah izgleda odlicˇno, vendar so novonastale
knjizˇnice dvignile veliko prahu med inzˇenirji. Najvecˇ kritik gre na racˇun
sˇtevilnih napak v kodi, velikosti knjizˇnice, ter previsokega nivoja abstrakcije
[13]. Poleg tega pa je STM32Cube namenjen uporabi z uradno podprtimi
razvojnimi okolji in zahteva precej dela, v kolikor ga zˇelimo uporabljati v
poljubnem okolju.
A zavracˇanje sprememb je znana lastnost v cˇlovesˇki naravi, zato se ne
ozirajmo na kritike glede novih knjizˇnic, pravzaprav pa sploh nimamo veliko
izbire. Sicer obstajata odprtokodni alternativi libopenCM3 in UnicoreMX,
vendar zaradi slabe podprtosti novejˇsih procesorjev, ter malo dokumentacije
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uporabimo kar STM32Cube [15], [16].
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4.2.1 STM32Cube
STM32Cube je integriran paket programskih pripomocˇkov za programiranje
mikrokrmilnikov STM32. Vsebuje knjizˇnice z razlicˇnimi nivoji abstrakcije:
od preprostih definicij mikrokrmilniˇskih registrov, do funkcij za uporabo pe-
rifernih naprav, ter viˇsjenivojskih knjizˇnic za implementacijo USB sklada,
TCP/IP protokola, idr. Na sliki 4.3 je prikazan diagram sklopa knjizˇnic iz
prirocˇnika ”DB2601: STM32Cube MCU Package for STM32F7 Series with
HAL, low-layer drivers and dedicated middleware”[14].
Slika 4.3: Arhitektura sklada knjizˇnic STM32Cube (Vir: [14])
4.2.2 CMSIS - Cortex Microcontroller Software Inter-
face Standard
CMSIS je osnova na kateri temeljijo vse ostale knjizˇnice v STM32Cube. Vse-
buje definicije registrov in perifernih naprav, ter omogocˇa bitno manipulacijo
registrov.
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4.2.3 LL - Low-layer APIs
LL je najbolj preprosta, nizkonivojska knjizˇnica. Vsebuje funkcije za upra-
vljanje perifernih naprav glede na podane parametre, njihovo inicializacijo in
de-inicializacijo, ter funkcije za dostop do registrov. LL knjizˇnica ne omogocˇa
kakrsˇnegakoli dodatnega procesiranja ali shranjevanja, ter preverjanja stanj.
Opravlja zgolj operacije nad registri mikrokrmilnika.
4.2.4 HAL - Hardware Abstraction Layer
HAL je jedro STM32Cube. Omogocˇa programiranje standardnih perifernih
naprav, ter zagotavlja funkcije, ki so prenosljive med razlicˇnimi mikrokrmil-
niki STM32. To v teoriji pomeni, da lahko program, ki npr. zazˇene sˇtevec
na enem mikrokrmilniku, brez sprememb v kodi prevedemo za drug mikro-
krmilnik, znotraj druzˇine STM32 seveda.
4.2.5 BSP - Board Support Package
BSP zagotavlja definicije in funkcije, ki so specificˇne za dolocˇeno razvojno
plosˇcˇo. Za prizˇig LED diode z uporabo knjizˇnice HAL, moramo najprej pre-
veriti na kateri prikljucˇek mikrokrmilnika je dioda povezana, inicializirati
vhodno-izhodne prikljucˇke (angl. General Purpose Input/Output), ter kli-
cati funkcijo za vklop omenjenega prikljucˇka. Knjizˇnica BSP nam delo olajˇsa
do te mere, da nam sploh ni treba poznati fizicˇnih povezav komponent na ra-
zvojni plosˇcˇi. Z uporabo knjizˇnice BSP lahko LED diodo prizˇgemo le z dvema
ukazoma: BSP LED Init() in BSP LED On(). Primerjava med knjizˇnicama
HAL in BSP je prikazana s programsko kodo, ki inicializira LED diodo v 4.1
in 4.2.
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1 BSP_LED_Init ();
2 BSP_LED_On ();
Izsek kode 4.1: Programska koda za vzˇig LED diode na razvojni plosˇcˇi z
uporabo knjizˇnice BSP
1 __HAL_RCC_GPIOI_CLK_ENABLE ();
2
3 GPIO_InitTypeDef gpio_init;
4 gpio_init.Pin = LED_PIN;
5 gpio_init.Mode = GPIO_MODE_OUTPUT_PP;
6 gpio_init.Pull = GPIO_NOPULL;
7 gpio_init.Speed = GPIO_SPEED_FREQ_LOW;
8 HAL_GPIO_Init(LED_PORT , &gpio_init);
9
10 HAL_GPIO_WritePin(LED_PORT , LED_PIN , GPIO_PIN_SET);
Izsek kode 4.2: Programska koda za vzˇig LED diode na razvojni plosˇcˇi z
uporabo knjizˇnice HAL
4.2.6 Middlewares - USB, FAT, RTOS, Graphics...
Nivo viˇsje od omenjenih knjizˇnic, ST prilaga vrsto knjizˇnic za upravljanje
s kompleksnejˇsimi perifernimi napravami. Te implementirajo USB protokol,
TCP/IP protokol, omogocˇajo uporabo RTOS-a (angl. Real Time Operating
System) ipd.
Poglavje 5
Hello World!
Koncˇno je cˇas za pisanje programov! Pri klasicˇnem programiranju, zacˇetniki
ponavadi najprej izpiˇsejo “Hello world” na zaslon. To je v svetu vgrajenih
sistemov precej zahtevna operacija, zato se najprej naucˇimo programirati
vhodno/izhodne (V/I) prikljucˇke in prizˇgimo LED diodo.
5.1 Inicializacija sistema
Na zacˇetku programa inicializiramo knjizˇnico HAL. S klicem funkcije HAL Init()
se nastavi sistemski cˇasovnik (angl. timer), ki vsako milisekundo sprozˇi pre-
kinitveno rutino SysTick Handler() [17]. Na tej prekinitveni rutini temeljijo
nekatere funkcije knjizˇnice HAL (npr. HAL Delay()), zato moramo njeno
implementacijo vedno vkljucˇiti v programsko kodo (izsek kode 5.1).
1 void SysTick_Handler(void)
2 {
3 HAL_IncTick ();
4 }
Izsek kode 5.1: Implementacija prekinitvene rutine SysTick Handler
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Za tem sledi inicializacija sistemske ure. Sˇtevilni primeri to izvedejo v
locˇeni funkciji SystemClock Config(), saj je koda tako bolj berljiva. Tukaj
izbiramo med razlicˇnimi oscilatorji in dolocˇimo hitrosti sistema, posameznih
vodil, ter perifernih naprav.
Na koncu funkcije main() je neskoncˇna zanka, saj se v svetu vgrajenih
sistemov programi izvajajo neprestano (izsek kode 5.2). Ti deli programa
so standardni in opazimo jih lahko pri vecˇ ali manj vsakem programu, ki
uporablja knjizˇnico HAL.
1 int main(void)
2 {
3 // Inicializacija sistema
4 HAL_Init ();
5 SystemClock_Config ();
6
7 // Neskoncna zanka
8 while (1) {}
9 }
Izsek kode 5.2: Inicializacija sistema in knjizˇnice HAL
5.2 Konfiguracija vhodno-izhodnih prikljucˇkov
Sledi konfiguracija in inicializacija vhodno/izhodnih (V/I) prikljucˇkov. Za
prizˇig LED diode moramo najprej preveriti na kateri V/I prikljucˇek je po-
vezana. Pogledamo lahko kar v programsko kodo kaksˇnega primera za nasˇo
razvojno plosˇcˇo. V dokumentaciji razvojne plosˇcˇe je ta podatek namrecˇ skrit
v elektronskem nacˇrtu (angl. schematics), ki je za zacˇetnika precej tezˇko
berljiv. Del elektronskega nacˇrta, kjer se nahaja LED dioda je prikazan na
sliki 5.1.

22 Jure Vidmar
Pred uporabo katerekoli periferne naprave moramo najprej vkljucˇiti njeno
uro. Za V/I vrata to storimo s klicem makra HAL RCC GPIOx CLK ENABLE(),
kjer “x “ dolocˇa vrata ki jih zˇelimo vkljucˇiti (v nasˇem primeru so to vrata
“I”). Za tem inicializiramo V/I prikljucˇek tako, da s poljubnimi parametri
zapolnimo strukturo GPIO InitTypeDef in jo podamo kot argument v klic
funkcije HAL GPIO Init().
Poleg prikljucˇka, moramo nastaviti tudi nacˇin delovanja (Mode), hitrost
(Speed) in upor (Pull).
1 __HAL_RCC_GPIOI_CLK_ENABLE ();
2
3 GPIO_InitTypeDef gpio_init;
4 gpio_init.Pin = LED_PIN;
5 gpio_init.Mode = GPIO_MODE_OUTPUT_PP;
6 gpio_init.Pull = GPIO_NOPULL;
7 gpio_init.Speed = GPIO_SPEED_FREQ_LOW;
8
9 HAL_GPIO_Init(LED_PORT , &gpio_init);
Izsek kode 5.4: Inicializacija GPIO prikljucˇkov s knjizˇnico HAL
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5.2.1 GPIO Mode
Prikljucˇek zˇelimo uporabljati kot izhod, natancˇneje v nacˇinu “Output Push-
Pull”. Tako lahko z nastavljanjem bitov v registru, napetost na prikljucˇku
vklopimo ali izklopimo. Poleg tega, za V/I prikljucˇke obstaja tudi nacˇin
odprtega ponora (angl. Open drain), nacˇin plavajocˇega vhoda, alternativne
funkcije idr.
Slika 5.2: Prikaz izhoda v ”push-pull”nacˇinu (Vir: [13])
5.2.2 GPIO Speed
Nastavimo lahko razlicˇne hitrosti delovanja V/I prikljucˇkov. Privzeta na-
stavitev je najviˇsja hitrost, kar je v dolocˇenih primerih lahko problematicˇno
zaradi vecˇje porabe energije (npr. pri napravah z baterijskim napajanjem).
V nasˇem primeru (izsek kode 5.4), kjer zˇelimo prikljucˇek vklopiti priblizˇno
vsako sekundo, bo vecˇ kot zadosˇcˇala nizka hitrost GPIO SPEED FREQ LOW.
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5.2.3 GPIO Pull
“Pull-up” in “Pull-down” upore se uporablja za preprecˇitev plavajocˇega sta-
nja V/I prikljucˇkov. Veliko mikrokrmilnikov ima tovrstne upore zˇe vgrajene,
saj je njihova uporaba zelo pogosta. Tako lahko vsakemu V/I prikljucˇku, v
programski kodi dolocˇimo ali naj uporablja katerega od omenjenih uporov ali
ne. V nasˇem primeru V/I prikljucˇek uporabljamo v nacˇinu ”Output Push-
Pull”in zato upora ne potrebujemo. Izberemo mozˇnost GPIO NOPULL.
5.3 Programska zanka
Na koncu programa sledi le sˇe neskoncˇna zanka v kateri vsake pol sekunde
spremenimo vrednost na prikljucˇku LED PIN. To lahko storimo s klicem
funkcij HAL GPIO TogglePin() in HAL Delay() (izsek kode 5.5).
1 while (1)
2 {
3 HAL_GPIO_TogglePin(LED_PORT , LED_PIN);
4 HAL_Delay (500);
5 }
Izsek kode 5.5: Programska zanka, ki vsake pol sekunde vklopi LED diodo
Ob kliku na gumb ”upload”, razvojno okolje poskrbi za vse v povezavi s
prevajanjem ter nalaganjem programa, in LED dioda na razvojni plosˇcˇi zacˇne
utripati.
Pri pisanju in razumevanju tega preprostega programa, si lahko poma-
gamo z dokumentom “UM1905: Description of STM32F7 HAL and Low-
layer drivers”, ki vsebuje dokumentacijo funkcij ter preprosta navodila za
uporabo knjizˇnice HAL [17]. Nahaja se na spletni strani razvojne plosˇcˇe
STM32 F7 discovery, pod zavihkom “Resources”.
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Opazimo lahko, da v svetu vgrajenih sistemov iskanje funkcij in njihove
dokumentacije s spletnim brskalnikom ne obrodi veliko sadov. Veliko knjizˇnic
je namrecˇ dokumentiranih zgolj v tekstovni obliki, v formatu PDF. Le pred-
stavljamo si lahko, koliko dela bi imeli spletni razvijalci, cˇe bi morali za vsako
javascript knjizˇnico najprej prenesti PDF dokument z dokumentacijo.
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Poglavje 6
Krmiljenje zaslona
Uspesˇno smo prizˇgali prvo LED diodo in priˇsel je cˇas za zanimivejˇsi del.
Tokrat bomo “Hello world” izpisali na zaslon.
Slika 6.1: Zaslon na razvojni plosˇcˇi STM32F7 Discovery
Najprej moramo izvedeti, kam in kako je zaslon prikljucˇen. V prirocˇniku
razvojne plosˇcˇe piˇse, da je povezan v “RGB LCD interface of the STM32F746NGH6
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microcontroller” [4]. Ob preletu vseh perifernih naprav nasˇe plosˇcˇe opazimo,
da se za zaslonski vmesnik pogosteje uporablja izraz “LCD-TFT display con-
troller” ali kar ”LTDC”. Kratek opis periferne naprave LTDC najdemo v
dokumentaciji (angl. datasheet) mikrokrmilnika, vendar si s tem pri pro-
gramiranju ne moremo prav veliko pomagati. Za programerje je veliko bolj
uporaben dokument z uradne spletne strani, ki razlozˇi osnovne koncepte in
principe krmiljenja zaslonov in je namenjen izkljucˇno zaslonskemu vmesniku
LTDC!
6.1 Osnovni koncepti grafike
STMicroelectronics ponuja odlicˇen uvod v tematiko v dokumentu “AN4861:
LCD-TFT display controller(LTDC) on STM32 MCUs” [18]. S pomocˇjo
tega dokumenta in nekaj predznanja s predavanj, osvojitev zaslona ni tako
zahtevna, kakor zacˇetki programiranja mikrokrmilnika.
Vgrajene sisteme, ki vsebujejo grafiko nacˇeloma sestavljajo: zaslon, mi-
krokrmilnik, krmilnik zaslona, ter graficˇni pomnilnik (slika 6.2). Za-
slon je sestavljen iz matrike slikovnih elementov (angl. pixel), kjer lahko vsa-
kemu dolocˇimo intenziteto rdecˇe, zelene in modre barve (RGB). Naloga mi-
krokrmilnika v tem kontekstu je preracˇunavanje slike: zdruzˇevanje razlicˇnih
graficˇnih primitivov (ikon, slik, teksta), apliciranje filtrov, ter zapis koncˇnega
rezultata v graficˇni pomnilnik. Graficˇni pomnilnik (angl. framebuffer) shra-
njuje podatke o barvi in intenziteti vsakega slikovnega elementa na zaslonu.
Velikost graficˇnega pomnilnika in format zapisa (angl. pixel format) sta to-
rej odvisna od zaslona. Krmilnik zaslona pa neprestano osvezˇuje zaslon, kar
pomeni, da podatke iz graficˇnega pomnilnika prikazˇe na zaslonu.
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Slika 6.2: Tipicˇna arhitektura graficˇnih aplikacij v vgrajenih sistemih (Vir:
[18])
6.2 LCD zaslon
Obstajajo razlicˇne vrste zaslonov: taki z vgrajenim krmilnikom in graficˇnim
pomnilnikom, ter taki brez vgrajenega graficˇnega pomnilika in brez krmil-
nika. Pricˇakovali bi, da bo ena najpomembnejˇsih komponent razvojne plosˇcˇe
STM32F7 Discovery obsezˇno dokumentirana, a med uradnimi dokumenti ni
mocˇ zaslediti podrobnejˇsega opisa nasˇega zaslona.
To, da gre za TFT-LCD (angl. Thin-film-transistor liquid-crystal display
) zaslon z obcˇutljivostjo na dotik in resolucijo 480 x 272 slikovnih elementov,
je vidno zˇe na embalazˇi razvojne plosˇcˇe STM32F7 Discovery. Na srecˇo se vsi
primeri in podatki v dokumentu “LCD-TFT display controller (LTDC) on
STM32 MCUs” navezujejo prav na nasˇ model. Tako lahko ob nadaljnjem
branju prirocˇnika izlusˇcˇimo sˇe nekaj podatkov. Zaslon ne vsebuje vgrajenega
krmilnika ali graficˇnega pomnilnika, torej mora za ta del poskrbeti
mirkokrmilnik. Zaslon je z mikrokrmilnikom povezan s 24-bitnim RGB vme-
snikom, sˇtirimi sinhronizacijskimi signali in nekaj V/I prikljucˇki (slika 6.3).
30 Jure Vidmar
Slika 6.3: Diagram povezave LCD zaslona z mikrokrmilnikom (Vir: [4])
6.3 Graficˇni pomnilnik
Pred zacˇetkom programiranja, moramo dolocˇiti velikost in lokacijo graficˇnega
pomnilnika. Periferna naprava LTDC podpira razlicˇne formate zapisa slikov-
nih elementov v graficˇnem pomnilniku. Pred osvezˇitvijo zaslona, slikovne
elemente avtomatsko pretvori v 32-bitni format RGB888, ki ustreza zaslonu.
Za zacˇetek pobarvajmo zaslon v rdecˇo barvo. Da ne bi po nepotrebnem
zakomplicirali stvari, sliko zapiˇsemo v formatu RGB888. To pomeni da je
vsak slikovni element (angl. pixel) zapisan s 24-biti, kjer prvih 8 bitov dolocˇa
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intenziteto rdecˇe, drugih 8 intenziteto zelene in preostalih 8 bitov intenziteto
modre barve (slika 6.4).
Slika 6.4: Format zapisa slikovnega elementa RGB888
Resolucija zaslona, torej sˇtevilo vseh slikovnih elementov, je 480 x 272 ( =
130560) slikovnih elementov. Velikost graficˇnega pomnilnika je torej sˇtevilo
slikovnih elementov pomnozˇeno s sˇtevilom bitov na slikovni element (barvna
globina). Za lazˇjo predstavo o velikosti, lahko 24-bitov zapiˇsemo kot 3 bajte
in dobimo skupno velikost pomnilnika: 391680 bajtov ( = 480 * 272 * 3 ) ali
383 KiB ( = 391680 / 1024 ).
Nato moramo dolocˇiti v katerem pomnilniku bomo teh 383 KiB rezer-
virali za graficˇni pomnilnik. V ta namen lahko pogledamo dokumentacijo
mikrokrmilnika in izpiˇsemo vse razpolozˇljive pomnilnike (tabela 6.1).
tip pomnilnika velikost pomnilnika
notranji SRAM 320 KiB
zunanji SDRAM 8 MiB
notranji FLASH 1 MiB
zunanji FLASH 16 MiB
Tabela 6.1: Razpolozˇljivi pomnilniki na razvojni plosˇcˇi STM32F7 Discovery
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Opazimo, da je notranji pomnilnik mikrokrmilnika (SRAM) premajhen
in da je edina opcija pravzaprav zunanji pomnilnik (SDRAM), ki je na mi-
krokrmilnik povezan preko periferne naprave FMC (angl. Flexible Memory
Controller). Cˇip omenjenega pomnilnika je oznacˇen v sliki 6.5. V prirocˇniku
razvojne plosˇcˇe piˇse, da je zunanji pomnilnik sicer 128 Mbitni (16 MiB),
vendar je od tega povezanih/uporabnih le 64 Mbit (8 MiB) [4].
Slika 6.5: Zunanji pomnilnik SDRAM na razvojni plosˇcˇi STM32F7 Discovery.
Cˇip MT48LC4M32B2B5-6A proizvajalca MICRON
6.4 Krmilnik zaslona LTDC
Po tem, ko smo razcˇistili z vprasˇanjem graficˇnega pomnilnika lahko zacˇnemo
programirati. A hitro lahko opazimo, da periferna naprava LTDC omogocˇa
veliko ne-samoumevnih nastavitev pri inicializaciji. Poglejmo sˇe enkrat v
prirocˇnik o krmilniku zaslona LTDC [18].
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Slika 6.7: Notranja shema periferne naprave LTDC (Vir: [18])
LTDC v notranjosti opravlja naslednje korake (slika 6.7):
• zajame 64 bajtov vsake plasti iz graficˇnega pomnilnika (shrani jih v
notranji FIFO pomnilnik)
• pretvori vsak slikovni element v format ARGB8888
• zdruzˇi plasti in ozadje (angl. blending)
• pretvori slikovne elemente v format RGB888
• posˇlje slikovne elemente na izhod
Zaslon je z LTDC krmilnikom povezan z 28 linijami. Poleg 24-linij, ki
prenasˇajo podatke o slikovnem elementu (RGB88) vsebuje tudi 4 kontrolne
signale (slika 6.7). Eno je ura LCD CLK, ki narekuje hitrost prenosa med
zaslonom in mikrokrmilnikom. Signala LCD HSYNC in LCD VSYNC se
uporabljata za sinhronizacijo vrstic in okvirjev. Signal LCD DE pa sluzˇi,
kot indikator o tem ali je LTDC pripravljen za prenos podatkov ali ne.
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LTDC je pravzaprav povezan s tremi razlicˇnimi urami. Ura HCLK dolocˇa
hitrost prejemanja podatkov iz (graficˇnega) pomnilnika v LTDC FIFO. Ura
LCD CLK je odvisna od zaslona in dolocˇa hitrost prenosa podatkov med
LTDC in zaslonom. Za konfiguracijo in povratne informacije periferne na-
prave LTDC pa se uporablja ura PCLK.
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6.5 Nastavljanje ur
Da bi bolje razumeli kako in kje se nastavlja hitrosti omenjenih ur, se je
potrebno ponovno poglobiti v dokumentacijo mikrokrmilnika [19]. V po-
glavju 5 (Hello World) se namrecˇ nismo poglabljali v delovanje funkcije
SystemClock Config(), ki inicializira sistemske ure.
Najvecˇ informacij o urah v STM32 mikrokrmilnikih najdemo v prirocˇniku
“RM0385: STM32F75xxx and STM32F74xxx advanced Arm R© -based 32-bit
MCUs”. V poglavju ”5.3: Clocks” se nahaja diagram vseh ur, ki je na prvi
pogled kar malce strasˇljiv. Pomagamo si lahko z branjem programske kode
in opazujemo vzporednice med diagramom (slika 6.8) in nastavitvami v kodi
(izsek kode 6.1).
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1 static void SystemClock_Config(void)
2 {
3 RCC_OscInitTypeDef oscInit;
4
5 /* PLL Configuration */
6 RCC_PLLInitTypeDef pllInit;
7 pllInit.PLLState = RCC_PLL_ON;
8 pllInit.PLLSource = RCC_PLLSOURCE_HSE;
9 pllInit.PLLM = 25;
10 pllInit.PLLN = 400;
11 pllInit.PLLP = RCC_PLLP_DIV2;
12 pllInit.PLLQ = 8;
13
14 /* Enable HSE oscilator and feed it to PLL */
15 oscInit.OscillatorType = RCC_OSCILLATORTYPE_HSE;
16 oscInit.HSEState = RCC_HSE_ON;
17 oscInit.PLL = pllInit;
18
19 HAL_RCC_OscConfig (& oscInit);
20
21 RCC_ClkInitTypeDef clkInit;
22 clkInit.ClockType = (RCC_CLOCKTYPE_SYSCLK | RCC_CLOCKTYPE_HCLK | ←֓
RCC_CLOCKTYPE_PCLK1 | RCC_CLOCKTYPE_PCLK2);
23 clkInit.SYSCLKSource = RCC_SYSCLKSOURCE_PLLCLK;
24 clkInit.AHBCLKDivider = RCC_SYSCLK_DIV1;
25 clkInit.APB1CLKDivider = RCC_HCLK_DIV4;
26 clkInit.APB2CLKDivider = RCC_HCLK_DIV2;
27
28 HAL_RCC_ClockConfig (&clkInit , FLASH_LATENCY_5);
29 }
Izsek kode 6.1: Funkcija SystemClock Config, ki inicializira ure
mikrokrmilnika
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za sistemsko uro SYSCLK. Razen nekaj izjem, vse ure v mikrokrmilniku
izhajajo iz sistemske ure. Ob zagonu je vir sistemske ure notranji oscilator
mikrokrmilnika HSI (angl. Internal High Speed Oscillator) s frekvenco 16
MHz [19]. V nasˇem primeru nastavimo vir HSE (angl. Hight Speed External
Oscillator) z najviˇsjo frekvenco 25 MHz (vrstica 15 v izseku kode 6.1).
Poleg virov, so z urami povezani tudi delilniki ur (angl. prescaler) in PLL
(angl. Phase Locked Loop). Z delilnikom ure lahko hitrost znizˇamo, PLL pa
je kompleksna naprava, ki hitrost vhodnega vira pomnozˇi in jo tako povecˇa.
Hitrosti posameznih perifernih naprav ne nastavljamo neposredno, temvecˇ
preko sistemskih vodil.
V mikrokrmilniku STM32F746NG6 sta glavni vodili AHB (angl. Advan-
ced High Performance Bus) in APB (angl. Advanced Peripheral Bus) [6].
Prvo povezuje jedrne, cˇasovno kriticˇne dele sistema (procesor, spomin, DMA
ipd.) z najviˇsjo hitrostjo 216 MHz. Drugo vodilo pa povezuje periferne na-
prave, ki niso cˇasovno kriticˇne in dosega bistveno nizˇje hitrosti. Za boljˇso
predstavo si lahko ogledamo diagram sistema v dokumentaciji mikrokrmil-
nika (slika 6.9).
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Sedaj lahko razberemo koliksˇna je hitrost prenosa podatkov iz pomnilnika
v LTDC. Na diagramu periferne naprave LTDC lahko opazimo, da je ura
HCLK dolocˇena s hitrostjo vodila AHB. Ta je odvisna od hitrosti sistemske
ure SYSCLK ki je v nasˇem primeru 200 MHz. Hitrosti ure SYSCLK, vodila
AHB in HCKL so pravzaprav enake, saj delilnika hitrosti AHB prakticˇno ne
uporabljamo. To je razvidno iz 24. vrstice programske kode 6.1. Hitrost ure
HCLK je torej 200 MHz.
6.6 Programiranje zaslona
Programiranje zaslona je z uporabo knjizˇnice BSP cˇisto preprosto. Naj-
prej inicializiramo knjizˇnico HAL (na kateri temeljijo funkcije BSP), nato
pa nastavimo hitrosti ur s klicem funkcije SystemClock Config() opisane v
prejˇsnjem poglavju. S tem imamo pripravljeno okolje za uporabo funkcij
BSP.
6.7 Inicializacija zaslona
Tako, kot vsako periferno napravo moramo tudi krmilnik zaslona LTDC naj-
prej inicializirati. To storimo s klicem funkcije BSP LCD Init(), ki v odzadju
inicializira LTDC s pravilnimi nastavitvami za uporabo z nasˇim zaslonom.
Knjizˇnica BSP namrecˇ vsebuje definicije nasˇega zaslona, ter vnaprej spisane
inicializacijske funkcije HAL.
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1 uint8_t BSP_LCD_Init(void)
2 {
3 /* The RK043FN48H LCD 480 x272 is selected */
4 /* Timing Configuration */
5 hLtdcHandler.Init.HorizontalSync = (RK043FN48H_HSYNC - 1);
6 hLtdcHandler.Init.VerticalSync = (RK043FN48H_VSYNC - 1);
7 hLtdcHandler.Init.AccumulatedHBP = /* ... */;
8 hLtdcHandler.Init.AccumulatedVBP = /* ... */;
9 hLtdcHandler.Init.AccumulatedActiveH = /* ... */;
10 hLtdcHandler.Init.AccumulatedActiveW = (/* ... */);
11 hLtdcHandler.Init.TotalHeigh = (/* ... */);
12 hLtdcHandler.Init.TotalWidth = (/* ... */);
13
14 /* LCD clock configuration */
15 BSP_LCD_ClockConfig (& hLtdcHandler , NULL);
16
17 /* Initialize the LCD pixel width and pixel height */
18 hLtdcHandler.LayerCfg ->ImageWidth = RK043FN48H_WIDTH;
19 hLtdcHandler.LayerCfg ->ImageHeight = RK043FN48H_HEIGHT;
20
21 /* Background value */
22 hLtdcHandler.Init.Backcolor.Blue = 0;
23 hLtdcHandler.Init.Backcolor.Green = 0;
24 hLtdcHandler.Init.Backcolor.Red = 0;
25
26 /* ... */
27
28 HAL_LTDC_Init (& hLtdcHandler);
29
30 /* Assert display enable LCD_DISP pin */
31 HAL_GPIO_WritePin(LCD_DISP_GPIO_PORT , LCD_DISP_PIN , GPIO_PIN_SET);
32
33 /* Assert backlight LCD_BL_CTRL pin */
34 HAL_GPIO_WritePin(LCD_BL_CTRL_GPIO_PORT , LCD_BL_CTRL_PIN , ←֓
GPIO_PIN_SET);
35
36 /* Initialize the SDRAM */
37 BSP_SDRAM_Init ();
38
39 /* Initialize the font */
40 BSP_LCD_SetFont (& LCD_DEFAULT_FONT);
41
42 return LCD_OK;
43 }
Izsek kode 6.2: Programska koda funkcije BSP LCD Init()
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Ob pogledu v delovanje funkcije BSP LCD Init() (izsek kode 6.2) opa-
zimo, da deluje na podoben nacˇin kakor inicializacija V/I prikljucˇka v nasˇem
”Hello world”programu (izsek kode 5.4). Najprej strukturo hLtdcHandler
tipa LTDC HandleTypeDef napolnimo s parametri, kot so sˇirina in viˇsina
zaslona, polariteto signalov ipd. Nato pa jo kot parameter podamo v inicia-
lizacijsko funkcijo HAL LTDC Init().
Poleg inicializacije krmilnika zaslona LTDC, se v funkciji BSP LCD Init()
inicializirajo tudi potrebni V/I prikljucˇki, zunanji pomnilnik in izbrana pi-
sava.
Poleg zaslona moramo poskrbeti sˇe za inicializacijo graficˇnega pomnilnika.
To lahko storimo s funkcijo BSP LayerDefaultInit(), ki zahteva pomnilniˇski
naslov na katerem naj se zacˇne graficˇni pomnilnik. Ker LTDC omogocˇa
dva sloja, moramo poleg naslova graficˇnega pomnilnika dolocˇiti tudi kateri
sloj bo v njem shranjen. V nasˇem primeru uporabljamo samo en sloj, cˇe bi
zˇeleli uporabiti sˇe drugega, bi morali funkcijo BSP LayerDefaultInit() klicati
ponovno, z drugim pomnilniˇskim naslovom in sˇtevliko sloja.
6.8 Uporaba zaslona
Po uspesˇni inicializaciji krmilnika zaslona in graficˇnega pomnilnika je uporaba
precej preprosta. Zaslon lahko pobarvamo s klicem funkcije BSP LCD Clear(),
ki graficˇni pomnilnik zapolni z izbrano barvo. Nato lahko po zaslonu piˇsemo
z uporabo funkcije BSP LCD DisplayStringAt() ali riˇsemo z uporabo mnogih
funkcij, ki so na voljo [17]. Seveda lahko zaslon upravljamo tudi neposredno
s pisanjem po graficˇnem pomnilniku. Vedeti moramo le, da je privzeti for-
mat zapisa slikovnega elementa ARGB8888. To pomeni, da je vsak slikovni
element zapisan s 4 bajti, ki prestavljajo transparentnost, rdecˇo, zeleno in
modro barvo. Programska koda, ki zaslon pobarva z rdecˇo barvo je prikazana
v izseku kode 6.3.
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1 /*
2 helloDisp .c
3 Turn on the display and set the backlight color , using BSP drivers
4 */
5
6 #include "stm32f7xx_hal.h" /* HAL drivers */
7 #include "stm32746g_discovery_lcd.h" /* BSP LCD drivers */
8
9 #define LCD_FRAME_BUFFER 0xC000000
10
11 int main(void)
12 {
13 /* System Initialization */
14 HAL_Init ();
15 SystemClock_Config ();
16
17 /* DISPLAY Initialization */
18 BSP_LCD_Init ();
19 BSP_LCD_LayerDefaultInit (1, LCD_FRAME_BUFFER);
20 BSP_LCD_Clear(LCD_COLOR_RED);
21
22 // Main loop
23 while (1) {
24
25 }
26 }
Izsek kode 6.3: Programska koda, ki zaslon pobarva v rdecˇo barvo
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Slika 6.9: Diagram perifernih naprav in vodil mikrokrmilnika STM32F746NG
(Vir: [6])
Poglavje 7
Kamera
Koncˇno nastopi cˇas, da se posvetimo najpomembnejˇsemu delu nasˇega fotoa-
parata. Prvi korak je precej ocˇiten, saj kamere s plosˇcˇatim FFC kablom (angl.
Flexible Flat Cable) ni mogocˇe vklopiti nikamor drugam, razen v 30-pinski
FPC prikljucˇek (angl. Flat Printed Circuit) na vrhu plosˇcˇe. Pri rokovanju
s prikljucˇkom moramo biti previdni, saj lahko hitro odlomimo zaticˇ, ki drzˇi
kabel na mestu.
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Slika 7.1: Modul kamere STM32F4-DIS-CAM
Da bi preverili ali kamera deluje, lahko nalozˇimo enega izmed sˇtevilnih
demonstracijskih programov s spleta. Cˇe se ob nalozˇitvi programa na zaslonu
prikazˇe slika, kamera deluje.
7.1 Programska koda
Preden se poglobimo v krmiljenje kamere, poglejmo kaksˇna je programska
koda zˇe napisanih primerov. Na prvi pogled sta s kamero povezani samo dve
funkciji: BSP CAMERA Init() in BSP CAMERA ContinuousStart(). Zdi
se precej preprosto, zato lahko poskusimo funkciji vstaviti v nasˇ prejˇsnji
program, ki pobarva zaslon v rdecˇo barvo (izsek kode 7.1).
Diplomska naloga 47
1 int main(void)
2 {
3 /* System Initialization */
4 HAL_Init ();
5 SystemClock_Config ();
6
7 /* DISPLAY Initialization */
8 BSP_LCD_Init ();
9 BSP_LCD_LayerDefaultInit (1, LCD_FRAME_BUFFER);
10 BSP_LCD_Clear(LCD_COLOR_RED);
11
12 /* CAMERA Initialization */
13 BSP_CAMERA_Init(RESOLUTION_R480x272);
14 BSP_CAMERA_ContinuousStart(LCD_FRAME_BUFFER);
15
16 // Main loop
17 while (1) {
18
19 }
20 }
Izsek kode 7.1: Programska koda, ki poleg zaslona inicializira in zazˇene sˇe
kamero
Ob pogledu v delovanje funkcije BSP CAMERA Init() lahko opazimo, da
mikrokrmilnik z vklopom V/I prikljucˇkov priskrbi napajanje kameri, za tem
pa z njo vzpostavi I2C komunikacijo. V inicializacijsko funkcijo podamo
parameter o zˇeljeni resoluciji, kar je znak da kamera lahko zajema razlicˇne
velikosti slik. V knjizˇnici BSP so definirane sˇtiri razlicˇne resolucije, med
katerimi izberemo tako, da jo v izvorni velikosti lahko sˇe prikazˇemo na svojem
zaslonu (QVGA = 320 x 240 px).
Funkciji vstavimo tik pred neskoncˇno zanko, saj mora biti za ogled slike
s kamere zaslon zˇe inicializiran. Ob zagonu programa, se tokrat na zaslonu
ne spremeni cˇisto nicˇ, kar pomeni da zagon kamere vendarle ni tako pre-
prost. Najbolje bo, da pred nadaljevanjem programiranja poiˇscˇemo navodila
za uporabo kamere in njenega krmilnika.
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7.2 Raziskovanje kamere
Vecˇino uporabnih informacij lahko izvemo ob preucˇevanju periferne naprave
DCMI (angl. Digital Camera Interface), ki je v nasˇem mikrokrmilniku na-
menjena krmiljenju kamer. Dokumentacije samega modula namrecˇ uradna
spletna stran ne ponuja.
Z branjem spletnih forumov lahko izvemo, da nasˇa kamera temelji na
CMOS senzorju OV9655 proizvajalca Omnivision [13]. Ta izdeluje tudi mo-
dule, ki so popularni v hobi elektroniki in namenjeni uporabi z Arduinomom
in Raspberry PI racˇunalnikom. Zˇal si s sˇtevilnimi informacijami glede Ar-
duino in RPI modulov ne moremo pomagati, saj ima nasˇ modul drugacˇen
vmesnik od ostalih.
7.3 DCMI vmesnik
Razumevanje delovanja kamere nammocˇno olajˇsa prirocˇnik za uporabo DCMI
vmesnika ”AN5020: Digital camera interface (DCMI) for STM32 MCUs”[20].
Ta vsebuje razlago osnovnih konceptov kamere in vpogled v delovanje peri-
ferne naprave DCMI.
Slika 7.2: Diagram povezav med periferno napravo DCMI in mikrokrmilni-
kom (Vir: [20])
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Kamera je z DCMI vmesnikom povezana z 11 prikljucˇki, poleg tega so
trije prikljucˇki povezani z V/I linijami mikrokrmilnika, ostali prikljucˇki 30-
pinskega FPC prikljucˇka, pa sluzˇijo za napajanje kamere ali pa so nepovezani
(slika 7.2).
Periferno napravo DCMI sestavljajo: sinhronizator, zajemalec podatkov,
FIFO pomnilnik in izhodni register (slika 7.3). Sinhronizator nadzira preje-
manje podatkov s kamere in ob sinhronizacijskih signalih HSYNC in VSYNC
sprozˇi ustrezne prekinitve. Zajemalec podatkov je povezan s podatkovnimi
prikljucˇki kamere (D0 - D7) in skrbi za zajem podatkov v notranji FIFO po-
mnilnik. Ta je namenjen prilagoditvi hitrosti prenosa podatkov, saj kamera
lahko podatke oddaja z drugacˇno hitrostjo kakor jih mikrokrmilnik zapisuje
v spomin. Na vsak impulz ure DCMI PIXCLK, se 8 bitov iz FIFO pomnil-
nika zapiˇse v 32-bitni izhodni register. Tako se vsake 4 urine impulze izhodni
register zapolni in sprozˇi ustrezno prekinitev.
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Slika 7.3: Prikaz delovanja DCMI (Vir: [20])
Iz inicializacijskih funkcij kamere lahko razberemo, da je format zapisa
slike RGB565. Velikost slike smo pa nastavili na 320x240 slikovnih elementov.
S temi podatki lahko izracˇunamo, da se bo za prenos celotne slike, izhodni
register DCMI napolnil 38400 krat ( = 320 * 240 * 16-bit / 32-bit).
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7.4 DCMI prekinitve
Bolj kot sˇtetje posameznih prenosov izhodnega registra, pa je informativno
sˇtetje vrstic in t.i. okvirjev. Video pretok iz kamere je zgolj pretok zaporednih
bitov. Da bi lahko razlocˇili med posameznimi slikami ali okvirji video pretoka,
si pomagamo s sinhronizacijskimi signali HSYNC in VSYNC. Ob prenosu
zadnjega slikovnega elementa v vrstici slike, se sprozˇi signal DCMI HSYNC.
Sinhronizator v tem trenutku sprozˇi prekinitev IT LINE. Ob zakljucˇenem
prenosu zadnje vrstice okvirja, pa se sprozˇi prekinitev IT FRAME. Potek
signalov in prekinitev je prikazan na sliki 7.4.
Slika 7.4: Potek signalov in prekinitev DCMI (Vir: [20])
7.5 DMA - Direct Memory Access
Ena izmed prednosti DCMI vmesnika je ta, da za prenos slike iz kamere v
pomnilnik ne potrebuje procesorja, temvecˇ uporablja DMA (angl. Direct Me-
mory Access). To je periferna naprava, ki lahko podatke avtonomno prenasˇa
med pomnilniki in perifernimi napravami in s tem razbremeni procesor.
Tako kot pri inicializaciji zaslona, moramo tudi pri kameri dolocˇiti video
pomnilnik. Njegova velikost bo odvisna od nastavljene resolucije kamere in
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barvne globine. V nasˇem primeru, bomo torej za graficˇni pomnilnik morali
rezervirati 153600 bajtov ( = 320 * 240 * 2) zunanjega SDRAM-a. Za zacˇetek
smo program napisali tako, da si kamera in zaslon delita isti pomnilnik.
Tako, bo DMA okvir za okvirjem zapisoval na podani naslov, zaslon pa se
bo neodvisno od tega osvezˇeval in prikazoval stanje pomnilnika. To seveda
ni idealna resˇitev, saj osvezˇevanje zaslona ni sinhronizirano z zapisovanjem
okvirjev v video pomnilnik. Zna se zgoditi, da se zaslon osvezˇi medtem ko je
DMA sˇele na polovici zapisovanja okvirja. A kljub nepopolnosti je imamo s
tem delujocˇ prenos slike s kamere.
Ob branju DCMI prirocˇnika naletimo na naslednji stavek: ”The DMA con-
figuration is a crucial step to guarantee the success of the application.”[20].
Namenimo torej nekaj cˇasa v raziskovanje naprave DMA, saj ocˇitno igra
kljucˇno vlogo pri delovanju nasˇe kamere.
Tokrat nam je v pomocˇ dokument: ”AN4031 Using the STM32F2, STM32F4
and STM32F7 Series DMA controller”[21]. DMA lahko prenasˇa podatke iz
periferne naprave v pomnilnik, iz pomnilnika v periferne naprave, ali pa med
dvema pomnilnikoma. V nasˇem mikrokrmilniku sta dve DMA enoti, kjer
vsaka omogocˇa do 8 pretocˇnih kanalov (angl. stream), vsak kanal pa je raz-
deljen sˇe na 8 kanalov (angl. channel) (slika 7.5).
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Slika 7.5: Prikaz DMA pretocˇnih kanalov (Vir: [21])
Pri inicializaciji DMA dolocˇimo, kateri pretocˇni kanal zˇelimo nameniti za
delovanje kamere (DCMI). Poleg tega izberemo ali bodo izvorni in ponorni
naslovi pomnilnika fiksni ali naj narasˇcˇajo. V nasˇem primeru, kjer beremo iz
registra DCMI (fiksen pomnilniˇski naslov) in zapisujemo v video pomnilnik,
zˇelimo, da ponorni naslov narasˇcˇa. V nasprotnem primeru bi ob vsakem
prenosu iz DCMI registra podatke zapisali na zacˇetek video pomnilnika in s
tem povozili podatke o prvih 4 bajtih slike.
Da bi videli kako se DMA nastavi v praksi, lahko pogledamo njeno ini-
cializacijsko kodo, ki se nahaja v funkciji BSP CAMERA MspInit() (izsek
kode 7.2). Opazimo lahko tudi klice funkcij HAL NVIC EnableIRQ(). Ti so
del krmilnika prekinitev NVIC (angl. Nested Vector Interrupt Controller) in
omogocˇijo sprozˇanje podanih prekinitev. Ob vsakem zakljucˇenem prenosu iz
DCMI registra v spomin, se sprozˇi prekinitev DMA2 Stream1 IRQn.
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1 /*** Configure the DMA ***/
2 /* Set the parameters to be configured */
3 hdma_handler.Init.Channel = DMA_CHANNEL_1;
4 hdma_handler.Init.Direction = DMA_PERIPH_TO_MEMORY;
5 hdma_handler.Init.PeriphInc = DMA_PINC_DISABLE;
6 hdma_handler.Init.MemInc = DMA_MINC_ENABLE;
7 hdma_handler.Init.PeriphDataAlignment = DMA_PDATAALIGN_WORD;
8 hdma_handler.Init.MemDataAlignment = DMA_MDATAALIGN_WORD;
9 hdma_handler.Init.Mode = DMA_CIRCULAR;
10 hdma_handler.Init.Priority = DMA_PRIORITY_HIGH;
11 hdma_handler.Init.FIFOMode = DMA_FIFOMODE_DISABLE;
12 hdma_handler.Init.FIFOThreshold = DMA_FIFO_THRESHOLD_FULL;
13 hdma_handler.Init.MemBurst = DMA_MBURST_SINGLE;
14 hdma_handler.Init.PeriphBurst = DMA_PBURST_SINGLE;
15
16 hdma_handler.Instance = DMA2_Stream1;
17
18 /* Associate the initialized DMA handle to the DCMI handle */
19 __HAL_LINKDMA(hdcmi , DMA_Handle , hdma_handler);
20
21 /*** Configure the NVIC for DCMI and DMA ***/
22 /* NVIC configuration for DCMI transfer complete interrupt */
23 HAL_NVIC_SetPriority(DCMI_IRQn , 0x0F , 0);
24 HAL_NVIC_EnableIRQ(DCMI_IRQn);
25
26 /* NVIC configuration for DMA2D transfer complete interrupt */
27 HAL_NVIC_SetPriority(DMA2_Stream1_IRQn , 0x0F , 0);
28 HAL_NVIC_EnableIRQ(DMA2_Stream1_IRQn);
29
30 /* Configure the DMA stream */
31 HAL_DMA_Init(hdcmi ->DMA_Handle);
Izsek kode 7.2: Inicializacija DMA za uporabo z DCMI
7.6 Delujocˇ primer video pretoka
Ob ponovnem pogledu v nasˇo programsko kodo, je jasno zakaj program ni
deloval. Pozabili smo namrecˇ definirati prekinitveni rutini, ki jih potrebujeta
DCMI in DMA. S tem nimamo veliko dela, saj HAL vsebuje funkcije, ki
dejansko implementirajo prekinitveni rutini v ta namen (izsek kode 7.3).
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1 void DMA2_Stream1_IRQHandler(void)
2 {
3 HAL_DMA_IRQHandler(hDcmiHandler.DMA_Handle);
4 }
5
6 void DCMI_IRQHandler(void)
7 {
8 HAL_DCMI_IRQHandler (& hDcmiHandler);
9 }
Izsek kode 7.3: Prekinitvene rutine, ki so potrebne za delovanje DCMI in
DMA
Programu 7.1 dodamo implementaciji prekinitvenih rutin (izsek kode 7.3)
in tako dobimo delujocˇ primer video pretoka na zaslonu.
7.7 Implementacija sprozˇilca
Neskoncˇni video pretok (angl. continuous video stream) iz kamere sedaj
deluje. Pri digitalnih fotoaparatih je to edini nacˇin, da vidimo ’skozi ocˇi
objektiva’ in nam omogocˇa kadriranje. Za razliko od pravih fotoaparatov, pa
nasˇ trenutni program ne zna zaustaviti pretoka slike, da bi fotografijo zajel
in shranil na spominsko kartico.
Da bi razresˇili ta problem, najprej opravimo z detekcijo gumba. To je z
uporabo funkcij BSP cˇisto preprosto in deluje na enak nacˇin kakor iniciali-
zacija LED diode (izsek kode 7.4).
1 BSP_PB_Init(BUTTON_KEY , BUTTON_MODE_GPIO);
Izsek kode 7.4: Inicializacija gumba
Video pomnilnik v katerega se zapisujejo podatki s kamere, se nenehno
prepisuje. V kolikor zˇelimo sliko iz pomnilnika zapisati na spominsko kartico,
moramo pretok podatkov prekiniti v trenutku, ko se v pomnilniku nahaja
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celoten okvir. Cˇe pretok zaustavimo v katerem koli drugem trenutku, bo
slika nepopolna.
To lahko storimo z uporabo funkcije HAL DCMI Stop(). V dokumentaciji
knjizˇnice HAL piˇse, da funkcija video pretoka ne ustavi nemudoma, temvecˇ
sˇele ob zakljucˇku prenosa trenutnega okvirja [17]. To je za nas zelo prirocˇno,
saj lahko video pretok ustavimo v kateremkoli trenutku in vemo, da nas bo
v video pomnilniku pricˇakala celotna slika. Primer implementacije sprozˇilca
je prikazan v izseku kode 7.5.
1 while (1)
2 {
3 if (BSP_PB_GetState(BUTTON_KEY))
4 {
5 HAL_DCMI_Stop (& hDcmiHandler);
6 HAL_Delay (200); // " Simulacija zapisovanja na SD -kartico"
7 HAL_DCMI_Start_DMA (& hDcmiHandler , DCMI_MODE_CONTINUOUS , ←֓
CAM_FRAME_BUFFER , 0x9600);
8 }
9 }
Izsek kode 7.5: Programska koda sprozˇilca fotoaparata
Poglavje 8
Zapis na pomnilniˇsko kartico
Implementirati moramo le sˇe zapisovanje slik na pomnilniˇski medij (angl.
storage media). V digitalnih fotoaparatih se za shranjevanje slik najpogosteje
uporabljajo pomnilniˇske kartice. Nasˇa razvojna plosˇcˇa vsebuje prikljucˇek za
pomnilniˇske kartice tipa microSD, kar lahko uporabimo za potrebe nasˇega
fotoaparata.
Brez kakrsˇnegakoli predznanja lahko v knjizˇnici HAL opazimo funkcije za
inicializacijo in delo s pomnilniˇskimi karticami: HAL SD Init()
HAL SD WriteBlocks(), HAL SD ReadBlocks(). Programiranje krmilnika
pomnilniˇskih kartic je torej precej preprosto, vendar je tak nacˇin zapiso-
vanja slik skrajno neprakticˇen. S pregledovalnikom slik na racˇunalniku take
slike ne bi mogli odpreti, saj ni zapisana v obliki datoteke temvecˇ zgolj kot
niz bajtov. Da bi sliko shranili v datoteko moramo najprej preucˇiti delovanje
pomnilniˇskih kartic in datotecˇnih sistemov (angl. filesystems).
8.1 Pomnilniˇska kartica in datotecˇni sistemi
Delovanje pomnilniˇskih kartic in datotecˇnih sistemov sta obsezˇni podrocˇji, ki
bi zasluzˇili ne le vsaka svojega poglavja, temvecˇ celotno diplomsko delo. Na
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srecˇo nam ni treba preucˇiti vseh podrobnosti, kljub temu da knjizˇnica HAL
ne vsebuje funkcij za upravljanje z datotecˇnimi sistemi. V sklopu knjizˇnic
STM32Cube je namrecˇ prilozˇena tudi popularna knjizˇnica FatFs (angl. FAT
Filesystem) [14]. Ta poskrbi za organizacijo pomnilniˇskega medija in delo
z datotekami, naj bo to spominska kartica, USB kljucˇ, ali na primer dis-
keta. Delovanje knjizˇnice je povsem neodvisno od vrste pomnilniˇskega me-
dija. Implementacija nizkonivojskih funkcij za zapisovanje in branje z medija
je namrecˇ naloga programerja.
Kljub temu, da gre pri spominskih karticah za povsem drugacˇno tehnolo-
gijo od trdih diskov, se s staliˇscˇa operacijskega sistema obravnavajo enako.
Spletna stran knjizˇnice FatFs ponuja veliko gradiva, ki je v pomocˇ pri razu-
mevanju celotne tematike. SD-kartico moramo najprej formatirati, dolocˇiti
particije in ustvariti datotecˇni sistem FAT. Na operacijskem sistemu Ubuntu
lahko napiˇsemo skripto, ki nalogo opravi s pomocˇjo programa ‘parted‘ (izsek
kode 8.1).
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1 #!/bin/bash
2 #
3 # sd_format.sh
4 # Script that formats an SD card , FAT 16
5 #
6
7 # SD card device file
8 device =/dev/mmcblk0
9
10 # Unmount the device
11 sudo umount ${device}p1
12
13
14 # Format card
15 sudo parted $device mklabel msdos
16 if [ $? -ne 0 ]
17 then
18 echo "Can’t format card!"
19 exit 1
20 fi
21
22
23 # Make new partition
24 sudo parted $device mkpart primary fat16 0% 100%
25 if [ $? -ne 0 ]
26 then
27 echo "Can’t make new partition!"
28 exit 1
29 fi
30
31
32 # Make new filesystem
33 sudo mkfs.fat -F 16 ${device}p1
34 if [ $? -ne 0 ]
35 then
36 echo "Can’t make new filesystem!"
37 exit 1
38 fi
Izsek kode 8.1: Skripta za formatiranje pomnilniˇske kartice
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8.2 Knjizˇnica FatFS
Knjizˇnica FatFS je prilozˇena v sklopu knjizˇnic STM32Cube in prilagojena za
uporabo z mikrokrmilniki STM32. Znotraj se nahaja tudi primer programa,
ki na SD-kartico zapsˇe datoteko.
Za uporabo knjizˇnice FatFs, moramo v svoj projekt vkljucˇiti dve datoteki:
ffconf .h in sdio .c [22]:
ffconf.h sluzˇi konfiguraciji in nastavljanju parametrov, kot npr.: sˇtevilo
spominskih medijev (angl. storage media), nacˇin kodiranja znakov (angl.
character encoding), uporaba RTOS-a ipd.
sdio.c pa vsebuje definicije funkcij, ki jih knjizˇnica uporablja za komu-
nikacijo s pomnilniˇskim medijem. V predlogi imamo torej funkcije, kot so
SD Write(), SD Read(), SD ioctl() idr. znotraj katerih se izvajajo HAL
funkcije za delo s SDMMC.
Ko knjizˇnico vkljucˇimo v projekt, je delo z datotekami precej podobno
kakor pri programiranju namiznih programov. Datoteko odpremo ali ustva-
rimo s funkcijo f open(), nato pa podatke iz nje beremo ali zapisujemo s
funkcijama f read () in f write (). Primer zapisovanja na pomnilniˇsko kartico
s knjizˇnico FatFS je prikazan v izseku kode 8.2. Pred tem moramo poleg
inicializacije mikrokrmilnika in knjizˇnice HAL, poskrbeti sˇe za inicializacijo
knjizˇnice FatFs in detekcijo datotecˇnega sistema na spominski kartici.
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1 /* Inicializacija FatFS */
2 FATFS_LinkDriver (&SD_Driver , SDPath);
3 f_mount (&SDFatFs , SDPath , 0);
4
5 /* Ustvarjanje / odpiranje datoteke */
6 f_open (&MyFile , fname , FA_CREATE_ALWAYS | FA_WRITE);
7
8 /* Zapis podatkov iz pomnilnika kamere v datoteko */
9 f_write (&MyFile , CAM_FRAME_BUFFER , 320 * 240 * 2, &byteswritten);
10 f_close (& MyFile);
Izsek kode 8.2: Primer zapisovanja na SD kartico z uporabo knjizˇnice FatFS
8.3 Razhrosˇcˇevanje problemov
Ob uspesˇnem zapisu datoteke na pomnilniˇsko kartico je naslednji korak precej
ocˇiten. Namesto teksta, v datoteko zapiˇsemo vsebino graficˇnega pomnilnika
in fotografija bo shranjena na pomnilniˇski kartici.
V svoj projekt vkljucˇimo datoteki ffconf .h in sd diskio .c, ter njuno vse-
bino kopiramo iz prilozˇenega primera. Ob prvem zagonu programa, se na za-
slonu izpiˇse napis ’Success!’, v naslednjem poskusu pa program obvisi. Ocˇitno
v nasˇem programu nekaj ne deluje popolnoma, saj je v prilozˇenem primeru
bilo zapisovanje na kartico vsakicˇ uspesˇno.
Z izpisovanjem na zaslon lahko preverimo kaknsˇne vrednosti vracˇajo funk-
cije knjizˇnice FatFs. Opazimo, da vcˇasih program zataji pri klicu funkcije
f write (), vcˇasih pa zˇe pri f open(). V obeh primerih vrnjena vrednost
FR DISK ERR nakazuje na problem pri komunikaciji z microSD kartico.
Ob tej prilozˇnosti je cˇas, da namestimo razhrosˇcˇevalnik in se ga naucˇimo
uporabljati.
Namestitev in uporaba mikrokrmilniˇskega razhrosˇcˇevalnika je lahko precej
zapletena, predvsem za zacˇetnike. Povrh vsega lahko v forumih ST Microe-
lectronics preberemo, da je v procesorskih jedrih ARM Cortex-M7 napaka,
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ki onemogocˇa postopno premikanje (angl. single-stepping) skozi programsko
kodo [23]. Razhrosˇcˇevalnik namrecˇ ob vsakem skoku, namesto na naslednjo
vrstico programa, skocˇi v prekinitveno rutino.
1 DRESULT SD_read(BYTE lun , BYTE *buff , DWORD sector , UINT count)
2 {
3 DRESULT res = RES_ERROR;
4
5 if (BSP_SD_ReadBlocks (( uint32_t *)buff , (uint32_t)(sector), count , ←֓
SD_TIMEOUT) == MSD_OK)
6 {
7 /* wait until the read operation is finished */
8 while (BSP_SD_GetCardState () != MSD_OK)
9 {
10 }
11 res = RES_OK;
12 }
13
14 return res;
15 }
16
17
18 DRESULT SD_write(BYTE lun , const BYTE *buff , DWORD sector , UINT count)
19 {
20 DRESULT res = RES_ERROR;
21
22 if (BSP_SD_WriteBlocks (( uint32_t *)buff , (uint32_t)(sector), count , ←֓
SD_TIMEOUT) == MSD_OK)
23 {
24 /* wait until the Write operation is finished */
25 while (BSP_SD_GetCardState () != MSD_OK)
26 {
27 }
28 res = RES_OK;
29 }
30
31 return res;
32 }
Izsek kode 8.3: Izsek programske kode iz datoteke diskio.c. Razhrosˇcˇevanje
funkcij za zapisovanje in branje s pomnilniˇske kartice
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Kljub temu se lahko razhrosˇcˇevanja lotimo z uporabo prekinitvenih tocˇk
(angl. breakpoints). Prekinitveni tocˇki nastavimo na funkcijo
BSP SD WriteBlocks() v datoteki sd diskio .c (izsek kode 8.3). Tako lahko
za vsak zapis podatkov na microSD kartico, preverimo ali je bila operacija
uspesˇna. Presenetljivo, je z uporabo razhrosˇcˇevalnika zapisovanje na po-
mnilniˇsko kartico uspesˇno. Obcˇutek ob uspesˇnem zapisu slike na spominsko
kartico je nedvomno dober, vendar izdelek, ki brez razhrosˇcˇevalnika ne deluje,
zagotovo sˇe ni dokoncˇan. Tudi v tej situaciji se lahko obrnemo na spletne
forume, kjer opazimo da ima veliko ljudi tezˇave z zapisom na spominsko
kartico in da problem ticˇi v implementaciji dolocˇenih funkcij HAL knjizˇnice.
Ena izmed mozˇnih resˇitev je ta, da za zapisovanje podatkov na spominsko
kartico uporabimo periferno napravo DMA. Trenutno je nasˇ vmesnik deloval
brez uporabe DMA ali prekinitev.
To se izkazˇe za precej preprosto nalogo, saj moramo funkcije za zapiso-
vanje in branje s kartice le zamenjati z njihovimi DMA razlicˇicami (izsek
kode 8.4). Prav tako ne smemo spregledati, da se inicializacija parametrov
DMA za uporabo s krmilnikom spominske kartice izvede zˇe ob klicu funkcije
BSP SD Init().
1 uint8_t BSP_SD_ReadBlocks(uint32_t *pData , uint32_t ReadAddr , uint32_t ←֓
NumOfBlocks , uint32_t Timeout);
2 uint8_t BSP_SD_WriteBlocks(uint32_t *pData , uint32_t WriteAddr , uint32_t ←֓
NumOfBlocks , uint32_t Timeout);
3 uint8_t BSP_SD_ReadBlocks_DMA(uint32_t *pData , uint32_t ReadAddr , ←֓
uint32_t NumOfBlocks);
4 uint8_t BSP_SD_WriteBlocks_DMA(uint32_t *pData , uint32_t WriteAddr , ←֓
uint32_t NumOfBlocks);
Izsek kode 8.4: Primer funkcij za zapisovanje na pomnilniˇsko kartico
Tezˇav sˇe ni konec, saj je nasˇ nov program z uporabo DMA funkcij ve-
dno neuspesˇen. To je dober znak, saj je napaka tokrat predvidljiva in vedno
ponovljiva. Po poglobljeni preucˇitvi izvajanja programa lahko ugotovimo,
da problem ticˇi v prekinitvah, ki jih za delovanje uporablja krmilnik po-
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mnilniˇskih kartic. V datoteki z definicijami prekinitvenih rutin smo namrecˇ
uporabili funkcije BSP, pozabili pa prilozˇiti datoteko, ki povezuje prekinitve-
nih vektorjev z BSP razlicˇicami prekinitvenih rutin. Ob odpravi te napake,
je program pri zapisovanju slike na spominsko kartico vsakicˇ uspesˇen.
Poglavje 9
Implementacija algoritma za
rezanje sˇivov
Prebili smo se skozi vecˇji del razvoja nasˇega fotoaparata. Programe znamo
nalagati na mikrokrmilnik, krmiliti znamo zaslon, prikazovanje slike s ka-
mere in shranjevanje na spominsko kartico tudi nista vecˇ problem. Preden
zdruzˇimo posamezne komponente v koncˇni izdelek, pa si oglejmo sˇe imple-
mentacijo algoritma za rezanje sˇivov.
9.1 Rezanje sˇivov
Rezanje sˇivov (angl. Seam Carving) je tehnika za pomanjˇsanje slike z ozirom
na njeno vsebino [24]. Pri klasicˇnih metodah obrezovanja in pomanjˇsevanja
namrecˇ lahko izgubimo pomembne dele slike, saj slikovne elemente odstra-
njujemo ne glede na njeno vsebino. Algoritem deluje na tak nacˇin, da ugotovi
kateri deli slike so najpomembnejˇsi in odstrani le najmanj pomembne. Re-
zultat obdelave slike z rezanjem sˇivov je prikazan na sliki 9.1.
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(a) Originalna slika (b) Odstranjeni sˇivi (50x)
Slika 9.1: Prikaz delovanja algoritma za rezanje sˇivov
Najprej izracˇunamo energijo vsakega slikovnega elementa. To lahko dosezˇemo
na vecˇ nacˇinov, a najpreprostejˇsa je metoda izracˇuna gradienta. Nato poiˇscˇemo
pot povezanih slikovnih elementov z najmanjˇso mozˇno energijo. Oznacˇeno
pot imenujemo sˇiv (angl. seam). Ta mora potekati od zgornjega do spo-
dnjega roba slike in v vsaki vrstici vsebovati najvecˇ en slikovni element, ki
se vsaj z enim ogliˇscˇem dotika slikovnih elementov v sosednjih vrsticah. V
zadnjem koraku odstranimo slikovne elemente dolocˇene s sˇivom in preostali
del vsake vrstice zamaknemo za en slikovni element v levo. Tako dobimo
za en slikovni element ozˇjo sliko. Postopek lahko ponovimo vecˇkrat in sliko
zozˇamo za poljubno sˇtevilo slikovnih elementov.
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9.2 Pretvorba v sivinsko sliko
Za dolocˇitev sˇivov ne potrebujemo informacije o barvi, zato si lahko racˇunanje
olajˇsamo tako, da barvno sliko najprej pretvorimo v sivinsko. Nacˇinov za
pretvorbo je vecˇ, najpreprostejˇsi pa je izracˇun povprecˇja barv (9.1).
AV G =
R×G× B
3
(9.1)
V nasˇem primeru imamo slikovne elemente zapisane v formatu RGB565.
Zelena ima zaradi dodatnega bita drugacˇno zalogo vrednosti od ostalih barv,
vendar je princip delovanja algoritma enak. Gre zgolj za izracˇun povprecˇja
barv.
9.3 Izracˇun energije slike
Energijo slike lahko izracˇunamo z metodo gradienta (algoritem 1) [24]. Zacˇnemo
pri prvem slikovnem elementu slike in izracˇunamo razlike med njegovo ener-
gijo in energijami sosednjih elementov. Postopek ponovimo za vsak naslednji
slikovni element in tako dobimo sliko, kjer so najbolj spreminjajocˇi deli slike
(najbolj pomembni) oznacˇeni s svetlejˇso barvo (slika 9.2).
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Algoritem 1 Rezanje sˇivov: izracˇun energije (Vir: [24])
Vhod: I - RxC slika
1: for i = 1 . . . R do
2: for j = 1 . . . C do
3: E(i, j) = |I(i, j)− I(i, j + 1)|+ |I(i, j)− I(i+ 1, j)|+ |I(i, j)− I(i+ 1, j + 1)|
4: end for
5: end for
Izhod: E - RxC energijska slika
Slika 9.2: Izracˇun energije slike po metodi gradienta
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9.4 Iskanje poti z najmanjˇso energijo
Naslednji korak je dolocˇitev sˇivov, torej povezane poti slikovnih elementov z
najmanjˇso energijo. V ta namen implementiramo algoritem, ki je opisan v
knjigi ”Introducion to Parallel Computing”(algoritem 3) [24]. Ta za svoje
delovanje najprej izracˇuna kumulativno energijo vsakega slikovnega elementa
(2) in tako dolocˇi pot z najmanjˇso energijo.
Za tem lahko slikovne elemente, ki tvorijo sˇiv oznacˇimo ali kar odstranimo
(slika 9.3).
Slika 9.3: Oznacˇevanje sˇivov
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Algoritem 2 Rezanje sˇivov: izracˇun kumulativne energije (Vir:
[24])
Vhod: E - RxC energijska slika
1: for j = 1 . . . C do
2: M(R, j) = E(R, j)
3: end for
4: for i = R− 1 . . . 1 do
5: for j = 1 . . . C do
6: M(i, j) = E(i, j) +min(M(i+ 1, j − 1),M(i+ 1, j),M(i+ 1, j + 1))
7: end for
8: end for
Izhod: M - RxC slika kumulativne energije
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Algoritem 3 Rezanje sˇivov: odstranitev sˇiva (Vir: [24])
Vhod: M - RxC slika kumulativne energije
Vhod: I - RxC originalna slika
1: min = M(1, 1)
2: col = 1
3: for j = 2 . . . C do
4: if M(1, j) < min then
5: min = M(1, j)
6: col = j
7: end if
8: end for
9: for i = 1 . . . R do
10: for j = col . . . C do
11: I(i, j) = I(i, j + 1)
12: end for
13: if M(i+ 1, col − 1) < M(i+ 1, col) then
14: col = col − 1
15: end if
16: if M(i+ 1, col + 1) < M(i+ 1, col − 1) then
17: col = col + 1
18: end if
19: end for
Izhod: I - RxC pomanjˇsana slika
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9.5 Implementacija na mikrokrmilniku
Pri implementaciji algoritma na mikrokrmilniku se pojavijo dolocˇeni pro-
blemi. Prvi je ta, da v nasˇem primeru hranimo graficˇni pomnilnik na zuna-
njem pomnilniku. Ta je povezan z mikrokrmilnikom preko periferne naprave
FMC (angl. Flexible Memory Controller), kar pomeni da moramo za branje
in zapisovanje v pomnilnik uporabljati namenske HAL funkcije (izsek kode
9.1).
1 for (uint32_t i = 0; i < n_pixels; i++)
2 {
3 // Get the pixel value from camera framebuffer
4 HAL_SDRAM_Read_16b (& sdramHandle , CAM_FRAME_BUFFER + i * 2, &px , 1);
5
6 // Calculate grayscale value
7 uint16_t temp_px = rgb565_to_gray565(px);
8
9 // Write new pixel value to seam carving framebuffer
10 HAL_SDRAM_Write_16b (& sdramHandle , SC_FRAME_BUFFER + i * 2, &temp_px , ←֓
1);
11 }
Izsek kode 9.1: Primer uporabe funkcij za branje in zapisovanje na zunanji
pomnilnik
Poleg tega moramo sˇive racˇunati na sivinski sliki, oznacˇimo ali odstranimo
jih pa na originalni sliki. Ta problem resˇimo z uporabo dodatnega graficˇnega
pomnilnika, kamor kopiramo originalno sliko. To nato pretvorimo v sivinsko
sliko, ter izracˇunamo njeno energijo in sˇive, ki jih pa oznacˇimo na originalni
sliki.
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Vmesne korake algoritma zˇelimo prikazati na zaslonu, zato lahko v ta na-
men uporabimo periferno napravo DMA2D [18] (izsek kode 9.2). Ta opravlja
podobno nalogo kakor DMA, s tem da je prilagojena za delo s slikami. Tako
lahko rezultat nasˇe obdelave, ki je zapisan v pomnilniku s formatom RGB565
s klicem funkcije kopiramo v graficˇni pomnilnik zaslona. DMA2D omogcˇa
avtomatsko pretvorbo formata slikovnega elementa, kar je prirocˇno saj zaslon
uporabljamo s formatom ARGB8888.
1 /* Start DMA2D transfer */
2 HAL_DMA2D_Start (& hDma2dHandle , (( uint32_t)pSrc), (( uint32_t)pDst), 320, ←֓
240);
3
4 /* Wait until the transfer is finished */
5 HAL_DMA2D_PollForTransfer (& hDma2dHandle , 10);
Izsek kode 9.2: Primer uporabe periferne naprave DMA2D
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Poglavje 10
Zdruzˇitev posameznih
komponent v celoto
Ob koncu moramo le sˇe zdruzˇiti posamezne dele programov v celoto. Zacˇnemo
torej z inicializacijo knjizˇnice HAL in sistemskih ur, ter vseh uporabljenih pe-
rifernih naprav. Programsko zanko implementiramo na tak nacˇin, da ob pri-
tisku na sprozˇilec zajame sliko in jo prikazˇe na zaslonu. Nato sliko pozˇenemo
skozi algoritem rezanja sˇivov in vmesne korake prikazˇemo na zaslonu. Za
tem sliko iz pomnilnika kamere shranimo na spominsko kartico in ponovno
zazˇenemo pretok slike v zˇivo. Programska zanka koncˇnega programa je pri-
kazana v izseku kode 10.1.
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1 /* MAIN LOOP */
2 while (1)
3 {
4 if (BSP_PB_GetState(BUTTON_KEY))
5 {
6 // Capture image
7 DCMI_snapshot ();
8 HAL_Delay (200); /* Wait to receive full frame */
9
10 // Display grayscale
11 calc_grayscale ();
12
13 // Display energy
14 calc_energy ();
15
16 // Display cumulative
17 calc_cumulative ();
18
19 // Display seams
20 draw_seam ();
21
22 // Save image to SD card
23 SD_saveImage ();
24
25 // Re -start continuous camera stream
26 HAL_DCMI_Start_DMA (& hDcmiHandler , DCMI_MODE_CONTINUOUS , ←֓
CAM_FRAME_BUFFER , 0x9600);
27 }
28 }
Izsek kode 10.1: Programska zanka koncˇnega programa za zajem slike in
obdelavo z algoritmom rezanja sˇivov
Vecˇji programski izzivi ali problemi se pri tem ne bi smeli pojavljati.
Najvecˇ dela imamo z urejanjem programske kode med razlicˇnimi datote-
kami, ter zdruzˇevanjem izvorne kode (angl. source code) z definicijami (angl.
header file).
Za lazˇje rokovanje z napravo, lahko razvojno plosˇcˇo in kamero spravimo v
ohiˇsje in tako zakljucˇimo izdelavo nasˇega digitalnega fotoaparata (slika 10.1).
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Slika 10.1: Koncˇni izdelek z ohiˇsjem
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Poglavje 11
Zakljucˇek
V diplomskem delu smo raziskali proces izdelave preprostega fotoaparata z
mikrokrmilnikom. Zacˇeli smo pri osnovah in spoznali, da se programira-
nje vgrajenih sistemov v dolocˇenih delih precej razlikuje od klasicˇnega pro-
gramiranja. Poglobili smo se v strojno opremo in spoznali razvojno plosˇcˇo
STM32F7 Discovery, ter jo povezali z razsˇiritvenim modulom STM32F4-DIS-
CAM. S preucˇevanjem posameznih delov mikrokrmilnika smo ugotovili, da
je precejˇsen del razvoja potrebno nameniti branju in iskanju dokumenta-
cije. Razumevanje strojne opreme je namrecˇ kljucˇnega pomena za pisanje
ucˇinkovitih programov. Na koncu smo prikazali sˇe primer obdelave slike s
filtrom, kar diplomskemu delu doda multimedijski privdih.
Celoten proces je razkril tehnologije, ki se uporabljajo v digitalnih fotoapa-
ratih. Ob pogledu na zavrzˇen fotoaparat ali pametni telefon sedaj razumemo,
da se v notranjosti nahajajo kljucˇne komponente kot so mikrokrmilnik, sli-
kovni senzor, pomnilnik, razni prikljucˇki ipd. Predstavljamo si lahko tudi,
kako tezˇko bi bilo tak fotoaparat narediti brez kakrsˇnekoli dokumentacije ali
knjizˇnic. S tem smo si odgovorili na vprasˇanje zakaj vzvratno inzˇenirstvo
komponent z naprav ni tako preprosto ali sploh izvedljivo. Z osvojenim
znanjem se lahko v prihodnje lotimo kaksˇnega odrabljenega telefona in ga
razstavimo. Svoje inzˇenirsko znanje lahko s tem le sˇe poglobimo, mogocˇe pa
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celo vdihnemo novo zˇivljenje v elektronski odpadek in s tem poskrbimo za
malenkost cˇistejˇse okolje.
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