Adaptation to changing requirements is one of the predominant challenges in distributed development. Software projects exceeding certain scales cannot be addressed by small-sized companies because of the incapability of meeting the financial guarantees and also because of staffing problems. In spite of their advantage of being more flexible, small companies when teaming up are usually overextended due to the overhead of communication and synchronization costs. A need emerges here for an infrastructure endorsing decomposability of software specifications and semi-automatic re-composition of the implemented components to satisfy the original requirements. This infrastructure facilitates a more efficient risk management due to the more finely grained specification. Such an infrastructure is presented here as a result of an ongoing research and implementation activity including real-world testing spanning several European countries and regions.
Introduction
Profound requirements engineering and continuous requirements management are key-prerequisites for success of software and systems engineering endeavors. In the related processes, not merely technical facts but also personal and cultural facets have high impact on general feasibility and quality of envisaged results. Tools supporting these activities are widely available but interchange of specifications is still challenging, even within a single application domain and is very work-intensive when multi-domain cooperation is required, e.g. in telemedicine applications.
Recently some communities commenced the development of application-domain specific exchange standards for requirements specifications but currently there is neither a global standard nor a common methodology in requirements specification exchange what usually hinders the huge work force in SMEs to jointly contribute to large-scale projects [12] .
When breaking down a complex software specification into parts, a finely grained specification has the advantage that parts can be easily handled also by small companies, many of which have highly motivated and skilled personal and can produce very high quality software. However, the step that goes from the overall software specification to the break-down in systems, sub-systems and components is still complicated and time consuming; in addition the correctness and functionality of the whole system remains at stake for the lack of tools that verify that the composition and interaction of the parts satisfy the original requirements.
An infrastructure for automatically decomposing the specification is then highly desirable: this should also take care of finding already available components, automatically defining flows and orchestration of the components and offering communication, testing and contracting capabilities between different teams or partners involved in the implementation. Then the exchange of the developed services over the network infrastructure and the utilization of these services will evolve further the related requirements specification and thus the services themselves. We call a system like this a Digital Ecosystem.
In this paper an open infrastructure is presented that is capable of supporting spontaneous evolution, composition, and adaptation of software components and services for the achievement of best-of solutions in distributed development. Following a discussion of operational needs for collaborative networks, a model of an evolution-based infrastructure is given being the basis of a Digital Ecosystem. This model relies on generic service descriptions that are based on natural language systems to allow seamless global cooperation. Finally, the implementation of such an infrastructure and the very promising initial feedback from realworld users is covered.
Model for Networked Infrastructure
Based on the necessity for finding, orchestrating and processing services according to requests in a distributed environment, the service oriented model of a Digital Ecosystem is presented here. In the following we sketch a model for a networked infrastructure which is currently under development. The model covers both, already implemented work as well as issues for further investigation and research. Due to the rather vision-oriented character of this work, it is not always possible to clearly separate the different concepts addressed; thus, state-of-the-art techniques and methodologies are additionally associated with the new approach when appropriate.
Service Orientation
In spite of being used in a wide contextual variety, the term "service-orientation" means that logic required to solve a large problem can be better processed if it is decomposed into a collection of smaller related pieces, called services [3] .
In SOA usually the services are composed manually. By adding semantic service descriptions, the user is able to formulate requests or even specifications in a way that (i) a complex request for a service can be divided automatically into single service specifications, (ii) these services can be searched in a local or distributed service pool, (iii) the best available service-combination can be assembled, and (iv) the service requests or specifications which are not available yet can be published for future implementation by other enterprises in the network (see Fig. 1 ; the question marks in the figure denote the status "open" for software or service requests). One approach and a first implementation for this querying, composition and distributed search is sketched in section 3 of this position paper.
Not only the issues of construction, processing and management of larger software projects led to the decomposition of products into smaller pieces. The complexity and multidisciplinarity of big projects nowadays result in a large effort in risk management and communication between the disciplines to deal with rising intricacy. Even if Small and Medium Enterprises (SMEs) could increase their manpower to the necessary number they are often unable to deal with the new challenges of larger projects and get stuck in communication and quality assurance issues [5] . As bigger companies have reflected on how to overcome for example the combination of software and hardware in embedded systems or the increasing complexity in the automotive industry [11] , also SMEs need to distribute the share of risk when collaborating in larger projects.
The automotive industry is a well-suited example when considering the complexity of current systems. Concerning risk management, the Failure Mode and Effects Analysis is one of the state-of-the-art and most extensively used methodologies in manufacturing and especially in the automotive sector [2] . The rising importance of software in the automotive sector also resulted in initiatives to adopt methods for the new needs of such interdisciplinary projects [7] . The first and constitutive step in complex projects like car production is a decomposition of the complex product in system elements and a deep knowledge about the processes involved. As bigger companies decompose their products for evaluating and distributing the share of risk, the cooperation of fine-grained services provided by SMEs are in the best place to do that risk segmentation automatically.
Besides this example from the automotive industry, the problem of processes interaction and services composition extends to all service oriented architectures, where several strategies have been defined to overcome these issues [3] . Risk management activities as well as testing can be done for each single component or service. Nevertheless, most of the integration work is done still manually. The next logical step would be the automatic composition of services to larger components even though a deep insight in the functionality and specification of the single services is needed. The following sections give a first idea of how that could be achieved.
Generic Service Description
In order to manually or automatically compose services, in-depth knowledge of the functionality of the single components as well as their interaction behavior is necessary. Currently the composition of web-services is done man- ually by knowing and adapting the interfaces and putting single services, sometimes by adding some "glue code", together in a work flow. If we think about an automatic composition where possibly different producers might be involved, the knowledge of the technical interfaces is not sufficient anymore.
In fact, the mere description of the interfaces does not provide a fully extensional description of a service. Semantic annotation is still not enough because it does not describe all interaction patterns of the component, although it helps in correctly creating the gluing skeleton and stubs. Current modeling languages like UML do not provide enough modeling capabilities to extensionally describe a service; on the contrary, languages like Executable UML go too much into the details of describing a service (it is actually an intensional specification) that loses the level of abstraction needed for the automatic composition [9] .
Besides the limitations of current modeling languages, they also have the drawback of being difficult to understand for non-technical users. On the other side, non-formal languages are ambiguous and subject to different interpretation also depending on the culture. A recent effort of OMG is defining a Computational Independent Modeling language for the Model Driven Architecture based on natural language [10] . This language, called Semantics of Business Vocabulary and Business Rules (SBVR), gives the possibility to describe software in a formal way through natural language; at the moment the only formalized natural language is a structured version of English but formalizations of other languages are expected soon and the specification is flexible enough to allow for automatic translation of software specifications. SBVR is divided into two main parts: one defining the vocabulary to unambiguously define the terms of discourse and the other defining the business rules ( Fig.  2 shows a screenshot of a prototype SBVR editor 1 ). As the description of rules is very rich and matches closely the 1 Available from http://sbeaver.sf.net/ actual business activities of the customer, the possibility to automatically create code implementing the rules is envisioned.
Two great advantages of SBVR in the context of global software development are: (i) the formality and easy accessibility of the statements, that make the team work with a common understanding of the software being developed and (ii) the multi-language capabilities that give the possibility to have localized versions of the model that are semantically equivalent.
The approach being pushed by OMG through MDA is a very promising starting point for solving the issues of automatic requirements decomposition and semi-automatic service composition that also takes into account problems arising from distributed development. The key feature provided by SBVR is its foundation on logic: each SBVR model has a corresponding set of higher-order logic formulas on which automated reasoning can be used. This allows to perform matching (theorem proving), decomposition (strongly connected components of formulas) and to create compositions (by unification of formulas and matching). Nevertheless, many issues are still left open and technologies are not sufficiently mature for being fully deployed in real-world large-scale projects (theorem proving on the SBVR logic is recursively enumerable, thus there is need for good heuristics).
Whether the solution is composed of several "atomic" services or of a single previously composed solution, requirements have to be formulated for the specification of the software product. In the case of SBVR, a request is formulated in a structured natural language. For being able to compare the service functionality with the request, both the request and the service specification have to be formulated in the same language. We want to use the set of rules and facts defined by the request to feed an optimization algorithm that finds the best-suited atomic services for composing them. Assuming that there is a large pool of atomic services with certain functionalities, the services then should be combined in order to satisfy the request formulated previously in SBVR. The optimization technique of choice for the prototype for automatic service composition (to be described later in this text) is a Genetic Algorithm (GA). Conceptually also other algorithms can be used to find the optimal service combinations, depending for example on the size of the search space.
The capabilities of MDA and especially SBVR in adding semantics to the currently technical oriented service descriptions can possibly end in a rich tool-set that allows the automatic creation of services as well as the combination of existing services. Especially SMEs can utilize these rising technologies to work together and compete in the market with larger companies by a joint effort. 
Interdisciplinary Networks of SMEs
One prerequisite of service composition in an interdisciplinary network of SMEs is a collaborative strategy and an existing network which facilitates the joint effort. SMEs interconnect through a peer-to-peer (P2P) network (see Fig.  3 ). Each of the peers represents one SME in the network and has to define the respective profile in terms of which business is run, which services are offered, and which kinds of services are of potential interest.
The edges between the single peers in Fig.3 represent the degree of information exchange. This information consist basically of service descriptions. As soon as an SME offers a new service, this service is promoted over the network depending on the network structure. An assessment of the service information depending on the previously defined profile of the SME ends up with a local service pool of potentially useful services. In order to compare the usefulness of services, the SME profile as well as the service descriptions should be formulated in the same language.
As shown in Fig. 3 when a service is requested by an user/SME by stating an SBVR request, the Genetic Algorithm is searching the local service pool as well as the network for the service combination that best satisfies the request. After coming up with a set of service combinations, the user/SME can decide which service he/she wants to compose and use. Ideally the combination is very close to the requested set of features. If there are some parts missing, these can for example be published within the network itself and create new options for implementers to realize a business need in the network.
As it can be seen here, the usage of the network is twofold: firstly, SMEs can express their needs and services are supplied by semi-automatic composition of services; secondly, software implementers recognize additional requests for changes or needs directly through the evaluation of requests in the network.
The usage of natural language and the new distributed and collaborative approach used here has also a number of issues and drawbacks that have to be considered in its research and implementation:
• The comparison of SBVR models is not straight forward and needs additional investigation.
• Collaborative networks of SMEs are strongly dependent on trust and preexisting relationships. The expansion of these networks is almost unpredictable.
• Information exchange and detailed specification of services needed for a semi-automated composition implies an additional effort in describing the business processes.
The advantages of using natural language for service specifications as well as a distributed service approach are of course not limited to SME networks. In fact some of the drawbacks can be overcome easily by utilizing the ideas presented here in one single company environment. For example, standardization and the implementation of guidelines is easier within one company.
Implementation and Feedback
The current implementation of the networked infrastructure focuses on service deployment and the publishing of the semantic description to ease service discovery and usage.
Service providers and service consumers are connected to a P2P network via a software component that acts as both a server (for providing services) and a client (for service discovery and usage). This component is called a servent. Publishing a service in this network means (i) deploying the service so that it is reachable via a common used protocol, e.g. WSDL and SOAP, and (ii) publishing the semantic description (SBVR) of this service present in the local P2P node, coupled with an identifier for the service. This service identifier is used to find and identify a service endpoint in the P2P network. It allows also to deploy the same service on various nodes, to enable for example higher availability.
The semantic description of the services (SBVR) is replicated to connected P2P nodes and stored in their local service description pools. These service pools then act as the search space for the Genetic Algorithm (GA). If the local service pool is not sufficient we can think of an search mechanism also for a search over the network as shown in Fig. 3 .
Another trigger for service replication is the service usage and usefulness of a service for a given consumer. Whenever a solution has been created as a reply to a request, this solution is also replicated to connected nodes and therefore published within the network. In order not to flood the system with service descriptions, each solution and service description has as limited life-span. If a service has not been useful for a consumer, its description might be deleted from the local service pool after a while, or may not be replicated more than a limited number of times without being used. This replication, combination and death creates a permanent update and change of available services and solutions. As we already mentioned, this ever-changing environment of services is what we define Digital Ecosystem.
At the time of writing, a proof-of-concept implementation is in the evaluation phase to test responsiveness of companies. This enables to verify the validity of the main concepts, technologies and related tools. Feedback from early adopters 23 on the use of the infrastructure is evaluated and considered for improvement. Additionally, network of relationships established between companies are studied for studying them in a socio-economic context so that the overall system can scale easily.
Critical features, before being deployed, are tested in a simulator reflecting the real-world conditions of several European regions, obtained from collecting data and having it analyzed by researchers from social sciences to derive operational starting conditions for the simulation of mostrealistic network behavior. The simulator has a modular structure so that it enables emulation of interaction patterns, internal behavior of single peers, and related changes in network structure. This allows to obtain crucial information about (i) the estimate of critical mass of services for selfsustainability (ii) the estimate of critical number of SMEs for self-sustainability (iii) the service exchange rates for optimum results (iv) the most influential parameters governing the system. An early implementation of the distributed infrastructure is already available to the public and is being used to collect data that is then fed into the simulator.
This early implementation has the following features: (i) semantic service description through a UML-based business modeling language, (ii) distributed search capabilities and (iii) assisted manual service composition. These features will evolve into (i) SBVR based business modeling (ii) distributed optimization (iii) automatic service composition.
