Abstract. Formal methods are considered to be highly expensive. Therefore, they are currently applied almost only in high risk software development. In this paper, we show that formal techniques can be also efficiently used in standard large-scale applications. We focus on the generation of specifications which state the termination condition of for loops in Java code (expressed as so called Java Modeling Language decreases clauses). We demonstrate that with help of relatively simple techniques it is possible to successfully generate the clauses for almost 80% of the loops in a number of widely deployed applications. Moreover, it turns out that the remaining 20% cases contain loops which should be carefully reviewed by software quality assurance personnel. The results show that our technique might be helpful in spreading the usage of formal methods onto typical business software.
Introduction
Commercial applications often do not make use of specification and verification techniques, because people believe that such theoretical solutions are not applicable to software created for the real market. Business managers know that employing formal methods would increase quality of produced software, but these methods are considered to be very expensive and impractical. Therefore program specification and verification methods are used only in critical components or high risk software, e.g. avionics [10] or in nuclear power plants control software [23] , places where correctness and reliability is crucial. It is considered to be not profitable to apply these techniques to standard code.
In standard program production unit tests [4] are used to assure clients that created code meets their requirements and to assure code producers that the code is faultless. The structure of the majority of specifications languages, such as JML [19] for Java or Microsoft Code Contracts for . NET platform [3] follows the structure of programming languages, so it seems that specifications should be written by the same team that has developed the code. Since the most expensive resource in the code production is programmers' time, letting them write annotations along with the code would increase overall costs, making company not competitive on the market. To reduce costs of verification techniques, one can generate annotations automatically. They can be used later by static analysis tools (e.g. ESC/Java2 [9]). Automatic generation of annotations has already been explored and several generators were presented, e.g. CANAPA [8] In this paper, we present an approach to develop formal techniques which may be useful in typical code. This approach relies on existing tools that check if the code realises given specifications, like ESC/Java2 or JmlRAC [7] but it broadens their applicability by automatic generation of specifications based on the existing code. If the code is mature and its functionality was well tested using common testing techniques, generated specifications may still be helpful, when someone wants to turn the code into a library or may act as documentation for maintenance. If the code is immature, automatic generation of specifications describing correctness properties of the program (such as loop termination, absence of NullPointerExceptions and ArrayIndexOutOfBoundsExceptions, etc.) combined with static checking can give feedback on what errors are present in the code. With these scenarios in mind we have developed a tool which helps to build annotations generators and reveals code fragments that are not obvious and should be reviewed by a human. In addition we have conducted an experiment which shows that our approach, using even very basic techniques, can give promising results on real, large-scale code.
Applicability of formal methods has been discussed in [5] , but the considerations are mostly limited to safety-critical systems. A great number of examples of formal method applications can be found in [12] . There exist also tools that analyse various source code properties. For example, Eclipse Metrics plugin [22] helps to find unnecessarily complex places in the code. Semmle, a more powerful, commercial code analyser, comes with its own Query Language [21] . It allows to create and run your checks to enforce specific architecture rules and coding standards. FindBugs [17] detects code instances that are likely to be errors. Our CodeStatistics is designed to find any user defined patterns and is able to insert annotations into the code. In [2], statistics collected on Java libraries are used as a motivation to focus on particular aspect of the code in termination analysis. In our approach statistics are used to estimate coverage of a given formal method.
JML
The Java Modelling Language is a behavioural specification language for Java programs [18] . It allows to write specifications in the design-by-contract fashion, introduced by B. Meyer for Eiffel [20] . JML includes annotations which make possible to describe the invariant properties that are maintained by objects, method specifications (pre-and postconditions) and some lower level properties of the code (e.g. loop invariants). JML annotations are written in Java comments, so they do not disturb standard Java compilers. JML already has very rich tool support [6] .
In our research presented in Section 3 we focus on generation of decreases clauses to prove loop termination. These clauses consist of the decreases JML keyword followed by expression whose value is decreased in each loop iteration (and cannot be smaller than 0). Figure 1 shows a simple loop together with a valid decreases formula.
