We present an improved method for technology mapping using a new approach to the Boolean matching problem. Signatures computed over OBDDs using a set of specific probability values detemine mateches between library cells and portions of the netlist. Unlike some previous methods, which may require creation of up to O(n!) OBDDs for all possible permutations of module's inputs, our method requires exactly one OBDD to be created for the portion of the netlist being matched. Some results obtained on IS-CAS85 benchmark circuits suggest the viability and validity of our approach.
I. Introduction
Logic synthesis has been shown to be an effective means of designing logic circuits. The computer-aided synthesis of a logic circuit involves two major steps: the optimization of a technology-independent logic [2], and technology mapping.
Technology mapping is the process of implementing a set of Boolean equationsby selecting logic gates from a library of available gates. Technology mapping is an important step in the synthesis process because the quality of the design, in terms of area, performance, and power dissipation of the circuit, depends heavily on this step.
The two operations intrinsic to technology mapping, matching and covering, are computationally difficult. For this reason, several approaches to technology mapping have been pursued and implemented in research and commercial mapping tools. Rule-based technology mappers [6, 91 and heuristic-based algorithms [7, 10, 12, 151 have been proposed.
Keutzer [lo] proposed to represent library functions by trees. Fast tree matching algorithms were used to determine structural matchings. However, two functions may be structurally different but functionally equivalent. As a result, Boolean matching can provide better optimization. In this paper, we describe a matching algorithm which requires only one OBDD to be created and allows deterministic matching. A set of probability values [l] are used to compute unique signatures for Boolean functions. These signatures are then used to find matchings between portions of a netlist and the elements of a given library. Once the signature of a portion of the subject graph being mapped is computed, a possible match is determined in 0 ( 1 ) time. We also suggest some techniques to reduce the number of subgraphs examined at any node of the subject graph.
Preliminaries
Boolean equivalence of functions represented as free graphs can be determined exactly by using a specific set of probabilities. In [l], it has been shown that a specific set of probabilities can be associated with the n variables of a graph G (namely 
Computing Signatures Over OBDDs
The computation of signature of a Boolean function is similar to that of function density [3] using the probability values for the variables in the Boolean function. This computation is recursive in nature and is defined as follows: Before getting into the details of various steps involved in the technology mapping process described here, a brief description of the methodology is outlined here to help clear up some of the key points regarding this approach.
As the first step in the process, all possible signatures for the cells in a given library will be determined. A hash table will be created using signature as the key and a library cell with the particular variable assignment as the hash value.
During the mapping process, a subgraph of a given subject graph will be selected to see if it can be implemented using one of the library cells. If the subgraph has n variables, then the signature of the subgraph will be computed by randomly assigning the values t o the variables from the An important result regarding these signatures guarantees states that two Boolean function with identical signatures can always be matched. This result forms a cornerstone of this methodology. Using this result, a matching, if any, is established between the subgraph and the library cells. As a result, once the signature of the subgraph is computed, the matching itself can be established in O(1) time.
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Computing Library Signatures
For optimal results, it is required that all possible sig- An interesting comparison can be made with the number of tree patterns required to represent these gates in the case of tree-matching based systems such as [2, lo] . The required number of tree-patterns has been studied in detail in [12] . It is shown that the number grows quickly with increasing value of n. For example, 8-input AND gates require 23 tree patterns and 16-input AND gates require 10905 tree patterns. In comparison, each n-input has exactly one signature.
Lemma 2 An n-input OAI/AOIk1kz ... km gate, n = ki + k2 + ... + km, has distinct signatures, where Si's are the cardinalities of the symmetry classes.
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Typically, number of tree patterns required are smaller than the number of signatures in the case of OAIIAOI gates. However, fairly small number of signatures are needed to represent typical OAI/AOI gates found in the libraries. Table 2 shows the number of signatures for some of the common OAIIAOIkl k2 gates. 1 , 2 2 , ..., I,,) and g(y1, y2, . .., yn), if there exists a permutation P ( X ) : {z1,z2, ..., z,,} + {yl, y~, ..., yn} such   that f ( z~, z~, ..., zn) = g(y1, yz, . .., y, , ) then f and g are said to be matching functions.
Earlier we made a claim that Boolean functions with equal signatures can be matched. This is a key result for this approach. In the following text, we prove this result. Fe has been obtained from F using a permutation of variables. Therefore, F can be obtained from G using a permutation of variables. Hence, F and G are matching functions.
The pin matchings can be determined by the variables with identical values in F and G. Thus given all possible signatures of the cells in the library, a matching can be determined by creating just one OBDD and computing the signature using a random assignment of these probabilities to the variables in the OBDD. In order to consider the different phases for the inputs of the subgraph under consideration, the subject graph is modified with the inverter-pair heuristic. Each node of the subgraph can be implemented in either positive or negative phase. The subgraph is modified using inverterpair heuristic [12] .
Redundant inverter pairs are added to all those edges in the subject graph which connect two two-input gates. A pair is also added to those primary inputs and outputs which are available in only one phase. As a result, each node in the subject graph is available in both phases. The library is augmented by a cell which implements a pair of inverters. This cell is assigned a zero area and zero delay cost. Fig. 3 shows a subject tree modified using inverter pair heuristic. Three inverter pairs have been added. Fig. 4 shows a subject graph on which the inverter-pair heuristic has already been applied. It should be noted that any two-input gate can be used in the subject tree. Also, it is not necessary to use two-input gates, however, smaller gates allow more choices for the mapping process. This results in better optimized circuits.
Figure 4: A n example circuit for technology mapping Table 3 contains the signatures for various cells in our example library. In this example library, only the A0121 cell has more than one signature.
The mapping process involves selecting a subgraph of the subject graph and computing its signature. For example, for the subtree (20, y, w) in Fig. 4 , if y is assigned the value 5 and w is assigned the value $, then the computed signature is E, which has an entry in library table pointing to NOR2. Pin a is matched with wire y and pin b is matched with w. Similarly, subgraphs ( z 0 , U , 7 ) and ( z 0 , U, v, z) are matched with AND2 and AND3 cells, respectively. 
Pruning Candidate Subgraphs
The number of possible candidates for a matching at node wf grows with the size of the subject trees. However, this can significantly reduced using some knowledge about the library cells. Following heuristics have been used reduce the number of candidate subtrees for matching: (1) Library Cell Size:
Each selected leaf-DAG has a number of leaf variables associated with it. For a given library, we know the maximum number of inputs to any of its cells. Only those candidate trees at wf, which have less number of leaves than this maximum number for a library, are considered for the matching. Typically, most libraries contain cells up to 8 inputs.
(2) Phase-Based Pruning:
A characteristic of the library cells, in most of the libraries available today, is the unateness-of-phase of the input nodes with respect to the output node. The term unateness-of-phase has been used to mean the following:
If two leaf nodes contain equal number of inversions, along every path from these nodes to the root node, then these nodes are said to be of unate phase with respect to the root node. and non-mate phases For example, in the MCNC library (lib2), all gates, except the XOR and XNOR gates, satisfy the unatenessof-phase property. Thus, with the knowledge that all functions with more than n inputs satisfy this property, all the candidate trees with more than n leaves having non-unate leaf with respect to the node w j can be discarded for the matching process. The phase calculation needs to be done only once for a tree. This can be done using a simple breadth-first search procedure starting at the root of the tree. The root node is assigned a phase and its inputs are assigned an opposite phase if the gate at this node is inverting, otherwise the inputs are assigned the same phase.
IV. Experimental Results
The technology mapping system, called MARS, described in this paper has been implemented in Common LISP, running on a SPARCStation 10. The library used for experimentation is the library distributed with the LGSynth91 benchmark suite under the name of l i b 2 . It is composed of 29 gates. For technology mapping, a simple gate with large number of inputs provides a good test example. A set of AND gates, with number of inputs varying from 8 to 128, were used for this purpose. Table 4 shows an approximately linear growth in the CPU time with respect to the the size of the gates. Table 5 contains the results obtained over the unop timized ISCAS85 benchmark circuits. The circuits were technology mapped using the our system and the SIS [2] system. For SIS, the results were optimized using the map command with -m 0 options. This produces the minimum area circuit with no consideration for load limits.
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Columns 3 and 4 contain the area of the mapped circuit and the CPU times in seconds, obtained using the MARS system. Columns 5 and 6 contain the area of the mapped circuits and the CPU times in seconds, for a DECStation 5000/125, obtained using the SIS system. As a results of using Boolean matching as opposed t o structural matching over trees, MARS produces circuits with smaller areas.
The gains in area range from 0.4% to 17.2% for various examples, with comparable run-times.
In the method presented here, the equivalence of two graphs is decided deterministically by assigning by assigning the values g, $, $, . . ., 2an--l ' +1 to the variables. The rapid growth in the denominator is necessary on account of the large number of Boolean functions.
For a typical library available today, the maximum value of n is 8 and the maximum cost of computing signature involves additions and multiplications of integers r e p resented using 128 bits. This is approximately four times the cost of computing a signature with 32-bit integer values. Hence, the cost of computing a signature can be said to be of the order of the cost of creating the OBDD. Also, this computation is carried out only once for a candidate being matched. 
SIS
For libraries which may contain 8-to-1 muxes and 16-input AOIs, the size of encoding will be quite large. However, in this scenario, an approach of mixed structural and Boolean matching will be quite useful. All the subject graph portions with small number of leaves, for example up to 8, can be subjected to the Boolean process while matching for larger subject-tree can take the course of structural matching. The gains, in terms of area, performance, and power dissipation of the circuit, to be made by using efficient Boolean matching during the technology mapping process can be significant. The method for determing probabilistic equivalence [l] of Boolean function will significantly reduce the compuational complexity for matchings involving large number of inputs.
V. Summary
We have described a new Boolean matching algorithm based on signature computation using an unique set of probability values [l]. For the typical libraries available today, the cost of computing a signature is of the order of the cost of creating the OBDD. Once the signature of a portion of subject graph is computed, a possible match is determined in 0 ( 1 ) time. We have also suggested some techniques to reduce the number of subgraphs examined for the purpose of matching. We have demonstrated the effectiveness of this approach through an application to optimize area of the ISCAS85 benchmark circuits.
