Abstract-Massive graph data sets are pervasive in contemporary application domains. Hence, graph database systems are becoming increasingly important. In the experimental study of these systems, it is vital that the research community has shared solutions for the generation of database instances and query workloads having predictable and controllable properties. We present the design and engineering principles of gMark, a domain-and query language-independent graph instance and query workload generator. A core contribution of gMark is its ability to target and control the diversity of properties of both the generated instances and the generated workloads coupled to these instances. Further novelties include support for regular path queries, a fundamental graph query paradigm, and schema-driven selectivity estimation of queries, a key feature in controlling workload chokepoints. We illustrate the flexibility and practical usability of gMark by showcasing the framework's capabilities in generating high quality graphs and workloads, and its ability to encode user-defined schemas across a variety of application domains.
I. INTRODUCTION
Problem and motivation. We study the problem of schemadriven generation of synthetic graph instances and corresponding query workloads for use in experimental analysis of graph database systems. Our study is motivated by the ubiquity of graph data in modern application domains, such as social and biological networks and geographic databases, to name a few. In response to these pressures, systems that can handle massive graph-structured data sets are under intense active research and development. These systems span from pure graph database systems to more focused knowledge representation systems. Native graph databases such as Neo4j [1] and Sparksee [2] propose their own declarative data model and query language, with particular attention to query optimization, and space and performance. In contrast to this trend of specialized systems, general-purpose systems such as LogicBlox [3] rely on declarative solutions that can cover a broader range of use cases. Furthermore, knowledge representation systems such as Virtuoso [4] implement the standard RDF graph data model and SPARQL query language to handle complex navigational and recursive queries on large-scale Semantic Web data.
Background information. Synthetic graph and query generation and benchmarking solutions for graph data management systems has been a proliferating activity, which started within the Semantic Web community [5] , [6] and recently within the database community e.g., through the extensive work of the LDBC Council [7] . The latter has been the first to propose a chokepoint-driven design of graph database benchmarks, which allows fine-grained control of chokepoints of queries and all aspects of the involved data. By relying on a fixed schema and a carefully designed set of benchmark queries, this lets the community focus on crucial features of query optimization and/or parallel processing, and decreases the confusion and the incomparable results of evaluated systems.
Our solution. We propose a complementary approach in which the focus is not on the design of individual queries but rather on whole query workloads. This approach relies on the control of diversity of both graph schemas and query workloads, which lets us vary the structural properties of data as well as tailor the generated queries to a particular domain or application. We emphasize that a workload-centric approach primarily targets different benchmarking and experimental scenarios from the query-centric approach of current benchmarks. Indeed, we believe that this approach is important in contexts in which multiple queries (i.e., those belonging to a query workload) need to be considered altogether, which occurs in many cases, such as in multi-query optimization, workload-driven database tuning, streaming applications, mapping discovery, and query rewriting in data integration systems.
II. CONTRIBUTIONS
We present gMark, a fully-functional framework that realizes the aforementioned workload-centric perspective. gMark takes a schema-driven approach to the flexible and tightlycontrolled generation of synthetic graphs coupled with sophisticated query workloads. We provide gMark as open-source software 1 ready for use in the graph processing community. The most notable novel features w.r.t. the existing solutions are the support for recursive queries and the query selectivity estimation in the generated query workloads.
We depict an overview of the gMark workflow in Fig. 1 . We present [8] the design, engineering, and first empirical study of the gMark framework. In the rest of this extended abstract, we outline the main features.
Built-in support for schema definition. A major goal of gMark is to account for an array of fundamental user-defined schema constraints during graph generation. gMark is domainindependent, while it can be used to target a rich variety of realistic domains. Hence, graph instance generation leverages an optional schema definition, called a graph configuration, which includes the enumeration of predicates (i.e., edge labels) and node types (i.e., node labels) occurring in the data, along with their properties in generated instances (see Fig. 1 ). We formalize [8] the problems of schema-driven graph and query workload generation, and show that they are intractable (NPcomplete) in general.
Controlled instance and workload diversity. Given a graph configuration, a subsequent challenge is to exploit it for query workload generation. Current approaches in query generation rely on the graph instances to generate queries with desired behavior. However, this approach is unfeasible for large and loosely structured networks. We argue that query workload generation must primarily rely on the graph configuration rather than on the generated graph instances, while still enforcing the desired behavior of the generated queries. Towards this, gMark supports a broad range of schema-driven parameters in both the graph and query workload generator (see Fig. 1 ), e.g., capable of gauging both navigational and recursive query execution performance, while not relying on a fixed set of query templates. To the best of our knowledge, existing solutions for graph databases do not support such configurable range of parameters. We further note that the core of query workload generation in gMark revolves around a novel method we propose here for selectivity estimation for graph queries. This method is of independent interest, applicable to other contexts such as query optimization and graph query inference.
Language-and system-independence. Another important design principle of gMark is independence from particular query language syntaxes or systems. Towards this, gMark supports various practical output formats for the graphs and for the queries, including N-triples for data, and SQL, SPARQL, Datalog and openCypher as concrete query language syntaxes for query workloads (see Fig. 1 ). gMark is also easily extensible to support other output formats.
Broad applicability. gMark supports a broad range of application domains. As an example, we show [8] that it is easy to adapt the scenarios (modulo incomparable features) of three existing state-of-the-art benchmarks into meaningful gMark configurations, while also adding new gMark features: the LDBC Social Network Benchmark [7] , SP2Bench [6] , and the Waterloo SPARQL Diversity Test Suite (WatDiv) [5] .
Experimental evaluation. We empirically show [8] the capability of gMark to cover diverse graphs and query workloads, the accuracy of the estimated selectivities, and the scalability of the generator. In particular, on a standard laptop, gMark generates graphs of millions of nodes in minutes, query workloads containing a thousand queries in seconds, and translates a thousand queries in all supported query syntaxes in less than a second. Additionally, we present an in-depth experimental comparison of a representative selection of stateof-the-art graph query engines using gMark, which brings to light important limitations of current graph query processing engines, in particular w.r.t. recursive query processing.
We next plan to evangelize for the use of gMark by researchers in the graph data management community; a first step in this direction is our VLDB demo [9] .
