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Abstract 
The goal of the study was to integrate Robot Framework, a software automation testing 
framework, into fMBT, a model based testing tool. The test target was Contriboard, and 
the objective was to integrate Robot Framework in such a way that fMBT works as a kind 
of central intelligence, telling Robot Framework what test scripts to run. A secondary ob-
jective was to see if with tooling like this, would be possible to run multiple Robot Frame-
work test cases concurrently. 
 
An fMBT model was created to control the Robot Framework test suites. The model works 
as a state machine that controls what Robot Framework tests to run and when to run 
them. An adapter which works as a translator between the model and the Robot Frame-
work tests was written. On top of this some modifications to a pre-existing test case had to 
be made to make it work with this new approach to automation testing. 
 
The result was a working fMBT model that runs Robot Framework test cases. There still are 
areas with room for improvement. For example, the test cases do not run concurrently. On 
top of this, some pitfalls and potential problems were discovered; however, the solutions 
to these are left to future developers. 
 
In conclusion integrating Robot Framework in to fMBT or another model based testing 
workflow is not without merit; however, further research is needed. 
 
 
Keywords/tags (subjects)  
 
Robot Framework, fMBT, automation testing 
 
Miscellaneous 
 
 
1 
 
 
Sisältö 
1 Johdanto ................................................................................................................. 3 
2 Tietoperusta ........................................................................................................... 4 
2.1 Ohjelmisto- ja automaatiotestaus ............................................................... 4 
2.2 Saippuaoopperatestitapaukset ................................................................... 4 
2.3 Automaatiotestauksen tasot ....................................................................... 5 
2.4 Regressiotestaus .......................................................................................... 6 
2.5 Python-ohjelmointikieli ............................................................................... 7 
2.6 Selenium Webdriver .................................................................................... 7 
2.7 Robot Framework ........................................................................................ 8 
2.8 Mallipohjainen testaus ................................................................................ 9 
2.9 Free Model Based tool .............................................................................. 10 
2.10 Käyttöjärjestelmätason virtualisointi ........................................................ 11 
3 Nykytilanne ........................................................................................................... 12 
4 Työn toteutus ....................................................................................................... 14 
4.1 Yleistä ........................................................................................................ 14 
4.2 Ohjelmistoratkaisun rakenne .................................................................... 14 
4.3 fMBT-malli ................................................................................................. 15 
4.4 Robot Framework -testitapaus.................................................................. 18 
5 Yhteenveto ........................................................................................................... 19 
5.1 Haasteet .................................................................................................... 19 
5.1.1 Testikohteen ja Robot Frameworkin virtualisointi ............................... 19 
5.1.2 Robot Frameworkin rajoitteet .............................................................. 19 
5.1.3 fMBT:n rajoitteet .................................................................................. 19 
5.2 Jatkokehitys ............................................................................................... 20 
Lähteet.......................................................................................................................... 22 
Liitteet .......................................................................................................................... 24 
  
2 
 
 
Kuviot 
 
Kuvio 1. Automaatiotestauspyramidi ............................................................................. 5 
Kuvio 2. Robot Frameworkin arkkitehtuuri .................................................................... 9 
Kuvio 3. Yksinkertaistettu mallipohjaisen testauksen työnkulku ................................ 10 
Kuvio 4. Toteutuksen rakenne ..................................................................................... 15 
Kuvio 5. fMBT-mallin visualisointi ................................................................................ 16 
Kuvio 6. fMBT-mallin lähdekoodia ............................................................................... 17 
 
  
3 
 
 
1 Johdanto 
Robot Framework ja fMBT ovat automaatiotestaukseen suunniteltuja työkaluja. Ro-
bot Framework kohdistaa testitapauksensa niin sanottuun hyväksyntätestaukseen, 
joka testaa ohjelmistosta laajoja kokonaisuuksia. Usein nämä hyväksyntätestit ovat 
määritelmä siitä, milloin jokin ominaisuus on ohjelmistossa valmis. fMBT on sen si-
jaan mallipohjaiseen testaukseen suunniteltu työkalu. Mallipohjainen testaus on au-
tomaatiotestauksessa tapa, jolla mallinnetaan testattavaa ohjelmistoa jollain työka-
lulla, ja tämä työkalu luo testit tämän ohjelmiston toiminnan varmentamiseen auto-
maattisesti. 
 
Ohjelmistoista on ajan mittaan kasvanut monimutkaisempia kokonaisuuksia ja niiden 
toiminnan varmentamisesta on tullut vaikeampaa aiempaan verrattuna. Tämän takia 
on kehitetty työkaluja kuten Robot Framework ja fMBT. 
 
Koska usein ohjelmistoja käyttää yhtaikaisesti useampi käyttäjä, pitää tällaisiakin ti-
lanteita testata ja niiden toimivuus varmentaa. Robot Framework ei yksin tällaiseen 
kykene, mutta jos kokonaisuutta hallinnoi jokin tekoäly, muuttuu tämä ongelma hel-
pommin ratkaistavaksi. Tässä tilanteessa, jos ohjelmiston käyttäjiä mallinnetaan työ-
kalulla, kuten fMBT:llä, ja näiden käyttäjien toimintaa mallinnetaan Robot Framewor-
killa, pystytään luomaan malleja ja tilanteita, jotka kuvastavat oikeita tilanteita, joissa 
useampi käyttäjä käyttää ohjelmistoa samanaikaisesti. 
 
Testiautomaatioprosesseja kehittäessä tarvitaan testattava kohde. Tässä tapauksessa 
testattavana kohteena toimii Contriboard-palvelu. Contriboard on pilvessä toimiva 
ilmoitustaulua mallintava ohjelmisto. Tämä palvelu toimii reaaliajassa eli samaa tau-
lua käyttävien ihmisten muutokset näkyvät heti toisille käyttäjille, jotka käyttävät sa-
maa taulua. Contriboard-palvelua voi käyttää esimerkiksi Kanban-tauluna tai SWOT-
analyysityökaluna. 
 
Tarkoituksena oli integroida Robot Framework fMBT:hen siten, että fMBT ohjaa Ro-
bot Framework -testien ajoa. Tämän lisäksi tarkoituksena oli tarkistella onko Robot 
Framework -testien moniajo mahdollista. Lopputuloksena syntyi fMBT-malli, joka 
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ajaa Robot Framework -testejä. Tämän lisäksi tämä fMBT-malli myös ohjaa milloin 
testit ajetaan. Tämän lisäksi kirjoitettiin fMBT-mallin ja Robot Frameworkin välille 
adapteri, joka tulkitsee fMBT:n lähettämiä käskyjä Robot Frameworkille. 
2 Tietoperusta 
2.1 Ohjelmisto- ja automaatiotestaus 
Ohjelmistoratkaisuja toteuttaessa pitää ohjelmiston toimivuus ja toiminta varmen-
taa.  Tätä varmentamista kutsutaan ohjelmistotestaukseksi. Yksinkertaisin tapa tes-
tata ohjelmisto on niin sanottu manuaalitestaus. Manuaalitestauksella tarkoitetaan 
testausta, jossa ohjelmiston toiminnan varmentaa ihminen. Manuaalitestauksen 
etuna on, ettei se vaadi minkäänlaisia erikoistyökaluja. Kuitenkin kun ohjelmistosta 
tulee tarpeeksi monimutkainen, sen toiminnan varmentaminen käsin on liki mahdo-
tonta. Tämän lisäksi ohjelmiston testaaminen käsin on aikaa vievä prosessi. 
Näiden ongelmien ratkaisemiseksi on kehitetty testaukseen tarkoitettuja työkaluja. 
Usein näiden työkalujen tarkoitus on automatisoida testausprosessia ja niillä testa-
taan ohjelmiston eri osa-alueita, esimerkiksi ohjelmistossa esiintyviä yksittäisiä alioh-
jelmia tai ohjelmiston graafista käyttöliittymää. Automaatiotesteissä luodaan testita-
pauksia, jotka joko onnistuvat tai epäonnistuvat. Onnistunut testitapaus voi olla esi-
merkiksi tilanne, jossa nappia painamalla aukeaa valikko, kun taas epäonnistuneessa 
tapauksessa valikko ei aukeakaan. (Nisbet 2012.) 
2.2 Saippuaoopperatestitapaukset 
Saippuaoopperatestitapaukset ovat automaatiotestitapauksia, joissa testitapauksella 
kerrotaan tarina ja itse testi seuraa tätä tarinaa. Testitapauksessa myös voidaan esi-
tellä ongelmia ja rajaehtoja, joita ei ohjelmoidessa tulisi ajatelleeksi. Etuna siinä, kun 
kirjoittaa tällaisia testitapauksia on, että näitä testejä on kaikkien helpompi seurata ja 
ymmärtää, sillä niissä on ihmiselle ymmärrettävä juoni. Esimerkiksi on paljon hel-
pompi seurata, kuinka Jenna luo ystäviensä kanssa palveluun tilin ja käyttävät sitä, 
kuin abstraktia nappien paineluja, jotka liittyvät pelkästään testitapaukseen. (Marick 
2003.) 
5 
 
 
2.3 Automaatiotestauksen tasot 
Automaatiotestauksen pystyy jakamaan useampaan eri tasoon, ja nämä tasot kohdis-
tavat ohjelmistossa eri osa-alueita. Kuvio 1 on suuntaa antava malli siitä, kuinka pal-
jon eritasoisia testejä pitäisi olla. (Crisp 2011.) 
 
 
Kuvio 1. Automaatiotestauspyramidi (Crisp 2011) 
 
Alimpana niin sanotussa testiautomaatiopyramidissa ovat yksikkötestit. Yksikkötes-
teissä testataan yksittäisiä aliohjelmia. Nämä testit pystytään ajamaan nopeiten, 
koska nämä testaavat pienintä mahdollista testattavaa ohjelmakokonaisuutta. Tä-
män lisäksi testattavassa koodissa funktiot eli aliohjelmat ovat runsaslukuisia, mutta 
ne muuttuvat harvoin. Niissä tapauksissa, joissa aliohjelma muuttuu, uuden testin 
kirjoittaminen tai testin päivittäminen on nopea prosessi, koska yksittäinen testi ei 
nojaa mihinkään ulkopuoliseen koodiin ja testattavat kokonaisuudet ovat pieniä. 
Usein nämä ovat runsaslukuisimmat testit. (Mt.) 
 
Ylempänä tasolla ovat integraatiotestit, joilla testataan kuinka eri ohjelman osa-alu-
eet liittyvät yhteen, ja varmistetaan, että nämä osa-alueet toimivat yhdessä. Näillä 
testeillä on luonnollisesti riippuvuuksia ulkopuoliseen koodiin. Tämä johtaa siihen, 
että näitä testejä on vaikeampi ylläpitää ja luoda kuin yksikkötestejä. Usein näillä tes-
teillä varmennetaan kolmansien osapuolten kirjastojen ja ohjelmarajapintojen toimi-
vuuksia ja stabiiliutta, eri komponenttien toimivuutta ja stabiiliutta keskenään sekä 
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varmistamaan, että nämä eri osa-alueet toimivat odotetusti kehityksen aikana, eli 
ettei tapahdu niin sanottua regressiota. (Mt.) 
 
Ylimmällä tasolla ovat hyväksyntätestit, joilla varmennetaan kokonaisten käyttöliit-
tymä- tai ohjelmistokokonaisuuksien toimintaa. Nämä testit ovat kaikista kalleimpia. 
Teknisesti nämä vaativat eniten resursseja niitä ajavalta tietokoneelta. Tämän lisäksi 
nämä testit ovat myös vaikeimpia kirjoittaa ja ylläpitää, koska ne testaavat käyttöliit-
tymää. Esimerkiksi jos käyttöliittymästä poistetaan nappuloita tai tekstikenttiä, se 
vaatii joko testin päivittämistä tai pahimmassa tapauksessa testin uudelleen kirjoitta-
mista. Hyväksyntätestit ovat kuitenkin hyödyllinen työkalu, sillä ne antavat hyvän ko-
konaiskuvan ohjelmiston terveydestä. Tämän lisäksi nämä testit ovat hyvä mittari 
sille, milloin jokin ominaisuus on valmis. Hyväksyntätesteillä on mieleisintä testata 
kokonaisia skenaarioita, esimerkiksi sitä, että asiakas navigoi sivustolle ja ostaa kolme 
tuotetta. Näihin testiskenaarioihin ei kannata liittää liian monimutkaista logiikkaa, 
sillä nämä monimutkaisempaa logiikkaa vaativat testit pystytään kirjoittamaan usein 
alemman tason testeillä. (Mt.) 
2.4 Regressiotestaus 
Ohjelmistoa kehittäessä pienilläkin muutoksilla voi olla arvaamattomia vaikutuksia 
ohjelmiston toimintaan. Regressiotestausta käytetään havaitsemaan näitä mahdolli-
sia vikoja (What is Regression Testing 2016). Näiden vikojen havainnoimiseen ei usein 
tarvitse kirjoittaa uusia testiskenaarioita, koska testikohteena on jo ennestään testa-
tut osat ohjelmistosta. Regressiotestit vaativat samojen testiskenaarioiden ajamista, 
kun olemassa olevaa lähdekoodia muutetaan. Tämän takia regressiotestejä automa-
tisoidaan. Testiskenaarioiden valinnassa voidaan joko ajaa kaikki testiskenaariot tai 
vain osa niistä. Testiskenaarioiden valinnassa kannattaa keskittyä sellaisiin skenaa-
rioihin, jotka muun muassa testaavat komponentteja, joihin on tullut muutoksia, 
jotka ovat asiakkaan kannalta tärkeitä tai ovat monimutkaisia tai tärkeitä ohjelman 
ydintoiminallisuuden kannalta. Testiskenaarioiden oikeanlainen valinta on tärkeää, 
sillä regressiotestisarjat paisuvat projektien kehittyessä. Tämän lisäksi aika- sekä bud-
jettirajoitteet pakottavat valitsemaan ajettavat testit tarkkaan. (What is Regression 
Testing 2016) 
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2.5 Python-ohjelmointikieli 
Python-ohjelmointikieli on tulkattava oliopohjainen kieli. Tulkattava ohjelmointikieli 
on kieli, jota ei muuteta ennen ajoa matalan tason konekieleksi, vaan tulkkiohjel-
misto muuttaa ajon aikana ohjelmaa tarvittaessa konekieleksi. Oliopohjaisuus on sitä, 
kun ohjelmistokehityksessä pyritään mallintamaan ongelmia ja ratkaisuja luokilla ja 
olioilla. Python on myös korkean tason kieli, joten ohjelmoijan ei tarvitse huolehtia 
matalan tason ongelmista, esimerkiksi laitteiston- tai muistinhallinnasta. (Swaroop 
2004.) 
 
Python-moduuli on tiedosto, jossa on määritelty aliohjelmia, luokkia, olioita ja muut-
tujia uudelleenkäyttöä varten. Python-moduulien käyttö on hyvä tapa pilkkoa suu-
rempia ohjelmistokokonaisuuksia pienempiin osiin ja välttää samojen asioiden kirjoit-
tamista useampaan kertaan. (Python Tutorial 2016.) 
 
Pythonissa on myös tuki säikeille (Python Tutorial 2016). Tietokoneohjelmissa tavalli-
sesti kaikki asiat lasketaan lineaarisesti ja seuraava lasku ei voi alkaa ennen kuin edel-
linen lasku on saatu päätökseen. Säikeet ovat ohjelmoinnissa tapa laskea useita asi-
oita samanaikaisesti. Tämä on hyödyllistä silloin, kun halutaan ajaa rinnakkain asioita, 
jotka ovat toisistaan riippumattomia, tai ajaa aliohjelma siten, ettei sen käyttäminen 
estä ohjelmiston muiden osien toimintaa. Esimerkiksi tekstinkäsittelyohjelmassa ha-
lutaan erotella näppäinten hallinta ja itse kirjoittaminen omaan säikeeseen ja esimer-
kiksi kirjoitusasun tarkistus toiseen. Jos nämä olisivat yhdessä säikeessä silloin, kun 
käyttäjä kirjoittaisi, tekstin kirjoitusasun tarkistus ei toimisi samaan aikaan ja silloin, 
kun kirjoitusasun tarkistus olisi käynnissä, käyttäjän näppäinsyötteet eivät rekisteröi-
tyisi. (Bell 2013.) 
2.6 Selenium Webdriver 
Selenium Webdriver on avoimen lähdekoodin ohjelmisto, jolla pystytään käskyttä-
mään internetselaimia ohjelmallisesti eli automatisoimaan selaimen toimintaa. Tämä 
tarkoittaa sitä, että selaimelle pystyy lähettämään käskyjä ohjelmarajapinnan kautta. 
Ohjelmarajapintojen kautta eri ympäristöt pystyvät keskustelemaan toistensa 
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kanssa. Seleniumilla on mahdollista käskyttää useita eri selaimia ja tämä virtaviivais-
taa eri internetsivustojen ja web-applikaatioiden automaattista testausta. Seleniumia 
käytetään paljon automaatiotestauksessa, koska selaimen ohjelmallinen käskyttämi-
nen on hyödyllistä automaatiotestauksessa. (Introducing Selenium 2016.) 
2.7 Robot Framework 
Robot Framework on automaatiotestauksen sovelluskehys. Sovelluskehysten on tar-
koitus yhtenäistää tapaa, jolla ohjelmiston kehittäjät käskyttävät ohjelmistorajapin-
toja ja ohjelmistoja. Yhtenäinen tapa kirjoittaa testejä merkitsee sitä, ettei testien kir-
joittajan tarvitse opetella useita eri tapoja tehdä asioita. Tämän lisäksi tämä auttaa 
tiedonhaussa, koska kaikki materiaali on samassa formaatissa ja testien kirjoittajat 
puhuvat kuvainnollisesti samaa kieltä. Lisäksi sovelluskehyksen käyttäminen abstra-
hoi osan monimutkaisuuden pois kehittäjältä. Robot Frameworkilla pystyy käskyttä-
mään esimerkiksi Seleniumia ja testaamaan internetsivustoja. Tämä sovelluskehys on 
tarkoitettu hyväksyntätestien tekemiseen, ja se auttaa Acceptance Test Driven Deve-
lopmentissa eli hyväksyntätestilähtöisessä kehityksessä. Tämä tarkoittaa sitä, että ke-
hittäjät kirjoittavat hyväksyntätestit ensin, ja kun nämä testit menevät läpi, niin omi-
naisuus on valmis (Nisbet 2012). 
 
Robot Frameworkin käskyttäminen tapahtuu samalla syntaksilla käytettävistä testi-
kirjastoista ja testattavasta kohteesta riippumatta. Kuvio 2 havainnollistaa Robot Fra-
meworkin rakennetta. Tämä syntaksi näyttää englanninkieliseltä tekstiltä, mikä hel-
pottaa asiaan perehtymättömien ymmärtämistä, sekä helpottaa kehittäjiä oppimaan 
kielen ja syntaksin nopeammin. Kielen helppous auttaa myös ylläpidettävyydessä, 
sillä kuukausienkin päästä Robot Framework -testejä on helppo lukea, koska ne ovat 
melkein kuin selkokielistä englantia. (Klärck 2009.) 
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Kuvio 2. Robot Frameworkin arkkitehtuuri (Klärck 2009) 
 
Robot Frameworkille on useita eri kirjastoja, joilla pystytään testaamaan eri alustoja. 
Tässä projektissa testattavana kohteena oli Internet-applikaatio, joten käytimme 
luonnollisesti Robot Frameworkissä Selenium2Libraryä, joka lisää Robot Framewor-
kiin mahdollisuuden käskyttää Seleniumia ja käyttää hyväksi Selenium Webdriveriä 
testeissä. (Robot Framework 2009.) 
2.8 Mallipohjainen testaus 
Mallipohjainen testaus on automaatiotestauksen toimintatapa, jolla pyritään mallin-
tamaan testattavaa ohjelmistoa. Tietokone luo tämän mallin pohjalta testit, joita 
ajaa. Tämä helpottaa testikokonaisuuksien, sillä jokainen mahdollinen ohjelmiston 
tila käydään läpi, ja tietokone automaattisesti generoi testitapaukset. Tämä poistaa 
ihmiseltä paljon monotonista ja virhealtista työtä. Mallipohjaisessa testauksessa luo-
daan ohjelmistomalleja, joiden mallien pohjalta mallipohjainen testaustyökalu luo 
ajettavat testit automaattisesti. Tämän lisäksi mallipohjaisesti testatessa testit katta-
vat suuremman osan lähdekoodista, ne ovat irrallisia toteutuksesta ja tästä johtuen 
uusia ominaisuuksia on helpompi lisätä ja vanhoja muuttaa. Etu on myös se, että tes-
tit eivät suoraan liity toteutukseen millään tavalla. Nämä testitapaukset kattavat sekä 
onnistuneet että epäonnistuneet testitapaukset. Tämän lisäksi mallipohjaiset tes-
10 
 
 
taustyökalut pystyvät luodun mallin pohjalta testaamaan epäonnistuneiden ja onnis-
tuneiden tapausten varalta. Tämä malli on niin sanottu tilakone. Tilakoneet ohjel-
moinnissa ovat kokoelmia tiloista ja siirtymistä. Tilakoneelle lähetetään signaaleja ja 
näiden signaalien mukaan tilakone vaihtaa tilaa. (Model-Based Testing 2016.) 
 
 
Kuvio 3. Yksinkertaistettu mallipohjaisen testauksen työnkulku (Model-Based Testing 
2016) 
 
Mallipohjaiseen testaukseen löytyy useita eri työkaluja kuten ModelJUnit, PyModel ja 
T-VEC. Osa näistä työkaluista on kehitetty akateemiseen käyttöön, kun taas toiset 
ovat kaupallisia työkaluja. On myös avoimen lähdekoodin ratkaisuja kuten fMBT. 
(Micskei 2016.) 
2.9 Free Model Based tool 
Free Model Based tool eli fMBT on mallipohjaiseen testaukseen tarkoitettu työkalu. 
fMBT on Intelin tukema avoin ohjelmisto, jolla pysty luomaan mallipohjaisia testejä. 
fMBT ei ota kantaa siihen, mitä testaustyökalua sillä ajaa. fMBT:en liitetään työkaluja 
kirjoittamalla niille adaptereita. Adapterit ovat tapoja, jolla fMBT pystyy keskustele-
maan testausohjelmiston tai testattavan ohjelmiston kanssa. Ensimmäinen tapa, jolla 
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fMBT muodostaa yhteyden testattavaan ohjelmistoon on Python-ohjelma. Tämän 
ohjelmiston aliohjelmia kutsutaan mallista käsin. Tämä ohjelma itsessään hoitaa kai-
ken kommunikoinnin testikirjaston tai testattavan kohteen välillä. Toinen tapa, jolla 
fMBT pystyy kommunikoimaan testattavan kohteen kanssa, on kutsumalla toisella 
ohjelmointikielillä kirjoitettuja aliohjelmia. Kolmas tapa on asettaa fMBT käyttämään 
niin sanottu remote adapteria. Tällöin fMBT luo prosessin, jolla se pystyy käskyttä-
mään mielivaltaisella ohjelmointikielellä kirjoitettua testikoodia. (Kervinen 2014.) 
 
fMBT -mallit, kuten mallipohjaisessa testauksessa yleisesti, koostuvat eri tiloista, 
joissa ohjelmisto pystyy olemaan. Näille testeille määritetään sitten syötteet, jotka 
tilakoneen tila saa. Itse tila sisältää kaksi osaa: guardin ja bodyn. Guardit ovat alioh-
jelmia, joilla määritetään, milloin tila on aktiivinen ja täten milloin body ajetaan. Body 
on aliohjelma, jolla pystytään ajamaan itse testit. Kuten aiemmin mainitsin, itse testit 
ajetaan eri sovittimien kautta. FMBT:ssä itsessään ei ole minkäänlaista testausfunk-
tionaalisuutta. Tämä antaa ohjelmoijille vapaat kädet valita työkalut, joita käyttää tä-
män ohjelmiston kanssa. Tämä myös tarkoittaa sitä, että ohjelmoijan täytyy kirjoittaa 
sovittimet malleille. Sovittimen kirjoittaminen ei kuitenkaan ole kovin haastava tai ai-
kaa vievä prosessi. (Mt.) 
2.10 Käyttöjärjestelmätason virtualisointi 
Käyttöjärjestelmätason virtualisointi on sitä, kun kokonaisen virtuaalikoneen sijaan 
virtualisoidaan pelkkä käyttöjärjestelmä. Tämä tarkoittaa, että on yksi isäntäympä-
ristö ja useita virtualisoituja käyttöjärjestelmiä eli niin kutsuttuja kontteja, jotka pyö-
rivät tässä isäntäympäristössä. (What is Docker? 2016.) 
 
Nämä kontit ovat eristyksissä isäntäympäristöstä. Tästä johtuen kontteja pystytään 
teoreettisesti ajamaan ympäristöstä riippumatta ja ne toimivat jokaisessa ympäris-
tössä samalla tavalla. Tämän lisäksi kontit kuluttavat vähemmän muistia ja prosesso-
ritehoa kuin kokonaiset virtuaalikoneet, joten on mahdollista ajaa useampaa rinnak-
kaista konttia kuin virtuaalikonetta. Tämä johtuu siitä, että käyttöjärjestelmätason 
virtualisoinnissa ei tarvitse virtualisoida kokonaista järjestelmää. Virtualisoidessa ko-
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konaista järjestelmää jokaisella yksittäisellä virtuaalikoneella on oma kerneli ja käyt-
töjärjestelmä, sekä tietty määrä virtuaalikoneelle määrättyjä resursseja, kuten muis-
tia ja kovalevytilaa. Kerneli on käyttöjärjestelmän ydin joka on tulkkina laitteiston ja 
ohjelmiston välillä. Käyttöjärjestelmätason virtualisoinnissa taas jokainen virtuaa-
liympäristö käyttää samaa kerneliä ja ne elävät niin sanotussa isäntäjärjestelmässä 
yksittäisissä prosesseissa. Tämä johtaa siihen, että tällaiset kontit vievät vähemmän 
isäntäjärjestelmän resursseja, mutta ne toimivat samalla tavalla ympäristöstä riippu-
matta kuten kokonaiset virtuaalikoneet. Tämän takia virtualisointi käyttöjärjestelmän 
tasolla on kerännyt suosiota. (Mt.) 
 
Kontitus on hyödyllistä automaatiotestauksessa, koska testausympäristö voidaan hel-
posti luoda kontin sisälle. Testausympäristö on täten helppo luoda ja testaaja voi olla 
vakuuttunut siitä, että testausympäristö on aina sama isäntäjärjestelmästä riippu-
matta. Tämän lisäksi testauskohde voidaan virtualisoida tällä tavalla ja saada eristyk-
sen edut ja myös käyttöön. Samasta kontista luodut virtualisoidut ympäristöt ovat 
myös identtisiä keskenään, joten testauksessa voidaan olla varmoja, että viat ovat 
koodissa eivätkä esimerkiksi ympäristön asetuksissa. 
 
Docker on virtualisointityökalu, jolla pystyy paketoimaan ohjelmistoja kontteihin ja 
ajamaan näitä kontteja. Dockerin kontit ovat standardisoituja, joten niitä pystytään 
teoriassa ajamaan millä tahansa alustalla ja nämä ohjelmistot suoriutuvat samalla ta-
valla ympäristöstä riippumatta. (Mt.) 
3 Nykytilanne 
Nykyiset Robot Framework -testiskenaariot ajetaan lineaarisesti, eli testitapaukset 
ajetaan siten, että kaikki tapahtumat tapahtuvat toistensa jälkeen. Käytännössä tämä 
tarkoittaa sitä, että kun edellinen vaihe on ajettu loppuun, niin vasta silloin pystytään 
suorittamaan seuraava komento. Tämä tilanne ei kuvasta realistista web-palvelun 
toimintatapaa. Web-palveluissa usein asiat tapahtuvat samanaikaisesti. Tämän takia 
lineaarinen testaustapa ei kuvasta realistista skenaarioita. Tämän takia tilanne, jossa 
jonkinlainen keskitetty älykkyys ohjaisi Robot Framework testejä, olisi tarpeen. 
 
13 
 
 
Hyvä esimerkki nykyisestä toteutustavasta on Juho Pekin testitapauksesta (2016). En-
simmäisessä osiossa esitellään tarinan henkilöt ja heistä lyhyt kuvaus. Tämän jälkeen 
tarina käydään läpi selkokielisenä tekstinä. Jenny haluaa suunnitella viikonlopun juh-
lat Contriboard-ohjelmistolla ja luo tätä varten palveluun TODO-listan. Hän lisää 
muutaman lapun ja kirjautuu ulos järjestelmästä. Tämän jälkeen Jennyn ystävät käy-
vät muokkaamassa Jennyn luomaa taulua yksitellen kirjautuen aina ulos muutosten 
jälkeen. Tarinaan on nivottuna Robot Frameworkille ohjeet kuinka sen pitäisi ajaa ky-
seinen testitapaus. Tarina itsessään toimii ihmisille dokumentaationa, ja välissä ole-
vat testiaskeleet ovat Robot Framework testitapauksen lähdekoodi. 
 
Tästä lähdekoodista huomaa nykyisen toteutustavan heikkouden, eli Jennyn ystävät 
tulevat muokkaamaan taulua yksitellen ja samalta laitteelta. Tämä ei kuvasta realis-
tista testitapausta, jossa ystävät tulisivat yhtäaikaisesti muokkaamaan tauluja omilta 
laitteiltaan. 
 
Uudenlainen toteutus ei pintapuolisesti eroa juurikaan nykyisestä toteutuksesta. Erot 
ilmenevät tiedostorakenteesta. Jokaisen ystävän testit on eroteltu omiksi testiske-
naarioiksi ja testien askeleita on pilkottu omiksi tiedostoikseen. Tämä johtuu siitä, 
että testin osia halutaan ajaa rinnakkain eikä peräkkäin. Tämän lisäksi tästä testita-
pauksesta pitää luoda fMBT-malli, jotta toisistaan tietämättömät robotti-instanssit 
pystytään koordinoimaan toimimaan yhdessä. 
 
fMBT ja Robot Framework eivät pysty suoraan keskustelemaan keskenään. Tämän 
ongelman ratkaisemiseksi pitää kirjoittaa vielä adapteri. Adapterin voi mieltää väli-
kappaleena fMBT-mallin ja testattavan kohteen välillä. Tämä välikappale toimii tulk-
kina ohjelmistojen välillä ja mahdollistaa näiden ohjelmistojen välisen keskustelun. 
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4 Työn toteutus 
4.1 Yleistä 
Saadakseen kaiken hyödyn siitä, mitä fMBT ja Robot Framework tarjoavat, täytyy yh-
distää fMBT ja Robot Framework. Tällä tavalla pystyy hyödyntämään molempien työ-
kalujen toiminallisuuksia ja etuja. Robot Frameworkilla on helpompi hahmottaa ja 
mallintaa yksittäisiä testattavia toimintoja ohjelmistossa. Tämän lisäksi Robot Fra-
mework on vanhempaa teknologiaa ja sille on usein olemassa testitapaukset jo val-
miiksi. fMBT:llä pystyy mallintamaan ohjelmistokokonaisuuksia ja generoimaan tes-
tejä sekä hyödyntämään mallipohjaisen testauksen ”tekoälyä”. Syy, miksi nämä ohjel-
mistot halutaan yhdistää, on se että fMBT pystyy toimimaan keskitettynä tekoälynä 
Robot Framework-testitapauksille. Tämän lisäksi pystymme luomaan Robot Fra-
mework -testitapauksia, jotka ovat riippuvaisia toisistaan. Esimerkiksi jos haluamme 
automaattisesti testata tiedoston latausta palvelimelle ja sen jälkeen testata jotain 
toimintoa tähän ladattuun tiedostoon liittyen tai mikäli haluaa ajaa testitapauksia 
rinnakkain. Voimme testata tämän koko prosessin fMBT:llä, mutta useimmiten malli 
joudutaan luomaan tyhjästä. Pelkällä Robot Frameworkillä tämän toteutus on par-
haassa tapauksessa epävarmaa ja huonoimmassa tapauksessa mahdotonta. Tämän 
takia fMBT:n ja Robot Frameworkin yhdistäminen on hyödyllistä. Saamme Robot Fra-
meworkin olemassa olevat testitapaukset käyttöömme ja fMBT:n toimimaan teko-
älynä, jolla pystytään ohjaamaan Robot Framework-testitapauksia. 
 
4.2 Ohjelmistoratkaisun rakenne 
Ohjelmistoratkaisu koostuu kahdesta osasta (ks. kuvio 4). Ylempi serveri on se tieto-
kone, jolla sekä fMBT että Robot Framework ajetaan.  Tällä tietokoneella fMBT-pro-
sessi käskyttää eri Robot Framework -prosesseja. Nämä Robotti Framework -proses-
sit ajavat fMBT:n käskemiä testitapauksia. Nämä testitapaukset lähettävät selaimen 
kautta kyselyitä palvelimelle, jolla itse testattava kohde sijaitsee. 
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Kuvio 4. Toteutuksen rakenne 
 
Tällä palvelimella pyörii käyttöjärjestelmä, joka tukee Docker-työkalua. Itse testat-
tava kohde on virtualisoitu kontin sisälle. Tämä virtualisoitu palvelu vastaanottaa ver-
kon yli lähetetyt kutsut ja vastaa niihin. Itse kommunikaatio tapahtuu selaimen ja 
Contriboard clientin kautta, eivätkä järjestelmät keskustele keskenään suoraan. 
4.3 fMBT-malli 
fMBT on monipuolinen testaustyökalu, joka on niin sanotusti agnostinen siitä mitä 
sillä testataan. Tämä tarkoittaa sitä, ettei testaustyökalu tiedä mitään testattavasta 
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ohjelmistosta. Testaaja luo abstraktin mallin ohjelmistosta ja kirjoittaa adapterin, 
joka tulkitsee fMBT:n lähettämät käskyt automaatiotyökalulle, esimerkiksi Selenium 
Webdriverille tai tässä tapauksessa Robot Frameworkille. 
 
 
Kuvio 5. fMBT-mallin visualisointi 
 
Mallin alussa määritetään preview-show-vars -kommentilla mitkä muuttujat näyte-
tään visualisoinnissa. Tämän lisäksi määritetään mallissa käytettävä ohjelmointikieli, 
tässä tapauksessa käytössä on Python. Tämän lisäksi malliin tuodaan tarvittavat kir-
jastot ja adapterit malliin. Variables-osiossa määritetään muuttujat, joita mallissa 
käytetään ja initial_state-osiossa määritetään mallin alkutilanne. Tässä mallissa on 
vain yksi muuttuja nimeltä state ja sen arvo on mallin alussa ”jennytest”.  
 
Malli, jolla on tarkoitus testata, on tässä tapauksessa kokoelma lineaarisia tiloja. 
Näissä tiloissa määritetään, mitkä Robot Framework -testit ajetaan, ja mihin tilaan 
seuraavaksi siirrytään. Ajettavat Robot Framework -testitapaukset määritetään Adap-
ter-osiossa. Esimerkiksi kuviossa 6 nämä testit ovat ”Scenario2.rst” sekä ”friend.rst”-
testit. Seuraava tila määritetään tilan Body-osiossa. Yllä olevassa kuviossa seuraavat 
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tilat ovat nimeltään ”friendTests” ja ”jennytestB”. Tämän lisäksi malliin pitää asettaa 
milloin tilan testit ajetaan. Helpoiten tämän pystyy tekemään, kun tilalle annetaan 
uniikki nimi ja tätä nimeä tarkastellaan mallin Guard-osiossa. Tämän lisäksi mallille 
pitää määrittää erikseen konfigurointitiedostossa kuinka monta tilaa mallissamme on 
ja asettaa tilojen määrä askelten määräksi, muutoin fMBT ajaa viimeistä testiä, kun-
nes askelten määrä toteutuu. Toinen mahdollinen ratkaisu tähän ongelmaan on aset-
taa viimeisessä tilassa seuraavan tilan arvo sellaiseksi, mitä ei ole. Tällöin fMBT-mallin 
ajo loppuu, kun se ei pysty enää siirtymään seuraavaan tilaan. 
 
Kuvio 6. fMBT-mallin lähdekoodia 
 
fMBT-adapteri on välikappale fMBT:n ja testattavan kohteen välillä. Tässä tapauk-
sessa adapteri on erittäin yksinkertainen aliohjelma. Aliohjelmalle annetaan argu-
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mentiksi eli syötteeksi testitapauksen tiedostonimi. Tämän lisäksi adapterissa määri-
tetään kansio, josta testitapaukset oletuksena löytyvät. Tämän lisäksi adapteriin tuo-
daan Robot Framework Python-moduuli. Käyttäen hyväksi tätä Python-moduulia, 
aliohjelma ajaa Robot Framework-testitapauksen ja palauttaa epäonnistuneiden tes-
tien määrän. 
4.4 Robot Framework -testitapaus 
Toimiakseen fMBT-mallin kanssa, Robot Framework -testitapauksia täytyy pilkkoa 
pienempiin kokonaisuuksiin. Esimerkiksi aiemmin mainittu Juho Pekin (2016) testita-
paus, joudutaan pilkkomaan seitsemään pienempään testitapaukseen. Testitapauk-
set on jaettu Jennyn taulun luontiin ja jakoon, jokaiseen Jennyn ystävän muokkauk-
seen sekä loppuun testitapaukseen (ks. liite 1). 
 
Testitapaukset itsessään ovat melko yksinkertaisia. Testitapauksissa kirjaudutaan pal-
veluun sisään, klikkaillaan palvelussa nappuloita sekä luodaan ja muokataan lipuk-
keita. Tarkoituksena on simuloida oikeaa käyttäjää, joten selain automatisoidaan lä-
hettämään sellaisia komentoja, joita normaali käyttäjä käyttäisi käyttäessään ohjel-
mistoa. 
 
Testitapaukset voivat tarvita myös suurempia muutoksia kuin pelkkää testitapausten 
pilkkomista. Tässä testitapauksessa käytetään muuttujaa, jolla määritetään, mihin 
osoitteeseen ystävien kuuluu navigoida nähdäkseen taulun. Jokainen Robot Fra-
mework -testitapaus on irrallinen instanssi, joten muuttujan kuljettamiseen täytyy 
keksiä jonkinlainen mekanismi. Tässä tapauksessa muuttuja kirjoitetaan omaan tie-
dostoon, ja testitapaukset, joissa tätä muuttujaa käytetään, joutuvat lataamaan tä-
män tiedoston saadakseen tietoonsa tämän muuttujan arvon. 
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5 Yhteenveto 
5.1 Haasteet 
5.1.1 Testikohteen ja Robot Frameworkin virtualisointi 
Tarkoituksena oli pystyttää oma versio testikohteesta omaan palvelinympäristöön. 
Tämä jäi kuitenkin tekemättä puutteellisen dokumentaation takia. Sen lisäksi loppu-
jen lopuksi oli helpompaa ja nopeampaa vain käyttää jo valmiiksi määriteltyä testi-
kohdetta, joka oli määritetty Robot Framework -testeissä. 
 
Robot Framework -instansseja olisi myös voitu virtualisoida niin, että jokainen testi 
ajetaan omassa virtuaaliympäristössä. Tämä jäi myös toteuttamatta. Syynä oli ajan ja 
osaamisen puute. 
5.1.2 Robot Frameworkin rajoitteet 
Robot Frameworkin kanssa ongelmaksi syntyi se, että jokainen testi-instanssi on täy-
sin erillään toisistaan. Tämä johti siihen, etteivät edellisessä testissä kirjoitetut muut-
tujat kulkeneet seuraavaan testiin. 
 
Ongelman ratkaisemiseksi testeihin itsessään pitää kirjoittaa ylimääräinen askel, 
jossa kirjoitetaan muuttuja tiedostoon. Tämän jälkeen seuraavissa testeissä tämä 
muuttuja pystytään lukemaan ja muuttujaa pystytään hyödyntämään. Tämä ratkaisu 
ei ole kovin elegantti ja vaatii, että testiä ajavalle tietokoneelle kirjoitetaan väliaikai-
sia tiedostoja.  
5.1.3 fMBT:n rajoitteet 
Ongelma fMBT:n kanssa oli se, että kun sillä luo mallin, niin se automaattisesti joko 
suorittaa mallia, kunnes se on ajanut tietyn määrän askelia tai malli ei pysty siirty-
mään enää seuraavaan tilaan. Ei-halutun toiminallisuuden välttämiseksi mallit täytyy 
suunnitella tarkkaan. Tässä tapauksessa yksinkertaisin tapa on täysin lineaarinen tila-
siirtymä. fMBT luo testiaskeleet mallin, määritettyjen heurististen arvojen sekä tiloille 
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määritettyjen painoarvojen perusteella satunnaisesti. Tämän takia varomaton tes-
taaja voi ajautua ongelmiin luodessaan mallia, joka käskyttää Robot Framework -tes-
titapauksia. 
 
Tämän lisäksi fMBT ajaa jokaisen testitapauksen yksitellen, joten Robot Framework -
testien moniajoon ei pystytty. Ongelma on yksinkertaisimmillaan ratkaistavissa adap-
terissä käyttäen hyödyksi Python-ohjelmointikielen moniajoon soveltuvia ominai-
suuksia. 
5.2 Jatkokehitys 
Jatkokehittäessä tätä ratkaisua yksi mahdollinen etenemistapa olisi virtualisoida Ro-
bot Framework -instanssit yksittäisiksi ympäristöiksi. Tämän lisäksi fMBT olisi myös 
mahdollista virtualisoida, mikä mahdollistaisi sen mallien käytön millä tahansa alus-
talla. Tällä hetkellä fMBT:stä ei ole natiivia versiota Windows-käyttöjärjestelmälle ja 
tämän lisäksi se pitää koota lähdekoodeista, jos sitä haluaa käyttää muilla kuin De-
bian-pohjaisilla alustoilla. 
 
Tämän lisäksi muuttujien kuljetus Robot Framework -testien välillä tarvitsee jonkin 
elegantin ratkaisun. Kovalevylle kirjoittaminen ja kovalevyltä lukeminen on hitaam-
paa kuin välimuistin vastaavat toiminnot, joten ongelmaan tarvitsisi ratkaisun. Ongel-
makohdaksi muodostuu Robot Framework, sillä fMBT:n ja Adapterin välillä tiedon 
kuljettaminen on varsin helppoa. Adapterin aliohjelmat pystyvät palauttamaan muut-
tujia fMBT:lle ja tätä kautta fMBT pystyy ylläpitämään tietoa muuttujista. fMBT:stä 
pystyy helposti siirtämään muuttujia adapterin kautta Robot Framework -testeille. 
Muuttujien saaminen ohjelmallisesti ulos Robot Framework -testitapauksista muo-
dostuu haasteeksi. Tämän ongelman ratkaiseminen on myös tärkeää, jotta Robot 
Framework -testit pystytään virtualisoimaan, sillä tiedostojen vieminen virtuaaliym-
päristöihin voi muodostua haasteeksi. 
 
Testien moniajo vaatii adapterin refaktorointia. Python-ohjelmointikieli tukee mo-
niajoa ja säikeistystä, joten ongelman ratkaisu voi olla yksinkertainen. Toinen mah-
dollinen tapa on käyttää testien moniajoon olevia kirjastoja, esimerkiksi Pabotia. 
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Pabot on ohjelma, jolla pystyy ajamaan Robot Framework -testitapauksia rinnakkain 
ajan säästämiseksi (Korpela 2016). Pabotin käyttö vaatisi testien uudelleen kirjoitta-
misen sekä yksittäisten testien erottelun omiksi testitapauksiksi. Pabotin käyttöön-
otto vaatisi myös adapterin refaktorointia. 
 
fMBT-mallia pystyy kehittämään eteenpäin mallintamalla monimutkaisempia koko-
naisuuksia, esimerkiksi haarautuvia testausmalleja, joissa ajettavat Robot Framework 
-testitapaukset määräytyvät aiempien askeleiden tulosten mukaan. Tämän lisäksi 
saippuaoopperan juoni voisi myös haarautua pelimäisesti eri haaroiksi riippuen siitä, 
onnistuivatko edellisten tilojen testit. 
 
fMBT:n käyttöönotto Robot Framework testeissä mahdollistaa sellaisten kokonai-
suuksien testaamisen, jotka olisivat olleet erittäin monimutkaisia toteuttaa sellaise-
naan. Toteutus vaatii jatkokehitystä, jotta sitä voitaisiin käyttää laajemmissa kokonai-
suuksissa ja projekteissa. Tästä huolimatta Robot Frameworkin ja fMBT:n integrointi 
on mahdollista ja luo lisää mahdollisuuksia automaatiotestauksen saralle. 
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