Abstract For any proposed software project, when the software requirements specification has been established, requirements changes may result in not only a modification of the requirements specification but also a series of modifications of all existing artifacts during the development. Then it is necessary to provide effective and flexible requirements changes management. In this paper, we present an approach to managing requirements changes based on Booth's negotiation-style framework for belief revision. Informally, we consider the current requirements specification as a belief set about the systemto-be. The request of requirements change is viewed as new information about the same system-to-be. Then the process of executing the requirements change is a process of revising beliefs about the system-to-be. We design a family of belief negotiation models appropriate for different processes of requirements revision, including the setting of the request of requirements change being fully accepted, the setting of the current requirements specification being fully preserved, and that of the current specification and the request of requirements change reaching a compromise. In particular, the prioritization of requirements plays an important role in reaching an agreement in each belief negotiation model designed in this paper.
Introduction
For any proposed software development project, it seems to be inevitable to confront requirements changes during the software development life cycle. Stakeholders change their minds for many reasons, including policies and legislation changes, commercial strategies updating and marketplace changes, identifying a defect in proposed requirements or missing a requirement, and realizing that they misunderstood their actual demand. Generally, the earlier the requirements are frozen (i.e., the software requirements specification has been established), the more requirements changes would occur later. Suitable requirements changes may boost satisfactions of some stakeholders to the system-to-be and enhance the quality of software requirements specification and subsequent artifacts.
But uncontrolled requirements changes must result in many troublesome problems during the development, especially when the software requirements specification has been established [1] . Uncontrolled consumption of development resources such as time, funds, and human resource for accommodating requirements changes may result in delay of delivery of the software product, overburden on developers, and difficulties in funds. Moreover, uncontrolled requirements change may result in inconsistency and other indetectable defects in the system-to-be, which will degrade the quality of software product. On the other hand, to develop software product which is both high-quality and high-value, it is unadvisable to prohibit the requirements change during the development process, even if the software requirements specification has been established. Consequently, it is necessary to provide effective and flexible approaches to managing requirements changes.
Logic-based techniques for managing requirements change have drawn significant attention recently. Garcez et al. [2] [3] argued that the evolution of requirements specifications can be supported by a cycle composed of two phases: analysis and revision. The analysis phase focuses on checking whether a number of desirable properties of a system-to-be are satisfied by its partial requirements specification based on abductive reasoning [4] . Some diagnostic information are also provided when a certain property is violated by the specification. Then inductive learning-based [5] revision phase executes the change from the given specification into a new specification by making use of the diagnostic information provided by the analysis phase. Zowghi et al. [6] [7] proposed belief revision for default theories as a formal approach for resolving inconsistencies caused by evolutionary changes of requirements. They argued that the requirements specification can be formulated as default theories where each requirement may be firm, defeasible, or discarded. Inconsistencies introduced by an evolutionary change are resolved by performing a revision operation over the entire specification. These approaches are appropriate to providing support to managing requirements changes during the requirements specification development, in which many requirements are considered as imprecise, incomplete and immature.
However, when the requirements specification has been established, most requirements are considered as reliable and relative complete. Compared to the concerns of [2] [3] [6] [7] , developers do not focus on finding possible changes to evolve requirements at this stage. The request of requirements change is always triggered by some very particular or uncertain factors. Because the current requirements specification is viewed as a baseline for subsequent stages including design, coding and testing, any modification of the current requirements specification may cause a series of changes at each developed or developing stage in the software development life cycle. Consequently, the request of requirements change should be handled cautiously, moreover, an acceptable requirements change to this stage should not lead to a major modification to the current requirements specification in general case.
The change control board (CCB for short) is responsible for considering the necessity of each change request [1] . In particular, the CCB should also estimate the impact that the requirements change has on the current requirements specification. In other words, the CCB should consider the possible result caused by the requirements change. The process of change is not always an easy process of adding the new requirements to the current requirements specification and giving up the corresponding older requirements. Actually, the requirements changes often result in conflicts between the existing requirements and the new requirements. Thus, the process of requirements change is associated with resolving conflicts in many cases. For the CCB, the possible accommodation caused by the requirements change should be taken into account in decision making about the request of requirements change. There are three possible ways to implement a given request of requirements change as follows.
(a) The request of change is fully accepted. If the request contradicts the current requirements specification, then stakeholders should accommodate the current requirements specification to the request. That is, the current requirements specification needs to give up some existing requirements. Generally, this kind of request is very necessary to software project, such as the requests caused by policy and legislation change.
(b) If the request contradicts the current requirements specification, the CCB accommodate the request to the current requirements specification. That is, the request is partially accepted to augment the current requirements specification.
(c) If the request contradicts the current requirements specification, the current requirements specification and the new requirements accommodate themselves to each other. In other words, both the request and the current requirements specification need to make concessions.
Belief revision provides a promising way to manage the requirements changes. Informally speaking, belief revision is the process of changing the beliefs of an agent in some world when new evidence (possibly inconsistent with the existing beliefs) about that world is given. The current software requirements specification may be viewed as a set of beliefs of stakeholders in the system-to-be. If we consider each request of requirements change as an evidence about the system-to-be, then the process of sequential changes can be viewed as a process of iterated belief revision, moreover, the revised belief set can be viewed as the revised requirements specification by executing the change.
A belief revision operator is always characterized by a number of rationality criteria (called postulates). The AGM framework [8] and its most adaptations such as DP framework [9] assume that the new information is more reliable, then the new information should always be fully accepted in the revision result. This is referred to as the success postulate. In contrast, some so-called non-prioritized belief revisions [10] [11] [12] [13] do not think the new information should be always fully accepted after revision. Evidently, non-prioritized belief revision is more appropriate to managing requirements change.
In this paper, we present an approach to managing the requirements changes based on the negotiation-style belief revision. In particular, the priority level of requirements plays an important role in negotiation models. The negotiation-style revision presented by R. Booth [12] is a kind of non-prioritized belief revision, in which the result of revision is arrived at via a kind of negotiation between the existing information and new information. The belief negotiation model in [12] provides a more flexible framework to belief revision. We consider the current requirements specification and the request of requirements change as two negotiation parties in belief revision. Then for different requests of requirements change, we design different belief negotiation models to execute the requirements changes. Informally, we provide three belief negotiation models for the following settings, i.e., the request is fully accepted, the current requirements specifications is fully preserved, and the current requirements specification and the requested changes accommodate themselves to each other. The three possible results of revision may help developers to make reasonable trade-off decisions about the request of requirements change.
The rest of this paper is organized as follows. In Section 2 we introduce the logical representation of requirements specification and also give a brief overview to negotiation-style framework for belief revision presented by Booth [12] . Then in Section 3 we provide the negotiation-style revision-based approach to managing requirements changes. Section 4 gives some comparison between our approach and other related works. Finally, we conclude this paper in Section 5.
Preliminaries

Logical Representation of Requirements Specification
We consider the use of classical logic-based language in representation of requirements specifications in this paper. Although different software projects may use different notations and tools to represent their requirements during the requirements stage, first order logic is appealing for formal representation of requirements statements since most tools and notations for representing requirements could be translated into formulas of first order logic [14] . That is, first order logic may be considered as a promising tool to represent requirements. Moreover, in a logic based framework for representing requirements, reasoning about requirements is always based on some facts that describe a certain scenario [14] . It implies that checking the consistency of a set of requirements only considers ground formulas rather than unground formulas. Furthermore, if we restrict the first order language to propositional case, it may render consistency checking decidable. This gives some computational advantages. For these reasons, we assume a classical first order language without function symbols and existential quantifiers. This classical first order logic is the most convenient to illustrate our approach, as will be shown in the rest of the paper.
Let L Φ0 be the language composed from a set of classical atoms Φ 0 and logical connectives {∨, ∧, ¬, →} and let be the classical consequence relation. Let α ∈ L Φ0 be a classical formula and ∆ ⊆ L Φ0 a finite set of formulas in L Φ0 . In this paper, we call ∆ a requirements collection while each formula α ∈ ∆ represents a requirements statement. For example, given a requirement of "if Alice requests to borrow the book of Software Engineering and the book is available, then Alice can borrow the book " in a certain scenario, we can represent the requirement by
Let S be the current requirements specification. It contains all the existing requirements statements.
Generally, prioritization over a requirements collection ∆ is just a strategy for differentiating requirements of ∆ at a coarse granularity by its importance and urgency from some perspectives. A common approach to prioritizing requirements collection is to group requirements statements into several priority categories, such as the most frequent three-level scale of "High", "Medium", "Low " [1, 15] and the five-level scale of priorities used in [16] .
Another technique for prioritizing requirements specifications is based on numerical estimations of value, cost and risk of each requirements statements, such as the cost-value approach [17] and the quality function deployment (QFD for short) [18] . However, K. Wiegers has pointed that few software organizations are willing to undertake the rigor of QFD in his experience [15] . In this paper, we use a common prioritization scale to group requirements into several priority categories. For example, if we assign l 1 to a requirements statement α, it means that α is one of the most important requirements statements. In the rest of the paper, we adopt this three-level priority set in most examples, though it is not obligatory. From a particular perspective, prioritization over ∆ is in essence to establish a prioritization function P : ∆ −→ L m by balancing the business value of requirements against its cost and risk. Actually, prioritizing a set of requirements statements ∆ is to group ∆ into m priority categories. That is, for every ∆, prioritization provides a partition of ∆,
. . , ∆ m to denote a prioritized requirements collection in this paper.
The term of inconsistency in requirements collections has different definitions in requirements engineering [19] . Most logic-based works such as [14, [19] [20] concentrated on a particular kind of inconsistency, i.e., the logical contradiction: any situation in which some fact α and its negation ¬α can be simultaneously derived from the same requirements collection ∆. In this paper, we shall be also concerned with the logical contradiction. Let Cn(∆) = {α|∆ α}. It is the set of all the consequences derivable from ∆. If there is a formula α such that α ∈ Cn(∆) and ¬α ∈ Cn(∆), then we consider ∆ to be inconsistent and abbreviate α ∧ ¬α by ⊥.
For the simplicity of discussions below, we use classical formulas such as α and β to stand for any unspecified requirements statement in examples in subsequent sections.
Booth's Negotiation-Style Framework for
Belief Revision In this subsection, we give an overview of the negotiation-style framework for belief revision presented by Booth [12] . The negotiation-style framework for belief revision imagines the inconsistency between the current belief set K and new information φ as a gap between K on one side and φ on the other. Then the process of revision is thought to be the process of bridging this gap [12] . We adopt the following notations, abstractive functions used in [12] . We use W and B to denote the set of all possible propositional worlds and the set of all non-empty subsets of W, respectively. For any set of worlds U, we use Th(U) to denote the set of sentences true in every world in U. Moreover, we interpret U as information that the actual "true" world is one of the worlds in U in the following negotiation models.
For A belief set K is a consistent and deductively closed set of sentences, i.e., [K] = ∅ and K = Cn(K). We use L * Φ0 and K to denote the set of all consistent sentences and the set of all belief sets, respectively.
Let s and t be two sources of information which provide information S and T respectively, where S and T are two non-empty subsets of W. The intuitive idea of negotiation-style merging S and T into a single piece Merge(S, T ) is to incrementally enlarge S or T or both until their intersection is non-empty [12] . Consider
we start the first round of negotiation. After some concessions are made by s or t or both, we arrive at the pair
Otherwise we repeat this and do the next round of negotiation.
A possible stage in the negotiation process starting with S 0 and T 0 can be represented by σ = ( S 0 , T 0 , . . . , S n , T n ), an increasing sequence of pairs of elements of B, where
Let Ω denote the set of all finite sequences of pairs of elements of B. Then we define the set of sequences Σ ⊆ Ω by
Note that a sequence σ ∈ Σ represents a possible stage in the unfinished negotiation process starting with S 0 and
To assure that there is a mechanism to select which of the two parties should make concession at each negotiation stage σ, Booth [12] assumes that there exists an abstractive function g :
In other words, the function g assures that there is at least one party having to make concession at stage σ, then the negotiation can proceed. Moreover, for each σ = ( S 0 , T 0 , · · · , S n , T n ), Booth [12] also assumes that the weakening of S n (resp. T n ) is strict if S n (resp. T n ) must be weakened at stage σ, i.e., there exists a function σ : {S n , T n } → B such that:
To avoid deadlock (i.e., S i ∩T i = ∅ and S i = S i+k , T i = T i+k , for all k > 0) in negotiations, this enlargement is also required to be strict according to the condition of ( 0)
However, ( 0) can be weakened as:
That is to say, it is really only necessary that at least one party make a strict concession to avoid a deadlock.
Then a belief negotiation model is defined as follows. Definition 1 (Belief Negotiation Model [12] ).
A belief negotiation model (relative to s and t) is a pair
B is a function which satisfies (g0) and, for each σ
is a function which satisfies ( 0). As stated in [12] , given any S, T ∈ B, a belief negotiation model N can uniquely determine the complete process of negotiation between S and T , i.e., this process can be returned by the function f
Then we may take Merge(S,
is the result of weakening information S (resp. T ) to accommodate information T (resp. S) [12] . Definition 2 (Revision Operator N [12] ).
Given a belief negotiation model N . The revision operator
It has been shown in [12] that the revision operator N satisfies the basic AGM postulates for revision including Closure, Extensionality, Inclusion, Vacuity and Consistency.
However, if Φ is a consistent set of sentences, then we use Φ to denote the conjunction of all sentences in Φ.
. Thus, we can generalize the revision operator N as follows:
If there is no confusion, we often write
Now we give an example to illustrate the negotiationstyle revision.
Example.
Suppose that information source s is more reliable than t about the truth value of β. But t is more reliable than s about the truth value of α and γ. We start the process of negotiation-style belief revision with
and T 3 = T 2 . Then we get
and
Therefore, we get
Evidently, the revised belief set conforms to the intuition.
Note that the negotiation-style revision presented by Booth [12] is only an abstractive framework. Then functions g and { σ } σ∈Σ need to be instantiated based on some domain knowledge from applications.
Handling Requirements Changes as Negotiation-Style Revision
In this section, we will present a negotiation-style revision-based approach to handling the requirements changes when the requirements specification has been established. We start with the formal representation of requests of requirements changes.
Let S be the current software requirements specification and [S] the set of worlds in which every requirements statements in S is true, i.e., the set of models of S. There are three representative atomic requirements changes in S as follows:
(a) add a new requirement α to the current requirements specification S; (b) give up an existing requirement β in S; (c) change an existing requirements γ in S into a new requirement φ.
We use φ γ to denote an atomic request of changing γ into a new requirement φ. If Φ and Γ are two sets of formulas, we also use Φ Γ to denote a request of changing requirements Γ into Φ. By convention, (a) and (b) can be denoted by {α} ∅ and ∅ {β}, respectively. In particular, ∅ ∅ denotes there is no change.
Definition 4 (Request of Requirements Change).
Let S be a requirements specification. A request of requirements changes R with regard to S is defined as
where each Φ i is a new requirements set (possibly empty), and
Without loss of generality, we assume that
we abbreviate a request of requirements change as Φ Γ .
Let W be a set of all possible worlds. Let ∆ be a set of formulas and ∆ 1 , . . . , ∆ m the priority-based partition or stratification of ∆. We may provide a total pre-order relationship ∆ on W that is induced from ∆ by the leximin ordering strategy [21] as follows: • Leximin Ordering [21] . Note that the leximin ordering over W is based on the lexicographical relation on κ(w) = {ϕ ∈ ∆ : w |= ϕ} for each w ∈ W. As one of the widely used ordering strategies, it considers the number of all formulas satisfied by a given interpretation w as well as the priority of each formula satisfied by w.
From the pre-order relationship ∆ over W induced from ∆, W can be stratified as
where W i contains all the minimal worlds of set ∪ n(∆) j=i W j with regard to ∆ , and n(∆) is a positive number associated with ∆. Evidently, if ∆ is consistent, then
Informally speaking, this stratification groups W into several partitions so as to satisfy |κ(w)| = |κ(w )| for any two interpretations w and w in the same partition.
In particular, let S 1 , . . . , S m be the priority-based partition of S, then we can get a stratification of W as
. Now we give an example to illustrate this stratification of the set of worlds.
Example. We can get the stratification of W from ∆ over W induced from ∆ as follows:
where
Given a request of requirements change R = Φ Γ , we can also define a total pre-order relationship Φ on W induced from Φ. We may write Φ as R if there is no confusion.
As mentioned earlier, there are three possible ways to execute a given request of requirements change. Intuitively, each of possible ways may be viewed as a special kind of negotiation-style revision. That is, we need to design different belief negotiation models for different ways of executing the requirements change.
Fully Accepting the Request of
Requirements Change R Given an obligatory request of requirements change R = Φ Γ , it should be fully accepted by the current requirements specification S. Then S need to a) give up all the requirements in Γ ; b) absorb all the new requirements in Φ; c) give up some other requirements to keep consistent with Φ if there exists inconsistency caused by absorbing Φ.
In such a process of revision, negotiation focuses on the subprocess of (c). Let s and r stand for the current requirements specification and the request of requirements change in the negotiation, respectively. 
is defined by
Furthermore, we define a revision operator N 1 to merge S 0 and Φ as follows:
In this belief negotiation model, g 1 (σ i ) = {S i } implies that the current requirements specification is a loser of negotiation round at each stage σ i . Note that Proof.
Evidently, we can also get the following property of
Let S be the current requirements specification and R = Φ Γ a request of requirements change with regard to S. Then
According to this proposition, Φ is fully accepted by the revised belief set.
In belief revision, S 0 N 1 Φ is a revised belief set. However, in requirements engineering, we hope that S 0 N 1 Φ is given in the form of subset(s) of S 0 ∪ Φ rather than Th(S n ∩ R n ).
Let ∆ 1 , . . . , ∆ m and Θ 1 , . . . , Θ m be the prioritybased partitions of ∆ and Θ, respectively. We define
be the priority-based partition of S 0 . We use 2 S0 to denote the set of all the subsets of S 0 in the sense of . We provide the leximin order relation ≺ leximin [21] [22] over 2 S0 as follows: 
Note that each Ψ ∈ S N 1 R provides a possible revised requirements specification according to the belief negotiation model N 1 . Moreover, these revised specifications are viewed as "equivalent" to each other in the sense of ≺ leximin .
Evidently, we get the following property of S N 1 R. Proposition 3. Let S be the current requirements specification and R = Φ Γ a request of requirements change with regard to S. Then
That is, the request R is fully accepted by S. Now we give an example to illustrate this negotiation-style change process.
{δ}} is a request of requirements change with regard to S. Intuitively, the request R means that the requirements δ should be changed into the new requirements ¬β with priority of Medium. If we fully accept this request, it will result in an inconsistency β ∧ ¬β. Now we adopt the belief negotiation model N 1 to handle this request. 
However, no agreement is reached, since
The revised requirements specification is {α}, {¬β}, {γ} .
The request of requirements change R is fully accepted.
Augmenting the Current Requirements Specification S
When the requirements specification has been established, especially in the later stage of software development life cycle, abandoning some existing requirements means abandoning most the artifacts associated with the requirements. In such cases, developers tend to only accept the request of augmenting the requirements specification rather than the request of giving up some existing requirements. Then we need to construct a negotiation-style revision that preserves the current requirements specification.
Suppose that there is a request of requirements
• Φ 1 is the set of new requirements to be added to the current specification S;
• Γ 2 is the set of requirements to be abandoned by the current specification S;
• Φ 3 Γ 3 means that the existing requirements in Γ 3 should be changed into Φ 3 . Evidently, given R, to preserve the current requirements specification S, (a) the request of ∅ Γ 2 and Φ 3 Γ 3 should be rejected; (b) S absorbs the new requirements in Φ 1 ; (c) Φ 1 gives up some new requirements to keep consistent with S if there exists inconsistency caused by absorbing Φ 1 .
In such a process of revision, negotiation focuses on the subprocess of (c). Let s and r stand for the current requirements specification and the request of requirements change in the negotiation, respectively.
Suppose 
is defined by
Furthermore, we define a revision operator N 2 to merge S and Φ 1 as follows:
In this belief negotiation model, This proposition implies that the current requirements specification S is fully preserved during the revision process. Then the revised result can be viewed as an augmentation of S.
we denoted by Min(≺ leximin , Sub(Φ 1 )) the set of undominated elements of Sub(Φ 1 ) with respect to ≺ leximin , i.e.,
We define a change operator N 2 induced by N 2 as follows.
Definition 8. (Change Operator N 2 ). Let S be the current requirements specification and R
= {Φ 1 ∅, ∅ Γ 2 , Φ 3 Γ 3 } a
request of requirements change with regard to S. Then the change operator N 2 induced by N 2 is defined as
Note that each Ψ ∈ S N 2 R provides a possible revised requirements specification according to N 2 . Moreover, these revised specifications are viewed as "equivalent" to each other in the sense of ≺ leximin .
The following proposition shows that the change operator N 2 is appropriate to augmenting the current requirements specification.
Proposition 6. Let S be the current requirements specification and R = {Φ 1 ∅, ∅ Γ 2 , Φ 3 Γ 3 } a request of requirements change with regard to S. Then
Now we give an example to illustrate the augmentation of the current requirements specification.
Example. Consider S = {α}, {β}, {γ} . Suppose that R = { ∅, {φ}, {¬γ} ∅} is a request of requirements change with regard to S. Intuitively, according to the request R, the new requirements φ with the priority of Medium and ¬γ with the priority of Low should be added to the current requirements specification S. If we want to fully preserve the current requirements, then we adopt the belief negotiation model N 2 to handle this request. Let Φ 1 = ∅, {φ}, {¬γ} . We denote each possible world by a bit vector consisting of truth values of 
We find that
According to the belief negotiation model N 2 ,
An agreement has been reached, since
The revised requirements specification is {α}, {β, φ}, {γ} .
Moreover, S {α}, {β, φ}, {γ} .
Evidently, the requirements specification S is augmented by adding φ, whilst the request of adding ¬γ is rejected.
Reaching a Compromise Between S and R
The belief negotiation model N 1 forces the party of the current requirements specification to make concessions at each stage of the negotiation procedure over executing the requirements change. In contrast, the belief negotiation model N 2 forces the party of the request of requirements change to make concessions at each stage of the negotiation process. However, it is necessary to make some concessions for both the current requirements specification and the request of requirements change in many cases.
For a request of giving up some current requirements R = {∅ Γ } with regard to S, there is no inconsistency caused by fully or partially acceptance of the request. Thus, we focus on the typical kinds of request of requirements change R = {Φ Γ }:
2) if Γ = ∅, R is to change the existing requirements in Γ into the new requirements in Φ.
Just for simplicity, we assume that S is willing to abandon requirements in Γ . That is, S focuses on negotiation over abandoning some other requirements to accommodate the requirements in Φ. 
is defined by
Furthermore, we define a revision operator N 3 to merge S 0 and Φ as follows: 
According to this proposition, the agreement will be reached within min{n(S 0 ) − 1, n(Φ) − 1} steps.
For each w ∈ S n ∩ R n , suppose that w ∈ W s0 i and w ∈ W r j , then we define s(w) and r(w) by
Then we define
Further, we define
If the developers tend to support the current requirements specification S, then we define a change operator 
If the developers tend to support the request of requirements change R, then we define the change operator 
If the developers tend to balance S against R, then we define the change operator N 3 3 as follows. N 3   3 ). Let S be the current requirements specification and R = {Φ Γ } a request of requirements change with regard to S. Then the change operator N 3 3 induced by N 3 is defined as
Definition 12 (Change Operator
These change operators are appropriate to reaching different compromises between the current requirements specification and the request of requirements change.
It is not hard to get the following property of the three change operators.
Proposition 8. Let S be the current requirements specification and R = {Φ Γ } a request of requirements change with regard to S. Then the stratification of W induced by S 0 is given as follows:
The stratification of W induced by Φ is given as follows:
According to the belief negotiation model N 3 ,
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Further, the revised requirements specification is
This result means that the original requirements specification abandoned the requirement γ, and the request of requirements change abandoned the new requirements ¬β. This compromise is intuitive.
Generally, when a request of requirements change is submitted to the Change Control Board, the Change Control Board may use different change operators to simulate the different change processes. These possible results of revision can help developers and CCB to make reasonable trade-off decisions about the request of requirements change.
A Case Study
In order to illustrate the models for managing requirements changes based on negotiation-style revision, we have provided a series of small examples. Although we do not expect our approach can be immediately applied to scenarios in an industrial setting, we can demonstrate how complexity can be reduced using our approaches by restricting them to smaller partial specifications, and show its potential usefulness when conjuncted with a host of other techniques in requirements engineering. From this perspective, we provide a simple but explanatory case study below.
As argued in [20] , most of requirements specifications in industrial setting are expressed in natural language rather than logical formulas directly. Therefore we start our case study with requirements specification in natural language. Then we formulate these requirements and the request of requirements change in logical formulas. Following this, we illustrate how to negotiate over requirements changes by use of appropriate models. Finally, we discuss some potential supports for application of our approaches to requirements engineering.
Example. Consider the following requirements specification of a computer-aided close residential area management system, which is concentrated on managing the entrance of vehicles to the residential area.
• Requirements assigned to the priority level of High: (h1) the vehicles without special authorization of the Management Board of the residential area cannot be allowed to enter the area; (h2) the vehicles with a special authorization of the Management Board of the residential area can enter the area;
(h3) the system should trigger warning alarm if a vehicle without authorization enters the area.
• Requirements assigned to the priority level of Medium:
(m1) If the system trigger warning alarm, the vehicle cannot push the button for entrance again.
At first, we translate these requirements into logical formulas. Suppose that we use
• the predicate Aut(x) to denote that x is authorized by the Management Board of the residential area;
• the predicate Ent(x) to denote that x can enter the residential area;
• the predicate Ala(x) to denote that the system triggers alarm if x enters the area;
• the predicate Pus(x, y) to denote that x pushes the button y;
• the constant entr to denote the button of entrance. Then we can use the following set of formulas to represent the preliminary requirements specification:
During the development, the emergency manager told the vehicles entrance manager that the system should allow the vehicle of emergency such as fine engines to enter the area. To guarantee this, they provided the following constraints that must be met:
(r1) The fire engine should be viewed as the vehicle of emergency.
(r2) The vehicle of emergency can enter the area, and need not to be authorized by the Management Board of the residential area in advance.
(r3) The vehicles without authorization except that for emergency cannot enter the area.
Suppose that we use • the constant fire e to denote the fire engine;
• the predicate Eme(x) to denote that x is a vehicle for emergency. Then we can instantiate the requirements about the fire engine as follows: 
Correspondingly, the request for requirements change can be formulated by
Eme(fire e), Eme(fire e) → Ent(fire e) ∧ ¬Aut(fire e), ¬Aut(fire e) ∧ ¬Eme(fire e) → ¬Ent(fire e)
Because this is an obligatory request of requirements change, all the requirements belonging to Φ 1 should be added to the requirements specification S F . However,
i.e., S F ∪ Φ 1 is inconsistent.
To maintain consistency of requirements specification after change, the original requirements specification S F has to make concession. So, we adopt the belief negotiation model N 1 . We denote each possible world by a bit vector consisting of truth values of (Aut(fire e), Ent(fire e), Ala(fire e), Eme(fire e), Pus(fire e, entr)), The detailed negotiation process is given as follows.
• Consider the initial stage: Obviously, S 0 ∩ R 0 = ∅.
• Then consider the first round of negotiation:
e., S 0 is the party having to make concession.
• Then consider the second round of negotiation:
.e., S 1 is the party having to make concession. 
An agreement is reached, since
Then the process of negotiation over requirements changes under this obligatory request is given as follows:
Moreover,
where 
= {Ala(fire e) → ¬Pus(fire e, entr)},
Therefore, the revised instantiated requirements specification is
Compared to the original instantiated requirements specification, the request of requirements change R 1 is fully accepted. To maintain consistency of requirements specification, S F makes concession and abandons the following requirement:
¬Aut(fire e) → ¬Ent(fire e).
When the emergency manager verified the revised requirements specification, he found the entrance of fine engines can trigger warning alarm. So the emergency manager and the emergency manager want to replace the original requirement about triggering alarm by the following requirements with High level to requirements specification:
(r4) The vehicles without authorization except the fine engine should trigger warning alarm. Then we can formulate this request of requirements change as follows:
Suppose that stakeholders want to reach a compromise between S F 1 and R 2 . Then we adopt the belief negotiation model N 3 . Let S 0 = S F 1 \ Γ 2 . We consider the following negotiation over requirements changes under the request R 2 :
• The initial stage:
An agreement is reached. Correspondingly,
The revised instantiated requirements specification is
Evidently, the request of requirements change R 2 is fully accepted, i.e., S F 1 replaced ¬Aut(fire e) → Ala(fire e) by ¬Aut(fire e) ∧ ¬Ele(fire e) → Ala(fire e).
Finally, based on the revised instantiated requirements specification S F 2 , the revised preliminary requirements specification can be formulated by
That is, after negotiation between original requirements specification and the request of requirements change,
• the requirement (h1) was replaced by (r2) and (r3) together;
• the requirement (h3) was replaced by (r4);
• the new requirement (r1) was added to the requirements specification;
• requirements (h2) and (m1) remain unchanged. This case study has illustrated how to use our models in requirements engineering step by step. The approach presented in this paper is in the form of first order logic. Actually, first order logic can be considered as a preliminary of formal methods used in requirements engineering, such as in [14, 20] . Requirements analysts with only preliminaries of first order logic are able to use these approaches easily. On the other hand, to further facilitate the application of our logic-based approaches, we need consider some tools support for translating requirements expressed in natural language into formal logic as well as translating formal logic into natural language sentences. As such, a prototype tool termed CARL for this task has been presented in [20] . Then requirements analysts may combine or integrate our models with available tools such as CARL flexibly according to their needs in requirements management.
Discussion and Comparison
This paper focuses on management of software requirements changes based on negotiation-style belief revision. The negotiation-style framework presented by Booth [12] does not emphasize the postulate of success. It provides a more flexible way to revise the current belief set when new information is given. The belief negotiation model defined in [12] is still a general description except that the outcomes in abstractive negotiation formalization are specified as the possible worlds or models. Specifying the belief negotiation model presented in [12] needs to focus on the problem of how to make concessions. Of course, it depends on the application domain. However, it has been increasingly recognized that the priority of requirements can help requirements analysts resolve conflicts and make some necessary trade-off decision [15] [16] . Allowing for this, we take the priority of requirements into account in making concessions, and then design a family of more specified belief negotiation models appropriate for different processes of executing the requirements changes. It is embodied by stratifying the set of possible worlds W and adopting the strum W s i+2 (resp. W r i+2 ) to weaken S i (resp. R i ) at stage σ i during a negotiation process.
As mentioned earlier, viewing the evolution of requirements specification as a process of revision has been considered in [2] [3] [6] [7] . The analysis-revision cycle presented in [2] [3] aimed to evolve the unreliable and imprecise requirements into a relative mature requirements specification. The analysis-revision cycle is interested in finding requirements to be changed as well as how to change them. Informally, the abductive reasoning is adopted to find the problematic requirements to be changeable, moreover, the inductive learning is adopted to look for the way to modify the current problematic requirements. Generally, in this process, the requirements change is fully accepted to revise the current requirements. It agrees with the first model of negotiation presented in this paper in acceptance of the request of change. In contrast, our negotiationbased models concentrate on managing the requirements changes at the development stages, in which the requirements specification has been established. In such cases, the request of requirements change is always caused by very particular or uncertain factors. The acceptance of a request of requirements change may boost the satisfactions of related stakeholders. But it must result in a series of modifications at each existing development stage. Then the current requirements specification and the request of requirements change need to reach a compromise. So, requirement specification is not always considered as the party having to make concession to accommodate the newest requirements. This makes our flexible models for formulating the requirements change necessary when requirements specification has been established.
The logic framework for modeling the evolution of requirements presented in [6] [7] also concentrated on evolving underdeveloped requirements specifications into relative mature requirements specifications. At a meta-level, the requirements model is viewed as a default theory. The belief revision formalized in the AGM theory [8] is adopted to resolve inconsistencies caused by evolutionary changes. The postulate of success always makes the new requirements prioritized when it contradicts with the current requirements. Roughly speaking, under guidance of this postulate, the current requirements specification has to make concession to accept the new requirements when the union of the current requirements and the new requirements is inconsistent. In this sense, the principle of handling the request of requirement changes of this approach in accordance with that of our first negotiation model. It is useful to improve the quality of requirements especially at earlier requirements stage. But when requirements specification has established, handling requests of requirements changes often needs to balance the advantage of the current requirements specification against the disadvantage of the requirements change. Our flexible models are more appropriate to managing the request of requirements change. To illustrate this, consider S = {a, b, c} and R = {{¬b, ¬c}||∅}. Suppose that disadvantage caused by accepting {¬b, ¬c} is more than advantage caused by only accepting ¬b, an intuitive result should be {a, ¬b, c}. Actually, it can be obtained by using the third negotiation model presented in this paper. But if we adopt the belief revision operators subject to the postulate of success such as [9, 23] , the revision must result in fully acceptance of the requirements change, i.e., the revised requirements is {a, ¬b, ¬c} rather than {a, ¬b, c}.
On the other hand, we do not claim that negotiation should be considered as a silver bullet for managing requirements changes. Allowing for the complexity of requirements changes, some other strategies such as combinatorial vote [24] and game theory should be considered in resolving inconsistencies resulting from requirements changes if the result of negotiation is undesirable.
With regard to the computational issue about the approach presented in this paper, it may be divided into three sub-problems, i.e., the computation of the stratification of W induced by the original requirements S, the computation of the stratification of W induced by the request of change R, and the computation of a compromise between S and R. Evidently, the computation of the stratification of W induced by S and the computation of the stratification of W induced by R play a dominant role in the whole computation process. That is, the core of potential implementation or tool support for the negotiation-based approach is to compute the stratification of possible worlds induced by a set of prioritized formulas, i.e., to find formulas satisfied by each given interpretation. Additionally, to provide practical tool support for the approach presented in this paper, we need to integrate a tool for translating requirements in natural language into logic formulas with the potential negotiation-based system. This will be the main direction for future work.
Finally, we assume that there are three representative changes in this paper, including, adding a new requirement, abandoning an existing requirement, and changing an existing requirement into a new requirement. However, in practical software projects, the requirements change may be more complex. For example, consider S = {a, ¬a ∨ b, c, b, d} and R = {{¬d} {b}}. Suppose that we accept fully this request of change, then the revised set S 1 = S N 1 R = {a, ¬a ∨ b, c, ¬d}. Evidently, S 1 is consistent and b ∈ Cn(S 1 ). How to modify the negotiation models for such cases will be also left for future work.
Conclusion
When the requirements specification has been established, the request of requirements change should be handled cautiously. The acceptance of the request of requirements change may boost the satisfactions of stakeolders and enhance the quality of software product. But it must also result in a series of modifications at each existing development stage. Generally, it is really necessary to reach a compromise between the current requirements specification and the request of requirements change.
We have presented an approach to managing the requirements changes based on negotiation-style belief revision. Informally speaking, the current requirements specification is viewed as an existing set of beliefs of stakeholder about the system-to-be, whilst the request of requirements change is viewed as new information about the system-to-be. Then we consider the current requirements specification and the request of requirements change as two parties in negotiation over revising the beliefs about the system-to-be. We design a family of belief negotiation models appropriate to different processes of requirements revision, including the setting of the request being fully accepted, the setting of the current requirements specification being fully preserved, and that of the two parties reaching a compromise. In particular, we consider the priority of requirements in making concessions by stratifying the possible worlds set and weakening the loser(s) of the contest with a stratum of the possible worlds set at each negotiation stage.
