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１．はじめに
　筆者は今般、本学部で複数の非常勤講師の協力
を得て担当しているプログラミング入門科目の教
材の見直しを行う機会があった。それにあたって、
扱うプログラミング言語についても再考すること
とし、その選定のために、昨今広く使われている
主要なプログラミング言語を候補として選び、そ
の特徴と動向について調査を行い、大学でプログ
ラミングの初心者を対象とした授業で使うプログ
ラミング言語という観点からの検討を行ったので
ここに報告する。
　もとより言語の良し悪しを客観的に比較する絶
対的基準は存在せず、数多くある言語の中から最
良のものを見つけ出すのは原理的に至難の業であ
る。また、プログラミング言語の選択は、開発の
現場では動作環境、要求仕様、開発環境、社会的
環境（種としてプログラマの人的資源）といった
諸要素の影響から逃れ得ないし、教育の現場でも
同様の事情が勘案され、厳格に決定するとすれば
非常に複雑なプロセスが必要となるだろう。その
ため本報告では筆者なりの状況認識に基づいての
指針を提出するところに目標設定を行なっている
ことを了解されたい。
２．調査検討にあたって
２．１　歴史的流れ
　商品としてのコンピュータの初期の頃（IBMに
よる「アンバンドリング」以前）と、パソコンの
初期の頃（ROMに入ったBASICがバンドルされ
ていた、DOSの普及以前の時期）を除いて、概し
て20世紀のコンピュータでは言語処理系は有償ソ
フトウェアが主流であったが、世紀の変わり目の
前後に２つの大きな動きがあった。１つは、OS
の一部であるコンパイラ（CやC++）がオープン
ソースのOS（主にUnix系）の普及に伴って無償
で使えるようになったこと、もう１つは、やはり
Unixが関係する話だが、シェルスクリプトによる
データ処理を高度化する道具としてPerl言語が一
人の先進的ハッカーにより作られ普及したことで
ある（GNUなどのグループにより既存の言語の
フリーな別実装はそれ以前からあったが言語仕様
から新たに作る動きとしてはPerlが嚆矢だったと
言っていいだろう）。その後、Perlに続くように
して様々な言語がオープンソースによる流通をし
始めた。この動きをインターネットの普及が後押
ししたのは無論である。
　一方、OSの領域での大きな動きも上記とほぼ
同時期に起こっている。すなわちWindows95を
きっかけにWindowsがPC用OSのデファクトスタ
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ンダードとなったことである。大学の教育環境
ではUnixやMacOSやNeXTStepを使ってその動き
に抵抗はしていたものの、社会での動きに少し
遅れて追随する形でWindowsが浸透した。生の
Windows環境では前述のようなソースで流通して
いるソフトウェアを、コンパイルするための言
語処理系（Unixや後のMacOSでgccやg++といっ
たコンパイラmakeコマンド等のツール群）とし
て決定版と言えるものが用意されてないので、
Windows上で動作するソフトウェアはソースでは
なくバイナリパッケージ（Windows用インストー
ラ）で流通する必要がある。そのため、一般ユー
ザのPCのプラットフォームとしてWindowsが優
位性を確保していたのに反して、開発系のソフ
トウェアの開発・流通はUnix/Linux系プラット
フォームを前提としたものが先行する傾向があ
る。サポート体制の弱い大学では、世間でメジャー
なWindows以外の環境を学生に提供することは困
難だと言うこともあり、比較的最近まで、そういっ
たオープンソースの言語処理系を積極的に採用で
きる環境になかった。
　しかし最近になって言語処理系のWindows用バ
イナリーを早い時期にリリースするケースが増え
てきて、Windowsベースの教育を行うサイトでも、
制約が少なくなってきた。そして、こういった動
向が総合された結果として、これまでパッケージ
ソフトとしての言語処理系を、予算の制約のもと
狭い選択肢の中から選んでいた教育現場において
も、ふと気がつけばいつの間にか自分たちが豊か
な選択肢を前にしていることを知り、しかしその
初めて経験する状況において最適な選択をするた
めの決め手に欠いている、それが我々の現在の状
況だというのが筆者の認識である。
２．２　筆者の経験と学部の状況
　筆者は約20年になる教員歴を通じて、初級プロ
グラミング科目を断続的にであるが担当してき
た。その期間に使用した言語は、以下のように変
遷してきている。
a）Logo ～ C
タートルグラフィックスを通じて関数型コー
ディングを学んだあとCで実用プログラムに
誘う、２言語を使った入門～実用への流れ。
Logoはパッケージソフト、CはUnixホスト機に
telnetでログインしてccコマンドを用いた。
b）Visual Basic
教室のシステム入替えを機に変更した。基本
的制御構造の理解のあと、イベント駆動のプ
ログラミングでGUI型のプログラムを作った。
Visual Basicは当初はパッケージソフトを用い、
後には安価なアカデミック向けライセンス（媒
体なし）で各受講者のノートPCにインストー
ルして用いた。
c）Java
それまでは授業や担当教員によって（初級クラ
スの間でも）使う言語がまちまちであり、これ
により教育の効率が低下するという可能性も
あったため、学科内で言語を共通にしようとい
う機運が高まったことと、CodeRallyを初級の
教材として採用することになったため、その
CodeRallyで使われているJava言語を採用する
ことになった。CodeRallyは２次元平面上で自
動車のラリーを模したゲームにおいて、自分の
持ち駒であるラリーカーの挙動をJavaでプログ
ラムし、高得点を狙うというアプローチのプロ
グラミング教材であり、ゲームプログラミング
という領域に入門者を誘う面白いアプローチの
ものであるが、
・プログラムをスクラッチから作る楽しさを得
られない
・不確定性に左右され、自分のプログラムの挙
動にも再現性がない
という問題もあった。
　今般、CodeRallyは使わないこととした。その
ため初級プログラミング教育について初心に立ち
返って、しかし今の時代に即した内容で新たに教
科設計をせねばならない状況になった（機会を得
た、という意味でもある）。使用する言語につい
ても、後述のような要因はあるにしても、ともか
く必ずしもJavaである必要はなくなった。そこで、
扱うべき教材や内容も視野に入れつつあらてめ
てJavaを使うという結論になる可能性もあるにせ
よ、使用する言語を決定するための準備的調査を
行うことにした。これが本研究の動機である。な
お筆者は上記のリストとは別に、他の科目との関
係などの外部要因のない授業やゼミにおいては、
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主にRubyを使って来ていることも付記しておく。
２．３　何を教えるか
　手段が目的と化してしまう、という現象は我々
の周囲でよく見られるが、プログラミング教育に
おいても我々は常にその陥弊と隣合わせにいる。
授業の場は、このプログラミング言語「を」教え
る（学ぶ）のでなくこのプログラミング言語「で」
教える（学ぶ）場である筈なのだが、言語（の文
法や使い方）を教える（学ぶ）ことの苦労が大き
いと、それを乗り越えるだけで達成感を感じてし
まうことになる。特に文法的制約の強い言語をサ
ポートの弱い開発環境で使うと、教えられた長い
プログラムを正しく入力し、コンパイラを無事に
エラーなく通過する、それだけで授業が成立して
しまうというようなことがありがちである。こう
いった作業を通じてコンピュータが融通のきかな
い機械であることを体験によって知る、という価
値や、苦労したあとに喜びがあるというような議
論もあるが、授業の設計や環境整備は、その苦労
だけに終わらせないように留意し、その言語「で」
何を教えるのかを見失わないようにすることが重
要である。
　その教える内容について論じるにあたって、プ
ログラミング教育（もしくは情報教育全般）の目
的意識として、今２つの大きな流れがあると考え
ている。１つは、実用につながる、技能・技術と
してのプログラミングであり、もう１つは、筋道
だてて思考を組み立てる技術、いわば教養として
のプログラミングである。その２つは、根っこは
同じであり相反するものではないが、現実の技術
との距離感の差から話が食い違う危険性もあるの
で、ここで筆者の立場は示しておきたい。筆者の
属する学部学科は入試分類上は文科系には入るよ
うだが情報技術を教育の１つの柱に据えた学科で
あり、プログラム入門科目を土台として他の科目
やゼミナールで様々なプログラミングの営みが教
育・研究として行われている。その入口となる科
目である以上は、現実の開発に役立つ実用的教
育（技術としてのプログラミング）が必要だと考
えている。その立場から、入門の段階でどんな内
容を扱うべきか、勿論これは今後も継続的に実践
に並行しての検討を重ねていくべきものだが、現
時点で想定している内容の概要をここに記してお
く。
a）まず楽しさを感じる
b）プログラミングの考え方を習得する
（これまでのプログラミングパラダイムの変遷
に対応させて）
・逐次型の枠組みの中で、GOTOを使わない構造
的プログラミングと、アルゴリズムの考え方
・オブジェクト指向の考え方と、クラスおよびメ
ソッドの活用、クラスの作成
・関数型の（概してコンパクトになる）記述と、
再帰の考え方
・パターンマッチングの活用
・高度なデータ構造として、
連想配列（またはハッシュ）
伸縮可能なコレクション（Vectorなど）
タプル
・型の考え方
c）プログラムの使われ方を知る経験として
・CUIベースのプログラム
・GUIを使ったプログラム（ゲーム等もこの分野
で扱うことができる）
・多様なプラットフォームを知る
Webサービス（フレームワークを活用して）
クロス開発（タブレット端末用アプリ等）
２．４　調査の前提
　入門教育に関する研究として、初心者にとって
の理解度を深めるため新たな言語および実習環境
を設計し実装するというアプローチも数多く行わ
れている。しかし筆者はその方針を取らないこと
とし、既存の言語の中に候補を求めることとした。
使用する言語を決めた上で、実習環境を整備した
り、その言語での経験を重ねていくにあたって言
語仕様の全体像が大きすぎることによる弊害（初
心者が途方に暮れる）を軽減するための段階的提
示の工夫など、実装研究テーマは次のステップと
して想定されるが、現段階ではまず言語を選ぶこ
とに専念する。
　現実には膨大な数のプログラミング言語が現存
している（ちなみにWikipediaで数え（させ）て
みたところ261項目あった。数えるためにRubyで
書いたプログラムを参考として図１に示してお
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く）。こういった言語をすべて網羅的に調査する
ことは時間と手間の点で当面の目的に合致しな
い。そのためここでの調査は（雑駁な基準である
が）「有名な」言語に限定することにする。ここで
の目的において非常に優れた言語がその枠外に隠
れている可能性はあるにしても、知名度・普及度
の低い言語の場合、活用例やトラブル対策に関す
る情報源が乏しくなり（その逆の因果関係もあ
る）、科目で採用するにはリスクが大きいため、
この基準は妥当なものだと考え、普段プログラミ
ング言語に関心を持って暮らしている筆者のアン
テナにこの２，３年の間に引っかかって来ていな
い言語を今般広く収集しなおすことは避けた。そ
の中から、使うべき言語を選択するにあたって、
以下のような論点や留意点があるだろう。
a）知名度・普及度
　ネットや書籍での情報量。日本語での情報のあ
ることも現実問題としては重要だろう。言語の
シェアや人気については、様々な調査があるよう
だが、調べ方や調査時期によって結果は一様では
ないので、参考にはするが依拠しすぎないように
する。また、他学での採用状況には関心は払わな
いこととした。
b）入門用の言語を用いるか、実用言語で入門す
るか
　入門用に簡易化された言語を用いると、その時
点で言語について学ぶべきことは少なくなり、プ
ログラミングに関わる概念理解に注力できるた
め、学習者が踏み上がるべき階段の段差は低くな
ると考えられる。しかし実用プログラミングの段
階に入ると、入門で学んだ言語だけでは不十分な
時期が必ず来るだろう。それは学部教育の間かも
知れないし社会に出てからかも知れないが、どち
らにしても実用言語に再入門する際に２つめの段
差を踏み上がらなければならないことになる。技
術としてのプログラミングを習得するために大き
な段差を、１回で上がるか２回に分けて上がるか、
という選択だと考えることができる。最初から実
用言語を選ぶとしても、言語単独の機能特性だけ
に注目するのではなく、現実的な問題として、卒
業後の実際の仕事の場所で使われるメジャーな言
語、プログラミングを含む資格試験での選択肢、
学部教育の中で（入門後の他の科目で）使う必要
性が高い言語、といったいわば社会的要因につい
ても配慮し、２つめの言語への継続性を考慮する
必要があるだろう。
c）型付が動的か静的か
　一般に動的型付を特徴の１つとする言語がスク
リプト言語と呼ばれているため、この問いかけは
リスト１　言語の数を数えるのに使用したプログラム（Ruby）
#!/usr/bin/ruby -Ks
require 'kconv'
require 'uri'
require 'open-uri'
url='http://ja.wikipedia.org/wiki/'+URI.escape('プログラミング言語一覧'.toutf8)
n=0
open(url) {|f|
  f.each_line {|line|
    break if line.include?('関連項目'.toutf8)
    n+=1 if line =~ /<li>/
  }
}
puts n
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スクリプト言語かコンパイラ（向け）言語かとい
う問いに呼び換えても大差はない。変数に代入す
る値、関数が返す値、関数の引数に与える値など
のとるべき型を実行時に処理系が判断するか、予
めプログラマが算譜上で指示するかの差異であ
り、前者はコーディング時の負担を軽減するのに
対し、後者は実行効率やプログラムの安全性の点
でメリットがある。型の概念を学んだり、ポリモー
フィズムによって同名のメソッドが多数ある中か
ら使うべきものを選んだり、型の不一致を回避す
るためにキャストしたり、といった静的型付言語
に特徴的な作業はプログラミングの初学者を混乱
させる可能性があり、また、型を考慮するぶんだ
けソースコード長くなる傾向もある。なお、長く
なるソースコードについては、IDEが入力を支援
するのでタイピング上のコストは増えないという
議論もあるが、初学者には最初にサンプルプログ
ラムを読んで理解を図るというステップがあり、
IDEはその読解の助けにはあまりならないと考え
られる。これを考慮すると、入門時には動的型付
言語のほうが敷居が低いと判断できる。ただし、
実用プログラミングに移行する頃には型の概念を
学んで積極的に活用することは必要になる。
d）ツールや環境の充実
　コンピュータが憧れの対象であった昔とは違っ
て、数式や文字列処理といったいかにも学問的な
題材を使った授業に禁欲的に取り組めるような学
生は希少になった。授業に学生を惹きつける題材
として、ゲーム感覚のプログラム作りは有効であ
る。そのためには、プログラムで図を描けるキャ
ンバスと、インタラクティブなGUI操作のための
インタフェースが平易な文法で用意されているこ
とが望ましい。描画の方式として、xy座標による
描画（カーナビで言えばノースアップに相当する
イメージ）とタートルグラフィックス（ヘディン
グアップに相当）の２つが知られているが、その
進化したものとしては３Ｄモデルの描画や、スプ
ライトを用いた動く物体の表示支援まで期待した
いところではある。また文や式を行単位またはブ
ロック単位でインタラクティブに入力し評価結果
を印字する対話環境として、REPL（Read-Eval-Print 
Loop）が動作することも、初学者には重要な要素
だろう。その他、複数のペインに分割された１つ
の窓で編集から実行までを行える統合環境IDEも
必要である。ただし、いきなりプロ仕様のIDEを充
てた時に初心者は機能が多すぎて混乱するので、
最初は大規模プロジェクト開発の支援などの高度
な機能は削ぎ落とした簡易版が望ましい。さらに、
多様な環境への移行のサポート（クロス開発など）
も行われていることや、パッケージマネージャに
よりライブラリの利用が楽になっていることも、
チェックすべきポイントの１つにあげておく。
３．調査と検討
３．１　プログラミングの現況と分類
１）実行形態
　筆者がプログラミングを初めて学んだ頃は、プ
ログラミング言語はコンパイラ言語とインタプリ
タ言語に大別されていた。前者はソースプログラ
ムから処理系を通して実行形式のファイル（オブ
ジェクトプログラム）を生成するもので、後者は
BasicやLispに（当時）代表された、インタラクティ
ブに一行ずつ命令や式を入力し結果を返してくる
ものである（このリアルタイムなインタプリタを
最近は前述のようにREPLと呼ぶ）。その後、ソー
スプログラムを処理系が即座に実行するスクリプ
ト言語（インタプリタが実行するのでこれも広義
のインタプリタ言語に入れられる）や、コンパイ
ラがネイティブなオブジェクトプログラムでなく
中間言語や仮想マシンのオブジェクトプログラム
を生成する構成のものも台頭してきて、実行形態
が多様化し現在はこの単純な二分法は意味をなさ
なくなった。さらに、コンパイラ言語は概して実
行高速だが編集から実行までの操作が煩雑でター
ンアラウンドタイムが長いという認識があった
が、統合開発環境（IDE）の進化によりどの言語
でもコンパイル→オブジェクト形式→実行 とい
う流れを意識しないようになり、IDE（Eclipse等）
がオンザフライでエラーチェックや中間コードへ
の変換を行うなどターンアラウンドタイムも短縮
されており、実行形態の違いは、使い勝手にはさ
ほど影響はなくなってきた。
２）プログラミングパラダイム
　一方のスクリプト言語（日本ではLL言語と分
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類されることもある）は、性能に難があると言わ
れていたが、ハードウェアの恒常的進歩と、実行
時間よりも開発効率が重視される領域が拡大して
いることにより、存在感が大きくなってきている
感がある（プログラミング言語が①性能、②記述
性、③安全性の３条件の適度な妥協点に置かれる
としたとき、②寄りのポジションを占めることに
なる）。
　一方、プログラミングのパラダイム（基本的な
概念）に目を向けると、これまでに手続き型、構
造化プログラミング、関数型、オブジェクト指向、
といった考え方が（概ねこの順に）提唱されてき
て（これがすべてではないが本研究で扱わない分
類はここでは省略する）、そのうちのどのパラダ
イムを主眼として作られた言語であるか、に沿っ
た分類は行われて来ている。しかし最近の言語は
殆どが何らかのオブジェクト指向をサポートして
おり、勿論その中に手続き型や構造化や関数型の
要素も兼ね備えているため、パラダイムによる大
分類も意味を持たなくなった。言語の差異は、属
するパラダイムではなく、どのパラダイムのどの
要素を強く押し出しているか、というややミクロ
な視点での差異になってきたと考えられる。
　ここでは一例をあげておく。生来の関数型言語
は当然として、多くのスクリプト言語が積極的に
採用してきたのが、繰り返しや条件分岐の構文
が式として値を返すという構文要素である。for
式、if式、while式、case式といった呼称が与えら
れ、それらの式は関数と同等に扱われる。こういっ
た関数型の機能を充実させた言語では～文という
文法要素がなく統一的に～式と呼ばれる。これに
高階関数を扱う機能を組み合わせて使うことによ
り、純粋関数型言語でない言語でも、旧来の手続
き型の記述を極力廃したプログラムを作れるよう
になってきている。
　オブジェクト指向言語に関しては、すべての機
能が何らかのクラスのメソッドといて実装されて
いてプログラムを動かすために少なくとも１つの
クラスを作成することを要求する厳格なオブジェ
クト指向言語（Javaがその例）がある一方で、ど
こからでも呼べるオープンな関数が用意されてい
て、とりあえず関数を呼ぶだけで（クラスやオブ
ジェクトを１つも生成しなくとも）プログラムが
動かせる緩いオブジェクト指向言語もある。
本報告では前者を「閉じたオブジェクト指向」後
者を「開いたオブジェクト指向」と呼んでおく。
言うまでもないが開いたオブジェクト指向のほう
が入門には適している。
３）表記のバリエーション
　新しい言語を設計するにあたって従来の慣習を
無視することは普通はなく、旧来の言語の慣習の
中から選択的に踏襲することが多い。それでもそ
の選択のやり方によって表記の方法に様々なバリ
エーションが発生する。細部にわたるリストアッ
プはスペースの都合上できないがその要点をここ
に示しておく。
a）文の単位
　①セミコロンで終止させることを原則とするも
の（C, Javaの流れ）②文末またはセミコロンで終
止するもの（多くのスクリプト言の語）に大別さ
れる。後者の場合、開いたままの括弧類や、解決
されないカンマや２項演算子により複数行に渡る
文の継続を示すのが通常である。これに加えて、
③インデンテーションにより文の構造を示すもの
（Python, Haskell, CoffeeScript）もある。
b）変数名
　一般に変数名などの識別子は英文字で始まり２
文字目移行は英数字および一部の特殊文字で構成
される文字列である。使用できる特殊文字は言語
によりまちまちだが、C言語以降の演算子を積極
的に活用する言語では特殊文字は演算子に使われ
るためきわめて限定されることが多い（例えば
Rubyでは _ のみ）。1970年（UnixとC言語の出現）
以前の言語の慣習を継承する言語を除いて、識別
子の大文字と小文字を区別する（case-sensitive）
言語が殆どで、語頭の大文字を積極的に活用して
意味を持たせる（定数、クラス名など）ことが多
い。また複数の単語を連結して１つの識別子を構
成したときにその単語を読者が認識しやすいよう
各単語の先頭文字を大文字にするという慣習は言
語を問わず根付いている。他に、識別子の前に特
殊文字を１つ付加してその識別子の属するクラス
を明示するという仕様の言語もある。PerlやPHP
ではすべての変数に、Rubyではローカル変数以
外の変数に、前置される。Rubyの場合はローカ
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ル変数の比率が高いことが多くさほど目立たない
が、Perl系言語でこの特殊記号の多い譜面は他の
言語に慣れた目からは違和感が大きくなる可能性
がある。なお、上記の英文字ルールとは別に、（文
字列やコメント中では当然として）識別子に日本
語文字を使える言語も多い。
c）関数（メソッド）と引数の関係
　①関数名の後に括弧‘(　)’を置きその中に引
数を列挙する書き方が大勢を占めるが、②関数名
の後にスペースを挟んで引数を並べる（もしくは
引数の間をカンマで区切る）という記法も関数型
言語やスクリプト言語には多い。②の場合、構造
の曖昧さを防ぐために括弧の使用も可能なので後
者の言語では①②の両方が使えることが多い。他
に（関数名 引数 ...） のように全体を括弧で包む
Lisp系の書き方や、関数名を後置する記法（Forth
の流れを汲むスタック言語）もある。前置記法の
慣習が定着した背景には印欧言語の述語+目的語
の語順との整合性があると考えられるが、後置記
法はパーサを単純化できるメリット以外に、デー
タの流れや処理の順序（引数を評価してから関数
を実行する）を左から右への流れとしてイメージ
しやすい（日本語などの語順との整合性も強い）
点でもっと大きく扱われていいのかもしれないが、
現時点で前述の社会的要因を考えて大勢に従い、
あえて後置記法には踏み込まないことにしておく。
d）型指定
静的型付を行う言語では変数、関数（の戻り値）、
関数の仮引数などの宣言では名前と型を指定す
る。C, Javaの系列の言語では、型指定を（他の修
飾語とともに）名前の前に置き、Scalaでは間に
'：'を挟んで後置する。Haskellではそもそも変数
の概念がないが、関数のシグニチャは関数定義に
先立って独立した行に記述する（ことができる）。
Haskellおよび型システムについてその影響を受
けたScalaでは、型推論機構があるため多くの場
面で型指定は省略することができる。この前置後
置の違いは人によって瑣末なことだと受け止める
だろうが、型指定を前置しない文法の場合、関数
名やクラス名の開始位置がソースプログラムの定
まった位置に揃い、ソース内を目でスキャンする
場合に負担が少なくなるというメリットがある。
e）括弧類
　ここでは括弧類として左右同型の引用符も含ん
で扱う。文字列はほぼ例外なくダブルクォーテー
ションで囲むのが標準となっている。シングル
クォーテーションで何を囲むかは大別して２つの
ものがあり、①文字を囲んでいる言語（C言語の
流れ）と、②やはり文字列を囲むが、文字列内の
置換機能に制限があるという言語（Unixのshスク
リプト言語の流れ）とがある。文字列や正規表現
を表現する際にそれを囲む文字や特殊な文字の扱
いが複雑になるのを防ぐため、（エスケープ文字
は標準的に装備されているとしてその他に）言語
により様々な記法が導入されている。スクリプト
言語のヒアドキュメント、Rubyの%記法によるリ
テラル、Scalaの三重シングルクオートなどがある。
　プログラムは入れ子になったブロックとして構
成される。前述のインデンテーションにより構造
を表現する言語を除くと、そのブロックを囲む表
現としてブレース { ... } が使われる言語が多い（C
言語の流れ）。Rubyでは AlgolやPascalに似た do
～ end を併用することができる。
４）未来に向けての準備
　PCのハードウェア技術での最近の大きなトレ
ンドの１つがマルチコア化である。このコア数増
の動きは今後も続くだろう。インターネットや無
線常時接続の普及によりネットワークアプリケー
ションの実装も多様化していくことが予想される。
マルチコアと分散処理の時代に向けて、プログラ
ミング技術のあり方も変わって来ざるを得ない。
今後使われていく言語では、個々の処理を（明示
的に逐次的である必要のあるものを除いて）複数
のコア或いは複数のサイトに分散して並行実行す
ることを許すような言語体系が必要になるだろう。
その並列実行はコンパイラの判断によるものとプ
ログラマが明示的に指示するものがあるだろうが、
前者については、データのコレクション（配列や
ハッシュなどのデータ集合）に対する、（副作用の
ない）関数的処理や、もう少しミクロなレベルで
は並行代入などもそういう扱いができる可能性が
高い。後者については、マルチスレッドのライブ
ラリは多くの言語ですでに実装されているとして、
プロセス間通信のエレガントな記述ができる言語
が今後は人気を得ていくことが予想される。
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３．２　言語各論
　候補とした、若しくは参照したそれぞれの言語
について、以下に個別に論じる。掲載の順序とし
ては、文章構成上の都合によって並べたものであ
り特に意味はない。
１）Processing [processing.org]
　Proseccingは、言語でもあり実行環境でもある。
言語としてはJavaのサブセットとして作られてい
るが「開いたオブジェクト指向」である。記述力
としてはさほどめぼしい特徴のないシンプルなも
のである。処理系はJavaで作られており、Javaの
ライブラリをimportして使えるが、ライブラリを
作る機能はない。描画関係とインタラクションを
行う簡易なメソッドが用意されていて、アート系・
アミューズメント系のプログラムに簡単に着手で
きるのが最大の特徴である。スプライトは用意さ
れていないが、最近の版では３Ｄモデルの描画も
扱うようになっている。それ以外にデバイス操作
のための機能も充実しており教育の場では高い活
用性を持つ。
　重要な2つのメソッドとして setup()とdraw()が
ある。setup()は最初に一回だけ呼ばれ、draw()は（コ
ントロール可能な）一定間隔で繰り返し呼ばれる。
この2つの関数により暗黙のくり返しやインタラ
クションを簡易に実現できる仕組みである。この
基本構造はイベント駆動の枠組みの中でタイマー
が発生させるイベントによるものと類似である。
　以下の点で言語としてはJavaと同等である。
・静的型付けの言語であり型指定は省略不可
・制御構造もCやJavaと同じ。ただしfor-each構文
はない。
・正規表現 は match()関数によって使う。
・thread 、catch and throw もある。
一方、擬似的多重継承（interfaceなど）はなく、
複雑なクラス階層の設計・実装には不向きである。
実用言語として使うことを想定したときの問題点
としては以下のことが考えられる。
・Processing環境から外に出られない（外で動作
するプログラムは作れない。ただしJava Applet
とAndoroidアプリケーションの作成は可能に
なっている）
・言語仕様の不十分さ（末尾再帰の最適化は行
なっていない、高階関数による関数プログラミ
ング的記法が用意されていない等）
　なお、Processingの教育環境としての価値が広
く認識されているため、他言語でのProsessing的
処理を行うシステムも以下のようにいくつか流通
している。
・Python: NodeBox（Mac限定らしい）
・JavaScript: Prosessing.js（CofeeScriptからも呼び
出せる）
・Ruby: ruby-prosessing
・Scala: Spde（他の例がAPIとして提供されている
のに対して Spdeは環境として提供されている）
他に prosessing.core パッケージをimportすること
でJavaを含むJVM言語からprosessingの機能を呼び
出すことができる。
２）C++　　[cplusplus.com]
　C言語にオブジェクト指向の機能を付加した
言語としてC++とObjective-Cがある。後者はMac
での開発言語として（iOS向けクロス開発を含め
て）昨今は再度注目を集めているがその普及の経
緯（NextStep ～ MacOS）からMacでのOS以外で
の環境は乏しい。C++の処理系はフリーのものも
含めて多数流通している。CおよびC++は制御系
ソフトやOS、言語処理系のベース部分などの基
幹ソフトウェアの開発や、アプリケーションの分
野でもネイティブコードによるオブジェクトプロ
グラムを生成すべき場面では現在も広く使われて
いる。プロセッサの動作に近い記述ができること
と、コンパイラの最適化における長年の技術蓄積
もあり、性能的には最も信頼されている言語だろ
う。しかしそれは裏を返せばオブジェクトや手続
の抽象度の低い低水準言語であるということでも
ある。過去に授業で扱った経験の中でも、ポイン
タの扱いやメモリ管理などの概念は初心者には難
解な事項が多々あり、言語「を」学ぶ授業に陥り
やすい。組込み系ソフトウェアを扱うコースやコ
ンピュータの原理を学ぶ課程では有効な言語だ
が、これからの時代のプログラミング学習はでき
る限り高水準な言語を使うべきだろうし、型シス
テムの不十分な点からキャストが頻繁に発生する
など、新しい高級言語に比べて安全性にも不安要
素はある。ここでは歴史的に重要な意味を持つ（後
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発言語に多大な影響のあった）言語としてここで
参照するにとどめておく。
３）Java　　[java.com/ja]
　C言語がネイティブコード生成言語の業界標準
であるのに対し、Javaは仮想マシン（Java Virtual 
Machine または JVM）をベースとした言語の標準
の地位を確保している。リリース当初はブラウザ
HotJavaの中で動くJavaアプレットを生成する言
語として知られていたが、その後Webサーバ、デ
スクトップ環境、組み込み系などに適用分野を広
げて、現在はあらゆる所で動くポータブルな言語
であり、そのシェアと適用分野の広さを考えた場
合、前述の社会的要因としてJava言語の存在を無
視することはできない。
　その反面、言語としてのJavaは「閉じたオブジェ
クト指向」であり厳格な静的型付け言語である。
そのことから、ちょっとしたプログラムを動かす
際にも記述すべきコードの量は多くなる傾向があ
る。標準入力から入力された文字列をそのまま標
準出力に印字することをEOFまで際限なく繰り返
すプログラムを例にとると、rubyでは
#!/usr/bin/ruby -n
puts $_
の２行で記述できるものが、Javaで書くと概ね図
２のようになる。膨大なクラスライブラリが整備
されていることにより、ほぼ「何でもできる」言
語という領域に達していると考えられるが、
・配列がArrayオブジェクトとして実装されてい
ない
・多重代入がない
・制御構造が式でなく文（値を持たない）
・連想配列、ベクター（伸縮可能）などの重要な
データ構造が外部ライブラリにある
・高階関数の扱いが複雑
といった点を考慮すると、多くの場面で「書ける
けど複雑」になる傾向もある。記述性の点から見
ると、最近の言語に比べるとやや低水準な言語
という位置にあるだろう。また、REPLは使えず、
そういった点で、初学者のための言語としては不
向きな点が多い。
　なお、ポータブルな実行環境としてのJVM（そ
の仕様もオープンになっており[docs.oracle.com/
javase/specs/]）これを活用しつつ、Java言語より
リスト２　やまびこプログラム（Java）
import java.io.*;
class Echo {
 public static void main(String[] args) {
  try {
   String line;
   BufferedReader reader=
    new BufferedReader(new InputStreamReader(System.in));
   while((line=reader.readLine()) != null) {
    System.out.println(line);
   }
   reader.close();
  }
  catch (Exception e) {
   System.out.println(e);
  }
 }
}
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も使いやすい言語でプログラミングしようとい
う観点で、Javaと同様にJVMのオブジェクトコー
ドを生成する言語が多数作られている（この後
のリストにそのうちのいくつかを挙げる）。それ
らの言語から、Java言語向けのクラスライブラリ
をimportして使えるものが多い。従って、Javaは
JVM言語群の中心的存在としてライブラリを提供
する中核言語の位置は今後も占めていくだろう。
４）ruby　　[ruby-lang.org/ja]
　日本製のスクリプト言語であり、日本では人
気が高い。国際的には知名度の点でPythonに遅れ
を取っていたが、2012年に国際規格にも認定さ
れ、今後の普及・浸透が予想される。開いたオブ
ジェクト指向で、プログラムのブロックを引数
として受け渡すことにより高階関数を使えるな
ど、関数型言語の記述にも適している。また動的
型付けの言語で、クラスがオープンである（既存
のクラスにメソッドを追加したり変更したりもで
きる）等、言語の内部への変更も自由にできる柔
軟性の高い言語である。リスト１に実例を示した
ように、ちょっとした操作を短いプログラムで実
現可能な、記述性の高い言語だと言える。REPL
としては、irbが標準添付されている。Windows
の処理系として、初学者にどれを勧めるべきか
最近までは迷うような状態であったが、現在は 
rubyInstaller でほぼ落ち着いている。パッケージ
マネージャとしてRubyGems（コマンド名はgem）
があり、このコマンドだけで依存関係の管理も
行なっている。GUIツールキットとして、様々な
ライブラリが提供されてきていて、決め手に欠
ける状態が長かったが、Ruby1.9では Ruby/Tkが
標準添付となった。ただしGUIアプリケーション
は今も重い傾向がある。Webアプリケーションを
作る環境としては、Webフレームワークの見本と
なって他の言語のコミュニティにも影響を与えた 
Ruby on Rails [rubyonrails.org] があり、タブレッ
ト端末向けアプリを作る環境として[rhomobile.
com/products/rhodes]がリリースされている。学習
環境としては Hackety Hack [hackety.com]や Shoes 
[shoesrb.com] が使える。Ruby 自体は和製言語で
あるがこういったアプリケーション群は海外製で
あり、表記や文書が英語であることは日本の学生
に負担になるかも知れない（他の言語でも状況に
大差はないが）。その他、rubyでゲームを作るた
めの環境整備も（これは主に日本で）行われてい
る。しかし有志によるプロジェクトが多く（例え
ば Miyako [www.twin.ne.jp/~cyross/Miyako]） そ の
継続性は未知数である。なお、rubyの実装は現在
は提唱者の手を離れて、複数のプロジェクトが存
在しており、ネイティブアプリケーションとして
の処理系以外に、JVMベースのJRuby [jruby.org]
や.NETベースの IronRuby [ironruby.net] もある。
４．１）その他のスクリプト言語
　ここではスクリプト言語を１つだけ選んで論評
したが、ここで選ばなかった言語についても若干
の補足をしておく。
a）Perl [perl.org]
　スクリプト言語の元祖である。後の版でオブ
ジェクト指向も採用し、今も進化の途上である。
最新のPerl6では静的型付もオプションとして採
用されている。Perlでは変数の先頭には必ず$ま
たは@といった文字が付加され、その文字によっ
て変数がスカラなのかベクタなのかを区別してい
る。さらに関数の動作はその結果が代入される先
によってスカラコンテキスト、ベクタコンテキス
トに区別される。これがPerlの特徴の１つだが、
その使い分けは便利だが解りにくく、初学者に
とってはトラップの１つになる可能性がある。
b）PHP [php.gr.jp]
　Webアプリケーションに特化した言語である。
その領域での手厚いライブラリ群の整備により、
Web開発では人気が高いが、言語としてはさほど
の先進性はなく、ユーザが手元で使うようなアプ
リを作る環境は整っていない。
c）Python [www.python.jp/Zope]
　前述のようにスクリプト言語としては世界的に
認知度の高い言語であり、Sketch [bohemiancoding.
com/sketch]、Sphinx [sphinx.pocoo.org] など Python
ベースのアプリケーションも多数世に出ている
が、記述力としてはRubyとほぼ同等だと考えら
れる。ここでは日本での普及度と、Pythonのイン
デンテーション文法が他言語との距離を感じさせ
る点を考慮して、スクリプト言語の代表としては
Rubyを第一候補としておいた。
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５）Haskell [haskell.org]
　関数型言語の中ではこのHaskellを代表として
考察する。Haskellは純粋関数型言語に分類され
る。すなわち、関数の評価は副作用を伴わず、変
数は代入後の値の変更ができない（他の言語では
定数として扱われるものだがHaskellでは変数と
呼ばれている）。Haskellの特徴として３点をあげ
ておく。
a） 遅延評価：　無限リストを関数の引数として与
えることができる
b） 型システム：　Haskellは厳格な静的型付言語
であるが、型推論を装備しているため、プログ
ラマへの負担は軽い。
c） モナド：　実用プログラムとして副作用を引き
起こす必要のある箇所（入出力など）を扱う特
殊なクラス
この特徴により、シンプルな文法でいながら高度
なプログラムを記述できる言語である。ただし、
従来のプログラミングの概念に慣れた頭には、発
想の転換が必要で、理解しづらい点が多々ある。
初学者が最初に出会う言語として純粋関数言語が
適切かどうかという議論はあるだろうし、教え方
の実例も経験も少ないという問題は現時点では不
可避である。実用上の問題点としては、大規模な
プログラムになった際の名前空間の適切な管理方
法が（筆者の調べた範囲では）不明で、混乱を招
く可能性があることであろう。関数型言語にあり
がちな性能上の問題も指摘されているが、簡易な
性能実験報告を眺めている限りでは良好な結果を
得ているようである。プログラミング教育におい
てすぐに採用できる状態にはないが、プログラミ
ング言語としては完成度の高い体系のものであ
り、学ぶことの多い言語であり、未来のプログラ
ミング言語の標準の１つとなるだろう。
　なお、関数型言語としては、他に以下のような
言語もあるが、ここではHaskellに注目した。
・Erlan [erlang.org] ： 動的型付けに基づく純粋関
数型言語。1992年頃から使われている、VMベー
スの言語としては先発になる。Hasellとは違い、
正格評価を行う。並列プログラミングのため
Actorモデルが実装されており、将来的にこう
いったモデルの有用性は高くなると思われる。
・OCaml[caml.inria.fr/ocaml]：　関数型言語であ
りオブジェクト指向言語でもある。
６）Scala [scala-lang.org]
　JVMベースの言語の１つ。様々な言語のいい
とこ取りを狙ったような仕様が特徴だが、その中
でも顕著なものを挙げるとすると、①Haskellに
倣った型推論のある静的型付け言語、②開いたオ
ブジェクト指向でREPLを持ちスクリプト言語に
相当する記述性を持つこと、③高階関数を型シス
テムの中で取扱うことのできる関数型言語、④正
規表現およびオブジェクトに関する幅広いパター
ンマッチの機能の４点になるだろう。Scalaの型
システムでは、CやJavaの型システムの不完全な
点（返すべき値がないことをNULLで表現するこ
との問題点）を、Option型（概ねHaskellのMaybe
に相当する）で解決し、CやJavaで頻繁に見られ
た括弧入りの型名前置によるキャスト記法の必
要性を少なくしている。このような特徴により、
高い記述性を持つ言語となっている。Javaの後継
言語という見方をする人も多い。前述のように
Scalaでも他のJVM言語と同様に、javaのクラスラ
イブラリをほぼシームレスに利用できる。従って、
Swingを使ったGUI、Applet、JavaFXの利用、といっ
た連携も可能となる（若干の工夫が必要なケース
もあるが）。
　Javaとの間の表記上の相違点は幾つかあるが、
型指定子が変数名、仮引数名の後ろに置かれ、関
数の返す値の型指定は関数の仮引数リストを囲ん
だ右括弧の後ろに置かれることが特に見かけ上の
大きな違いとなっている。そういったいくつかの
相違に対処できれば、Scala→Javaの移行はさほど
大きいものにはならないだろう（もっとも、既存
資産としてのコードを保守するような場面でなけ
れば移行の必要もない可能性が高いが）。
　Scalaにおけるパッケージマネージャとしては、
Sbazが標準添付されている。Scala上での学習環
境としては、kojo [kogics.net/kojo] および、前述
のProsessingの機能を実現した環境として Spde 
[spde.technically.us] がある。また、Scalaをサポー
トしているWebフレームワークとしては、Lift 
[liftweb.net] と Play! [playdocja.appspot.com] の名前
を挙げておく。JavaによるAndroid向け開発は例
えばEclipse等のIDEをベースとして行うが、この
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Eclipseに（他のIDEでも対応している）ScalaIDE
プラグインを差し込めば、Scala言語で同じ事が
できるとされている。
　なお、JVMベースの言語としては、最近の書
籍の発行数や情報源の量から判断してScalaを第
一候補としているが、他にJavaに取って代わる可
能性のある言語としては Groovy [groovy.codehaus.
org/Japanese+Home] の名を挙げておく。こちらは
動的型付のオープンなオブジェクト指向言語とい
う位置づけのものである。その他のJVM言語につ
いては、[matome.naver.jp/odai/21332734196837894
01] がよくまとまっている。
７）CoffeeScript [coffeescript.org]
　JavaScript [developer.mozilla.org/ja/JavaScript] 
は、当初はブラウザの画面表示を豊かにするプロ
グラミング言語としてブラウザに組み込まれた
が、その後機能を増強し、各種JSライブラリが作
られ、またサーバでも動作するプラットフォーム
が整備されたことにより、クライアント/サーバ
の両方で動作する言語として有力な存在となっ
た。JavaScript自体は、プロトタイプベースのオ
ブジェクト指向と、動的型付けを特徴とする軽量
な（日本でいうLL言語ではなくコンピュータ負
荷が軽量という意味で）言語であるが、記述力に
不足な点がある。これを補うための各種ライブラ
リであったが、ライブラリとは別のアプローチで
JavaScriptに対する糖衣（シンタックスシュガー）
として作られた言語の１つがこのCoffeeScriptで
ある。CoffeeScriptによるコードはJavaScriptにト
ランスレートされてそれぞれの（サーバまたは
クライアントの）JavaScriptエンジンで実行され
る。正規表現、連想配列（これはJavaScriptから
ある）、配列内包といった機能を持つことでスク
リプト言語に近い記述性を持つ言語が、双方の環
境で動くことは、Webアプリケーションを１つの
言語で作れる道が開けたということになる。ただ
しCoffeeScriptはまだ日本語での情報源がさほど
多くないのが難点である。
　なお、この双方で同じ言語を使うための、別
のアプローチとして、Google社による Dart言語 
[dartlang.org] がある。全貌はまだ未知数であるが
（これまでのところ言語としての斬新な点はあま
り見られていないが）、今後の動きに注目はして
いたいところである。
８）日本語によるプログラミング
　日本語でプログラムを作るという試みは古くか
らある。ここでは３つのプロジェクトを挙げてお
く。
a）ドリトル [dolittle.eplang.jp]
　教育用言語および環境として開発されたも
の。日本語に近い文法による表記とタートルグラ
フィックスがその特徴。
b）なでしこ [nadesi.com]
　教育に限定せず実用的な日本語プログラミング
を指向したもの。
c）PEN（言語名としてはxDNCL）
　[www.media.osaka-cu.ac.jp/PEN]
　ここで使われるxDNCL言語（のもとになった 
DNCL言語）は、大学入試センター試験の「情報
関係基礎」で用いられる言語である。いずれもキャ
ンバスを含む簡易IDEにより編集～実行が１つの
画面で行えるようになっている。本稿では前述の
社会的要因を考慮して、ここで紹介するにとどめ
ておく。
９）ビジュアル言語
　文字を使わずにプログラミングを習得しようと
いう試みも盛んに行われている。ここでもこれま
での調査対象としたものを挙げておくに留める。
a） Scratch [etoys.jp/scratch/scratch.html] は Smalltalk
の実装の１つである Squid [squeak.org] をベー
スに作られた幼児向け環境。
b） VISCUIT（ビスケット）[viscuit.com]　これも
子供向けの環境である。
10）ゲーム言語、アニメーション言語
　前項と若干重なる部分があるが、言葉の分かる
年齢層以上を対象にした場合は多少とも言語的学
習活動を要求するようになる。そのぶん、楽しみ
の要素をどこに見出すか、についてそれぞれ工夫
を行なっている。
Tonyu [tonyu.jp] 日本で作られている、RPG作成
のための言語および環境。並列処理をサポート
しているとこは先進的である。
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Alice [alice.org] ３Ｄアニメーションを作りなが
らオブジェクト指向プログラミングを学ぶシス
テム。言語としてはJavaのサブセットに近いが、
そのプログラミングを、ほぼタイピングなしに
マウスクリックだけで進めていけるのが１つの
特徴。また、「Do Together」という文法要素で
並列処理もプログラムできる。
　なお、これと同名の（ケース違いの）ALiCEと
いう言語 [kazpyon.iza-yoi.net/alice.html] もあるが、
これは研究中の、Basicに似たスクリプト言語で
あり、混同しないよう注意されたい。
３．３　総合評価
　様々なアプローチがあることがわかった。初学
者への入門教育として、これらすべてを試してみ
たいところであるが、現実的課題としては当面の
言語を１つ選択することになる。これまでに述べ
た評価基準を考慮して、「Java言語にいずれかの
時点でつないで行くことを考慮しつつ、実用言語
で入門する」といった方針に沿って言語を選ぶと
すればこれまで見てきた中では、RubyとScalaが現
実的に有力な選択肢として浮上してくる。ちなみ
にこの２言語は、共通点としては、①def で関数
宣言する、②関数呼び出しの括弧は省略可、③開
いたオブジェクト指向、④ジェネレータによるfor-
each的な繰り返し構文を持つ、が挙げられる。差
異として最も大きいものは、Rubyが動的型付けで
あるのに対し、Scalaは静的型付け言語であること
だろう。Rubyの世界にいる限りは型指定子の存在
に出会わないですむ。或いは型指定子の概念を学
ぶ機会がないとも考えられる。Scalaで始めるにし
ても最初は型指定子のことを知らずに（型推論任
せで）コーディングは進めて行けるが、ある程度
高度なことを考え始める段階になってScalaの型指
定子に出会うことになる。「次の言語で初めて出
会うまで型指定子を見せない」か、「最初の言語
で徐々に型の話をしていく」か、これは教育者の
方針次第だろう。本稿ではその最後の結論は名言
しないで置くが、これまでRuby使いだった筆者も
Scalaの型推論システムを見て、その有効性に刮目
する思いだったことは付記しておきたい。
３．４　考察
　Java言語は何かと気難しいところがあり、Java
での入門は、いわば大人（プロ）の作法を子供（ア
マ）に求めるような感覚になる。プログラミング
の最初の段階は、なるべく「ゆるゆる」から始め
たいものである。強い型付のある言語は、その「ゆ
るゆる」を許さないのが入門教育の上で問題にな
る。HaskellやScalaにあるような型推論はその入
門時の敷居を下げるのに効果的だろう。このいず
れの言語も、REPLにt:（正式には type:）コマン
ドがあり、式（が返すことになっている値）の型
を表示してくれるので、それを見ながら型の概念
を少しずつ学んで行けるのではないだろうか。
　人が使う言語（ここでは自然言語）が思考（も
のの考え方）に影響を与えるというのはよく言わ
れることである。プログラミング言語もまた人の
思考に影響を与えるだろうし、言語が変わると
そこで教えるべき内容も変わってくる。例を１
つあげておく。変数aと変数bの内容を入れ替えた
いときに、逐次型言語の場合（例えばCだと）int 
tmp=a; a=b;b=tmp; のように、仮置きのための一時
的変数（ここではtmp）が必要なことを、大抵は
鉄道の引き込み線の図を書いて説明したものであ
る。されにその手順を簡単にすますための上記の
コードを関数swap()の中に包み混んで、swap(a,b)
のように使いたいと思ったときに、変数a,bがint
ならいいが他の型だと使えないね、と問題提起を
するような流れの授業をかつてやっていた。今は
この議論そのものが意味を持たなくなっている。
昨今は多重代入（或いは平行代入）が一般化した
ため、(a,b)=(c,d);のような代入文で交換が可能で
ある。関数swapを作るにしても、動的型付の言
語や、型パラメータのある言語だと前述の課題と
は無縁である（したがってRubyでもScalaでも悩
まなくていい）。こうして楽になった時間をどの
ように生かし、どんな内容でより深い或いはより
広い学習につなげていけるか、教える立場の人間
は言語の進歩に沿って次のステップの模索を続け
なければならないことになる。
　ハードウェア環境の変化もまた、プログラミン
グのあり方の変化或いは多様化を後押ししてきて
いる。開発効率と実行効率の間での優先度におい
て、開発>>実行、となるような領域が増えてい
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る。いかに楽に書くか、すなわち人間にとっての
Light Weightな（軽量な）言語がより強く求めら
れるようになってきたのだろう。
　従来の「変数」の概念は、CPUの「レジスタ」
に対応する。レジスタが一杯だとメモリ上に配置
（実際はレジスタから必要に応じて退避）する必要
があり、アセンブラ時代はそれをプログラマがや
り繰りしていたが、コンパイラ時代になるとコン
パイラ任せですむようになった。一方、配列はメ
モリ上の連続した領域に対応する。といった具合
に、データ処理の際にデータの実体を意識しなけ
ればならなかったのは資源の量的制約があったか
らだが、今はそこからほぼ開放されている筈。ファ
イルを処理する際に、少しずつメモリに読み込む
旧来のスタイルではなく、ファイルの中身をごそっ
と読み込む、または読みこまなくてもプログラマ
がイメージしやすいデータ構造にマッピングさせ
て、そのデータ構造上の操作を行うようなプログ
ラムを書くことは可能である。そんなプログラミ
ングスタイルの変化が起きると、変数というもの
も、これまでのようにデータを保持する場所とし
て認識せずに（授業では「箱」のイメージによる
説明を今でも多用しているが）、むしろ関数から
関数へ受け渡しされるオブジェクトを、その受け
渡しの途中でトラップしてどこかに仮置きしてお
くような、例えば押しピン若しくはフックのよう
なイメージで捉えることが妥当になってきている。
（実際に多くの言語での「変数」は現実には値で
なく参照を保持している。）言語を考察すること
により、プログラミングのあり方もまた考え直す、
そういう時期に来ているような気がする。
４．おわりに
４．１　まとめ
　初級プログラミング授業で使う言語の選定を目
的としてプログラミング言語に関する調査を行っ
た。結論としては型に関してのスタンスの違う２
つの言語を最有力といて候補に残すことになった。
　この課程で以下のようなことを論じてきた。
a） プログラミング言語の大きな動き
・高水準言語へのシフト
・今後は関数型パラダイムの重要性が増す
b） 現実との折り合い
・関数型パラダイムは徐々に取り込むべし一気に
パラダイムを変えてしまって、社会で使われ
るパラダイムから離れた思考をする、言わば
ミュータントを送り出したとしてもそれを受け
入れる現場がない
c） 入門のための必要条件
・開いたオブジェクト指向
・REPLによるインタラクティブ実行
・グラフィック機能とインタラクションの平易な
活用手段
d） 型制約の概念
・型推論により静的型付言語も入門教育に導入可
能になってきた
・型制約との出会いについての考え方によって、
 早い時期から→Scala　後からでいい→Ruby
今般、あらためて調査をしてみて感じたことは、
多様な選択肢が我々の目の前にあるという事であ
る。（大学教育だけが影響力を持つとは考えない
が）、大学教育＝＞実社会（での技術の現場）、と
いう流れの中で実社会を意識して教育内容を整え
るという後ろ向きの影響と大学教育の結果が実社
会で働く若者の思考として反映されるという前向
きの影響とが、いわばニワトリと卵の関係になっ
ている。そんな中で、単純に多勢に合わせるだけ
の発想でなく、どんな発想法を身につけた卒業生
を社会に送り出すかを模索していくことが大学人
の責務だと、あらためて感じた次第である。
４．２　今後の課題
　この入門教育に関しては、この言語選定のあと
の課題としては、
１　興味を持続させる教材の整備
２　コンパクトな見せ方のできる（言語仕様のサ
ブセットを見せるような）環境の模索
３　DSLの機能を活用し後置表現による言語（処
理の流れを左～右に統一）の可能性の模索
を考えていきたい。また、最終物に選定した言語
での教育実践を重ねつつ、それと並行して、他の
場所（ゼミナールや他学への出講）において、他
の言語での実践からのフィードバックも、今後の
研究に反映させていきたいと考えている
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