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Resumo 
A evolução do uso de sistemas computacionais nas atividades hwnanas tem exigido cada vez 
mais um alto ruvel de qualidade dos softwares. Esta busca para garantir a qualidade do software torna o 
processo de desenvolvimento de software mais dificil e complexo. Na tentativa de reduzir os custos e 
aumentar a qualidade da atividade de teste, várias técJÚcas e critérios vêm sendo propostos, onde a 
diferença entre essas técrucas está na origem da informação que é utilizada para avaliar ou construir 
conjuntos de casos de teste, sendo que cada técnica possui uma variedade de critérios para esse fim. 
Com o aumento expressivo de aplicações que utilizam Banco de Dados Relaciona!, torna-se 
necessária a adequação de técnicas e critérios de Teste de Software para os testes destas aplicações. 
O presente trabalho visa apresentar técnicas de Teste de Software em Aplicações de Banco de 
Dados Relaciona! através da utilização de técnicas de Teste Estrutural (Caixa Branca) e Teste 
Funcional (Caixa Preta). A partir do estudo destas técrucas é definida uma estratégia de teste que cobre 
Teste Estrutural baseado em critérios de cobertura de Fluxo de Controle e Complexidade Ciclomática e 
Testes Funcionais baseados em Particionamento de Equivalência e Análise de Valor Limite. Para 




The evolution o f the use o f computational systems in the human activities beings has demanded 
each time plus one high leve! of quality of softwares. This search to guarantee the quality of software 
becomes the process o f software development o f more difficult and complex. In the attempt to reduce 
the costs and to increase the quality o f the activity o f test, severa! techniques and criteria come being 
proposed, where the difference between these tecbniques is in the origin o f the information that is used 
to evaluate or to construct sets o f test cases, being that each technique possesss a variety o f criteria for 
this end. 
With the expressive increase of applications that use Relational Database, one becomes 
necessary the adequacy oftechniques and criteria ofTest ofSoftware for the tests ofthese applications. 
The present work aims at to present techniques of Test of Software in Applications of 
Relational Database through the use oftechniques ofStructurai Test (White Box) and Functional Test 
(Black Box). From the study o f these techniques is defined a test strategy that has covered established 
Structurai Test in criteria o f covering o f Control Flow and Cyclomatic Complexity and Funcional Tests 
based in Equivalence Partitioning and Boundary V alue Analysis. To support this strategy, it is also 
developed, a tool ofaid for execution ofthe tests (STest for Delphi). 
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Neste capítulo são apresentados o contexto no qual este trabalho está inserido, os fatores que 
motivam a sua realização, os objetivos a serem atingidos durante o seu desenvolvimento, finalizando 
com a organização desta monografia. 
1.1. Contexto 
A crescente evolução do uso de sistemas computacionais nas atividades humanas tem exigido 
cada vez mais um alto nível de qualidade dos softwares, a fim de proporcionar aos usuários uma maior 
confiabilidade e segurança na sua utilização. 
Esta busca para garantir a qualidade do software torna o processo de desenvolvimento de 
software mais dificil e complexo. Porém, mesmo com as atividades de garantia de qualidade 
conduzidas durante todo o processo de desenvolvimento de software (desde a análise de requisitos até a 
fase de manutenção do software), constata-se que muitos erros permanecem no software finalizado. De 
acordo com PRESSMAN (1995) e MYERS (1979), uma destas atividades é o teste de software que 
pode exigir aproximadamente 50% do esforço total do projeto. Desse modo, segundo SOUZA (1996) é 
necessário deterrnínar quais os casos de testes que serão utilizados a fim de que a maioria dos erros 
existentes possam ser detectados e que o número de casos de teste utilizados não seja tão grande a 
ponto de ser impraticável. 
Na tentativa de reduzir os custos e aumentar a qualidade da atividade de teste, várias técnicas e 
critérios vêm sendo propostos, onde a diferença entre essas técnicas está na origem da informação que 
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é utilizada para avaliar ou construir conjuntos de casos de teste, sendo que cada técnica possni uma 
variedade de critérios para esse fim. Na técnica de Teste Funcional ou Caixa Preta os requisitos de teste 
são obtidos a partir da especificação. Já na técnica de Teste Estrutural ou Caixa Branca derivam-se os 
requisitos a partir dos aspectos de implementação do software. 
Com o aumento expressivo de aplicações que utilizam Banco de Dados Relaciona!, torna-se 
necessária a adequação de técnicas e critérios de teste de software para os testes destas aplicações. 
Para que a atividade de teste caminhe rumo à obtenção do sucesso esperado e livre de erros que 
possam ser introduzidos com a intervenção humana, o desenvolvimento de ferramentas automatizadas 
torna-se fundamental. 
1.2. Motivação 
Segundo SPOTO (2000), apesar da existência de vários métodos e técnicas de teste de software, 
estes não cobrem todas as áreas de desenvolvimento de software. A necessidade da utilização de testes 
de software em aplicações de Banco de Dados Relaciona! torna motivante os esforços de pesquisa para 
o aprimoramento destas técnicas. 
Para tanto, a idéia de utilizar técnicas de testes de software direcionadas para Aplicações de 
Banco de Dados Relaciona! torna-se viável devido ao grande crescimento de Sistemas de Informação 
que utilizam Banco de Dados Relaciona!. 
Os esforços para adequação de técnicas e critérios de teste de software para os testes em 
Aplicações de Banco de Dados Relaciona! tornam desafiador o desenvolvimento desta pesquisa, como 
forma de apresentar as técnicas e critérios para teste destas aplicações, além de ferramentas 
automatizadas para auxílio na aplicação destes tipos de testes. 
SPOTO (2000) apresenta uma metodologia de Teste Estrutural para Aplicações de Banco de 
Dados Relaciona! e uma adaptação das ferramentas POKE-TOOL, que dá apoio ao teste de unidade 
(CHAIM et ai. (1997)), e VIEWGRAPH, que permite visualizar as etapas parciais do teste de unidade a 
partir das informações geradas pela POKE-TOOL (VILELA et ai. (1997)). Esta ferramenta de apoio 
efetua Testes Estruturais em software com abordagem para Aplicações de Banco de Dados Relaciona! 
desenvolvidas com Linguagem C. 
Entretanto, a estratégia que será proposta poderá ser aplicada em qualquer software, porém a 
ferramenta que será desenvolvida terá como base a utilização de Testes Estruturais em Aplicações de 
2 
Banco de Dados Relaciona! desenvolvidas com a Linguagem de Programação Borland Delphi, e além 
disso, a possibilidade de Testes Funcionais destas aplicações. 
1.3. Objetivo 
O objetivo deste trabalho é investigar critérios de teste existentes para Aplicações de Banco de 
Dados Relaciona! que utilizam SQL (Structure Query Language), definindo eventualmente uma 
estratégia que combine vários critérios. E, também, apresentar uma ferramenta para Teste de Software 
em Aplicações de Banco de Dados Relaciona! desenvolvida utilizando a Linguagem de Programação 
Borland Delphi, que apoie a estratégia adotada. 
1.4. Organização do Trabalho 
Neste capítulo fui apresentado o contexto no qual este trabalho se insere, as motivações para a 
sua realização e os objetivos a serem alcançados. O capítulo 2 traz em seu conteúdo a definição de 
Aplicações de Banco de Dados Relaciona! e uma breve exposição dos conceitos sobre Banco de Dados. 
No capítulo 3 são apresentados as fases da atividade de teste e os principais métodos e critérios de teste 
existentes. Já no capítulo 4 serão detalhados estes métodos e critérios de testes, baseando-se em 
Aplicações de Banco de Dados Relaciona!. O capítulo 5 apresenta a estratégia adotada para Teste de 
Software em Aplicação de Banco de Dados Relaciona!. No capítulo 6 é apresentada a ferramenta 




Aplicação de Banco de Dados Relaciona! 
Uma Aplicação de Banco de Dados Relaciona! é um conjunto de módulos de programas, onde 
cada um destes módulos pode ser escrito em uma linguagem de programação, onde conectada a um 
Sistema Gerenciador de Banco de Dados (SGBD) baseado no Modelo Relaciona!, utiliza a Linguagem 
de Consulta Estruturada (SQL) para manipulação do banco de dados. 
2.1. Banco de Dados 
De acordo com DATE (2000), um banco de dados é uma coleção de dados persistentes utilizada 
pelos sistemas de aplicação de uma determinada organização. 
2.2. Sistema de Banco de Dados 
Segundo SILBERSCHA TZ et al. (1999), um Sistema de Banco de Dados é composto por: 
• Usuários e sua Interação: Usuários Navegantes (usuários comuns que interagem com o 
sistema chamando um dos programas aplicativos já escritos), Programadores de Aplicações 
(profissionais que interagem com o sistema por meio de chamadas DML), Usuários 
Sofisticados (interagem com o sistema formulando suas solicitações por meio de linguagens 
de consultas) e Usuários Especialistas (escrevem aplicações especializadas, diferentes das 
tradicionais); 
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• Sistema Gerenciador de Banco de Dados (SGBD): é uma coleção de dados inter-
relacionados e uma coleção de programas para acesso a estes dados, proporcionando assim, 
um ambiente conveniente e eficiente para armazenamento e recuperação de informações. É 
dividido em componentes de Processamento de Consultas (Compilador DML, Pré-
Compilador para comandos DML, Interpretador DDL, Componentes para execução de 
consultas e programas de aplicações em código objeto) e Gerenciador de Memória 
(Gerenciador de Transações, Gerenciador de Buffer e Gerenciador de Arquivos); 
• Annazenamento em Disco: estruturas de dados que são necessárias como parte da 
implementação fisica do sistema (Arquivo de Dados, Dicionário de Dados, Índices e 
Estatisticas de Dados). 
USUÃRJCS I'ROORAMA!lCRES USUÁRICS ADMlNlSIRADClt USUÁR1C6 NAVEGANTES DEAPJ..CAÇÕES SCFIS'l'ICAOOS BANCO DEDADOS 
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Figura 1: Sistema de Banco de Dados (SILBERSCHATZ et al. (1999)) 
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2.3. Modelo Entidade-Relacionamento 
Modelos semânticos ou conceituais se prestam à etapa de projeto conceitual, pois nesta etapa a 
base de dados é concebida de urna forma bastante preliminar pelos futuros usuários (ainda não está 
associada a nenhum SGBD ou plataforma). Cada construção tem urna semântica bem definida, pois 
possuem notações diagramáticas de fácil entendimento. O Modelo Entidade-Relacionamento é 
considerado um modelo semântico. 
Segundo SILBERSCHATZ et ai. (1999), o Modelo Entidade-Relacionamento tem por base a 
percepção de que o mundo real é formado por um conjunto de objetos chamado entidades e pelos 
conjuntos dos relacionamentos entre estes objetos. A extensão deste modelo permitiu a inclusão de 
conceitos, tais como classes, herança e regras, entre outros. 
Suas construções básicas são entidades (retângulos), relacionamentos (losangos) e atributos 





Figura 2: Exemplo de Diagrama Entidade-Relacionamento 
2.4. Modelo Relacional 
O Modelo Relaciona! está formalmente baseado em Teoria dos Conjuntos e Álgebra Relaciona!. 
A organização dos dados ocorre na forma de relações que são tabelas de tuplas (linhas), constituídas 
por valores especificados de acordo com um conjunto de atributos.As operações existentes neste 
modelo formam urna álgebra, que produzem relações (seleção, projeção,join, união, etc.). 
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O modelo tornou possível que vários aspectos da área de Banco de Dados se desenvolvessem 
(otimização de consultas, independência de dados, transações, redundância, fragmentação, etc.) 
Porém, existem algumas restrições quanto ao modelo relacional: 
• A natureza bi-dimensional indica que todos os elementos em urna base relacional são 
tabelas; 
• Como tudo é tabela, os ponteiros para outras tabelas não são distinguíveis como ponteiros 
(se perdem na relação). 
Segundo DATE (2000), urna razão pela qual os sistemas de banco de dados relacionais se 
tornaram tão dominantes (tanto acadêmico quanto comercial) é que eles admitem a interpretação 
precedente de dados e banco de dados de forma direta, onde: 
• Os dados são representados por meio de linhas em tabelas, e essas linhas podem ser 
interpretadas diretamente como proposições verdadeiras; 
• São fornecidos operadores para operações sobre linhas em tabelas, e esses operadores 
admitem de forma direta o processo de dedução de proposições verdadeiras adicionais a 
partir das proposições dadas. 
O exemplo a seguir apresenta um esquema de banco de dados relaciona!, onde os atributos 
comuns geram as relações entre tabelas. 
Tab Alunos Cod Aluno I Nome Endereço 
Tab AluTur 
Tab Turma Cod Turma Período Serie 
Figura 3: Exemplo de Modelagem Relacional 
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2.5. Linguagem de Consulta Estruturada (SQL) 
Desenvolvida no laboratório de pesquisa da IBM em San Jose no começo dos anos 70, a 
Linguagem SQL usa uma combinação de construtores em álgebra e cálculo relaciona! (modelo 
relaciona!), permitindo ao usuário o armazenamento e recuperação de dados do Banco de Dados. 
De acordo com SILBERSCHATZ et ai. (1999), SQL além de possuir recursos de consulta ao 
banco de dados, também apresenta outros recursos como definição da estrutura de dados para 
modificação de dados no banco de dados e para especificações de restrições de segurança. 
A linguagem SQL tem diversas partes apresentar a seguir. 
2.5.1. Linguagem de Definição de Dados (DDL) 
Os comandos DDL para são utilizados para definir os esquemas de relações e indices. 
a) CREATE TABLE: permite criar uma tabela, indicando os nomes e tipos de dados das 
colunas da tabela, além da chave primária 
Exemplo: CREATE TABLE Alunos 
( Codigo Numeric (6), 
Nome Char( 40), 
PRJMARY KEY (Codigo)) 
b) AL TER T ABLE: altera a estrutura de uma tabela criada. 
Exemplo: ALTER TABLE Alunos MODIFY Nome (CHAR(SO) NOT NULL) 
c) DROP TABLE: permite excluir uma tabela. 
Exemplo: DROP TABLE Alunos 
d) CREATE INDEX: cria indices para as tabelas. 
Exemplo: CREATE DESC INDEX lndNomeAlunos 
ON Alunos (Nome) 
e) DROP INDEX: remove um indice criado. 
Exemplo: DROP INDEX IndNomeA!unos 
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2.5.2. Linguagem de Manipulação de Dados (DML) 
Os comandos DML são utilizados para operações de manipulação de dados. 
a) SELECT: seleciona os dados de urna ou mais tabelas. 
Exemplo: SELECT * FROM Alunos WHERE Codigo = "101102" 
b) INSERT: insere um registro em urna tabela. 
Exemplo: INSERT INTO Alunos (Codigo, Nome) V ALUES ("103221", "CARLA") 
c) UPDATE: atualiza um registro ou mais registros de urna tabela. 
Exemplo: UPDATE Alunos SET Nome= "CARLA SILVA" WHERE Codigo = "103221" 
d) DELETE: exclui um registro ou mais registro de urna tabela. 
Exemplo: DELETE FROM Alunos WHERE Codigo = "103221" 
2.5.3. SQL Embutida (Embedded SQL) 
A SQL fornece urna poderosa linguagem de consulta declarativa que permite escrever consultas 
de forma mais simples do que em linguagens de programação de uso geral (linguagens hospedeiras). 
Entretanto o acesso a um banco de dados é necessário para as linguagens de programação de uso geral 
(PL/1, C, COBOL e FORTRAN), pois nem todas as consultas podem ser geradas apenas com SQL. Para 
isso foi criado então, a SQL Embutida (Embedded DML) que incorpora comandos SQL em linguagens 
hospedeiras. 
Exemplo: EXEC SQL 




Definição de Visões: comandos para definição de visões. 
Para definir uma visão, precisamos dar um nome a ela e escrever a consulta que criará a visão. 
Exemplo: CREATE VIEW Doc_Alunos AS 
SELECT Nome, RG, CPF FROM Alunos 
2.5.5. Transações 
Segundo SILBERSCHATZ et ai. (1999), uma Transação é uma unidade de execução de 
programa que acessa e, possivelmente, atualiza vários itens. Um Transação, geralmente, é o resultado 
da execução de um programa de usuário escrito em uma linguagem de manipulação de dados de alto 
nível ou em uma linguagem de programação (SQL, COBOL, C ou Pascal) e é delimitada por 
declarações: Begin Transaction e End Transaction. 
Exemplo: BEGIN TRANSACTION; 
UPDATE Alunos SET Nome= "FLAVIA" WHERE Codigo = "123212" 







A Atividade de Teste 
O processo de desenvolvimento de software engloba várias atividades, onde apesar dos 
métodos, técnicas e ferramentas empregados, erros ainda podem ocorrer. Com isso, a atividade de teste 
é fundamental para a identificação e elinúnação de erros que persistem, representando a última revisão 
da especificação, projeto e codificação (PRESSMAN (1995)). 
Segundo MYERS (1979) os principais princípios para a atividade de teste são: 
• A atividade de teste é o processo de executar um programa com a intenção de descobrir um 
erro; 
• Um bom caso de teste é aquele que tem uma elevada probabilidade de revelar um erro ainda 
não descoberto; 
• Um teste bem sucedido é aquele que revela um erro ainda não descoberto. 
De acordo com PRESSMAN (1995), a atividade de teste pode ser conduzida em quatro fases: 
• Teste de Unidade: concentra-se no esforço de verificação da menor unidade de projeto de 
software chamado de unidade ou módulo. 
• Teste de Integração: é uma técnica sistemática para a construção da estrutura de programa, 
realizando-se, ao mesmo tempo, testes para descobrir erros associados a interfaces. O 
objetivo é, a partir dos módulos testados no nível de unidade, construir a estrutura de 
programa que foi determinada pelo projeto. 
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• Teste de Validação: ao término da atividade de teste de integração, o software está 
completamente montado como um pacote, erros de interface foram descobertos e corrigidos 
e uma série final de testes de software conhecida como os testes de validação podem ser 
iniciados. A validação, portanto, é definida como bem-sucedida quando o software fimciona 
de uma maneira razoavelmente esperada pelo cliente. 
• Teste de Sistema: é uma série de diferentes testes, cujo principal propósito é pôr 
completamente à prova o sistema baseado em computador, onde todo o trabalho deve 
verificar se todos os elementos do sistema foram adequadamente integrados e realizam as 
fimções atribuídas. 
Um dos pontos críticos da atividade de teste é a escolha dos casos de teste a serem aplicados. O 
programa, para ser demonstrado correto, deveria ser exercitado com todos os valores possíveis do 
domínio de entrada. Entretanto, sabe-se que o teste exaustivo é impraticável devido a restrições de 
tempo e custo para realizá-lo, sendo necessário determinar um conjunto de casos de teste que seja 
eficaz em encontrar erros cuja cardinalídade seja reduzida (MYERS (1979)). Com isso, várias técnicas 
e critérios de teste têm sido elaborados visando fornecer uma maneira sistemática e rigorosa para 
selecionar um subconjunto do domínio de entrada e assim ser eficaz para revelar os erros existentes. 
O sucesso da atividade de teste conduzirá à detecção de erros no software possibilitando, assim, 
a correção dos mesmos e, conseqüentemente, proporcionando uma indicação de maior confiabilidade 
do software (qualidade do software). 
3.1. Principais Métodos de Teste de Software 
Na tentativa de reduzir os custos associados ao teste, é fimdamental a aplicação de técnicas que 
indiquem como testar o software e de critérios que respondam quando parar os testes, de forma que 
essa atividade possa ser conduzida de modo planejado e sistemático (DEMILLO (1980)). 
Segundo PRESSMAN (1995), nenhuma das técnicas de teste é completa, no sentido de que 
nenhumas delas é, em geral, suficiente para garantir a qualidade da atividade de teste. Essas diferentes 
técnicas são complementares e devem ser aplicadas em conjunto para assegurar um teste de boa 
qualidade. 
Segundo BEIZER (1995), três estratégias podem ser utilizadas para se realizar teste de software: 
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• Teste Estrutural: Baseia-se na estrutura do objeto testado. Requer, portanto, acesso completo 
ao código-fonte do programa para ser realizado. É também conhecido por teste de caixa 
branca (White-Box Test); 
• Teste Funcional: Checa se um programa está de acordo com a sua especificação, 
independentemente do código-fonte. Teste funcional é também conhecido como teste de 
caixa preta (Black-Box Test) ou teste comportamental; 
• Teste Híbrido: Combina as duas estratégias de teste anteriores. 
3.1.1. Teste Estrutural 
A técnica de Teste Estrututal, também conhecida como Teste de Caixa Branca, usa a estrutura 
de controle do projeto procedimental para derivar casos de teste, portanto, são técnicas de teste baseia-
se na implementação do software. 
De acordo com PETERS & PEDRYCZ (2001), no Teste Estrutural o interesse está no 
desenvolvimento de casos de teste baseados na estrutura (lógica interna) do código em teste. Existem 
diversas classes de teste que dependem de quão completo e consumidor de tempo o processo de teste 
deva ser. 
Este teste se baseia no exame detalhado das rotinas procedimentais do programa, onde os 
caminhos lógicos são testados e fornecem casos de teste que põem à prova conjuntos específicos de 
condições e/ou laços. 
De acordo com PRESSMAN (1995), o Teste de Caixa Branca pennite derivar os casos de teste 
que: 
• Garantam que todos os caminhos independentes dentro de um módulo tenham sido 
exercitados pelo menos urna vez; 
• Exercitem todas as decisões lógicas para valores falsos ou verdadeiros; 
• Executem todos os laços em suas fronteiras e dentro de seus limites operacionais; 
• Exercitem as estruturas de dados internas para garantir a sua validade. 
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Como o Teste Estrutural é baseado na análise do código-fonte, as técnicas evidentemente 
dependem da linguagem de programação utilizada. 
Os critérios de Teste Estrutural mais conhecidos são os baseados no Fluxo de Controle e no 
Fluxo de Dados apresentados a seguir. 
3.1.1.1. Critérios baseados no Fluxo de Controle 
Critérios baseados em Fluxo de Controle utilizam apenas caracteristicas de controle de 
execução do programa, como comandos ou desvios, para determinar quais estruturas estão sendo 
utilizadas e quais podem ser eliminadas. 
Para facilitar a análise do Fluxo de Controle, urna ferramenta para geração de Grafos de Fluxo 
de Controle pode ser utilizada. Cada programa tem urna seqüência finita de comandos da linguagem de 
programação. Estes blocos de comandos são representados por nós arredondados no Grafo de Fluxo de 
Controle. De acordo com HUANG (1975), um bloco de comando representa urna seqüência de um ou 
mais comandos tendo a caracteristica de que, sempre que o comando inicial for executado, todos os 
demais comandos do bloco também serão.Segundo PRESSMAN (1995), a notação utilizada para 
representar Grafos de Fluxo de Controle é dada na Figura 4. Nesta notação é definido que cada círculo, 
denominado nó, representa urna ou mais instruções do programa e cada arco (seta), denominada ramo, 
representa um fluxo de controle. 
Os critérios de cobertura de Fluxo de Controle mais conhecidos são: 
• Todos-Nós: Todos os nós (ou comandos) devem ser executados pelo menos uma vez, onde 
dessa forma, a execução do programa deve abranger cada vértice do Grafo de Fluxo de 
Controle pelo menos urna vez; 
• Todos-Arcos: Todos os arcos (ou decisões) devem ser executados pelo menos uma vez, ou 
seja, exige que a execução do programa passe pelo menos urna vez em cada aresta do Grafo 
de Fluxo de Controle; 
• Todos-Caminhos: Todos os caminhos possíveis em um Grafo de Fluxo de Controle são 
executados pelo menos urna vez, requerendo assim, que todos os caminhos possíveis do 
programa sejam executados (Impraticável, pois o número de caminhos é muito 
grande).Segundo FRANKL (1987), um caminho é executável se existe um conjunto de 
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Estruturas de Condição 
If Case I 
c\? ~ 
Estruturas de Repetição 
While For I Until 
9-6--Y 6=0-.o 
Figura 4: Notação para Grafos de Fluxo de Controle (PRESSMAN (1995)) 
(01) procedure T_calcFatorial. BOtaocalcular(sender: TObject); 
(01) var vcont:a, vFat, vcalc: Int:eger; 
(01) begin 
(01) vFat := S'trTolnt:(txt:Fat. Text:); 
(01) vcalc := O; 
(02) for vconta := 1 to vFat - 1 do 
(03) vcalc := vcalc + (vFat: * vconta); 






(1,2,3,2,3, ... ,2,3,4)} 
Figura 5: Critérios de Cobertura de Fluxo de Controle 
Na Figura 5 é apresentado um exemplo de Critérios de Cobertura de Grafo de Fluxo de 
Controle, no qual se podem verificar os critérios: Todos-Nós, onde cada nó (círculo) deve ser 
executado pelo menos urna vez ( {1,2,3,4} ); Todos-Arcos, que requer a cada execução de cada arco 
pelo menos urna vez (1,2,3,2,3,4); e Todos-Caminhos, onde cada caminho deve ser executado pelo 
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menos uma vez (1,2,3,2,3,4). Neste último, se pode confirmar a citação anterior de impraticáveL pois 
existe um número de caminhos muito grande. 
3.1.1.2. Critérios baseados na Complexidade Ciclomática 
A Complexidade Ciclomática é uma métrica de software que utiliza informações sobre a 
complexidade do programa para determinar os requisitos de teste, permitindo assim, a medida 
quantitativa da complexidade lógica de um programa. 
THOMAS MCCABE (1976), propôs essa métrica baseada numa representação do Fluxo de 
Controle de um programa, onde é definido o número de caminhos independentes em um programa, que 
nos oferece um limite máximo para o número de testes que devem ser realizados para garantir que cada 
instrução seja executada pelo menos uma vez. Na prática é uma contagem do número de condições de 
teste em um programa. 
Segundo PRESSMAN (1995), a Complexidade Ciclomática tem suas bases na teoria dos grafos 
e pode ser calculada de três formas (ver Figura 6): 
a) Número de regiões do grafo de fluxo; 
b) Número de ramos (R) e número de nós (N) do grafo de fluxo: V(G)=R-N+2; 
c) Número de nós predicados (P) do grafo de fluxo: V(G)=P+l; 
Figura 6: Grafo de Fluxo indicando RAMO, NÓ e REGIÃO (PRESSMAN (1995)) 
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Esta métrica pode ser aplicada na técnica de Teste de Caminhos Básicos proposta por 
THOMAS MCCABE (1976) que pode ser dividida em 4 fases: 
1 - A partir do Código-Fonte do Programa a ser testado criar Grafo de Fluxo de Controle 
(01) procedure T_Acesso.Logar(Sender: Tobject); Â (01) begin (02) if vEsco1a.Text: <> 'G' then (03) shOV«nessage('Acesso ao BOda Graduação ••. ') 0 0 (04) e1se (04) showmessage('Acesso ao ao da Pós-Graduação .•• '); 
'~t (OS) Menu.show; (06) end; 
FtgUTa 7: Grafo de Fluxo de Controle 
2 - Calcular a Complexidade Ciclomática do Grafo de Fluxo de Controle resultante 
Número de Ramos (R) = 6 
Número de Nós (N) = 6 
V(G)=R-N +2 
V(G)=6-6+2 
V(G) = 2 (Complexidade Ciclomática) 
3 - Determinar um Conjunto Básico de Caminhos Linearmente Independentes 
Caminho 1: 01-02-03-05-06 
Caminho 2: 01-02-04-05-06 
4- Preparar os Casos de Teste que forcem a execução de cada Caminho no Conjunto Básico 
Casos de Teste do Caminho 1: 
vEscola =entrada válida, onde vEscola = "G" 
Resultados Esperados: - Mensagem "Acesso ao BD da Graduação" 
-Abrir o Formulário de Menu 
Casos de Teste do Caminho 2: 
vEscola = entrada válida, onde vEscola <> "G" 
Resultados Esperados: - Mensagem "Acesso ao BD da Pós-Graduação" 
- Abrir o Formulário de Menu 
Tabela 1: Casos de Teste do Teste de Caminhos Básicos 
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3.1.1.3. Critérios baseados no Fluxo de Dados 
De acordo com PRESSMAN (1995), o método de Teste de Fluxo de Dados seleciona caminhos 
de teste de um programa de acordo com as localizações das Definições e Usos de variáveis no 
programa. A Definição de uma variável refere-se a uma instrução em que um valor é atribuído a uma 
variável. Já o Uso ocorre quando os valores das variáveis são utilizados. 
RAPPS e WEYUKER (1982) definem uso de uma variável como sendo: 
• c-Uso (uso computacional): quando a variável é usada na avaliação de uma expressão ou em 
um comando de saida (o uso está associado ao Nó); 
• p-Uso (uso predicativo): quando a variável ocorre em um predicado e, portanto, afeta o 
fluxo de controle do programa (este uso está associado ao Arco). 
Segundo NTAFOS (1984), o uso de uma variável ocorre sempre que existir recuperação do 
valor em posição de memória associada à variável. 
A associação entre a Definição e Uso da variável é conhecida como associação DU e, para que 
ela se caracterize, o caminho de uma Definição de variável em relação ao seu Uso não pode conter 
nenhuma redefinição da variável. 
A notação utilizada para representar o Grafo de Fluxo de Dados é mesma a utilizada para 
representar Grafo de Fluxo de Controle mostrado na Figura 8. 
(01) procedure T_PesQ.J.ista.BotaoProcurar(sender: TObject); 
(01) var vcontador, vAchou: Integer; 01 O (v.Pchou. v Contador, 
(01) vTabe1a: Array [1. .lO] of String; v Tabela) 
(01) begin 
(01) vcontador := 1: 
(01) VAChOU := 0; 
(02) while (vAchou = O) and (vContador <= 10) do 
(02) begin 
(03) if vTabe1a [vcontador] "'txt:Pesq.Text: then 
(04) vAchou := vAchou + 1; 
(OS) vcontador := VContador + 1; 
(05) end; O • 0.1inifío 
pU = Uso Preãooativo 
(06) showmessage('O Item procurado foi encont:rado ' oU = Uso Computacional 
(06) + rnrrost:r(vAchou) + ' vezes '); 
(06) end; 
Figura 8: Grafo de Fluxo de Dados 
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3.1.2. Teste Funcional 
Os métodos de Teste Funcional, também conhecidos como Testes de Caixa Preta, concentram-
se nos requisitos funcionais do software, permitindo somente visualizar o lado externo do software, ou 
seja, os dados de entrada e as respostas produzidas como saída. Portanto, estas técnicas de teste são 
baseadas na especificação do software. 
Os Testes Funcionais são realizados nas interfaces do software, tendo como propósitos, além de 
descobrir erros, demonstrar que as funções do software são operacionais, que a entrada é 
adequadamente aceita, a saída é corretamente produzida e que a integridade das informações externas é 
mantida. 
Segundo CHANG e RICHARDSON (1999), o Teste Funcional é freqüentemente mais fácil de 
compreender e realizar do que as técnicas de teste tradicionais baseadas em código, porque o Teste 
Funcional baseia-se em uma descrição Black-Box da funcionalidade do software, enquanto que as 
técnicas de Teste Estrutural exigem um detalhado conhecimento da implementação. 
Segundo PRESSMAN (1995), o teste de caixa preta não é uma alternativa para as técnicas de 
Caixa Branca; ao contrário, é uma abordagem complementar que procura revelar uma classe de erros 
diferente do teste estrutural: 
• Funções Incorretas ou Ausentes; 
• Erros de Interface; 
• Erros nas Estruturas de Dados ou no Acesso a Bancos de Dados Externos; 
• Erros de Desempenho; 
• Erros de Inicialização e Término. 
Atualmete, na literatura, são encontradas diversas técnicas de Teste Funcional, porém nesta 
seção serão apresentadas algumas destas técnicas, tais como: Particionamento de Equivalência e 
Análise de Valor Limite. 
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3.1.2.1. Particionamento de Equivalência 
De acordo com PAULA FILHO (2001), o Particionamento de Equivalência é um método que 
divide o domínio de entrada em categorias de dados. Cada categoria revela uma classe de erros, 
permitindo que casos de teste na mesma categoria sejam eliminados sem que se prejudique a cobertura 
dos testes. 
Segundo PRESSMAN (1995), as classes de equivalência podem ser definidas de acordo com as 
seguintes diretrizes: 
• Se uma condição de entrada especificar um intervalo, uma classe de equivalência válida e 
duas classes de equivalência inválidas são definidas; 
• Se uma condição de entrada exigir um valor especifico, uma classe de equivalência válida e 
duas classes de equivalência inválidas são definidas; 
• Se uma condição de entrada especificar um membro de um conjunto, uma classe de 
equivalência válida e uma classe de equivalência inválida são definidas; 
• Se uma condição de entrada for booleana, uma classe de equivalência válida e uma classe de 
equivalência inválida são definidas. 
Aplicando-se as diretrizes para a derivação de classes de equivalência, os casos de teste para 
cada item de dados do domínio de entrada poderiam ser desenvolvidos e executados. 
O exemplo de Teste de Particionamento de Equivalência mostrado nas Tabelas 2 e 3 é baseado 
no cadastro de consultas de um consultório médico. Uma vez definidas as Classes de Equivalência, os 
Casos de Testes são criados. 
Classes de Equivalência (V - Classe Válida; I - Classe Inválida) 
Nr Paciente Data Hora 
6 digitos (V) 1 O digitos (V) 5 dígitos (V) 
< 6 dígitos (I) >= 10/0112000 (V) >= 08:00 e< 12:00 (V) 
> 6 dígitos (I) < 10/0 112000 (I) >= 14:00 e< 18:00 (V) 
não número (I) vazio (I) >= 12:00 e< 14:00 (I) 
<= 08:00 (I) 
>= 18:00 (I) 
vazio (I) 
Tabela 2: Exemplo de Classes de Eqmvalêncm 
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Casos de Testes 
s Nr Paciente Data Hora Justificativa 
1 000526 10/12/2001 08:30 Válido. Cobre o Nr_Paciente, Data e Hora 
Válidos. 
2 00012 15/02/2002 10:00 Válido. Cobre somente uma Classe Inválida 
(< 6 dígitos). 
3 0088901 25/1111985 06:45 Inválido. Cobre três Classes Inválidas. 
4 025565 17/04/2002 20:30 Válido. Cobre somente uma Classe Inválida 
I(>= 18:oo). 
5 000025 03/0211990 16:30 Válido. Cobre somente uma Classe Inválida 
I<< 1010112ooo) 
6 X01156 20/07/2000 15:00 Válido. Cobre somente uma Classe Inválida 
I (não número). 
7 002569 15/0112003 13:00 Válido. Cobre somente uma Classe Inválida 
I(>= 12:00 e< 14:00). 
8 125699 15:00 Válido. Cobre somente uma Classe Inválida 
I (vazio). 
9 PA6689 29/08/1995 03:00 Inválido. Cobre três Classes Inválidas. 
10 005569 12/04/2001 17:00 Válido. Cobre o Nr_Paciente, Data e Hora 
Válidos. 
Tabela 3: Casos de Testes de Particionamento de Equivalência 
3.1.2.2. Análise de Valor Limite 
De acordo com PAULA FILHO (2001), a Análise de Valor Limite é uma técnica para seleção 
de casos de teste que exercitam os limites. O emprego dessa técnica deve ser complementar ao 
emprego da técnica de Particionamento de Equivalência. Portanto, ao invés de selecionar um elemento 
aleatório de cada classe de equivalência, selecionam-se os casos de teste nas extremidades de cada 
classe. 
A aplicação desta técnica permite identificar possíveis erros como: 
• Uma unidade abaixo do rninimo; 
• Uma unidade acima do máximo; 
• Arquivo Vazio; 
• Arquivo maior ou igual à capacidade máxima de annazenamento; 
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• Cálculo que pode levar a "overjlow" I "underjlow" 
• Erro no primeiro I último registro. 
De acordo com PRESSMAN (1995), as diretrizes para a Análise de Valor Limite são 
semelhantes àquelas apresentadas para o Particionamento de Equivalência: 
• Se uma condição de entrada especificar um intervalo delimitado pelos valores a e b, os 
casos de teste devem ser projetados com valores a e b, logo acima e logo abaixo de a e b, 
respectivamente; 
• Se uma condição de entrada especificar uma série de valores, os casos de teste que ponham 
à prova números máximos e minimos devem ser desenvolvidos. Valores logo abaixo e logo 
acima do minimo e do máximo também devem ser testados; 
• Aplique as diretrizes 1 e 2 às condições de saída. Por exemplo, suponhamos que uma tabela 
de temperatura versus pressão seja exigida como saída de um programa de análise de 
engenharia. Os casos de teste devem ser projetados para criar um relatório de saída que 
produza um número máximo (e minimo) permissível de entradas na tabela; 
• Se as estruturas internas de dados do programa tiverem prescrito fronteiras (por exemplo, 
um array tem um limite definido de 100 entradas), certifique-se de projetar um caso de teste 
para exercitar a estrutura de dados em sua fronteira. 
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Figura 9: Gráfico de Valores Limites 
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Como a técnica de Análise de Valor Limite foca os limites dos espaços de entrada de maneira a 
determinar casos de teste, a idéia básica desta técnica é usar os valores de entrada no seu máximo 
(MAX), logo abaixo do máximo (MAX-), um valor nominal (NOM), logo acima do mínimo (MIN+) e 
o valor mínimo (MIN) para gerar casos de teste (Figura 9). 
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Capítulo 4 
Critérios de Teste para Aplicação de Banco de 
Dados Relaciona! 
Neste capítulo serão apresentadas abordagens encontradas na literatura para Testes de Software 
em Aplicações de Banco de Dados Relaciona!. 
4.1. Teste Estrutural 
Para abordagem de Aplicações de Banco de Dados Relaciona!, os métodos de Teste Estrutural 
foram estendidos e adaptados. Estas adaptações permitem urna melhor interpretação dos Grafos de 
Fluxo de Controle, Grafos de Fluxo de Dados e da Complexidade Ciclomática. Permitem, ainda, a 
definição de novos critérios de cobertura para estes métodos. 
4.1.1. Critérios baseados no Fluxo de Controle 
Na abordagem de testes para Aplicações de Banco de Dados Relaciona!, SPOTO (2000) estende 
a representação do Grafo de Fluxo de Controle, em que os nós arredondados representarão blocos de 
comandos da linguagem de programação e os nós retangulares representarão comandos SQL. 
Seqüência com SQL 
o-o 
Figura 10: Notação de Grafo de Fluxo de Controle para Aplicação de Banco de Dados Relaciona! 
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Portanto, a notação utilizada para representar o Grafo de Fluxo de Controle de Aplicações de 
Banco de Dados Relaciona! é aquela mostrada no capítulo 3, na Figura 4, porém com a extensão nós 
retangulares para indicação de comandos SQL. 
Os critérios de cobertura de Fluxo de Controle de Aplicações de Banco de Dados Relaciona! 
também são: Todos-Nós, Todos-Arcos e Todos-Caminhos. 
O exemplo mostrado na Figura 11 apresenta os Critérios de Cobertura de Fluxo de Controle de 
Aplicação de Banco de Dados Relaciona! que tem objetivo de exportar dados dos alunos de urna 
faculdade. 




(02) Ql.SQL.Add('select "' From AL_TURMAS, ALUNOS ' 
(02) + 'Where AL._TURMAS.CGM = ALUNOS.CGM And ' 
(02) + 'ALTURMAS.Turma = ''' + cr.Text + ··' order By NOme'); 
(02) Ql.open; ' 
(03) Ql.close; 
(03) Q2.SQL.Clear; .. 
(03) Q2.SQL.Add('se1ect " From TEMP'); 
(03) Q2.0pen; 
~ (04) while nat (Ql.EOF) do (04) begin (05) Q2.Insert; (05) Q2.FieldByName('cGM').value := Ql. FieldB)'Name('CGM') .AsString; (05) Q2.FieldByName(' NOme'), value := Ql. FieldB)'Name(' Nome') .ASstring; 
é~~ (05) Q2.FieldsyName('Tunma').va1ue := Ql. FieldsyName('Tunna') .ASstring; 
(06) if (Ql.FieldByName('situacao').ASString = 'CANCELADO') then 
(07) Q2.Fie1dByName('Sit:uacao').value := 'Aluno cancelado na Turma' 
~ I (08) else 
(OS) Q2.Fie1dByName('Situacao').value := 'Aluno Norma1'; .. 





-Ftgura 11: Grafo de Fluxo de Controle de Aplicaçao de Banco de Dados Relactonal 
4.1.2. Critérios baseados no Fluxo de Dados 
De acordo com SPOTO (2000), em urna Aplicação de Banco de Dados Relaciona!, as variáveis 
utilizadas podem ser classificadas em três tipos: 
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• Variáveis de Programa (P): variáveis defuúdas e usadas apenas na Linguagem Hospedeira; 
• Variáveis Hosts (H): também conhecidas como Variáveis de Ligação, são defuúdas e usadas 
em qualquer parte do Módulo de Programa (dentro e fora da SQL) e são fundamentais para 
estabelecer a comunicação entre as duas linguagens; 
• Variáveis de Tabela (T): defuúdas e usadas apenas nos comandos executáveis da SQL. 
Os comandos DML (SELECT, INSERT, UPDATE e DELETE) caracterizam a ocorrência de 
defuúção da Variável de Tabela. 
Além das definições de Uso de uma variável vistas no capítulo 3 (c-Uso e p-Uso), SPOTO 
(2000) define, para a abordagem de Aplicações Banco de Dados Relaciona!, a referências-Uso (uso na 
SQL): quando a variável afetar o resultado de uma consulta ou de uma computação em um comando 
executável da SQL (Uso associado ao nó da SQL). 
(01) procedure T_Pesq_Líst:a.Bot:aoProcurar(Sender: TObject:); 
(01) var vconta: Int:eger; 
(01) begin 
(01) vconta := O; 
(02) Ql.c1ose; 
(02) Ql.SQL.C1ear; 
(02) Ql.SQL.Add('Select * From ALUNOS ' 
(02) Ql.Open; 
+ 'where CIDADE "' ''RIO CLARO'' 
+ 'arder By NOME'); 
(03) while not Ql.EOF do 
(03) begin 
(04) if Ql.FieldsyName('curso').ASSt:ring = txtcurso.Text: then 
(04) vconta := vconu + l; 
(05) Ql.Next; 
(OS) end; 




eU = Uso Cona.bciooal 
sU = Uso n3- SQL 
Figura 12: Grafo de Fluxo de Dados de uma Aplicação de Banco de Dados Relaciona! 
4.2. Teste Funcional 
BINDER (2000) propõe uma estratégia de teste para Associação de Classes, que estabelece uma 
abordagem sistemática para transformar parâmetros de multiplicidade de associação em casos de teste. 
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Modelo de Classe - Conta Bancária 
CUENTE CONTA 
8..1 ·-· TEM 
Figura 13: Modelo de Classe 
Condições Limite de Multiplicidade para Conta Bancária 
Associação Condições Limite I 
Cliente tem Conta 0 .. * Cliente: n(Conta) >-O Cliente: n(Conta) <- N 
Conta é de Cliente 0 .. 1 Conta: n(Cliente) >-O Conta: n(Cliente) <~ 1 
Tabela 4: Condições Limite de Multiplicidade 
. Matriz de Domínio tara Conta Bancária 
Variável/ Condição I Tipo Casos de Teste 
1 2 3 4 5 6 7 8 I 
Cliente: n(Conta) >-O On o 
Off -1 
N°de Cliente: n(Conta) <- N On N 
Contas Off N+l 
Típico In 2 10 52 96 
Conta: n(Cliente) >=O On o 
Off -1 
N°de Conta: n(Cliente) <= 1 On 1 
Clientes Off 2 
Típico In 1 1 1 1 
Resultado Esperado "' X ,/ X "' X "' X 
Tabela 5: Matriz de Domínio 
Esta estratégia de teste possibilita a partir do Modelo de Classe fazer Análise do Limite de 
Multiplicidade deste modelo. Na Figura 13 é apresentado um Modelo de Classe de Conta Bancária, 
composta por 2 classes (Cliente e Conta) associadas. A partir desta associação, são definidas as 
Condições Limite (Tabela 4). Para a análise é criada uma Matriz de Domínio para Conta Bancária 
(Tabela 5) com a seguinte estrutura: 
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• Variável: são as Classes do Modelo de Classes; 
• Condição: são as definições da associação no Modelo de Classes; 
• Tipo ( On I Off): entrada possível/ entrada que extrapo la a associação; 
• Típico: valores (entradas) aleatórios para testes; 
• Casos de Teste: possíveis entradas; 
• Resultados Esperados: Verificação dos casos de teste das associações do Modelo de Classe. 
Devido a várias características comuns entre Modelo de Classes e Modelo Entidade-
Relacionamento, esta estratégia pode ser aproveitada para Testes Funcionais em Aplicações de Banco 
de Dados Relaciona!, através da análise de cardínalidade entre entidades e relacionamentos. 
4.3. Considerações Finais 
Para a aplicação das técnícas de Teste Estrutural podem ser utilizados critérios baseados em 
Fluxo de Controle I Complexidade Ciclornática, a partir da aplicação do Teste de Caminhos Básicos, 
que permíte definir uma maneira de determínar um conjunto básico de caminhos linearmente 
independentes, de modo que os executando, garante-se a execução de todos os comandos ao menos 
uma vez. Já os critérios baseados em Fluxo de Dados estabelecem requisitos de teste que seguem o 
modelo de dados usado dentro do programa. Deve-se, ainda, levar em consideração, a extensão 
proposta por SPOTO et ai. (2000), para Aplicações de Banco de Dados Relaciona!. 
No entanto, a escolha por técnícas de Teste Funcional permíte por a prova a especificação do 
sistema. Para isso, podem ser utilizadas as técnícas de Particionamento de Equivalência e Análise de 
Valor Limite. A primeira técníca citada possibilita a redução do tamanho do dominío de entrada, pois 
se concentra em criar dados de teste baseados unícarnente na especificação, e é indicado principalmente 
para especificação de aplicações, onde as variáveis de entrada podem ser detectadas mais facilmente. 
Complementando esta técníca, a Análise de Valor Limite coloca sua atenção em uma fonte propícia a 
erros, os limites de uma classe ou partição de equivalência. Portanto, estas técnícas se aplicadas em 
conjunto permítem um melhor aproveitamento para a análise dos Casos de Testes que devem ser 
gerados. Além disso, a estratégia proposta por BINDER (2000), permíte uma adaptação para a 
especificação do Modelo Entidade-Relacionamento, possibilitando assim, testes nas especificações de 
Aplicações de Banco de Dados Relaciona!. 
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Capítulo 5 
A Estratégia adotada e a Ferramenta 
desenvolvida para Teste de Software 
Aplicação de Banco de Dados Relacional 
em 
Qualquer software desenvolvido pode ser testado de duas formas: verificando-se a função 
específica que deve ser executada pelo software (Teste Funcional) ou conhecendo-se o funcionamento 
interno de um software (Teste Estrutural). 
Em relação ao Teste Funcional, o Teste Estrutural ajuda a detectar comportamentos que foram 
implementados, mas não especificados. Por outro lado, em relação ao Teste Estrutural, o Teste 
Funcional detecta comportamentos que foram específicados, mas não implementados e que o teste 
estrutural jamais testaria. Portanto, estes se complementam, e devem ser utilizados para garantir a 
qualidade do software. 
5.1. A Estratégia Adotada 
A estratégia de testes adotada foi baseada na idéia de Testes Thbridos definida por BEIZER 
(1995), onde são utilizadas as técnicas de Teste Estrutural e Funcional combinadas. Quanto a 
Atividade de Teste, esta foi definida baseando na fase de Testes de Unidade, onde serão utilizadas as 
técnicas de Teste Estrutural a partir de critérios baseado no Fluxo de Controle e critérios baseados na 
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Complexidade Ciclomática. Já a estratégia de Teste Funcional é definida através da utilização de 
Particionamento de Equivalência e Análise de Valor Limite a partir das variáveis de entrada. 
Os passos para execução desta estratégia de teste são: 
1 - Inserção do Código-Fonte do Programa a ser testado 
Teste 2 - Criação do Grafo de Fluxo de Controle 
Estrutural 3 - Cálculo para determinar a Complexidade Ciclomática 
4 - Identificação dos Caminhos Básicos (possíveis) 
5 - Aplicação dos casos de teste referentes aos caminhos básicos 
6 - Identificação do domínio de entrada para os testes Funcionais 
Teste 7 - Definição das Classes de Equivalência 
Funcional 8 - Identificação dos Valores Limites 
9 - Aplicação dos casos de teste 
1 O - Identificação dos possíveis erros do software 
.. 
Tabela 6: Estrateg1a de Teste adotada 
5.2. Ferramenta Desenvolvida para Suporte a Estratégia 
A necessidade de se desenvolver uma ferramenta de testes surgiu da ausência de ferramentas 
com foco para Aplicações de Banco de Dados Relaciona! desenvolvidas com a Linguagem de 
Programação Borland Delphi. 
Criou-se, então, um planejamento para desenvolvimento de uma Ferramenta para suporte a 
estratégia de teste apresentada anteriormente (ver Apêndice A e B). Esta ferramenta foi desenvolvida e 
batizada de STest for Delphi- Versão 1.0. 
Para exemplificar a utilização da ferramenta STest for Delphi será utilizada uma rotina de 
gravação de notas dos alunos nas disciplinas da faculdade. 
O primeiro passo é a execução do Teste Estrutural, através da inserção do código-fonte do 
programa a ser testado (Figura 14). Em seguida, aciona-se o botão "Processar" e se obtém como 
resultado o cálculo da Complexidade Ciclomática, o conjunto de Caminhos Básicos e o Grafo de Fluxo 
de Controle (Figura 15). Dando continuidade aos testes, o Teste Funcional pode ser executado e o 
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domínio de entrada pode ser definido automaticamente através do acionamento do botão "Identificar 
Domínio". 
Após a identificação do Domínio de Entrada, complementam-se as Classes de Equivalência 
(Classe Válidas e Inválidas) para possível geração de Casos de Teste (Figura 16). Para poder definir o 
número de Casos de Teste a ser gerado, aciona-se botão "Qtd. Casos Teste" e digita-se a quantidade. 
Por fim, pressiona-se o botão "Processar" para obter os resultados (Casos de Teste- Particionamento de 
Equivalência e Análise de Valor Limite (Figura 17) ). 
l QUocete{'CGM. Disc'. V&Arr~{)f {( btffiM. T e11t. blt0i:s:c.T$1t U. ffi then 
Q1.E.;i ... 
QUntelf.; 
Q1 .FEkliyt.Jame('CGhi'}.VaiJe :• bd:CEM. T e11t; 
Q1.Field3~isc').VU :•bciDísc.Td.: 
Q1.FJekllyN~OU!WaiJe :• Strl olnt(bd:Nota. TextJ.; 
Ql.-
~r,...açio Efetuada ... '); 
Figura 14: Inserção do Código-Fonte do Programa para a execução do Teste Estrutural 
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Q1.FeldljNêllle(1)isc').V<*Je :• bc!D=c. T eltt 
QlFeldljN~t:ta').Vale :• StrT olrt{bdNota. T extl: 
Q1.-
Ú"IOWI!I~!avi!Çio Eletuad!l ... '}; 
Figura 15: Complexidade Ciclomática, conjunto de Caminhos Básicos e Grafo de Fluxo de Controle 











Neste trabalho foram abordadas as técnicas de Teste de Software estendidas para Aplicações de 
Banco de Dados Relaciona! que foram necessárias, devido ao tipo de sistema no qual seriam aplicados 
os testes. 
A definição da estratégia adotada e implementada integra conceitos encontrados na literatura e 
adaptados para esta abordagem. As Técnicas de Teste Estrutural escolhidas foram baseados em Fluxo 
de Controle e Complexidade Ciclomática através de Testes de Caminhos Básicos, e pode-se verificar a 
partir de alguns testes que estas técnicas cobriam as necessidades de testes do sistema. Já para Testes 
Funcionais foram adotadas as técnicas de Particionamento de Equivalência e Análise de Valor Limite 
para geração dos Casos de Teste baseados na especificação. Para tanto, as técnicas cobriram as 
necessidades de teste do sistema, pois eram analisados o domínio de entrada e os valores limites. Não 
foi utilizada a técnica proposta por BINDER (2000) de Modelo de Classe, pois se verificou que a 
técnica de Análise de Valor poderia cobri-la, e também a aplicação destas 3 técnicas poderia tornar a 
execução desta estratégia de teste muita exaustiva e desgastante. 
A ferramenta desenvolvida (STest for Delphi) permitiu a execução da estratégia de teste com 
mais agilidade, segurança e confiabilidade. A Integração de Teste Estrutural e Funcional, que foi 
estudada e implementada na ferramenta, permitiu mais agilidade para a estratégia de teste adotada, pois 
a partir do Teste Estrutural era possível gerar automaticamente o domínio de entrada para Teste 
Funcional, o qual proporcionava apenas a conferência na especificação da aplicação. 
Como conclusão, pode-se verificar que esta estratégia de teste que foi adotada permitiu detectar 
a presença de código-fonte inútil e algumas fàlhas de programação. Além disso, permitiu detectar erros 
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na especificação do sistema, em função da não atualização destas especificações mediante a 
manutenção do sistema. 
Para pesquisas futuras, gostaria de propor novas estratégias de Testes de Software para 
Aplicações de Banco de Dados Relaciona! baseadas em critérios de Fluxo de Dados, pois elas 
complementam a estratégia de critérios de Fluxo de Controle, permitindo assim, a execução de teste 
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Apêndice A 
Documento de Especificação de Requisitos do 
Software STest for Delphi - Versão 1.0 
Este documento de Especificação de Requisitos de Software desenvolvido foi baseado no 
modelo de Especificação de Requisitos de Software de PAULA FILHO (2001 ). 
A.l. Objetivos deste documento 
O software STest for Delphi- Versão LO visa a oferecer apoio informatizado ao processo de 
teste de software em aplicações (inclusive com Banco de Dados Relaciona!) desenvolvidas utilizando a 
Linguagem de Programação Borland Delphi. O Público-Alvo são Engenheiros de Software. 
A.2. Escopo do Software 
O software STest for Delphi - Versão LO permite a geração de testes somente em aplicações 
desenvolvidas em Borland Delphi. A estratégia de Teste Estrutural é baseada nos critérios no Fluxo de 
Controle e Complexidade Ciclomática. Já a estratégia de Teste Funcional é baseada em 
Particionamento de Equivalência e Análise de Valor Limite. 
Os Testes Estruturais são executados a partir da inserção do código-fonte da rotina a ser testada, 
enquanto que os Testes Funcionais são criados a partir da definição das classes de Equivalência. 
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A.3. Definições e Siglas 
Item Termo Definição 
1 Código-Fonte Código de Especificação do Programa 
2 Complexidade Ciclomática Técnica de Teste Estrutural 
3 Grafo de Fluxo de Controle Técnica de Teste Estrutural 
4 Particionamento de Equivalência Técnica de Teste Funcional 
5 Análise de Valor Limite Técnica de Teste Funcional 
7 Instruções SQL Instruções da Linguagem de Consulta 
Estruturada (Banco de Dados) 
Tabela 7: Definições e S1glas 
A.4. Descrição Geral do Software 
O software STestfor Delphi- Versão 1.0 possui as qualificações a seguir. 




Figura 18: Diagrama de Contexto 
A.4.2. Interfaces de Usuário 
Item Tela Ator Descrição 
l Abertura Engenheiro de Software Inicialização do Software 
2 Menu Engenheiro de Software Seleciona o Tipo de Teste 
3 Teste Estrutural Engenheiro de Software Gera o Teste Estrutural 
4 Teste Funcional Engenheiro de Software Gera o Teste Funcional 
Tabela 8: Interfaces do Usuário 
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A.4.3. Interfaces de Comunicação 
O software pode ser utilizado por várias pessoas da equipe de desenvolvimento de software, 
portanto o mesmo deve ser multi-usuário e a rede de comunicação será baseada na plataforma 
Windows, através de seus serviços e protocolos de comunicação. 
A.4.4. Restrições de Memória 
O software deve ocupar no máximo 10 MBytes no Disco Rígido. 
A.4.5. Modos de Operação 
O modo de operação será interativo através da inserção dos requisitos e geração dos resultados 
esperados. 
A.4.6. Funções do Software 
Item Caso de Uso Descrição 
1 Abertura Inic· · ão do Software 
2 Menu Seleciona o Tipo de Teste (Estrutural ou Funcional) 
3 Teste Estrutural Inserção do Código-Fonte e cálculo da Complexidade 
Ciclomática, Caminhos Possíveis e geração do Grafo 
de Fluxo de Controle. 
4 Teste Funcional Inserção das Classes de Equivalência, geração dos 
casos de teste, baseados em Particionamento de 
Equivalência e Análise de Valor Limite. 
Tabela 9: Funções do Software 
A.4.7. Características dos Usuários 
Os Engenheiros de Software responsáveis pelo Testes serão os usuários deste software. 
41 
A.5. Requisitos Específicos 
A.5.1. Requisitos para Interfaces Gráficos de Usuário 
O software será desenvolvido com Interface Gráfica baseada na plataforma Windows. Além da 
Tela de Abertura e Menu, o software possui tuna tela para Teste Estrutural e runa para Teste Funcional. 






>'-',"" '',,, ',0,',' ,,"',',",,,",,",',""','' ,,'," ,; 
~--i~~~~,~~;-':~<:~'::w:::::: -
Figura 20: Protótipo de Intetface de Teste Funcional 
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A.5.2. Requisitos Funcionais 




Figura 21: Diagrama de Casos de Uso 
A.5.2.2. Fluxos de Casos de Uso 
Entrada: 
O software deve permite a inserção do código-fonte da rotina a ser testada para execução das 
técnicas de Teste Estrutural para critérios baseados no Fluxo de Controle e Complexidade Ciclomática. 
O software também deve permitir a inserção das Classes de Equivalência para execução das 
técnicas de Teste Funcional baseadas em Particionamento de Equivalência e Análise de Valor Limite. 
Para os Testes Estruturais, o software deve calcular a Complexidade Ciclomática, definir os 
caminhos possíveis e gerar o Grafo de Fluxo de Controle. 
Para os Testes Funcionais, o software deve gerar os casos de teste a partir da definição das 
Classes de Equivalência, e também apresentar os valores limites. 
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A.5.3. Requisitos Não-Funcionais 
A.5.3.1. Usabilidade 
• O sistema deve ter uma interface amigável para o usuário baseada na plataforma Windows. 
• O sistema deve ter fácil acesso as suas funções através de menus. 
A.5.3.2. Confiabilidade 
• O sistema deve ter capacidade para recuperar os dados perdidos da última operação que 
realizou em caso de falha. 
• O sistema deve ter a capacidade de manter um nível de desempenho no caso de violação de 
interface. 
A.5.3.3. Eficiência 
• O sistema deve responder a solicitações on-line em menos de 1 O segundos. 
• O sistema deve pennitir o acesso de multi-usuários. 
A.5.3.4. Manutenibilidade 
• O sistema deve estar validado sempre que for atualizado (teste das rotinas). 
• O sistema, sempre que alterado, deve manter a sua integridade (operacionalidade). 
A.5.3.5. Portabilidade 
• O sistema deve ser executado em computadores PC Pentium 100 mHz ou superior, com 
sistema operacional Windows 95 ou acima. 
• O sistema deve ter capacidade de migração para outro arnhiente estabelecido. 
\ 1 i-); ·._,-;. 
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Apêndice B 
Arquitetura do Software STest for Delphi -
Versão 1.0 
PERRY e WOLF (1992) apresentaram um modelo para descrição das arquiteturas de software, 
o qual é composto por 3 elementos básicos: 
• Um Elemento de Processamento é uma estrutura de software que transforma suas entradas 
em saídas necessárias. 
• Um Elemento de Dados consiste nas informações necessárias para o processamento, ou em 
informações a serem processadas por um elemento de processamento. 
• Os Elementos de Conexão são a ponte que une as diferentes partes de uma arquitetura. 
Baseado neste modelo, a Arquitetura do Software STest for Delphi- Versão 1.0 é composta por: 
• Elementos de Processamento: Subsistema de Cálculo da Complexidade Ciclornática e 
Análise de Fluxo de Controle e Subsistema de Análise de Valor Limite e Particionamento 
de Equivalência. 
• Elemento de Dados: Código-Fonte e Classes de Equivalência. 
• Elementos de Conexão: Tela de Teste Estrutural e Teste FuncionaL 
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I Engenheiro de Software I INTERFACE COM 
O USUÁRIO 
SOLICITA~ O RESPOSTA Grafo de Fluxo de 
Código-Fonte 
~<;' '<":''''<:•< 
Controle e Cálculo 
da Complexidade 
Ciclomática :,,$'fe.,fdr,Dilphi', 
v'·~ Particionamento Classes de de Equivalência 
Equivalência e Análise de 
PROCESSAMENTO Valor Limite 
INTERFACE DE !Engenheiro de Software I INTERFACE DE 
AQUISI~O DE SAfDA 
DADOS INTERFADE DE DIAGNOSTICO 
Figura 22: Arquitetura do Software STest for Delphi 
baseada na notação de HATLEY e PIRBHAI (1987) 
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