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Resumen
Cada día, cristianos en todo el mundo hablan con Dios, de manera individual o junto con otros creyen-
tes. La forma de orar no ha cambiado mucho a lo largo del tiempo, y no depende de la tecnología. La
manera en que se comunican las personas, sin embargo, sí ha experimentado grandes cambios. Es obje-
tivo de este proyecto el desarrollar una aplicación web diseñada específicamente para gestionar motivos
de oración. Se pretende facilitar la oración individual, sirviendo de alternativa a una libreta de papel en
la que apuntar una lista de motivos, pero también la oración en comunidad, permitiendo que las peticio-
nes de oración sean compartidas a través de Internet con otros creyentes, ya sea en grupos privados o
haciéndolos públicos.
Para ello, se seguirá el proceso de desarrollo OpenUP, una variante simplificada del Rational Unified
Process (RUP), y se hará uso de tecnología web actual: el framework Angular para desarrollar una apli-
cación SPA (Single Page Application) en Typescript que se ejecutará en el navegador, y algunos de los
servicios que ofrece Firebase como backend; más concretamente, su base de datos en tiempo real y
la gestión de la autenticación. En esta memoria de PFC, se describirá cómo se ha seguido el proceso
software, se incluirán los productos de trabajo obtenidos como resultado, y se justificará la eleccion de la
tecnología y las herramientas empleadas.
Abstract
Every day, Christians all over the world talk to God, privately or along with other believers. The way
in which people pray hasn’t changed much throughout time, and it does not rely on technology. The way
people communicate, however, has experienced great changes. A goal of this project is to develop a web
application designed specifically to manage prayer requests. The aim is to assist individual prayer, serving
as an alternative to a paper notebook in which prayer items can be written down, but also to enable social
prayer, by allowing prayer requests to be shared through the Internet with other believers, be it in private
groups or by making them public.
To this end, OpenUP development process will be followed, a simplified variant of Rational Unified
Process (RUP), and modern web technology will be used: Angular’s framework to develop an SPA (Single
Page Application) in Typescript that will run in a browser, and some of the services that Firebase offers
as a backend; more specifically, its real-time database and authentication management. This final project
(PFC) report will describe how the software process has been followed, it will include the resulting work
products, and the rationale behind the selection of the technology and tools which have been used.
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1 | INTRODUCCIÓN
Este documento conforma la memoria del Proyecto Fin de Carrera (PFC) para la obtención del título de
Ingeniero Técnico en Informática de Gestión por la Escuela Técnica Superior de Ingeniería de Sistemas
Informáticos (ETSISI) de la Universidad Politécnica de Madrid (UPM). Se ha titulado “Proceso software
de una aplicación web de apoyo a la oración” puesto que se pretende seguir y documentar un proceso
software para el diseño e implementación de un sitio web destinado a facilitar y fomentar la oración, tanto
individual como colectiva.
Ha sido el interés personal el que me ha motivado a elegir este tema para el PFC. Soy creyente en
Dios, y creo asimismo que la Biblia es su palabra y medio principal de comunicación con el ser humano:
Tenemos también la palabra profética más segura, a la cual hacéis bien en estar atentos
como a una antorcha que alumbra en lugar oscuro, hasta que el día esclarezca y el lucero
de la mañana salga en vuestros corazones; entendiendo primero esto, que ninguna profecía
de la Escritura es de interpretación privada, porque nunca la profecía fue traída por voluntad
humana, sino que los santos hombres de Dios hablaron siendo inspirados por el Espíritu
Santo (2a Pedro 1:19-21, La Biblia).
Partiendo de una convicción en esta autoridad e importancia que Dios da a la Biblia, entre sus páginas
se retrata a un Dios personal, que se interesa y relaciona con las personas y que tiene interés en que
hablemos frecuentemente con él. Las oraciones de los cristianos deben ser sobre todo conversaciones
personales y privadas con Dios, pero que también pueden ser oraciones conjuntas y que, en cualquier
caso, incluirán peticiones por otras personas: “Exhorto ante todo, a que se hagan rogativas, oraciones,
peticiones y acciones de gracias, por todos los hombres” (1a Timoteo 2:1, La Biblia).
Este proyecto se propone, por lo tanto, y en el contexto de una sociedad moderna hiperconectada
tecnológicamente, proporcionar un medio por el cual creyentes de todo el mundo y en cualquier momento
puedan recordar y tener un seguimiento de sus propios motivos de oración, compartir algunos de ellos en
grupos de oración a los que pertenecen, y recibir motivos de individuos y organizaciones concretos.
Se pretende crear una aplicación web de uso muy sencillo, preparada para poder usarse en dispositivos
móviles (responsive). El nombre que se le ha dado a la aplicación es “pray-on”, puesto que sintetiza la
finalidad de la misma:
• pray : orar, del inglés.
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• on: como adverbio unido al verbo, pone el énfasis en la continuidad (seguir orando, orar sin cesar);
posiblemente se haga uso también el significado de “encendido”, y como metáfora visual en la
interfaz de encender y apagar.
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1.1. Estructura del documento
La memoria de este PFC se ha organizado de la siguiente manera:
Como punto de partida, se fijan los objetivos que se busca lograr con el Proyecto Fin de Carrera: tanto
académicos como del sistema a desarrollar.
Pasará a describirse el estado de la cuestión, para enmarcar el objeto del sistema en el contexto
histórico-tecnológico y social en el que se plantea.
Tras establecerse dicho contexto, se introduce la metodología escogida para guiar el desarrollo y los
motivos por los que se escogió.
En los dos capítulos siguientes, se presenta el marco tecnológico, en el que se describen las tecnologías
de las que se hará uso en el proyecto, y el entorno de trabajo y herramientas que darán soporte al
desarrollo del trabajo.
En el capítulo denominado Proceso se desglosa el proceso software en las fases y actividades que se
han seguido, explicando la forma de proceder y los artefactos o productos de trabajo resultantes. Estos
últimos se han incorporado también a la memoria como anexos.
Por último, se incluyen un capítulo con las conclusiones obtenidas, en el que se analiza el cumplimiento
de los objetivos y los retos que hayan podido surgir, y un capítulo en el que se apuntan posibles futuras
líneas de trabajo.
Al final de esta memoria puede encontrarse también la bibliografía: libros, artículos y direcciones web
empleados.
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2 | OBJETIVOS
Los objetivos que pretenden cumplirse con el presente trabajo pueden organizarse en dos vertientes:
objetivos de tipo académico, relativos a la propia naturaleza de un Proyecto Fin de Carrera, y objetivos
específicos del sistema en sí, que definen lo que pretende lograrse con el desarrollo de la aplicación.
2.1. Objetivos académicos
El objetivo académico general es el de completar con éxito el PFC, asignatura obligatoria de tercer
curso de la titulación, que da paso a la obtención de la titulación de Ingeniería Técnica en Informática
de Gestión. De acuerdo a la normativa vigente, “el PFC permitirá al estudiante mostrar de forma integra-
da los conocimientos recibidos y las competencias adquiridas asociadas al título Ingeniería Técnica en
Informática”.
Se enumeran a continuación algunos de los conocimientos y competencias que pretenden plasmarse
en el proyecto y en esta memoria asociada:
• Elaborar un proyecto siguiendo una metodología concreta.
• Establecer y respetar un marco de trabajo, definiendo las tecnologías necesarias y suficientes que
se van a emplear y las herramientas que servirán de apoyo.
• Adquirir y ampliar conocimientos en dichas tecnologías y herramientas.
• Poner en práctica algunas de las competencias adquiridas en asignaturas de la titulación y en la
experiencia laboral en informática hasta la fecha.
• Obtener un producto software final de calidad, que cumpla hasta un cierto nivel algunos principios
importantes, como son la seguridad, la usabilidad, la accesibilidad, el rendimiento, la facilidad de
mantenimiento.
2.2. Objetivos del sistema
El objetivo de este proyecto es hacer uso de la tecnología para facilitar la oración. El diccionario de
lengua de la Real Academia Española define orar, en su primera acepción, como “Hacer oración a Dios,
vocal o mentalmente.” (DRAE). No se busca sin embargo desarrollar una alternativa a esta comunicación
directa con Dios, sino una herramienta que sirva para recordar temas de los que hablar con Dios, lo
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que llamamos motivos de oración. Estos motivos de oración también podrán ser compartidos con otras
personas para que los puedan tener presentes en sus oraciones.
Los objetivos específicos que debe satisfacer el sistema para cumplir este propósito son los siguientes:
• Disponer de una aplicación web de página única (single-page application, o SPA) de interfaz sen-
cilla. Aunque no entrará dentro del alcance el desarrollo de una aplicación específica o nativa para
dispositivos móviles, sí se pretende que sea una aplicación web móvil, preparada para una visuali-
zación correcta en este tipo de dispositivos.
• Si bien la aplicación resultante no deja de ser un medio tecnológico que puede usarse para dife-
rentes fines, se pretende que tenga una clara orientación solo a motivos de oración y, por lo tanto,
se tendrán en cuenta en la medida de lo posible criterios teológicos con base bíblica que puedan
apoyar decisiones de diseño.
• En el sistema podrán registrarse personas y grupos (por ejemplo iglesias y asociaciones cristianas).
En un grupo, uno de los miembros actuará como administrador del mismo.
• Una persona podrá gestionar sus propios motivos de oración de manera sencilla. Los esfuerzos
para crear y gestionar motivos o peticiones deben ser mínimos, para que la herramienta pueda
resultar útil. El usuario también podrá configurar sus datos y preferencias personales.
• Puesto que la información almacenada trata temas personales y es especialmente sensible, será
importante garantizar su privacidad, aunque se excluye de este trabajo el objetivo de cumplir con
las normativas y leyes relativas a la protección de datos.
• Entre un grupo de personas se podrán compartir motivos, visibles a todos los miembros del grupo.
Además de los anteriores, se valora que pudieran cumplirse también los siguientes:
• Aunque se requiera de acceso a Internet, sería deseable que la aplicación pudiera seguir usándose
(al menos parcialmente) cuando no se disponga de conexión.
• Se tiene preferencia por que la aplicación esté desde el principio preparada para ser multiidioma.
• Independientemente de si una persona usa con frecuencia o no la aplicación, cuando esta quiera
leer motivos de oración (ya sea propios o de otras personas o grupos) debería siempre mostrarse
un listado con un número razonable de motivos, e idealmente los más relevantes en cada momento
para el usuario. Sería, por ejemplo, deseable el poder filtrar rápidamente con diferentes criterios.
El documento VISIÓN (página 81), uno de los primeros que se obtiene de seguir el proceso software,
complementa los objetivos del sistema expuestos anteriormente, ahondando en qué se pretende lograr.
En dicho documento, entre otras cosas, se expone el problema inicial y se aporta una lista de las necesi-
dades y características que debe satisfacer el sistema. Es importante indicar, sin embargo, que no todas
las características expuestas en dicho documento (o los requisitos que de ellas se derivarán), formarán
parte necesariamente del alcance de este proyecto y memoria de trabajo, sino que conforman la visión
global de la aplicación.
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3 | ESTADO DE LA CUESTIÓN
3.1. Contexto tecnológico general
Lo que en la década de 1960 comenzó como una pequeña red de computadoras conectadas, dentro
de un proyecto encargado por el Ministerio de Defensa de Estados Unidos, se convirtió en una red que a
finales de los años 1980 conectaba más de 100.000 computadoras. En 1991 se anuncia públicamente la
World Wide Web y, rápidamente, se han unido a esta red ordenadores personales, dispositivos móviles e
incluso toda clase de objetos cotidianos, lo que algunos han denominado “Internet de las cosas”. Durante
el año 2008, el número de dispositivos conectados a Internet superó por primera vez el número de habi-
tantes de la Tierra. Cisco Systems, empresa líder en equipos de telecomunicaciones, prevé la conexión a
Internet de unos 50 mil millones para el año 2020 (CISCO).
Paralelamente a estos avances tecnológicos, los seres humanos los han empleado para mejorar las
comunicaciones entre sí. En 1971 Ray Tomlinson envió el primer correo electrónico; hoy día el correo
tradicional está en fuerte declive (en 2009, el servicio postal de Estados Unidos sufría el mayor declive de
sus, hasta entonces, 234 años de historia), mientras que las Tecnologías de la Información y la Comunica-
ción (TIC): redes de conexión de alta velocidad, dispositivos móviles, etc., están revolucionando la forma
de comunicarnos, teniendo una gran influencia incluso en países en desarrollo. Algunos datos extraídos
del informe anual Measuring Information Society 2015 del “International Telecommunication Union” (ITU):
• Hoy día, casi toda la población mundial vive dentro del alcance de una señal de red móvil: el 95 %.
Para 2020 se estima que la cobertura de redes 3G será del 80 % de la población, y la de 4G del
60 %.
• En 2015, alrededor de un 46 % de la población tenía acceso a Internet en sus casas (80 % en países
desarrollados). Uno de los objetivos fijados para 2020 es que el 60 % de la población esté usando
Internet.
De estos datos se concluye que una aplicación disponible en Internet, aun si tiene un número pequeño
de usuarios, tiene una audiencia global, puesto que el número de personas que pueden acceder a ella es
grande y va en aumento. El creciente uso de dispositivos móviles y portátiles conectados también implica
la preferencia de uso de aplicaciones que puedan usarse en este tipo de dispositivos, en cualquier mo-
mento y lugar. Resumiendo, las personas estamos cada vez más y mejor conectadas, y nos comunicamos
cada vez más por medio de las TIC.
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3.2. Web 2.0 y redes sociales
Dentro de las diversas nuevas formas en las que pueden comunicarse las personas, pueden destacarse
dos conceptos importantes: Web 2.0 y servicios de red social. Se definen de la siguiente manera:
El término Web 2.0 comprende aquellos sitios web que facilitan el compartir información, la
interoperabilidad, el diseño centrado en el usuario y la colaboración en la World Wide Web. Un
sitio Web 2.0 permite a los usuarios interactuar y colaborar entre sí como creadores de con-
tenido generado por usuarios en una comunidad virtual, a diferencia de sitios web estáticos
donde los usuarios se limitan a la observación pasiva de los contenidos que se han creado
para ellos. Ejemplos de la Web 2.0 son las comunidades web, los servicios web, las aplicacio-
nes web, los servicios de red social, los servicios de alojamiento de videos, las wikis, blogs,
mashups y folcsonomías. [...] Aunque el término sugiere una nueva versión de la World Wide
Web, no se refiere a una actualización de las especificaciones técnicas de la web, sino más
bien a cambios acumulativos en la forma en la que desarrolladores de software y usuarios
finales utilizan la Web. (“Web 2.0”, Wikipedia)
Un servicio de red social es un medio de comunicación social que se centra en encontrar gente
para relacionarse en línea. Están formadas por personas que comparten alguna relación,
principalmente de amistad, mantienen intereses y actividades en común, o están interesados
en explorar los intereses y las actividades de otros. (“Servicio de red social”, Wikipedia)
Si bien es cierto que estas formas de comunicación no son completamente nuevas, sí es cierto que
estos dos conceptos reflejan una manera cada vez más común de concebir la web y la están moldean-
do. Cuando existe la posibilidad, se hace un esfuerzo por incluir al usuario y hacerle partícipe y parte
indispensable de los contenidos de la web. Las webs se convierten prácticamente en organismos que
dependen de usuarios activos para estar vivos y las personas a su vez se vuelven consumidores de la
información que se intercambia.
Prácticamente desde la concepción de las redes de ordenadores se vio el potencial de interacción social
que ofrecían. Algunos de los primeros servicios online se esforzaron en proveer funcionalidad con fines
colaborativos, como Usenet, ARPANET y sistemas de tablones de anuncios. Muchas de las características
de redes sociales recientes ya estaban presentes en servicios como America Online, CompuServe, Chat-
Net o Prodigy. Los primeros ejemplos de redes sociales, que surgieron en la década de 1990, tomaron la
forma de comunidades de usuarios, como Theglobe.com, Geocities y Tripod.com, y estaban centradas en
reunir a usuarios en salas de chat en las que podrían interactuar y en ofrecer un espacio propio donde el
mismo usuario podría publicar su propia información. A finales de esa década, los perfiles de usuario se
volvieron el centro de las redes sociales, y se hizo común el componer una lista de contactos y el buscar
a otros usuario con intereses comunes. Sitios como SixDegrees.com, Makeoutclub, Hub Culture, Friends-
ter desarrollaron características avanzadas de búsqueda y gestión de contactos. Friendster dio paso a
MySpace, a LinkedIn, y más tarde a Bebo, Orkut, Facebook, Tagged, Qzone, VK (VKontakte), Twitter, Ins-
tagram o Google+. Estas últimas se han convertido en grandes empresas que actualmente cuentan cada
una con más de 100 millones de usuarios registrados (eBizMBA).
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Figura 3.1: Mapa del mundo de servicios de redes sociales 2016. Vincenzo Cosenza.
El mundo de las redes sociales ha sido y es muy cambiante. Desde que empezaron a proliferar a
mediados de los años 2000 han llegado a cerrarse o entrar en desuso en su corta historia incluso algunos
de los grandes servicios. Es difícil no destacar a Facebook entre los servicios de redes sociales, pues
es el servicio dominante en los últimos años (en 129 de 137 países analizados por la empresa Alexa en
enero de 2016) y cuenta con más de 1.500 millones de usuarios activos, cifra no muy lejana a la mitad de
usuarios totales conectados a Internet.
Conviviendo entre estos gigantes de la Web 2.0, existen multitud de otros servicios de redes sociales,
muchos de ellos dirigidos a audiencias concretas, no generalistas, aprovechando un hándicap y desafío
que tienen los grandes servicios: el de gestionar diferentes tipos de información entre diferentes círculos
de contactos o grupos de manera sencilla. Estas otras redes sociales giran en torno a temas específicos
de interés común como educación, viajes, música, deporte, lectura, y un largo etcétera.
3.3. Las nuevas tecnologías y la oración
Pablo de Tarso, apóstol y misionero, utilizaba ya en el primer siglo las cartas, además de para ense-
ñar, para solicitar a las iglesias la oración por él y sus compañeros: “Hermanos, orad por nosotros.” (1a
Tesalonicenses 5:25, La Biblia); cartas que habrían tardado semanas en llegar a su destino. Hoy día,
nuevos misioneros y organizaciones cristianas en todo el mundo siguen pidiendo a otros cristianos en la
distancia oración por temas concretos, a veces por medio de cartas por correo electrónico (mucho más
rápido que el correo postal romano de la época de Pablo). Por supuesto, entonces y ahora, los cristianos
han compartido directamente con sus iglesias y allegados aquellos temas para orar unos por otros, juntos
o en privado, pudiendo cada creyente acordarse de ellos también en sus oraciones personales. Algunos
temas de oración son más públicos, y pueden compartirse hoy en páginas web, redes sociales, etc.
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Figura 3.2: Ejemplo: calendario de motivos de oración compartidos en una web (Puertas abiertas)
Si bien, como se comenta, ya existen muchos canales de comunicación que pueden usarse y se usan
para este fin, se repasarán algunas características útiles que ofrece una herramienta ya existente se-
leccionada como ejemplo, y los beneficios que podría traer el añadir a este tipo de aplicación algunas
características propias de la Web 2.0. Existen en Internet multitud de recursos relacionados con la ora-
ción: guías sobre cómo orar, libros y modelos de oraciones, etc., pero se partirá de una aplicación con
funcionalidad y fines más cercanos a los de este proyecto: una agenda de oración.
3.3.1. Ejemplo de aplicación para orar: PrayerMate
Para hablar con Dios no es necesario ningún material o software, pero puede venir bien, para empezar,
un bloc de notas o agenda donde apuntar motivos de oración, de manera similar que es útil hacer una
lista de la compra antes de ir a la tienda. Cada persona tendrá una manera diferente de orar, pero hay
características que son bastante comunes entre cristianos: orar con una cierta regularidad, tener temas
recurrentes, otros puntuales, motivos personales y también sobre personas y situaciones cercanas, o
causas que nos puedan parecer importantes. Las oraciones, tal y como enseña Jesús en la Biblia, o
como puede verse en el libro de Salmos, no son repeticiones vacías, rezos ni mantras, sino que son
expresiones sentidas de alabanza a Dios, de confesión de pecado, de gratitud y de petición y que, en
definitiva, son cambiantes en el tiempo, particulares y personales.
Esta es la idea detrás de una aplicación para dispositivos móviles llamada PrayerMate, disponible pa-
ra plataforma iOS y Android, y que pasará a describirse (con la funcionalidad principal que presentaba
cuando se probó en 2014). Con el eslogan “All of your prayer points together in one place” (todos tus
temas de oración reunidos en un solo sitio), se trata de una aplicación que permite crear motivos de
oración ordenados por categorías personalizables. Se muestra, cada vez que se accede a la aplicación,
una selección de estos temas creados como una serie de tarjetas que pueden leerse y donde se pasa
de la primera a la siguiente hasta llegar a la última. La siguiente vez que se accede a la aplicación se
ha renovado la selección de tarjetas que muestra. Esta sería una manera de cumplir con el objetivo de
cubrir todos los temas que una persona tiene de una manera regular y sin olvidos. También permite la
suscripción a motivos de terceros, como por ejemplo organizaciones cristianas que tengan sus motivos
de oración publicados como RSS o iCal, cumpliendo de esa manera con el poder incluir algunas causas
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Figura 3.3: Interfaz de PrayerMate
que se tienen como cercanas. Al ser una aplicación móvil y no requerir de una conexión a Internet, es
idónea para tener siempre a mano un listado personal de motivos de oración.
Sin embargo, una mejora posible a una aplicación tipo agenda sería la de recibir directamente de otros
cristianos los motivos que estos compartan. Con esta aplicación podría hacerse si una persona exporta
sus motivos y le envía el archivo correspondiente a la otra persona para que las importe en su aplicación;
este método, sin embargo no resulta muy cómodo ni práctico. No está tan orientada a la interacción con
otros usuarios, se trata más bien de una herramienta de uso personal e individual.
3.3.2. Servicio de red social para la oración
Continuando con la idea de completar una aplicación como la anterior con capacidades de Web 2.0, se
describirán a continuación algunas de las más importantes para el ámbito en que se plantea.
Una característica básica y común en servicios de redes sociales es la existencia de perfiles de usua-
rios. Estos perfiles identifican y caracterizan a un usuario; son representaciones digitales de la identidad
de los usuarios. La información propia de cada usuario (nombre, edad, sexo, gustos y preferencias, etc.)
puede usarse para mejorar la experiencia del usuario en la aplicación personalizándola, y a menudo se
utiliza con fines comerciales como publicitarios. La elección de los datos a obtener de los usuarios es
importante y puede ser difícil: se debería evitar solicitar demasiada información (que normalmente será
además sensible y privada) y a la vez recopilar los datos que sean críticos para el negocio concreto. Para
el caso actual que se propone en el proyecto, no se estima que sea necesaria mucha información de cada
usuario.
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Es también habitual el que un usuario configure la lista de amigos o contactos con los que tiene una
relación, normalmente previo acuerdo de las dos partes. Se pretende en este caso romper parcialmente
con este esquema, reforzando, como se explicará a continuación, el uso de grupos.
Los grupos también son comunes en muchas redes sociales ya que establecen las relaciones, comuni-
cación e interacción que puede darse entre usuarios. Suelen ser agrupaciones de usuarios con intereses
comunes, foros de discusión, etc. Para el tema de este proyecto, hay un tipo de grupo natural en el que
oran juntos los cristianos: la iglesia local: “Así que Pedro estaba custodiado en la cárcel; pero la iglesia
hacía sin cesar oración a Dios por él.” (Hechos de los apóstoles 12:5, La Biblia). Este es posiblemente el
grupo más habitual en el que se comparten motivos de oración. No es el único tipo de grupo que sería in-
teresante formar, siendo este muy libre, pero sí pone en relieve la importancia de disponer de una gestión
de grupos de usuarios.
Por otra parte, también resultaría interesante que las personas o grupos pudieran actuar en la aplicación
como una especie de fuente web (“web feed”) al compartir motivos de oración. Es decir, que se compartan
motivos de manera unidireccional con los suscriptores. Se reduce la interacción social propia de la Web
2.0, pero es también reflejo de otro tipo de comunicación habitual: muchos organismos y misioneros, por
ejemplo, envían e-mails para pedir oración, pero no reciben a su vez necesariamente motivos de todos
esos creyentes que oran por ellos.
Continuando con otro concepto de Web 2.0, es importante que sean los propios usuarios los que
generen contenido, creando los perfiles de sus iglesias, asociaciones, etc. puesto, que dicha información
está mejor actualizada si es el propio interesado quien la mantiene, y podría servir para tener una especie
de directorio a futuro (direcciones físicas, página web, contacto, horarios de reuniones...). Por el mismo
motivo, se buscará que la funcionalidad de gestionar los abusos notificados recaiga todo lo posible sobre
los propios usuarios de la aplicación, como por ejemplo, que sea cada administrador de grupo el que
actúe ante la queja de uno de sus miembros.
Existen muchas otras características que están presentes en algunos servicios de redes sociales y que
se tendrán en cuenta para incluirlos o no en el proyecto dependiendo de su idoneidad de uso, como son:
encuestas, compartir archivos, contenido multimedia, notificaciones por email, avatares para personalizar
la aplicación, integración con otras herramientas (por ejemplo, incluir mapas con la ubicación de iglesias),
generación de estadísticas, etc. Por ejemplo, parece que podría ser útil el uso de etiquetas (tags) para
clasificar las oraciones en diferentes temas y poder buscarlos más fácilmente; por otra parte, aunque la
aplicación podría usarse para enviar mensajes entre usuarios, se intentará acotar el uso de la aplicación
a su finalidad principal.
3.3.3. Dispositivos móviles: RWD, SPA y PWA
Otro factor a tener en cuenta a la hora de diseñar una aplicación útil en el contexto tecnológico actual es
el tipo de dispositivos en los que se prevé va a usarse la aplicación. Como se mencionó anteriormente, no
puede esperarse hoy en día que el acceso a una aplicación web se realice en exclusiva por usuarios desde
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un ordenador personal, sino que será cada vez más habitual el acceso por dispositivos móviles: tabletas,
teléfonos inteligentes, portátiles, cada uno con diferente resolución de pantalla, y diferentes características
y prestaciones. Esto incide en que si no se va a desarrollar una aplicación nativa para cada tipo de
dispositivo (Android, iOS...), pero tampoco se desarrolla una aplicación web teniendo esto en cuenta, el
contenido puede visualizarse incorrectamente, o incluso no llegar a funcionar, dependiendo del dispositivo.
Existe un término que trata esta problemática: RWD. Estas siglas se corresponden con “Responsive
Web Design”, o diseño web adaptativo, que es “una filosofía de diseño y desarrollo cuyo objetivo es
adaptar la apariencia de las páginas web al dispositivo que se esté utilizando para visualizarlas” (“Diseño
web adaptable”, Wikipedia). Para muchas tecnologías web actuales relacionadas con la interfaz esta es
una prioridad, y se procurará, para la aplicación a desarrollar, aprovechar estas facilidades.
Otra implicación que tiene la variedad de dispositivos móviles que se usan es que el usuario está
habituado a una apariencia de aplicación. Aunque sustancialmente no difieran mucho, para ciertos tipos
de servicios en internet, se está huyendo del aspecto y funcionamiento tradicional de sitios web, en los que
se redirige al usuario a diferentes páginas (con la consiguiente ralentización al cargar cada página), y se
está apostando por la experiencia de usuario de un SPA; “un single-page application (SPA), o aplicación de
página única, es una aplicación web o es un sitio web que cabe en una sola página con el propósito de dar
una experiencia más fluida a los usuarios como una aplicación de escritorio” (“Single-page application”,
Wikipedia). De nuevo, existen arquitecturas y tecnologías que facilitan la adopción de este enfoque.
Merece la pena también mencionar otro término, relacionado con el punto anterior: PWA. Las aplicacio-
nes web progresivas (Progressive Web Apps, o PWD) suponen un híbrido entre páginas web y aplicacio-
nes móviles, combinando las características que ofrecen los navegadores modernos con los beneficios
de la experiencia móvil (tomando lo mejor de ambos mundos). Aunque no es objetivo de este proyecto
el desarrollar una aplicación web progresiva, sí se podrá estudiar o plantear como línea futura el adoptar
algunos de esos beneficios de las aplicaciones móviles, como pudiera ser la posibilidad de “instalar” la
aplicación web en un dispositivo móvil.
Por último, en una aplicación ideada para la oración, al igual que en otros tipos de aplicaciones, sería
de utilidad que además de poder “llevarla encima” con un dispositivo móvil, estuviera disponible (al menos
parcialmente) incluso cuando no hubiera conexión. Este es otro de los objetivos de una aplicación progre-
siva, pero tampoco se seguirá un enfoque de diseño “offline first”, en el que se priorice que la aplicación
esté a prueba de periodos sin conexión; se tratará, de nuevo, de funcionalidad deseable.
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4 | METODOLOGÍA
En este capítulo se describe la metodología que ha sido escogida para el presente proyecto junto con
los motivos que se han considerado para dicha elección. Se entiende por metodología de desarrollo de
software en ingeniería de software como el “marco de trabajo usado para estructurar, planificar y controlar
el proceso de desarrollo en sistemas de información” (“Metodología de desarrollo de software”, Wikipedia).
4.1. Elección de la metodología
No existe una metodología idónea para todos los proyectos, sino que, dependiendo de las caracterís-
ticas de cada proyecto, habrá aproximaciones mejores y peores. En cualquier caso, la selección de una
metodología aportará orden (INTECO):
Un proceso es útil porque proporciona claridad en cómo ha de realizarse el trabajo. [...]
Un proceso:
• Identifica todas las actividades y tareas de la ingeniería del software.
• Define el flujo de trabajo entre las actividades y tareas.
• Identifica los productos de trabajo que se producen.
• Especifica los puntos de control de calidad requeridos.
En cada proceso existirá un conjunto de fases por las que el sistema va pasando (ciclo de vida). Hay
diferentes modelos de ciclo de vida. De entre las metodologías tradicionales, los más conocidos los si-
guientes:
• Modelo en cascada: ordena de manera estricta las etapas del ciclo de vida del software, de forma
que una etapa no puede comenzar hasta que ha finalizado la inmediatamente anterior.
- Ventajas: apropiado para proyectos con requisitos no cambiantes, con diseño predecible, pro-
yectos pequeños; bien organizado y fácil de usar.
- Inconvenientes: un proyecto rara vez sigue una secuencia lineal y suelen existir cambios en los
requisitos; rígido al no permitir movimientos entre fases; nada recomendable para proyectos
complejos o largos.
• Modelo en V: variante del modelo en cascada, en la que se introducen las pruebas y otras activida-
des que deben realizarse en paralelo.
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- Ventajas: establece un conjunto de entregables para cada fase; también fácil de usar, y en
general mejor que el modelo en cascada debido a que se realizan pruebas en fases tempranas,
no solo al final.
- Inconvenientes: similares a los que presenta el modelo en cascada, poco flexible.
• Modelo iterativo: consiste en la repetición de pequeños ciclos de cascada, obteniéndose al final de
cada iteración una versión mejorada.
- Ventajas: los requisitos no tienen por qué estar totalmente definidos, pueden refinarse en futu-
ras iteraciones; al dividirse en ciclos, estos son más fáciles de gestionar.
- Inconvenientes: la contrapartida de no definir totalmente los requisitos desde el principio es
encontrarse con problemas de arquitectura.
• Modelo incremental: similar al modelo iterativo, pero centrado en obtener un producto operativo en
cada incremento, aunque este solo presente funcionalidad básica.
- Ventajas: aunque cada incremento es rígido, es un modelo flexible; se genera software ope-
rativo en fases tempranas; también fácil de gestionar cada incremento por el tamaño más
reducido.
- Inconvenientes: puede ser complejo distribuir de forma adecuada y equilibrada las tareas entre
los incrementos; también es posible encontrarse con problemas de arquitectura.
• Modelo en espiral: el orden de las actividades (en espiral) se establece en función de los riesgos;
cada vez que necesita mejorarse la aplicación, se vuelven a evaluar los riesgos y se prepara una
nueva vuelta a la espiral.
- Ventajas: modelo muy flexible, recomendable para proyectos largos, complejos o de misión
crítica; buena gestión del riesgo; se produce software en etapas tempranas.
- Inconvenientes: coste de evaluar continua y correctamente los riesgos, lo cual requiere también
cierta experiencia; no funciona bien para proyectos pequeños.
• Modelo de prototipos: tras recoger los requisitos, se realiza un prototipo que pueda validar el usuario
y que pueda servir de base al desarrollo.
- Ventajas: ofrece mejor visibilidad al cliente y retroalimentación por parte del mismo, aceptán-
dose nuevos cambios.
- Inconvenientes: puede conllevar un coste extra provocado por desarrollos (prototipos) que se
descartan; puede darse una falsa impresión de que el producto ya está terminado, lo que
puede llevar a dejar a un lado la calidad final.
Las metodologías tradicionales han sido acusadas de rígidas, poco adaptables a los cambios y exce-
sivamente burocráticas. Puesto que muchas aplicaciones hoy día están sujetas a constantes cambios,
surgieron una serie de metodologías llamadas ágiles, en auge durante las últimas dos décadas, que tie-
nen como una de sus prioridades la adaptabilidad del proceso. Entre ellas están Scrum, Kanban, XP o
Lean.
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Figura 4.1: Representación gráfica de modelos de ciclo de vida (de Presentación en Slideshare)
Por supuesto, de todas las anteriores metodologías han surgido diferentes híbridos, que combinan
características de unos y otros, y es difícil encontrar una implementación pura de cualquiera de estos
modelos.
A la hora de elegir una metodología adecuada para este proyecto, se han tenido en cuenta algunas
características del proyecto y del entorno, como son:
• El proyecto se podría considerar de tamaño pequeño y de corta duración.
• No se trata de un sistema crítico ni de tiempo real.
• Tampoco será un sistema complejo.
• Los requisitos pueden ser cambiantes y conviene el poder adaptarse fácilmente a esos cambios.
• El equipo de desarrollo, que en este caso es unipersonal y por lo tanto mínimo, no tiene una gran
experiencia en la mayoría de los roles que tendría que adoptar. Por otra parte, se trata de un equipo
estable, no cambiante.
• Como consecuencia de lo anterior es preferible que la metodología tenga una cierta estructura que
facilite el progreso en las tareas.
• No se desea generar demasiada documentación asociada al proyecto, aunque de cara a la entrega
de la memoria de PFC, sí se desea dejar constancia de algunas de las actividades realizadas.
• No es necesario un alto grado de precisión en las estimaciones y su cumplimiento, aunque existe la
limitación de entrega del PFC dentro del actual curso académico.
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Teniendo en cuenta las características anteriores, se encontró una metodología que encajaba bastante
bien con lo que se buscaba: OpenUP. Se trata de una variante del Proceso Unificado de Desarrollo (PUD)
y por lo tanto es un proceso iterativo e incremental con características de una metodología ágil:
En cierto modo, el proceso unificado es un intento por obtener los mejores rasgos y caracte-
rísticas de los modelos tradicionales del proceso del software, pero en forma que implemente
muchos de los mejores principios del desarrollo ágil de software (Pressman).
OpenUP surgió como una versión simplificada de RUP (Rational Unified Process) de IBM, quien lo
donó en el año 2005 a la Fundación Eclipse. La fundación lo ha publicado bajo una licencia libre y lo
mantiene como método de ejemplo dentro del proyecto Eclipse Process Framework (EPF). OpenUP se
autodescribe como un proceso iterativo que es:
• Mínimo.
Se considera un proceso ágil y ligero que promueve buenas prácticas de desarrollo como el desa-
rrollo iterativo, la colaboración, la integración continua y las pruebas, las entregas frecuentes de
software funcional, la adaptación a los cambios. Es mínimo porque se aporta la mínima información
de guía posible que un equipo puede usar para tener éxito.
• Completo.
Se cubren las principales disciplinas de un ciclo de desarrollo de software a través de actividades de
alto nivel: se capturan los requisitos con la colaboración de las partes interesadas, se desarrolla una
arquitectura robusta, se diseña una solución para cada requisito que posteriormente se implementa
y prueba, se tienen en cuenta defectos y mejoras, y se prioriza y planifica el trabajo en iteraciones.
• Extensible.
OpenUP puede utilizarse tal cual, porque es mínimo y completo, pero también permite ser persona-
lizado de acuerdo a las necesidades concretas de una organización: pueden añadirse roles, tareas,
nuevas guías, plantillas, etc.
La elección de esta metodología parece encajar bien con las necesidades expuestas anteriormente.
Como proceso iterativo e incremental que es, también es válido para proyectos pequeños; no ocurre lo
mismo con el modelo en espiral, por ejemplo. Puesto que es flexible, diseñado para aceptar cambios, es
más adecuado que modelos como el de cascada. También es completo y estructurado: se describen las
actividades, tareas, involucrados y productos de trabajo, lo que puede servir para guiar a un equipo con
menos experiencia. Por último acepta variaciones al propio proceso, pudiendo incluirse o no ciertas tareas
y productos de trabajo según se estime oportuno en cada caso.
4.2. OpenUP
A continuación se presenta, en más detalle, el proceso OpenUP, describiéndose las cuatro fases de las
que consta, a partir del contenido disponible en la propia web de EPF para la versión 0.9 del proceso, que
es la que se seguirá principalmente: http://epf.eclipse.org/wikis/openupsp/
1. Fase de Inicio.
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Figura 4.2: Metodología OpenUP
Es la primera de las cuatro fases en el ciclo de vida del proyecto. Su propósito es entender el
alcance y los objetivos del proyecto y obtener suficiente información para confirmar que el proyecto
debería continuar; o convencerse de que este no debería continuar. Se pretende lograr la participa-
ción de todos los involucrados sobre los objetivos del ciclo de vida para el proyecto.
Hay cuatro objetivos para la fase de Inicio que clarifican el alcance, los objetivos del proyecto y la
viabilidad de la solución proyectada:
• Entender qué construir. Determinar la visión, el alcance del sistema y sus límites. Identificar
quién está interesado en este sistema y por qué.
• Identificar la funcionalidad clave del sistema. Decidir qué requisitos son los más críticos.
• Determinar al menos una posible solución. Identificar al menos una arquitectura candidata y
su viabilidad.
• Entender el coste, el cronograma y los riesgos asociados al proyecto.
2. Fase de Elaboración.
Es la segunda fase en el ciclo de vida del proyecto, en la que se abordan los riesgos de arqui-
tectura más importantes. El propósito de esta fase es establecer la línea base de la arquitectura del
sistema y proporcionar una base estable para el desarrollo de la siguiente fase.
Hay dos objetivos para la fase de Elaboración que ayudan a mitigar los riesgos asociados con los
requisitos, la arquitectura, los costes y el cronograma:
• Obtener un entendimiento más detallado de los requisitos. Un buen entendimiento de la ma-
yoría de requisitos permitirá crear un plan más detallado y dar valor a todas las partes intere-
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sadas, siendo importante profundizar en el entendimiento de los requisitos más críticos a ser
validados por la arquitectura.
• Diseñar, implementar, validar y establecer la línea base para la arquitectura, el esqueleto es-
tructural del sistema. Aunque la funcionalidad no sea completa, muchas de las interfaces entre
los bloques de construcción pueden ser implementadas y probadas.
• Mitigar los riesgos importantes y producir un cronograma y una estimación de costes. Mu-
chos riesgos técnicos pueden mitigarse como resultado de detallar los requisitos y de diseñar,
implementar y probar la arquitectura. Refinar y detallar el plan de proyecto de alto nivel.
3. Fase de Construcción.
Es la tercera fase en el ciclo de vida del proyecto. La construcción se centra en el diseño, imple-
mentación y pruebas de las funcionalidades para desarrollar el sistema completo. El propósito de
esta fase es completar el desarrollo del sistema basado en la arquitectura.
Hay dos objetivos para la fase de Construcción que nos ayudan a tener el desarrollo del producto
completo con una buena relación coste-eficiencia:
• Desarrollar iterativamente el producto completo, de modo que esté listo para hacer transición a
la comunidad de usuarios. Describir los requisitos restantes, completar los detalles de los dise-
ños e implementación y probar el software. Liberar una primera versión operativa del sistema
(beta) y determinar si los usuarios están listos para que la aplicación sea desplegada.
• Minimizar el coste de desarrollo y alcance con algún grado de paralelismo. Optimizar los recur-
sos y promover el paralelismo de desarrollo entre desarrolladores o equipos de desarrollado-
res, por ejemplo, asignando componentes que puedan ser desarrollados independientemente
uno del otro.
4. Fase de Transición.
Es la cuarta y última fase en el ciclo de vida del proyecto. El propósito en esta fase es asegurarse
de que el software está listo para ser entregado a los usuarios.
Hay tres objetivos para la fase de Transición que ayudan a refinar la funcionalidad, el desempeño
y la calidad total de la versión beta del producto desde el final de la fase previa:
• La prueba beta valida que las expectativas del usuario sean satisfechas. Esto típicamente
requiere algunas actividades de refinamiento, tales como la depuración de errores y mejora
del rendimiento y la usabilidad.
• Lograr que los involucrados concuerden en que la implementación ha terminado. Esto puede
implicar varios niveles de pruebas de aceptación del producto, incluyendo pruebas formales,
informales y pruebas beta.
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• Mejorar el desempeño en futuros proyectos a través de lecciones aprendidas. Documentar
las lecciones aprendidas y mejorar el ambiente de los procesos y las herramientas para el
proyecto.
En este punto, es importante indicar que en el proyecto actual no se cubrirán todos los objetivos ante-
riores. Algunos de ellos, porque no pueden cumplirse: por ejemplo, en la fase de Construcción, al tratarse
de un equipo unipersonal, no podrá adoptarse ningún grado de paralelismo real. Por otra parte, no se
abordará la Fase de Transición como parte del alcance de este PFC, con lo que se concluirá con la Fase
de Construcción, aunque sí se documentarán por otra parte las lecciones aprendidas en el capítulo CON-
CLUSIONES de esta memoria (página 71). Como se explicó en la sección de necesidades del proyecto,
tampoco se pondrá énfasis en la gestión de tiempos (cronograma) y costes.
Dicho lo anterior, en el capítulo PROCESO (página 45), se recorrerán las diferentes actividades y tareas
del proyecto según la metodología OpenUP. Si alguna de las tareas no se llegara a realizar en el transcurso
del proyecto, o se realizara parcialmente, vendrá reflejado y justificado en el apartado correspondiente. Se
muestra, no obstante, a continuación una tabla completa con la correspondencia entre las cuatro fases,
las actividades en que se divide cada actividad, y las tareas que incluye cada actividad:
Fase Actividades Tareas
Inicio
Iniciar proyecto
Definir visión técnica
Planificar proyecto
Planificar y gestionar iteración
Planificar iteración
Gestionar iteración
Evaluar resultados
Gestionar requisitos
Identificar y describir requisitos
Detallar requisitos
Crear casos de prueba
Determinar la viabilidad de la arquitectura
Analizar los requisitos de arquitectura
Desarrollar la arquitectura
Elaboración
Planificar y gestionar iteración
Planificar iteración
Gestionar iteración
Evaluar resultados
Gestionar requisitos
Identificar y describir requisitos
Detallar requisitos
Crear casos de prueba
Definir la arquitectura
Analizar los requisitos de arquitectura
Desarrollar la arquitectura
Desarrollar solución
Diseñar la solución
Implementar la solución
Implementar las pruebas de desarrollo
Ejecutar pruebas de desarrollo
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Fase Actividades Tareas
Validar build
Implementar pruebas
Ejecutar pruebas
Tareas no programadas Solicitud de cambio
Construcción
Planificar y gestionar iteración
Planificar iteración
Gestionar iteración
Evaluar resultados
Gestionar requisitos
Identificar y describir requisitos
Detallar requisitos
Crear casos de prueba
Desarrollar solución
Desarrollar la arquitectura
Diseñar la solución
Implementar la solución
Implementar las pruebas de desarrollo
Ejecutar pruebas de desarrollo
Validar build
Implementar pruebas
Ejecutar pruebas
Tareas no programadas Solicitud de cambio
Transición
Planificar y gestionar iteración
Planificar iteración
Gestionar iteración
Evaluar resultados
Desarrollar solución
Diseñar la solución
Implementar la solución
Implementar las pruebas de desarrollo
Ejecutar pruebas de desarrollo
Validar build
Implementar pruebas
Ejecutar pruebas
Tareas no programadas Solicitud de cambio
Cuadro 4.1: Fases, actividades y tareas en OpenUP
El resultado de realizar cada tarea será la obtención de los objetos que conforman el producto soft-
ware: documentación y código. Si se incluyera alguna tarea adicional (por ejemplo, alguna de entre las
opcionales), también se incluirá en el capítulo PROCESO.
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5 | MARCO TECNOLÓGICO
En este capítulo se describen las tecnologías de las que se hará uso en el proyecto. Uno de los ob-
jetivos de este proyecto es desarrollar una aplicación web, y las webapps suelen presentar una serie de
características diferenciadoras (según Pressman):
• Uso intensivo de redes: residen en una red, normalmente Internet.
• Concurrencia: puede acceder a ella un gran número de usuarios a la vez.
• Carga impredecible: no puede determinarse con antelación el número de usuarios que accederá en
cada momento.
• Rendimiento: si la aplicación presenta un comportamiento lento, dejará de usarse.
• Disponibilidad: se suele esperar de estas aplicaciones una disponibilidad cercana al 100 % del tiem-
po.
• Orientadas a los datos: la finalidad principal suele ser presentar contenido que frecuentemente
existe en bases de datos.
• Contenido sensible: cómo se presenta el contenido es un rasgo importante de la calidad de la
aplicación.
• Evolución continua: suelen actualizarse muy frecuentemente, cambiando sobre todo el contenido
que se presenta.
• Inmediatez: son habituales las presiones del mercado para que una aplicación web o un cambio
sobre la misma esté disponible en un plazo corto.
• Seguridad: dado que es difícil o imposible limitar el acceso a usuarios concretos, se requieren de
medidas que garanticen la seguridad.
• Estética: la apariencia y percepción de una webapp influyen mucho en su éxito.
Existe una multitud de opciones en cuanto a la tecnología con la que implementar una aplicación web.
Antes de tratar las que se han seleccionado para este proyecto, conviene comentar que, para ordenarlas
mejor, se han separado en dos grandes grupos: Front-end y Back-end.
En diseño de software el front-end es la parte del software que interactúa con el o los usuarios
y el back-end es la parte que procesa la entrada desde el front-end. La separación del sistema
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en front-ends y back-ends es un tipo de abstracción que ayuda a mantener las diferentes
partes del sistema separadas. (“Front-end y Back-end”, (Wikipedia)
En desarrollo web, la parte front-end es aquella con la que puede interactuar el usuario, aquello que se
ejecuta en el navegador, lo que suele abarcar tecnologías como HTML, CSS o JavaScript. Por otro lado,
la parte back-end sería la tecnología en el lado del servidor que da soporte a la parte front-end; la lógica
intermedia necesaria con la base de datos, que se puede relacionar con lenguajes de programación como
Java, PHP, Ruby o Python.
5.1. Tecnología Front-end
5.1.1. Tecnología soportada por el navegador web
Aunque en el desarrollo de aplicaciones web modernas hay muchas tecnologías disponibles relaciona-
das con la capa de presentación (front-end), en última instancia el usuario interactuará con un navegador
web, y las tecnologías que están directamente relacionadas y que entiende un navegador podrían reducir-
se principalmente a estas tres: HTML, CSS y Javascript. Entre otros componentes, el navegador dispone
(según Garsiel) de:
• Motor de renderización: es responsable de mostrar el contenido solicitado. Por ejemplo, si el con-
tenido solicitado es HTML, será el responsable de analizar el código HTML y CSS y de mostrar el
contenido analizado en la pantalla.
• Intérprete de JavaScript: permite analizar y ejecutar el código JavaScript.
HTML
HTML, sigla en inglés de HyperText Markup Language (lenguaje de marcas de hipertexto),
hace referencia al lenguaje de marcado para la elaboración de páginas web. Es un estándar
que sirve de referencia del software que conecta con la elaboración de páginas web en sus
diferentes versiones, define una estructura básica y un código (denominado código HTML)
para la definición de contenido de una página web, como texto, imágenes, videos, juegos,
entre otros. [...] Se considera el lenguaje web más importante siendo su invención crucial en
la aparición, desarrollo y expansión de la World Wide Web (WWW). Es el estándar que se ha
impuesto en la visualización de páginas web y es el que todos los navegadores actuales han
adoptado (“HTML”, Wikipedia).
Como se describe en la definición anterior, en HTML se representará el contenido de la aplicación.
Servirá en la aplicación para el contenido estático, pero se apoyará en hojas de estilo para la presentación
y en JavaScript para darle un carácter dinámico a la página.
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Figura 5.1: HTML
Es importante tener en cuenta que el estándar HTML ha ido evolucionando, siendo la versión actual
HTML5, y que, aunque en esta versión se mejora la interoperabilidad entre navegadores, no todas sus
características son soportadas por todos los navegadores. A la hora de desarrollar un sistema, se tiene
que tener en cuenta que si se usan nuevas características puede ser necesario buscar la compatibilidad
hacia atrás (lo que supone un esfuerzo extra), o decidir no dar a soporte a ciertos navegadores antiguos,
con lo que puede perderse funcionalidad o experiencia de usuario, y por lo tanto, también usuarios de
la aplicación. Para tomar una decisión adecuada, pueden consultarse las características soportadas por
cada navegador (por ejemplo en http://caniuse.com/) y averiguar cuáles son los navegadores más
usados (por ejemplo en https://www.w3counter.com/globalstats.php):
Figura 5.2: Uso de navegadores, diciembre 2016
CSS
Hojas de estilo en cascada (o CSS, siglas en inglés de Cascading Stylesheets) es un lenguaje
de diseño gráfico para definir y crear la presentación de un documento estructurado escrito
en un lenguaje de marcado. [...]
CSS está diseñado principalmente para marcar la separación del contenido del documento y
la forma de presentación de este, características tales como las capas o layouts, los colores
y las fuentes. Esta separación busca mejorar la accesibilidad del documento, proveer más
flexibilidad y control en la especificación de características presentacionales, permitir que va-
rios documentos HTML compartan un mismo estilo usando una sola hoja de estilos separada
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en un archivo .css, y reducir la complejidad y la repetición de código en la estructura del
documento. (“CSS”, Wikipedia)
Figura 5.3: CSS
Con dicha separación contenido-presentación que ofrece CSS, puede mostrarse por lo tanto el mismo
contenido con diferente aspecto solo con un cambio de estilos. Si a esto le añadimos que dicho cam-
bio pueda realizarse dependiendo de las circunstancias (por ejemplo, las dimensiones de la pantalla),
tenemos la base para que una aplicación pueda ser “responsive”, que pueda adaptarse visualmente.
Al igual que ocurría con HTML, CSS también ha ido evolucionando, y la última versión del estándar es
CSS3. Del mismo modo, conviene comprobar si se están usando características que puedan ser incom-
patibles con navegadores para los que se quiera dar soporte.
JavaScript
JavaScript (abreviado comúnmente JS) es un lenguaje de programación interpretado, dialecto
del estándar ECMAScript. [...]
Se utiliza principalmente en su forma del lado del cliente (client-side), implementado como
parte de un navegador web permitiendo mejoras en la interfaz de usuario y páginas web
dinámicas. (“JavaScript”, Wikipedia)
Es interesante recorrer la evolución de JavaScript (Pozdnyakova): es un lenguaje de programación que
surgió por la necesidad de ampliar las posibilidades del HTML, y en sus inicios cumplió con su cometido
al permitir la ejecución de scripts en el propio navegador. Ganó popularidad cuando surgió la técnica
AJAX, que se beneficiaba de las capacidades de JavaScript para que una página web pudiera solicitar
al servidor datos adicionales en segundo plano, sin interferir con la visualización ni el comportamiento de
la página. Más adelante llegó la librería jQuery, que simplificó la interacción con HTML. Desde entonces
han seguido surgiendo una gran variedad de frameworks y librerías para facilitar y mejorar el desarrollo
de aplicaciones con JavaScript: Angular.js, Ember.js, Backbone.js... Con Node.js, ahora también puede
ejecutarse JavaScript fuera del navegador, y se utiliza ya también en el lado servidor, o en diferentes
dispositivos físicos que forman parte del Internet de las cosas. En resumen, es un lenguaje que goza de
una gran popularidad, dentro y fuera del desarrollo web y que ha experimentado y sigue experimentando
muchos cambios.
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Figura 5.4: JavaScript
Las siguientes son algunas de las ventajas de utilizar JavaScript para el desarrollo de SPAs (pág. 16)
(según Mikowski y Powell), y son razones por las que está ganando popularidad:
• De JavaScript, con respecto a alternativas como Java y Flash: no requiere de un plugin adicional
(con su consecuente instalación, mantenimiento y compatibilidad), usa menos recursos, es un len-
guaje que ya forma parte del mundo web (no hay que aprender un lenguaje más, como Java o
ActionScript), se integra mejor en apariencia, es más fluido.
• El navegador web es la aplicación más usada a nivel mundial, y JavaScript uno de los entornos de
ejecución más extendidos.
• Desplegar una aplicación en JavaScript es sencillo, basta con alojarlo en un servidor HTTP.
• Es ideal para desarrollo multidispositivo; las aplicaciones podrán servir no solo para diferentes sis-
temas operativos, sino para diferentes dispositivos.
• Es muy rápido, a veces tanto como lenguajes compilados.
• Está en constante evolución; se han ido incluyendo características avanzadas (JSON, jQuery nati-
vo...).
• Los dispositivos conectados a Internet son cada vez más rápidos: en lugar de tener un servidor
realizando gran parte del procesamiento, este se lleva a los diferentes dispositivos.
5.1.2. Framework front-end: Angular
Si bien con solo las tres tecnologías vistas hasta ahora es posible desarrollar una aplicación web que
cumpla los objetivos fijados, a medida que una aplicación crece y se vuelve más compleja, conviene apo-
yarse en librerías y frameworks para estructurar mejor el código. De lo contrario, se puede acabar con
ficheros JavaScript extensos, llenos de funciones y llamadas (“código espagueti”), o con dicha funcionali-
dad repartida entre muchos ficheros dispersos.
Patrón MVC
Es en este punto en el que ayuda introducir el patrón de diseño software MVC, o Modelo-Vista-
Controlador:
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MVC propone la construcción de tres componentes distintos que son el modelo, la vista y el
controlador, es decir, por un lado define componentes para la representación de la informa-
ción, y por otro lado para la interacción del usuario. (“Modelo-vista-controlador”, Wikipedia)
Es decir, que MVC aporta estructura a la aplicación. Consigue que el código sea más mantenible y
reusable, permitiendo gestionar mejor la complejidad (de un modo similar al que un diseño orientado a
objetos suele ser mejor que un diseño procedural). Puesto que es un patrón común, facilita al desarrollador
el entender el código de otros (Kukreja).
Encontrar un framework que siga el patrón MVC o similar (lo que se denomina MV*) es sencillo, exis-
tiendo el problema contrario: elegir uno de ellos; continuamente aparecen nuevos frameworks MV*: Back-
bone.js, AngularJS, EmberJS, ReactJS, Vue.js... Dentro de que muchas de estas opciones se pueden
considerar válidas, y que cada una pueda tener puntos fuertes o débiles, para este proyecto se ha optado
por Angular, sucesor de un framework con mucho recorrido y popularidad: AngularJS.
Angular
Angular 1 o AngularJS “es un framework de JavaScript de código abierto, mantenido por Google, que
se utiliza para crear y mantener aplicaciones web de una sola página” (“AngularJS”, Wikipedia)’. Angular
2 llegó como una continuación de AngularJS, pero, a pesar de compartir nombre, se había reescrito por
completo y presenta cambios sustanciales. La última versión de Angular es la 4, y es la que se utilizará
para este proyecto. Actualmente, todas las versiones desde la 2 se nombran simplemente como Angular
para unificarlas y a la vez diferenciarlas de AngularJ, siendo un objetivo el que las sucesivas versiones
sean todo lo compatibles hacia atrás como sea posible.
Las siguientes son algunas de las características particulares que se destacan en la página oficial de
Angular (https://angular.io/features.html):
• Multiplataforma: Angular puede usarse para desarrollar aplicaciones web progresivas, nativas y de
escritorio. El objetivo de este proyecto es desarrollar una aplicación web, pero sería deseable que
pudiera llegar a reunir características de aplicación “progresiva”: aprovechar las capacidades que
ofrecen las plataformas web modernas para conseguir ofrecer una experiencia de uso similar a la
de una aplicación, presentar un buen rendimiento, funcionalidad ”offline” o permitir desde el propio
navegador la instalación inmediata, sin pasos.
• Velocidad y rendimiento: Angular transforma las plantillas en código optimizado para las máquinas
virtuales de JavaScript. Posibilita al servidor el mostrar inicialmente un primer vistazo de la aplica-
ción con solo el código HTML y CSS para un renderizado rápido, y permite cargar solo el código
para cada vista cuando es necesario.
• Productividad: uso de plantillas para crear vistas de interfaz con mayor facilidad; herramienta de
línea de comandos “Angular CLI” para añadir componentes y pruebas a la aplicación, y desplegarla
más rápidamente; soporte de autocompletado de código e información de errores en los entornos
de desarrollo más populares.
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Para este proyecto se utilizará la herramienta Angular-cli que se menciona en el último punto, y que
volverá a aparecer en el capítulo de herramientas. Cuando se crea con ella un componente (elemento
base en las aplicaciones de Angular), se generan, entre otros, un “.html” y un “.ts”. Volviendo al patrón
MVC, y aplicándolo en Angular (Meeus), el archivo HTML se correspondería con la vista, aquello que se le
va a presentar al usuario (con la apariencia que aportan las hojas de estilo CSS), mientras que el segundo
archivo sería el controlador del componente, el que decide qué datos enviar a la vista en cada momento.
El código HTML puede también estar embebido dentro del mismo archivo “.ts”, pero dicho código se
seguiría correspondiendo con la vista. Por último, el modelo en Angular se correspondería principalmente
con los “servicios”, que son la lógica de la aplicación que no está relacionada con la vista (son clases,
también en archivos “.ts”). Los controladores pueden acceder a estos servicios, y los servicios sirven de
enlace con la parte back-end de la aplicación.
Aunque, como se ha explicado, de cierta manera se sigue el patrón MVC, el énfasis de Angular está
en los componentes, por lo que se puede hablar de una arquitectura orientada a componentes. Una
aplicación web puede verse como la suma de un conjunto de componentes independientes (que incluso
pueden probarse aisladamente), cada uno con su interfaz y lógica, en la que se le muestran al usuario
unos componentes u otros dependiendo de la URL introducida. Los servicios, como también se ha dicho,
sirven de apoyo a los componentes para funcionalidad común y de intermediarios entre el lado cliente
y el back-end. El framework Angular se encarga, entre otras cosas, de proveer la forma de enlazar los
datos con el HTML (“data binding”) y la de establecer los componentes que se tienen que mostrar en cada
momento (“routing”).
Figura 5.5: Angular: Aplicación basada en componentes
Typescript
Si bien con Angular el código de una aplicación puede escribirse directamente con JavaScript, el len-
guaje recomendado es TypeScript (que es al que corresponde la extensión“.ts”). Es un lenguaje de có-
digo abierto desarrollado y mantenido por Microsoft, y es en el que está escrito Angular. Se trata de un
superconjunto de ECMAScript6 (ES6), que a su vez es superconjunto de ECMAScript5 (ES5), del que
JavaScript es una implementación. Se recomienda su uso porque, al ser un lenguaje fuertemente tipado
(como Java, por ejemplo), en un entorno de desarrollo (IDE) que lo permita pueden detectarse errores en
tiempo de compilación, o puede incluso también proporcionarse autocompletado inteligente mientras se
escribe el código.
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Figura 5.6: TypeScript: superconjunto de JavaScript (ES)
Dado que, como ya se mencionó, los navegadores web modernos solo entienden JavaScript (ES5,
y parcialmente ES6), es necesario que el código en TypeScript sea transpilado primero, compilado a
JavaScript. Esto no supone realmente un problema, e incluso puede depurarse el código TypeScript en
el propio navegador, mediante el uso de “source maps” que pueden generarse mediante una opción del
compilador.
5.2. Tecnología Back-end
Los primeros pasos que se tomaron en este proyecto fueron encaminados a disponer de una aplicación
Java en el back-end, con un framework como Spring MVC. Esta proporcionaría una serie de servicios
web REST a la aplicación cliente (Angular), y actuaría de intermediaria entre la SPA y una base de datos
(por ejemplo MySQL). En este escenario, Spring también daría el soporte necesario de seguridad en el
acceso a datos.
Aunque este puede ser un enfoque válido, y que pueda tener algunas ventajas, a medida que se pro-
fundizó más en esta opción se encontraron inconvenientes:
• Es necesario conocer bien no solo las tecnologías del lado cliente, sino también las del servidor:
Java, Spring MVC, SQL, y de otras tecnologías y herramientas relacionadas que también se consi-
deraba usar, como Maven, Jenkins, Eclipse, Thymeleaf... Todo ello implica un incremento del tiempo
de aprendizaje, probables problemas de configuración, y por lo tanto incrementa también el tiempo
de desarrollo.
• Como consecuencia de lo anterior, aumenta también la complejidad de la arquitectura, el riesgo de
introducir defectos en el desarrollo, y conlleva un mantenimiento más costoso de la aplicación.
• Otro problema que se descubrió fue el de la infraestructura necesaria. Si se quiere alojar una apli-
cación Java, por ejemplo, es necesario el servidor de aplicaciones, la base de datos, una gestión
del servidor o servidores correspondientes, considerar las vulnerabilidades de seguridad que pueda
tener cada uno...
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• También relacionado con la infraestructura se plantea el problema de la escalabilidad. Si bien tam-
bién existen soluciones modernas de PaaS (plataforma como servicio) como Openshift, nuevamente
crece el número de tecnologías que manejar.
• Por último, parece un sobresfuerzo añadir una aplicación en el servidor cuyo objetivo principal sea
el de pasar información de base de datos a la aplicación cliente y viceversa.
En medio de este largo aprendizaje, se encontró otra manera de abordar el problema que parecía
encajar también bien, pero que además reducía la complejidad de la arquitectura: una aproximación “ser-
verless”.
5.2.1. Arquitectura serverless, BaaS
Hay varias acepciones de lo que significa una arquitectura serverless, sin servidor; la siguiente (Ro-
berts), propone diferenciar entre:
• (Mobile) Backend as a Service, o BaaS, que sería la de aquellas aplicaciones que, para gestionar la
lógica y el estado en el lado del servidor, dependen principal o totalmente de aplicaciones o servicios
en la nube de terceros. A este grupo pertenecerían SPAs y aplicaciones móviles que se apoyan en
alguno de los numerosos servicios en la nube: de bases de datos (Parse, Firebase), autenticación
(Auth0, AWS Cognito), etc.
• Functions as a Service, o FaaS, que serían aquellas aplicaciones en las que el desarrollador también
necesita escribir cierta lógica en el lado del servidor, y depende de servicios que ejecutan código
en el servidor. A este grupo pertenecen AWS Lambda, Azure Functions o Cloud Functions, por
ejemplo.
En ambos casos, la clave de que sean “serverless” no está en que no se haga uso de servidores, sino
en que el desarrollador no se tiene que preocupar por la gestión de los mismos, que recae en terceros.
Esto reduce grandemente la complejidad de los sistemas. Como contrapartida, existe esa dependencia
con el proveedor de los servicios y contenedores de código.
Para el ámbito de la aplicación a desarrollar, se plantea seguir más bien el modelo de arquitectura
descrito en del primer grupo, BaaS:
Backend as a service (BaaS), también conocido como “mobile backend as a service”, es un
modelo para proporcionar a los desarrolladores web y de aplicaciones móviles una forma de
vincular estas aplicaciones al almacenamiento en nube (cloud storage), servicios analíticos
y/o otras características tales como la gestión de usuarios, la posibilidad de enviar notificacio-
nes push y la integración con servicios de redes sociales. Estos servicios se prestan a través
de la utilización de kits personalizados de desarrollo de software (SDK) y las interfaces de
programación de aplicaciones (API). BaaS es un modelo relativamente reciente en la compu-
tación en la nube, donde la mayoría de empresas datan del 2011 o posterior. (Wikipedia)
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La lógica de la aplicación, por lo tanto, recaerá todo lo posible sobre el lado cliente (front-end); en la
aplicación SPA con Angular en este caso. Es habitual que sea necesario complementar con algún tipo de
lógica en el lado servidor, y no se descarta que pueda ser necesaria una evolución de la aplicación en
este sentido, pero si así fuera, quedaría fuera del alcance de este proyecto.
5.2.2. Firebase
Para cumplir con la funcionalidad prevista, que se introdujo en el apartado Objetivos del sistema (pág.
9), desde el punto de vista del backend son necesarias sobre todo dos cosas:
• Una gestión de la identidad de los usuarios, el sistema de autenticación de los mismos, que no
puede hacerse solo desde el lado cliente.
• Un lugar centralizado en el que almacenar todos los datos (motivos de oración, preferencias, etc.),
que también debe estar en un servidor para acceso de todos los usuarios.
Firebase es una plataforma de Google para facilitar y acelerar el desarrollo de aplicaciones (web, iOS
y Android), evitándole al desarrollador la tarea de escribir código en el servidor. Es un servicio de pago,
aunque está pensado para un pago proporcional al uso (número de usuarios concurrentes, tamaño de
base de datos, almacenamiento necesario...), se ofrece un plan limitado gratuito, y algunas de las ca-
racterísticas están incluidas sin límites en cualquiera de los planes disponibles. Estas características o
prestaciones son:
• Auth: proporciona un sistema robusto de autenticación, permite la gestión de usuarios con e-mail y
contraseña, así como la integración con login de algunas redes sociales (Facebook, Twitter, Google
o Github).
• Realtime Database: pueden almacenarse los datos de la aplicación en Firebase y sincronizarse en
tiempo real en distintos clientes; se tienen que definir reglas de seguridad, para controlar el acceso
a los datos.
• Storage: pueden almacenarse archivos proporcionados por el usuario (audio, vídeo, imágenes...).
• Hosting: dispone de alojamiento para una aplicación que consista de recursos estáticos (CSS,
HTML, JavaScript...), de acceso rápido (a través de CDN) y de forma segura (mediante HTTPS
y SSL).
• Cloud Messaging: se pueden mandar y recibir mensajes y notificaciones fiablemente con las dife-
rentes plataformas.
• Cloud Functions: de reciente incorporación, esta funcionalidad permite ejecutar código JavaScript
en el servidor en respuesta a peticiones HTTPS o a eventos de Firebase (por ejemplo en la au-
tenticación, o en una inserción en BD), todo ello sin necesidad de gestionar un servidor propio,
reforzando la potencia de esta plataforma para el desarrollo de aplicaciones serverless.
• Existen, además, otras características que solo afectan a aplicaciones móviles (estadísticas, labo-
ratorio de pruebas, formas de promocionar la aplicación, incluir publicidad...).
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De todas las anteriores, las características que a priori se usarán son: autenticación, base de datos y
hosting.
Figura 5.7: Prestaciones ofrecidas por Firebase
NoSQL
La base de datos de Firebase no es una base de datos relacional, ni usa SQL como lenguaje de con-
sulta, sino que forma parte de la familia de bases de datos NoSQL. Estas se suelen clasificar según su
forma de almacenar los datos en categorías como clave-valor, implementaciones de BigTable, documen-
tales, y orientadas a grafos. En este caso, se trataría de una base de datos documental (que es un subtipo
de clave-valor), pues está estructurada en documentos JSON. Este formato es adecuado porque puede
manejarse bien en JavaScript (la sintáxis de JSON de hecho proviene de JavaScript).
La forma de estructurar los datos en este tipo de base de datos será similar a cómo se hace en bases
de datos SQL, pero es importante mantener una estructura lo más plana (no anidada) posible, siendo
recomendable en muchos casos de-normalizar los datos, duplicando información para que sean más
eficientes las consultas.
Otro aspecto a tener en cuenta en Firebase es que deben establecerse cuidadosamente las reglas por
las que se restringe o permite el acceso a nodos JSON; por ejemplo, para que las preferencias personales
de un usuario solo las pueda modificar dicho usuario. Es importante hacerlo desde la propia base de
datos, porque las restricciones que se añadan en la aplicación cliente se pueden saltar con facilidad. Con
estas mismas reglas pueden establecerse también otro tipo de restricciones, por ejemplo referentes a
la estructura o tipos de datos admitidos, lo cual puede también ser conveniente, puesto que por defecto
NoSQL no es estricto en cuanto la estructura esperada.
5.3. Otras tecnologías empleadas
Aparte de las tecnologías relacionadas directamente con la implementación de la solución, se mencio-
nan brevemente aquí aquellas que forman parte del desarrollo del proyecto, pero que no encajaban en
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las categorías front-end ni back-end.
UML
UML, o lenguaje unificado de modelado, es un “lenguaje gráfico para visualizar, especificar, construir y
documentar un sistema” (“lenguaje unificado de modelado”, Wikipedia), independientemente de la meto-
dología de análisis y diseño. Tiene una notación gráfica y resuelve algunos problemas de especificación.
No es un lenguaje de programación, pero pueden establecerse correspondencias entre un modelo UML
y lenguajes de programación (con limitaciones, algunas herramientas permiten incluso pasar de UML a
código o viceversa). En este proyecto se incluirán por ejemplo diagramas de casos de uso, como parte de
la especificación de requisitos.
LaTeX
LATEX es un “sistema de composición de textos, orientado a la creación de documentos escritos que
presenten una alta calidad tipográfica” (“LaTeX”, Wikipedia). Es de código abierto, y está formado por
órdenes construidas a partir de comandos en el lenguaje TeX. Esta memoria de proyecto se ha elaborado
con LATEX, separándose así el contenido de su presentación.
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6 | HERRAMIENTAS DEL ENTORNO DE TRABAJO
En este capítulo se describen las herramientas que darán soporte al desarrollo del proyecto.
6.1. IDE: Visual Studio Code
Un entorno de desarrollo integrado o entorno de desarrollo interactivo, en inglés Integrated
Development Environment (IDE), es una aplicación informática que proporciona servicios in-
tegrales para facilitarle al desarrollador o programador el desarrollo de software.
Normalmente, un IDE consiste de un editor de código fuente, herramientas de construcción
automáticas y un depurador. La mayoría de los IDE tienen auto-completado inteligente de có-
digo (IntelliSense). Algunos IDE contienen un compilador, un intérprete, o ambos, tales como
NetBeans y Eclipse. (“Entorno de desarrollo integrado”, Wikipedia)
Se ha elegido Visual Studio Code como IDE para este proyecto. Estas son algunas de sus característi-
cas destacadas:
• Es un editor de texto gratuito y de código abierto, si bien la descarga oficial está bajo licencia.
• Es una aplicación de escritorio construida con tecnología web (HTML, CSS, JavaScript, integración
Node.js), que se ejecuta sobre el framework Electron, y puede usarse en Windows, Linux o macOS.
• Incluye soporte para depuración, integración con Git, resaltado de sintáxis, autocompletado inte-
ligente de código, “snippets” para añadir código más rápido y funcionalidad de refactorización de
código.
• Es muy personalizable, pudiendo un usuario cambiar la apariencia, los atajos de teclado y las pre-
ferencias.
• Pueden además buscarse e instalarse extensiones existentes o desarrollarse extensiones propias.
Para este proyecto comenzó utilizándose Atom como IDE, el cual reúne características similares, pero
se encontró que VS Code presentaba un comportamiento más rápido, y tiene la ventaja de que ya incluye
por defecto mucha de la funcionalidad que en Atom requiere de la instalación, y posterior actualización,
de plugins, como es el soporte para el lenguaje TypeScript, la integración con Git, o la inclusión de un
terminal de consola dentro del propio editor.
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Figura 6.1: Editor Visual Studio Code
6.2. Angular-cli
Angular-cli es una interfaz de línea de comandos para trabajar con Angular. Dispone de comandos
para facilitar la creación de componentes: desde el proyecto y su estructura, pasando por componentes,
directivas, servicios, “pipes”..., todo ello siguiendo una serie de buenas prácticas. También provee de un
servidor para el desarrollo que recarga la aplicación automáticamente cuando detecta un cambio en el
código (“LiveReload server”), o comandos para lanzar pruebas unitarias o “end-to-end”.
Node.js y npm
Tanto Angular-cli, como los proyectos que con él se generan, dependen de Node.js y npm. Node es un
entorno de ejecución JavaScript multiplataforma y de código abierto, que se define como ligero y eficiente.
Incluye varios módulos básicos, pero además puede extenderse instalando módulos adicionales. Esto
último suele hacerse con npm (Node Package Manager), el gestor de paquetes de Node que facilita la
compilación, instalación y actualización de módulos de terceros, así como la gestión de las dependencias.
Este gestor es el ecosistema de librerías de código abierto más grande del mundo.
Figura 6.2: Node.js y npm
Webpack
Otra de las características de Angular-cli es que utiliza un “agrupador de módulos” (“module bundler”)
llamado Webpack. Este analiza las dependencias entre los módulos de la aplicación (archivos JS, CSS,
HTML...) y genera un conjunto de recursos estáticos, que serán los que se desplieguen. También permite
partir la aplicación en diferentes agrupaciones (“code splitting”) para no cargar todos los recursos de una
vez, si no es necesario, permite minificar y concatenar archivos, compilar de Sass o Less a CSS, etc.
6.3. Control de versiones: Git
“Se llama control de versiones a la gestión de los diversos cambios que se realizan sobre los elementos
de algún producto o una configuración del mismo” (Wikipedia). Entre las ventajas de utilizar un sistema
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Figura 6.3: Webpack
de control de versiones (VCS o “Version Control System”) están las de tener un mayor control sobre los
cambios en el código (conocer qué ha cambiado de una versión a otra de un fichero, poder volver a
una versión anterior si fuera necesario...), la mejor colaboración entre programadores o el disponer de
un backup. Si bien la colaboración no es un punto importante para el proyecto en este momento, ya que
inicialmente el equipo de desarrollo se compone de un único programador, se considera que es una buena
práctica contar con un VCS.
Git es el sistema de control de versiones moderno más usado globalmente. A diferencia de otros VCS
(como SVN o CVS), en Git cada desarrollador tiene una copia completa en local de todo el historial de
cambios de código. En este proyecto se utilizará Git tanto por línea de comandos como a desde VS Code.
Git se estructura en torno a tres secciones: el directorio de trabajo, en el que el desarrollador hace cambios
sobre el código, el repositorio git (local) en el que se registrarán los cambios, y una zona intermedia
(“staging area” o también índice) a la que se añaden los cambios que posteriormente se van a registrar.
Un flujo básico de trabajo consistirá en indicar qué cambios pasar al índice (mediante el comando git
add), y pasar estos cambios al repositorio local (con git commit); pudiéndose realizar estos dos pasos
como uno solo.
Aunque podría trabajarse solo con el repositorio local, se utilizará Bitbucket como repositorio remoto
de código, que de momento servirá principalmente como backup del código, aunque sería de mayor
utilidad si en un futuro se necesitara un entorno colaborativo. Este es “un servicio de alojamiento basado
en web, para los proyectos que utilizan el sistema de control de revisiones Mercurial y Git” (Wikipedia).
Se ha seleccionado Bitbucket porque ofrece planes gratuitos de repositorios privados para pequeños
equipos (hasta 5 integrantes). Volviendo al flujo anterior, los cambios en el repositorio local pasan al
remoto mediante el comando git push.
6.4. Gestión de proyecto: Taiga
Aunque se va a seguir una metodología que consta de un conjunto definido de actividades y tareas, de
planificación y roles, es útil apoyarse en una herramienta de gestión de proyectos en la que reflejar toda
esta información. Es particularmente útil si existe un equipo de varias personas, para que todos cada una
pueda tener una visión y seguimiento del proyecto, conocer las tareas que le corresponden.
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Figura 6.4: Git y Bitbucket; flujo básico
Taiga es una aplicación web de código abierto para la gestión de proyectos. Algunas de las caracterís-
ticas más importantes que presenta, extraídas de la propia web de la aplicación (https://taiga.io/):
• Sencilla e intuitiva.
• Fácilmente personalizable.
• Orientada a metodologías ágiles: pizarras Scrum y Kanban, historias de usuario, épicas...
• Trabajo en equipo, acceso basado en roles, asignación de tareas.
• Seguimiento de incidencias.
• Puede usarse wiki, y/o un sistema de videoconferencia para colaboración.
• Dispone de varias integraciones (por ejemplo, con varias herramientas de control de código).
• Es gratuita para proyectos públicos, o para un proyecto privado con un equipo de hasta 4 miembros.
Si bien esta herramienta está orientada a Scrum/Kanban, no es incompatible su uso con OpenUP.
Aunque inicialmente se había empezado a utilizar Redmine para la gestión del proyecto, finalmente se ha
seleccionado Taiga precisamente porque incluía por defecto esta vista de pizarra Scrum, en la que puede
verse más claramente el progreso del proyecto, y por ser más usable.
En el capítulo de proceso se mostrará algo más del uso de esta herramienta, pero se enumeran aquí
algunas de las adaptaciones o particularidades de cómo se ha usado Taiga para un proyecto con la
metodología OpenUP:
• Se ha utilizado el módulo de Scrum, no el de Kanban.
• Cada sprint se corresponde con una iteración (p. ej. el sprint “E1 - Elaboración”, para la primera
iteración de esta fase).
• Como historias de usuario de cada “sprint” se han incluido tanto las actividades de OpenUP corres-
pondientes a la iteración (cada una con sus consiguientes tareas), como los casos de uso que se
han planificado para la misma.
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Figura 6.5: Taiga: vista de iteración, actividades y tareas
• En el Backlog quedarán actividades o casos de uso fuera del alcance del PFC, las no planificadas.
• Se han agrupado casos de uso que pertenecen a funcionalidad común en épicas (p. ej. “Gestión de
usuarios”).
• En el apartado de incidencias (“Issues”), además de utilizarlo para dar de alta “bugs” o defectos
encontrados en las pruebas, se ha creado un nuevo tipo: “Risk”, para incluir los riesgos.
• No se diferenciarán los roles de la metodología en la herramienta, ya que es un proyecto uniperso-
nal.
6.5. Gestión de pruebas y defectos: Lean Testing
Lean Testing es una herramienta online gratuita (para la funcionalidad básica) que permite crear y
gestionar casos de prueba. Los casos de prueba pueden agruparse por componentes (en este proyecto
por casos de uso), y se puede incluir más o menos detalle para cada prueba. Una vez que se tienen
pruebas diseñadas, se crea una ejecución (test run) con la selección de pruebas que se quiere ejecutar y
se ejecutan, quedando el registro de cada una y el informe de resultados.
Además, esta herramienta permite gestionar defectos: crearlos, clasificarlos, asignarles un estado. Es-
tos pueden darse de alta desde la propia ejecución de pruebas o aparte. Se puede complementar, por
ejemplo, con el plugin de navegador, que permite crear defectos rápidamente desde el navegador me-
diante capturas de pantalla y enviarlas como defecto a la herramienta, lo cual es útil para que un usuario
final pueda también dar de alta defectos que queden registrados pero sin tener que gestionar pruebas o
defectos.
43
Universidad Politécnica de Madrid
Escuela Técnica Superior de Ingeniería de Sistemas Informáticos
Proyecto Fin de Carrera
Proceso software de una aplicación web de apoyo a la oración
Figura 6.6: Lean Testing
6.6. Otras herramientas
Se enumeran por último una serie de herramientas complementarias que se han utilizado durante el
proyecto:
• MiKTeX - TeXworks: Dado que se utiliza LATEX para esta memoria, se utilizó la distribución MiKTeX,
que facilita la inclusión de componentes y paquetes. Se ha utilizado tanto TeXworks como VS Code
como editores.
• Google Docs: Si bien se comenzó utilizando la funcionalidad de wiki que proporciona Redmine para
la documentación generada como parte del proceso, se pasó a Google Docs, puesto que ofrece un
entorno colaborativo de edición de documentos sin la necesidad de manejar el lenguaje de marcado
“wikitexto”.
• Firebase console y Firebase-cli: Aunque ya se ha mencionado Firebase como tecnología, para
poder configurar las diferentes características que van a usarse se hace uso de la consola web que
ofrece. También se ha hecho uso de firebase-cli, por ejemplo para desplegar la aplicación desde la
línea de comandos.
• Navegadores web: Se utilizaron varios navegadores web para comprobar que la aplicación se
visualiza correctamente en cada uno de ellos.
• draw.io: Aplicación online que se ha utilizado para realizar los diagramas incluidos en la documen-
tación: de casos de uso y los que se encuentran en el cuaderno de arquitectura.
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7 | PROCESO
En este capítulo se describirán las tareas que se han realizado durante el proceso de desarrollo. Se
han organizado por actividades y a su vez por iteraciones dentro de fases, siguiendo la estructura del
proceso OpenUP empleada. Dentro del alcance del PFC, se habrán realizado en total tres iteraciones de
desarrollo: una iteración para la Fase de Inicio (I1), una iteración para la Fase de Elaboración (E1) y una
iteración para la Fase de Construcción (C1). Como ya se indicó, se excluye de este proyecto la Fase de
Transición.
7.1. Fase de Inicio - Iteración I1
Como se indicó anteriormente, en la Fase de Inicio se busca la participación de todos los involucrados
posibles para entender el alcance y los objetivos del proyecto, y determinar si el proyecto debe continuar
o no. Una iteración en esta fase se divide en cuatro actividades: Planificar y gestionar iteración, Iniciar
proyecto, Gestionar requisitos y Determinar la viabilidad de la arquitectura.
Figura 7.1: Fase de Inicio: Actividades
7.1.1. Actividad: Planificar y gestionar iteración
Las tareas de planificación y control del proceso recaen en mayor medida en la figura del Jefe de Pro-
yecto. Este establece la planificación inicial, realiza un seguimiento del avance, y colabora estableciendo
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las prioridades del proyecto o gestionando los bloqueos y riesgos. En base a los resultados obtenidos al
final de la iteración, pueden tomarse medidas de cara a la siguiente, como repriorizar tareas, que pueden
traer cambios sobre la planificación.
Tarea: Planificar iteración
Si bien no se va a realizar una planificación propiamente dicha (ni de la iteración ni del proyecto), en la
que se indiquen fechas previstas para la realización de cada tarea, sí se dejará constancia de las tareas
que se prevé realizar en el transcurso de cada iteración.
En la herramienta de gestión de proyectos que se está utilizando (Taiga), al comenzar esta iteración,
se crea un sprint de nombre “I1 - INICIO”. En él se incluyen las actividades del proceso OpenUP que
corresponden a la fase de Inicio, así como las tareas de cada una. Puesto que en la fase de inicio aún no
existe funcionalidad a desarrollar que incluir, estas serán las únicas actividades y tareas planificadas para
esta iteración.
En la figura que se adjunta puede observarse que cada tarea puede asignarse a un miembro del equipo,
y puede verse rápidamente el estado en el que se encuentra: la tarea actual “Planificar iteración”, por
ejemplo, puede verse en progreso (“In progress”) en la pizarra de tipo Scrum. Las fechas que se indican
para la iteración son meramente ilustrativas, no reales, pero en otros casos podrían servir como parte de
la planificación. Tampoco se hace uso en este caso de la funcionalidad de puntos, que son útiles tras una
estimación para repartir de manera más equilibrada el trabajo entre iteraciones, y tener una visión más
precisa del avance.
Figura 7.2: I1 - Planificar iteración
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Tarea: Gestionar iteración
Durante el transcurso de la iteración, es labor principalmente del Jefe de Proyecto el realizar un segui-
miento del estado y avance del proyecto. En el caso de este proyecto, con un equipo de una sola persona,
esta tarea es transparente y no es necesario mantener reuniones de seguimiento. En cualquier caso,
un vistazo a la pizarra de la herramienta de gestión de proyectos permite ver el progreso del trabajo en
cualquier momento en el tiempo.
Tarea: Evaluar resultados
En esta fase se ha definido qué construir, se ha descrito parte de la funcionalidad (con poco detalle, de
momento) y se ha priorizado la más importante de cara a establecer una planificación inicial del proyecto.
Por último, se ha propuesto una arquitectura candidata, que será la que se pondrá a prueba en la siguiente
fase. Se considera que se cumplen los requisitos necesarios para poder continuar con el proyecto.
Figura 7.3: I1 - Estado final de la iteración
7.1.2. Actividad: Iniciar proyecto
Esta actividad comprende las tareas necesarias para definir la visión y crear un plan de proyecto. Se
lleva a cabo al comienzo de la primera iteración, cuando el proyecto empieza.
Tarea: Definir visión técnica
Una de las primeras tareas a realizar al empezar un proyecto es la de describir el problema y las ca-
racterísticas deseadas, basado en las aportaciones de las distintas partes interesadas (stakeholders). Se
propone una solución para el problema con el que todas las partes están de acuerdo. Los stakeholders
colaboran con el equipo de desarrollo para expresar y documentar sus problemas, necesidades y caracte-
rísticas posibles para el sistema a desarrollar, de modo que el equipo de desarrollo pueda entender mejor
qué tiene que realizarse.
En el documento anexo VISIÓN (página 81) se han descrito dichos stakeholders, el entorno del usuario,
se ha llegado a un acuerdo común por escrito del problema a resolver y de las características que tendría
que cumplir el sistema. El vocabulario con los términos comunes que se usan en el proyecto se ha incluido
en el documento anexo GLOSARIO (página 77). Es importante indicar que, al igual que otros artefactos,
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estos documentos van cambiando y actualizándose a lo largo del proyecto, y se habrán incluido las últimas
versiones hasta la fecha como adjuntos.
Figura 7.4: I1 - Vista parcial de elementos de trabajo en el backlog inicial
A partir del listado de características identificadas en el documento de Visión, se añadieron las mismas
en la herramienta de gestión de proyectos como elementos de trabajo (work items) en el backlog, de cara
a planificar y repartirlas entre las iteraciones de desarrollo.
Tarea: Planificar proyecto
Se definirá un plan para el proyecto de alto nivel, que servirá de hoja de ruta para fijar la dirección del
equipo y que requerirá ser adaptada continuamente en base al feedback y a los cambios del entorno.
Una de las primeras acciones es la de identificar y clasificar los riesgos del proyecto. Se adjunta un
documento con los riesgos identificados: LISTA DE RIESGOS (página 91). También se han incluido dichos
riesgos en la herramienta de gestión de proyectos. En la imagen adjunta se incluyen también riesgos
relacionados con la arquitectura propuesta en esta fase, identificados posteriormente.
Figura 7.5: I1 - Lista de riesgos
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Una vez identificados los riesgos iniciales, se identifican también los roles necesarios para abordar el
trabajo y se distribuyen los elementos de trabajo entre las iteraciones que se considera necesario. En este
caso, no se ha realizado un trabajo de estimación para determinar el tamaño y número de iteraciones que
se considera adecuado, pero sí se decide que no toda la funcionalidad incluida en el documento de visión
va a entrar dentro del alcance del proyecto. Para ello, los elementos de trabajo del backlog se priorizan,
y se descarta incluir por ahora la funcionalidad menos importante, la que queda en la parte baja. En la
herramienta de gestión de proyectos, se reparte la funcionalidad seleccionada de acuerdo al plan.
Figura 7.6: I1 - Plan de proyecto inicial
El detalle de la planificación puede encontrarse en el documento anexo: PLAN DE PROYECTO (página
93). En este documento se incluyen los roles requeridos (los de OpenUP), una breve descripción de la
metodología seleccionada, y los elementos de trabajo planificados para cada iteración. De nuevo, el plan
es un documento vivo, y en el anexo se encuentra la última planificación.
7.1.3. Actividad: Gestionar requisitos
En esta actividad se describen las tareas llevadas a cabo para recopilar y detallar un subconjunto de los
requisitos del sistema, antes de su implementación y verificación. No todos los requisitos tienen por qué
detallarse antes de comenzar su implementación; más bien, estas tareas se realizan a lo largo del ciclo
de vida para asegurar que existe un conjunto de requisitos claros, consistentes, correctos, verificables y
realizables, que puedan dirigir en cada momento la implementación y verificación.
Durante la fase de Inicio, el énfasis está en conseguir un entendimiento común del problema a resolver,
recopilando las necesidades del usuario y obteniendo características del sistema a alto nivel.
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Tarea: Identificar y describir requisitos
Mediante sesiones de “brainstorming”, y reuniones y conversaciones con el cliente, se llegó a un acuer-
do acerca de algunas de las necesidades que se busca cubrir con la aplicación a desarrollar, y se extra-
jeron un conjunto de características deseables a logra, a alto nivel. Estas son las que se han reflejado
en el apartado “Visión general del producto” del documento de VISION. En este mismo documento se
reflejan algunos requisitos no funcionales o de soporte, en el apartado “Otros requisitos del producto”. El
documento de Visión ha ido evolucionando a lo largo de esta fase, y se ha actualizado en paralelo también
el GLOSARIO, con las definiciones de los términos principales.
Por otra parte, algunas de las características serán similares a redes sociales ya existentes que sirven
de referencia, y también se estudiaron algunas de las características de una herramienta móvil enfocada
en la oración.
Tarea: Detallar requisitos
Para esta fase se considera que el nivel de detalle funcional del documento de Visión es suficiente,
puesto que no se va a implementar aún la funcionalidad. A partir de la siguiente iteración, se comenzarán
a definir casos de uso para la funcionalidad que se considere necesario.
Tarea: Crear casos de prueba
Del mismo modo, los casos de prueba se empezarán a definir a partir de un mayor detalle en los
requisitos, de la definición de los casos de uso.
7.1.4. Actividad: Determinar la viabilidad de la arquitectura
Tarea: Analizar los requisitos de arquitectura
En el documento de Visión se presentaron algunos aspectos no funcionales de los que pueden extraer-
se objetivos que debe cumplir la arquitectura. En la siguiente lista se enumeran algunos de esos requisitos
de arquitectura (y otros que no aparecían explícitamente en el documento de visión) que se han valorado
como más prioritarios o indispensables a la hora de buscar una solución:
• Plataforma: Aplicación web, que se ejecute en el navegador del usuario; responsive, debe adaptarse
a diferentes navegadores y dispositivos.
• Persistencia: Capacidad para almacenar y recuperar información (motivos de oración, datos de
usuarios, grupos...).
• Seguridad: Al menos debe garantizarse la protección de acceso a ciertos recursos (datos persona-
les, motivos de oración privados).
Los siguientes son otros aspectos o requisitos que se han valorado como secundarios, pero que con-
viene tener en cuenta como deseables, y/o de cara a la evolución futura del sistema:
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• Funcionalidad offline: No es indispensable, pero idealmente la aplicación podría comportarse de
manera muy parecida independientemente de si existe o no conexión.
• Localización/internacionalización: Soporte para diferentes idiomas. Inicialmente la aplicación estará
al menos en inglés.
• Disponibilidad: Se espera que la aplicación esté disponible prácticamente todo el tiempo.
• Tiempos de respuesta: Tiempos en general cercanos a 1s para una buena experiencia de usuario,
con excepciones de hasta 10s en una carga de datos inicial, por ejemplo.
• Accesibilidad: La elección de la tecnología no debe obstaculizar la adaptación del contenido para
hacerlo universalmente accesible.
• Legales: Los datos, y en particular los sensibles, deben de poder almacenarse de acuerdo a la
legislación vigente.
• Coste/Licencias: Preferencia por tecnología y herramientas de código abierto.
• Trazabilidad/Auditoria: Existencia de logs donde se registran acciones relevantes de la aplicación.
• Escalabilidad: Adaptarse a mayores demandas de uso sin tener que hacer grandes modificaciones.
• Correo electrónico: Posibilidad de enviar o recibir emails.
• Programación de tareas: Posibilidad de ejecutar tareas de forma automática en un momento dado.
• Tiempo: Conversión de fechas y horas entre diferentes zonas horarias.
• Gestión de transacciones: Realizar transacciones de manera atómica.
Por último, hay aspectos que no se consideran interesantes para tener en cuenta a la hora de definir
la arquitectura, como son: archivado de datos, recuperación del sistema ante desastres, funcionalidad de
impresión, etc.
Tarea: Desarrollar la Arquitectura
Como objetivo de esta fase está el proponer al menos una arquitectura candidata. Para ello, se han te-
nido en cuenta los requisitos de arquitectura identificados anteriormente (los indispensables y los desea-
bles). La arquitectura que se propone, así como las decisiones tomadas en esta iteración se han reflejado
en el documento anexo CUADERNO DE ARQUITECTURA (página 97). En el diagrama de contexto y el
de contenedores de este documento se da una visión a alto nivel del sistema y la tecnología propuesta, y
en la sección “Adecuación de la arquitectura a los requisitos” se describe cómo se pueden cubrir muchos
de los requisitos siguiendo esta arquitectura.
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En esta fase no se va a empezar construir el sistema, sino en la iteración E1, de Elaboración, donde
se pondrá en marcha el desarrollo de un prototipo, un esqueleto que sirva para validar la arquitectura
aquí planteada. Para la planificación propuesta anteriormente se ha tenido esto en cuenta; se ha buscado
incluir en la iteración de Elaboración un conjunto mínimo de funcionalidad que cubra los aspectos más
importantes de la arquitectura.
7.2. Fase de Elaboración - Iteración E1
El propósito de esta fase es establecer la línea base de la arquitectura del sistema y proporcionar
una base estable para el desarrollo de la siguiente fase. Cada iteración perteneciente a esta fase está
dividida en seis actividades: Planificar y gestionar iteración, Gestionar requisitos, Definir la arquitectura,
Desarrollar solución, Validar build y Tareas no programadas.
Figura 7.7: Fase de Elaboración: Actividades
7.2.1. Actividad: Planificar y gestionar iteración
Tarea: Planificar iteración
Las tareas de planificación y gestión de iteración se realizan a lo largo de todo el proceso, en cada
nueva iteración; son necesarias para tener mayor control sobre el curso del proyecto. Al comenzar esta
iteración, tal y como se planificó en la iteración de Inicio, además de las actividades del proceso, en este
caso ya se incluyen “work items” con la funcionalidad que se pretende desarrollar; en este caso:
• Registro de usuarios: En el sistema podrán registrarse personas como usuarios de la aplicación,
proveyendo una serie de datos personales que serán validados. Los dato que al menos deben
proporcionarse son: el correo electrónico y la contraseña con los que accederá, nombre y apellidos,
y el nombre de usuario que le identifica de manera única.
• Autenticación y autorización de usuarios registrados: Para acceder a la mayoría de la funcionalidad
de la aplicación será necesario que el usuario esté autorizado a ver las páginas correspondientes.
Para ello, tendrá que autenticarse primero con el email y contraseña correspondientes.
52
Universidad Politécnica de Madrid
Escuela Técnica Superior de Ingeniería de Sistemas Informáticos
Proyecto Fin de Carrera
Proceso software de una aplicación web de apoyo a la oración
• Gestión básica de motivos de oración: Un usuario autenticado podrá gestionar sus propios motivos
de oración de manera sencilla, en pocos pasos. La gestión incluye: crear nuevos motivos y visualizar,
editar, eliminar y compartir motivos existentes.
• Vista de lista de motivos: Existirá una pantalla principal de la aplicación en la que un usuario auten-
ticado podrá ir visualizando todos los motivos a los que tiene acceso; esto es: sus propios motivos,
los de grupos a los que pertenece, y los de personas o grupos públicos a los que esté suscrito.
Figura 7.8: E1 - Planificar iteración
Tarea: Gestionar iteración
Además de darle seguimiento al proyecto, otra de las responsabilidades del Jefe de Proyecto es facilitar
el desbloqueo de problemas que impidan el avance. Tras identificarse un riesgo, puede llevar a cabo
acciones para mitigarlas. Uno de los riesgos identificados en la Fase de Inicio es la falta de experiencia
del desarrollador en la tecnología sobre la que se quiere hacer un esqueleto en la Fase de Elaboración
(Angular). El Jefe de Proyecto puede en este caso llevar a cabo los pasos necesarios para que este
reciba la formación necesaria (la opción seguida en este caso), o podría haber buscado una persona con
experiencia en la tecnología para llevar a cabo el desarrollo, o de apoyo.
Figura 7.9: E1 - Riesgo gestionado
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Como parte del desarrollo se ha añadido funcionalidad auxiliar: de registro de logs y de visualización de
mensajes para el usuario; el Jefe de Proyecto da el visto bueno para incluir esta funcionalidad de la que
se hará uso en diferentes partes de la aplicación para gestionar mejor los errores. Puesto que se estaba
probando la integración con el sistema de autenticación y base de datos, también se adelantó parte de la
implementación de “Configuración de datos y preferencias”, con la inclusión del componente de perfil de
usuario.
Tarea: Evaluar resultados
Al finalizar esta iteración, se ha logrado el objetivo de completar el desarrollo de un esqueleto de la
arquitectura que sirve de base para el posterior desarrollo. Se da por bueno por lo tanto el prototipo,
pudiendo continuarse con fase de Construcción, en la que se añadirá más funcionalidad sobre esta base.
7.2.2. Actividad: Gestionar requisitos
Tarea: Identificar y describir requisitos
Uno de los objetivos de esta fase es la de tener un mejor entendimiento de los requisitos más signifi-
cativos desde el punto de vista de la arquitectura. En este punto, los elementos de trabajo (work items)
que se seleccionaron para esta iteración se describirán con un nivel de detalle suficiente para guiar el
desarrollo. Se han identificado los siguientes casos de uso:
Figura 7.10: E1 - Diagrama de casos de uso
• 1. Gestión de usuarios
• CU 1.1 Registrar nuevo usuario
• CU 1.2 Acceder a la aplicación (login)
• CU 1.3 Salir de la aplicación (logout)
• 2. Gestión de motivos de oración
• CU 2.1 Crear un nuevo motivo
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• CU 2.2 Eliminar motivo
• CU 2.3 Modificar motivo
• CU 2.4 Ver lista de motivos
Los nuevos casos de uso se han incluido en la herramienta de gestión de proyectos como tareas hijas
de los “work items” correspondientes, de manera que se podrían repartir entre diferentes miembros del
equipo, y ver el avance de cada uno.
Figura 7.11: E1 - Work items y Casos de uso
Tarea: Detallar requisitos
Una vez identificados los casos de uso, se amplían sus detalles. Para cada caso de uso se han incluido
los siguientes campos: Descripción, Actores, Precondiciones, Flujo Principal, Flujos alternativos (si los
hubiera) y Postcondiciones. Se actualizan también los términos afectados del glosario, si necesitan ser
actualizados. En el documento anexo ESPECIFICACIÓN DE CASOS DE USO (página 109), se puede
encontrar el detalle de cada uno.
Tarea: Crear casos de prueba
Para cada uno de los requisitos que se han detallado, se definen casos de prueba, que servirán para
asegurar que los requisitos son verificables y validar que el sistema cumple su cometido. Se ha utiliza-
do la herramienta Lean Testing, y en ella se han organizado los casos de prueba por caso de uso, de
manera que estén correctamente trazados. Esta trazabilidad se ha incluido también en el documento de
especificación de casos de uso anexo.
Los casos de prueba que se han diseñado pueden encontrarse en el documento anexo CASOS DE
PRUEBA (página 131).
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Figura 7.12: E1 - Diseño de casos de prueba
7.2.3. Actividad: Definir la arquitectura
Tarea: Analizar los requisitos de arquitectura
En la fase anterior se analizaron los requisitos del documento de visión y se ampliaron y mapearon a
las características de la arquitectura propuesta. De dicha lista, en esta fase solo se quieren abordar los
más que se clasificaron como indispensables:
• Plataforma: Tal y como se explica en en esta memoria y en el cuaderno de arquitectura, se desa-
rrollará un SPA mediante el framework Angular y en lenguaje Typescript, con lo que la aplicación
resultante se podrá ejecutar en el navegador. Se utilizará la librería Bootstrap como apoyo a que
tenga un aspecto responsive, y se visualice correctamente en dispositivos móviles.
• Persistencia: La aplicación anterior se apoyará en la BD en tiempo real de Firebase, con lo que
se pondrá a prueba la capacidad para almacenar y recuperar información. Se utilizará la librería
AngularFire2 en lugar de utilizar directamente la API de Firebase.
• Seguridad: Puesto que se quiere proteger el acceso a recursos a usuarios concretos autenticados,
por una parte se utilizarán las funcionalidades de registro de usuarios y autenticación de Firebase
(de nuevo a través de AngularFire2), y también será necesario configurar correctamente las reglas
de seguridad de firebase sobre la BD.
Se podrán tener en cuenta otros requisitos de arquitectura, como la accesibilidad, pero no será un
objetivo principal en esta fase.
Tarea: Desarrollar la arquitectura
A la hora de determinar la arquitectura de la aplicación Angular, se ha decidido utilizar Angular-cli.
Cuando se genera un nuevo proyecto con este cliente, se crea una aplicación que ya sigue un conjunto
de buenas prácticas en cuanto a lo que debe incluir, y a la estructura.
56
Universidad Politécnica de Madrid
Escuela Técnica Superior de Ingeniería de Sistemas Informáticos
Proyecto Fin de Carrera
Proceso software de una aplicación web de apoyo a la oración
Hay algunas decisiones más que deben tomarse, y para ello ha querido tenerse en cuenta la guía de es-
tilo oficial de Angular (https://angular.io/styleguide#!#application-structure-and-angular-modules).
Aparte de las buenas prácticas en cuanto a nomenclatura, se incluyen también pautas acerca de la es-
tructura que se han intentado poner en práctica:
• Tener un único elemento (componente, servicio, etc.) por fichero. Algo automático si se utiliza
Angular-cli.
• No tener un nivel de anidamiento de carpetas grande, siendo la estructura lo más plana posible.
• Incluir todo el código en la carpeta src y disponer de un módulo raíz AppModule (también está
preparado así en el proyecto inicial autogenerado).
• Tener separadas diferentes “features” o áreas de la aplicación en módulos independientes. Esto es
más importante conforme va creciendo la aplicación.
• Crear un módulo “compartido” SharedModule en el que incluir componentes, directivas, etc. que
van a ser reutilizados y referenciados en otros módulos. Este no debería incluir servicios.
• Crear un módulo CoreModule para incluir en él componentes de un solo uso, y así simplificar la
complejidad del módulo raíz. Este módulo sí incluiría los servicios “Singleton”, usados en toda la
aplicación (por ejemplo un servicio de log).
• Proveer los servicios desde el nivel más alto del que van a ser compartidos.
• Utilizar servicios intermediario para la comunicación con el servidor, en lugar de hacerlo directa-
mente, y así simplificar la lógica de los componentes.
Se ha actualizado el documento anexo CUADERNO DE ARQUITECTURA (página 97) con más detalles
sobre cómo se han aplicado los puntos anteriores en la arquitectura propuesta. En dicho documento
se han añadido por ejemplo un nuevo nivel, el de componentes. En los diagramas de componentes se
representa la arquitectura de la aplicación con terminología de Angular, de modo que sea fácil ver la
equivalencia entre código y modelos. En estos diagramas primero se muestra la estructura de módulos
que se ha creído conveniente utilizar, y posteriormente se han detallado los elementos que tienen algunos
de ellos: componentes, servicios, etc.
Tras finalizar la implementación en esta iteración, el propio prototipo sirve para valorar si la arquitectura
desarrollada es válida. La arquitectura seguida y propuesta podrá entonces guiar las decisiones de diseño
en la fase de Construcción.
7.2.4. Actividad: Desarrollar solución
Tarea: Diseñar la solución
Aunque la tarea de diseñar la solución será muy transparente en este proyecto, y va a estar muy ligada
a las tareas de codificación, sí se quiere incluir en este apartado algunas consideraciones acerca del
diseño de la estructura de datos.
57
Universidad Politécnica de Madrid
Escuela Técnica Superior de Ingeniería de Sistemas Informáticos
Proyecto Fin de Carrera
Proceso software de una aplicación web de apoyo a la oración
Para almacenar los datos de manera persistente, se tomó la decisión de arquitectura de que se usaría la
base de datos de tiempo real Firebase. Esta es una base de datos de tipo NoSQL y basada en documentos
JSON; al contrario que con bases de datos relacionales, no existen tablas o registros. El propio desarrollo
guiará la manera de estructurar el árbol de JSON, porque es más importante tener en cuenta la manera
en que se van a guardar y acceder a los datos. Es habitual e incluso recomendable denormalizar los
datos, existiendo duplicidad en los datos, para favorecer un acceso rápido (Estructurar la Base de Datos
en Firebase). Si se reduce el anidamiento, pueden descargarse datos sin traer a la vez información que no
es tan relevante en cierto contexto, lo cual se hace cada vez más importante conforme crece el volumen
de datos.
Una ventaja y desventaja que tienen las bases de datos NoSQL es que no tienen esquema (schema-
less) y por lo tanto son más flexibles, porque la información puede estructurarse de diferentes formas. Sin
embargo, los esquemas establecen una especie de contrato, para poder usar correctamente los datos.
Para conseguir algo similar a un esquema, se van a utilizar las reglas de Firebase (realtime database ru-
les). Estas permiten restringir el acceso para leer o escribir datos (con las reglas de tipo “.read” y “.write”),
pero también permiten imponer restricciones sobre la estructura y tipos de datos de los elementos JSON
(mediante la regla “.validate”).
Tarea: Implementar la solución
La salida de esta tarea es el código del prototipo, el cual no se incluye en la memoria del PFC. Se
describen, sin embargo, algunos de los pasos que se han llevado a cabo durante la implementación:
• Instalar y preparar el IDE: VS Code.
• Descargar e instalar nodejs (y npm).
• Con npm install se han instalado herramientas de línea de comandos (angular-cli o firebase-cli)
y librerías utilizadas (p. ej. angularfire2 y firebase).
• Crear el nuevo proyecto con angular-cli ng new nombre-proyecto. Este ya presenta un esqueleto
adecuado para iniciar el desarrollo, y está preparado para poder desplegar en un servidor local ng
serve. Cuando se despliega de este modo, se abre el navegador y se actualiza automáticamente
con los cambios que se van haciendo sobre el código.
• Cada vez que se necesita un nuevo módulo, componente, servicio, etc. de Angular, normalmente
se utilizó un comando de angular-cli, que crea de nuevo un esqueleto de los mismos. Por ejemplo,
ng g component nombre-componente.
• Subir con frecuencia los cambios a Git desde VS Code, o al repositorio remoto en Bitbucket (git
push origin master). Puesto que no existía colaboración por parte de más desarrolladores, y no
era necesario mezclar código, se ha trabajado sobre la rama principal.
• Al finalizar esta fase, se generó un tag en Git.
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• Crear el proyecto en Firebase utilizando la consola web. Más adelante, habilitar también mediante
la consola la autenticación con email y contraseña, o establecer las reglas de acceso sobre la base
de datos (firebase rules).
• Seguir los pasos de configuración de la librería AngularFire2 para poder utilizar firebase desde la
aplicación. Configurar también el proyecto para el despliegue, con firebase-cli.
• Una vez configurado, cada vez que se quiere subir una versión, simplemente es necesario ejecutar
los comandos siguientes para compilar: ng build prod y desplegar firebase deploy
Tareas: Implementar y ejecutar las pruebas de desarrollo
Estas dos tareas (implementación y ejecución) no se van a realizar como parte del PFC, si bien sí se
ha realizado una prueba de concepto de prueba unitaria sobre el proyecto en la que se muestran algunos
de los conceptos que habría que tener en cuenta.
Cuando se hace uso de Angular-cli, al crear un proyecto se incluyen también todo lo necesario para
realizar dos tipos de pruebas: end-to-end (e2e) y unitarias. Las pruebas unitarias sirven para probar una
pequeña parte del código de manera aislada, mientras que las pruebas e2e son de más alto nivel y sirven
para comprobar la correcta interación entre componentes, haciendo uso de la librería Protractor para
así ejecutarlas en un navegador. Para ambos tipos de pruebas se utiliza Jasmine como framework de
pruebas.
Cada vez que se crea con Angular-cli un nuevo componente, servicio, etc., se añade por defecto tam-
bién un esqueleto de especificación de pruebas unitarias (ficheros *.spec.ts). Mediante el comando ng
test, se ejecutan todas estas pruebas.
Figura 7.13: E1 - Ejemplo prueba unitaria Jasmine-Karma
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Con Jasmine, los casos de prueba se definen con la función it() y se agrupan en “test suites” con la
función describe(). Aunque para este proyecto no se han definido pruebas, se han dejado las autoge-
neradas por Angular-cli, pero se utilizado xdescribe() para excluirlas de la ejecución, excepto una única
que se ha dejado como prueba de concepto. En la prueba del componente ProfileComponent (perfil),
solo se comprueba que el componente se crea correctamente, no se han incluido pruebas sobre la lógica
del mismo. Puesto que depende del servicio AuthService, se crea un mock del mismo (en este caso no
se requiere simular ninguna función). Utilizar “mocks” para simular integraciones sería algo habitual que
hacer cuando el componente depende de elementos externos (base de datos, servicios), ya que así se
consigue aislar el comportamiento del objeto de prueba.
providers: [{ provide: AuthService, useClass: MockAuthService }]
...
class MockAuthService { }
En la imagen adjunta puede verse parte del informe de resultados que se muestra en el navegador tras
ejecutar las pruebas con Karma: en negro están todas las excluidas con xdescribe y en verde la prueba
de concepto, que ha finalizado con éxito.
7.2.5. Actividad: Validar build
Tarea: Implementar pruebas
Puesto que no se van a automatizar los casos de prueba que se identificaron durante la actividad
“Gestionar requisitos”, sino que van a ser pruebas manuales, y dado que no se considera necesario incluir
mucho detalle en las mismas, la implementación de las pruebas consistirá en este caso en preparar la
ejecución de pruebas (test run). En la herramienta Lean Testing se seleccionan las pruebas que se van a
ejecutar, de modo que esté todo listo para cuando la aplicación pueda probarse.
Figura 7.14: E1 - Preparar ejecución de casos de prueba
Tras la primera ejecución de pruebas (“E1 - Elaboración 1”, sobre la versión v0.1.0), como se encon-
traron y corrigieron defectos, se volvió a preparar una segunda ejecución. En este caso, no se incluyeron
todas las pruebas, sino una selección de las pruebas más importantes, a modo de regresión (mediante el
botón “Select critical & high priority test cases”) y las pruebas que fallaron y relacionadas, para comprobar
que los defectos en efecto han sido corregidos.
60
Universidad Politécnica de Madrid
Escuela Técnica Superior de Ingeniería de Sistemas Informáticos
Proyecto Fin de Carrera
Proceso software de una aplicación web de apoyo a la oración
Tarea: Ejecutar pruebas
Una vez implementada la solución correspondiente a la iteración E1, se ejecutan manualmente las
pruebas previamente preparadas, seleccionando en la herramienta para cada caso de prueba el resultado
obtenido: pasado, fallado, bloqueado o no aplicable (Passed, Failed, CNT o N/A respectivamente). Al
finalizar, tenemos un informe de resultados de la ejecución como el que se adjunta.
Figura 7.15: E1 - Resultados de las ejecuciones de pruebas
Durante la ejecución, se dan también de alta los posibles defectos encontrados, que quedan trazados
a la ejecución. Estos defectos son comunicados al desarrollador, quien los corrige y pasa a resueltos
(Resolved). Sobre la versión corregida, se lanza la segunda ejecución que se preparó de pruebas de
regresión y “bugfixing”. Como parte de la gestión de defectos, el tester los pasaría finalmente a cerrados
tras comprobar que ya no se reproducen.
En el ejemplo mostrado, se muestran dos defectos corregidos, y uno que se ha dejado pendiente de
corregir (en estado Confirmed), que no se corregirá en la iteración actual.
Figura 7.16: E1 - Gestión de defectos
7.2.6. Actividad: Tareas no programadas
Tarea: Solicitud de cambio
Tareas no programadas son aquellas que no se pueden planificar, y que pueden surgir en cualquier
momento a lo largo de la iteración. La única tarea de esta actividad en OpenUP es la de solicitud de
cambio. Ante un nuevo defecto encontrado o una propuesta de mejora, se recopila toda la información
acerca de la misma.
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En este caso, se pone un ejemplo de mejora, incorporada a la herramienta de gestión de proyectos
como un nuevo work item (en este caso, con prefijo CR - Change Request) para poder gestionarlo más
adelante. Se ha relacionado también con el caso de uso afectado, y en caso de abordarse este se modi-
ficaría para reflejar el cambio incorporado.
Figura 7.17: E1 - Petición de cambio
7.3. Fase de Construcción - Iteración C1
La construcción se centra en el diseño, implementación y pruebas de las funcionalidades, para desa-
rrollar el sistema completo basado en la arquitectura. Las iteraciones de esta fase se dividen en seis ac-
tividades: Planificar y gestionar iteración, Gestionar requisitos, Desarrollar solución, Diseñar la solución,
Validar build y Tareas no programadas.
Figura 7.18: Fase de Construcción: Actividades
7.3.1. Actividad: Planificar y gestionar iteración
Tarea: Planificar iteración
Siguiendo con la planificación inicial, para esta iteración se prevé desarrollar la siguiente funcionali-
dad, dando de alta los work items correspondientes en la herramienta de gestión de proyectos. Se han
replanificado siendo los primeros de la lista los más prioritarios.
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• Crear grupos de oración: Un usuario autenticado podrá registrar uno o varios grupos. Estos grupos
podrán ser públicos (por ejemplo iglesias y asociaciones cristianas) o privados (por ejemplo fami-
liares). Se establecerán diferentes tipos de grupos públicos para capturar diferentes tipos datos de
interés. En un grupo, un único usuario actuará como administrador del mismo (inicialmente, el que
lo da de alta). Entre los datos comunes que puede ser interesante capturar están: nombre del grupo,
idioma común o principal, dirección, contacto, página web, redes sociales...
• Gestionar lista de miembros: Un administrador podrá añadir usuarios (no otros grupos) a la lista
de miembros del grupo de manera parecida que un usuario añade invitados (introduciendo emails
o tras una búsqueda). Al usuario le aparecerá la invitación al grupo y también la posibilidad de
convertirse en miembro.
• Aceptar y rechazar invitaciones: Cuando un usuario es invitado o hecho miembro, podrá ver esta
invitación al autenticarse y podrá decidir si quiere recibir o no motivos de esa persona o grupo.
• Marcar motivos On/Off: Un usuario autenticado podrá marcar cualquiera de los motivos que visua-
liza como activo o inactivo (On/Off) para indicar que quiere o no seguir recordándolo. El estado es
particular para cada usuario, aunque sea un motivo que comparten. Por defecto, sus propios mo-
tivos y los de los grupos a los que pertenece aparecerán como activos inicialmente. En la lista de
motivos serán visualmente diferentes los motivos activos de los inactivos, utilizando la metáfora de
encendido y apagado.
• Compartir motivos: Un usuario autenticado puede compartir sus propios motivos (los que ha creado)
con uno o más grupos a los que pertenece.
• Dejar de compartir motivo: Un usuario o administrador autenticado que haya compartido un motivo
con un grupo, lista o haberlo hecho público, podrá deshacer esta operación. Esto implica que dejaría
de aparecer en listas de oración de dichos usuarios.
• Compartir motivos como administrador: Los motivos dados de alta como administrador de grupo
serán compartidos automáticamente con el resto de miembros.
• Configuración de datos y preferencias: Un usuario autenticado podrá modificar sus datos personales
(nombre, contraseña, etc.) y configurar una serie de preferencias respecto al uso de la aplicación.
• Usuarios y grupos públicos: Por defecto, los usuarios y grupos son privados. Si se hacen públicos,
algunos de sus datos (p. ej. el nombre o imagen de perfil) pasan a ser visibles por cualquier persona,
y podrán compartir motivos públicos y tener suscriptores, quienes recibirán estos motivos.
• Búsqueda de personas y grupos públicos: Un usuario o administrador de grupo autenticado podrá
buscar personas y grupos públicos registrados. Si no es miembro del grupo solo podrá ver ini-
cialmente el perfil público de personas y de grupos públicos (pueden tener información útil, como
horarios de reuniones de una iglesia, etc.)
• Motivos públicos: Si un usuario o un grupo son públicos, también se podrán compartir sus motivos
como públicos. Esto implica que pueden ser accedidos y leídos por cualquier persona, aunque solo
los reciben directamente los suscriptores.
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• Número limitado de motivos: inicialmente, se cargará y mostrará solo un subconjunto de los motivos
activos a los que tiene acceso, un número razonable de aquellos marcados como On. La lista se irá
cargando con nuevos motivos conforme se recorre. Por ejemplo, al hacer un movimiento de scroll
vertical.
• Circularidad de los motivos de oración: La aplicación hará que no existan motivos que permanezcan
siempre al final de la lista. Esto es de especial importancia puesto que el motivo principal de la
aplicación es precisamente que sirva de ayuda para recordar motivos de oración.
Tarea: Gestionar iteración
Una de las labores de gestión de la iteración es la de identificar retrasos o problemas y replanificar las
tareas si fuera necesario, de modo que pueda entregarse un incremento de valor al finalizar la iteración.
Debido a la fecha límite cercana para entregar este proyecto fin de carrera, se opta por intentar lograr un
“producto mínimo viable” de la aplicación, y se excluye del alcance parte de la funcionalidad que se había
clasificado anteriormente como menos crítica, la que se corresponde con los últimos cinco work items:
Usuarios y grupos públicos, Búsqueda de personas y grupos públicos, Motivos públicos, Número limitado
de motivos y Circularidad de los motivos de oración. De entre la funcionalidad de Configuración de datos
y preferencias, también se decide excluir de momento la posibilidad de cambio de contraseña. Se mueven
todos estos elementos al backlog de la aplicación, en la parte alta, y estos serían los primeros a abordar
si se realizara una nueva iteración de construcción.
Figura 7.19: Replanificación de tareas
Por otra parte, se optó por cambiar la idea inicial de tener una única lista de motivos de oración, y en
su lugar ofrecer también listas con los motivos de oración de cada grupo. Para mantener la posibilidad
de tener todos los motivos por los que se quiere orar (los “On”) en un solo lugar, se identificó un nuevo
caso de uso: CU 2.9 Añadir motivo de grupo a lista propia, y la necesidad de modificar el caso de uso
CU 2.5 Marcar motivo On/Off, ya que para quitar esos motivos añadidos, se haría con el botón “Off”
(descontinuar la oración). Con esta ampliación de funcionalidad se pretende permitir al usuario el añadir
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(y posteriormente quitar) motivos de cualquiera de las listas de grupos a los que pertenece a su lista de
motivos personales.
Tarea: Evaluar resultados
Al llegar al final de esta iteración, se dispone de una aplicación con funcionalidad mínima, pero que
ya puede cumplir con algunos de los objetivos principales que se establecieron inicialmente. Pueden
registrarse y autenticarse usuarios, crearse grupos, y gestionar motivos de oración, tanto a nivel personal,
como compartiéndolos en los grupos a los que se pertenece.
Por otra parte, no se pudo implementar toda la funcionalidad planificada para esta iteración, aunque las
pautas marcadas por la metodología ofrecieron ayuda en este sentido: primero, porque desde el comienzo
del proyecto se identificaron riesgos que podían afectar el alcance y los plazos, y segundo, porque al haber
priorizado la funcionalidad al comienzo de la iteración también estaba más claro qué dejar fuera en caso
de cumplirse los riesgos. Al terminar esta iteración, al diferencia que las anteriores, no sería un buen punto
en el que terminar la fase; aunque no es parte de este proyecto, de continuar no se pasaría directamente
a la Fase de Transición, sino que se realizaría al menos otra iteración de construcción.
7.3.2. Actividad: Gestionar requisitos
Tarea: Identificar y describir requisitos
A partir de los elementos de trabajo que se han planificado para esta iteración, se han identificado los
siguientes casos de uso:
• 1. Gestión de usuarios
• CU 1.4 Cambio de contraseña
• CU 1.5 Ver información personal
• CU 1.6 Modificar usuario
• 2. Gestión de motivos de oración
• CU 2.4 Ver lista de motivos (modificar)
• CU 2.5 Marcar motivo On/Off
• CU 2.6 Compartir motivo en grupo
• CU 2.7 Dejar de compartir motivo
• CU 2.8 Compartir motivo como administrador
• CU 2.9 Añadir motivo de grupo a lista propia
• 3. Gestión de grupos
• CU 3.1 Crear un nuevo grupo
• CU 3.2 Añadir usuario a lista de miembros
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Figura 7.20: C1 - Diagrama de casos de uso
• CU 3.3 Eliminar usuario de lista de miembros
• CU 3.4 Activar invitación a grupo
• CU 3.5 Desactivar invitación a grupo
• 4. Usuarios y grupos públicos y suscripciones
• CU 4.1 Buscar usuarios y grupos
• CU 4.2 Convertir usuario privado en público
• CU 4.3 Convertir grupo privado en público
Tarea: Detallar requisitos
De nuevo, en el documento anexo ESPECIFICACIÓN DE CASOS DE USO (página 109), se amplían
los detalles de cada caso de uso. No se incluyen los detalles de los casos de uso excluidos tras la
replanificación de tareas: CU 4.1, CU 4.2, CU 4.3 y las modificaciones sobre el CU 2.4 (limitar número de
motivos, y circularidad de los mismos en la lista).
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Tarea: Crear casos de prueba
A partir de los casos de uso se extraen casos de prueba, que se dan también de alta en la herramienta
de gestión de pruebas. Se actualiza el documento CASOS DE PRUEBA (página 131).
7.3.3. Actividad: Desarrollar solución
Tarea: Desarrollar la arquitectura
No se identifican cambios importantes en cuanto a la arquitectura desarrollada en la fase de Elabora-
ción. Se seguirán los principios definidos en el CUADERNO DE ARQUITECTURA. En esta iteración se
espera por ejemplo incluir un nuevo “feature module” para la funcionalidad de grupos de la aplicación,
pero este módulo tendrá características similares a los desarrollados anteriormente de este tipo.
Tarea: Diseñar e implementar la solución
Las decisiones de diseño se realizan en este proyecto como parte de la implementación, no hay un
documento intermedio para detallar el diseño, más allá de la especificación de casos de uso y el cuaderno
de arquitectura, pero se considera que este nivel de detalle es suficiente para guiar el desarrollo, y además
más mantenible.
Tareas: Implementar y ejecutar las pruebas de desarrollo
Como ya se indicó en la iteración de Elaboración, solo se incluirá en este proyecto una prueba unitaria
a modo de prueba de concepto (ver E1 - Pruebas de desarrollo).
7.3.4. Actividad: Validar build
Tarea: Implementar y ejecutar pruebas
Las tareas de implementación y ejecución de pruebas son casi idénticas a las descritas en la Fase de
Elaboración: preparar en Lean Testing el test run con la nueva selección de pruebas, ejecutarlas, notificar
defectos, corregirlos y comprobar su corrección.
La única diferencia notable es que al no tratarse de una primera iteración de desarrollo, al preparar la
build no solo se seleccionan pruebas relacionadas con el nuevo alcance, sino que se incorporan pruebas
de regresión, para comprobar que lo más importante de la iteración anterior sigue funcionando correcta-
mente.
7.3.5. Actividad: Tareas no programadas
Tarea: Solicitud de cambio
En esta iteración no se dieron de alta nuevas solicitudes de cambio para futuras iteraciones, pero como
se mencionó en la tarea “Gestionar iteración”, sí se identificó un nuevo caso de uso que se incorporó
directamente al alcance.
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7.4. Fase de Transición - Iteración T1
El propósito en esta fase es asegurarse de que el software está listo para ser entregado a los usuarios,
refinando la funcionalidad, el desempeño y la calidad total del producto. Esta fase se divide en cuatro
actividades: Planificar y gestionar iteración, Desarrollar solución, Validar build y Tareas no programadas.
Figura 7.21: Fase de Transición: Actividades
No se ha incluido ninguna iteración de esta fase en el alcance del proyecto, dándose por finalizado con
la última iteración de la fase de construcción. No obstante, se describirán brevemente algunas de sus
características.
En cuanto a planificación y gestión de la iteración, esta actividad es similar en cada fase. En este caso,
es poco probable que surjan nuevos riesgos que haya que gestionar. Se busca en esta fase lograr la
aceptación final del sistema por el usuario final en la entrega. Puede realizarse una retrospeciva final en
la que extraer lecciones aprendidas y proponer mejoras en el proceso para futuros proyectos, algo similar
a lo que se mostrará en el capítulo de Conclusiones de esta memoria.
En cuanto a tareas no programadas, como ocurría con los riesgos, es raro que surjan solicitudes de
mejora importantes en este punto del ciclo de vida, o que pudieran incluirse en esta fase en caso de surgir.
Sin embargo, sí cobra importancia el tratamiento adecuado de los defectos que se hayan ido identificando,
para sacar una versión final estable.
Las actividades de desarrollo de la solución y validación de la build son similares a las de fases ante-
riores, con la diferencia de que no debería quedar funcionalidad importante por desarrollar al comenzar
la fase de transición, y que se realizan otros tipos de pruebas, como las pruebas beta, con el objetivo que
se ha comentado anteriormente de conseguir el visto bueno final de todos los involucrados. Las pruebas
beta serían las que hacen un grupo de usuarios finales en sus entornos, dando feedback antes de liberar
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la aplicación a todos los usuarios. En estas pruebas pueden salir pequeñas mejoras de usabilidad o de
rendimiento algunas de las cuales podrían abordarse durante esta fase.
Al tratarse de un sistema nuevo y para el público en general, en este caso no aplicarían otras considera-
ciones que se suelen tratar en esta fase, como probar la aplicación junto con otros sistemas ya existentes,
migrar datos o dar formación a los usuarios.
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8 | CONCLUSIONES
Al comienzo de esta memoria se establecieron algunos objetivos, tanto para el sistema como académi-
cos, que en este capítulo se evaluarán.
En cuanto al aspecto académico, se ha logrado seguir la metodología escogida; si bien no de forma
completa, sí lo suficiente como para poder conocerla mejor y poder ponerla en práctica en sus tres prime-
ras fases. Aunque por circunstancias laborales conocía mejor metodologías ágiles como Scrum, con una
filosofía que me parece más interesante, OpenUP me aportó un marco más estructurado para trabajar de
forma individual y guiar todo el proceso de desarrollo, pero con cierta flexibilidad.
El proyecto me ha permitido también salir de mi rol habitual de tester y asumir otras funciones co-
mo analista, arquitecto, jefe de proyecto o desarrollador. Aunque en un equipo de una sola persona las
fronteras se difuminan, de nuevo gracias a la metodología pude separar ciertas tareas de manera más
ordenada. Algunas de ellas me parecieron un reto, como el definir la arquitectura, y, en general, concluiría
que son necesarias muchas personas con capacidades y conocimientos complementarios para llevar a
cabo un desarrollo de calidad, puesto que hay muchos aspectos a tener en cuenta.
Elegir el marco tecnológico probablemente fue lo que más tiempo me llevó, cambiando varias veces de
opciones. Una vez fijado, se siguió durante el resto del proyecto. He podido aprender nuevas tecnologías,
como el framework Angular, TypeScript, programación “reactiva”, bases de datos no relacionales NoSQL,
git, o incluso LaTex... Todo ello, de nuevo, me supuso un reto, puesto que en el ámbito web prácticamente
solo conocía algo de HTML, CSS y JavaScript. Aunque con limitaciones de estar más habituado a las
pruebas que al desarrollo, y de la falta de tiempo para aprender tantas tecnologías nuevas en profundidad,
sí he podido adquirir al menos un conocimiento básico de todas ellas para realizar el trabajo propuesto.
Las herramientas que se han utilizado, aparte de algunas dificultades de aprendizaje, facilitan muchas
de las tareas a realizar: desde los editores de texto y gráficos, pasando por Angular-cli, hasta el entorno
de desarrollo. Otras herramientas no eran tan necesarias, habrían sido más importantes en entornos co-
laborativos, como el repositorio de código o la herramienta de gestión de proyectos, pero el utilizarlas no
ha supuesto un gran esfuerzo adicional. Una lección aprendida para mí ha sido optar por herramientas
alojadas y gestionadas por terceros, tras haber dedicado inicialmente tiempo en instalar y configurar he-
rramientas que luego se descartaron, como TestLink para pruebas o Redmine para la gestión del proyecto.
Aunque se puede perder control o personalización sobre las mismas, se evita dicho esfuerzo inicial, y el
posterior de mantenimiento.
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En cuanto al objetivo de obtener un producto software final de calidad, se han intentado tener en cuenta
algunos aspectos no funcionales, como seguir buenas prácticas en la organización del código para un
mejor mantenimiento del mismo, simplificar lo posible la interfaz para una mejor usabilidad, intentando
también incluir textos alternativos a las imágenes y contenido semánticamente correcto por motivos de
accesibilidad, pero no se ha profundizado mucho más en estos aspectos, ni se han realizado pruebas
que verifiquen un buen comportamiento en estos u otros puntos importantes como la seguridad o el
rendimiento de la aplicación.
Pasando a los objetivos del sistema, se ha conseguido implementar una aplicación de página única que
puede visualizarse bien en dispositivos móviles. Como se propuso inicialmente, en la aplicación pueden
registrarse personas y grupos, cada usuario puede gestionar motivos de oración de manera sencilla o sus
datos y preferencias personales, y se pueden compartir motivos en los grupos a los que se pertenece. Sí
se ha excluido del alcance del proyecto el que una persona o grupo pueda tener perfil público y compartir
motivos con cualquier persona que quiera suscribirse a los mismos.
En cuanto a aspectos de privacidad, está la que proporciona Firebase en la comunicación HTTPS y en
la autenticación mediante email y contraseña, y se han establecido las reglas necesarias para controlar
el acceso a los datos. Del resto de objetivos que se valoraban como deseables, no se han llegado a
implementar, aunque la elección de la tecnología es adecuada para funcionalidad offline, por ejemplo.
A modo de resumen, este Proyecto Fin de Carrera me ha supuesto un gran esfuerzo personal, pero
también me ha permitido aprender mucho por el camino, que confío me podrá seguir siendo útil en el
futuro en el ámbito profesional. Por otra parte, el resultado de este trabajo es una aplicación en progreso;
espero poder darle continuidad y que me pueda ser útil a mí o a otros en el ámbito cotidiano.
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9 | FUTURAS LÍNEAS DE TRABAJO
Enlazando con las conclusiones anteriores, la aplicación resultante todavía está en progreso. Para
empezar, no se llegó a cumplir con toda la funcionalidad que se había fijado inicialmente. Este sería quizá
el camino más obvio por el que continuar.
En cuanto a funcionalidad, en el documento de Visión se muestra el panorama global de la aplica-
ción; las características que ahí se enumeran pero que aún no han sido desarrolladas se encuentran
en el backlog de la aplicación. Del mismo modo que se mostró en esta memoria, podrían continuarse
más iteraciones de la Fase de Construcción: priorizando y planificando la funcionalidad para la iteración,
especificando y detallando los casos de uso, implementando, probando, etc.
Figura 9.1: Backlog final
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Además de toda la funcionalidad que podría acabar implementándose o no, el siguiente paso natural
siguiendo la metodología escogida sería el de hacer una o varias iteraciones de la Fase de Transición, en
las que preparar el producto para el usuario final.
También se indicó en la memoria que no se incluían pruebas unitarias, lo que generaba deuda. Estas
se podrían añadir para que al seguir realizando cambios se tengan ciertas garantías de que no ha dejado
de funcionar nada. Del mismo modo, con la librería Protractor, o con Selenium, podrían automatizarse
pruebas “end to end”, flujos importantes en la aplicación.
Como complemento, puede ponerse énfasis en la calidad de la aplicación, y dedicar un mayor esfuerzo
a los aspectos no funcionales que se mencionaron en las conclusiones. Como parte de la validación de
la build pueden añadirse, por ejemplo, pruebas de rendimiento, de accesibilidad web, de usabilidad...
Por último, con vistas a tener una aplicación en producción, sería necesario considerar aspectos legales
(p. ej. LOPD) y de seguridad y privacidad de los datos, añadir páginas de ayuda, contenido relacionado
de interés o información de contacto. Podría estudiarse también la posibilidad de ampliar idiomas, tenien-
do en cuenta características de localización e internacionalización, integrarse de algún modo con redes
sociales generalistas, pueden aplicarse técnicas para mejorar el posicionamiento SEO (Search Engine
Optimization). En definitiva, las posibilidades de evolución y mejora son innumerables.
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Glosario 
Nombre  proyecto  PrayOn  Fecha  18/04/2017 
Código  documento  REQ_GLOSARIO  Versión  1.1 
 
Descripción 
En este documento se muestran las definiciones de términos clave del proyecto,                       
proporcionando una terminología común. Un glosario compartido ayuda a prevenir malos                     
entendidos y permite que los nuevos miembros del equipo sean más productivos. Estos                         
términos  se  han  ordenado  de  forma  alfabética  para  facilitar  la  búsqueda  y  visualización. 
Definiciones 
Término  Definición 
Administrador de   
grupo 
Miembro de grupo con privilegios especiales para crear motivos en                   
nombre del grupo, añadir y quitar miembros, cambiar datos y opciones                     
de configuración. A veces se hará referencia a este rol simplemente                     
como  administrador. 
Anfitrión  Usuario que añade a otros usuarios (no a otros grupos) a su lista de                           
invitados,  porque  tiene  intención  de  compartir  motivos  con  ellos. 
Grupo  Un grupo es un conjunto de usuarios miembros y espacio en el que                         
compartir motivos de oración entre sí. Cada motivo que se comparte                     
con un grupo al que se pertenece puede ser leído por cualquiera de los                           
usuarios del grupo. Tendrá un solo administrador, encargado de                 
gestionarlo (y opcionalmente un miembro que podrá cambiar en                 
cualquier momento de administrador). No podrán pertenecer al grupo                 
otros  grupos,  solo  personas. 
Grupo  privado  Será un grupo que no aparecerá en las búsquedas de grupos. No podrá                         
tener suscriptores. Está pensado para pequeños grupos (familias,               
amigos  cercanos)  y  tendrá  un  límite  de  miembros  (p.ej.  20  miembros) 
Grupo  público  Será un grupo que sí podrá encontrarse en la búsqueda de grupos y                         
que siempre admitirá suscriptores. Está pensado para iglesias y otras                   
asociaciones  y  organismos  públicos. 
Invitado  Usuario que ha sido añadido a una lista de invitados por un usuario                         
anfitrión, o que ha sido añadido como miembro por un administrador de                       
grupo. Un invitado tendrá la opción de recibir o no los motivos de                         
oración  que  un  anfitrión  o  grupo  quiere  compartir  con  él. 
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Lista  de  invitados  Un usuario anfitrión podrá confeccionar su lista de personas cercanas                   
con las que en ocasiones quiera compartir motivos. A diferencia de la                       
comunicación entre miembros, se trata de un mecanismo unidireccional:                 
un usuario puede compartir motivos con sus invitados, pero no recibirá                     
sus motivos; de igual modo podrá recibir motivos de anfitriones, pero no                       
podrá enviarles los propios. Para componer esta lista podrán añadirse                   
correos electrónicos a la lista o buscarse usuarios registrados y                   
añadirlos. Esta lista estará limitada a un número máximo de invitados (p.                       
ej.  50  invitados). 
Lista de   
miembros 
Un administrador podrá confeccionar la lista de miembros de un grupo.                     
Para componer esta lista podrán añadirse correos electrónicos a la lista                     
o buscarse usuarios registrados y añadirlos. Esta lista estará limitada a                     
un  número  máximo  de  miembros  (p.  ej.  150  miembros). 
Miembro  Usuario que forma parte de un grupo. Desde el punto de vista del                         
grupo, será miembro si el administrador le añade a la lista de miembros.                         
Desde la perspectiva del usuario, en el momento de ser añadido a una                         
lista de miembros podrá recibir los motivos del grupo (como invitado),                     
pero no podrá compartir sus propios motivos con el grupo hasta que no                         
se una al grupo. Un usuario podrá unirse a un número limitado de                         
grupos  a  los  que  ha  sido  agregado  (p.  ej.  5  grupos). 
Moderador de   
zona 
Será un rol en el que se delegará la responsabilidad de tomar acciones                         
ante incidencias de los usuarios. Si un usuario notifica que se está                       
produciendo un abuso público de las condiciones de uso, por ejemplo,                     
puede intervenir bloqueando temporalmente la actividad del grupo o                 
usuario que ha cometido el abuso o, en el caso de los grupos, también                           
podrá  efectuar  el  cambio  de  administrador  a  otro  de  sus  miembros. 
Motivo de   
oración 
Unidad fundamental de la aplicación y lo que se pretende gestionar. Es                       
principalmente un texto que comprende algo concreto sobre lo que se                     
quiere hablar personalmente con Dios (adoración, confesión de pecado,                 
muestra de gratitud, peticiones) y que se puede querer además                   
compartir con otros cristianos para que también lo tengan en cuenta en                       
sus oraciones. Un motivo de oración tiene un autor que lo crea y puede                           
gestionar. 
Motivo  público  Los motivos de oración son generalmente de carácter privado y será                     
autor el que decida con quién compartirlo y por lo tanto tendrá un cierto                           
control sobre quién puede leerlo. Si lo comparte de manera pública, sin                       
embargo, podrán leerlo todos sus invitados, pero también cualquier                 
suscriptor, que por definición son anónimos, con lo que se trataría de                       
motivo  público. 
Motivo  prioritario  Estado especial que el usuario da a un motivo por el que tiene especial                           
interés de forma que aparece siempre en la parte alta de la lista de                           
oración. 
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Orar  Hacer oración a Dios, vocal o mentalmente; hablar con Dios. El objetivo                       
de  la  aplicación  es  el  de  apoyar  la  oración,  no  sustituirla. 
Propietario del   
sistema 
Persona u organismo propietario y gestor del sistema resultante. Se                   
encargará del mantenimiento, y se le debería proporcionar datos                 
estadísticos útiles del uso de la aplicación para facilitar la toma de                       
decisiones  futuras. 
Stakeholder  Parte interesada. Persona o entidad afectada o interesada por las                   
actividades del proyecto y/o la aplicación resultante y que puede                   
participar  y  aportar  en  su  definición  y  progreso. 
Suscriptor  Un usuario o grupo público puede convertirse por iniciativa propia en                     
suscriptor anónimo de un grupo público o de una persona que haya                       
habilitado la opción de permitir suscriptores. Para ello buscará a la                     
persona o grupo y decidirá suscribirse. Recibirá solo los motivos                   
públicos. 
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Visión 
Nombre  proyecto  PrayOn  Fecha  13/04/2017 
Código  documento  REQ_VISION  Versión  1.1 
 
Descripción 
La visión del proyecto captura la solución técnica, describiendo las necesidades y restricciones                         
a alto nivel proporcionadas por los involucrados; aporta un resumen de la razón de ser,                             
trasfondo y contexto de los requisitos que se detallarán más adelante; sirve como introducción                           
para comunicar los "qué" y "por qué" del proyecto, y de punto de referencia sobre el que                                 
contrastar  y  validar  las  decisiones  futuras. 
 
La visión permitirá alinear a los diferentes miembros del equipo detrás de una misma idea,                             
dándoles suficiente contexto para la toma de decisiones en el área de requisitos. El equipo                             
entero  debería  tener  acceso  a  este  documento. 
Introducción 
Con el lema "Soli Deo Gloria" (solo a Dios la gloria) se sintetizó durante la Reforma                               
Protestante un conjunto de creencias basadas en la Biblia que reconocen el origen y el                             
propósito de todas las cosas en Dios. Es objetivo esencial de un cristiano igualmente el dar                               
gloria a Dios en todo: "Si, pues, coméis o bebéis, o hacéis otra cosa, hacedlo todo para la                                   
gloria  de  Dios."  (1ª  Corintios  2:31). 
 
Con esa finalidad última en mente, es objetivo de este proyecto el hacer uso de la tecnología                                 
para facilitar un deber y privilegio de los creyentes cristianos: orar. El diccionario de lengua de                               
la Real Academia Española define orar, en su primera acepción, como "Hacer oración a Dios,                             
vocal o mentalmente". No se busca, sin embargo, desarrollar una alternativa a esta                         
comunicación directa con Dios, sino una herramienta que sirva para recordar temas de los                           
que hablar con Dios, lo que llamamos motivos de oración. Estos motivos de oración también                             
podrán ser compartidos con otras personas para que los puedan tener presentes en sus                           
oraciones. A su vez, podrá servir de fortalecimiento de la fe de otros creyentes el conocer                               
cómo  Dios  contesta  no  solamente  sus  oraciones,  sino  también  las  de  otros  hermanos  en  la  fe. 
 
Se pretende, por lo tanto, desarrollar una aplicación web móvil de interfaz sencilla para ese                             
fin. Se apunta a web móvil porque debe estar pensado para una visualización correcta en                             
dispositivos móviles, aunque inicialmente no se haga el desarrollo de aplicaciones específicas                       
para este tipo de dispositivos. Si bien la aplicación resultante no deja de ser un medio                               
tecnológico que puede usarse para diferentes fines, se pretende que tenga una clara                         
orientación solo a motivos de oración y, por lo tanto, se tendrán en cuenta en la medida de lo                                     
posible  criterios  teológicos  bíblicos  que  puedan  apoyar  decisiones  de  diseño. 
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Exposición  del  problema 
 
El  problema 
consiste  en 
Poder gestionar fácilmente y de una manera centralizada los motivos                   
de oración. Se entiende por gestionar en este caso el poder anotar un                         
motivo de oración para posteriormente recordarlo, planificarlo si se                 
quiere recordar con una cierta frecuencia, editarlo, compartirlo con                 
otras  personas... 
Afecta  a  Cristianos que quieran recordar en cualquier momento sus motivos de                   
oración  y/o  compartirlos  con  otras  personas. 
El  impacto  del 
problema  es 
Olvidar temas cuando se ora, desconocer motivos importantes de                 
otras personas cercanas y organismos de interés (sobre todo si hay                     
una distancia física) y viceversa, no contar con la oración de estas                       
personas  por  olvido  o  desconocimiento. 
Una  solución 
adecuada  debería 
Conseguir una buena experiencia de usuario; esto es, que el usuario                     
final obtenga valor, que la solución sea valiosa. Esta cualidad puede                     
descomponerse en varios factores (modelo en panal de UX de Peter                     
Morville): 
 
● Útil: que la funcionalidad cubra adecuadamente las principales               
necesidades de gestión de motivos de oración, facilitando que                 
cualquier persona pueda orar por aquello que querría sin                 
distracciones; permitiendo compartir motivos de manera           
controlada. 
● Usable: sobre todo en términos de facilidad de uso, que sea                     
sencillo  e  intuitivo. 
● Deseable: estética agradable, no recargada de objetos ni de                 
funcionalidad.  No  debe  tener  un  comportamiento  lento. 
● Localizable: los usuarios pueden encontrar lo que buscan               
fácilmente. 
● Accesible: las personas tienen acceso a la funcionalidad con                 
independencia  de  sus  discapacidades. 
● Creíble: transparencia, política clara de privacidad, estética             
profesional, que aporte confianza en el buen tratamiento de la                   
información (particularmente sensible) porque esté bien           
securizada. 
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Descripción  de  los  stakeholders 
Lista  de  involucrados 
Nombre  Descripción  Responsabilidades 
Cliente  1  Interesado en el desarrollo       
de la solución, perspectiva       
de  promotor  de  la  idea 
Participación activa en el seguimiento del           
proyecto y sobre todo en la recogida de               
requisitos iniciales para establecer criterios         
comunes y priorizarlos. También partícipe         
en la toma de algunas decisiones menos             
técnicas, peticiones de cambio y mejoras.           
Dar  por  válida  la  solución  implementada. 
Usuario  final  1  Perspectiva de un usuario       
final 
Aportar visión del problema y la solución             
desde el punto de vista de un usuario final                 
de la aplicación. Posibilidad de aportar           
peticiones  de  cambio  y  mejoras. 
 
Entorno  del  usuario 
Un usuario final accederá a la aplicación por medio de un navegador web desde cualquier                             
plataforma que disponga de dicha herramienta. Como las plataformas también pueden ser                       
móviles, el contenido de la aplicación debe estar adaptado para diferentes tamaños y                         
resoluciones  de  pantalla. 
 
Por lo tanto, la funcionalidad básica debe de poder realizarse correctamente con los                         
navegadores más usados (web: Google Chrome, Internet Explorer/Edge, Mozilla Firefox;                   
móvil: Android Browser, Chrome, iPhone, Opera) y con diferentes resoluciones. De este modo                         
se garantiza que un usuario pueda acceder a la aplicación desde cualquier lugar con                           
conexión. 
 
En principio no se plantea la integración con otros sistemas, aunque podrá valorarse más                           
adelante. Tampoco se realizará un desarrollo de aplicaciones específico para ninguna                     
plataforma móvil, aunque podría ser una característica deseable futura, puesto que se                       
mejoraría  la  experiencia  de  usuario  en  estos  dispositivos. 
 
 
 
 
Universidad Politécnica de Madrid
Escuela Técnica Superior de Ingeniería de Sistemas Informáticos
Proyecto Fin de Carrera
Proceso software de una aplicación web de apoyo a la oración
83
Visión  general  del  producto 
Necesidades  y  características 
(Prioridad:     Alta    Media    Baja)⇑ ↑ ↓  
Necesidad  Características  (Features) 
Control sobre qué ⇑      
información puede ver     
cada  persona. 
Registro de usuarios : En el sistema podrán registrarse ⇑                
personas como usuarios de la aplicación, proveyendo una serie                 
de datos personales que serán validados. Los dato que al menos                     
deben proporcionarse son: el correo electrónico y la contraseña                 
con los que accederá, nombre y apellidos, y el nombre de usuario                       
que  le  identifica  de  manera  única. 
Autenticación y autorización de usuarios registrados : ⇑            
Para acceder a la mayoría de la funcionalidad de la aplicación                     
será necesario que el usuario esté autorizado a ver las páginas                     
correspondientes. Para ello, tendrá que autenticarse primero con               
el  email  y  contraseña  correspondientes. 
 Login social : Una característica opcional a valorar es el login↓                    
social, permitiendo al usuario registrarse y loguearse por medio de                   
usuario/contraseña de redes sociales a las que ya pertenece                 
(Facebook,  Google,  Twitter…). 
Pueden crearse, ⇑    
editarse y eliminarse     
motivos de oración de       
manera  sencilla. 
Gestión básica de motivos de oración : Un usuario ⇑                
autenticado podrá gestionar sus propios motivos de oración de                 
manera sencilla, en pocos pasos. La gestión incluye: crear nuevos                   
motivos y visualizar, editar, eliminar y compartir motivos               
existentes. 
Los usuarios podrán ⇑      
compartir motivos entre     
sí  en  grupos. 
Compartir motivos : Un usuario autenticado puede compartir ⇑              
sus propios motivos (los que ha creado) con uno o más grupos a                         
los  que  pertenece.  
Compartir motivos como administrador de grupo : Los ⇑              
motivos dados de alta como administrador de grupo serán                 
compartidos  automáticamente  con  el  resto  de  miembros. 
Los usuarios y grupos ⇑        
públicos podrán hacer     
públicos algunos de sus       
motivos. 
Motivos públicos : Si un usuario o un grupo son públicos, ⇑                    
también se podrán compartir sus motivos como públicos. Esto                 
implica que pueden ser accedidos y leídos por cualquier persona,                   
aunque  solo  los  reciben  directamente  los  suscriptores. 
 Se podrá compartir un↓        
motivo con una o varias         
listas  de  personas. 
 Compartir con listas de personas : Si se implementa la↓                  
gestión de listas de personas, también podrá compartirse un                 
motivo con una o varias de estas listas. A diferencia de los grupos,                         
esta  comunicación  será  unidireccional. 
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Se podrá dejar de ⇑        
compartir un motivo con       
un  colectivo 
Dejar de compartir motivo : Un usuario o administrador ⇑                
autenticado que haya compartido un motivo con un grupo, lista o                     
haberlo hecho público, podrá deshacer esta operación. Esto               
implica que dejaría de aparecer en listas de oración de dichos                     
usuarios. 
Ver un listado con los ⇑          
motivos  de  oración. 
Vista de lista de motivos : Existirá una pantalla principal de la ⇑                      
aplicación en la que un usuario autenticado podrá ir visualizando                   
todos los motivos a los que tiene acceso; esto es: sus propios                       
motivos, los de grupos a los que pertenece, y los de personas o                         
grupos  públicos  a  los  que  esté  suscrito. 
 Habrá motivos de↑      
oración que con el       
tiempo no quieran     
continuarse y por lo       
tanto no quieran     
visualizarse. 
 Marcar motivos  On / Off : Un usuario autenticado podrá marcar↑                
cualquiera de los motivos que visualiza como activo o inactivo                   
( On / Off ) para indicar que quiere o no seguir recordándolo. El                   
estado es particular para cada usuario, aunque sea un motivo que                     
comparten. Por defecto, sus propios motivos y los de los grupos a                       
los que pertenece aparecerán como activos inicialmente. En la                 
lista de motivos serán visualmente diferentes los motivos activos                 
de  los  inactivos,  utilizando  la  metáfora  de  encendido  y  apagado. 
 Habrá motivos que↓      
serán importantes y se       
quieran tener más     
presentes en ciertos     
momentos. 
 Marcar motivos como prioritarios : Un usuario autenticado↓              
podrá marcar cualquiera de los motivos que visualiza como                 
prioritario para que se mantengan en un lugar fijo de la lista (por                         
ejemplo en la parte alta de la lista) y no cambien de posición                         
aunque  existan  motivos  más  recientes. 
 Organización de↑    
motivos en el listado: es         
importante que,   
independientemente de   
si un usuario usa con         
frecuencia o no la       
aplicación, se le muestre       
un número razonable de       
motivos y que no haya         
motivos que queden     
siempre en una posición       
tan baja de la lista que           
puedan llegar a     
olvidarse. 
 Número limitado de motivos : inicialmente, se cargará y↑                
mostrará solo un subconjunto de los motivos activos a los que                     
tiene acceso, un número razonable de aquellos marcados como                 
On . La lista se irá cargando con nuevos motivos conforme se                     
recorre;  por  ejemplo,  al  hacer  un  movimiento  de  scroll  vertical. 
 Circularidad de los motivos de oración : La aplicación hará↑                  
que no existan motivos que permanezcan siempre al final de la                     
lista. Esto es de especial importancia puesto que el motivo                   
principal de la aplicación es precisamente que sirva de ayuda para                     
recordar  motivos  de  oración. 
 Filtrado de motivos : Podrá filtrarse rápidamente con↓              
diferentes criterios, como estado ( On / Off /ambos), búsqueda de             
texto  libre,  grupo/persona  del  que  se  es  miembro/suscriptor... 
 Se podrán ver los↓        
motivos de forma     
individual, con menos     
distracciones. 
 Vista simple de motivos : Se podrá pasar de la vista con el↓                        
listado de motivos a una vista simple en la que solo se muestre en                           
pantalla un único motivo y se pueda navegar al anterior y al                       
siguiente de la lista (idealmente al deslizar el dedo, si es pantalla                       
táctil ­ p. ej. dispositivo móvil). Se podrá regresar a la vista de lista                           
en  cualquier  momento. 
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 Hay motivos de↑      
oración que quieren     
continuarse a largo plazo       
pero que no quieren       
visualizarse todos los     
días, sino con cierta       
frecuencia. 
 Programar motivos : Un usuario autenticado podrá programar↑              
la aparición de motivos en la lista, siendo posibles varias opciones                     
de programación. Estos motivos podrían o no ser visibles en la                     
lista de motivos al crearse. La programación podría fijarla o no el                       
autor,  pero  cada  usuario  siempre  podrá  darle  la  suya  propia. 
 Ruedas de motivos : Una posible mejora sobre la↓                
programación de motivos es la de relacionar motivos configurando                 
ruedas de motivos, o listas circulares. En la vista de listado                     
siempre aparecería uno solo de los motivos de cada rueda y se                       
pasaría al siguiente motivo de esta de la rueda o bien                     
automáticamente con la frecuencia que se programó (se actualiza                 
la  fecha  de  modificación),  o  bien  manualmente. 
 Añadir información↑    
suplementaria a los     
motivos. 
 El autor puede añadir comentarios follow­up : Un usuario↑                
autenticado podrá añadir comentarios adicionales a un motivo               
propio (por ejemplo para dar seguimiento al motivo) que serán                   
visibles  por  todos  los  receptores. 
 Notas sobre motivos de otros usuarios : podría ser útil que↓                    
cualquier usuario añadiera sus propias comentarios o notas, para                 
sí  mismo,  o  el  administrador,  para  todo  el  grupo. 
 Podrá existir una↓      
pequeña comunicación   
con el autor del motivo,         
aceptándose 
comentarios privados de     
usuarios que reciban los       
motivos, pero evitándose     
una funcionalidad de     
chat. 
 Añadir comentarios en respuesta : Si el autor lo permite, un↓                    
usuario que tenga acceso al motivo podrá contestar en privado al                     
motivo (por ejemplo, para dar apoyo a la persona). El que todos lo                         
motivos de una persona por defecto admitan o no comentarios                   
privados será una opción de configuración, pero además podrá                 
cambiarse para cada motivo. Estos mensajes podrán a su vez                   
tener una única contestación del autor, pero para evitar convertir                   
este medio en espacio para una conversación o chat, no podrían                     
continuarse  contestaciones  sobre  el  comentario  inicial. 
 Un usuario o grupo↑        
podrá hacerse público,     
con lo que podrá       
compartir motivos como     
públicos. 
 Usuarios y grupos públicos : Por defecto, los usuarios y↑                  
grupos son privados. Si se hacen públicos, algunos de sus datos                     
(p. ej. el nombre o imagen de perfil) pasan a ser visibles por                         
cualquier persona, y podrán compartir motivos públicos y tener                 
suscriptores,  quienes  recibirán  estos  motivos. 
 Un usuario podrá↑      
cambiar sus datos y       
configurar sus   
preferencias. 
 Configuración de datos y preferencias del usuario : Un↑                
usuario autenticado podrá modificar sus datos personales             
(nombre de usuario, contraseña, email, etc.) y configurar una                 
serie  de  preferencias  respecto  al  uso  de  la  aplicación. 
 Configurar opción On/Off por defecto : Entre las opciones de↓                  
configuración posibles podrá marcarse, para cada grupo al que se                   
pertenezca como miembro o a cada persona o grupo al que se                       
esté suscrito, si por defecto los motivos aparecerán activos o                   
inactivos  (On/Off) 
Podrán registrarse ⇑    
grupos  de  oración. 
Crear grupos de oración : Un usuario autenticado podrá ⇑                
registrar uno o varios grupos. Estos grupos podrán ser públicos                   
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(por ejemplo iglesias y asociaciones cristianas) o privados (por                 
ejemplo familiares). Se establecerán diferentes tipos de grupos               
públicos para capturar diferentes tipos datos de interés. En un                   
grupo, un único usuario actuará como administrador del mismo                 
(inicialmente, el que lo da de alta). Entre los datos comunes que                       
puede ser interesante capturar están: nombre del grupo, idioma                 
común o principal, dirección, contacto, página web, redes               
sociales... 
 Un administrador de↑      
grupo podrá realizar     
tareas de gestión de       
motivos similares a las       
de un usuario y además         
actuar como moderador     
del  grupo. 
 Gestión de motivos como administrador de grupo : Un↑                
administrador de grupo autenticado podrá gestionar motivos de               
oración dentro del grupo. La gestión incluye: crear un motivo                   
nuevo cuyo autor sería el grupo, visualizar, editar, eliminar y                   
compartir  cualquiera  de  estos  motivos. 
 Excluir motivos del grupo : El administrador podrá además↑                
quitar motivos de oración que han sido compartidos por miembros                   
del grupo, a su discreción, indicándose a la vez al miembro que lo                         
compartió  la  causa  por  la  que  se  quitó. 
 Configuración de↑    
datos y preferencias de       
un  grupo 
 Configurar los datos del grupo : Un administrador de grupo↑                  
autenticado podrá modificar los datos específicos del grupo               
(nombre,  características...)  y  configurar  una  serie  de  preferencias. 
 Cambio de administrador : Un administrador podrá delegar su↓                
función a otro miembro del grupo. Si este confirma la petición de                       
cambio,  pasará  a  ser  el  nuevo  administrador. 
 Miembro con derecho a cambiar de administrador : El↓                
propio administrador puede otorgarle derechos a otro miembro               
para que este pueda cambiar de administrador. De este modo se                     
facilita un mecanismo para sustituirle sin pasar por el moderador                   
de  zona. 
Podrán buscarse ⇑    
fácilmente los perfiles de       
usuarios y grupos     
públicos. 
Búsqueda de personas y grupos públicos : Un usuario o ⇑                  
administrador de grupo autenticado podrá buscar personas y               
grupos públicos registrados. Si no es miembro del grupo solo                   
podrá ver inicialmente el perfil público de personas y de grupos                     
públicos (pueden tener información útil, como horarios de               
reuniones  de  una  iglesia,  etc.) 
Los usuarios y grupos ⇑        
podrán suscribirse a     
personas y grupos de       
forma  anónima. 
Suscripciones : Un usuario autenticado podrá, tras realizar ⇑              
una búsqueda, suscribirse al grupo público o a una persona (si                     
esta última ha habilitado la opción de permitir suscriptores). Las                   
suscripciones son anónimas, la persona que comparte motivos de                 
manera pública no sabrá quiénes ni cuántos son sus suscriptores.                   
Un administrador podrá del mismo modo añadir el grupo que                   
gestiona  como  suscriptor  de  una  persona  o  grupo  público. 
 Los usuarios podrán↑      
añadir usuarios a sus       
listas  de  invitados. 
 Gestionar lista de invitados : Un usuario autenticado podrá↑                
añadir otros usuarios (no grupos) a su lista de invitados. Al hacer                       
esto, les aparecerá a estas personas la invitación y pueden decidir                     
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recibir o no motivos los motivos que el usuario comparta después                     
con ellos. Se podrán añadir invitados de dos maneras: añadiendo                   
emails conocidos, o buscando usuarios ya registrados y               
añadiendoles.  También  podrán  quitarse  usuarios  de  la  lista. 
Los administradores ⇑    
podrán añadir usuarios a       
sus  listas  de  miembros. 
Gestionar lista de miembros : Un administrador podrá añadir ⇑                
usuarios (no otros grupos) a la lista de miembros del grupo de                       
manera parecida que un usuario añade invitados (introduciendo               
emails o tras una búsqueda). Al usuario le aparecerá la invitación                     
al  grupo  y  también  la  posibilidad  de  convertirse  en  miembro. 
 Un usuario podrá↓      
clasificar invitados para     
poder compartir con     
diferentes conjuntos de     
personas  por  separado. 
 Clasificación de invitados : Se podrán añadir etiquetas o↓                
configurar listas de invitados para clasificarlos. Estos conjuntos de                 
invitados  podrán  seleccionarse  al  compartir. 
Un usuario podrá ⇑      
decidir si quiere recibir o         
no motivos de personas       
y grupos que lo han         
invitado. 
Aceptar y rechazar invitaciones : Cuando un usuario es ⇑                
invitado o hecho miembro, podrá ver esta invitación al                 
autenticarse y podrá decidir si quiere recibir o no motivos de esa                       
persona o grupo. La invitación del anfitrión estará inicialmente                 
activa,  con  lo  que  si  no  lo  desactiva  recibirá  sus  motivos. 
Un usuario podrá ⇑      
escoger a qué grupos de         
entre los que ha sido         
agregado quiere   
pertenecer. 
Unirse o no a un grupo : Cuando un administrador de grupo ⇑                      
(público o privado) añade un nuevo miembro, a este se le invita a                         
unirse. Puesto que puede tener varias solicitudes y un máximo de                     
grupos al que pertenecer, podrá unirse o abandonar cualquiera de                   
los  grupos  respetando  este  límite. 
 Un administrador de↓      
grupo podrá gestionar     
avisos y noticias, para       
intentar que no se utilice         
la funcionalidad de     
motivos de oración como       
tablón  de  anuncios. 
 Avisos y noticias : Un administrador de grupo autenticado↓                
podrá dar de alta avisos y noticias visibles para los miembros del                       
grupo (y para los suscriptores opcionalmente también), que               
pueden ser de utilidad por ejemplo para anunciar eventos,                 
direcciones de interés. Estos avisos no se visualizarán mezclados                 
con los motivos, sino en una sección aparte que podría                   
asemejarse  a  un  blog,  p.  ej.  organizado  por  meses. 
 Cuando un usuario↓      
entra en la aplicación se         
le mostrarán las últimas       
notificaciones. 
 Notificaciones : Se mostrarán avisos al usuario al entrar en la↓                    
aplicación de cambios que se han producido desde la última vez                     
que accedió: invitaciones, posibilidad de hacerse miembro de un                 
grupo, los que dan de alta administradores de grupos a los que se                         
pertenece,  etc. 
 Los miembros podrán↑      
comunicarse por medio     
de la aplicación con el         
administrador  del  grupo. 
 Comunicación con administrador de grupo : Un miembro↑              
autenticado tendrá la posibilidad de mandarle un mensaje privado                 
al administrador del grupo. Por ejemplo, puede querer pedirle que                   
añada a un invitado, pedirle que dé de alta un aviso o noticia en el                             
grupo,  notificar  un  abuso,  etc. 
 Los usuarios podrán↓      
comunicarse por medio     
 Comunicación con moderador de zona : Un usuario↓              
autenticado tendrá la posibilidad de mandarle un mensaje al                 
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de la aplicación con un         
moderador de zona     
cuando exista algún     
conflicto en torno a la         
actividad externa o     
pública de una persona       
o grupo: perfil, motivos       
compartidos. 
moderador de zona que se le ha asignado. Este moderador                   
contará con privilegios especiales de administración: podrá             
paralizar la actividad de ciertos grupos o usuarios (se indicará esta                     
circunstancia en el perfil público) y efectuar un cambio de                   
administrador a otro de los miembros del grupo. Estos cambios                   
que realiza el moderador deben estar en consonancia con la                   
política pública del sitio y justificarse y avisarse adecuadamente en                   
cada caso. (Para la actividad interna de un grupo ya existe la                       
figura  del  administrador  de  grupo.) 
 Podrán escribirse↓    
cartas de oración     
aprovechando motivos   
del  listado. 
 Componer cartas de oración : Un usuario autenticado podrá↓                
compartir un conjunto de motivos en forma de carta de oración                     
(email). Para ello se permitirá que seleccione varios de sus                   
propios motivos y que pueda editar el contenido final añadiendo                   
texto  y  destinatarios. 
 Existirá una↓    
comunicación por email,     
por ejemplo para que       
usuarios aún no     
registrados puedan   
también  recibir  motivos. 
 Envío de correos electrónicos : Se enviarán emails para un↓                  
conjunto de las acciones que se realizan en la aplicación, por                     
ejemplo para mandar motivos a usuarios no registrados añadidos                 
por  administradores  de  grupo. 
 Un usuario podría↓      
querer configurar la     
aplicación para que le       
envíe con cierta     
periodicidad un correo     
con un número de los         
motivos que ha recibido       
durante  ese  periodo. 
 Resumen periódico : Un usuario podrá configurar frecuencia,↓              
número máximo de motivos y criterios para recibir un correo                   
resumen. 
 Los propietarios del↓      
sistema podrán consultar     
estadísticas del uso de la         
aplicación, sin perjuicio     
de la privacidad de los         
usuarios. 
 Consulta de estadísticas de uso de la aplicación : Por↓                  
medio de una cuenta de usuario especial se podrá acceder a                     
información que pueda ser de interés, como el número de                   
usuarios, usuarios activos, términos frecuentes en las oraciones,               
motivos  que  se  comparten  como  promedio,  etc. 
 Hacerle↓  
recomendaciones al   
usuario de grupos a los         
que  suscribirse. 
 Recomendar grupos a los que suscribirse : El propietario↓                
del sistema podrá configurar una lista de grupos recomendados a                   
los que suscribirse, sobre todo de cara a un usuario que accede                       
por primera vez. O mejor aún, si puede ser automático y que                       
dependa de su ubicación geográfica, o de los grupos a los que                       
pertenece  o  ya  está  suscrito. 
 Que pueda marcarse↓      
un motivo como     
contestado. 
 Motivos contestados : Cuando un motivo sea contestado su↓                
autor podrá manifestar este hecho marcando una opción que                 
pasará a formar parte del propio motivo. Cualquier suscriptor a                   
ese motivo podrá ver esa característica como actualización del                 
motivo. Independientemente el autor podrá añadir un comentario               
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de forma opcional con los medios de comentarios habilitados para                   
los  motivos. 
 
Otros  requisitos  del  producto 
Requisito 
 Plataforma: La aplicación podrá visualizarse y funcionará correctamente en los↑                    
navegadores más usados (web: Google Chrome, Internet Explorer, Mozilla Firefox; móvil:                     
Android,  Chrome,  iPhone,  Opera). 
 Funcionalidad offline: Aunque se requiera de acceso a Internet, se debe permitir un uso↑                            
mínimo cuando no se disponga de conexión. Idealmente, la aplicación podría comportarse                       
de  manera  muy  parecida  independientemente  de  si  existe  o  no  conexión. 
 Tiempos de respuesta razonables: ver↑          
http://www.nngroup.com/articles/response­times­3­important­limits/ . Dependerá del número       
de usuarios conectándose a la aplicación y por lo tanto deberá haber un comportamiento                           
adecuado  para  un  número  determinado  de  usuarios. 
 Multi­idioma: La audiencia de la aplicación puede ser global y puede emplear diferentes↑                          
idiomas. La interfaz debe estar preparada para ser multi­idioma, inicialmente se plantea                       
que  esté  disponible  en  inglés  y  español.  Debe  ser  sencillo  incorporar  nuevos  idiomas. 
 Seguridad:  Se  seguirán  algunas  de  las  directivas  de  OWASP.↑  
 Accesibilidad: Se tendrán en cuenta las normas de accesibilidad de la WCAG 2.0, nivel↑                            
AA  y  adoptarán  en  la  medida  de  lo  posible. 
 Usabilidad: Aunque en algunos puntos se solapa con accesibilidad, se tendrán en cuenta↑                          
algunos  principios  generales  de  usabilidad. 
 Legales: LOPD (identificación de ficheros, documento de seguridad...), LSSI si existiera↑                      
una actividad económica (datos básicos del negocio visibles, política de cookies),                     
condiciones  de  uso  (derechos  y  obligaciones  de  los  usuarios). 
 Preferencia  por  tecnología  y  herramientas  de  código  abierto.↑  
 Calidad  del  código:  Seguir  buenas  prácticas  de  codificación.↑  
 Existirán  logs  donde  se  registran  acciones  relevantes  de  la  aplicación.↑  
 El  sistema  se  diseñará  de  tal  manera  que  se  facilite  la  escalabilidad.↑  
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Lista  de  riesgos 
Nombre  proyecto  PrayOn  Fecha  21/01/2017 
Código  documento  PROJ_LISTA_DE_RIESGOS  Versión  1.0 
 
Se listan en la siguiente tabla los riesgos que se contemplan para el proyecto, junto con una                                 
matriz de riesgos. El impacto y la probabilidad de cada riesgo se puntúan de 1 a 5 con el                                     
siguiente  criterio  (entre  paréntesis  se  indica  el  nombre  del  atributo  en  la  herramienta  Taiga ): 
 
● Impacto (I): 1­Despreciable ( Wishlist ), 2­Bajo ( Minor ), 3­Moderado ( Normal ),               
4­Significativo  ( Important ),  5­Severo  ( Critical ). 
● Probabilidad (P): 1­Muy improbable, 2­Improbable ( Low priority ), 3­Posible ( Normal                 
priority ),  4­Probable  ( High  priority ),  5­Muy  probable  ( Very  high  priority ). 
 
Las  acciones  a  tomar  propuestas  se  indican  en  negrita  sobre  la  estrategia  de  mitigación. 
Id.  Descripción  Tipo  I  P  Estrategia  de  mitigación 
R1  Requisitos en   
cambio 
constante 
Requisitos  4  3  Para mitigar el impacto de posibles cambios se               
optó por seguir la metodología OpenUP que es               
incremental e iterativa, de modo que sea             
posible adaptarse a los posibles cambios con             
menor impacto. Al priorizar los requisitos           
que deben desarrollarse en cada iteración           
se deberá dar prioridad (entre otros criterios) a               
aquellos  que  se  considere  los  más  estables . 
R2  Alto nivel de     
complejidad 
técnica 
Complejidad 
del  proyecto 
4  2  En principio no se considera como muy             
probable que surjan áreas de gran complejidad.             
De aparecer,  se valorarán alternativas que           
cumplan un propósito similar , en el caso de               
que se trate de funcionalidad clave, que no               
pueda  excluirse. 
R3  Falta de   
experiencia 
de los   
miembros del   
equipo: 
tecnología y   
proceso 
Equipo  4  5  Se asume el riesgo de que los tiempos pueden                 
ser mayores por falta de experiencia en             
diferentes áreas del proyecto (por ejemplo en la               
definición de la arquitectura o en tareas de               
desarrollo). Se dedicará el tiempo necesario           
de formación (p. ej. el dedicado a Angular 2                 
y  TypeScript) . 
R4  Asignación 
insuficiente 
de recursos   
Planificación 
y  control 
4  3  Existen limitaciones de tiempo (entrega de           
PFC), equipo (unipersonal, sin disponibilidad         
completa) y económicas. Puede mitigarse         
reduciendo el alcance , excluyendo algunos         
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para el   
proyecto 
requisitos menos importantes. En la medida de             
lo posible, se utilizarán herramientas         
gratuitas  (por  ejemplo,  open  source). 
R5  Planificación 
y visibilidad   
del progreso   
del proyecto   
insuficientes 
Planificación 
y  control 
4  3  Se asume este riesgo debido a la falta de                 
experiencia en estimar las tareas del proceso y               
a la dificultad para fijar fechas (relacionado con               
R3 y R4). Con la visión de las tareas ya                   
realizadas, y conocidas las restricciones de           
fechas existentes, se determinará si es           
necesario  reducir  el  alcance. 
R6  Hitos del   
proyecto no   
definidos 
claramente 
Planificación 
y  control 
2  4  Se pospone de momento el tomar alguna             
acción  al  respecto. 
R7  Falta de   
madurez de   
la tecnología   
(Angular  2) 
Complejidad 
del  proyecto 
3  3  Riesgo bajo, pero que conviene tener presente.             
Se  asumirá  el  riesgo. 
Matriz  de  riesgos 
  Probabilidad 
Muy  improbable  Improbable  Posible  Probable  Muy  probable 
Impacto  1  2  3  4  5 
Severo  5           
Significativo  4    R2  R1,  R4,  R5    R3 
Moderado  3      R7     
Bajo  2        R6   
Despreciable  1           
 
  Riesgo  tolerable,  se  asume  el  riesgo  sin  tomar  ninguna  medida. 
  Riesgo  bajo,  aceptable,  aunque  conviene  darles  un  seguimiento. 
  Riesgo  no  deseable,  recomendable  tomar  alguna  medida. 
  Riesgo  considerable,  inaceptable,  requieren  de  una  acción. 
  Riesgo  importante,  bloqueante,  no  podrá  continuarse  hasta  resolver  el  riesgo. 
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Plan  de  proyecto 
Nombre  proyecto  PrayOn  Fecha  14/06/2017 
Código  documento  PROJ_PLAN_DE_PROYECTO  Versión  1.2 
Introducción 
En el siguiente documento se describe a alto nivel la planificación para el proyecto PrayOn.                             
Pretende ser una hoja de ruta que servirá para fijar la dirección del equipo y que requerirá ser                                   
adaptada  continuamente  en  base  al  feedback  y  a  los  cambios  del  entorno. 
Organización  del  proyecto 
El equipo del proyecto está actualmente compuesto por una sola persona, y existirá un único                             
usuario en la herramienta de gestión de proyectos. Sin embargo, este único usuario tendrá                           
que  desempeñar  cada  uno  de  los  diferentes  roles  de  la  metodología  elegida: 
 
● Analista: Las personas en este rol representan al cliente y a los usuarios finales                           
involucrados, obteniendo información de los stakeholders para entender el problema a                     
ser  resuelto  y  capturando  y  ajustando  las  prioridades  de  los  requisitos. 
● Arquitecto: Este rol es el responsable de diseñar la arquitectura del software, la cual                           
incluye tomar las principales decisiones técnicas que condicionan el diseño global y la                         
implementación  del  proyecto. 
● Desarrollador: La persona en este rol es responsable de desarrollar una parte del                         
sistema, incluyendo diseñar esta para que se ajuste a la arquitectura, posiblemente                       
prototipar la interfaz de usuario y entonces implementar, hacer pruebas unitarias e                       
integrar  los  componentes  que  son  parte  de  la  solución. 
● Jefe de proyecto: Lidera la planificación del proyecto, coordina las interacciones con                       
los  stakeholders  y  dirige  el  enfoque  del  equipo  para  alcanzar  los  objetivos  del  proyecto. 
● Tester: Este rol es responsable de las actividades principales del área de pruebas.                         
Estas actividades incluyen identificar, definir, implementar y dirigir las pruebas                   
necesarias,  así  como  verificar  los  resultados  de  las  pruebas  y  analizar  los  resultados. 
Proceso  de  desarrollo 
Se ha optado por seguir el proceso de desarrollo software OpenUP en su versión 0.9. Aunque                               
existe una versión más reciente, se ha optado por esta porque cumple de la misma manera                               
los principios de mínimo y suficiente, siendo más sencillo, con menos tareas. Se pretende                           
seguir  la  versión  básica  con  pocos  cambios. 
 
Como parte de la planificación inicial, se repartieron en iteraciones los elementos de trabajo                           
correspondientes a características del producto (features) identificadas en el documento de                     
visión inicial. En la iteración de Inicio (I1) no se desarrolla funcionalidad, sino que se plantea                               
una arquitectura candidata. En la iteración de Elaboración (E1), se realiza una prueba de la                             
arquitectura base, un esqueleto con funcionalidad mínima. Por último, en la iteración de                         
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Construcción (C1) se incluirá el desarrollo de las características clave del producto. Como                         
parte de las actividades de gestión de requisitos, en cada iteración, se obtendrán los casos de                               
uso,  que  serán  los  que  dirigirán  el  desarrollo. 
Hitos  del  proyecto  y  objetivos 
*Las  fechas  de  inicio  y  fin  son  ilustrativas 
Fase  Iter.  Objetivos  principales,  riesgos  y  elementos  de  trabajo  *Fechas  de  inicio 
y  fin  planificadas 
Inicio  I1  Objetivos: 
1. Entender qué construir: Determinar la visión, el alcance                 
del sistema y sus límites. Identificar quién está interesado                 
en  este  sistema  y  por  qué  (stakeholders). 
2. Identificar la funcionalidad clave del sistema: Decidir qué                 
requerimientos  son  los  más  críticos  (priorizarlos). 
3. Determinar al menos una posible solución: Identificar al                 
menos  una  arquitectura  candidata  y  su  viabilidad. 
4. Establecer una planificación inicial del proyecto y               
estudiar  los  riesgos  asociados  al  proyecto. 
 
Funcionalidad: 
En  esta  iteración  no  se  desarrollará  funcionalidad. 
 
Riesgos  abordados: 
R1: Requisitos en cambio constante >> Mitigación             
mediante la selección de metodología y priorización de               
requisitos. 
R4: Asignación insuficiente de recursos >> Selección de               
herramientas  gratuitas/open  source. 
R5,  R6  y  R7:  Riesgos  asumidos. 
Inicio:  09/01/2017 
Fin:  10/02/2017 
Elaboración  E1  Objetivos: 
1. Obtener un entendimiento más detallado de los               
requisitos: Mejor entendimiento de la mayoría de requisitos               
que permita crear un plan más detallado y obtener ganancia                   
de los stakeholders. Profundizar en el entendimiento de los                 
requisitos  más  críticos  a  ser  validados  por  la  arquitectura. 
2. Diseñar, implementar, validar y establecer la línea base                 
para la arquitectura: Diseñar, implementar y probar un               
esqueleto estructural del sistema. Aunque la funcionalidad             
no sea completa aún, muchas de las interfaces entre los                   
bloques de construcción son implementadas y probadas.             
Esto  se  refiere  a  una  arquitectura  ejecutable. 
3. Mitigar los riesgos esenciales y refinar y detallar el plan                     
de  proyecto  de  alto  nivel. 
 
Funcionalidad  (arquitectura  base): 
­  Registro  de  usuarios 
­  Autenticación  y  autorización  de  usuarios  registrados 
­  Gestión  básica  de  motivos  de  oración 
­  Vista  de  lista  de  motivos 
 
Riesgos  abordados: 
R3: Falta de experiencia de los miembros del equipo:                 
tecnología  y  proceso  >>  Dedicar  tiempo  a  formación. 
Inicio:  13/02/2017 
Fin:  17/03/2017 
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Construcción  C1  Objetivos: 
1. Desarrollar la iteración correspondiente: con cada             
iteración el producto estará más cerca de ser el producto                   
completo que hará la transición a la comunidad de usuarios.                   
Describir los requisitos restantes, completar en detalle los               
diseños,  completar  la  implementación  y  probar  el  software. 
 
Funcionalidad  (características  más  importantes): 
­  Crear  grupos  de  oración 
­  Gestionar  lista  de  miembros 
­  Aceptar  y  rechazar  invitaciones 
­  Compartir  motivos 
­  Marcar  motivos  On/Off 
­  Dejar  de  compartir  motivo 
­  Compartir  motivos  como  administrador 
­  Configuración  de  datos  y  preferencias 
 
Riesgos  abordados: 
R2: Alto nivel de complejidad técnica >> Valorar               
alternativas  en  caso  de  surgir  áreas  complejas. 
R4: Asignación insuficiente de recursos >> Reducir alcance               
si  fuera  necesario. 
Inicio:  20/03/2017 
Fin:  21/04/2017 
C2  Objetivos: 
1. Desarrollar la iteración correspondiente. Describir los             
requisitos restantes, completar en detalle los diseños,             
completar  la  implementación  y  probar  el  software. 
 
­  Usuarios  y  grupos  públicos 
­  Búsqueda  de  personas  y  grupos  públicos 
­  Motivos  públicos 
­  Circularidad  de  los  motivos  de  oración 
­  Número  limitado  de  motivos 
­  ... 
Iteración  no 
planificada 
(Funcionalidad 
pendiente,  fuera 
del  alcance  de 
PFC) 
Transición  T1  Objetivos: 
1. La prueba beta valida que las expectativas del usuario                   
han sido satisfechas: Esto típicamente requiere algunas             
actividades de afinamiento, tales como depuración de             
errores  y  mejora  del  rendimiento  y  la  usabilidad. 
2. Lograr que los stakeholders verifiquen que la               
implementación ha terminado: Esto puede implicar varios             
niveles de pruebas de aceptación del producto, incluyendo               
pruebas  formales,  informales  y  pruebas  beta. 
3. Mejorar el desempeño en futuros proyectos a través de                   
lecciones aprendidas: Documentar las lecciones aprendidas           
y mejorar el entorno de los procesos y las herramientas                   
para  el  proyecto. 
Iteración  no 
planificada 
(Fuera  del 
alcance  de  PFC) 
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Cuaderno  de  notas  de  arquitectura 
Nombre  proyecto PrayOn Fecha 05/06/2017 
Código  documento ARCH_CUADERNO_ARQUITECTURA Versión 1.1 
 
Introducción 
El cuaderno de notas de arquitectura describe la parte esencial del diseño para garantizar la               
integridad y comprensión del sistema. Contiene las razones fundamentales, supuestos,          
descripciones e implicaciones de las decisiones que se tomaron mientras se formaba la             
arquitectura. 
 
Este no será un documento formal, sino que tendrá como finalidad principal representar el              
sistema de manera sencilla y aportar las justificaciones de las decisiones tomadas. Para             
representar el sistema, se han tomado algunas ideas del modelo C-4 de arquitectura             
( http://www.qappdesign.com/the-c4-software-architecture-model/ ). Este modelo aboga por     
seguir uno de los principios ágiles de desarrollo: dar más valor a que el software cumpla su                 
función que a la documentación extensiva, lo cual no es lo mismo que no documentar.               
Consiste, en pocas palabras, en partir de una vista a alto nivel del sistema, y en sucesivas                 
vistas  acercar  el  foco,  y  ampliar  sus  detalles. 
 
Representación  del  Sistema 
Diagrama  de  contexto 
Con el diagrama de contexto se muestra el sistema con el más alto nivel posible: como una                 
caja. Rodeando el sistema se representan los usuarios y otros sistemas que interactuarán             
con  el  sistema. 
 
Con  esta  vista  pueden  responderse  rápidamente  las  preguntas: 
 
- ¿Qué  hace  el  sistema  a  desarrollar? 
- ¿Quiénes  lo  usan? 
- ¿Dónde  encaja  en  el  entorno  actual? 
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En este caso, la representación del sistema es muy sencilla: se busca implementar un              
sistema nuevo (no debe encajarse dentro de un entorno ya existente) y en este momento,               
teniendo en cuenta los requisitos en el documento de visión, no se considera necesaria              
ninguna  integración  con  otro  sistema. 
 
Se han identificado en este diagrama tres perfiles de usuario representativos: dos de ellos              
podrían haberse separado en privado o público, puesto que tienen algunas características            
diferentes, pero se han agrupado por simplicidad. Se ha excluido de momento el actor              
“Moderador de zona”, puesto que esta funcionalidad de momento no entra dentro del             
alcance  del  sistema. 
 
Diagrama  de  contenedores 
Haciendo “zoom”, nos encontramos con el diagrama de contenedores. Este se centra en las              
distintas tecnologías empleadas, a alto nivel. Se busca responder a las siguientes            
preguntas: 
 
- ¿Cuál  es  el  marco  tecnológico  general  que  da  forma  al  sistema? 
- ¿Cómo  se  reparten  las  responsabilidades  entre  cada  elemento? 
- ¿Cómo  se  comunican  unos  contenedores  con  otros? 
- Como desarrollador, ¿dónde es necesario incluir el código para implementar cada           
característica? 
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El objetivo del sistema es disponer de una aplicación web móvil a la que puedan acceder                
usuarios por medio de navegador web. Para ello, al menos tiene que haber una parte de la                 
aplicación ejecutándose en el navegador, con la interfaz. Una de las opciones que se barajó               
inicialmente fue la de exponer un conjunto de servicios web REST con la lógica de negocio                
en un servidor, de los que haría uso la aplicación web centrada en las interacciones con el                 
usuario. 
 
Se ha optado, sin embargo, por una arquitectura “serverless“, en la que la mayor parte del                
negocio se ejecuta en el navegador. El motivo es simplificar más la arquitectura y el               
mantenimiento del sistema: si no hay un lado servidor, no es necesario ocuparse de la               
gestión y configuración de las máquinas, servidor de aplicaciones, preocupaciones acerca           
de la seguridad de las mismas… Para el sistema propuesto, además, no existe una lógica               
compleja, y es posible realizarla desde el lado cliente, siempre y cuando se controle              
correctamente  el  acceso  a  los  recursos  a  cada  usuario. 
 
Para el desarrollo de la aplicación web cliente, se ha seleccionado el framework Angular,              
que facilita la creación de SPA (single page applications). Está orientado a componentes, y              
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para el desarrollo se utilizará el lenguaje Typescript (recomendado para esta plataforma),            
que  finalmente  se  compila  a  Javascript,  el  lenguaje  en  el  que  se  ejecuta  en  el  navegador. 
 
Por supuesto, para la aplicación a desarrollar no vale una aproximación “serverless” pura; sí              
que se requiere de un lado servidor, por ejemplo para la autenticación o la gestión de datos,                 
solo que este quedará abstraído en servicios con los que la aplicación cliente se integra, de                
manera que la parte servidora es transparente. Se ha elegido una plataforma que ofrece la               
funcionalidad necesaria: Firebase. Para el alcance inicial del proyecto, se pretende           
aprovechar  tres  de  sus  grupos  de  funcionalidades: 
 
● Firebase Authentication: Permite el registro y autenticación de usuarios con email y            
contraseña, o con integraciones con proveedores de identidad de redes sociales,           
como Google Sign-in o Facebook Login. De momento solo se utilizará la            
funcionalidad de registro y autenticación con email y contraseña que se incluye en la              
Visión  como  más  prioritaria. 
● Firebase Realtime Database: Para almacenar datos de motivos de oración, grupos,           
etc. es necesaria una base de datos de algún tipo. La BD de Firebase, que               
inicialmente era el núcleo de la plataforma, permite almacenar datos en una la nube              
en una base de datos NoSQL, en formato JSON. Los datos pueden sincronizarse             
entre clientes en tiempo real, y sigue disponible offline, cuando no hay conexión.             
Para los datos se definen unas reglas de seguridad, que permiten restringir el             
acceso  a  datos  a  usuarios  gestionados  con  Firebase  Authentication. 
● Firebase Hosting: Por último, la aplicación web tiene que estar alojada en alguna             
parte, y Firebase permite alojar los recursos estáticos (HTML, JS, CSS) y proveerlos             
de  manera  segura  (mediante  SSL)  y  rápida  (sobre  CDN  global). 
 
Esta funcionalidad cubre las necesidades del lado del servidor requeridas en el alcance             
inicial del sistema, siendo además más escalable y proporcionando funcionalidad deseable           
“extra”, como el modo offline de la BD. Hay al menos otras dos funcionalidades que podrían                
ser  de  interés  en  el  futuro,  por  lo  que  también  se  mencionarán  aquí: 
 
● Firebase Storage: Para almacenar y servir contenido generado por los usuarios           
(fotos,  vídeos...) 
● Firebase Cloud Functions: A veces es necesario ejecutar código en el lado servidor,             
que no pueda ser manipulado desde fuera. De reciente incorporación a la            
plataforma, Cloud Functions permite ejecutar código en respuesta a eventos          
generados en Firebase, dándole mucha más potencia a la plataforma, porque evita            
de  nuevo  el  tener  que  gestionar  un  servidor  independiente  para  este  tipo  de  tareas. 
 
Otra de las ventajas de usar los servicios de Firebase como parte de la arquitectura es que                 
permiten centrar el desarrollo en la lógica de negocio, no siendo necesario por ejemplo              
dedicar esfuerzo a una buena implementación de la autenticación de usuarios. Hay algunas             
desventajas,  sin  embargo,  que  se  van  a  asumir  en  este  proyecto: 
- Por una parte, estos servicios no son gratuitos, aunque sí hay un plan gratuito para               
el que existen restricciones de número de usuarios concurrentes, espacio disponible           
en BD, volumen de descarga, etc. Estos límites sin embargo son suficientes para             
una aplicación con un número no muy alto de usuarios, y la estrategia de precios               
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consiste en incrementos dependiendo del uso de los servicios, acabando en un pago             
por  uso. 
- Otra gran desventaja es que se adquiere una gran dependencia de estos servicios,             
ya que no se está usando tecnología agnóstica de la plataforma. Si en algún              
momento se quiere cambiar de entorno, serán necesarios muchos cambios. Se           
intentará, no obstante, que haya una capa en la aplicación de integración que             
abstraiga del uso de estos servicios, de modo que si se quiere cambiar de              
tecnología,  solo  haya  que  cambiar  esta  parte. 
 
Diagramas  de  componentes 
El último nivel que se representará en este documento es el de diagrama de componentes.               
De los contenedores de Firebase no es necesario dar más detalle; aunque se han querido               
incluir como partes del sistema, en la práctica son sistemas externos. La autenticación,             
desde el lado servidor solo hay que activarla, mientras que para la base de datos se                
requiere  de  una  estructura  de  datos  y  de  reglas  de  seguridad  que  limiten  el  acceso. 
 
Los diagramas que se incluyen a continuación se centrarán, por lo tanto, solo en el               
contenedor SPA Pray-On, la aplicación desarrollada con el framework Angular. Primero se            
mostrarán los diferentes módulos en que se ha estructurado la aplicación, justificando dicha             
estructura. Posteriormente, se incluirán diagramas para los módulos más representativos,          
en  los  que  se  representan  los  componentes  y  servicios  que  lo  forman. 
 
El  diagrama  de  componentes  tiene  como  objetivo  responder  a  las  preguntas: 
 
- ¿De  qué  componentes  y  servicios  está  compuesto  el  sistema? 
- ¿Está  claro  cómo  funciona  el  sistema  a  alto  nivel? 
 
Módulos  de  la  aplicación 
Se ha decidido dividir la aplicación en diferentes módulos, teniendo en cuenta la guía de               
estilo oficial de Angular    
( https://angular.io/styleguide#!#application-structure-and-angular-modules ).  Por  ello,  existirá: 
● Un módulo raíz  AppModule en el que se importan el resto de módulos de la               
aplicación. 
● Un módulo “compartido”  SharedModule en el que incluir componentes, directivas,          
etc. que van a ser reutilizados y referenciados en otros módulos. Este no debería              
incluir servicios. De momento no ha llegado a ser necesario utilizar este módulo,             
pero  se  incluye  de  todos  modos  por  si  es  necesario  más  adelante. 
● Un módulo  CoreModule para incluir en él componentes de un solo uso, y así              
simplificar la complejidad del módulo raíz. Este módulo sí incluiría los servicios            
“Singleton”, usados en toda la aplicación (por ejemplo un servicio de log). Se ha              
incluido aquí, por ejemplo, el componente de página de bienvenida, y los servicios             
Logger (para gestionar los logs en la aplicación) y  ToastService (para la gestión de              
mensajes  al  usuario,  junto  con  el  componente  correspondiente). 
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● Tener separadas diferentes “features” o áreas de la aplicación en módulos           
independientes. Esto es más importante conforme va creciendo la aplicación.          
Durante la fase de Elaboración, por ejemplo, se han separado en módulos la gestión              
de usuarios ( UserModule , que de momento solo incluye el perfil) y la gestión de              
motivos  de  oración  ( PrayerModule ). 
 
Se ha decidido además utilizar la librería AngularFire2 para la interacción con Firebase.             
Cuando un módulo requiere de comunicación con la base de datos, hará uso del módulo               
AngularFireDatabaseModul e. En el caso de la autenticación, también existe un módulo de            
AngularFire2:  AngularFireAuthModule , pero se ha creado un módulo intermedio  AuthModule          
que incluye componentes de la aplicación relacionados directamente con la autenticación,           
como  son  el  registro  de  usuarios  y  login. 
 
Siguiendo otras recomendaciones de la guía de estilo, se utilizan servicios intermediarios            
para la comunicación con el servidor, en lugar de hacerlo directamente, y así simplificar la               
lógica de los componentes. Los servicios se deben proveer además desde el nivel más alto               
del que van a ser compartidos. En este caso, los servicios  ToastService ,  Logger y              
AuthService se proveen desde  AppModule , ya que el registro de logs, mensajes al usuario o               
autenticación  se  tienen  que  poder  acceder  desde  cualquier  otro  módulo  en  la  aplicación. 
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En el diagrama anterior se han querido reflejar algunas de las interacciones entre módulos              
(a través de servicios). A continuación se muestra la estructura interna de algunos de estos               
módulos. 
 
Algunas  consideraciones: 
 
- Los componentes (clases con decorador  @Component , archivos *.component.ts) se         
muestran en amarillo. Por simplicidad, se han excluido de estos diagramas las            
especificaciones de pruebas (*.spec.ts), las plantillas asociadas a los componentes          
(*.html) y las hojas de estilo (*.css). Siguiendo las pautas de estilo, cuando la plantilla               
o  estilos  son  de  pocas  líneas,  se  incluyen  como  parte  del  componente. 
- Los servicios (clases  @Injectable , archivos *.service.ts) se han representado en          
verde. 
- En rojo se muestran los archivos de módulos (clases  @NgModule , archivos           
*.module.ts). Para cada módulo hay dos archivos porque se ha sacado a los             
archivos “*-routing.module.ts” la gestión de rutas, y así hacer más sencillo el archivo             
de  definición  del  módulo. 
- Con líneas punteadas se muestran las carpetas en las que se han agrupado             
archivos  dentro  del  módulo. 
 
Módulo  AppModule 
Este es el módulo raíz que incluye el resto de módulos, y se ha intentado mantener muy                 
sencillo. AppComponent es el componente raíz, que incluye la cabecera y la parte principal              
en la que se van cargando el resto de componentes. Se ha creado una página de error para                  
rutas  no  válidas  o  desconocidas. 
 
 
Módulo  CoreModule 
Este módulo incluye los servicios “singleton” para logs y mensajes al usuario. Se han              
movido aquí un par de componentes para simplificar el módulo raíz: página de bienvenida              
(componente  Welcome)  y  página  de  preguntas  frecuentes  (Faq). 
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Módulo  AuthModule 
En este módulo se incluyen componentes de registro y autenticación de usuarios, así como              
los que se utilizan para realizar acciones en respuesta a los correos de Firebase (en la                
carpeta email-action, p. ej. para verificación del correo).  AuthService es el servicio que se              
utiliza desde fuera de este módulo, no utilizándose directamente el módulo de AngularFire2.             
AuthGuard es un elemento de Angular que se utiliza para controlar la navegación: en este               
caso,  para  no  permitir  el  acceso  a  ciertas  páginas  si  el  usuario  no  está  autenticado. 
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Módulo  PrayerModule 
Este  es  un  ejemplo  de  “feature  module”,  pero  los  demás  podrían  tener  una  estructura 
parecida.  Se  han  utilizado  subcarpetas  para  ordenar  los  archivos.  En  este  caso,  al  menos 
de  momento,  el  servicio  que  incluye  ( PrayerService )  solo  se  provee  a  nivel  de  este  módulo 
porque  no  se  utiliza  fuera  de  él. 
 
 
 
 
Adecuación  de  la  arquitectura  a  los  requisitos 
Se enumeran los requisitos de arquitectura identificados, y los detalles de cómo pueden             
cubrirse  con  la  arquitectura  propuesta. 
 
Requisito/Aspecto  de  arquitectura Decisiones  tomadas  para  cubrir  requisito 
Plataforma: Aplicación web, que se     
ejecute en el navegador del usuario;      
responsive, debe adaptarse a diferentes     
navegadores  y  dispositivos. 
El contenedor SPA Pray-On es la aplicación       
desarrollada con Framework Angular,    
preparada para ejecutarse en el navegador      
del usuario. Uso de librería Bootstrap para       
facilitar  comportamiento  responsive. 
Persistencia: Capacidad para almacenar    
y recuperar información (motivos de     
oración,  datos  de  usuarios,  grupos...). 
Uso de base de datos JSON Firebase       
realtime database. Definición de reglas     
(“.validate”)  que  validan  la  estructura. 
Seguridad: Al menos debe garantizarse la      
protección de acceso a ciertos recursos      
(datos personales, motivos de oración     
privados). 
Uso de Firebase Authentication para registro      
de usuarios y autenticación. Definición de      
reglas (“.read” y “.write”) en la base de datos         
para restringir el uso de los datos a        
determinados  usuarios. 
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Localización/internacionalización: 
Soporte  para  diferentes  idiomas. 
Aproximación oficial propuesta por Angular:     
inclusión de etiquetas i18n, extraerlas con      
ng-xi18n, traducirlas en ficheros .xlf y      
generar la aplicación en cada idioma a partir        
de  las  traducciones. 
Funcionalidad offline: No es    
indispensable, pero idealmente la    
aplicación podría comportarse de manera     
muy parecida independientemente de si     
existe  o  no  conexión. 
La base de datos de Firebase provee de        
capacidades offline que se podrían     
aprovechar. 
Disponibilidad: Se espera que la     
aplicación esté disponible prácticamente    
todo  el  tiempo. 
Alojamiento Firebase hosting, sin tener que      
gestionar  las  máquinas  físicas. 
Tiempos de respuesta: Tiempos en     
general cercanos a 1s para una buena       
experiencia de usuario, con excepciones     
de hasta 10s en una carga de datos inicial,         
por  ejemplo. 
La base de datos NoSQL (Firebase) es       
rápida, para ello es necesario denormalizar      
la estructura de datos de la forma más        
eficiente  posible. 
Accesibilidad: La elección de la     
tecnología no debe obstaculizar la     
adaptación del contenido para hacerlo     
universalmente  accesible. 
El uso de Angular no impide que el        
contenido pueda ser accesible, aunque para      
ello tienen que tenerse en cuenta las       
principios  WCAG. 
Legales: Los datos, y en particular los       
sensibles, deben de poder almacenarse     
de  acuerdo  a  la  legislación  vigente. 
No se ha analizado con profundidad, pero el        
almacenamiento de datos en Firebase,     
como parte de Google contaría con la       
certificación de Safe Harbour, de cara a       
normativas europeas. Es posible que     
algunos  datos  deban  estar  cifrados. 
Coste/Licencias: Preferencia por   
tecnología y herramientas de código     
abierto. 
El uso de la tecnología no tiene coste, pero         
los servicio de Firebase sí tienen coste       
dependiendo  del  volumen  de  uso. 
Trazabilidad/Auditoria: Existencia de   
logs donde se registran acciones     
relevantes  de  la  aplicación. 
De momento no se tiene en cuenta esta        
posibilidad. 
Escalabilidad: Adaptarse a mayores    
demandas de uso sin tener que hacer       
grandes  modificaciones. 
Los servicios de Firebase y BD NoSQL       
sobre  la  nube  benefician  la  escalabilidad. 
Correo electrónico: Posibilidad de enviar     
o  recibir  emails. 
De momento no se tiene en cuenta, pero es         
posible que pudiera hacerse con Firebase      
Cloud Functions, en respuesta a eventos,      
con lo que no cambiaría mucho la       
arquitectura. 
Programación de tareas: Posibilidad de     De momento no se tiene en cuenta, pero es         
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ejecutar tareas de forma automática en un       
momento  dado. 
posible que pudiera hacerse con Firebase      
Cloud  Functions. 
Tiempo: Conversión de fechas y horas      
entre  diferentes  zonas  horarias. 
De  momento  no  se  tiene  en  cuenta. 
Gestión de transacciones: realizar    
transacciones  de  manera  atómica. 
Aunque la información esté denormalizada     
en Firebase, se permite guardar datos en       
diferentes partes del árbol JSON como una       
transacción. 
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Especificación  de  casos  de  uso 
Nombre  proyecto PrayOn Fecha 28/06/2017 
Código  documento REQ_ESPECIFICACION_CU Versión 1.3 
 
Descripción 
La especificación de casos de uso captura el comportamiento del sistema desde el punto de               
vista del usuario y el valor que este le aporta. Al igual que el documento de visión, se trata                   
de un documento que irá evolucionando con el avance del proyecto. En particular, no se               
llegará  a  detallar  cada  caso  de  uso  hasta  no  llegar  a  la  iteración  en  la  éste  se  incluya. 
 
En este documento se identifican los actores que interactúan con el sistema, los casos de               
uso con la funcionalidad que dichos actores pueden realizar, y el diagrama en el que se                
representan  visualmente  las  relaciones  entre  casos  de  uso,  y  con  los  actores. 
 
Introducción 
Los casos de uso que se detallan a continuación estarán alineados con el objetivo global               
que se encuentra en el documento de visión del sistema, de "poder gestionar fácilmente y               
de una manera centralizada los motivos de oración. Se entiende por gestionar en este caso               
el poder anotar un motivo de oración para posteriormente recordarlo, planificarlo si se quiere              
recordar con una cierta frecuencia, editarlo, compartirlo con otras personas". Se buscará,            
por lo tanto, cubrir las necesidades y características planteadas en dicho documento que se              
han seleccionado como parte del alcance. La especificación de casos de uso contendrá las              
diferentes secuencias de acciones que un usuario puede realizar al interactuar con el             
sistema  de  gestión  de  motivos  de  oración. 
 
Diagrama  de  casos  de  uso 
Se muestra a continuación el diagrama de casos de uso para el sistema, siguiendo la               
notación gráfica UML (Lenguaje de Modelado Unificado). Este incluye los casos de uso             
incluidos  hasta  la  iteración  C1. 
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 Actores 
"Se le llama actor a toda entidad externa al sistema que guarda una relación con éste y que                  
le demanda una funcionalidad. Esto incluye a los operadores humanos pero también incluye             
a todos los sistemas externos, además de entidades abstractas, como el tiempo."            
(Wikipedia) 
 
Se presenta a continuación una lista con los actores del sistema (la descripción de algunos               
de  ellos  tomada  del  glosario): 
 
Actor Descripción 
Usuario Es el actor principal de la aplicación y representa una          
persona que ha accedido a la aplicación web y que, una vez            
registrado, podrá realizar tareas de gestión de motivos de         
oración, así como suscribirse a grupos, aceptar invitaciones y         
unirse  a  grupos. 
Administrador  de  grupo Este actor hereda del actor Usuario, y por lo tanto puede           
hacer las mismas acciones. Será un miembro de grupo con          
privilegios especiales para crear motivos en nombre del        
grupo, añadir y quitar miembros, cambiar datos y opciones         
de  configuración. 
 
 
Casos  de  uso 
"En el contexto de ingeniería del software, un caso de uso es una secuencia de               
interacciones que se desarrollarán entre un sistema y sus actores en respuesta a un evento               
que  inicia  un  actor  principal  sobre  el  propio  sistema."  (Wikipedia) 
 
Los  siguientes  son  los  casos  de  uso  contemplados  en  el  sistema  hasta  el  momento: 
 
Id. Caso  de  uso Descripción  breve 
1.  Gestión  de  usuarios 
CU  1.1 Registrar  nuevo  usuario El sistema permitirá que un usuario pueda       
registrarse  y  así  acceder  a  la  aplicación. 
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CU  1.2 Acceder  a  la  aplicación  (login) El sistema regulará el acceso a la información        
por medio de un acceso controlado a la        
aplicación. 
CU  1.3 Salir  de  la  aplicación  (logout) El sistema permitirá al usuario salir de la        
aplicación. 
CU  1.4 Cambio  de  contraseña 
*  Finalmente  excluido  del 
alcance 
Un  usuario  podrá  cambiar  su  contraseña. 
CU  1.5 Ver  información  personal Un usuario podrá ver su perfil con toda su         
información  personal. 
CU  1.6 Modificar  usuario Un usuario podrá modificar su información      
personal:  nombre,  imagen  de  perfil... 
2.  Gestión  de  motivos  de  oración 
CU  2.1 Crear  un  nuevo  motivo El sistema permitirá a un usuario crear un        
nuevo  motivo  de  oración. 
CU  2.2 Eliminar  motivo El sistema permitirá a un usuario eliminar uno        
de  sus  motivos  de  oración. 
CU  2.3 Modificar  motivo El sistema permitirá a un usuario modificar uno        
de  sus  motivos  de  oración. 
CU  2.4 Ver  lista  de  motivos El sistema permitirá a un usuario ver una lista         
con todos sus motivos de oración, así como        
aquellos que haya añadido (de grupos a los        
que pertenece, o de invitaciones y      
suscripciones). 
CU  2.5 Marcar  motivo  On/Off Un usuario podrá marcar un motivo de oración        
como On (quiere seguir orando por ello) u Off.         
También podrá pasar a Off aquellos motivos       
añadidos de un grupo. Al pasarlo a Off,        
también  dejará  de  estar  compartido. 
CU  2.6 Compartir  motivo  en  grupo Un usuario podrá compartir un motivo de       
oración  en  cualquier  grupo  al  que  pertenezca. 
CU  2.7 Dejar  de  compartir  motivo Un usuario podrá dejar de compartir cualquiera       
de  sus  motivos  compartidos. 
CU  2.8 Compartir  motivo  como 
administrador 
Un administrador de grupo podrá compartir un       
motivo  dentro  como  motivo  del  grupo. 
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CU  2.9 Añadir  motivo  de  grupo  a  lista 
propia 
*  Incorporado  como  cambio 
Un usuario podrá añadir motivos de un grupo al         
que pertenece (creados por el administrador o       
compartidos)  a  su  lista  personal. 
3.  Gestión  de  grupos  
CU  3.1 Crear  un  nuevo  grupo Un usuario podrá crear un grupo de oración,        
pasando  a  ser  administrador  del  mismo. 
CU  3.2 Añadir  usuario  a  lista  de 
miembros 
El administrador de un grupo podrá añadir       
nuevos  miembros  al  mismo. 
CU  3.3 Eliminar  usuario  de  lista  de 
miembros 
El administrador de un grupo podrá quitar       
miembros  existentes  del  grupo. 
CU  3.4 Activar  invitación  a  grupo Tras ser añadido a un grupo por un        
administrador, se le notifica al usuario, quien       
podrá  aceptar  la  invitación. 
CU  3.5 Desactivar  invitación  a  grupo Un usuario invitado a un grupo podrá rechazar        
una  invitación  en  cualquier  momento. 
4.  Usuarios  y  grupos  públicos  y 
suscripciones 
 
CU  4.1 Buscar  usuarios  y  grupos 
*  Finalmente  excluido  del 
alcance 
Cualquier usuario puede buscar usuarios     
públicos o privados (en este último caso solo        
podrá verse su nombre de usuario). Un       
administrador utilizará un buscador para añadir      
nuevos miembros a su grupo. Del mismo       
modo,  podrán  buscarse  grupos  públicos. 
CU  4.2 Convertir  usuario  privado  en 
público 
*  Finalmente  excluido  del 
alcance 
Un usuario podrá hacerse público, pasando      
algunos de sus datos a ser públicos, y        
pudiendo compartir motivos accesibles por     
cualquier  persona. 
CU  4.3 Convertir  grupo  privado  en 
público 
*  Finalmente  excluido  del 
alcance 
Un administrador podrá convertir su grupo en       
público, pudiendo cualquier persona ver     
información acerca del mismo y los motivos       
públicos  del  grupo. 
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1.  Gestión  de  usuarios 
CU  1.1  Registrar  nuevo  usuario 
Descripción 
El  sistema  permitirá  que  una  persona  pueda  registrarse  y  así  acceder  a  la  aplicación. 
Los datos que al menos deben proporcionarse son: el correo electrónico y la contraseña              
con los que accederá, nombre y apellidos, y el nombre de usuario que le identifica de                
manera  única. 
Actores 
Usuario  (no  registrado) 
Precondiciones 
El  usuario  accede  a  la  aplicación. 
Flujo  principal 
1. El  usuario  selecciona  la  opción  de  registro. 
2. El usuario introduce sus datos: nombre completo, nombre de usuario, email y            
contraseña.  El  nombre  de  usuario  debe  ser  único  y  será  un  dato  público. 
3. Se  marca  la  conformidad  con  las  condiciones  y  términos  de  uso. 
4. El  usuario  pulsa  el  botón  para  confirmar  el  registro. 
5. El  sistema  valida  si  los  datos  son  correctos. 
6. Si los datos son correctos, se le da de alta al usuario y se le envía a la dirección                   
indicada  por  el  usuario  un  email  de  confirmación  con  un  enlace. 
7. Se  le  indica  al  usuario  que  ya  está  verificada  su  dirección  y  podrá  logarse. 
Flujo  alternativo  1 
6. Se  produce  algún  error  en  el  alta: 
a. El  formato  de  los  datos  introducidos  no  es  válido. 
b. El  correo  electrónico  introducido  ya  había  sido  dado  de  alta. 
c. El  nombre  de  usuario  no  es  único;  ya  pertenece  a  otro  usuario. 
7. Se le muestra al usuario el mensaje de error correspondiente, se indica qué datos              
son  erróneos. 
Flujo  alternativo  2 
7. El usuario intenta acceder a la aplicación directamente sin hacer uso del enlace             
que  se  le  ha  enviado  en  el  correo  electrónico  de  confirmación. 
8. El usuario tendrá funcionalidad limitada, se le indicará que debe de validarse            
primero  su  dirección  con  el  enlace  recibido  por  correo. 
Postcondiciones 
El usuario ha sido dado de alta correctamente y puede empezar a usar la aplicación como                
usuario  autenticado. 
Otros  requisitos 
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Opcionalmente pueden existir validaciones previas en el cliente, pero los datos siempre            
deberán  validarse  en  el  servidor. 
Casos  de  prueba 
CU  1.1_01_Alta  de  usuario  correcta 
CU  1.1_02_Error:  formato  de  campos  inválido 
CU  1.1_03_Error:  dirección  email  ya  existente 
CU  1.1_04_Error:  nombre  de  usuario  no  es  único 
CU  1.1_05_Acceso  tras  alta  sin  usar  enlace  de  confirmación 
 
 
CU  1.2  Acceder  a  la  aplicación  (login) 
Descripción 
El sistema regulará el acceso a la información por medio de un acceso restringido a la                
aplicación. Cuando el usuario introduce su email y contraseña correctamente, podrá           
acceder  a  la  aplicación. 
Actores 
Usuario 
Precondiciones 
El  usuario  registrado  accede  a  la  aplicación. 
Flujo  principal 
1. El  usuario  introduce  los  datos  de  acceso  (email  y  contraseña). 
2. El  usuario  pulsa  el  botón  para  acceder. 
3. El  sistema  valida  si  los  datos  son  correctos. 
4. Si los datos son correctos, el usuario accede a la parte privada de la aplicación: se                
le  muestra  por  defecto  su  listado  de  motivos  de  oración. 
Flujo  alternativo  1 
4. Los datos introducidos no son válidos (el formato es incorrecto, o la contraseña no              
se  corresponde  con  la  del  usuario). 
5. Se le muestra al usuario el mensaje de error correspondiente, no podrá acceder al              
resto  de  la  aplicación. 
Postcondiciones 
El  usuario  puede  empezar  a  usar  la  aplicación  como  usuario  autenticado. 
Otros  requisitos 
Pueden existir validaciones previas en el cliente, pero los datos siempre deberán            
validarse  en  el  servidor. 
Casos  de  prueba 
CU  1.2_01_Login  correcto 
CU  1.2_02_Usuario  o  contraseña  incorrectos 
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CU  1.3  Salir  de  la  aplicación  (logout) 
Descripción 
El  sistema  permitirá  al  usuario  salir  de  la  aplicación. 
Actores 
Usuario 
Precondiciones 
El  usuario  ha  accedido  correctamente  a  la  aplicación  y  está  autenticado. 
Flujo  principal 
1. El  usuario  decide  abandonar  la  aplicación,  pulsa  la  opción  correspondiente. 
2. El  sistema  finaliza  la  sesión  y  le  muestra  al  usuario  la  pantalla  de  login. 
Postcondiciones 
El usuario no puede regresar a la funcionalidad protegida de la aplicación sin volver a               
identificarse. 
Otros  requisitos 
N/A 
Casos  de  prueba 
CU  1.3_01_Logout  correcto 
 
 
CU  1.4  Cambio  de  contraseña 
Descripción 
El sistema permitirá al usuario cambiar la contraseña, por ejemplo en el caso de haberla               
olvidado. 
*  Caso  de  uso  finalmente  excluido  del  alcance. 
 
 
CU  1.5  Ver  información  personal 
Descripción 
Un  usuario  podrá  ver  su  perfil  con  toda  su  información  personal. 
Actores 
Usuario 
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Precondiciones 
El  usuario  registrado  accede  a  la  aplicación. 
Flujo  principal 
1. Al elegir la opción de Perfil y configuración se mostrará: sus datos personales con              
los que se registró, foto de perfil, datos adicionales (campo “acerca de mí”), y la               
lista de grupos a los que pertenece, y para los que ha recibido invitación (incluidas               
las  invitaciones  rechazadas). 
Postcondiciones 
Podrá desde esta vista modificar sus datos o acceder al perfil de los grupos a los que                 
pertenece. 
Otros  requisitos 
N/A 
Casos  de  prueba 
CU  1.5_01_Ver  información  personal 
 
 
CU  1.6  Modificar  usuario 
Descripción 
Un  usuario  podrá  modificar  algunos  datos  de  su  información  personal. 
Actores 
Usuario 
Precondiciones 
El  usuario  registrado  accede  a  la  aplicación  y  ha  accedido  a  su  información  personal. 
Flujo  principal 
1. El usuario podrá, mediante la opción correspondiente editar algunos de sus datos            
personales. No serán editables su correo electrónico ni su nombre de usuario,            
pero  sí  su  nombre,  imagen  de  perfil  y  descripción. 
2. Al  pulsar  la  opción  de  guardar,  se  guardarán  los  cambios  realizados. 
Postcondiciones 
Los  cambios  se  verán  reflejados  en  el  resto  de  la  aplicación,  también  por  otros  usuarios. 
Otros  requisitos 
N/A 
Casos  de  prueba 
CU  1.6_01_Modificar  datos  personales 
CU  1.6_02_Cancelar  modificaciones 
CU  1.6_03_Formato  de  campos  inválido 
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2.  Gestión  de  motivos  de  oración 
CU  2.1  Crear  un  nuevo  motivo 
Descripción 
El  sistema  permitirá  a  un  usuario  crear  un  nuevo  motivo  de  oración. 
Actores 
Usuario 
Precondiciones 
El  usuario  ha  accedido  correctamente  a  la  aplicación  y  está  autenticado. 
Flujo  principal 
1. El usuario accede a la pantalla de motivos de oración (pantalla principal de la              
aplicación). 
2. Introduce  un  texto  (nuevo  motivo  de  oración)  y  pulsa  el  botón  para  darlo  de  alta. 
3. El  nuevo  motivo  se  habrá  guardado  correctamente. 
Flujo  alternativo  1 
2. No introduce un texto correcto como nuevo motivo de oración (formato, o longitud             
mínima)  y  pulsa  el  botón  para  darlo  de  alta. 
3. No  se  guardará  el  motivo. 
Postcondiciones 
Los  nuevos  motivos  se  podrán  visualizar  en  la  lista  de  motivos  de  oración. 
Otros  requisitos 
Pueden existir validaciones previas en el cliente, pero los datos siempre deberán            
validarse  en  el  servidor. 
Casos  de  prueba 
CU  2.1_01_Usuario  podrá  crear  un  nuevo  motivo  de  oración 
CU  2.1_02_Error  al  dar  de  alta  un  nuevo  motivo 
 
 
CU  2.2  Eliminar  motivo 
Descripción 
El  sistema  permitirá  a  un  usuario  eliminar  uno  de  sus  motivos  de  oración. 
Actores 
Usuario 
Precondiciones 
El  usuario  ha  accedido  correctamente  a  la  aplicación  y  está  autenticado. 
Universidad Politécnica de Madrid
Escuela Técnica Superior de Ingeniería de Sistemas Informáticos
Proyecto Fin de Carrera
Proceso software de una aplicación web de apoyo a la oración
118
Flujo  principal 
1. El usuario accede a la lista de motivos y accede a las opciones de un motivo que                 
desea  eliminar. 
2. Pulsa  el  botón  para  eliminar  el  motivo. 
3. Se  muestra  un  mensaje  de  confirmación,  y  el  usuario  procede  con  la  eliminación. 
4. Se  elimina  toda  la  información  del  motivo. 
Flujo  alternativo  1 
3. Se  muestra  un  mensaje  de  confirmación,  y  el  usuario  cancela  la  eliminación. 
4. No  se  elimina  el  motivo,  permanece  en  la  lista. 
Postcondiciones 
El  motivo  eliminado  desaparece  de  la  lista. 
Otros  requisitos 
Si  se  elimina  un  motivo  compartido  ( CU  2.6 ),  también  se  dejará  de  compartir. 
Casos  de  prueba 
CU  2.2_01_Usuario  podrá  eliminar  uno  de  sus  motivos  de  oración 
CU  2.2_02_Cancelar  eliminación 
CU  2.2_03_Eliminar  motivo  compartido 
 
 
CU  2.3  Modificar  motivo 
Descripción 
El  sistema  permitirá  a  un  usuario  modificar  uno  de  sus  motivos  de  oración. 
Actores 
Usuario 
Precondiciones 
El  usuario  ha  accedido  correctamente  a  la  aplicación  y  está  autenticado. 
Flujo  principal 
1. El  usuario  accede  a  la  lista  de  motivos  y  selecciona  uno  de  ellos  para  editar. 
2. Se  habilitará  su  edición  y  podrá  modificarlo. 
3. Pulsa  el  botón  de  guardar  los  cambios. 
4. Se  actualizan  los  datos  modificados  del  motivo. 
Flujo  alternativo  1 
3. El  usuario  pulsa  el  botón  para  descartar  los  cambios  realizados,  o  cambia  de  vista. 
4. Los  cambios  no  se  habrán  guardado. 
Postcondiciones 
N/A 
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Otros  requisitos 
Si se modifica un motivo compartido ( CU 2.6 ), los cambios también se verán reflejados en               
las  listas  de  los  grupos  en  los  que  está  compartido. 
Casos  de  prueba 
CU  2.3_01_Usuario  podrá  modificar  uno  de  sus  motivos  de  oración 
CU  2.3_02_Descartar  cambios 
CU  2.3_03_Modificar  motivo  de  oración  compartido  con  varios  grupos 
 
 
CU  2.4  Ver  lista  de  motivos 
Descripción 
El sistema permitirá a un usuario ver una lista con todos sus motivos de oración. Cuando                
pertenezca  a  un  grupo,  también  podrá  ver  los  motivos  del  grupo. 
Actores 
Usuario 
Precondiciones 
El  usuario  ha  accedido  correctamente  a  la  aplicación  y  está  autenticado. 
Flujo  principal 
1. En la página principal de la aplicación, se cargará automáticamente la lista de             
motivos de oración del usuario logado. Para cada motivo aparecerá al menos el             
usuario que lo dio de alta (inicialmente serán todos propios si no ha añadido              
motivos de grupo a su lista,  CU 2.9 ), junto con la fecha de actualización y el texto                 
del  motivo. 
Flujo  alternativo  1 
1. En la página principal de la aplicación, si aún no ha dado de alta motivos de                
oración,  se  mostrará  un  mensaje  indicando  que  no  hay  motivos. 
Postcondiciones 
Los  motivos  propios  se  podrán  editar,  eliminar,  compartir  o  marcar  On/Off. 
Otros  requisitos 
El tamaño dedicado a cada motivo de la lista depende de las dimensiones de la pantalla,                
se  adaptará  de  manera  “responsive”. 
Casos  de  prueba 
CU  2.4_01_Ver  lista  de  motivos  propios 
CU  2.4_02_Lista  vacía 
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CU  2.5  Marcar  motivo  On/Off 
Descripción 
Un usuario podrá marcar un motivo de oración como “On” (quiere seguir orando por ello)               
o  como  “Off”. 
Actores 
Usuario 
Precondiciones 
El  usuario  está  autenticado  y  ha  accedido  a  su  lista  de  motivos. 
Flujo  principal 
1. El usuario pulsa el botón On/Off sobre uno de sus motivos que esté en estado               
“On”,  activo. 
2. El motivo se apaga, estado “Off”, quedando visualmente más oscuro. El motivo            
permanecerá en la lista hasta que se refresque la vista, momento en el cual              
internamente se moverá a una lista de motivos inactivos. De esta manera podrá             
deshacer  la  acción. 
Flujo  alternativo  1 
1. El usuario pulsa el botón On/Off sobre un motivo propio en estado “Off” que              
todavía  no  se  ha  movido  a  la  lista  de  motivos  inactivos. 
2. El motivo se enciende, estado “On” (como estaba originalmente en su creación),            
quedando  visualmente  más  luminoso. 
Flujo  alternativo  2 
1. El usuario pulsa el botón On/Off sobre un motivo propio en estado “On” que              
previamente  se  había  compartido. 
2. Se le indica esta circunstancia al usuario y se pide confirmación para apagar y              
dejar  de  compartir. 
3. Si  se  confirma,  el  motivo  también  se  habrá  dejado  de  compartir. 
Flujo  alternativo  3 
1. El usuario pulsa el botón On/Off sobre un motivo que no es propio, sino que fue                
añadido  desde  una  lista  de  grupo  ( CU  2.9) . 
2. El motivo desaparecerá de su lista personal, aunque seguirá estando en la lista             
del  grupo. 
Postcondiciones 
N/A 
Otros  requisitos 
Por el momento no podrán recuperarse motivos que estén en la lista de inactivos, a la que                 
el  usuario  no  tiene  acceso. 
Un motivo previamente compartido dejará de compartirse (previa confirmación) al          
apagarse 
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Casos  de  prueba 
CU  2.5_01_Apagar  motivo  encendido 
CU  2.5_02_Encender  motivo  temporalmente  apagado 
CU  2.5_03_Apagar  motivo  compartido 
CU  2.5_04_Apagar  motivo  de  grupo  añadido 
 
 
CU  2.6  Compartir  motivo  en  grupo 
Descripción 
Un usuario podrá compartir uno de sus motivos de oración en cualquier grupo al que               
pertenezca. 
Actores 
Usuario 
Precondiciones 
El usuario registrado accede a la aplicación y se encuentra en su lista de motivos,               
existiendo  al  menos  uno  propio. 
Flujo  principal 
1. Pulsa sobre el botón de compartir sobre un motivo propio que no esté             
compartiendo. 
2. Se le dará la opción de compartirlo entre cualquiera de los grupos a los que               
pertenece. 
3. Los grupos con los que lo comparta lo incluirán en su respectivas listas, con el               
nombre  del  usuario  que  lo  compartió. 
Flujo  alternativo  1 
1. El  usuario  no  podrá  compartir  un  motivo  si  no  es  propio. 
Postcondiciones 
Los motivos compartidos en grupos podrán ser añadidos por otros usuarios de dichos             
grupos  a  sus  respectivas  listas  personales  ( CU  2.9 ). 
Otros  requisitos 
Se  mostrará  visualmente  si  el  motivo  se  está  compartiendo  o  no. 
Casos  de  prueba 
CU  2.6_01_Compartir  motivo  propio  con  grupo  al  que  se  pertenece  como  miembro 
CU  2.6_02_Compartir  motivo  propio  con  grupo  del  que  se  es  administrador 
CU  2.6_03_No  puede  compartirse  un  motivo  con  grupo  al  que  ya  no  se  pertenece 
CU  2.6_04_No  puede  compartirse  un  motivo  que  no  es  propio 
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CU  2.7  Dejar  de  compartir  motivo 
Descripción 
Un  usuario  podrá  dejar  de  compartir  cualquiera  de  sus  motivos  compartidos. 
Actores 
Usuario 
Precondiciones 
El usuario registrado se encuentra en su listado de motivos de oración, y ha compartido al                
menos  uno  de  ellos. 
Flujo  principal 
1. El  usuario  pulsa  sobre  el  botón  de  compartir. 
2. Seleccionará  uno  de  varios  grupos  con  los  que  actualmente  se  está  compartiendo. 
3. Dejará  de  aparecer  el  motivo  únicamente  en  la  lista  de  dicho  grupo. 
Flujo  alternativo  1 
2. Seleccionará cada uno de los grupos con los que actualmente se está            
compartiendo. 
3. El motivo dejará de estar compartido, no está en la lista de ningún grupo, y               
visualmente  se  mostrará  que  no  está  compartido. 
Postcondiciones 
Los usuarios que hubiesen añadido a su lista personal el motivo tampoco lo podrán ver               
una  vez  que  no  esté  compartido. 
Otros  requisitos 
Al  apagar  un  motivo  o  eliminarlo,  se  dejará  de  compartir. 
Casos  de  prueba 
CU  2.7_01_Dejar  de  compartir  motivo  con  todos  los  grupos 
CU  2.7_02_Dejar  de  compartir  motivo  parcialmente,  con  algún  grupo 
CU  2.7_03_Dejar  de  compartir  motivo  añadido  por  otro  usuario  a  su  lista 
 
 
CU  2.8  Compartir  motivo  como  administrador 
Descripción 
Un  administrador  de  grupo  podrá  añadir  un  nuevo  motivo  como  motivo  del  grupo. 
Actores 
Administrador  de  grupo 
Precondiciones 
El  administrador  de  grupo  ha  accedido  a  la  aplicación. 
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Flujo  principal 
1. El  usuario  accede  a  la  pantalla  de  motivos  de  grupo. 
2. Introduce  un  texto  (nuevo  motivo  de  oración)  y  pulsa  el  botón  para  darlo  de  alta. 
3. El nuevo motivo se habrá guardado correctamente con el nombre del grupo como             
creador.  Este  será  visible  por  cualquier  miembro  del  grupo. 
Postcondiciones 
Cualquier miembro, incluido el propio administrador, podrá añadir el motivo de grupo en             
su  lista  de  motivos  personales. 
El administrador podrá editar y eliminar un motivo de grupo tras ser creado, al igual que lo                 
puede hacer un usuario, pero no podrá compartirlo fuera del grupo. En ambos casos, si               
un usuario había añadido el motivo a su lista personal, verán las modificaciones             
realizadas  por  el  administrador  o  dejará  de  tener  el  motivo,  respectivamente. 
Otros  requisitos 
N/A 
Casos  de  prueba 
CU  2.8_01_Administrador  podrá  crear  un  nuevo  motivo  de  grupo 
CU  2.8_02_Administrador  podrá  modificar  motivo  de  grupo 
CU  2.8_03_Administrador  podrá  modificar  motivo  de  grupo  añadido  por  miembro 
CU  2.8_04_Administrador  podrá  eliminar  motivo  de  grupo 
CU  2.8_05_Administrador  podrá  eliminar  motivo  de  grupo  añadido  por  miembro 
CU  2.8_06_Miembros  no  administradores  no  podrán  crear  motivos  de  grupo 
 
 
 
CU  2.9  Añadir  motivo  de  grupo  a  lista  propia 
Descripción 
Un usuario podrá añadir motivos de un grupo al que pertenece (creados por el              
administrador o compartidos por otros miembros) a su lista personal. No podrá añadir sus              
propios  motivos  compartidos,  pues  ya  forman  parte  de  su  lista  personal. 
Actores 
Usuario 
Precondiciones 
El  usuario  ha  accedido  a  la  aplicación. 
Flujo  principal 
1. El  usuario  accede  a  la  pantalla  de  motivos  de  grupo. 
2. Selecciona un motivo compartido por otro usuario para añadir a su lista para             
añadir  a  su  lista  personal. 
3. Se  añade  correctamente. 
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Flujo  alternativo  1 
2. Selecciona un motivo creado por el administrador para añadir a su lista para             
añadir  a  su  lista  personal. 
3. Se  añade  correctamente. 
Postcondiciones 
Si el usuario accede a su lista personal (pantalla principal), podrá ver en ella el motivo                
añadido.  Para  dejar  de  tenerlo  en  la  lista  personal  se  haría  uso  del  botón  On/Off  ( CU  2.5 ). 
Otros  requisitos 
N/A 
Casos  de  prueba 
CU  2.9_01_Añadir  motivo  compartido  en  grupo  a  lista  personal 
CU  2.9_02_Añadir  motivo  de  grupo  creado  por  admin  a  lista  personal 
CU  2.9_03_No  podrá  añadirse  un  motivo  propio 
CU  2.9_04_El  administrador  podrá  añadir  un  motivo  de  grupo  a  su  lista  personal 
 
 
3.  Gestión  de  grupos  
CU  3.1  Crear  un  nuevo  grupo 
Descripción 
Un  usuario  podrá  crear  un  grupo  de  oración,  pasando  a  ser  administrador  del  mismo. 
Actores 
Usuario 
Precondiciones 
El  usuario  está  autenticado. 
Flujo  principal 
1. El  usuario  seleccionará  la  opción  de  crear  un  nuevo  grupo. 
2. Se  muestra  la  pantalla  de  creación  de  grupos. 
3. Introduce  al  menos  el  nombre  del  grupo  y  pulsa  el  botón  para  darlo  de  alta. 
4. El grupo se crea correctamente y el usuario que lo creó pasará a ser su               
administrador;  se  le  redirige  al  usuario  al  detalle  del  grupo. 
Flujo  alternativo  1 
3. Si el usuario no introduce el nombre o el formato no fuera válido, no podrá crear el                 
grupo. 
Postcondiciones 
Desde el detalle del grupo el usuario podrá editarlo, añadir miembros, convertirlo en grupo              
público,  etc.  Podrá  también  acceder  desde  el  detalle  al  listado  de  motivos  del  grupo. 
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Otros  requisitos 
N/A 
Casos  de  prueba 
CU  3.1_01_Crear  nuevo  grupo 
CU  3.1_02_Editar  detalles  de  grupo 
CU  3.1_03_No  se  creará  el  grupo  si  faltan  datos  o  son  incorrectos 
CU  3.1_04_Acceder  a  lista  de  oración  del  grupo 
 
 
CU  3.2  Añadir  usuario  a  lista  de  miembros 
Descripción 
El  administrador  de  un  grupo  podrá  añadir  nuevos  miembros  al  mismo. 
Actores 
Administrador  de  grupo 
Precondiciones 
El  usuario  ha  creado  un  grupo  y  es  administrador  del  mismo. 
Flujo  principal 
1. El administrador del grupo selecciona un usuario por nombre de cuenta y lo añade              
a  la  lista  de  miembros. 
2. El  nuevo  usuario  quedará  como  invitado  en  la  lista. 
Flujo  alternativo  1 
1. Si el administrador intenta añadir un usuario vacío o no existente, no se añadirá a               
la  lista. 
Flujo  alternativo  2 
1. El  administrador  no  podrá  añadir  un  usuario  que  ya  es  miembro  o  administrador. 
Postcondiciones 
Un vez invitado el usuario, puede unirse al grupo activando la invitación, y pasando a ser                
miembro  del  grupo  ( CU  3.4 ). 
Otros  requisitos 
Se  le  facilitará  al  usuario  la  búsqueda  de  usuarios  por  nombre  de  usuario. 
Casos  de  prueba 
CU  3.2_01_Añadir  miembro  a  grupo,  invitar 
CU  3.2_02_No  puede  añadirse  un  usuario  inexistente 
CU  3.2_03_No  puede  añadirse  un  usuario  que  ya  ha  sido  invitado  o  es  administrador 
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CU  3.3  Eliminar  usuario  de  lista  de  miembros 
Descripción 
El  administrador  de  un  grupo  podrá  quitar  miembros  existentes  del  grupo. 
Actores 
Administrador  de  grupo 
Precondiciones 
El usuario ha creado un grupo y es administrador del mismo. Existe al menos un miembro                
en  el  grupo,  aparte  del  administrador. 
Flujo  principal 
1. Desde el listado de miembros de un grupo, el administrador selecciona un usuario             
invitado  para  eliminar  del  grupo  (que  todavía  no  ha  aceptado  la  invitación). 
2. Tras confirmar la acción, el usuario desaparece de la lista, y ya no podrá unirse,               
dejará  de  estar  invitado. 
Flujo  alternativo  1 
1. Desde el listado de miembros de un grupo, el administrador selecciona un usuario             
que  ya  era  miembro  del  grupo  para  eliminar  (ya  había  aceptado  la  invitación). 
2. Tras confirmar la acción, el usuario desaparece de la lista y todos los motivos que               
hubiera  compartido  con  el  grupo  desaparecerán.  Tampoco  quedará  como  invitado. 
Flujo  alternativo  2 
1. El  administrador  no  podrá  eliminarse  a  sí  mismo  del  grupo. 
Postcondiciones 
El usuario eliminado no puede ver la información privada ni los motivos de oración del               
grupo del que fue eliminado, no podrá volver a unirse si no vuelve a ser invitado. Los                 
miembros  del  grupo  ya  no  podrán  ver  los  motivos  que  este  usuario  compartió. 
Otros  requisitos 
N/A 
Casos  de  prueba 
CU  3.3_01_Eliminar  usuario  invitado  de  lista  de  miembros 
CU  3.3_02_Eliminar  usuario  miembro  de  lista  de  miembros 
CU  3.3_03_No  puede  eliminarse  al  administrador  del  grupo 
 
 
CU  3.4  Activar  invitación  a  grupo 
Descripción 
Tras ser añadido a un grupo por un administrador, se le notifica al usuario, quien podrá                
aceptar  la  invitación. 
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Actores 
Usuario 
Precondiciones 
Un  administrador  de  grupo  ha  añadido  al  usuario  a  su  grupo  como  invitado. 
Flujo  principal 
1. Al acceder a la aplicación el usuario puede ver en el menú de grupos que ha sido                 
invitado  a  un  nuevo  grupo. 
2. El usuario accede al detalle del grupo al que ha sido invitado y selecciona la               
opción  de  unirse. 
3. El  usuario  se  convierte  en  miembro  del  grupo. 
Flujo  alternativo  1 
1. Tras haber rechazado temporalmente una invitación a unirse a un grupo, el            
usuario accede a su perfil, en el que se encuentran las invitaciones a grupos              
(pendientes  y  rechazadas). 
2. El usuario accede al detalle del grupo al que había rechazado unirse            
anteriormente  y  selecciona  la  opción  de  unirse. 
3. El  usuario  se  convierte  en  miembro  del  grupo. 
Postcondiciones 
El nuevo miembro podrá ahora ver los motivos del grupo, compartir los suyos con el resto                
de  miembros  ( CU  2.6 )  y  añadir  los  motivos  de  grupo  a  su  lista  personal  ( CU  2.9 ). 
Otros  requisitos 
N/A 
Casos  de  prueba 
CU  3.4_01_Aceptar  invitación  a  grupo,  pasar  a  ser  miembro 
CU  3.4_02_Aceptar  invitación  a  grupo  tras  haberlo  rechazado  anteriormente 
 
 
CU  3.5  Desactivar  invitación  a  grupo 
Descripción 
Un usuario invitado a un grupo puede rechazar una invitación temporalmente o            
abandonarlo  si  ya  es  miembro. 
Actores 
Usuario 
Precondiciones 
Un  administrador  de  grupo  ha  añadido  al  usuario  a  su  grupo  como  invitado. 
Flujo  principal 
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1. El usuario que ya es miembro (se ha unido), desde la vista del grupo selecciona la                
opción  de  abandonarlo. 
2. Tras confirmar, se elimina toda su información del grupo: se dejan de compartir             
todos sus motivos, deja de tener los añadidos del grupo en su lista personal, y no                
podrá  ver  los  detalles  del  grupo  ni  compartir  motivos  con  el  mismo. 
Flujo  alternativo  1 
1. El usuario accede a la información del grupo al que ha sido invitado (todavía no es                
miembro)  y  selecciona  la  opción  de  no  unirse  por  ahora. 
2. El usuario rechaza temporalmente la invitación, pero sigue como invitado y podrá            
unirse  más  adelante  al  grupo  desde  su  perfil. 
Postcondiciones 
En  caso  de  abandonar,  no  podrá  volver  a  unirse  si  no  vuelve  a  ser  invitado. 
Otros  requisitos 
N/A 
Casos  de  prueba 
CU  3.5_01_Abandonar  grupo  del  que  se  es  miembro 
CU  3.5_02_Abandonar  grupo  teniendo  motivos  compartidos  y  añadidos 
CU  3.5_03_Rechazar  invitación  temporalmente 
 
 
4.  Usuarios  y  grupos  públicos  y  suscripciones 
CU  4.1  Buscar  usuarios  y  grupos 
Descripción 
Cualquier usuario puede buscar usuarios públicos o privados (en este último caso solo             
podrá verse su nombre de usuario). Un administrador utilizará un buscador para añadir             
nuevos  miembros  a  su  grupo.  Del  mismo  modo,  podrán  buscarse  grupos  públicos. 
*  Caso  de  uso  finalmente  excluido  del  alcance. 
 
 
CU  4.2  Convertir  usuario  privado  en  público 
Descripción 
Un usuario podrá hacerse público, pasando algunos de sus datos a ser públicos, y              
pudiendo  compartir  motivos  accesibles  por  cualquier  persona. 
*  Caso  de  uso  finalmente  excluido  del  alcance. 
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 CU  4.3  Convertir  grupo  privado  en  público 
Descripción 
Un administrador podrá convertir su grupo en público, pudiendo cualquier persona ver            
información  acerca  del  mismo  y  los  motivos  públicos  del  grupo 
*  Caso  de  uso  finalmente  excluido  del  alcance. 
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Casos  de  prueba 
Nombre  proyecto PrayOn Fecha 29/06/2017 
Código  documento TEST_CASOS_PRUEBA Versión 1.1 
 
Descripción 
"Un caso de prueba o test case es, en  ingeniería del software , un conjunto de condiciones o                 
variables bajo las cuales un analista determinará si una  aplicación , un sistema software, o              
una  característica  de  estos  es  parcial  o  completamente  satisfactoria."  (Wikipedia) 
 
Los casos de prueba en este documento describen diferentes condiciones que es necesario             
validar en el sistema, y se han derivado de la especificación de casos de uso, existiendo al                 
menos una prueba por cada caso de uso, y estando trazados a los mismos. Se ha                
considerado suficiente con indicar una breve descripción de cada caso de prueba, sin incluir              
todos  los  pasos  que  deben  seguirse  para  obtener  el  resultado  esperado. 
 
Casos  de  prueba 
Los  siguientes  son  los  casos  de  prueba  contemplados  hasta  el  momento  en  el  sistema: 
 
CU Caso  de  prueba Descripción 
CU  1.1  Registrar  nuevo  usuario  
 CU  1.1_01_Alta  de  usuario 
correcta 
El usuario selecciona la opción de registro       
(sign up) e introduce sus datos: nombre       
completo, nombre de usuario, email y      
contraseña. Se le da de alta al usuario y se le           
envía  un  email  para  verificar  su  dirección. 
Tras pulsar en dicho enlace, el usuario puede        
empezar a usar la aplicación como usuario       
autenticado. 
 CU  1.1_02_Error:  formato  de 
campos  inválido 
El formato de los datos introducidos durante el        
registro no es válido y se le muestra el mensaje          
de error correspondiente: qué datos son      
erróneos (campos obligatorios, conformidad,    
formatos  incorrectos). 
 CU  1.1_03_Error:  dirección 
email  ya  existente 
Si en el proceso de registro, como dirección de         
email se introduce la de un usuario ya        
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registrado en la aplicación, se le muestra al        
usuario  el  mensaje  de  error  correspondiente. 
 CU  1.1_04_Error:  nombre  de 
usuario  no  es  único 
Si en el proceso de registro, como nombre de         
usuario se introduce la de un usuario ya        
registrado en la aplicación, se le muestra al        
usuario  el  mensaje  de  error  correspondiente. 
 CU  1.1_05_Acceso  tras  alta 
sin  usar  enlace  de 
confirmación 
El usuario no podrá utilizar todas las funciones        
de la aplicación si no ha hecho uso        
previamente del enlace de confirmación en el       
email  recibido. 
CU  1.2  Acceder  a  la  aplicación  
 CU  1.2_01_Login  correcto El usuario puede acceder a la parte privada de         
la aplicación. Se le muestra por defecto su        
listado  de  motivos  de  oración. 
 CU  1.2_02_Usuario  o 
contraseña  incorrectos 
Si el usuario o contraseña introducidos no son        
correctos, Se le mostrará un mensaje de error        
y no podrá acceder a la parte privada de la          
aplicación. 
CU  1.3  Salir  de  la  aplicación  
 CU  1.3_01_Logout  correcto El sistema finaliza correctamente la sesión y le        
muestra  al  usuario  la  pantalla  de  login. 
CU  1.5  Ver  información  personal  
 CU  1.5_01_Ver  información 
personal 
El usuario podrá ver su información de perfil:        
nombre, nombre de usuario, imagen de perfil,       
descripción, así como los grupos a los que        
pertenece  y  a  los  que  ha  sido  invitado. 
CU  1.6  Modificar  usuario  
 CU  1.6_01_Modificar  datos 
personales 
El usuario podrá modificar sus propios datos       
personales en su perfil, excepto su nombre de        
usuario  y  su  dirección  email. 
 CU  1.6_02_Cancelar 
modificaciones 
El usuario podrá cancelar las modificaciones      
sobre  sus  datos  personales. 
 CU  1.6_03_Formato  de 
campos  inválido 
No podrá modificar datos de su perfil si el         
formato no es correcto. Por ejemplo, el nombre        
no  puede  estar  vacío. 
CU  2.1  Crear  un  nuevo  motivo  
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 CU  2.1_01_Usuario  podrá 
crear  un  nuevo  motivo  de 
oración 
Un usuario autenticado podrá crear un nuevo       
motivo de oración, que se mostrará en la lista         
de  motivos. 
 CU  2.1_02_Error  al  dar  de 
alta  un  nuevo  motivo 
Si el formato o longitud del nuevo motivo no es          
válido, se mostrará un mensaje de error; no se         
guardará  el  motivo. 
CU  2.2  Eliminar  motivo  
 CU  2.2_01_Usuario  podrá 
eliminar  uno  de  sus  motivos 
de  oración 
Se podrá eliminar toda la información del       
motivo. El motivo eliminado desaparece de la       
lista. 
 CU  2.2_02_Cancelar 
eliminación 
Si el usuario cancela el proceso de borrado, no         
se  eliminará  el  motivo,  permanece  en  la  lista. 
 CU  2.2_03_Eliminar  motivo 
compartido 
Si se elimina un motivo previamente      
compartido, el motivo eliminado desaparece de      
la lista, y deja de estar compartido con todos         
los grupos con los que se hubiese compartido,        
aunque un usuario lo hubiese añadido a su        
lista  de  motivos. 
CU  2.3  Modificar  motivo  
 CU  2.3_01_Usuario  podrá 
modificar  uno  de  sus  motivos 
de  oración 
Se podrán actualizar los datos del motivo, que        
se reflejarán en la lista con la nueva fecha de          
actualización. 
 CU  2.3_02_Descartar 
cambios 
Si el usuario descarta los cambios realizados o        
cambia de vista, no se guardarán las       
modificaciones. 
 CU  2.3_03_Modificar  motivo 
de  oración  compartido 
Si se modifica un motivo previamente      
compartido, los cambios se propagan y son       
visibles en todos los grupos en los que se         
hubiese compartido, y también en la lista de        
cualquier usuario que lo hubiese añadido a su        
lista  de  motivos  personales. 
CU  2.4  Ver  lista  de  motivos  
 CU  2.4_01_Ver  lista  de 
motivos  propios 
Nada más hacer login se muestra el listado de         
motivos de oración, y podrá verse el detalle de         
cada  uno  junto  con  las  opciones  disponibles. 
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 CU  2.4_02_Lista  vacía Si aún no ha dado de alta motivos de oración,          
se mostrará un mensaje indicando que no hay        
motivos  de  oración. 
CU  2.5  Marcar  motivo  On/Off  
 CU  2.5_01_Apagar  motivo 
encendido 
Al apagar un motivo (Off) cambia su apariencia        
visual. Si se cambia de vista, al volver habrá         
desaparecido también del listado de motivos      
activos. 
 CU  2.5_02_Encender  motivo 
temporalmente  apagado 
Tras apagar un motivo, si aún no se ha         
cambiado de vista, puede encenderse de      
nuevo el motivo (On), pasando su apariencia a        
la  de  los  motivos  activos. 
 CU  2.5_03_Apagar  motivo 
compartido 
Si se apaga un motivo compartido, se avisa al         
usuario de que se dejará de compartir. Si        
cancela, no se apagará, pero si procede se        
apagará  y  dejará  de  compartir. 
 CU  2.5_04_Apagar  motivo  de 
grupo  añadido 
Si se apaga un motivo compartido y añadido        
por otro usuario con el que comparte grupo, se         
avisa al usuario de que se dejará de compartir.         
Si cancela, no se apagará, pero si procede se         
apagará y dejará de compartir. También lo       
dejará de ver el usuario que lo añadió a su          
lista. 
CU  2.6  Compartir  motivo  en  grupo  
 CU  2.6_01_Compartir  motivo 
propio  con  grupo  al  que  se 
pertenece  como  miembro 
El usuario podrá compartir uno de sus motivos        
con grupos a los que pertenece. El motivo        
podrán empezar a verlo otros miembros en la        
lista  de  oración  del  grupo. 
 CU  2.6_02_Compartir  motivo 
propio  con  grupo  del  que  se 
es  administrador 
El administrador de un grupo podrá compartir       
uno de sus motivos personales dicho grupo. El        
motivo podrán empezar a verlo otros miembros       
en  la  lista  de  oración  del  grupo. 
 CU  2.6_03_No  puede 
compartirse  un  motivo  con 
grupo  al  que  ya  no  se 
pertenece 
Si un usuario ha abandonado o ha sido        
eliminado de un grupo del que era miembro, ya         
no  podrá  compartir  motivos  con  dicho  grupo. 
 CU  2.6_04_No  puede 
compartirse  un  motivo  que  no 
es  propio 
El usuario no tendrá la opción de compartir        
motivos  que  no  haya  creado  él  mismo. 
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CU  2.7  Dejar  de  compartir  motivo  
 CU  2.7_01_Dejar  de 
compartir  motivo  con  todos 
los  grupos 
Si el usuario deja de compartir un motivo        
completamente, no será visible en ningún      
grupo al que pertenece, y aparecerá      
visualmente  como  no  compartido. 
 CU  2.7_02_Dejar  de 
compartir  motivo 
parcialmente,  con  algún  grupo 
Si el usuario deja de compartir un motivo, que         
estaba compartido con varios grupos, con uno       
de ellos, no será visible en ese grupo, pero sí          
en el resto, y seguirá marcado visualmente       
como  compartido. 
 CU  2.7_03_Dejar  de 
compartir  motivo  añadido  por 
otro  usuario  a  su  lista 
Si se deja de compartir un motivo con un grupo          
en el cual uno de los miembros lo había         
añadido a su lista, desaparecerá también de       
esta  lista. 
CU 2.8 Compartir motivo como     
administrador 
 
 CU  2.8_01_Administrador 
podrá  crear  motivo  de  grupo 
El administrador de un grupo puede crear       
grupos cuyo autor aparece como el propio       
grupo,  no  el  administrador. 
 CU  2.8_02_Administrador 
podrá  modificar  motivo  de 
grupo 
El administrador de un grupo puede modificar       
los  motivos  de  grupo. 
 CU  2.8_03_Administrador 
podrá  modificar  motivo  de 
grupo  añadido  por  miembro 
Si un miembro añadió un motivo de grupo en         
su lista personal, verá las nuevas      
modificaciones realizadas por el administrador     
sobre  el  mismo. 
 CU  2.8_04_Administrador 
podrá  eliminar  motivo  de 
grupo 
El administrador de un grupo puede eliminar       
cualquiera  de  los  motivos  de  grupo. 
 CU  2.8_05_Administrador 
podrá  eliminar  motivo  de 
grupo  añadido  por  miembro 
Si un miembro añadió un motivo de grupo en         
su lista personal, dejará de tenerlo si el        
administrador  lo  elimina  del  grupo. 
 CU  2.8_06_Miembros  no 
administradores  no  podrán 
crear  motivos  de  grupo 
Si un miembro no es administrador, no podrá        
crear, modificar, ni eliminar motivos del grupo,       
ya sean compartidos o creados por el       
administrador. 
CU 2.9 Añadir motivo de grupo a lista        
propia 
 
Universidad Politécnica de Madrid
Escuela Técnica Superior de Ingeniería de Sistemas Informáticos
Proyecto Fin de Carrera
Proceso software de una aplicación web de apoyo a la oración
135
 CU  2.9_01_Añadir  motivo 
compartido  en  grupo  a  lista 
personal 
Un usuario que pertenece a un grupo puede        
añadir un motivo compartido por otro usuario       
en  el  grupo  a  su  lista  de  motivos  personales. 
 CU  2.9_02_Añadir  motivo  de 
grupo  creado  por  admin  a  lista 
personal 
Un usuario que pertenece a un grupo puede        
añadir un motivo creado por el administrador       
(motivo de grupo) a su lista de motivos        
personales. 
 CU  2.9_03_No  podrá 
añadirse  un  motivo  propio 
No se le permitirá al usuario añadir a su lista          
personal uno de sus propios motivos que ha        
compartido  en  el  grupo. 
 CU  2.9_04_El  administrador 
podrá  añadir  un  motivo  de 
grupo  a  su  lista  personal 
Tras haber creado un motivo de grupo, el        
administrador, al igual que el resto de       
miembros, puede añadir dicho motivo a su lista        
personal. 
CU  3.1  Crear  un  nuevo  grupo  
 CU  3.1_01_Crear  nuevo 
grupo 
Cualquier usuario puede crear un grupo de       
oración, introduciendo el nombre y     
opcionalmente la descripción del mismo.     
Pasará  a  ser  su  administrador. 
 CU  3.1_02_Editar  detalles  de 
grupo 
Un usuario podrá cambiar el nombre y       
descripción de cualquier grupo del que sea       
administrador. No podrá modificar los detalles      
de  otros  grupos. 
 CU  3.1_03_No  se  creará  el 
grupo  si  faltan  datos  o  son 
incorrectos 
Si hay datos incorrectos (por ejemplo, no se        
indica un nombre para el grupo), no podrá        
crearse  o  modificarse  un  grupo. 
 CU  3.1_04_Acceder  a  lista  de 
oración  del  grupo 
Desde el detalle de un grupo puede accederse        
al listado de motivos de oración del mismo, que         
tendrá los dados de alta por el administrador y         
los  compartidos  por  cualquier  miembro. 
CU 3.2 Añadir usuario a lista de       
miembros 
 
 CU  3.2_01_Añadir  miembro  a 
grupo,  invitar 
Un usuario, desde el detalle del grupo, podrá        
buscar usuarios de la aplicación por nombre de        
usuario y añadirlos al listado de miembros       
como invitados. No pasarán a ser miembros       
hasta  que  no  acepten  la  invitación. 
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 CU  3.2_02_No  puede 
añadirse  un  usuario 
inexistente 
No podrá invitarse a un usuario si el nombre de          
usuario  añadido  no  existe. 
 CU  3.2_03_No  puede 
añadirse  un  usuario  que  ya  ha 
sido  invitado  o  es 
administrador 
No podrá invitarse a un usuario que sea el         
administrador, miembro o ya esté pendiente de       
aceptar  invitación. 
CU 3.3 Eliminar usuario de lista de       
miembros 
 
 CU  3.3_01_Eliminar  usuario 
invitado  de  lista  de  miembros 
Si un administrador elimina a un usuario       
invitado pero no miembro, este ya no podrá        
unirse al grupo hasta que no vuelva a ser         
invitado. 
 CU  3.3_02_Eliminar  usuario 
miembro  de  lista  de  miembros 
Si se elimina un miembro de un grupo, ya no          
podrá ver los detalles del grupo. Se eliminarán        
del grupo todos los motivos que haya podido        
compartir, y desaparecerán de su lista todos       
los motivos que haya añadido que fueran de        
ese  grupo. 
 CU  3.3_03_No  puede 
eliminarse  al  administrador 
del  grupo 
El administrador de un grupo no puede       
abandonarlo,  eliminarse  a  sí  mismo. 
CU  3.4  Activar  invitación  a  grupo  
 CU  3.4_01_Aceptar  invitación 
a  grupo,  pasar  a  ser  miembro 
Al acceder a la aplicación pueden verse las        
invitaciones pendientes. Al aceptar una     
invitación pueden verse los detalles y la lista de         
motivos  del  grupo. 
 CU  3.4_02_Aceptar  invitación 
a  grupo  tras  haberlo 
rechazado  anteriormente 
Tras haber rechazado una invitación     
temporalmente, un usuario todavía puede     
unirse al grupo, accediendo desde la invitación       
rechazada  en  el  perfil  del  usuario. 
CU  3.5  Desactivar  invitación  a  grupo  
 CU  3.5_01_Abandonar  grupo 
del  que  se  es  miembro 
Un usuario miembro puede dejar de serlo       
abandonando el grupo. Dejará de tener acceso       
al  detalle  y  motivos  del  grupo. 
 CU  3.5_02_Abandonar  grupo 
teniendo  motivos  compartidos 
y  añadidos 
Si un usuario abandona un grupo del que era         
miembro y había compartido motivos que      
habían sido añadidos por otros miembros a sus        
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listas personales, desaparecerán los motivos     
compartidos en ambas direcciones: del grupo      
al  usuario  y  del  usuario  al  grupo. 
 CU  3.5_03_Rechazar 
invitación  temporalmente 
Tras recibir una invitación, en lugar de       
aceptarla, un usuario tiene la opción de       
rechazarla temporalmente, para no tenerla en      
el  menú  de  grupos  cada  vez  que  accede. 
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