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Executive Summary
Urban Search and Rescue (USAR) focuses on locating and extracting victims affected by collapsed or damaged
structures. These environments pose a serious hazard to rescue personnel through the risk of further collapse, gas
leaks or explosions [1]. Robotic systems have shown that they are capable of taking on tasks that are too dangerous
or undesirable for humans and have been used in deep-sea, space and nuclear operations [2, 3]. The combination
of these applications form the principle upon which USAR robotics is based; USAR robotics allows for the safe
execution of exploratory tasks in hazardous urban environments through the use of teleoperated and autonomous
robotic vehicles [4].
Examples of robots used in urban search and rescue environments such as after the attack on the World Trade
Centre in 2001 and the investigation of the Fukushima Nuclear Power Station in the aftermath of the earthquake
in Japan in 2011 are shown below.
Figure 1: Robots used in USAR tasks. Collection of robots used in World Trade Centre (WTC) attack (left) [5], the Packbot developed
by iRobot used in both WTC and Fukushima scenarios (centre) [6] and the Quince 2 robot developed by Chiba Institute of Technology
used in the surveillance of the Fukushima Nuclear Power Station [7].
The University of Cape Town (UCT) Robotics and Agents Research Laboratory (RARL) began research into
developing a USAR robot in 2006. The final design of the fourth generation USAR robot developed by UCT,
named RATEL, can be seen in Figure 2.
iii
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Figure 2: UCT’s USAR robot (photo courtesy of Richard Whittemore).
This document reports on the research and development of the control for the four degree-of-freedom manipulator
arm and pan/tilt system located on the RATEL USAR robot. The report initially discusses control methods used on
previously developed teleoperated manipulators in the fields of kinematic modelling, motor control, communications
architectures, teleoperative interfaces as well as collision detection and proceeds to discuss the development of the
control for the RATEL manipulator.
An inverse kinematic model was initially developed in Matlab to allow for the intuitive control of the end effector
of the manipulator. The geometry of the manipulator restricted the movement of the end effector when the first
link reached its horizontal limit and thus a dual-axis inverse kinematic algorithm was developed. This approach
allowed for the easy and accurate control of the arm.
Proportional - Derivative control laws were developed and coded onto LM3S8962 motor control boards using the
LabVIEW Embedded for ARM module to provide the necessary accurate motor position control required of the
inverse kinematic calculations. This motor control, together with the inverse kinematic calculations, provided an
accurate end effector position. The arm, being controlled by an operator using the inverse kinematic control method
to manually draw boxes, can be seen in Figure 3. The pan/tilt system on the arm proved to be difficult to control
due to the weight of the sensor payload together with the gearing system used in that section of the arm.
iv
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is implemented.
A TCP/IP communications platform to fulfill the wireless communications requirement of the project was developed.
Numerous on-board communication architectures including I²C, RS-232 and RS-485 were developed to transmit
the desired motor positions to the LM3S8962 motor controllers. The most successful of these was the RS-485
communications scheme which produced the required communications stability at an acceptable speed of 13Hz.
Hall effect sensors, triggered on the proximity of magnets located on the gearing of each joint of the arm (see Figure
4), indicated the absolute position of each motor. This information was used to provide the necessary calibration
functionality for the arm. Mounts to house all the electronics internally were also developed.
Figure 4: Magnet and hall effect sensor located on the sixth motor gear assembly.
v
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
The SpaceNavigator 3D mouse, produced by 3DConnexion, (shown in Figure 5) was used as the teleoperation
interface for the user. This device offered control in six degrees-of-freedom thus providing a highly intuitive control
interface for the manipulator. The keyboard was used to provide additional control functionality. A graphical
representation of the robot (see Figure 6) was developed to provide the user with a 3D image of the remote vehicle
which was used in conjunction with an interface control loop making use of both forward and inverse kinematics to
improve the response of the robotic arm.
Figure 5: SpaceNavigator 3D mouse produced by 3DConnexion used to control the RATEL robotic arm [8].
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Figure 6: Graphical user interface for the RATEL robotic manipulator including all elements of the robotic arm as well as the flippers
and laser scanner located on the base of the robot.
Collision prevention algorithms were developed using the separating axis theorem to prevent the manipulator from
colliding with other elements of the robot. The elements of the robot were modeled as simple polygons to allow for
fast collision processing while visual and verbal warnings were used to inform the user of any imminent collisions.
These algorithms proved to effectively prevent any collisions between the robot elements.
User feedback after testing of the manipulator system showed that the control of the robot arm was easy and
intuitive to use. Novice test candidates were able to complete a pick-and-place task (see Figure 7) in only a matter
of minutes illustrating the effectiveness of the control of the manipulator.
vii
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Figure 7: Pick and place task performed by novice users. The test candidates were required, using only the camera feeds available, to
pick up the bottle from position A and place it in position B.
A number of recommendations are made regarding the improvement of the system, most notably modifications
to the sensor payload as well as pan/tilt gearing systems to allow for better control of the sensor payload. It is
recommended that C code be used on the motor control boards to improve the communications speed while further
collision detection techniques, through the use of current monitoring, are also recommended.
viii
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Chapter 1
Introduction
1.1 Background
Urban Search and Rescue (USAR) focuses on locating and extracting victims affected by collapsed or damaged
structures. These environments pose a serious hazard to rescue personnel through the risk of further collapse, gas
leaks or explosions [1]. Robotic systems have shown that they are capable of taking on tasks that are too dangerous
or undesirable for humans and have been used in deep-sea, space and nuclear operations [2, 3]. The combination
of these applications form the principle upon which USAR robotics is based; USAR robotics allows for the safe
execution of exploratory tasks in hazardous urban environments through the use of teleoperated and autonomous
robotic vehicles [4].
Examples of robots used in urban search and rescue environments such as after the attack on the World Trade
Centre in 2001 and the investigation of the Fukushima Nuclear Power Station in the aftermath of the earthquake
in Japan in 2011 are shown below.
Figure 1.1: Robots used in USAR tasks. Collection of robots used in World Trade Centre (WTC) attack (left) [5], the Packbot developed
by iRobot used in both WTC and Fukushima scenarios (centre) [6] and the Quince 2 robot developed by Chiba Institute of Technology
used in the surveillance of the Fukushima Nuclear Power Station [7].
In order to accelerate the development and deployment of robotic tools, the National Institute of Standards and
Technology (NIST) created the “Reference Test Arenas for Autonomous Mobile Robots” to evaluate the performance
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of robotic technologies in completing USAR tasks in simulated urban disaster situations. In these tests, robots were
required to navigate through the maze-like arena whilst negotiating obstacles, search for simulated victims and
produce a map of the environment. In 2002, the annual RoboCup competition, which previously focused only on
soccer playing robots, replicated the test arenas developed by NIST to create the first RoboCup Rescue League
which, to this day, remains a fundamental initiative in testing the performance of USAR robotics [9].
In the RoboCup Rescue competition, participating teams are required, via remotely teleoperated and autonomous
vehicles, to demonstrate their abilities in mobility, sensory perception, localization and mapping, mobile manipu-
lation, practical operator interfaces and assistive autonomous behaviours to improve operator performance and/or
robot survivability. These abilities are evaluated in maze arenas which are comprised of different terrains and
challenges of differing levels of difficulty as shown in Figure 1.2 [10].
Figure 1.2: The 2012 RoboCup Rescue arena. Photo courtesy of Richard Whittemore.
In the RoboCup Rescue competition robots are required to:
• negotiate compromised and collapsed structures
• locate victims and ascertain their condition
• produce practical sensor maps of the environment
• establish communications with the victims
• deliver fluids, nourishment and medicines
• place sensors to identify/monitor hazards
• mark or identify the best route to victims
• provide structural shoring for responders.
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As well as the requirements of search and rescue robots in the RoboCup Rescue Robot League, there have been
initiatives to develop sets of requirements for USAR robots in real-world applications [11]. One such attempt was
that of the Department of Homeland Security, the Science and Technology Directorate and the National Institute
of Standards and Technology which, in May 2005, endeavoured to document an initial set of requirements for
the performance of robots that can support USAR roles and tasks [12]. These requirements were developed by
assembling a group of experts in the subject and holding workshops to construct and develop and, ultimately,
define the initial requirements for the robots. In the first workshop, the responsibilities of a USAR robot were
defined as:
• Reconnaissance
• Primary search
• Structural Assessment
• Stabilization
• Medical
• Rescue
• Monitoring
• Detection of hazardous materials
These coincide well with the eight requirements stated previously in the RoboCup Rescue rules. The succeeding
two requirement definition workshops produced a total of 103 requirements for USAR robots which can be found
in [12].
The University of Cape Town’s (UCT) Robotics and Agents Research Laboratory (RARL) began research into
developing a USAR robot in 2006 with the aim of entering the RoboCup Rescue League. The final design of the
fourth generation USAR robot developed by the lab, named RATEL, at the RoboCup competition in Mexico in
2012 is shown in Figure 1.3.
3
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Figure 1.3: The Ratel USAR robot (photo courtesy of Richard Whittemore).
The RATEL USAR robot platform is a 502mm by 734mm tracked vehicle, developed by Eugene Dreyer [13] and
David Lwabona [14], comprising of independently rotating flippers to facilitate stair climbing and navigation on
harsh terrains. The sensor payload on the robot, developed by Cameron Sharpe [15], contains a high resolution cam-
era, thermal camera, CO2 sensor, microphone, speaker, floodlight and spotlight in order to assist in the navigation
and victim location tasks required of a USAR robot. Automatic object detection as well as three-dimensional (3D)
image creation was developed by Richard Whittemore [16] to further contribute to victim location and hazardous
materials detection. Mapping capabilities, developed by Julian Kent [17] and facilitated by the laser scanner and
Inertial Measurement Unit (IMU) fixed to the base of the robot, are included in the functions of the robot to
produce two-dimensional (2D) maps of the navigated environment. Michael Rieger [18] developed the end effector
of the robot. This parallel gripping device includes multiple sensory capabilities to assist the operator in performing
gripping tasks.
4
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Figure 1.4: RATEL USAR robot platform dimensions [13].
Peter Henson [19] developed the mechanical design for the 4 Degree-of-Freedom (DOF) manipulator arm, including
the additional 2 DOF pan/tilt section for the sensor payload, on the robot. The design incorporated the use of three
brushless 120W Maxon EC40 motors to be controlled by Maxon DECV 50/5 motor speed controllers (Rotation,
Shoulder and Elbow1) and three 20W Maxon EC22 motors to be controlled by Maxon DEC 24/3 motor speed
controllers (Pan, Tilt and Elbow2) shown in Figure 1.5.
The objective of this project was to develop the control software and interface in order to effectively control and
maneuver the robotic manipulator designed by Henson. The requirements of the project are specified in the following
section.
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Figure 1.5: SolidWorks model of Ratel USAR robot showing motor assemblies.
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1.2. REQUIREMENTS CHAPTER 1. INTRODUCTION
1.2 Requirements
In order to fulfill as many of the above-mentioned responsibilities of a USAR robot as possible, the following
requirements were specified by Stephen Marais, the head of RARL:
1. The arm was required to be controlled over a wireless network from a remote control station.
2. The control was required to be easy and intuitive to use.
3. The control was to integrate with the gripper/wrist assembly designed by Michael Rieger at RARL.
4. The system was required to avoid collisions with other elements of the robot.
5. The system was required to allow for the calibration of the arm.
6. The movement and control of the system had to be stable enough to easily manipulate the arm and grasp
objects with the end effector as well as perform effective surveillance with the sensor payload.
7. The electronics and wiring of the robotic arm were required to be housed internally.
1.3 Plan of Development
Chapter 2 provides background research on robotic manipulators that have been designed in the past. There
is particular focus on teleoperation and manipulation, kinematic modelling, collision detection, communication
architectures and motor position control.
Chapter 3 provides a functional analysis of the project and tabulates the different functions that the system needed
to perform in order to fulfill the requirements stipulated above. This leads to the product specification.
Chapter 4 expands on the kinematic modelling involved in implementing an inverse kinematic control platform for
the robotic arm. It then expands on the implementation and complications encountered while creating a forward
kinematic model for use in a feedback system for the control of the arm.
Chapter 5 discusses the implementation of motor position control in order for the robotic arm to effectively assume
the pose dictated by the inverse kinematic algorithm, discussed above. An investigation into the use of an FPGA -
Coldfire interface for position control is initially investigated. Thereafter, the development and use of the LM3S8962
motor control board is expanded upon. Discussion of the derivations of transfer functions and hence Proportional
- Derivative (PD) control laws for each of the motors forms the final part of the chapter.
Chapter 6 provides an extensive investigation into three different communication architectures implemented on
the arm. Firstly, the implementation of Inter-Integrated Circuit Bus (I²C) is discussed. When I²C failed to provide
the stable communications scheme necessary for the control of the arm, RS-232 was investigated and is discussed.
Finally, the implementation of RS-485 is discussed and expanded upon.
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1.3. PLAN OF DEVELOPMENT CHAPTER 1. INTRODUCTION
Chapter 7 focuses on the electronics incorporated into the control of the arm. This includes the use of hall effect
sensors for calibration of the arm as well as the design of the mounting brackets in order to house the necessary
electronic components inside the manipulator.
Chapter 8 investigates the development of the control interface for the robotic arm. This includes the Graphical
User Interface (GUI) as well as the control device selected for the manipulation of the arm. The implementation of
a Separating Axis Theorem collision prevention algorithm concludes the chapter.
Chapter 9 In this chapter, the testing of the different elements of the system as well as the results obtained are
discussed. Testing and the results of motor control, communications, collision prevention and usability testing are
discussed.
Chapter 10 concludes the project by relating the results obtained in the test phase to the initial requirements.
Recommendations for future work on the system are then given.
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Chapter 2
Background Research
This chapter summarises some of the literature relevant to the development of the control for a robotic manipulator
on an urban search and rescue robot. The first section explores the RoboCup Arena in more detail with specific
focus on the tasks/challenges required of a robotic manipulator. The concept of teleoperation and the devices used
in the remote control of robotic manipulators is then discussed. Section three highlights the kinematic models that
have been developed to implement user input on the robot arm. This is followed by an investigation into collision
detection techniques used in manipulator control. The fourth section considers the communication architectures
used to implement the above-mentioned control schemes on a robotic arm and the review concludes with a discussion
on motor position control.
2.1 The RoboCup Arena
As mentioned briefly in the previous chapter, the RoboCup Rescue competition allows for the testing and evaluation
of rescue robots in maze arenas comprised of different terrains and challenges and of differing levels of difficulty. The
RoboCup Rescue rules [20] stipulated the tasks or challenges that a robot would face in the competition arena. One
of the tasks or challenges created in order to directly test the abilities of a manipulator arm was the elevated/hidden
victim identification tasks, shown in Figure 2.1. These tasks were designed to differentiate between the robots with
manipulator sensory capabilities and those with sensors mounted upon the robot frame.
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2.1. THE ROBOCUP ARENA CHAPTER 2. BACKGROUND RESEARCH
Figure 2.1: Example of an elevated victim identification box at the RoboCup Rescue Competition.
Each victim identification box contained:
• Form (doll or mannequin parts)
• Visual (eye charts and hazardous materials labels)
• Thermal (heating pad)
• Motion (waving cloth)
• Sound (random numbers)
• CO2 (soda or tire cartridges)
The second task created to test manipulator control was the pick and placement of water bottles, walkie-talkies or
wooden cubes in designated target areas. The objects were placed at various heights (0m, 0,5m and 1m) and at
different depths (0,3m and 0,6m). The robot would be required to pick and place these objects within any one of
the victim identification boxes for the accruement of additional points. Figure 2.2 shows an example of this:
Figure 2.2: Robot performing pick and place task.
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The scanning of QR codes was an additional challenge introduced in the 2012 RoboCup Rescue competition. These
QR codes were placed in the victim identification boxes as well as in vertical and horizontal cavities around the
arena. An additional QR scanning challenge was the pipestar object placed in the rescue arena (see Figure 2.3).
This object, comprising of either 25mm or 50mm diameter pipes, had QR codes or eye charts placed in each point
and thus stringently tested the dexterity and control of a manipulator.
Figure 2.3: Pipestar code scanning tasks [21].
These tasks, together with the requirements listed in Section 1.2, give a clear perspective of what was required of
the control of the robotic manipulator on a USAR robot. It is clear that stable, accurate and dexterous control was
required in order to complete the tasks discussed above.
This chapter will now consider the implementation of control in existing robotic arm platforms and the devices used
to control robotic arms.
2.2 Teleoperation Interfaces
“Teleoperation is the safe extension of human sensing and manipulation capabilities to a remote location via some
sort of vehicle or manipulator.” [22]
The term teleoperation simply means operating at a distance. Thus, teleoperation allows a user to manipulate
a body from a remote position through the physical interaction with a control (master) device and/or interface.
Any interaction with the control device is transmitted to the remote (slave) device by means of a communication
medium whereby the slave object mimics the user’s input commands [23]. Manipulation refers to the way in which
a user controls and maneuvers a robotic arm. The ability of the user to accurately coordinate and operate a robotic
manipulator is vitally important as there are limitations to the autonomous functions a robot arm can perform. A
user-operated robot is able to benefit from the perception, judgment and adaptability of human cognition [2].
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In this section, the different interfaces that have been implemented to manipulate robotic arms via teleoperation
and the effectiveness of each technique will be discussed . The simpler manipulation interfaces used by robotic arm
developers will be looked at first followed by the more advanced haptic manipulation technologies.
2.2.1 Open Loop Control Devices
The movement of a teleoperated robotic arm corresponds to the physical action performed by the user on a control
device. What follows is a description of different control devices which have been used to achieve this functionality.
Various interfaces, including joysticks, teach pendants and those used for virtual reality, have been used to control
robotic systems [22]. One robotic arm system that utilised a mouse as the predominant control instrument was that
of Tunwannarux and Tunwannarux with their five-joint mechanical arm on their CEO Mission II rescue robot. A
“status image” of the robotic arm was implemented, shown below, which allowed the user to click or drag-and-drop
the robotic arm to the desired position. The interface would interpret the user input and, using inverse kinematics,
transmit the relevant joint angles to the robotic arm [24].
Figure 2.4: The CEO Mission II robotic manipulator GUI showing the drag-and-drop functionality. This allows the user to specify the
desired position of the end effector [24].
Many mouse and keyboard teleoperation techniques have been implemented for USAR navigation applications
[25, 26, 27, 28]. However, the sources show that because these techniques limit intuitiveness when trying to control
a robotic manipulator, alternative manipulator control techniques are far more popular.
An alternative to the use of a mouse is that of a joystick device for manipulator control. NASA, in the development
of the Shuttle Remote Manipulator System (SRMS) or Canadarm, utilised two 3 DOF joysticks to control the
sophisticated 6 DOF robotic arm system [29]. The joysticks, shown below, control the translational and rotational
motion separately, allowing for effective maneuverability of the manipulator [30].
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Figure 2.5: On the left, the SRMS translational motion joystick controller and on the right, the SRMS rotational motion joystick
controller [31].
Edwards, in his thesis, highlights two commercially available wheelchair-mounted robotic arms which use simple
joystick controller instruments; the Manus and Raptor. Both robotic arms use such controllers to provide the users
with an easy manipulation method [32]. An example of a joystick is shown in Figure 2.6.
Figure 2.6: Manus joystick controller [32].
As a computer mouse limits the ease of manipulation of a robotic arm, Ryu et al. come to the same conclusion
regarding joysticks. They said: “A joystick-type device, which is commonly used for teleoperation, is adequate
for navigation, but is inadequate for controlling the manipulator because it does not have an adequate number of
degrees of freedom. Therefore, six DOF haptic devices are often applied to a mobile manipulation task because
haptic features allow easier operation of this type of task.” [33].
Haptic devices, as mentioned above, are an increasingly popular technology being implemented in the teleopera-
tion of robotic manipulators. A discussion as to what haptic technologies are and how they are used in robotic
teleoperation follows.
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2.2.2 Haptic/Closed Loop Technologies
Many current teleoperation interfaces use visual feedback as the primary method to display the necessary robot
control information, such as video, sonar or other sensory feedback, back to the user. The user, having to correlate
and fuse all this data mentally, may easily get overwhelmed by this cognitive load. A method to alleviate this is
through the use of haptic technologies. Glover et al. describe this process: “Haptic feedback is a mechanical force
that is applied through a control device and then perceived by a user”. It therefore gives the user a sense of touch
relating to the physical environment in which the manipulator is operating [2].
The benefits of haptic feedback in the context of remote teleoperation have been confirmed by a number of sources.
Glover et al. show, through three different tests involving the control of a slave robotic arm with an identical master
device, that adding haptic feedback in addition to the standard visual feedback allows the user to “feel” what the
slave manipulator is experiencing. This significantly improves the user’s success rate as well as the time it takes
to complete a task [2]. Lee et al, in their haptic experimentation in teleoperating a mobile robot, come to the
same conclusion; “Haptic feedback significantly improves operator performance” . They showed that the inclusion
of haptic feedback reduced the number of collisions of their mobile robots with the virtual environment without
any significant increase in the navigation time [34].
One field in which the benefit of haptic technology has been comprehensively assessed is that of medical teleoper-
ation. An example of this is the work of Wagner, Stylopoulos and Howe who have investigated the effects of force
feedback on a blunt dissection task in which subjects used a telerobotic system to expose an artery in a synthetic
model. They showed that adding force feedback to the control device significantly reduced the magnitude of the
forces applied and reduced the number of errors in comparison to when no force feedback was present. This shows
the added dexterity which an operator acquires when equipped with a physical sense of the remote environment
[35].
A range of devices have been used in the implementation of teleoperation haptic feedback which could be used for
manipulator control. These devices will now be discussed.
The PHANTOM Omni® device, shown below, is a 6 DOF haptic instrument that has been implemented in
telerobotic applications.
Figure 2.7: The PHANTOM Omni® haptic device produced by SensAble Technologies, Inc. [36].
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The device was originally designed by Massie and Salisbury in 1994 and is now commercially produced, as a line
of haptic devices, by SensAble Technologies, Inc. The Omni is the most cost effective haptic device produced by
SensAble Technologies, Inc. and offers 6 DOF of position tracking and 3 DOF of force feedback to the user. More
advanced PHANTOM devices, such as the PHANTOM 3.0/6DOF, provides the user with the identical position
tracking as that of that of the Omni although it includes force feedback in all 6 DOF, incorporating roll, pitch and
yaw in addition to the feedback in the x, y and z axes [36].
The miniature robotic arm located on the front of the instrument provides the interface to the user. Encoders track
any maneuvering of the device while motors exert any feedback forces on the arm. This allows the users to directly
control the remote robotic arm; They implement the movement that they desire on the PHANTOM device and
while doing so, physically “feel” any forces acting on the remote arm, thus giving the illusion of contact with objects
[37, 38].
In another study, Ryu et al. designed and tested a 6 DOF haptic master for the teleoperation of a mobile manipu-
lator. They argued that even though 6 DOF master devices have greatly improved, they have not been optimised
for the purpose of robotic arm teleoperation. The study discusses the fact that in mobile teleoperation, 3 DOF
motions are needed for navigation purposes whereas 6 DOF are needed for manipulation control. Conventional 6
DOF devices, which activate all six actuators at once, are therefore undesirable; it would be inefficient to employ
manipulator tasks such as the standard planar motion. The design which Ryu et al. adopt incorporates two sepa-
rable 3 DOF structures mounted on top of each other, as shown in Figure 2.8. This allows the desirable 3 DOF for
planar navigation, and, combining with the upper 3 DOF, allows for the optimum 6 DOF of motion for manipulator
control [33].
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Figure 2.8: Schematic of the haptic master device showing the separable upper and lower mechanisms [33].
The amount of force feedback provided to the user is calculated with respect to the input force from the operator
using the kinematic equations used to describe the motion of the haptic device. The device was initially tested using
a virtual environment where a USAR robot equipped with a robotic manipulator was simulated. When testing the
device virtually, a reaction force was provided to the user in proportion to the depth of penetration of any simulated
objects. This, in the real field, protects the manipulator from damage due to any unexpected collisions [33].
A more intuitive haptic teleoperation interface was developed by Glover et al. in which identical master and slave
devices were used. They maintained that a haptic master which differs from the remote manipulator could never
completely capture the forces acting upon it. Therefore the use of identical master and slave devices is required
in order to provide accurate haptic feedback. In comparison to this, Rogers, in his investigation into developing
a low-cost teleoperable robotic arm which does not implement haptic feedback, states that the arm and controller
need only be kinematically identical in order to create an effective non-haptic teleoperation interface [39]. The
manipulators used by Glover et al., shown in Figure 2.9, were the Whole Arm Manipulator (WAM) robotic arm
produced by Barrett technology, Inc. These 7 DOF cable-driven robotic arms are human scaled, gravity compensated
and back-drivable, allowing for effective haptic control and feedback.
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Figure 2.9: The WAM robotic manipulator produced by Barrett Technology Inc. [2].
The implementation of this haptic interface is through the direct manipulation of the master WAM robotic arm.
Any force applied to the master arm is then transmitted to the remote arm. In the same way, for effective haptic
feedback, any resistance encountered by the remote arm is transmitted back to the master. Glover et al, using this
methodology, derived an intuitive control algorithm (see Figure 2.10) for producing the desired driving and feedback
torques. In the event of either of the arms not being in the identical position as the other, both arms will attempt
to move to the average of their current positions. Therefore, when an arm is moved, the arm that was manipulated
torques back towards the position that it previously maintained. The arm that was not moved torques towards
the position of the manipulated arm. This provides the teleoperation control of the slave arm while providing the
haptic feedback to the user. For example, if the slave arm was to get stuck behind an object, the user operating
the master arm would “feel” the effect as the master arm would continuously try to reach the mid-point of the two
arms’ orientation. Thus a halting force would be exerted upon the master arm’s movement [2].
Figure 2.10: Control loop algorithm developed by Glover et al. to simultaneously provide haptic control as well as feedback to the
operator by means of position averaging [2].
In this section, the different techniques used in controlling robotic manipulators via teleoperation, ranging from the
simplest joystick methods to the more advanced haptic implementations have been analysed. The advantages and
disadvantages as well as the applicability of each technique to USAR robotics are important factors to consider
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in the development of a USAR teleoperated manipulator. The next section discusses how the information derived
from the user input to the control system is implemented on a robotic arm.
2.3 Kinematic Modelling
A crucial step in controlling a robotic manipulator is to acquire and process the commands sent from the chosen
manipulation device and “translating” this information into motor commands for each joint. This process is termed
kinematic modelling. As Kostic, de Jager and Steinbuch said, “. . . the [kinematic] model is a mapping between
the task space (in general, a 6-dimensional space of robot-tip co-ordinates) and the joint space (dimension equal to
the number of robot degrees of freedom)” [40]. The process of mapping joint space to task space is called forward
kinematics and the opposite is called inverse kinematics [41].
Firstly, a brief explanation of forward kinematics is given. Edlinger et al. implement forward kinematics using the
popular Denavit- Hartenberg (DH) notation to compute the orientation of the end effector in respect to the first link
of the robotic arm, therefore enabling them to accurately dictate the position of the end effector [42]. Other studies
to use the DH notation were that of Chang and Park who used the notation, derived from the implementation of
the grid method, in order to acquire an accurate kinematic model for the design of the robotic arm which would
realize the task space required of it [43]. Filippi, in his master’s thesis, applied the DH convention to produce the
forward kinematics model for three different robotic arms, including the Lynx 6, shown below [29].
Figure 2.11: The Lynx 6 robotic arm with its kinematic model derived from the Denavit-Hartenberg notation simulated in Matlab by
Filippi [29].
18
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
2.4. COLLISION DETECTION CHAPTER 2. BACKGROUND RESEARCH
Now there is a focus on inverse kinematics. Inverse kinematics increases in complexity with the higher number of
degrees of freedom that the manipulator has. The solutions for low DOF manipulators can be calculated using
direct analysis, although the calculations become particularly challenging when the number of DOF exceeds that
required by the task at hand (termed redundancy). An infinite number of solutions may exist [44]. Tevatia and
Schaal state that redundancy, although possibly challenging, is often not disadvantageous to the task at hand;
the excess of solutions can be used to optimize certain criteria such as motor current draw or force constraints.
Numerical solution methods are therefore commonly used to solve these complex inverse kinematic problems with
the optimisation of certain constraints [45].
The implementation of inverse kinematics was referred to in section 2.2.1 with regard to the CEO Mission II robot.
This method was adopted to calculate the joint angles of the robot arm from the intuitive robotic arm interface.
In this study the team uses geometric methods in order solve the inverse kinematic model [24]. Geometric inverse
kinematic methods involve identifying points on the manipulator arm which can be used to express orientation
and position by means of a reduced set of joint variables [46]. The Hippocrate robotic arm, a medical purpose
robotic arm, is another manipulator to use inverse kinematics. The manipulator employs a direct analytical inverse
kinematic model in the control system in order to convert Cartesian coordinates, i.e. probe position, into joint
positions [47]. Filippi, in dealing with a high DOF manipulator, opted to use a weighted damped least squares
method solution to inverse kinematics in order to provide a satisfactory redundant inverse kinematics solution
that aids in the avoidance of joint limits. He implements a control loop incorporating both forward and inverse
kinematics, as shown in Figure 2.12, where X is the desired position dictated by the user and X’ is the actual
position of the end effector of the arm, in order to give the user a higher degree of control of the robot arm [29].
Figure 2.12: Filippi’s control loop incorporating both forward and inverse kinematics [29].
A subject closely tied to kinematic modelling is that of collision detection or collision avoidance. This is to ensure
that the joint angles calculated by the kinematic model do not cause the robotic manipulator to collide with itself
or objects around it.
2.4 Collision Detection
The problem of collision detection has been extensively studied in the field of robotics with a specific focus on the
development of collision free trajectories between obstacles in static and dynamic environments [48]. Unlike the
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collision detection in these structured environments, an important factor in the scenario of controlling a teleoperated
robotic arm is the fact that the motions are not predetermined. Many path-planning and collision-avoidance
algorithms are based on the knowledge of future motions. The paradigm for controlling a teleoperated robotic
arm must therefore adopt different collision detection algorithms from those implemented in the above-mentioned
studies [49].
Most collision detection algorithms are based upon a simulation of the robotic workspace [49]. A particularly unique
method of collision detection, using direct sensing and not workspace simulation, was implemented by Chueng and
Lumelsky in their development of a “sensory skin” for the motion planning of a robotic manipulator. The authors
explain that the skin, which covers the whole body of the robot arm, consists of numerous discrete, active infrared
sensors. These sensors detect collisions by processing the amount of light reflected back towards them [50].
In the review of the more popular simulation-based collision detection literature, it became apparent that the
implementation of collision detection comprised two parts. Initially, algorithms to detect the bounds of the relevant
components were established. This was followed by the actual detection of the intersection or proximity of these
bounds. Numerous methods exist in terms of creating 3D models or boundaries for objects. Some of these include
axis-aligned bounding boxes, oriented bounding boxes, approximation hierarchies based on S-bounds, spherical
shells and octrees [51]. In most of these instances, the boundary of the solid object is determined through the
iterative division of initial bounds until a criterion dictating the desired detail of the 3D model is met. An example
of the implementation of oriented bounding boxes (OBB tree) is shown below:
Figure 2.13: Building an OBB tree. Gottschalk, Lin and Manocha explain that the bounded polygon is recursively partitioned and the
resulting groups bounded once again [52].
The literature shows that a very popular method to determine the intersection of the 3D box models, developed by
the above mentioned algorithms, was through the use of the Separating Axis Theorem (SAT) [53, 54, 52, 51, 55].
Other intersection methods, including that of closest features computation as well as linear programming, exist
although Gottschalk et. al. show the computation advantages of the separating axis test compared to the other
methods [52]. This is supported by van den Bergen with the statement that “for collision detection of simple
polytopes, such as line segments, triangles and boxes, the fastest results are achieved by applying the separating
axis theorem” [53].
Once the required joint angles through the use of kinematic modelling and collision detection have been deduced,
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this information needs to be communicated to the motors in question. Communication techniques used in the
control of robotic manipulators are now looked at.
2.5 Communication Architectures
Numerous communication techniques have been implemented in the development of motor control architectures
for robotic systems. An investigation into the development of previous USAR robots competing in the RoboCup
Rescue Competition show that serial communications in the form of RS-232 and RS-485 were particularly popular
communications methods.
One team to use the RS-232 standard was that of iRAP-PRO [56] for the communication of motor control infor-
mation in the 2010 RoboCup Rescue competition. The team used a RS-232 serial server in order to communicate
the relevant information to the numerous robotic modules. Another robotic manipulator to offer the use of either
RS-232 or RS-485 is the commercially available ARM 5E developed by ESA CSIP. In the manufacturing of the
robotic manipulator they offer the option of equipping the arm with either of the communication schemes for the
control of the brushless DC motors operating the arm [57].
Three teams adopted RS-485 in the development of their USAR robots in the 2010 competition. These included
C-Rescue from Japan as well as the Singaporean eeeBot for the control of their robotic manipulator [58, 59]. The
third team to adopt RS-485 communications was that of Pasargad with its implementation of an “Internal Bus”
to handle the communications to the different modules of the robot. They used a single master, multiple slaves
architecture whereby the master board addresses each slave by their particular address and thereafter waits for a
response from the slave. Once a response from the slave is received, communication packets are transferred. They
stated that an added benefit of the RS-485 daisy-chain architecture is the ease of debugging and maintenance on
the robot due to the fact that each system is independently removable [60]. A further robotic manipulator to use
the RS-485 communications standard was that developed by Edwards in his design of a wheelchair-mounted robotic
arm. He used RS-485 to communicate motor control information to each of the PIC-Servo motor controllers in the
robotic arm [32].
Inter-Integrated Bus or I2C is another common communications scheme used in robotic applications. Like RS-485,
I2C is daisy-chainable thus allowing for the use of only two wires in the connection of each of the communicating
modules. Two studies implemented the use of I2C in the development of robotic manipulators. The first, like the
research done by Edwards discussed above, involved the development of a wheelchair-mounted robotic arm. This
group implemented an I2C bus in order to communicate with the motor control boards in the manipulator [61]. In
a similar way, the second study focused on the development of a robotic arm to catch slugs. In this design, like the
first, each uniquely addressed motor control board was connected to the I2C bus and was communicated with by a
central master control system [62]. Although not implemented in a robotic manipulator, a study by Lauria, Piguet
and Siegwart in the development of an autonomous wheeled climbing robot implemented the identical master -
slave I2C bus motor control architecture as discussed above [63].
The final communication technique found implemented in the control of robotic manipulators was that of a Controller
Area Network or CAN bus. Tindell, Burns and Wellings state that “Controller Area Network (CAN) is a well-
21
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
2.6. MOTOR POSITION CONTROL CHAPTER 2. BACKGROUND RESEARCH
designed communications bus for sending and receiving short real-time control messages. The bus is designed to
connect control systems over a small area (such as automobiles), operating in a noisy environment at speeds of up
to 1Mbit/sec.” [64]. One RoboCup Rescue team to make use of a CAN bus was SEU-RedSun from China. They
implemented two CAN buses for the control of the body of their robot as well as the manipulator motor control as
can be seen in Figure 2.14 [65].
Figure 2.14: Motor control architecture of SEU-RedSun USAR robot. One can see the implementation of both CAN buses for motor
control [65].
Asfour, Berns and Dillman were another group to use a CAN bus in their development of a humanoid robot. Their
robot executed motor control on C-167 micro-controllers all of which were connected to a CAN bus in order to
communicate with the high level processing PC [66].
Once the manipulator control information has been transmitted to the relevant motor control boards, the movement
of the particular motors becomes important. The following section discusses different motor control implementa-
tions.
2.6 Motor Position Control
The mechanical design of the RATEL robotic arm included the use of quadrature encoders to monitor motor
positions. Encoders are a very popular method of monitoring motor position and require decoding in order to
extract the relevant motor position information. The C167 micro-controllers, described above, are an example of
one solution whereas the use of FPGAs or CPLDs offers another. In the study of the electrical and mechanical
properties of the PHANTOM haptic device, the team used a Lattice 3320 FPGA to decode the quadrature encoder
signals and determine velocity information. These are based on the number of clock cycles to pass between encoder
pulses [67]. The SEU-RedSun RoboCup team employed a CPLD to execute a quadrature decoding algorithm [65].
Edwards, on the other hand, used a PIC-SERVO controller board equipped with a small microprocessor in order
to handle any quadrature decoding tasks [32].
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The task of the controller devices mentioned above is to analyse all the relevant data and determine if the arm is, in
fact, in the position or moving in the way dictated by the operator. If not, it must perform the appropriate control
action [67]. This control action is referred to as the control law and has been the subject of much research in the
field of robotic manipulators [23].
A popular control law is that of Proportional-Integral-Derivative (PID) control which was used by Glover et al. in
their study of robotic teleoperation with haptic feedback [68] (see Figure 2.10). It was also used by Williamson in
his study of robot arm control exploiting natural dynamics [69]. The control law was used in the development of
the SAUVIM underwater vehicle [70] as well as in the control of the Hippocrate robotic arm [47]. Asfour et al. give
a very good explanation for the popular use of PID control in robotic manipulators:
The implementation of full dynamic control on a robot still remains a challenge to robot scientists and
researchers today. It is known that the performance of a robot can be improved with the including
of the robot dynamics into its controller. However, the complexity and, more importantly, the lack
of knowledge about the dynamic parameters of the robot, lead robots to be controlled mostly by PID
control, where the control is done independently for each joint [66].
One method to take the dynamic properties of the manipulator into account is sliding mode control. This is another
frequently used control method in telerobotics as it offers robustness against uncertainties and can also deal with
time delay; a pertinent problem in the task of telemanipulation [71]. Zhihong and Palaniswami implemented sliding
mode control in their control scheme for rigid robotic manipulators with uncertain dynamics. They did this to
provide stronger robustness as well as more effective output tracking error convergence in comparison to other
feedback control schemes [72]. Su and Leung implemented the same technique although they combined it with an
adaptive control scheme in order to provide effective trajectory control of robot manipulators [73]. Guo and Woo
state that the classical sliding mode control, such as the methods discussed above, can suffer due to the possible
chattering that may be caused by the large gain which needs to be applied to the control scheme. They therefore
propose using fuzzy logic in the construction of the control input [74].
One study to use fuzzy logic in their control scheme was that of Asfour, Berns, and Dillmann in their control of
the ARMAR humanoid robotic arm. They used a classical feedback position controller technique in which a fuzzy
module selects a set of control parameters based on the configuration of the arm, as shown below. The control
parameters were established through experimentation [66].
Figure 2.15: The control loop used by Asfour et al. in the control of their humanoid robot ARMAR. One can see the implementation
of the fuzzy logic module dictating the control parameters to be used by the position controller [66].
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2.7. CONCLUDING REMARKS CHAPTER 2. BACKGROUND RESEARCH
This section has discussed the different aspects of manipulator control and the implementations used in order to
achieve the desired effects. The subject of control is an extremely broad topic although the most relevant and
widely used techniques have been highlighted above.
2.7 Concluding Remarks
This chapter has outlined the existing information pertinent to this project, namely teleoperation and manipulation,
kinematic modelling, collision detection, communication architectures and motor position control. The information
gathered allows for the development of the project specification in Chapter 3 which details the application of the
above mentioned topics in the fulfillment of the requirements of the project.
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Chapter 3
Specification
3.1 Functional Analysis
The knowledge gathered in Chapter 2 allows for the functional breakdown of the RATEL robotic arm. The control
for the RATEL robotic manipulator must perform the following functions in order to adequately satisfy the seven
requirements stipulated in Section 1.2. The function to be performed, the capability of that function and the
requirement which that function satisfies are tabulated below. A functional analysis glossary provides greater detail
for each term.
Function Capability Requirement Satisfied
Wireless Communications
Allow for the teleoperated
control of the robotic arm from
a remote control station.
1
Provide an intuitive control
interface for the user
Allow for the easy and intuitive
control of the arm
2+3
Collision Detection Procedures
Prevent the arm from colliding
with elements of the robot
4
Calibration Procedures
Allow for the calibration of the
arm
5
Motor Position Control
Allow for the control and
feedback of the position of each
motor in the arm
2+4+5+6
Arm Communications
Allow for the communication of
motor position information to
and from motor control
elements in the arm
2+3+4+5+6
Kinematic Model
Method to describe how the user
is to control each link of the arm
2+6
Electronic Mounts
Allow for the mounting of all
the electronic components inside
the arm
7
Table 3.1: Functional analysis for the control of the RATEL robotic manipulator.
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3.2. PROJECT SPECIFICATION CHAPTER 3. SPECIFICATION
Wireless Communications needed to be developed in order to allow a user to control the robotic arm from a
remote location.
An intuitive control interface allows for the easy control of the manipulator. This scope covers the device used
to control the arm as well as the interface which the user interacts with while controlling the arm, wrist and gripper.
Collision detection procedures had to be implemented to prevent the arm from colliding with elements of the
robot.
Calibration procedures allowed for the zeroing of the motor position values in the arm. This provided the known
relative position required of encoder based motor position control.
Motor position control forms the basis upon which the user controls the robotic arm. This critical function
provided the platform upon which collision detection, calibration, the ease of use of the arm as well as the stability
of the motion of the arm was based.
Motor position control would not be possible without Arm Communications. A fast, stable communications
scheme needed to be developed between the motor control elements of the robotic arm in order to fulfill the
requirements specified.
A Kinematic model of the arm needed to be developed in order to translate the input commands from the user
into motor positions upon the robotic manipulator.
Finally, Electronic mounts provided the functionality to secure all the necessary electronic components inside
the arm.
3.2 Project Specification
The above functional analysis leads to this project specification.
3.2.1 Scope
This specification covers the design and implementation of the control for the 6 DOF RATEL robotic manipulator
designed by Peter Henson at RARL at UCT.
3.2.2 Characteristics
Kinematic modelling
• An accurate kinematic model should be developed to translate the input commands from the user to motor
position information.
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3.2. PROJECT SPECIFICATION CHAPTER 3. SPECIFICATION
Motor Position Control
• Accurate, stable motor position control must be implemented on the robotic arm to ensure ease of use as well
as provide the data necessary for collision detection and arm calibration.
Communications
• A wireless communications scheme should be developed to communicate the user commands from the control
station to the robotic arm. This must be stable to ensure safe operation of the robot as well as fast enough
to allow for real time, easy control of the robotic arm.
• An internal arm communications scheme must developed to communication motor position and control infor-
mation to and from the control devices of the robotic arm including the wrist/gripper assembly. As specified
above, this should be stable to ensure uninterrupted control of the arm as ell as fast enough to provide
responsive control of the manipulator.
Electronics
• Motor control electronics must be developed to perform the required motor position control in the arm.
• Proximity sensors should be placed on the arm to allow for the calibration of each motor in order to zero the
relative motor position. Calibration algorithms would thereafter need to be developed.
• Electronic mounts must be developed to house the necessary control electronics internally.
User Interface
• Collision detection procedures must be implemented to detect and prevent any collisions between the arm and
elements of the RATEL robot.
• An easy and intuitive method for the user to control the robotic arm, as well as wrist and gripper, must be
used.
• All the information required to control the robot, including the arm geometry as well as any collision detection
warnings, should be intuitively presented to the user.
These specifications describe a control system for the RATEL robotic arm that fulfills all of the requirements stip-
ulated in Section 1.2. The implementation of these specifications is now discussed beginning with the development
of the kinematic model for the robotic arm in Chapter 4.
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Chapter 4
Kinematic Modelling
4.1 Introduction
Kinematic modelling involves the transformation of x, y and z coordinates of the end effector of a robotic manipulator
to joint space or joint angles [40]. Inverse kinematics was used as a kinematic modelling technique for the RATEL
robotic arm as it offered the user intuitive control over the movements of the manipulator. The process of inverse
kinematics means determining the joint angles required in order to attain a desired end effector position. The user
would therefore, through the use of an input device, dictate the desired position of the end of the arm. The robotic
arm, through the use of inverse kinematic mathematical models, would then need to assume the correct orientation
in order to provide the correct end effector position dictated by the user. These inverse kinematic mathematical
models will now be discussed.
The RATEL robotic arm, excluding the 2 DOF sensor payload, is a 4 DOF robotic manipulator, represented by
Figure 4.1.
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4.1. INTRODUCTION CHAPTER 4. KINEMATIC MODELLING
Figure 4.1: Simplified representation of RATEL robotic manipulator.
As the links in the arm are all co-planar, the inverse kinematic equations can be modeled as a 2D problem. The
DOFs of the arm are low and thus a geometrical approach (as used by Tunwannarux and Tunwannarux [24]) was
adopted to solve the inverse kinematics. Initially, the necessary position of each of the joints was determined. This
was followed by the calculation of the relevant joint angles1.
If the end effector position was dictated only by x and z axis criteria an infinite number of solutions would exist.
An additional input was therefore provided to the user to dictate the vector at which the final link should act at a
normal to, denoted by ~N . This reduces the number of solutions to the desired position to two, as shown in Figure
4.2.
Figure 4.2: Matlab simulation showing the two orientations of the robotic arm resulting in the same desired end effector position and
angle, shown at position (800, 600) with ~N= (100, 25).
1The matlab code for the inverse kinematic calculations can be found on the DVD provided
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4.2. GEOMETRIC CALCULATIONS CHAPTER 4. KINEMATIC MODELLING
4.2 Geometric Calculations
It must be noted that the exact distances between the rotation axes of each of the links was used for the inverse
kinematic calculations in order to ensure absolute accuracy. Another factor to note was that the centre of the
second link was not co-axial with the point of rotation as can be seen in Figure 4.3.
Figure 4.3: The second link axis of rotation compared with centre line.
A method to overcome this in the kinematic modelling was to offset the centre of the second link by 10.5mm. This
can be seen, exaggerated, in Figure 4.4.
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4.2. GEOMETRIC CALCULATIONS CHAPTER 4. KINEMATIC MODELLING
Figure 4.4: The inverse kinematic model of the RATEL robotic manipulator
With an input for Axz, where x and z denote the desired coordinates of the end effector, and the vector upon which
the last link should act upon, ~N , dictated by the user we can calculate the coordinates of point Bxz
Bxz = Axz + ( ~n∗ × |AB|) (4.1)
where ~n∗ is the norm unit vector of ~N . The possible configurations of the joints was taken into consideration when
performing the calculations, as can be seen in Figure 4.7, in order to ensure accuracy.
The known lengths of links DE,BE and BD can then be used to calculate the angle θ by means of the cos rule
θ =
arccos(|DE|2 + |BE|2 − |BD|2)
2× |BE| × |DE|
(4.2)
and angle α
α = arcsin(
Bz
|BE|
) (4.3)
Now, depending on the orientation of the arm, specifically the location of B with respect to the two possible
locations of D, γ could either equal α+θ or α−θ. This specific calculation provides the two solutions to the inverse
kinematic problem, or in other terms, redundancy (see Figure 4.2). As stated by Tevatia and Schaal “...redundancy,
although possibly challenging, is often not disadvantageous to the task at hand as the excess of solutions can be
used to optimize certain criteria such as motor current draw or force constraints” [44]. It is upon this basis that the
solution to γ which offered the smallest angle was always selected as the preferred solution. This means, graphically,
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4.3. ANGLE DETERMINATION CHAPTER 4. KINEMATIC MODELLING
selecting the right hand option over the left in terms of Figure 4.2. This is to minimise the amount of travel that
each link of the robotic manipulator would have to move, from the stowed default position, in order to assume the
desired position dictated by the user. This prevented large movements of the arm in assuming a desired position
and thus aided in the real time control of the arm.
Having calculated the value of γ, the position of D could be determined by a simple trigonometric calculation
Dxz = Exz + |DE|cosγ + |DE|sinγ (4.4)
The position of C from B was known to be at an angle of arctan( |CD||BC| ) as BCD forms a right-angled triangle by
nature of the mechanical design. This was used to shift the position of D by 10.5mm in order to determine the
coordinates of C, the final unknown position in the arm.
4.3 Angle Determination
Having deduced the necessary joint positions in space, the joint angles required to attain these positions were
calculated. These were then to sent to the motor controllers. In traversing from the calculated joint positions to
actual joint angles on the robotic arm, the direction of motion of each of the motors in the arm needed to be taken
into consideration in order to determine the correct magnitude of joint angle. Figure 4.5 illustrates the direction of
motion of increasing values of motor position.
Figure 4.5: Direction of motion of increasing values of joint angle
Therefore, precautions needed to be taken in order to ensure that the correct angle was determined. In terms of
θ2 above, the exterior value rather than the interior value had to be calculated due to the direction of motion of
the motor. This was done by analysing the joint positions in space and selecting the appropriate angle magnitudes.
This is illustrated by Figure 4.6.
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4.3. ANGLE DETERMINATION CHAPTER 4. KINEMATIC MODELLING
Figure 4.6: Correct angle determination for RATEL .
The angle of rotation that joint D needed to assume, due to the 10.5mm shift in axis position of joint B, was in
fact located at a point 10.5mm up from B, B∗. In the instance shown in Figure 4.6, the determination of angle
δ using the cos rule applied to triangle EDB* would result in the interior angle being calculated. Thus, 360 − δ
would give the required exterior joint angle as dictated by Figure 4.5. This is, however, not the case in certain
other configurations, as shown in Figure 4.7, where the cos rule applied to triangle EDB* may automatically yield
the desired exterior angle. As joint ED cannot fall below the horizontal due to the rotation constraint of E, four
configurations for triangle EDB* exist:
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4.4. SIMULATION AND ENHANCEMENT CHAPTER 4. KINEMATIC MODELLING
Figure 4.7: The four possible configurations of Links 1 and 2.
The relationship between θ1 and θ2 (see Figure 4.6) was therefore analysed for each of the possible configurations
in order to determine the correct value of rotation for joint D or Elbow1 as determined by the cos rule.
The identical scenario was present for the combination of the second two links of the arm; joint angle B or geo-
metrically, triangle CBA. The axis of analysis was shifted to joint C and the different combinations of CBA were
analysed. However, unlike joint E which has a limit at the horizontal, joint D can rotate into all four axes. CBA
can therefore assume a total of ten different poses in a combination of the Z and X axes as opposed to just the
four described above. The same method as used above, utilising the magnitude of the angles from the origin to the
joints of interest, was used to determine the correct magnitude of CBA for all ten possible scenarios. The Matlab
code on the DVD provides a supplement to this section.
4.4 Simulation and Enhancement
With these calculations, the necessary joint angles, or motor positions, in order to assume the desired end effector
position were determined. Figure 4.8 shows a simulation of the arm movement maintaining a constant z coordinate
with an increasing x coordinate:
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4.4. SIMULATION AND ENHANCEMENT CHAPTER 4. KINEMATIC MODELLING
Figure 4.8: Arm movement dictated by inverse kinematic calculations.
After implementing this inverse kinematic technique on the robotic arm it became apparent that the joint limit
of the first link at the horizontal (to avoid a collision with the base of the robot) severely restricted the ease of
movement of the arm. Any desired end effector position in which the first link was required to assume a position
below the horizontal became illegal. Thus, moving the end effector in an increasing x axis direction, as shown above,
became very difficult once the first link reached its limit (shown in black in Figure 4.8). One option to overcome
this was to allow the user to switch to the previously excluded secondary inverse kinematic solution (see Figure
4.2) which assumed a much larger first link angle. The increased probability of collisions with the rear of the robot
together with the lack of intuitiveness of the user having to physically select a new method of operation rendered
this solution undesirable. It was decided that a far more practical solution was to lock the first link in place at the
horizontal and apply a new inverse kinematic calculation to the remaining two links of the arm.
By locking the first link in place and hence removing a degree of freedom, the ability to dictate the angle at which the
last link acts upon the desired end effector position is lost. Only a single solution exists for a 2 DOF manipulator
to assume a desired position. Inverse kinematic calculations, identical to those explained above, were therefore
performed on the resulting two link manipulator in order to determine the required joint angles.
A simulation of the arm movement, using the new inverse kinematic calculations, once again maintaining a constant
z coordinate with an increasing x coordinate is shown in Figure 4.9.
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4.5. SUMMARY CHAPTER 4. KINEMATIC MODELLING
Figure 4.9: Simulation of arm movement with improved inverse kinematic calculations. The angle of the last link (blue) changing in
order to assume the desired end effector position once the first link (green) becomes fixed at the horizontal can be seen.
4.5 Summary
These inverse kinematic calculations allowed for easy, intuitive control of the robotic arm. The testing of the
manipulator, described in Chapter 9, showed an end effector accuracy of 3.5mm thus illustrating the accuracy
of the inverse kinematic calculations. The necessary motor position control in order to rotate the motors to the
calculated desired position will now be discussed.
36
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
Chapter 5
Motor Position Control
5.1 Introduction
The implementation of inverse kinematics required accurate position control of the motors in the robotic arm.
This was to ensure that the end effector of the robotic arm assumed the correct position as dictated by the inverse
kinematic equations. Each of the motors used in the arm was equipped with an encoder (refer to the appended DVD
for data sheets) in order to monitor the relative positi n of the motor through the implementation of quadrature
decoding.
The motor assembly properties of the arm are shown in Figure 5.1 together with Table 5.1.
37
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
5.1. INTRODUCTION CHAPTER 5. MOTOR POSITION CONTROL
Figure 5.1: Motor numberings of the RATEL manipulator.
Motor
Number
Motor
Motor
Gearbox
Ratio
Encoder Encoder
Counts Per
Turn
Motor
Controller
Joint
Gearing
Joint Gear
Ratio
1:
Rotation
Maxon
EC40
120W
73:1 HEDS
5540
500 DECV
50/5
Worm 36:1
2:
Shoulder
Maxon
EC40
120W
91:1 HEDS
5540
500 DECV
50/5
Worm 36:1
3: Elbow 1
Maxon
EC40
120W
73:1 HEDS
5540
500 DECV
50/5
Worm 36:1
4: Tilt
Maxon
EC22 20W
531:1 HEDS
5540
500 DEC 24/3 Helical 2:1
5: Pan
Maxon
EC22 20W
531:1 HEDS
5540
500 DEC 24/3 Helical 1:1
6: Elbow 2
Maxon
EC22 20W
190:1 MR 512 DEC 24/3 Hypoid 45:1
Table 5.1: Motor assembly properties of the RATEL manipulator.
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5.2. QUADRATURE DECODING ON THE FPGA-COLDFIRECHAPTER 5. MOTOR POSITION CONTROL
This chapter discusses the implementation of the required motor position control on each of these joints by first look-
ing at the quadrature decoding used on the FPGA-Coldfire motor control boards. It then looks at the development
of the motor position control used on the LM3S8962 motor control boards.
5.2 Quadrature Decoding on the FPGA-Coldfire
Quadrature decoding involves monitoring the signal (Signal A, Signal B and the Index line) output from a quadrature
encoder attached to a motor. This is to determine and monitor the position of the motor shaft as well as motor
speed. Signals A and B are pulse trains which are phase shifted by 90 degrees, shown in Figure 5.2; A leading B or
B leading A depending on the direction of rotation of the motor. By analysing these pulse trains, the number of
pulses as well as which signal leads the other, the motor shaft position as well as motor speed can be analysed.
Figure 5.2: Diagram of quadrature encoder output.
5.2.1 Monitoring of Encoder Pulses
The initial device developed to perform quadrature decoding and motor position control in the RATEL manipulator
was the FPGA - Coldfire board, shown in Figure 5.3, developed by Tracy Booysen in the RARL lab prior to my
arrival. The ProAsic3 A3P060VQ100 was the FPGA used on the board. As the signals in the quadrature encoding
pulse train were likely to be in the order of up to 62500 counts per second, the high speed FPGA was used to perform
the quadrature decoding. The FPGA would be able to effectively monitor the encoder pulses since the programming
(VHDL) on it is realised in high speed hardware connections. The FPGA would then be responsible for tracking the
encoder pulses, incrementing or decrementing the motor position count value and index value of the motor shaft,
resetting this value if required as well as communicating this information to the Coldfire micro-processor for control
of the motor position.
Figure 5.3: FPGA - Coldfire motor control board.
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5.2. QUADRATURE DECODING ON THE FPGA-COLDFIRECHAPTER 5. MOTOR POSITION CONTROL
In order to track the pulses derived from the encoder it was decided to monitor Signal A from the encoder as though
it were a clock input to the FPGA. On each rising edge of Signal A, Signal B was checked. If Signal B was low
the counter was incremented. Alternatively, if Signal B was high, the motor counter was decremented. This simple
algorithm was initially coded and simulated in Quartus (shown in Figure 5.4) and thereafter implemented upon the
ProAsic3 FPGA (VHDL code appended in DVD provided). The Index pulse (which only pulses once per motor
shaft revolution, in both clockwise and anti-clockwise motion) was treated in a similar fashion as a clock input to
the FPGA. Upon each positive pulse the index counter was incremented.
Figure 5.4: Quadrature decoding simulation produced in Quartus. “QuadA” and “QuadB” are the simulated input lines to the FPGA.
The “Position” variable is the motor position determined by the code upon the FPGA. Note the increment and decrement of the motor
position upon a change in motor direction.
5.2.2 Communications with Coldfire
A particularly challenging task of this application was to communicate the relevant motor positions from the FPGA
to the Coldfire micro-processor in order to execute motor position control. Two communication options existed to
transmit the encoder count information from the FPGA to the Coldfire. The first was via serial communications
utilising a RS-232 communications standard upon a MAX3232 IC on the FPGA-Coldfire board. The second was
to utilise the physical pin connections between the FPGA and the Coldfire (thirteen in total, refer to the schematic
on DVD) and transmit the data in a parallel fashion. Due to the superior speed of parallel communications the
latter option was used.
Up to two motors were to be controlled by a single control board (see the design architecture in Figure 6.1). It
was decided to utilise the eight pins of Port A of the Coldfire which are directly linked to the FPGA as the data
lines (data bus) for communication. As a total of 24 bits needed to be transferred for each motor (16 for the motor
position as well as 8 for the index count), the data was sent in packets of eight bits at a time. The remaining five
lines were then used as two reset lines in order to reset the encoder and index counts and three status lines to
indicate when a data transfer may proceed or has been completed. The three status lines used to indicate to the
FPGA what data to place on the eight communication lines were simply named Pin1, Pin2 and Pin3. Pin1 was
used as an indicator to the FPGA that the next packet of data was to be placed on the data bus. Pin2 was used to
indicate to the FPGA which of the two motors data was to be transferred while Pin3 was the indicator used by the
FPGA to inform the Coldfire that data had been loaded onto the data bus. The sequence of data transfer between
the FPGA and Coldfire is described below.
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5.2. QUADRATURE DECODING ON THE FPGA-COLDFIRECHAPTER 5. MOTOR POSITION CONTROL
1. Coldfire initiates communications by setting Pin1 high while simultaneously setting Pin2 high or low depending
on which motor data is to be read. Pin2 low = motor 1. Pin2 high = motor 2.
2. FPGA sets Pin3 high indicating it has received first instruction. No data change upon data lines.
3. Coldfire sets Pin1 high.
4. FPGA applies packet 1 of 3 upon data line, updates internal variables as indication that 1st byte been sent.
Sets Pin3 high.
5. Coldfire reads data, sets Pin1 high.
6. FPGA applies packet 2 of 3 upon data line, updates internal variables as indication that 2nd byte been sent.
Sets Pin3 high.
7. Coldfire reads data, sets Pin1 high.
8. FPGA applies packet 3 of 3 upon data line, updates internal variables as indication that 3rd byte been sent.
Sets Pin3 high.
9. Coldfire reads data.
10. Completion of data transfer.
The communications sequence was synchronised with the external oscillator connected to the FPGA. Upon each
rising edge of the oscillator clock the three status lines were analysed and the data bus was updated accordingly.
The simulation of this sequence in Quartus is shown in Figure 5.5. The red numbers correlate to the sequence
described above.
Figure 5.5: The FPGA response to simulated instructions as would be received from the Coldfire micro-processor according to the
communications scheme described above. The CLK , Pin1, Pin2 and Reset lines are signals generated to simulate inputs to the FPGA
device from the Coldfire. Pin3 and the Position lines shown above are the simulated output from the FPGA. For testing, the value of
the motor1 position was set to 1 with an index value of 1.
This communications method, in practice upon the FPGA-Coldfire board, however failed to produce a reliable
communications scheme. After numerous tests it became apparent that utilising a repetitive signal from the Coldfire
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5.2. QUADRATURE DECODING ON THE FPGA-COLDFIRECHAPTER 5. MOTOR POSITION CONTROL
to the FPGA (setting of Pin1) and implementing variable flags in the FPGA coding to keep track of what data was
to be sent (see flow diagram in Figure 5.6) resulted in the FPGA often missing flags. This resulted in incorrect data
transmission, or invalid combinations of flags being set thus creating communication lock-ups. It became apparent
that the use of variables on the FPGA was an unreliable practice.
Figure 5.6: Flow diagram of FPGA-Coldfire communications scheme.
In order to avoid the use of variables on the FPGA a new communications system needed to be established. It
was decided to once again use the lines directly linked to the Coldfire although in a direct command structure; the
Coldfire would tell the FPGA exactly what packet of data to send using specific instructions. This was achieved
by reducing the number of data lines from the eight in the previous method to four. This then allowed for four
command lines, two reset lines and two status lines. The four command lines were used to indicate to the FPGA,
in binary, which four bit packet of data to send1. The status lines served to inform each device when data was
1The motor position data was split into four bit packets. Packet 1 contained the first four bits of motor position 1, packet 2 contained
the second four bits of motor position 1 and so on. The Coldfire would then directly request these four bit packets from the FPGA.
42
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
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available to read on either the data lines, for the Coldfire, or the command lines for the FPGA. The reset lines were
used to initiate a motor position reset. This method completely avoided the use of variables on the FPGA device.
The step-by-step implementation of this communication scheme is shown below:
1. The Coldfire implements the binary ’address’ on the four data lines. It then sets the “Set” pin high to indicate
to the FPGA that there is data to be read. The Coldfire then waits for the FPGA to respond. An adequate
wait time was determined to be ten cycles of the processor clock.
2. The FPGA, upon detecting “Set” being high, reads the four command lines to determine which packet of data
to load onto the four data lines. It then implements the respective four bits of motor position information
onto the data lines.
3. The Coldfire, having waited for the FPGA to respond, reads the data upon the data lines and stores the four
bits.
4. This process then continues until the Coldfire has received all the motor position data. The Coldfire then
concatenates all the received data into bytes of motor position information.
This communications method greatly reduced the number of variables needed to be stored on the FPGA. The
FPGA needed only to check the status of the input lines and act accordingly. The simulation of this procedure
upon the FPGA is shown below:
Figure 5.7: FPGA simulation of secondary communications scheme. Pin1 through to Pin4 and Set were manually defined prior to the
simulation in order to mimic the commands that the FPGA would receive from the Coldfire. For the benefit of the simulation, the
motor position that the FPGA implemented upon the data lines was coded to be equal to the binary address that the Coldfire dictated.
Hence, if the Coldfire board requested the four bits in the sixth position, the number six would be returned as the “motor position”
bits. One can see a successful simulation of this above.
The above code was implemented on the FPGA using Libero IDE software with the equivalent communications
algorithm coded upon the Coldfire microprocessor using Freescale CodeWarrior2. The encoder of a motor was
connected to the relevant ports on the FPGA and the motor shaft manually rotated in order to test the quadrature
2The code for the applications can be found on the DVD provided
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decoding and communications scheme to the Coldfire. The output of the motor position in CodeWarrior, shown
below, indicates the successful implementation of a quadrature decoder upon the FPGA-Coldfire board.
Figure 5.8: Implementation of quadrature decoding upon FPGA-Coldfire motor control board. “Motor1” was set at a default value of
524288 in order to avoid the transmission of signed integers. Any motor position below 524288 was considered “negative” whereas a
motor position above this default was considered “positive”. One can see the value of “Motor1” decreasing with the rotation of the motor
shaft.
The amount of time necessary to transmit the motor position information from the FPGA to the Coldfire was
tested in order to determine if the communication speed was fast enough to perform accurate position control on a
motor. A 1ms timer interrupt was included in the above code and a counter was incremented after each transmission
of both the Motor1 and Motor2 information. At each 1ms interval the counter value was stored in an array for
analysis. As the code repeatedly read the motor position information from the FPGA an accurate transmission
duration was acquired. The image below of the counter array indicates that 12 transmissions occurred between
each 1ms interrupt. This equates to a transmission duration of 0.083ms or 83ns.
Figure 5.9: Transmission speed of motor position data between FPGA and Coldfire.
Motor control algorithms were implemented on the FPGA-Coldfire board in order to move a motor to a desired
position utilising the above quadrature decoding method. Basic PID control was investigated utilising the same
methods as described in the following section.
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For the purposes of standardisation and ease of motor control implementation RARL changed direction in terms of
the micro-processor to be used on the robot. The FPGA-Coldfire board was replaced with the LabVIEW capable
LM3S8962 developed by Texas Instruments. The focus of the project therefore moved towards motor control on
the LM3S8962 motor control board developed in the RARL lab (expanded on in Chapter 7).
5.3 Motor Control on the LM3S8962
A significant benefit of the LM3S8962 was the on-board quadrature decoder. The LM3S8962 utilises a 4-quad
decoder therefore each encoder count is multiplied by 4 (highlighted later in Table 9.1). Focus was therefore
directed at accurate position control of the motors in the robotic arm. Due to its overwhelming popularity in the
literature, PID control was investigated once the arm was assembled and communications to each of the motor
control boards was operational (discussed in Chapter 6).
The control of a single motor in the robotic arm can be represented by the following control loop:
Figure 5.10: Motor position control loop.
In order to determine an effective PID controller and hence implement accurate position control of the motors in
the arm it was necessary to attain position transfer functions of each of the motors. This was achieved by inducing
a speed step input to each of the motors and analysing the encoder values along with elapsed time. This data was
saved to file for manipulation in Microsoft Excel and Matlab.
5.3.1 Motors 1, 2 and 3
Shown below are the Excel plots of Motor 1’s speed and position in an anti-clockwise direction after a step input.
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Figure 5.11: Motor 1 speed and position step response. The motor position, in open loop, responds as expected by continuously
increasing. The speed shows a curved response as dictated by the Maxon DECV 50/5 speed controller.
The Maxon speed controllers did not allow for direct control of the motor voltage, only the speed setting of the
non-linear speed controller. The size of the step input was dictated by the voltage output of the DAC upon
the LM3S8962 as well as the output settings of the Maxon speed controllers. Preliminary tests had shown that
the minimum motor position stopping overshoot was achieved when the DIP switches on the DECV 50/5 speed
controllers were set to the lowest speed (1000-7500 rpm for 1 pole pair motors as being used) together with the
highest gain. These settings were therefore adopted for the use of the arm. The maximum speed of the speed
controllers (5V which equates to 7500 rpm) proved to be unnecessarily fast for the use of the arm therefore an
upper limit of 2.5V was implemented on the DAC output. Since a 12 bit DAC was being used, a step of 2.5V was
achieved with a decimal value of 2050. This value, 2050, was used as the step input to the step response analysis
below.
The response of the motor speed can be approximated as a First Order System by the equation:
g(s) =
A
1 + sT
(5.1)
The gain value, A [Encoder counts per second per bit of DAC output], was calculated to be 69.1054 (since 141666÷
2050 = 69.1054) with a 2/3 rise time (T) of 0.1357s. Therefore,
g(s) =
69.1054
1 + 0.1357s
(5.2)
Matlab was used to model a step input to this function as well as the integral in order to represent the position
approximation. These responses, together with the original motor speed and position curves are shown below:
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Figure 5.12: Comparison of the original position and speed curves (blue) and the first order approximations (red) described by equation
5.2. It was deduced that in controlling the arm, short durations of movements of the motors would be needed since the user would
typically make small adjustments to the desired position of the arm. The first two seconds of the data was therefore analysed.
One can see that the first order approximation of the motor speed represents the system fairly well. It was felt that
a critically damped second order approximation may, however, represent the system more adequately. A critically
damped second order system with generic transfer function: g(s) = kω
2
n
s2+2ωns+ω
2
n
was therefore investigated where
ωn is the natural frequency is radians per second. The gain value, k, in encoder counts per second per bit of DAC
output, was kept at 69.1054 as used previously. An error minimisation Matlab script was implemented in order
to cycle through the different values of ωn in order to determine the value that best described the original motor
speed response (Figure 5.11). After doing so, the optimal value of ωn was determined to be 19.94. This resulted in
an approximate speed response of:
g(s) =
20476.54
s2 + 39.88s+ 397.604
(5.3)
the speed response once integrated gives the position response:
g(s) =
20476.54
s3 + 39.88s2 + 397.604s
(5.4)
A plot of these approximations, the original speed and position curves and the first order approximations follows:
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Figure 5.13: Comparison of the original speed curve (blue) with the first order approximations (red) and the second order approximations
(green). It can be seen how much better the second order approximation fits compared to the previous attempt. The second order
position approximation fits so closely that the original blue line can only be seen briefly at the beginning of the response.
The non-linearity of the motor was then investigated. The speed and position response in both anti-clockwise and
clockwise rotations was compared:
Figure 5.14: Comparison of the motor speed and position responses in both clockwise (red) and anti-clockwise (blue) directions. It can
be seen that the responses in both cases in the position plots are identical as one line covers the other. The speed responses are closely
matched except for the oscillations when reaching the setpoint. It was therefore concluded that the motor response could be considered
linear in both directions.
Once an accurate approximation of the motor characteristics was determined, it was used to design a PID controller
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in order to attain the desired system response. Matlab was used to simulate placing the motor position approx-
imation in a closed loop. Applying a varying proportional controller value of Kp=0.01 to Kp = 0.1 yielded the
following result:
Figure 5.15: Matlab simulation of closed loop motor position response with varying values of Kp. The responses are in ascending order
from right to left. The very slow response of Kp=0.01 (blue far right) and the undesirable overshoot of Kp=0.1 (violet far left) can be
seen.
From the above plot it was deduced that a proportional controller of value Kp = 0.04 would be an adequate response
for the control of the motors. However, it was felt that a less accentuated deceleration would prove to increase the
position accuracy. This was due to the fact that the minimum speed dictated by the Maxon speed controllers was
1000rpm. Decelerating to this speed, over a longer duration, would minimise the stopping overshoot when reaching
the desired position. Adding a differential term, Kd, to the control law was therefore investigated. An increase in
Kp to 0.07 together with the addition of a Kd term of 0.01 improved the response in simulation (Figure 5.16). An
Integration term was excluded from the control law as it served to only deteriorate the motor response.
In the actual implementation of the motor control laws, allowances had to be made for the linear approximations
that were made in the estimations of the motor responses. Specifically the fact that a linear speed ramp was
assumed (0 DAC value = 0 speed) whereas the actual response of the speed controller meant that 0 DAC value
= 1000rpm. A scaling factor therefore had to be applied to the calculation of the value sent to the DAC in order
to keep the actual response as similar to the linear approximated response as possible. In terms of the equations,
since the gain of the first order system was calculated to be 69.1054, a linear approximation of the motor speed
was 69.1054 × n, where n is the value between 0 and 4095 which is sent to the DAC. The actual speed response
(in Encoder Counts/s) is in fact closer to 33333 + (52.91 × n) due to the speed offset. Therefore, a scaling factor
needed to be implemented upon n in order to correlate the actual speed response to the linear approximation. This
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was done by equating both the linear and actual responses to each other and solving:
69.1054n =33333 + 52.91m (5.5)
m =− 630 + 1.306n
Therefore, the actual value sent to the DAC, m, was determined by scaling the calculated value of n by the above
equation. As the DAC can only receive values between 0 and 4095, anything outside these bounds was capped to
nearest applicable value. The simulated curves, as well as the actual motor position step response curves, to both
the simple proportional (P) controller together with the Proportional-Derivative (PD) controller are shown below.
Figure 5.16: Comparison of a simple P controller (red) to PD controller (blue) in both simulation (left) as well as implementation
(right).
Large differences can be seen in the simulated responses compared to the actual motor position step responses. Rate
limits were excluded from the simulations in order to show the difference between the actual motor response and
the ideal. Three factors play a role in this: firstly, the inherent ramping of the motor speed caused by the Maxon
speed controller creates an initial discrepancy between the simulated and actual step responses. The second factor
is the maximum speed of the motor. In simulation, no maximum speed is assumed which creates much steeper step
responses compared to the actual response, where maximum speed is a factor. Lastly, and most significantly, the
simulations assume that the minimum speed of the motor is 0 whereas in reality the minimum speed is 1000rpm.
The simulation therefore shows far more gradual decelerations in motor speed whereas the actual response is limited
by the minimum speed of the motor. When reaching the setpoint, a more abrupt stopping of the actual response is
created by this minimum motor speed. Due to the faster settling time and the adequate deceleration of the motor
speed, the PD controller was selected to be used for motor control.
Once this control law was established a comparison of the first three motors (as they are all the same motor with
the same speed controller) was performed. This was to determine whether the same control law may be applied to
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all these motors. Below is a plot of the position and speed of all three motors in both a clockwise and anti-clockwise
direction:
Figure 5.17: Collective plot of position and speed step responses of first three motors in the robotic arm. The close similarity of all the
plots justifies the use of the same control law for all three motors.
5.3.2 Motors 4, 5 and 6
Pan Motor
The same control procedures that were implemented for the first three motors were carried out on the pan motor.
Initially, the linearity of the pan motor in a clockwise and anti-clockwise direction was investigated:
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Figure 5.18: Pan motor position and speed step responses. It can be seen that the responses are very similar in both directions. A
slight wavering can be seen in the speed response of the motor. As this response was acquired with the tilt arm at an angle, the weight
of the payload creates a varying moment about the point of rotation which affects the speed response of the motor.
A second order approximation to the speed response was once again calculated. The gain of the system was
determined to be 93.59. The same error minimization Matlab script was then implemented in order to determine
the best second order approximation to the pan motor speed step response. Running this algorithm provided a best
case ωn value of 7.18. The approximate transfer function for the speed of the pan motor is therefore:
g(s) =
4824.79
s2 + 14.36s+ 51.5524
(5.6)
The position approximation is simply the integration of this:
g(s) =
4824.79
s3 + 14.36s2 + 51.5524s
(5.7)
Plots of the speed and position step responses in comparison to these approximations are shown below:
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Figure 5.19: Comparison of position and speed step responses to the linear approximations. A good fit is seen in both cases.
As done previously, Matlab was then used to develop a controller for this motor. Once again, a PD controller
(P=0.02 and D = 0.008) was selected as the best option. A non-linearity compensation equation was implemented
on the system as done for the first three motors. Shown below is the comparison of the simulated PD controlled
response with that of the actual motor position response:
Figure 5.20: Comparison of the PD controlled pan motor in implemented closed loop as well as simulated closed loop. It can be seen
that a fairly large discrepancy exists between the simulated (red) and actual (blue) motor responses. The reasons for this are identical
to those explained in Figure 5.16. This PD controller delivered an adequate response time together with decent accuracy.
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Tilt Motor
The position control of the tilt motor proved to be very difficult due to the instability of the system. The pan and
tilt motor housing designs did not incorporate self-locking worm gear systems like that of the other arm links. The
sensor payload therefore proved to be too heavy for the tilt motor3 and would fall uncontrollably when rotated past
a certain point (clarified below). The tilt motor speed curves (Figure 5.21) illustrate this.
Figure 5.21: The speed of the tilt motor from a vertical position compared against motor position.
In both cases, a sharp acceleration of the motor can be seen at approximately the 250 000 encoder counts position,
indicating the loss of control of the sensor payload. The sharp variations in speed leading up to the falling point
indicate that the Maxon 24/3 speed controller was trying to slow down the speed of the motor as it began to fall.
As the position of the payload tends towards the horizontal, the weight of the payload proved to be excessive; it
could not be controlled by the motor and the payload fell. The motion of the payload in the anti-clockwise direction
was halted in order to prevent it from colliding with the other links of the arm. Due to the similarity of motion in
a clockwise direction, it was felt that the same conclusions could be drawn for both directions.
Due to the instability of the tilt motor movement, it was decided to implement a limit on the range of motion. As
can be seen from the plot above, the point at which the instability of the system begins is at approximately 130 000
encoder counts from the vertical. This equates to 22 degrees. A limit of 20 degrees in both directions was therefore
implemented in order to keep the tilt system within a stable range of motion.
The above plot was used to determine a second order system to represent the tilt motor movement. The gain of the
system was determined to be 101.4 and when applying the same error minimisation algorithm as used previously,
3The motor in question was the stronger replacement of the original motor which P. Henson originally found to be too weak to
control the tilt of the sensor payload.
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a best fit ωn value of 6.05 was yielded. The transfer functions to describe the system are shown below.
g(s) =
3711.50
s2 + 12.1s+ 36.6025
(5.8)
g(s) =
3711.50
s3 + 12.1s2 + 36.6025s
(5.9)
The following plot illustrates the comparison between the second order approximation and the actual motor re-
sponses:
Figure 5.22: Comparison of the tilt motor position and speed step responses to the linear second order approximations. A slight discrep-
ancy between the responses of the motor in a clockwise and anti-clockwise direction can be seen. An analysis of the same occurrence in
the following section (section 5.3.2) resulted in the same control law being applied in both directions. A best fit approximation to both
directions was therefore implemented on this motor.
This approximation was then used to develop a controller for the motor. Due to the close similarity of this system
to that of the pan motor it is not surprising that the same controller values were derived for the control law; P =
0.02 and D = 0.008.
Second Elbow
The plots of the second elbow (sixth motor) are shown below:
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Figure 5.23: Motor 6 speed and position step response.
The motion in an anti-clockwise direction is slightly faster than clockwise. In an anti-clockwise direction the motor
is effectively lifting the gripper, thus causing the slower speed. The difference in motor speed is more pronounced
when looking at the first two seconds of the motor step response:
Figure 5.24: First two seconds of Motor 6 position and speed step responses. A clearer illustration of the difference in responses based
on the direction of movement can be seen.
Due to this discrepancy in motor response characteristics the control for the motor was developed separately for each
direction of motion. A second order system was approximated for both the clockwise and anti-clockwise directions
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of the motor. Firstly, clockwise: the gain in a clockwise direction was calculated to be 77.417 and the Matlab error
minimisation algorithm implemented upon the clockwise speed response indicated that the most suitable value of
ωn was 11.78. The anti-clockwise gain equalled 77.62 with a best ωn value of 18.79. Below are the comparisons of
actual motor responses to the approximations:
Figure 5.25: Comparison of motor response to second order approximations in both clockwise and anti-clockwise directions. A good fit
in all instances can be seen.
The transfer functions for the clockwise direction are therefore:
g(s) =
10743
s2 + 23.56s+ 138.77
(5.10)
for the speed and
g(s) =
10743
s3 + 23.56s2 + 138.77s
(5.11)
for the position. The anti-clockwise equivalents are:
g(s) =
27404.8
s2 + 37.58s+ 353.064
(5.12)
and
g(s) =
27404.8
s3 + 37.58s2 + 353.064s
(5.13)
These transfer functions were used in Matlab to calculate the best controllers for the system. When calculating
these controllers, it became clear that using the same PD controller (P=0.05, D = 0.01) in both the clockwise
and anti-clockwise cases resulted in the best response. The following plot illustrates the similarity of the motor
responses:
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Figure 5.26: Matlab simulated motor 6 PD controlled position step response in both a clockwise and anti-clockwise direction. A strong
similarity between both responses can be seen.
The comparison of the simulated closed loop response to that of the actual response highlights the same discrepancies
discussed in the previous sections:
Figure 5.27: Comparison of the PD controlled motor in implemented closed loop in an anti-clockwise direction (blue) as well as simulated
closed loop (red).
When implementing the control law in closed loop, it became apparent that the motor system did not hold the link
in a fixed position upon reaching a setpoint when moving in a clockwise direction; effectively when attempting to
lift the gripper. This is illustrated by the following plot:
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Figure 5.28: Motor 6 setpoint dipping upon moving in a clockwise direction.
It can be seen that upon reaching the setpoint of 10 000 encoder counts, due to the motor’s inability to hold the
position, the motor position drops sharply. This action occurs repeatedly. Two factors play a part in this. Firstly,
the last joint of the arm is the only joint (with the exception of the pan/tilt system) that does not utilise a worm
gear system. Instead it utilises a hypoid gear system. This apparently offers a less acceptable performance in
holding the link in place as this did not occur in any of the other gearing systems. Secondly, the weight of the
gripper creates a large moment about the joint of the final link. Although the sixth motor is heavily geared (190:1),
this moment may be too large for the motor to hold. The combination of these factors caused the motor position
to dip upon reaching the desired setpoint.
In all the other motor control cases a positive and negative deadband was implemented to compensate for overshoot
in both motor directions. Therefore, the setpoint was effectively the desired motor position minus the deadband
area. In the case of the sixth motor this was unfeasible as the motor would reach the setpoint and thereafter dip
out of the deadband area thus causing this repetitive dipping action. A method to overcome this motion was to
dictate a much smaller deadband area if the motor was moving compared to the standard deadband area if the
motor was stationary. Therefore, the motor would reach the smaller deadband area whilst moving, stop its motion
and thereafter “fall” to within the stopped deadband area thus eliminating the dipping cycle shown above.
The typical motor control algorithm used on the LM3S8962 motor control board can be represented by the following
flow diagram:
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Figure 5.29: Motor control flow diagram as used on the LM3S8962 motor control boards.
The PD control law for each motor as calculated above can be represented as follows:
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Figure 5.30: PD control law flow diagram.
5.4 Summary
These motor control algorithms were coded on the motor control boards4 in the arm and performed as expected
offering stable, accurate motor position control. The testing and results of the motor position control can be found
in Chapter 9.
The motor control boards in the arm required a communications scheme in order to receive the desired motor
positions. The following chapter discusses the different communication schemes implemented in order to send the
desired motor positions to each of the motors.
4refer to DVD for LabVIEW code
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Chapter 6
Communications
6.1 Introduction
The desired motor positions are derived from the inverse kinematic calculations as shown in Chapter 4. In order
to transmit these to each of the motors in the RATEL robotic manipulator, a stable communications architecture
needed to be developed between the user and the robot as well as between the different motor control boards in the
RATEL arm. The general layout of the necessary communication architecture is shown in Figure 6.1.
The high number of slave devices and the severe lack of wiring space in the RATEL manipulator dictated that
a daisy-chain communications protocol between the motor control boards in the robotic arm be used. The I²C
communication protocol, such as that used by [63, 62, 61], was the first communications scheme used in order to
send and receive motor control information to and from the motor control boards in the robotic arm. This was
initially coded on the Coldfire-FPGA boards (see Figure 5.3) and later on the LM3S8962 boards (see Figure 7.1).
6.2 I²C Communications on the Coldfire-FPGA Board
The I²C code1 used on the Coldfire-FPGA boards was implemented in an interrupt routine as suggested by the
MCF51JM128 reference manual [75] according to the flow diagram shown in Figure 6.2. Two Coldfire-FPGA boards
were used to test the communication protocol. One was set as the master while the other was set as an addressable
slave. The slave board included the quadrature decoding algorithm discussed in Section 5.2 in order to move a
motor to a desired position as shown in Figure 6.3. This code can be found on the DVD provided. The system was
able to successfully move the motor to set positions transmitted to the slave board from the master device. Only
limited testing of this system was executed before the Coldfire-FPGA boards were replaced with the LM3S8962
motor control boards for ease of motor control and lab standardisation purposes.
1Coded in Freescale Codewarrior
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Figure 6.1: General communications architecture of the RATEL robotic manipulator.
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Figure 6.2: I²C interrupt routine as stipulated in the Coldfire reference manual [75].
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Figure 6.3: I²C and motor test setup for the Coldfire-FPGA board.
6.3 I²C on the LM3S8962 Board
Like the Coldfire microcontroller, the LM3S8962 had an integrated I²C module and thus the same communication
protocol was used on the new motor control boards coded in LabVIEW Embedded for Arm Microcontrollers. The
I²C communication architecture can be seen in Figure 6.4.
Figure 6.4: The I²C communication architecture as used on the LM3S8962 motor control boards.
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The master board was responsible for handling the TCP/IP communications to and from the control station as well
as communicating this information, over I²C, to the relevant slave boards. This was completed in a sequential order.
Initially the master board would receive all the motor positions via TCP/IP and thereafter address and transmit
the relevant information to each of the slave boards. Each slave board would reply with motor information and the
master would then, after having addressed all the boards, transmit this information back to the user via TCP/IP.
On the slave boards, LabVIEW did not offer an interrupt routine for the processing of the I²C communications like
that found on the Coldfire boards. Therefore, the code (see appended DVD), after giving the slave board an address
with which the master board could communicate, would continuously check the I²C buffer for new information. This
occured upon each repetition of the motor control loop. If information present upon the I²C lines was addressed
to the board in question, the communications code would extract the packets of motor control data and reply to
the master board with motor information. The motor information transmitted up the arm (to the slave boards)
was simply the desired motor position of up to two motors2. The information transmitted down the arm, back to
the master board and subsequently to the user, included a boolean value to indicate whether the slave board was
functional, the present motor position, motor current and the state of the hall effect sensors (further discussed in
Section 7.3).
The preliminary testing of the communications scheme (see Chapter 9) showed a stable architecture with a satisfac-
tory communication speed of 20Hz. Placing the communications code in the same loop as the motor control code,
however, made the communication speed unfavourably dependent on the processing time of the motor control loop
as shown in Table 9.6. When testing the communication scheme in the arm it became apparent that the increased
motor noise, due to the close proximity of the communication lines to the motor lines, even with the use of twisted
pair as well as shielded cable and ferrite beads, caused the communications to regularly fail. It was therefore decided
to look at other communication options between the LM3S8962 motor control boards. The use of a CAN bus, as
used by [64, 59, 76], was initially investigated although soon discarded due to the lack of functionality in coding an
LM3S8962 as a CAN slave board. An RS-232 protocol was therefore implemented.
6.4 RS-232 on the LM3S8962 Board
The design of the third generation LM3S8962 motor control boards, as used in Section 6.3, incorporated a MAX232
IC, connected to the LM3S8962 Universal Asynchronous Receiver/Transmitter (UART) ports, in order to accom-
modate RS-232 communications between devices. It was decided to use this functionality to create a new commu-
nications scheme in the robotic arm. RS-232, unlike I²C, is not a daisy chain based communications scheme and
operates on the basis that communicating devices have a direct, single connection with each other. The LM3S8962
unfortunately only had two UART ports and thus a direct communication link between all five slave devices was
physically impossible. The use of a RS-232 server, as used by iRAP-PRO [56], was an option. However, the lack of
wiring space in the arm and the limited number of available wires in the slip rings used in the manipulator restricted
the use of numerous communication lines. An improvised mock daisy chain architecture was therefore created by
utilising both serial ports of each LM3S8962 slave board in order to transmit motor control information up and
2Slave boards 2, 3 and 5 each controlled two motors whereas boards 1 and 4 each only controlled a single motor as can be seen in
Figure 6.1
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down the robotic manipulator from one slave board to another in an almost “leap-frog” fashion. A simplified model
of the RS-232 communications architecture can be seen in Figure 6.5.
Figure 6.5: Simplified model of the RS-232 communication scheme showing client PC, master LM3S8962 communication board and
slave LM3S8962 motor control boards.
Instead of the master board addressing a slave board directly, as was the case with I²C, the two serial ports on
the LM3S8962 were used to pass motor control information, bidirectionally, from board to board. This allowed
two devices to communicate directly with each other at one time (adherence to the RS-232 protocol standard) yet
created a daisy chain system whereby each board could receive and transmit motor control information to/from the
master board.
The RS-232 communications code was placed in a 50ms timer interrupt3 on each LM3S8962 board. Three reasons
motivated this decision: firstly, it was decided to handle the communications independently of the motor control
code on the slave boards in order to optimize both the motor control and communications processing. The com-
munications speed dependency created by placing the communications in the same motor control loop, as done in
the I²C architecture, was deemed to be impractical for the system. Placing the communications in a parallel loop
to the motor control code was investigated but this severely affected the processing speed of the microcontroller. A
3Faster speeds were investigated although 50ms proved to be the most stable.
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timer interrupt was therefore found to be the optimal solution; it allowed for an independent communication stream
whilst minimally affecting the processing speed of the microcontroller and hence the speed of the motor control loop.
Secondly, the leap-frog communication architecture used in this scheme ran optimally by having a regular interval
to move data up and down the arm. With each interrupt, due to the synchronisation of all the boards to the 50ms
interval, it was guaranteed that there would be information present at the serial buffer for each slave board to read.
This, therefore, prevented the situation where a board would wait for information to be available and reduce the
overall speed of communications. The timer interrupt, therefore, proved to optimise the communication speed of the
system. Lastly, referring to the master board, it was discovered that performing the TCP/IP to RS-232 conversion
in a sequential manner, as described in section 6.3, could affect the communication speed to the motor control
boards. Any disturbance in the TCP/IP communications would have a direct impact on the communications up
the arm. As a result of this, it was decided to perform the TCP/IP and RS-232 communications independently on
the master board which called for the use of a timer interrupt.
The technique used to send information up the arm differed to that for sending information in the opposite direction
(down the arm, back to the master). Up the arm, each slave board needed to extract the relevant pieces of motor
position information. Down the arm, however, the information was directed only at the user, or master board, and
thus each slave board could ignore what the other motor control boards had sent. The method to send data up the
arm will be looked at first. With each interrupt, the master board would send the entire packet of motor position
information for all slave boards, prepended and appended with start and stop bits to define the packet boundaries,
to the first slave board. The information passed from board to board was always encoded using a byte stuffing
algorithm (code available on DVD provided), developed by Richard Whittemore [77], in order to ensure that there
was zero ambiguity between the start and stop bits and the actual motor position data. The slave board, with each
occurrence of the interrupt, would initially check that there were at least 42 bytes (the size of an entire packet of
data) present at the serial buffer before searching for the start bit. LabVIEW does not offer a serial read timeout
therefore precautions needed to be taken in order to ensure that the code did not attempt to read serial data if
no data was present at the serial port. Thereafter, the slave board would read each byte checking for the start of
the packet boundary. Each byte read was immediately transmitted to the next slave board up the arm4. Once the
slave board located the start character, each byte was inserted into a string array for decoding and written to the
following slave board until the stop byte was identified. The relevant motor positions in this decoded string array
were then extracted.
After completing the necessary transmissions up the arm in the timer interrupt, the slave boards would then look
at the information present in the other direction. Each slave board would read each byte transmitted down the arm
looking for the stop character (except the last board which would initiate the communications down the arm). As
before, each byte read was then immediately written to the following board in the chain. Once the stop character
was found it was removed, the current slaves encoded motor position information was written and a new stop
character was appended to the packet. The data packet therefore increased in size after each slave board down the
arm appended its own data until the complete packet, containing information from all the slave boards, was written
to the master board to transmit back to the user. The flow diagram to illustrate this communications process can
be seen in Figure 6.6.
4Except for the last slave which had no board to transmit up to.
68
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
6.4. RS-232 ON THE LM3S8962 BOARD CHAPTER 6. COMMUNICATIONS
Figure 6.6: RS-232 timer interrupt communications scheme.
Four default values as well as a summation check of all the motor positions was used as an error checking precaution
to ensure that the motors in the arm did not move to an incorrect position. The testing of the communications
scheme (see Chapter 9) showed a stable communications architecture with a communications speed of just under
20Hz - a direct correlation to the 50ms timer interrupts used. There were, however, complications with the com-
munications scheme. Firstly, the 20Hz communications speed was the rate at which each board received data.
However, due to the reliance of the communications scheme on each of the boards, the speed at which a particular
board received new data from the user, as well as the rate at which the user received data from that board, was
dependent on how far up the communication chain the slave board in question was. It took five iterations of the
communications interrupt for the gripper/wrist board (the fifth board in the chain) to receive data from the user
as the information needed to be passed between all four prior slave boards. The gripper board, as well as all the
other slave boards, did receive a communications packet every 50ms although the design of the communications
system meant that, in the worst case, an unfavourable delay of 250ms occurred. Secondly, the reliance of the
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communications scheme on each of the boards meant that debugging the system became a challenge. With I²C,
each board could be communicated with independently and any errors could be immediately identified. In contrast,
the co-reliant RS-232 architecture was more complicated in that if there was an error or if a board was faulty, the
problem could not be narrowed down to a specific slave device.
The RS-232 communications scheme, even with the communications delay, offered satisfactory control of the arm.
The debugging and independent communication benefits of a pure daisy chain protocol were, however, too appealing
to ignore and thus the RS-485 communications protocol was investigated.
6.5 RS-485 on the LM3S8962 Board
The RS-485 transmission standard is a communication scheme that is robust against electrical noise and can be
configured in a daisy chain architecture [78]. It was on this basis that this communications standard was used in
the RATEL robotic manipulator; it offered the same flexibility offered by the I²C daisy chain yet was robust against
motor noise. The LM3S8962 motor control boards were therefore re-designed to incorporate RS-485 ICs, instead of
the previous versions MAX232 ICs, and make use of the same UART ports.
A half-duplex RS-485 architecture was developed using a single m ster, multiple slaves system similar to that used
in the I²C communications scheme discussed in Section 6.3. A simplified diagram of the communication architecture
in the arm can be seen in Figure 6.7.
Figure 6.7: Simplified diagram of the RS-485 communications architecture.
The RS-485 communication protocol only allows for a single device to write data at a time dictated by a manually
set enable/disable pin on each RS-485 IC. Therefore, an iterative address and reply communications scheme was
implemented in which the master board would address a particular slave board. The slave whose address matched
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the master’s transmission would then receive the data and reply with information of its motor position. The other
slave boards would simply ignore any data not sent to their address, including that written back to the master by
other slave devices.
The timing of the communications sequence was crucial in creating a stable communications scheme. Most notably,
the enable/disable pin of the RS-485 IC needed to be set high for long enough to allow all the data to be written
without interruption yet short enough so as to not create unnecessary delays in the communications scheme. Figure
6.8 shows two incorrect timings used in the communications scheme and the eventual correctly timed transmission.
Figure 6.8: RS-485 transmission timing. Top left shows the master enable/disable pin (yellow) cutting off the duration of the data
transmission (green) and hence, no response from the slave. The top right figure shows the master enable pin exceeding the duration
of the slave response thus causing errors. The lower figure shows a correctly timed transfer from master to slave and a slave response
back to the master board.
The benefits of creating a communications scheme that is independent of the motor control code, as discussed in
section 6.4, once again provided the motivation to place the slave RS-485 communications in an interrupt of its
own. Due to the architecture of the communications scheme in which the slave board only needs to respond when
addressed by the master, a timer-based interrupt, as used for RS-232, was deemed to be inferior for the current
application. Instead, an interrupt triggered on the presence of data at the serial port was investigated.
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LabVIEW Embedded for Arm Microcontrollers does not offer the use of serial interrupts. Therefore a manual
interrupt was created by looping a wire from the RX (receive) line of the RS-485 communications to an I/O pin of
the LM3S8962. A falling edge on the RX line provided the indication to the slave board that data to be read was
present. The slave board would then enter the I/O interrupt and proceed to read the information present on the
RS-485 transmission lines.
There were complications in the implementation of this interrupt routine. It was discovered that the time taken
for the code to enter the I/O interrupt was in excess of 50µs (see Figure 6.9) which caused several interrupts to
be queued, a significant waste of processing power. Another consequence of the queued interrupts was a stack
overflow error caused by the excess number of interrupts stored in the microcontroller’s memory stack which would
render the board useless until a restart occurred. A solution to the problem was to decrease the baud rate at which
the communication scheme was run and introduce delays into the communications code in order to minimise the
number of queued interrupts. This slowed the overall communications speed by approximately 5Hz but allowed for
a stable system.
Figure 6.9: RS-485 interrupt initiation delay. Yellow (upper trace) indicates the data present on the RX line of the slave board. The
rising edge of the blue line (lower trace) indicates the point at which the slave eventually enters the interrupt routine; sufficient time
for several interrupts to queue.
It was decided to keep the size of the packet transmissions in the RS-485 protocol to a constant 20 bytes. The
length of the transmission delays could then remain at a constant value in order to simplify the communication
scheme. A checksum error catching technique similar to that used for RS-232 was used to guarantee the validity
of the data transmission at the slave device. The data packet transmission up the arm, from the master, therefore
took the following format:
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Information Purpose Length [bytes]
Address Specific to a slave board 2
Function Dictate normal operation or execute calibration procedure 2
Motor 1 Position Desired position for motor 1 4
Motor 2 Position Desired position for motor 2 4
Checksum1 Addition of both motor positions 4
Checksum2 The number 12345 4
Table 6.1: RS-485 transmission packet up arm.
The reply transmission from each of the slaves was structured as follows:
Information Purpose Length [bytes]
Board Number Indicate board number 1
Board Functional Indication that the slave board is operational 1
Motor 1 Position Position of motor 1 4
Motor 1 Current Motor 1 current draw 4
Motor 1 Hall Sensor Indication of hall effect trigger motor 1 1
Motor 2 Position Position of motor 2 4
Motor 2 Current Motor 2 current draw 4
Motor 2 Hall Sensor Indication of hall effect trigger motor 2 1
Table 6.2: RS-485 transmission packet down arm. Dummy information was inserted into the motor 2 positions for slave boards only
controlling a single motor.
It was decided to place the TCP/IP and RS-485 communications in parallel loops on the master board to allow the
communications up the arm to operate independently of the TCP/IP network. Much like the system used by team
Pasargad in the 2010 RoboCup Rescue league [60], the master board would iteratively address each slave with the
most current information transmitted from the user over TCP/IP and thereafter wait for a response. If the slave
board did not reply within an allotted time (300 cycles of a no operation for loop) the transmission was ignored.
The board functional indicator was manually set to false and the next slave in the system was addressed.
6.6 Summary
This chapter has looked at three different communication protocols used in order to transmit motor positions to
each of the motor control boards in the RATEL manipulator arm. Inadequacies in the former two communication
schemes resulted in RS-485 being the preferred choice. Testing of the RS-485 communications scheme (see Chapter
9) showed a stable yet slower (13Hz compared to 20Hz developed using RS-232) communications speed than that
produced by the RS-232 protocol discussed above. However, the lack of a communication delay of up to 250ms,
like that incurred by the RS-232 architecture, together with the debugging benefits of the RS-485 system however
made it a far superior communications scheme.
The development of the electronics necessary to make these communications schemes possible, as well as other
manipulator arm functions, will now be discussed in Chapter 7.
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Chapter 7
Electronics
7.1 Introduction
Effective control of the RATEL manipulator was not possible without the development of key electrical components
in the system. This chapter firstly looks at the development of the LM3S8962 motor position control boards and
then discusses the use of hall effect sensors in the arm in order to calibrate the position control of the motors. The
chapter concludes with a look at the mounts used to h use all the electrical elements in the arm.
7.2 The LM3S8962 Motor Control Boards
The LM3S8962 motor position control boards were developed in the Robotics and Agents Research Laboratory by
Tracy Booysen with assistance from several students involved in the development of the RATEL robot. Figure 7.1
shows the different generations of boards that have been developed. A brief description of the functionality of each
generation follows.
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Figure 7.1: Development of the LM3S8962 motor position control boards. Left to right shows the progression from the first generation
to the final fourth generation.
Generation 1: This generation provided the pure functionality test phase of the development of the boards. Simple
I/Os were provided to test the functionality of the LM3S8962 micro-controller.
Generation 2: The second board developed was the first board to offer all the motor control functionality needed
to control motors in the arm. This included the addition of a Digital to Analog Converter (DAC) to dictate the
speed and current draw of the motors in question.
Generation 3: The DAC used on the generation 2 control boards was changed to simplify the boards. A 12V port
(in addition to the 5V) was added to provide a stable reference voltage for the DAC. A more notable change on this
board was the protection circuity added to the quadrature decoding lines to prevent an over-voltage spike (regularly
produced by the quadrature encoders on the Maxon EX22 motors) causing any damage to the processor.
Generation 4: The two previous generations of LM3S8962 motor control boards were equipped with RS-232 func-
tionality. In the fourth generation, this was replaced with the RS-485 IC. The fourth generation board was also
powered off 18V instead of 5V. An on-board DC to DC converter (20V to 9V) was placed on the board and regulated
down to power the LM3S8962. There were two reasons for this. Firstly, assembly of the robotic arm showed a fault
in the voltage supply to the motor control boards in the end effector. The accumulated resistance in the length of
wire necessary to assemble the manipulator dropped the 5V supply voltage to below the required 4.7V necessary to
run the LM3S8962 micro-processors. The micro-processor in the gripper/wrist assembly was thus rendered useless.
As an initial solution, a 32V to 5V DC to DC converter was placed midway up the arm (in the second link below
the pan/tilt electronics assembly) to boost the LM3S8962 supply voltage. The inclusion of the on-board DC-DC
converter resolved this issue. Secondly, testing of the robotic arm showed a significant disturbance to the LM3S8962
upon a sharp stop or change in direction of the smaller Maxon motors. The board affected would become unrespon-
sive and negate any motor control functionality. Further investigation showed that the sudden change in direction
or stopping of a motor would affect the supply voltage (see Figure 7.2) to the LM3S8962 and thus cause the board
to brown out. The addition of significant decoupling capacitors proved to diminish the issue however the on-board
DC to DC converter was included in the fourth generation motor control board to prevent such faults occurring as
the converter smoothed the input voltage to the LM3S8962.
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Figure 7.2: Brown out voltage of LM3S8962 motor control board. Yellow shows the 5V supply voltage to the LM3S8962 board. Green
indicates the 3.3V supply to the micro-processor. The supply to the board dipping to 4.6V (indicated by Vmin in the bottom left) at
the occurrence of the motor undergoing a sudden stop can be seen.
7.3 Hall Effect Sensors
Quadrature decoding is a relative position control technique. The position of the motor is therefore only relative
to the initial position, from when power is provided to the system, and not to the absolute geometry that the arm
is in. Magnets, fixed to the gear of each joint, and Hall effect sensors (see Figure 7.3) were therefore positioned on
each joint of the arm to calibrate (or zero) the manipulator links to ensure that the motor position in the control
scheme correlated accurately to the actual position of the arm.
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Figure 7.3: Magnet and Hall effect sensor located on the sixth motor gear assembly as can also be seen in Figure 7.10.
The Hall effect sensors used were Allegro A1101 unipolar digital Hall Effect switches. The sensors have a preset
threshold and switch on when a sufficiently strong magnetic field is experienced. As there was only a single Hall
effect sensor per manipulator joint (a result of Henson’s design), prior approximate knowledge of where each Hall
effect triggered was needed to move each link to a position above where the magnet was situated, as shown in
Figure 7.4(a). Each link was thereafter independently, automatically zeroed by allowing the user to select which
motor to calibrate. The motor control board, upon receiving the command to calibrate from the user, would then
execute the calibration code described below. This functionality was added to the testing front panel of the RS-485
communications scheme (see Figure 7.5) where each link of the arm could be moved independently. This allowed
the user to easily move the arm to the required general pre-calibration position.
The code on the motor control boards used to calibrate each link (see “RS-485 communications” on the DVD
provided) was activated by altering the “function” value of the data packet sent to that slave board (see Table 6.1 in
Section 6.5 as well as the motor control code on the DVD). Once the calibration sequence was activated, the motor
moved towards the Hall effect trigger point at a medium speed. Upon the Hall effect being triggered, the motor
would stop and proceed in the opposite direction at the slowest possible speed until the Hall effect sensor was out
of range of the magnet. Thereafter the motor would move in the original direction, again at the slowest speed to
ensure trigger accuracy, until the Hall effect triggered once more. The trigger locations of the Hall effect sensors,
due to their placements on the gearing of the arm joints, were not at the exact desired zero positions of the arm.
Therefore, once an accurate trigger position was established, the motor was moved the known distance to the zero
position from the accurate trigger location. The calibration process can be seen in the video on the DVD as well
as in Figure 7.4. Once a link had been calibrated, the functionality of the calibration button was disabled in order
to remove the possibility of the button being accidentally pressed. This would potentially cause massive damage to
the robot if the link went “looking” for the Hall effect trigger point once it was below the trigger location.
77
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
7.3. HALL EFFECT SENSORS CHAPTER 7. ELECTRONICS
(a) (b) (c)
(d) (e) (f)
Figure 7.4: Calibration process of RATEL robotic arm. (a) Default position. (b) Link 1. (c) Link 2. (d) Tilt. (e) Pan. (f) Link 3. Only
the base of the currently disassembled sensor payload was used to display the calibration procedure.
Figure 7.5: Testing/calibration front panel for the RS-485 communications scheme. The calibration functionality can be seen second
from the right.
The Hall effect sensors needed to be securely positioned in order to prevent any movement during the operation
of the robot. If moved, inaccurate trigger positions may be produced which would jeopardise the accuracy of
the calibration algorithms. Mounts to fasten the Hall effect sensors as well as the motor control electronics were
therefore developed.
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7.4 Electronic Mounts
7.4.1 Motors 1, 2 and 3
Peter Henson [19] designed the identical motor housings for the first three motors with enough space to accommodate
an LM3S8962 as well as the Maxon DECV 50/5 motor speed controller. Henson designed preliminary perspex
mounts for the electronics however these proved to be too brittle and impractical for use in the arm. They were
therefore redesigned. The perspex fasteners designed by Henson were broadened and cut from aluminium to
eliminate the brittleness of the previous design. The Hall effect arm was also broadened and redesigned so as to not
interfere with the gearbox functionality. The electronics mount was completely redesigned to simplify the mounting
of the DECV 50/5 and LM3S8962 onto either side of the plate. The assembly as well as an exploded view of the
first three electronic mounts can be seen in Figure 7.61.
1SolidWorks parts and drawings can be found on the appended DVD
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Figure 7.6: Electronics assembly for motors 1, 2 and 3.
The completed assembly can be seen in Figure 7.7
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Figure 7.7: Completed electronics assembly of Motor 1. The intermediate connection board, discussed in Section 7.4.3, can be seen to
the left of the DECV 50/5 mounted on its own perspex plate.
These mounts effectively fastened the electronics to the motor body thus creating a fixed position for the Hall effect
sensors.
7.4.2 Pan/tilt Motors
The original pan/tilt electronics mount designed by Henson did not incorporate the use of the Maxon DEC 24/3
speed controllers and was therefore discarded2. The redesigned electronics mount can be seen in Figure 7.8
2The original motors used for the pan/tilt system, discussed in Henson’s thesis, had incorporated electronics and thus did not require
the use of speed controllers
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Figure 7.8: Pan/tilt electronics assembly.
As done for the first three motors, the tilt motor Hall effect sensor was glued to the Hall effect arm in order to
detect the magnet located on the joint gear. The body of the motor housing was used to effectively clamp the Hall
effect arm providing the required fixed sensor position. The electronics mount fastening arms were bonded to the
electronics mount using tensol and thereafter cable-tied to the motor body providing the mount for the DEC 24/3
speed controllers and the LM3S8962. The pan Hall effect sensor was positioned inside the pan motor housing in
order to detect the magnet located on the internal gear system. This can be seen in Figure 7.9.
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Figure 7.9: Positioning of the pan Hall effect sensor. The image on the right shows the simple LED testing rig, positioned on the pan
Hall effect sensor, used to verify the activation of each of the Hall effect sensors in the arm.
7.4.3 Motor 6
The space restrictions in the last link of the arm, caused by a combination of the sixth motor and the gripper/wrist
assembly, dictated that the electronics assembly be as compact as possible. The final design is shown in Figure
7.10.
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Figure 7.10: Motor 6 electronics assembly.
The LM3S8962 was mounted above the motor body to minimise the space used by the electronics assembly. The
three piece perspex LM3S8962 and Hall effect mount, bonded together with tensol and fastened with cable ties, was
designed to snuggly fit the motor and thus create the stable positioning for the Hall effect sensor. The Maxon DEC
24/3 speed controller was screwed to its own perspex mount and fastened to the motor body with an aluminium
bracket similar to that used for the first three motors.
The wiring of the arm was thereafter completed (The complete wiring diagram as well as the slip ring wiring
breakdown can be found in Appendix A). Intermediate connection boards, as shown in Figure 7.7, comprising of
removable screw terminal blocks were developed to allow for easy separation of each link of the robotic arm.
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7.5 Summary
This chapter has looked at the development of the electrical components needed to control the RATEL manipulator.
The LM3S8962motor control boards provided an effective platform on which to implement motor control algorithms.
The Hall effect sensors allowed for the calibration of the arm thus fulfilling the requirement stated in Section 1.2 and
the perspex and aluminium mounts provided the secure housings needed to accommodate the electronics internally.
With the manipulator fully functional, the operator interface to control the arm will now be discussed.
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Chapter 8
Teleoperation Interface and Collision
Prevention
8.1 Introduction
The teleoperation interface consists of the elements that the operator uses to control the robotic arm. It includes the
physical instruments that the operator manipulates to send movement information to the arm and the Graphical
User Interface (GUI) which provides the operator with the necessary system information to effectively control the
robotic manipulator. The development of these systems will be discussed in this chapter. The chapter concludes
with the development of the collision prevention algorithms used to avoid collisions between the robotic arm and
other elements of the robot.
8.2 User Interface
8.2.1 3D Mouse
Ryu et al. state that,
A joystick-type device, which is commonly used for teleoperation, is adequate for navigation, but is
inadequate for controlling the manipulator because it does not have an adequate number of degrees of
freedom. Therefore, six DOF haptic devices are often applied to a mobile manipulation task because
haptic features allow easier operation of this type of task [33].
It was on this basis that the SpaceNavigator 3-dimensional (3D) mouse, developed by 3DConnexion (see Figure
8.1), was used to control the robotic manipulator. The 3D mouse, although not a haptic device as referred to by
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Ryu et al., provided control over 6 DOF and thus offered a highly intuitive interface for the user to control the
robotic arm.
Figure 8.1: SpaceNavigator 3D mouse produced by 3DConnexion used to control the RATEL robotic arm [8].
As the RATEL robotic manipulator acts in a single plane, the pan left/right and roll axes were ignored. The zoom
axis was used to adjust the x-axis of the inverse kinematics calculations (intuitively, extend and retract the arm).
The pan up/down was used to move the end effector position up and down (z-axis adjustment) while the tilt axis
was used to alter the angle of attack of the third link of the arm. Finally, the spin axis was used to rotate the arm
left and right.
8.2.2 Keyboard
Together with the 3D mouse, the computer keyboard was used to provide additional functionality in controlling the
manipulator. The number pad arrow keys (numerals 8,6,4 and 2) were used to control the pan/tilt of the sensor
payload while the central arrow keys were used (by Michael Rieger [18]) to control the wrist and gripper assembly.
To help the operator control the manipulator, keys were provided to lock different axes of arm movement. Five
locks were used to control the arm movement, as listed below:
• A: Retain Angle. Used to lock the angle at which the last link acted upon the desired end effector position.
• R: Retain Rotation. Used to lock the rotation of the arm.
• F: Fix Pose. Used to lock all axes of arm movement and only allow rotation.
• X: Retain X. Used to lock the x-axis movement of the arm, thus only allowing the end effector to move up
and down.
• Z: Retain Z. Used to lock the z-axis (or height) movement of the arm and thus only allowing the end effector
to extend or retract at a constant height.
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By locking any of the axes, the code (see “Graphical User Interface” on the DVD provided) would retain a constant
value of the axis variable sent to the inverse kinematic calculations (see Chapter 4) and thus effectively “lock” the
axis at the desired position. Each key was selected for its reference to a letter in the function (highlighted in blue)
to allow ease of association with the action it performed. The keys were also selected for their location; as they are
clustered together to the left of the keyboard, it is easier to select a lock function than it would be if the keys were
spread out over the keyboard. Two more keys were used to lock the tilt of the sensor payload at certain positions,
as shown below:
• G: Lock tilt at Gripper. Lock the sensor payload to focus at the gripper.
• L: Lock tilt at the Vertical. Lock the sensor payload to focus at the horizontal.
The angle of the sensor payload was dependent on the angle of the first two links of the arm. These were therefore
taken into account to calculate the necessary tilt angle in order to produce the desired lock position. This func-
tionality kept the sensor payload focused on a desired location whilst the arm was moving. This, therefore, allowed
the user to concentrate only on controlling the end effector of the arm and not worry about manually moving the
sensor payload to remain in video shot of the desired position thus making the control of the arm far easier.
In addition to the lock keys, preset positions were included to allow the operator to quickly select a default position
for the arm. These were set as numeral keys 1, 2 and 3. Use of the number 1 sent the arm to the stowed, home
position. Use of the number 2 sent the arm to the ’active position’. Both of these are shown in Figure 8.2. Number
3 re-aligned the rotation of the arm back to the centre of the robot.
Figure 8.2: Preset positions of arm. On the left, the home position of the arm set by key 1. On the right, the active position set by key
2.
8.2.3 Graphical User Interface
As the robot was to be out of sight of the user, a graphical representation of the arm needed to be created. A 3D
representation of the arm was originally designed in Matlab, as shown in Figure 8.3.
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Figure 8.3: 3D representation of arm developed in Matlab.
A freeware Matlab driver [79] was used to communicate with the 3D mouse and update the desired end effector
positions. However, it was later decided to use the LabVIEW Robotics Toolkit to create a 3D image of the robotic
manipulator as this would better represent the current position of the arm. The final interface can be seen in Figure
8.4.
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Figure 8.4: GUI for the RATEL robotic manipulator including all elements of the robotic arm as well as the flippers and laser scanner
located on the base of the robot. On the left, can be seen LED lights which indicate to the user the axes of movement that have been
locked. The right-hand side contains indicators to inform the user of any collisions that have been prevented (discussed in Section 8.3).
8.2.4 User Interface Control Loop
In the master’s thesis presented by Filippi [29], a control loop was used which incorporated inverse as well as
forward kinematics to improve the control of the robotic manipulator (see Figure 2.12). A similar method was used
to control the RATEL robotic arm. Due to the sensitivity of the 3D mouse, it became apparent that the arm would
overshoot the desired position once the user had stopped manipulating the input device. The desired end effector
position, received from the 3D mouse, would continuously increase while the user was moving the device. Once the
arm had reached the required position, the user would release the mouse and expect the arm to stop. The desired
position of the arm, however, due to the continuous input to the 3D mouse, differed to the position which the arm
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currently assumed. Thus the arm would continue to move, without user input, until it reached the desired position.
Even with precise scaling of the 3D mouse input values, this characteristic made controlling the arm difficult. An
operator would intuitively want the arm to stop immediately once the input device was released. It was therefore
decided to use forward kinematics, in combination with the inverse kinematic calculations discussed in Chapter 4,
to scale the desired value of the end effector based on the current orientation of the arm. A simplified control loop
of this method can be seen in Figure 8.5.
Figure 8.5: Inverse and forward kinematics control loop.
The inclusion of forward kinematics in the control loop allowed for the continuous comparison of the input end
effector position to the current end effector position of the robotic arm, thus preventing any overshoot as previously
experienced. If the difference between the current end effector position and input position (for all four variables of
motion: X-axis, Z-axis, base rotation and angle of final link) exceeded a setpoint (derived through experimentation)
the value sent to the inverse kinematic calculations was coerced to a much smaller value1, thus limiting any overshoot
in the desired position. If the difference between input and actual end effector positions was within the determined
setpoint, the original value was sent to the inverse kinematic equations (albeit coerced to a larger value to further
improve the response of the arm).
The values derived from the scaling calculations were then passed through a check to determine whether any of
the lock functionalities (discussed above in 8.2.2) had been activated. If so, the value previously calculated was
discarded for the value stored at the time when the lock key was pressed. This desired end effector position was
thereafter sent to the inverse kinematic calculations together with the collision prevention algorithms. If no collision
was detected at the desired position, the motor positions derived from the inverse kinematics were transmitted to
the motors. If the desired position would cause a collision to occur, the motor position values were discarded and
the last legal position of the arm was sent to the motors. This, therefore, prevented any collisions from occurring.
A more detailed flow chart of the code can be seen in Figure 8.6.
1The size of this value, together with the setpoint, was a compromise between developing immediate response control of the arm and
preventing the arm jerking whilst moving. A smaller setpoint and coercion value would result in a faster response. It would, however,
cause the arm to jerk since the difference between the input and actual end effector positions would exceed the setpoint more often. A
larger setpoint and coercion value would provide smooth arm motion but would deteriorate the response of the arm.
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Figure 8.6: User interface code flow diagram.
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8.3 Collision Prevention
8.3.1 The Separating Axis Theorem
The Separating Axis Theorem (SAT) was used as the collision detection algorithm for the RATEL manipulator on
the basis of the speed and effectiveness of the method as discussed in 2.4. The theorem states that two convex
polygons do not intersect if there exists a separating axis between them [52]. This proximity detection algorithm
therefore uses projections onto axes to determine whether the bounds of simplistic shapes (line segments, triangles
and boxes) intersect. This is graphically represented in Figure 8.7.
Figure 8.7: Graphical representation of the Separating Axis Test. The boundaries of the polygons projected onto the two axes of each
polygon can be seen. A separating axis can be seen on the “Parallel to Red Short Dimension” axis.
Knowing the dimensions and orientations of each polygon, scalar values for the projection of each point of the
polygons to each axis are calculated by taking the dot product of the axis vector and the point in question. If the
largest “Polygon A” result is smaller than the smallest “Polygon B” result (or vice-versa) then a separating axis
exists and the polygons do not intersect.
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8.3.2 Determining Robot Bounds
Elements of the RATEL robot were therefore simulated using simplistic polygons to represent the worst case
dimensions of the particular robot elements (see the appended DVD for Matlab code). Motor position feedback
from the robot was used to modify the simulations to calculate whether the bounds of any robot elements intersected,
indicating a collision. To represent the RATEL as the required 2D problem, vertical “slices” of the robot body were
taken (see Figures 8.8 and 8.9) based on the angle of rotation of the base arm motor together with the distance
from the centre of rotation of the arm segment in question. Three slices were tested for each link of the arm (left,
right and centre) to account for any possible collisions.
Figure 8.8: A theoretical vertical slice of the RATEL robot taken at the left wall of the first link.
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Figure 8.9: Matlab graphical 2D representation of the SAT polygons derived from a slice of the robot dimensions as shown in Figure
8.8. The polygons used for the collision tests are shown as the red and blue boxes representing the sensor payload, the first link of the
manipulator arm, the robot base and the laser scanner.
As the sensor payload intersection was independent of the arm rotation, the pan and tilt angles were used to slice
the sensor payload accordingly. It must be noted that the inverse kinematic calculations used the points of rotation
of each of the links and not the actual bounds of the links to determine the joint angles required to provide the
desired end effector position. The simulations of each of the links were therefore extended by the necessary amount
past the points of rotation to allow for accurate collision testing. This can be seen in the difference in length
between the green line (representing the line between the points of rotation) and the blue box (representing the
actual bounds of the link) in Figure 8.9.
The laser scanner located on the front of the base of the robot was modelled using two boxes to account for the
worst-case dimensions. The flippers of the robot, due to their rotation, were modelled on the worst-case width of
the orientation (see Figure 8.10) in order to determine the point of intersection of the boundary. Once the points
of intersection were determined, these were used, together with the angle of the flipper, to determine the accurate
height of the resulting 2D polygon to be used for the separating axis test. The 2D representation of the front right
flipper in this orientation, being sliced by the right hand exterior of the first link of the arm is shown in Figure 8.10.
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Figure 8.10: Left: Determining the height of the SAT polygon. Right: 2D view of flipper collision with the first link of the arm.
The final collision possibility was the gripper. The same collision tests (excluding the sensor payload) therefore
needed to be done based on the orientation and position of the gripper. Due to the varying length and width of the
device based on the distance between the gripping arms, the worst-case dimensions were used for the purposes of
the collision tests. The worst case height and width were used based on the rotation of the wrist. Slices of the robot
body, as done for the manipulator, were therefore taken on these maximum bounds of the gripper (left, centre and
right as done previously for each link of the arm). The boundary of the gripper, from the front view, as well as the
SAT between the gripper and robot elements can be seen in Figure 8.11.
Figure 8.11: Left: Representation of gripper boundaries based on maximum width and height (Image courtesy of Michael Rieger).
Right: Graphical representation of the SAT between the gripper and robot elements calculated in Matlab.
An additional collision prevention scheme was implemented for the set position functionality to rotate the arm back
to the zero rotation position (activated by pressing key #3, see Section 8.2.2). Initially, the collision prevention
scheme would only analyse the desired position of the arm. In this case, when the numeral 3 key was pressed, the
desired position was at the zero rotation point at which there were no flippers or laser scanner to collide with. The
arm would therefore rotate from its current position, regardless of what might lie in its path, since no collision was
96
Un
ive
rsi
ty 
of 
Ca
pe
 To
wn
8.4. SUMMARY CHAPTER 8. INTERFACE AND COLLISION PREVENTION
detected. It was therefore decided, once the operator activated this preset position, to segment the path between
the current rotational position and the desired position into 50 steps. The collision prevention algorithms were then
applied to each step. If all the steps provided a clear path, the arm was allowed to rotate to the zero position. If
not, the arm would remain stationary and a warning was emitted to the operator.
If any collisions were detected, the correlating indicator LED would be illuminated on the GUI (see Figure 8.4) to
inform the operator of the error. It was found, however, that the operators often did not pick up on the warning
lights due to the fact that they were focused on the video images to control the arm (see Figure 9.30). Since
the operational instruments lacked any haptic feedback to further notify operators of an impending collision, an
additional auditory warning system was used. A freeware LabVIEW Virtual Instrument (VI) (which made use
of built in LabVIEW ActiveX functions together with Microsoft SDK speech capability) [80] was used to issue a
verbal warning to the operator over a speaker. As an example, if a collision with the sensor payload was detected,
a message stating “collision, sensor payload” was emitted to the operator.
8.4 Summary
In this chapter the teleoperative interface as well as collision detection algorithms have been dealt with. The
implementation of the 3D mouse and keyboard as the teleoperative interface has been discussed with the addition
of the GUI developed in LabVIEW. The control loop making use of both inverse and forward kinematics was also
highlighted. The use of a SAT collision detection algorithm was then discussed with particular focus on the methods
used to describe the boundaries of the different robot elements.
With the interface completed and collision prevention successfully implemented on the RATEL manipulator, testing
of the system could commence. Chapter 9 di cusses the testing procedures used and the results obtained from such
tests.
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Chapter 9
Testing and Results
9.1 Introduction
Once the system was completed, the RATEL manipulator needed to be tested. This chapter discusses the testing
procedures used to verify the system against the stated requirements of the project. The chapter initially discusses
testing of the motor control used in the robotic arm followed by the testing of the different communications schemes.
This is followed by collision prevention testing and the chapter concludes with the usability testing.
9.2 Motor Control
9.2.1 Motor Position Control Accuracy
The accuracy of the motor position control directly affects the ability of the arm to assume the pose dictated by
the inverse kinematics calculations and hence the accuracy of the collision detection algorithms. The accuracy of
the PD motor control, as derived in Chapter 5, was therefore tested in order to determine the effectiveness of the
control scheme.
Motor Stopping Overshoot
Due to the minimum speed of the motor controllers it was impossible for the motor position control to be absolutely
accurate; overshoot was an inherent factor in the system. Due to this overshoot, an accuracy deadband needed to
be included in the motor control code. The magnitude of each motor’s overshoot was tested in order to determine
the appropriate size of the deadband.
To test the stopping overshoot of the motors a setpoint desired value was transmitted to the relevant LM3S8962
motor control board via RS-232 (see Section 6.4). The board, upon receiving the value, would then move the motor
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to the desired position whilst applying the PD control law, dictated in Chapter 5. The position of the motor was
continuously sent back to the client PC for analysis. This test was run ten times for each setpoint value to attain an
accurate average. The average overshoot of the first three motors in both a clockwise and anti-clockwise direction
is tabulated below:
Figure 9.1: Stopping overshoot of motors 1, 2 and 3. As is discussed in Table 9.1, an overshoot of 2500 encoder counts equates to
approximately 0.17 degrees.
The results indicate that the magnitude of the setpoint plays no part in the size of the overshoot. It remained
uniform for each motor regardless of the distance covered. Secondly, a large difference in the size of the overshoot
can be seen between Motor 1 and the next two motors. This is due to the larger forces acting upon these two links
compared to that of Motor 1. The shoulder motor (Motor 2) has the moment of the weight of the robot arm acting
upon it. This is also the case for the third motor. These larger forces cause a larger momentum which increases the
stopping overshoot. It can also be seen that the overshoot of the third motor is larger in a clockwise direction than
in an anti-clockwise direction. This is related to the previous statement in that the momentum of the third motor
is larger in a clockwise direction as this is when the heavy sensor payload is “dropping”. In the opposite direction,
the third motor is effectively lifting the sensor payload and hence the stopping overshoot is reduced. The worst
case scenario would therefore need to be adopted in order to account for all cases. From the above results it was
decided to implement a deadband of 1500 (+750 to -750 to account for movements in both directions) for Motor 1
and a deadband of 3600 (+1800 to -1800) for motors 2 and 3.
The stopping overshoot of the pan and tilt motors was tested and is shown below:
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Figure 9.2: Stopping overshoot of the pan and tilt motors. The testing of the tilt motor overshoot was performed from vertical and
thus the range of motion was limited to 100 000 encoder counts to not exceed the tipping point of 20 degrees, as clarified in Chapter 5.
Unlike the first three motors, the overshoot of the pan and tilt motors can be seen to be dependent on the size of
the setpoint. A best case fit of 4000 encoder counts was therefore implemented for the deadband of each motor.
As described in Chapter 5, the final motor proved to be difficult to control due to the weight of the gripper affecting
the ability of the motor to hold the desired position. The extent to which the motor position dipped in a clockwise
direction and the motor setpoint overshoot in an anti-clockwise direction was tested:
Figure 9.3: Dipping and overshoot error of sixth arm motor. The dipping error (left) can be seen to be negative at the larger setpoints.
This is in fact overshoot due to the larger momentum of the link of the arm eradicating any dipping of the motor. As can be seen on the
right, much like the pan and tilt motors tested above, the overshoot of the sixth motor increases with setpoint magnitude. From these
results, a dynamic deadband of 500 encoder counts was implemented with a static deadband of 3000 in order to remove the dipping
cycle discussed in Chapter 5.
Motor Accuracy
Having deduced deadband sizes for each of the motors, the overall accuracy of the motor control was tested.
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In the case of Motor 1, with the implementation of the deadband, once the motor gets to within 750 counts of the
desired value the stop pin is enabled. As the overshoot is expected to be approximately 750 counts, a fairly accurate
final value is expected. As above, the test was run ten times for each setpoint in order to attain an accurate result.
The results of the absolute accuracy are shown in Figure 9.4.
Figure 9.4: Position control accuracy of the first three motors. The absolute value of the error was used therefore making a negative
(undershoot) error equivalent to a positive (overshoot) error. It can be seen that the average error of Motor 1 remains below 400 encoder
counts. The error of the second two motors can be seen to be approximately double that at 800 encoder counts.
Table 9.1 shows the encoder counts calculations for each link of the arm. This shows that, due to the gearing of
both the motor and worm gears in the arm, one degree of movement is equivalent to 14600 encoder counts for both
the first and third motors. The second motor, due to the larger motor gearing, equates one degree of movement to
18200 encoder counts. The above results indicate that, on average, Motor 1 will stop within 400 encoder counts of
the desired position. This correlates to an accuracy of 0.03 degrees. Motor 2’s average accuracy was determined to
be 0.05 degrees while motor 3 was equal to 0.06 degrees.
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Motor
Number
Encoder
Counts
/
Turn
Gearbox
Ratio
Decoder
Multiplica-
tion
Joint Gear
Ratio
Counts
/
Joint
Revolution
Counts
/
Degree
Joint
Degrees
/
Count
1:
Rotation
500 73:1 4 36:1 5256000 14600 6.85× 10−5
2:
Shoulder
500 91:1 4 36:1 6552000 18200 5.49× 10−5
3:
Elbow 1
500 73:1 4 36:1 5256000 14600 6.85× 10−5
4:
Tilt
500 531:1 4 2:1 2124000 5900 1.69× 10−4
5:
Pan
500 531:1 4 1:1 1062000 2950 3.39× 10−4
6:
Elbow 2
512 190:1 4 45:1 17510400 48640 2.06× 10−5
Table 9.1: Encoder counts per degree calculations for each link of the arm.
The accuracy of the pan and tilt motors was similarly tested:
Figure 9.5: Position control accuracy of pan and tilt motors.
One can see that the average accuracy of the pan/tilt motors was determined to be approximately 1200 encoder
counts. The pan system had no external gearing and thus had a resulting accuracy of 0.4 degrees. The tilt system,
with a 2:1 gearing ratio, had an accuracy of 0.2 degrees.
Finally, accuracy testing upon the final, sixth, motor was executed and the results are shown below:
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Figure 9.6: Motor 6 position control accuracy. A large difference between the accuracy of the link when moving in a clockwise direction
compared to an anti-clockwise motion can be seen. The dipping of the motor position due to the weight of the gripper acting upon the
hypoid gear clearly has a large effect upon the accuracy of the link when moving small distances.
The effective accuracy of motor 6, at the worst case error of 2500 encoder counts shown above, was determined to
be 0.05 degrees. Motor 6 and the hypoid gearing are both highly geared at 190:1 and 45:1 respectively resulting in
the high accuracy even at a large encoder count error.
The overall accuracy of the arm is tabulated below:
Motor #
Worst Case Error
[Encoder Counts]
Worst Case
Accuracy [Degrees]
Average Error
[Encoder Counts]
Average Accuracy
[Degrees]
1 750 0.05 300 0.03
2 1800 0.1 800 0.05
3 1800 0.12 800 0.06
4 2000 0.33 1200 0.2
5 2000 0.67 1200 0.4
6 3000 0.06 2500 0.05
Table 9.2: Motor position control accuracy.
The arm at full extension has a reach of 1.548m. A worst case error of the rotation motor, Motor 1, acting at this
full extension length equates to an error of 0.0014m or 1.4mm as dictated by the equation
L =
απr
180
where L is the length of arc, α is the angle in degrees and r is the radius or, in this case, length of extension of the
arm. This was calculated for each link of the arm individually:
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Link Number Motor Error [degrees] Link Length [mm] Link Error [mm]
1 0.1 452 0.78
2 0.12 540 1.13
3 0.06 556 0.58
Table 9.3: Individual arm link accuracy.
These individual errors, compounded, dictate that the end effector should move to within 3.89mm of the desired
value.
9.2.2 End Effector Accuracy
The accuracy of the end effector was tested as an indication of the combination of the inverse kinematic modelling
accuracy together with the motor control accuracy.
A laser pointer was fixed to the top of the last link of the arm and shone on a white board adjacent to the system,
as shown in Figure 9.7, in order to test the overall accuracy of the position of the end effector.
Figure 9.7: Laser pointer mounted on robotic arm in order to monitor movement error.
With each movement of the arm, a fine-point marker pen was used to mark the position of the laser pointer on
the white board, as shown above right. These points were then used to determine the distance travelled between
movements in order to calculate the position error of the end effector. The end effector was set to a default position
of x=468mm, z = 468mm and thereafter sent to different locations whilst maintaining a constant x and then z axis
coordinate in order to accurately measure the amount of error. The tables below indicate the accuracy of the end
effector.
Desired End Effector Position [mm] Actual End Effector Position [mm] Error [mm]
290 287 3
343 341 2
404 403 1
510 510.5 0.5
573 574 1
636 637.5 1.5
695 696.5 1.5
Table 9.4: End effector position whilst maintaining a constant z axis position.
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Desired End Effector Position [mm] Actual End Effector Position [mm] Error [mm]
329 329 0
416 415.5 0.5
522 523 1
568 569 1
616 617 1
670 670.5 0.5
729 730 1
Table 9.5: End effector position whilst maintaining a constant x axis position
Figure 9.8 indicates the desired movement in comparison to the actual movement of the arm in a sequence of motions.
In each alternating movement, the x-axis and z-axis coordinates were locked in order to accurately measure the
amount of error.
Figure 9.8: Comparison of desired and actual movement magnitudes of the end effector.
It can be seen from the above results that the z-axis motion is consistently within 1.5mm of the desired movement.
The x-axis motion is slightly less accurate with a maximum error of 3mm. This yields an overall accuracy of
approximately 3.5mm1.
The drift of the manipulator was another accuracy concern. This was tested by repeatedly sending the end effector
to two set positions, shown in Figure 9.9, whilst monitoring the position of the laser pointer, which was mounted on
the arm (as above), on a white board placed five meters away in order to exaggerate any drift errors. The position
of the laser pointer, upon repeat movements to both set positions (marked 1 and 2), is shown in Figure 9.10.
1This may be due to zeroing inaccuracies of the initial position of the arm, slight backlash errors as well as mechanical construction
inaccuracies compared to the ideal dimensions of the arm.
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Figure 9.9: Set positions for drift test.
Figure 9.10: End effector drift indicated by laser pointer projected onto white board. Left to right shows initial the position followed
by position after five movements and after ten movements.
It can be seen that there is the slightest amount of error in the horizontal axis of the end effector. The error is,
however, not consistently moving away from the initial position which indicates minimal drift in the system.
9.2.3 Arm Motion
The motion of the arm, utilising the inverse kinematics, was then tested. The control scheme allowed the user to
dictated the x and z coordinate of the end effector as well as angle of attack of the last link of the arm upon that
x and z coordinate. Therefore, by locking the end effector in position while changing the angle at which the arm
acted upon this position, the end effector could rotate around a stationary point in space. This was tested and the
results shown in Figure 9.11.
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Figure 9.11: Ratel arm maintaining x and z coordinate with differing angle of attack.
The ability of the arm to maintain an x or z coordinate was then tested. This was done by fixing a pen to the end
of the last link of the arm and using the control interface (3D mouse and keyboard) to draw a box on the white
board used above. Two boxes were drawn, both of which are displayed below:
Figure 9.12: Drawing boxes with the RATEL arm by utilising the axis lock functionality of the inverse kinematics. The image on the
left illustrates the ability of the arm to still accurately maintain the desired motion even once the first link is locked at the horizontal
and the two link inverse kinematics is implemented as discussed in Section 4.4.
A slight deviation from the desired line of motion in both images on the bottom line of the boxes can be seen. This
is due to the separate links of the arm not reaching the incremental desired positions at exactly the same time,
thus causing a brief discrepancy in the end effector position. If there was an unlimited maximum speed and zero
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minimum speed for the motors then the PD control rise times of the motors would allow all the links to reach the
desired positions at the same time. There are, however, limits to the speeds of the motors and thus, in cases where
some links have to move a large distance compared to the smaller distance of others, temporary discrepancies in
the lines of motion did occur. In the case on the right, the last link of the arm, because it had a lower maximum
speed than the other two links, had to “catch up” with the motion of rest of the arm. This therefore caused a dip
in the line of movement of the end effector. It must be noted that these brief discrepancies from the desired line of
motion only occurred when the arm was in the process of moving. The desired end effector position, once all the
links reached their desired positions, maintained the accuracy discussed in 9.2.2. The images shown in Figure 9.12
together with the videos appended on the DVD, illustrate the smooth motion of the arm when moving to a desired
position.
9.3 Communications
9.3.1 I²C Communication Protocol
The I²C communication protocol was the initial communication scheme implemented to send and receive motor
control information to and from the LM3S8962 motor control bo rds in the robotic arm. Due to the instability of
the communication scheme upon final implementation in the arm (discussed further below) only preliminary testing
was performed. These tests are now discussed.
Communication speed
The communication speed is an important factor in the control of a robotic arm due to the response time of the
motors to user inputs. A highly delayed response due to a slow communication speed would make controlling
the device difficult and inaccurate. This test therefore determines whether the communications scheme performs
according to the desired specifications in order to effectively control the robotic arm.
To test the communication speed the LM3S8962, boards were mounted on a perspex test rig and an I²C daisy chain
passed between the devices to create the necessary I²C communication architecture as shown in Figure 9.13.
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Figure 9.13: Simplified model of the I²C test setup showing client PC as well as Master and Slave LM3S8962 motor control boards.
The client PC program was then run and the information returned from the master board was monitored. The
sequential procedure in which the I²C communication and TCP/IP communication was executed on the master
LM3S8962 board meant that the master board would have to complete an I²C communication to all slave boards
(read and write) before initiating a TCP/IP communication back to the client PC. Therefore, an accurate repre-
sentation of the communication speed was to increment a counter each time the client PC program received any
information. This occurred on each iteration of the program loop. The program loop counter was therefore moni-
tored and divided by the total elapsed time in order to calculate the communication frequency. The testing front
panel is shown below.
Figure 9.14: The front panel of the I²C testing client PC program. The fields in question are indicated by the two arrows.
It became apparent that the speed of the communications scheme was dependent on the amount of processing that
each slave board had to do. This was because the slave boards would perform the motor control code and then
I²C code in a sequential manner. Therefore, if the desired motor position was equal to the current motor position,
very little processing needed to occur and the program loop would cycle faster which, in turn, would make the I²C
communications run faster. On the other hand, if the desired motor position was not equal to the current motor
position, more processing needed to occur (Quadrature decoding, PID control) which would slow down the I²C
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communications. As no motors were connected to the test system the current motor positions remained at the
default value of 8388608. Differing values of the desired motor positions were then set on the slave boards in order
to test the effect on the communications speed. The test was run six times with the number of boards “aligned”
with the desired motor position decreasing each time.
Boards Aligned with Desired Position Loop Iterations Elapsed Time [s] Frequency [Hz]
5 8049 305.96 26.31
4 7169 285.73 25.09
3 9247 387.42 23.87
2 4295 189.65 22.65
1 5728 267.32 21.43
0 4740 234.54 20.21
Table 9.6: Communication speed results of I²C testing with varying amount of boards in which the Desired Motor Position equalled
the Current Motor Position. The proportional decrease in communication speed with a decrease in the umber of “aligned” boards can
be seen.
The 26Hz communication speed correlates to the oscilloscope image of the I²C data and clock lines shown below:
Figure 9.15: Oscilloscope image of the I²C Data and Clock lines. “A” and “B” indicate the start of successive communication transfers
between all five slave boards. The scope is set at 10ms/division so one can deduce that a complete transfer takes approximately 38ms.
This confirms the 26Hz communication speed.
Communication Stability
As there are a number of slip rings in the robotic arm the question of whether the I²C communications would be
affected by such devices came to light. Two slip rings were therefore placed in series in between the master and first
slave board with the two I²C lines as well as all power lines (36V, 18V, 12V and 5V) connected in order to simulate
the operational conditions in the arm. A Maxon DECV 50/5 speed controller as well as a Maxon EC40 motor were
connected to the first slave board in order to create any possible motor noise disturbances on the communication
lines. The communications scheme was then run, as before, for considerable durations while moving the motor
sporadically in order to determine if the slip rings cause the communications scheme to fail. The test was run three
times as indicated by the following table:
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Elapsed Time [s] Communications still active?
1548 Yes
1345 Yes
1630 Yes
Table 9.7: Preliminary I²C stability test in order to determine whether the addition of slip rings and motor control into the system
causes the communications to die. In all cases the communications were still active after at least 20 minutes.
A secondary concern was that the length of wires in the arm may affect the stability of the communication protocol.
The I²C lines were therefore extended with two 10m lengths of wire in order to create a worst case scenario for the
communication lines. The above test was repeated with the same results.
These preliminary tests did not, however, indicate the sensitivity of the communications scheme to increased motor
noise. With the implementation of the communications scheme in the arm, the increased motor noise developed
by the smaller Maxon EC22 motors and the Maxon 24/3 speed controllers caused the I²C communications scheme
to regularly fail. These failures did not occur when only the lower sections of the arm were assembled but began
when connecting the pan/tilt motors2 to the system. The slip ring in the third joint of the arm was removed in
an attempt to eliminate the failures however they reoccurred. It was therefore deduced that the increased motor
noise together with the proximity of the communication lines to the motor electronics affected the stability of the
communications scheme to the extent that it was deemed completely unusable in the robotic arm.
9.3.2 RS-232 Communication Protocol
The RS-232 communication protocol was implemented on the robotic arm as an alternative to the failed I²C
communications scheme. A simplified model of the communication architecture in the robotic arm is shown below:
2This is the first occurrence up the arm of the smaller motors and speed controllers
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Figure 9.16: Simplified model of the RS-232 communication scheme showing client PC, master LM3S8962 communication board and
slave LM3S8962 motor control boards.
The communication speed and stability of the communication protocol was tested. A complication in carrying out
these tests was that the communication scheme was based on strict 50ms timer interrupts on each board. This
characteristic, together with the fact that the motor control boards were powered off two different voltage lines
(32V and 5V) due to the DC to DC converter placed mid-way up the arm, meant that the timing of physically
plugging in the different voltage lines affected the stability of the communication scheme. It was apparent that the
32V and 5V needed to be plugged in simultaneously in order for the communications scheme to run as expected3.
Bearing this in mind, the testing procedures were executed and will now be discussed.
Communication Speed
The communication speed of the RS-232 protocol was identified as the frequency at which the information trans-
mitted from any given LM3S8962 motor control board in the robotic arm arrives at the client PC. This was tested
by continuously rotating the wrist of the end effector and monitoring the indicated position of this wrist motor on
3A solution to this problem was to place a DC to DC converter upon each motor control board as discussed in Section 7.2
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the front panel of the testing GUI. The frequency of communication was determined by incrementing a counter
each time the position of the wrist motor changed (as this indicates a successful transmission) and dividing this by
the time elapsed during the test. This is shown below:
Figure 9.17: Screen capture of the communication section of the testing GUI. The lower arrow indicates the counter which increments
with each successful transmission from the end effector motor control board while the upper arrow indicates the elapsed time. The
counter value was divided by the elapsed time in order to determine communication frequency.
The test was executed five times. The results are tabulated below:
Counter Value Elapsed Time [s] Resulting Communication Frequency [Hz]
2367 118.651 19.95
5300 265.268 19.98
7428 371.71 19.98
8594 430.029 19.98
12274 618.386 19.85
Table 9.8: Results of the RS-232 communications speed test. It can be seen that the resulting communications speed is very close to
20Hz which correlates with the 50ms timer interrupts used in the communications scheme.
Communication Stability
The stability of the communication scheme was identified as a combination of the accuracy of the data that was
transmitted as well as the robustness of the communication scheme against disturbances4. Firstly, the data accuracy
of the communications scheme was tested by monitoring the amount of incorrect data that was received by the
motor control boards in the arm. As a precaution, error checking functionality had been implemented upon the
4Disturbances in this case refers to any variation in TCP/IP communications speed from the PC to the master LM3S8962 board as
this is a characteristic in utilising wireless TCP/IP links.
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motor control boards in order to ensure that the motors did not move to an incorrect position, shown in Figure
9.18. This error checking code was used to increment a counter if any of the data that was received was faulty.
In each test the RS-232 communications were initiated and the arm links manipulated in order to produce any
error-causing motor noise upon the communication lines. The error counter, together with the total number of
transmissions, was then transmitted back to the client PC for monitoring as shown in Figure 9.19.
Figure 9.18: Error checking code used on the LM3S8962 motor control boards. The code checks the validity of four specific bytes in the
packet that is received (“PositionCheck1” to “PositionCheck4”) as well as a summation check of all the motor positions that are sent up
the arm. If any of these are not what is expected the “ErrorCount” variable increments. This variable is then transmitted back to the
PC.
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Figure 9.19: The Motor Control Feedback panel of the testing GUI. The fields in question (Number of Errors and Number of Trans-
missions) can be seen highlighted by the two arrows.
The “Number of Errors” fields above were calculated by determining the number of times that the “ErrorCount”
variable communicated from the control boards changed. This was due to the fact that when powering the boards,
as a result of using timer interrupts to execute the communications scheme , the boards would start trying to
communicate. Without starting the client program on the PC, the slave boards would continuously transmit “false”
data and the “ErrorCount” variable would continuously increase. The “Number of Errors” field on the front panel
would therefore start off at an incorrect value. The change in value of this variable, and not the variable itself, was
therefore monitored in order to provide an accurate result of the validity of the data transmitted. The test was run
five times and the results tabulated:
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Elapsed Time [s] Number of Transmissions Number of Errors Inaccuracy
Board 1:
360.205 7371 1 0.01%
399.415 8061 2 0.02%
430.029 8695 2 0.02%
618.386 12452 2 0.02%
800.027 16093 1 0.006%
Board 2:
360.205 7330 2 0.02%
399.415 8055 3 0.04%
430.029 8685 2 0.02%
618.386 12448 3 0.02%
800.027 16093 2 0.01%
Board 3:
360.205 7289 4 0.05%
399.415 8049 4 0.05%
430.029 8675 3 0.03%
618.386 12445 4 0.03%
800.027 16093 3 0.02%
Board 4:
360.205 7289 5 0.06%
399.415 8049 5 0.06%
430.029 8675 4 0.04%
618.386 12445 5 0.04%
800.027 16093 4 0.02%
Table 9.9: RS-232 data accuracy test results. In all instances, the number of errors occurred at the beginning of transmissions tests
and did not increment at all during the tests themselves. This indicates that, once the communication is running, there are zero errors
in the data transmissions. An interesting thing to note is the increasing value of errors proportional to the board number. This is due
to the fact that the communication architecture is reliant on each of the boards, linked together, to transmit data up and down the
arm. The information present on the fourth board therefore takes four communication cycles to get to the master board. The third
board takes three communication cycles; the second board takes two cycles and so on. The number of communication iterations that
the incorrect data is sent up the arm is therefore proportional to the number that the board is in the chain. Hence the ascending value
of errors.
The robustness of the communication scheme was then tested. This was done by implementing a variable timing
delay in the client program and varying this manually with a range of delay values. This was to simulate any
delays that may occur as a result of the wireless TCP/IP signal. The manual delays ranged from a length of 50ms
to 1s in order to simulate worst case conditions. The values returned from the slave boards, as above, were then
monitored in order to determine whether the delays had any effect on the RS-232 communication scheme. After
varying the timing delay for several minutes it became clear that any interference with the TCP/IP had no effect
on the communications up the arm; no additional errors occurred since the master board re-sent the last received
information in every 50ms interrupt. The only effect was therefore a delay in the new information the master board
could transmit.
9.3.3 RS-485 Communication Protocol
The fourth generation of the LM3S8962 motor control boards incorporated on-board DC to DC voltage converters
as well as RS-485 communication capabilities instead of RS-232, as included in the previous generations. The speed
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and stability of the RS-485 communications scheme was tested is now discussed.
RS-485, as discussed previously in Section 6.5, is daisy-chainable like I²C. The resulting simplified model of the
communications scheme inside the robotic arm is as follows:
Figure 9.20: RS-485 communications architecture.
Communications Speed
The communications speed, as in the previous sections, was identified as the frequency at which a packet of data
is transmitted to and from a slave board. The master board performed the TCP/IP and RS-485 communications
in parallel while loops. Therefore, an accurate indication of the RS-485 communications speed was to increment a
counter on each iteration of the RS-485 communications loop. Each iteration represented a bi-directional packet
transfer to a single slave board. Thus, dividing the total number of iterations by five (as there are five slave boards)
and dividing this by the total elapsed time would result in the overall communications speed. The testing interface
is shown below with the relevant fields “Number of Transmissions” and “Elapsed Time” shown on the right.
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Figure 9.21: RS-485 Testing front panel.
The program was run five times and the resulting communications speed tabulated:
Elapsed Time [s] Number of Transmissions Board Transmissions Communications Speed [Hz]
208.049 13693 2738 13.16
156.374 10170 2034 13.01
328.031 21078 4215 12.85
334.295 21556 4311 12.90
480.395 31330 6266 13.04
Table 9.10: RS-485 communication speed test results.
It can be seen that the resulting communication speed is, on average, 13Hz.
Communication Stability
The stability of the RS-485 communications scheme was tested in three ways. Firstly, much like the error checking
functionality implemented upon the slave boards in the RS-232 communication scheme, a similar checksum was
implemented upon the RS-485 slave boards. A counter was then incremented whenever faulty data was transmitted
to each slave board. The testing front panel was executed and the arm motors moved sporadically to create any
error causing motor noise. The test was run three times and the error counter data was transmitted back to the
client for monitoring.
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Elapsed Time [s] Number of Transmissions Number of Errors Inaccuracy
Board 1:
518.271 6772 0 0%
149.651 1949 0 0%
239.456 3124 0 0%
Board 2:
518.271 6772 0 0%
149.651 1949 0 0%
239.456 3124 0 0%
Board 3:
518.271 6772 0 0%
149.651 1949 0 0%
239.456 3123 0 0%
Board 4:
518.271 6772 0 0%
149.651 1949 0 0%
239.456 3123 0 0%
Table 9.11: RS-485 data accuracy test results.
It can be seen that no false data was transmitted to any of the slave boards.
Another factor affecting the stability of the RS-485 communications scheme was the effect that the timing of the
transmissions from the master board had on the ability of the slave boards to receive and analyse the sent packets.
It became clear that if the data packets were transmitted to the slave boards at too swift an interval, the slave
board, due to the complications in triggering the interrupt upon each RS-485 transmission, would sporadically
fail to recognise the address bytes and thus ignore transmissions aimed for that particular board. The speed of
communication (tested above) was thus based on a compromise between the overall speed of transmission and the
frequency of transmission errors occurring. The sequence of communication from the master board was to transmit
to a slave and then wait for the slave to reply with motor control data. If the slave did not reply within a certain
window it was deduced that an error had occurred and the following slave board was addressed. The frequency of
these errors was monitored and tabulated below:
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Elapsed Time [s] Number of Transmissions Failed Transmissions Error
Board 1:
1482.93 18306 18 0.1%
126.164 1620 1 0.06%
377.04 4834 8 0.17%
Board 2:
1482.93 18306 18 0.1%
126.164 1620 5 0.3%
377.04 4834 1 0.02%
Board 3:
1482.93 18306 19 0.1%
126.164 1620 2 0.13%
377.04 4834 11 0.2%
Board 4
1482.93 18306 24 0.13%
126.164 1620 1 0.06%
377.04 4834 2 0.04%
Table 9.12: RS-485 transmission failures.
It can be seen that, at the worst case, 0.3% of the transmissions sent to a slave board did not get detected. This
equates to three transmissions out of every 1000 and thus this only has the slightest effect on the overall effective
speed of transmission to a particular board.
The last factor affecting the stability of the communications scheme was any disturbances incurred by the TCP/IP
platform. As done in the RS-232 testing, a variable timing delay was inserted into the client testing program
and manually adjusted to monitor the effect on the RS-485 communications speed. In the worst case, with a
delay of 1s implemented, the slowest RS-485 communications speed was determined to be approximately 8Hz. The
communications resumed functionality at 13Hz when the delay was removed.
9.4 Collision Prevention
The collision prevention algorithms used in the system played a crucial role in ensuring that no damage was caused
to the manipulator or to the other elements on the robot. Testing of the collision prevention algorithms took place
on the table upon which the manipulator was fixed due to the disassembled state of the base of the RATEL USAR
robot at the time of testing. Representations of the elements of the robot (the robot flippers and the laser scanner
system) were manufactured from perspex and positioned on a one-to-one scale print of the base of the robot (see
Figure 9.22) to ensure testing accuracy.
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Figure 9.22: Collision testing setup. On the left is the scale print of the base of the robot. On the right is shown the perspex models
of a flipper of the robot positioned vertically upwards for ease of testing together with the two elements of the laser scanner system
(motors and laser scanner).
The heights of the perspex flipper and laser scanner models were altered to account for the mounting height difference
(13mm) between the arm on the table and the arm on the actual robot. The manipulator was then moved towards
the robot elements to verify the functionality of the collision prevention procedures. Figures showing the successful
collision prevention of the manipulator with elements of the robot follow (Videos of each of these can be found on
the DVD).
9.4.1 Manipulator with Flippers
The angle of the flippers (a value to be received from the control system for the base of the robot) was manually
set to be 90 degrees and the manipulator was thereafter driven towards the flippers in a variety of poses to test the
collision prevention of the different links of the arm. Figure 9.23 shows the collision prevention of the arm with the
front left flipper. Video clips of the collision prevention tests can be found on the DVD provided.
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Figure 9.23: Collision prevention of manipulator with front left flipper.
The same procedure on the front right flipper is shown in Figure 9.24
Figure 9.24: Collision prevention of manipulator with front right flipper.
The identical process was carried out on the rear flippers with the same successful results.
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9.4.2 Gripper with Flippers
The angle of the gripper was manually set to 0 degrees and thereafter driven towards the flippers in a variety of
poses to test the collision prevention of the gripper. Figure 9.25 shows the collision prevention of the gripper with
the front right flipper.
Figure 9.25: Collision prevention of gripper with robot flippers.
9.4.3 Manipulator with Laser Scanner
The manipulator was driven towards the laser scanner in a variety of poses to test the collision prevention of the
arm with the laser scanner. Figure 9.26 shows the successful collision prevention of the first link with the laser
scanner from right, left and above.
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Figure 9.26: Collision prevention of manipulator with laser scanner
9.4.4 Gripper with Laser Scanner
The gripper was then driven towards the laser scanner. The collision prevention of the gripper, rotated at 270, 90
and 0 degrees, and the laser scanner can be seen in Figure 9.27.
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Figure 9.27: Collision prevention of gripper with laser scanner
9.4.5 Sensor Payload
The collision prevention of the sensor payload was then tested. The base of the disassembled sensor payload was
used to test the collision prevention algorithms. The results can be seen in Figure 9.28 as well as on the DVD.
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Figure 9.28: Collision prevention of the sensor payload.
9.5 Usability Testi g
The ease of use of the system was a fundamental requirement of the project. This requirement was tested by
allowing novice users to complete a task with the robotic arm and thereafter rate the ease of use of the complete
system according to certain criteria in the form of a questionnaire (see Appendix B). The task executed by the
novice users was a typical pick and place scenario as would be found in the RoboCup Rescue arena (see Figure
9.29).
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Figure 9.29: Pick and place task performed by novice users.
The test candidates were seated with their backs to the robot arm to limit any direct sight of the task. The user
was then required to maneuver the manipulator, using only the test GUI (see Figure 9.30), to grasp the water bottle
in position A (the current position in Figure 9.29) and place it as close to the centre of the box in position B in as
short a time as possible.
Figure 9.30: Testing GUI provided to the user including all necessary information regarding the arm and gripper systems. The main
video feed was provided by a webcam fixed to the pan/tilt arm (see Figure 9.29) to mimic the video feed from the currently disassembled
sensor payload.
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The procedure in which the user executed the task was carried out as follows:
1. The user was briefed on the operation of the arm and gripper and shown how to operate the system.
2. The arm was placed in the active position (position 2) with all lock keys enabled and the tilt locked at the
horizontal.
3. The user then completed the task described above. Upon placement of the bottle, the user moved the arm
back to the active position at which time the task was completed.
The task was completed three times by each user. The first attempt served as a training run in which the user was
heavily supervised. The second attempt required the user to complete the task on his/her own with supervision
offered where necessary or when asked for. The third attempt was a timed, completely individual task with no
assistance offered. Upon completion of the third attempt, the user’s accuracy as well as time taken to complete
task was recorded (Video recordings of each of the users attempts can be found on the attached DVD). The user
was then required to complete the RATEL Manipulator Arm Usability Questionnaire to provide feedback on the
ease of use of the system5.
A total of nine candidates were selected to participate in the test. None of the candidates had ever operated the
arm before, and three had zero prior knowledge of the manipulator. Table 9.13 shows the results of each of the
user’s attempts at completing the task.
User Number Time [m:s] Accuracy [mm]
1 2:22 21
2 3:23 16
3 2:59 10
4 4:47 8
5 2:23 18
6 2:54 12
7 3:09 46
8 3:31 11
9 3:10 9
Average: 3:11 17
Table 9.13: Pick and place task results.
The questionnaire that each user completed (copies of which can be found on the DVD) consisted of six criteria
which the user was required to grade out of 5 (1 being inadequate, 5 being very effective). The results of the
questionnaire can be seen in Table 9.14.
5The users completed the questionnaire anonymously in order to not influence their feedback
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User Number
Representation
of Arm
Collision
Warnings
3D Mouse
Lock Key
Functionality
Intuitiveness
Overall Ease
Of Use
1 5 5 4 5 4 4
2 5 4 5 5 4 4
3 4 4 3 5 4 4
4 4 4 3 5 4 4
5 5 5 5 4 4 4
6 5 4 4 5 5 4
7 4 3 5 5 4 4
8 4 4 3 3 4 4
9 4 5 4 4 5 5
Average 4.44 4.25 4 4.55 4.22 4.11
Table 9.14: Pick and place task user feedback.
A comment that was present upon three of the questionnaires was that the rotation of the arm proved to be too
sensitive when the arm became extended. Another comment suggested providing the user with an option to select
the speed of the arm. A factor to note was that the bottle was only knocked over once in all user attempts to
complete the task.
Having acquired all the necessary testing results, Chapter 10 discusses the conclusions that can be drawn about the
system.
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Chapter 10
Conclusions and Recommendations
10.1 Conclusions
10.1.1 Motor Control
The motor control used in the RATEL robotic manipulator, in combination with the inverse kinematic calculations,
provided the stable and accurate arm motion required of the project. A novice operator was able to easily perform
a pick and place task illustrating the effectiveness of the motor position control algorithms. The non-zero minimum
motor speed allowed by the Maxon speed controllers did negatively impact the accuracy of the position control
(creating only slight overshoot) however, for the application, an overall end effector accuracy of 3.5mm was deemed
more than adequate.
The control of the pan/tilt system proved to be only partially successful. The weight of the sensor payload together
with the pan/tilt gearing system meant that, even with PID position control, control of the sensor payload was
lost after a certain tilt rotation point. Limiting this rotation point, however, did allow for successful sensor payload
control. The second elbow of the arm also proved to be difficult to control as shown in Figure 5.28. However, by
altering the deadband size depending on the motion of the link, accurate position control was achieved.
Calibration of the arm was successfully implemented through the use of Hall effect sensors. Including this function-
ality in the testing/calibration front panel allowed for quick and easy ’zero-ing’ of the manipulator.
10.1.2 Communications
A TCP/IP communications scheme was carried by a Wi Fi (IEEE802.11a) network as required by the Robocup
Rescue Specifications between the interface PC and master LM3S8962 board creating the required wireless com-
munications standard upon which the RATEL robot was to be controlled.
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The task of creating a stable, fast communications scheme between the motor control boards inside the arm proved
to be a challenge. The electrically noisy environment inside the arm severely affected the initial attempts at creating
an I²C communications channel. The rescue RS-232 communications scheme proved to allow for the control of the
manipulator but, although fast and stable, was unusable for the application due to its dependance on neighbouring
motor control boards and the transmission delays up and down the arm. The final RS-485 communications scheme
used on the re-designed LM3S8962 motor control boards provided the required communications stability in the
arm. The results showed that the RS-485 communications scheme was slower than the RS-232 alternative, however,
due to the ’leap-frog’ way in which the RS-232 communications were executed, RS-485 provided a faster overall
communications speed. The debugging benefits of the daisy-chain architecture used for RS-485 reaffirmed it as the
superior protocol.
In developing the RS-485 communications scheme, the lack of a serial interrupt in the LabVIEW Embedded for
Arm Microcontrollers functionality, and hence the manual processing of serial data, proved to greatly affect the
communications speed as well as reliability. Precise timing delays needed to be inserted into the code in order
to slow down the overall communications speed and hence provide the stability needed. Even so, the RS-485
communications scheme successfully provided the necessary communications in the arm to effectively control the
robotic manipulator.
10.1.3 Collision Prevention
The Separating Axis Theory collision prevention algorithms successfully prevented the arm from colliding with
other robot elements. Modelling the robot elements as simplistic polygons did not represent the bounds of the
components completely accurately although this only proved to create a larger cushion area. The high speed SAT
algorithms, together with the simplistic polygon models, provided fast collision detection processing.
10.1.4 Interface and Usability
The positive responses from the test candidates who completed the questionnaires after operating the RATEL
robotic arm illustrate the ease of use of the system; an overall score of over 4/5. The inclusion of the lock key
functionality proved to be of valuable assistance as shown by the highest average score. The comments given by the
users indicate that the sensitivity of the rotation of the arm when extended and the inability to change the speed
of the arm were both detrimental to the ease of use of the manipulator.
The ease of use of the system was, however, further established by the time taken to complete, as well as the
accuracy of, the task asked of the novice operators. After only three attempts at controlling the arm, the users
were able to accurately place the bottle in the desired location in only a matter of minutes. This is an effective
indication of the success of the project.
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10.2 Recommendations for Future Work
10.2.1 Modify Speed Controllers
As stated above, the minimum motor speed dictated by the Maxon speed controllers negatively affected the motor
position control accuracy. Using speed controllers which could output zero motor speed would allow for more
accurate position control as well as smoother arm motion. Dedicated position controllers are another option.
However, due to the cost of position controllers in comparison to speed controllers together with the fact that, for
the purposes of a teleoperated robotic arm, the position control of the manipulator does not need to be accurate to
within a single encoder count, this option could be considered an ’overkill’.
10.2.2 Redesign of Sensor Payload
The sensor payload proved to be too heavy for even the replacement motors to control. A redesign of the sensor
payload focusing on weight reduction would allow for better position control of the device. At the end of 2012
an undergraduate project focussing on the redesign of the sensor payload body was completed in the RARL lab.
Graeme Wiley, equipped with a smaller, lighter thermal camera, designed a lighter sensor payload to surround the
tilt arm (shown in Figure 10.1) thus reducing the moment acting upon the tilt motor [81]. Preliminary, informal
tests showed that the tilt arm was able to hold the payload at any angle thus successfully resolving this concern.
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Figure 10.1: 3D render of the RATEL robot equipped with the new sensor payload developed by Wiley [81].
10.2.3 Pan/tilt and Second Elbow Gearing Systems
Even with the redesigned sensor payload, incorporating self-locking gearing systems in the pan and tilt joints, similar
to those used in the other links of the arm, would provide better position control for the sensor payload. The risk of
losing control of the tilt arm would then be completely resolved. In a similar way, re-looking at the hypoid gearing
system used by Henson [19] in the second elbow joint of the arm could provide better position control of the final
link of the arm. Henson, in his thesis, provides a recommendation to lengthen the aluminium spacer between the
worm and wheel to reduce backlash in the system. If this fails to provide a better response, opting for a duplex
worm gearbox, as used in the lower three joints of the arm, would provide superior position control response.
10.2.4 Motor Speed
In all the joints of the arm, the speed settings on the motor speed controllers (set by DIP switches) were set to a
minimum. In addition to this, the speed value sent to the motor controllers from the PD position control algorithms
were capped to half of the maximum value. The reasonable operating speeds of the motors in the arm were therefore
only a fraction of their possible speeds. Higher reduction motor gearboxes could therefore be used to lower the
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output shaft speed and increase the motor position accuracy in the arm. Alternatively, lower power motors which
produce a lower speed with acceptable torque could be investigated.
10.2.5 Include Speed Selection Option on the Graphical User Interface
Due to the comments from the users, altering the rotation speed of the arm, depending on the extension of the
manipulator, would make the arm easier to use. This functionality coincides with allowing the user to select a
motion speed for the arm. Creating an additional speed variable to send to the slave boards, dictating a speed of
motion (fast, medium and slow), would further improve the ease of use of the system.
10.2.6 Use of C Code on the LM3S8962
Although potentially more difficult to implement, the use of C code on the LM3S8962 would allow for the availability
of serial interrupts. This would improve the speed and stability of the RS-485 communications as there would be
no need to implement custom delays in the code. LabVIEW Embedded for Arm Microcontrollers also makes use of
the RTX kernel which places a significant overhead on the processing power of the LM3S8962. Using C code would
remove this overhead and therefore speed up the overall processing speed of the motor control algorithms. It was
discovered that coding C example code onto the LM3S8962 lowered the current usage of the boards. This provides
an added benefit of using C code.
10.2.7 Current Monitoring Collision Detection
Current monitoring boards developed by Rieger [18] (see Figure 10.2 and Figure 10.3) were used to provide current
draw information of the individual motors in the arm. By monitoring the current draw of each motor, collisions
with external objects (not elements of the RATEL robot) can be detected. Analysing spikes in the current draw of
each motor can give indications of when motors are experiencing abnormal amounts of resistance. This detection
process, together with procedures to move the arm away from a detected collision, would provide superior safety
for the arm.
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Figure 10.2: Rieger’s motor current monitoring board mounted on the LM3S8962 motor control board [18].
Figure 10.3: Plot of the shoulder motor current in comparison to the desired and actual motor positions.
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10.2.8 Latching of FPGA communications data
Even though the process was discarded, latching the encoder count data at the start of a communications transfer
between the FPGA and Coldfire would prevent possible overflow errors and incorrect data transmissions.
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Appendix A
Wiring Diagrams
A.1 Manipulator Wiring Diagram
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A.2. CONNECTION BOARD WIRING BREAKDOWN APPENDIX A. WIRING DIAGRAMS
A.2 Intermediate Connection Board/Slip Ring Wiring Breakdown
Table A.1: Intermediate Connection Board/Slip Ring Wiring Breakdown
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APPENDIX B. USER QUESTIONNAIRE
Figure B.1: User questionnaire completed by novice operators after using the arm.
B2
RA TEL Manipulator Arm Useability Questionnaire 
User Number: 
Time to complete task: 
Distance from target: 
GUI: 
Please rate the user interface according to the following categories. 1 being inadequate, 5 being 
very effective. 
Representation of Arm: 
Collision Warnings: 
Additional Comments: 
Control: 
1 2 3 4 5 
DDDDD 
DDDDD 
Please rate the control of the arm according to the following categories. 1 being inadequate, 5 
being very effective. 
3D Mouse: 
Lock Key Functionality: 
Intuitiveness: 
Overall Ease of Use: 
Additional Comments: 
1 2 345 
DDDDD 
DDDDD 
DDDDD 
DDDDD 
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Appendix C
Assessment of Ethics in Research Projects
Form
C1
