Abstract-Software development is an activity involving a remix set of different people, tools, practice culture, etcetera, and working towards an end goal. Achieving the goal necessitates that all these aspects work together towards the end goal. Furthermore, the size, complexity, longevity and tight delivery timelines of software projects, form part of the rationale for collaboration in software development processes. With the advent of Cloud computing, these factors have become more pronounced. Other factors such as increased distribution, have also become part of the rationale increasing the need for better collaborative approaches. Collaboration can take numerous forms and dimensions, but that does not necessarily mean that any form of collaborative approach is good for every scenario or context. There is no "one size fits all" approach. Different development contexts may require different collaborative approaches for greater effectiveness. So, which collaborative approach is right, and which is wrong, for Cloud-based software development lifecycle? This paper reviews literature with an aim of presenting a classification for collaborative approaches towards context-aware Cloud-based software development.
INTRODUCTION
The broad nature of collaboration in activities, in terms of coverage, composition and process, makes classification a way of simplification. This could be via identification of salient or implicit features within a given scenario or context. A good classification would make it easier to identify and assemble necessary building blocks for an adequate collaborative approach for a given scenario, context, or even activity. Software development process is a collective activity by nature, requiring joint efforts to work towards achieving a common goal [1] , [2] . This implies a need for collaboration. This is further buttressed by the decentralization and concurrency introduced by emerging technologies and paradigms such as cloud computing. Although these, bring about efficiency in certain aspects of the process, they introduce complexities and complications in other areas of the Software development process. Some of these areas include co-ordination, communication and awareness, amongst others [3] .
The focus in this research is on collaborative approaches to Cloud-based software development. Software development departments and organizations in the cloud are getting more decentralized with increasing distribution in location, processes, cultural practice and team makeup [4] , [5] . Accessing and housing software applications in the cloud, implies a need for a change in how software is developed [6] These changes give rise to novel challenges, as well as, increase demand for different kinds of software, highlighting the increasing importance of adopting collaborative approaches and tools [1] .This warrants a review and analysis of existing collaborative approaches. Identification and classification of existing collaborative approaches to software development, is of great importance [3] . This would contribute towards better understanding, analysis, characterization and evaluation of these approaches and any gaps therein. Sequel to this is, investigation of better ways, paradigms and technologies to leverage, towards addressing challenges in collaborative software development in the Cloud. This would facilitate better insight and understanding when seeking to develop frameworks and architectures to enhance the collaborative development process [7] .
Prior to classifying collaborative approaches for Cloudbased Software development, it is necessary to review literature to identify trends and gaps which emphasize this need. This helps with alignment of classification with this research domain. The primary aim of this research is: a review of existing collaborative approaches, in alignment with gaps identified from a synthesis of related literature, for the proposal of an adequate classification of collaborative approaches for Cloud-based collaborative software development. This would facilitate design and development of better architectures, tools, techniques, methodologies and processes, for supporting collaborative software development in the Cloud. This paper is structured around literature findings and evidence. The structure of this paper is laid out as follows. Section I introduces this research, the aim of the paper as well as, contextual background for the research. Section II provides related work. Section III explores collaborative approaches and proposes a classification of collaborative approaches for Cloudbased collaborative software development. Section IV concludes the paper with suggestions for future direction.
II. RELATED WORK
Software development is a collaborative activity, involving divergent and convergent activities carried out by people or teams, in an environment, towards achieving a set of objectives or outcome [8] [9] . The Software development process refers to the entire process of developing software, encompassing: a team, framework of activities, set of practices providing guidelines for designing, developing, testing, deploying, maintaining and managing software [10] . This includes the interactions too. The entire process involves different parts working together towards a goal. This process spans the entire development lifecycle and is usually embodied in a defined high-level abstraction usually referred to as a software development model [11] . Software development models facilitate and guide a set of tasks or activities to transform problem definitions and requirements into software [10] - [12] . Various types of software development models, adapted as different methodologies, are essentially efforts aimed at standardizing and improving the process of developing software [7] . A typical software development project usually comprises a team made up of people of diverse cultures, skillset, technical expertise, technological and nontechnological viewpoints, either, working together on different tasks, or separately on complementary tasks at each stage of the process towards a common goal, all the while ensuring communication via a variety of tools or medium [4] . This in itself, calls for efficient collaboration and management in the software development process [9] .
The collaborative software development process comprises of divergent and convergent activities carried out by people or teams, in an environment, towards achieving a set of objectives or outcome [4] . Analyzing various collaborative approaches, methods and tools in the different phases of the software development process helps in vertically organizing all existing fragmented approaches, and aligning them with the value chain [3] . This contributes towards development of a framework to act as a process model for implementing a vertically collaborative and continuous software development process. At the time of this research, most collaborative approaches are horizontally collaborative, mostly asynchronous or partially synchronous, rarely context-aware and mostly not developed with distributed environments in mind [3] , [5] , [7] , [13] .
Collaborative Software development in the Cloud, introduces complexities and contexts, amidst other factors, that were hitherto, either non-existent or less pronounced [2] . These are sometimes underestimated, ignored, or sometimes not given enough consideration and planning. This undermines the collaboration in the process, randomizes the process, and impacts the ability to facilitate a reproducible, sustainable, context-aware collaborative software development process in the Cloud [10] . This has led to need for: identification of reliable ways of managing and measuring collaboration and other success factors within the process; new methodologies and ways of enhancing effective collaboration within the lifecycle development process; effective ways of managing complexity and ensuring synchronous regularity, as well as, verifiable outputs and outcomes at the various stages of the collaborative development lifecycle process [9] , [14] , [15] . Furthermore, development of key dimensions for analyzing and benchmarking the collaborative process is necessary step towards continuous process improvement and sustainability. This would translate into the ability to consistently reproduce the enhanced process, and ultimately, standardization in the form of frameworks, architectures and standards.
To date, the focus of majority of R&D efforts in the area of Cloud-based software development is at best imbalanced. Most concentrate on specific aspects of the development process, resulting in insufficient attention being paid to other aspects equally undermining collaboration. A review of related literature reveals that very little R&D efforts have been devoted towards enhancing collaboration in software development in general, as well as, in the Cloud [9] , [14] - [20] . A few efforts have been devoted towards asynchronous collaboration; isolated collaboration in specific aspects of the process, such as coding activities; use of open-source tools for contributing, improving, and managing code [4] , [5] , [14] , [21] . There has been very few efforts devoted towards developing classifications for collaborative approaches for software development, and none for Cloud-based software development [3] , [4] , [22] - [24] . Table II below summarizes some of the areas of R&D efforts from the last seven decades, as well as, effects from these efforts that have further contributed towards undermining real-time collaboration and reducing the overall effectiveness of the development process. Although these efforts represent valid contributions and important enablers, they are still missing important aspects that enable a more effective collaborative cloud-based development process [15] , [25] . The concept of leveraging the Cloud to create or enhance collaboration in different activities is shaping up and gaining solid ground in a lot of areas and field [7] . Reasons for this include: to address the inefficiencies and inconsistencies of traditional processes and environments for tighter synchronous collaboration, as well as, align software development with current trends and changing business requirements; leverage new concepts and methods for optimal development process, economies of scale and efficient use of resources; efficient management, automation, context-aware linking and sharing of information [4] , [7] . Literature review shows that most current solutions offered in Industry as 'Cloud-based solutions', offer more support for the coding and deployment stages of the software process, and less for other stages such as the requirements gathering stage, the testing stage and the design stage. Some of the solutions attempt to integrate social communication by featuring some social communication tools [26] - [29] . In the same way that merely developing applications compatible with the Cloud does not make the application Cloud-agnostic, merely integrating social communication tools or features with a Cloud-based IDE does not necessarily make the development environment a collaborative Cloud-based development platform. Arguably, integrating social networks in the enterprise with Cloud development environments would be an approach towards enabling or enhancing collaboration in Cloud development environments. However, leveraging the Cloud for a fully collaborative development environment is more than that. Some authors [30] presented an interesting cross-section on existing Collaborative Software development tools and environments grouped by colors based on key characteristic features.
There is need for Cloud-based software development process to incorporate collaborative concepts and technologies, as well as, integrate a management layer to effectively manage the collaboration and resources, aligned with identified constraints, and identified business requirements and goals [56] . Establishing an adequate classification of collaborative approaches would: enhance effective interactions between different aspects of a cloud-based software development process; ensure that appropriate consideration is given to existing and changing contexts of collaboration; enhance and align collaborative activities to defined goals and outcomes; and lend defined structure to the process. This would greatly aid in employing and reinforcing principles and concepts embodied in collaborative approaches in the design and development of collaborative solutions i.e. models, methods, frameworks and architectures for cloud-based collaborative software development [3] , [14] .
III. CLASSIFYING COLLABORATIVE APPROACHES
The very nature of the software development process as a group activity requiring joint efforts geared towards a common goal implies a need for collaboration. A review and classification of collaborative approaches is necessary to foster better understanding, analysis, and evaluation of ways to align and streamline collaborative activities. Sequel to this would be the investigation of paradigms and technologies to leverage towards addressing challenges in the collaborative software development process.
To be able to identify an adequate collaborative approach for the Cloud-based software development process, it is necessary to identify the components of a typical development process, related aspects and contexts that would be present. In addition, it is also necessary to identify the activities and practices involved, as well as other points of consideration. Below are different ways of analyzing collaboration or collaborative approaches and activities within the software development process. Different schools of thought exist with regards to classification of collaborative work within the software development process [3] , [25] , [28] , [32] , [33] .
A. Classification based on empirically measured activities
within collaborative software development process This is broken down into smaller categories for easier understanding of the interactions and how best to support or enhance the collaboration within. This classification focuses more on the main actors, rather than both the actors, the process, and other related contexts. The four classes are: Mandatory collaborative activities, Called collaborative activities, ad-hoc collaborative activities and individual collaborative activities [4] , [23] , [33] . Mandatory collaborative activities refer to formally scheduled activities, and can be either technical or non-technical. Called collaborative activities refer to activities initiated primarily to solve a problem, and are mostly technical in nature. Ad-hoc collaborative activities refer to those activities that require more than one team member or process, working on the same task simultaneously. 
B. Classification derived from objectives of activities
The interactions between the components of the software development process provides another perspective for analyzing and classifying collaborative work, as well as 978-1-5386-3148-5/17/$31.00 © 2017 IEEEmotivation for enhancing the process [34] , [35] . This classification stems from the need for effective and efficient interactions between all the aspects and components of the process or activity, in order to ensure meeting the desired goal. As such, classification is done based on interactions according to objectives of the activity [36] , [37] . This is depicted in the figure below, showing a generalized view of stages in a typical software development project. Within each stage or parent activity, smaller or sub-activities are carried out, to ensure that the objectives of the parent activity are met. If the need arises, these sub-activities are further broken down into sub-subactivities, which are further broken down till it gets to the nth activity. This decomposition goes on and on, depending on need. Within each activity, interactions take place to achieve the desired transformation or objective. These interactions may be sequential or concurrent, subject to dependencies, and may be in any, or all of the following forms: human to human; human to non-human; non-human to non-human. These interactions may involve the sharing of artefacts such as code, design specifications, requirement documentation and use cases, test scripts, test specifications, etcetera. Suffice to say, the larger the project, the more the components, the more the number of interactions, and the more the artefacts. Hence the increase in complexity, that would need to be kept track of, and managed properly. Situations like this in any of the stages, say for example, the requirements' stage, could quickly lead to backlogs of inconsistent and ambiguous user stories or use cases. Arising results from this include: inadequate or very poor quality output, oversights, and late schedules [32] . 
C. Classification based on Software development process characteristics
This classification focuses on characteristics of the process, rather than context or activity levels [3] , [24] . These characteristics are grouped into distribution-based characteristics and process-based characteristics. Distributionbased characteristics include organizational, spatial and temporal distributions. Organizational distribution refers to distribution of the development process based on: organizational units -these could be exhibiting interorganizational or intra-organizational characteristics; or project-related characteristics -these could be inter-individual or inter-team; or business-related -these could be either company-wide or on the scale of the business environment. Spatial distribution makes the distinction between spatial distribution and spatial collocation which can occur either within or across organizations. These characteristics can include: tacit knowledge transfer considerations, personal contact considerations, and coordination considerations, differences in time zones, and development culture and practice; along with potential impact on collaboration contexts. Temporal distribution refers to making the distinction between synchronous and asynchronous characteristics of software development processes or activities. This includes processing of requirements, artefacts, or information. Process-based characteristics include process disciplines, process directions and process intensity. Process discipline refer to the phases, also referred to as the disciplines, of the software development process e.g. requirements gathering/analysis, design, development etc. Process direction encompasses collaboration which occurs either within value-creation phases of the software development process (horizontal), or the collaboration which occurs in-between value-creation phases (vertical). Process intensity distinguishes between higher and lower flow of information and knowledge between the actors of the process. These are referred to as higher intensity and lower intensity respectively. The process intensity is dependent on either work done collectively, or, on collaborative exchange of information or knowledge between disjoint complementary activities. ways of improving quality aspects of software, as well as delivery time, to meet changing needs. However, Cloud-based collaborative software development is yet to reach the level where the practice and interactions amongst all the components of the process is routine [13] . Improving the development process necessitates standardization of collaborative interactions between diverse set of people, skills, activities, processes, tools, configurations, specifications, and other relevant components, across factors such as location, distance, characteristics, objectives and nature of being. Analysis of interactions between all components of the process that contribute to bringing about a successful outcome, yields another basis for classification [4] , [35] , Figure 4 : Classification based on analysis of interactions between all development process aspects IV. CONCLUSION Enhancing collaboration in Cloud-based software development requires the ability to recognize and identify various possible collaboration contexts, as well as the need for to vary approaches aimed at these. Knowledge and consideration of the implicit, and sometimes explicit differences present, as a result of varying contextual factors and characteristics, is important for designing collaborative adequately efficient architectures, frameworks and methodologies for the cloud-based development process. It provides awareness of consideration factors, as well as, an understanding of aspects of collaboration and development contexts that are going to influence or impact effectiveness most. This provides a useful means for making trade-offs and selecting most apposite practice and contingencies when seeking to leverage cloud capabilities and design solutions to improve collaboration and efficiency in software development lifecycle process in the cloud.
