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Komplikovanost modelů vícedimenzionálních dat a práce s nimi nikterak nezlepšuje kvalitu 
uživatelské přívětivosti aplikace s nimi pracující. Jednou z možností jak vyřešit zmírnění negativního 
vlivu této skutečnosti na laického uživatele je použití vizualizačních technik pro vylepšení 
uživatelského rozhraní systému. V současnosti existují mocné nástroje využitelné pro efektivní 
manipulaci původně statického dokumentu na straně klienta. Jejich využitím lze obohatit rozhraní 
systému interaktivní nápovědou. Použitelnost takto definovaného modulu musí odpovídat podmínkám 
maximální přenositelnosti. Důležitým aspektem je rovněž rozsah a provedení konfigurovatelnosti 
výsledku praktické části práce.
Abstract
Complexity of multidimensional data models and its usage does not have positive influence on quality 
of user-friendliness of application working with them. The option of solution of negative influence of 
this fact on laic end-user is usage of visualisation technics for upgrade of user interface of the system. 
Nowadays there are powerful tools usable for impressive manipulation of originally static document 
on the client side. By using them, interface of the system can be enhanced with an interactive help. 
Usability of this modul has to satisfy maximal portability requirements. Important aspect is also range 
and methods of configurability of result of practical part of thesis.
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Systémy OLAP určené pro analytické zpracování  dat  pracují  se složitější  formálně matematickou 
strukturou  vícedimenzionálních  dat  uložených  v  tzv.  hyperkrychli,  nad  nimiž  operují  v  podobě 
netriviálních operací, jejichž vstupní i výstupní data jsou často abstraktně agregována s konečným 
cílem získání znalostí, a to buď specializovanými vysoce odbornými automatizovanými technikami 
získávání znalostí či pomocí „manažerského“ rozhodování, kdy tuto úlohu zastane člověk.
Není proto divu, že vysoká úroveň komplikovanosti takovéhoto systému implikuje značnou 
náročnost,  jak  jeho  detailního  porozumnění,  tak  často  i  samotného  ovládání. To  pak  může  být 
potencionálně  zákeřnou  překážkou  pro  komerční  úspěšnost  masově  nasazovaného  softwarového 
produktu, jehož jádro je tvořeno právě technologií OLAP. Vzniká tak nutnost existence technik, které 
tuto nepříjemnou stránku věcí eliminují a které zajistí potřebnou míru uživatelské přívětivosti. Jednou 
z  nich  může  být  použití  grafické,  animované  komunikace  s  uživatelem,  jejíž  přednosti  spočívají 
zejména  v názornosti  a  radikálním zlepšení  porozumitelnosti  výsledku analyzovaných dat  a  dále 
v obohacení uživatelského rozhraní o esteticky vhodné prvky zpříjemňující práci se softwarem. Takto 
pojaté ovládací  prvky systému mohou dokonce rozšířit  cílovou skupinu potencionálních uživatelů 
systému díky mnohonásobnobnější intuitivnosti, kterou grafické elementy disponují oproti neosobním 
součástem systému v podobě ohromného množství číselných dat v tabulkách.
Tato práce se zabývá možnostmi animované komunikace pro již existující systém a vytvoření 
tedy jakéhosi  modulu  či  nástavby rozšiřující  jeho použitelnost  a  zintenzivňující  efektivnost  práce 
v něm. 
Celkem práce obsahuje kromě této ještě tři hlavní kapitoly, které jsou rozděleny na dalších 
osm  vedlejších  kapitol.  Následující  kapitola  2  Současný  stav  problematiky  obsahuje  teoretická 
hlediska tvořící důležité oblasti otázek nutných k zodpovězení před samotným řešením a obecnou vizi 
ohledně vlastností výsledku vyplývajících ze současného stavu. Lze se zde dočíst o hlavních směrech 
požadovaného vývoje a klíčových vlastnostech výsledného produktu. Vyjmenovávají se zde oblasti, 
které je třeba prozkoumat a zvážit jejich vzájemnou relevantnost a prioritu. Je zde naznačeno, které 
z nich budou pro implementaci  výsledného software  nejdůležitější  a  v  rámci  kterých bude nutné 
provést  důkladnější  rozbory  jejich  vlivu  na  stávající  systém,  animované  rozšíření  či  koncového 
uživatele.  Jedná  se  vlastně  o  obecné  naznačení  kategorií  požadavků,  jejichž  podrobnější  analýza 
následuje v dalších kapitolách.
Dále  se  v  rámci  kapitoly  charakterizuje  podoba  stávajícího  systému,  zkoumá  konkrétní 
prostředí  určené  k  obohacení  o  vizualizační  plugin,  porovnávají  možnosti  implementovatelných 
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animovaných prvků s obdobnými, kterými systém již disponuje a  hledají typy takovýchto prostředků, 
které by maximilizovaly zvýšení úrovně uživatelské přívětivosti na úkor v systému. V poslední třetině 
charakteristiky  stavu  se  porovnává  zvolená  forma  nápovědy  s  podobnými  postupy  použitými 
v minulosti,  hledají  osvědčené  klady  a  potvrzené  zápory takovéhoto  přístupu  a  snaží  se  vyvodit 
závěry použitelné pro návrh praktické části práce. 
Následující  kapitola  3  Teoretická  a  odborná  východiska  řešených  problémů  se  zabývá 
především  technickými  aspekty  jako  je  vzájemné  porovnání  a  výběr  vhodných  jazyků 
pro implementaci,  jejich  kompatibilitou  se  stávajícícm  prostředím  a  náročností  na  technickou 
vybavenost  koncového  uživatele.  Jsou  zde  zdůrazněny  oblasti  týkající  se  zejména  přístupnosti 
a použitelnosti, obzvláštní důraz je kladen na maximální funkčnost i pro handicapované uživatele, 
a to jak fyzicky,  tak díky nedostatečnému technickému vybavení.  Nacházejí se zde úvahy ohledně 
výhod  a  nevýhod  jednotlivých  technologií  a  velmi  přesvědčivé  racionální  zdůvodnění  výsledné 
technologie,  která  bude pro implementaci  nakonec použita.  Rovněž jsou zde naznačeny základní 
principy funkčnosti použité technologie s důrazem na porovnávání s jinými metodikami a praktickým 
vlivem na uživatelskou přívětivost.
Kapitola  4  Upřesnění  zadání  obsahuje  neformální  specifikaci  požadavků.  Konkrétněji 
rozebírá způsoby integrace modulu do systému a je zde provedena dekompozice celé problematiky 
na podoblasti,  jejichž řešení je  potřeba detailněji  rozebrat z několika hledisek, jako např.  chování 
modulu  a  možnosti  jeho nastavení.  Důraz je  kladen na interakci  modulu  s koncovým uživatelem 
a přizpůsobení  chování  a  vzhledu  požadavkům  uživatele  modulu  v  souladu  s celkovým  pojetím 
vylepšovaného systému. Na závěr jsou zde formalizovány kategorie požadavků, které mohou tvořit 
směrnice pro hodnocení kvality výsledného softwaru.
Předposlední kapitola 5 Řešené problematiky obsahuje popis implementace praktické části 
práce.  Po  provedené  analýze  požadavků  jsou  zde  zpracovány  do  návrhu  tvořeného  několika 
diagramy,  které  požadavky  názornou  vizualizací  formalizují.  Je  zde  rozebrána  komunikace 
mezi klientem a  serverem,  export,  přenos  a  struktura  zasílaných dat,  realizace  animace  a  rovněž 
výsledná implementace veškeré funkčnosti mezi jednotlivými soubory projektu. 
Závěrečná  kapitola  obsahuje  zhodnocení  dosažených  výsledků  se  zvlášť  vyznačeným 
vlastním  přínosem  k  dané  problematice. V  Závěru  jsou  rozebrány  výsledky  všech  jednotlivých 
kapitol, zhodnocené z pohledu dalšího vývoje projektu a celkové úspěšnosti.
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2 Současný stav problematiky
2.1 Teoretická hlediska
Cílem  diplomové  práce  Uživatelsky  příjemná  animovaná  komunikace  se  systémem  OLAP  je 
obohacení grafického uživatelského rozhraní Informačního portálu Vema o animované prvky sloužící 
primárně  pro  zvýšení  přístupnosti  a  použitelnosti  této  online  aplikace  a  celkově  její  uživateské 
přívětivosti, která dnes tvoří nezanedbatelný atribut produktu v rámci četné konkurence   obdobných 
dostupných  systémů.  Kromě  toho  je  třeba  se  se  systémem  důkladně  seznámit  a  navrhnout  tak 
optimální možnosti integrace nových prvků do prostředí pro oživení tohoto komunikačního rozhraní. 
Pro účely co nejefektivnějšího výsledku tohoto aplikačního doplňku je přirozeně nezbytné srovnání 
obdobných  postupů  u  příbuzných  systémů,  jako  je  například  Microsoft  Office,  jehož  pestrá 
dokumentace může být v mnohém velice užitečnou inspirací a zároveň na druhou stranu v některých 
aspektech rovněž neméně užitečným odstrašujícím příkladem.
Jedním z  mnoha  dalších  velice  důležitých  a  podstatných  požadavků  na  tyto  uživatelsky 
zpříjemňující  prostředky  je  maximální  volitelnost  jejich  stylů.  Mezi  cíle  práce  nepatří  vytvořit 
robustní soustavu komplexně provázaných prvků tvořící masivní a těžko modifikovatelnou knihovnu 
obsahující přehršle integrovaných grafických kouzel, nýbrž naopak velice flexibilní, lehce upravitelné 
a rozšiřitelné rozhraní poskytující opravdu maximalizované možnosti přizpůsobení nastavení většiny 
svých  součástí,  což  přirozeně  koresponduje  s  nutností  multiplatformní  funkčnosti  výsledného 
produktu a jeho co největší nezávislosti na technických prostředcích uživatele. Výsledkem tak bude 
kompaktní intuitivně modifikovatelné rozhraní s širokými až univerzálními možnostmi uplatnění.
Zásadní  otázkou  nastává  určení  typu  prostředí,  v  kterém  bude  komunikační  rozhraní 
implementováno.  Na jednu stranu se  zde vynořuje  požadavek kompatibility se  systémem OLAP, 
jehož rozšířením by implementované komunikační rozhraní mělo být v první řadě, na druhé straně se 
takovýto přístup může ocitnout v částečném konfliktu se snahou o maximálně univerzální použití 
výsledku praktické  části  této  diplomové  práce.  Proto  je  třeba  tuto  problematiku  za  žádnou cenu 
nepodceňovat  a bedlivě a pečlivě zvážit  dostupné možnosti  realizace aplikace a volbu platformy, 
v jejímž rámci tak bude činěno. Samozřejmě na prvním místě zůstává kompatibilita se stávajícím 
systémem, což je třeba mít celou dobu během analýzy a návrhu rozhraní na paměti, nicméně možnost 
jeho pouze jednostranného využití by byla téměř plýtváním odbornou kapacitou.
Opět  i  zde  je  třeba  pamatovat  na  koncového  uživatele  a  jeho  technické  možnosti. 
Z komerčního hlediska je neodpustitelné nevhodným zvolením implementačního prostředí redukce 
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cílové  skupiny uživatelů jen díky technickým aspektům vybavenosti  koncového uživatele.  Cílem 
tvůrce programu v ostrém konkurenčním prostředí dnes nemůže být v žádném případě „výchova“ 
uživatele, ale je tomu bohužel přesně naopak. I to je třeba mít na zřeteli, a to ve všech fázích tvorby 
komunikačního rozhraní, od specifikace požadavků až po testování včetně.
Kromě požadavků a podmínek pro výsledek praktické součásti práce je zde ovšem potřeba 
dodat i teoretické podklady na solidní úrovni odpovídající akademickému formátu. Je třeba provést 
důkladnou  analýzu  a  výzkum  vlivu  na  uživatele  již  výše  zmíněných  existujících  a  masově 
používaných rozhraní spadajících do obdobné kategorie jako cíl práce. Jejich zhodnocení musí být 
podrobeno precizní kritice na racionální úrovni, avšak je třeba nenechat se omezovat rámcem jejich 
funkčnosti.  Naopak  jen  ku  prospěchu  bude  zavedení  ještě  větší  míry  interakce  s  prostředím 
i uživatelem,  ovšem vždy jen za podmínky zvýšení  přehlednosti  a  usnadnění  práce se systémem. 
Rovněž  je  užitečné  pamatovat  i  na  zkušené  uživatele  a  zahrnout  v  rámci  integrace  rozhraní 
do systému možnost vypnutí některých pomůcek původně určených pro ne zcela zběhlé uživatele, 
aby náhodou tyto někomu velice nápomocné aspekty nakonec neměly za příčinu rapidní zpomalení 
práce se systémem a v krajním případě i odchod ke konkurenci.
Z hlediska teoretické roviny řešené problematiky se otevírá celá řada možností, které se dají 
zkoumat z různých více či méně relevantních hledisek. Praktická aplikace výsledků takovéto činnosti 
pak může mít znatelně pozitivní přínos pro cílené komunikační rozhraní. Je nepravděpodobné, že se 
všechny tyto aspekty podaří v rámci této práce optimálně vyřešit, nicméně existuje alespoň naděje 
v podobě zviditelnění této problematiky na akademické půdě a tím otevření cesty pro další vědeckou 
činnost v této oblasti.
2.2 Charakteristika stavu
Za účelem korektního charakterizování  současného stavu řešené problematiky je třeba tuto oblast 
rozdělit na tři části, a to:
 1. zmapování již existujících uživatelsky příjemných animovaných prvků ve stávajícím systému 
OLAP  a  z  toho  vyplývající  konkrétní  forma  animovaných  prvků  zahrnutých  v  rozhraní 
vytvářeném v rámci této práce
 2. vzájemné porovnání existujících prvků tvořících součásti animované interakce s uživatelem 
u podobných dostupných systémů a jejich porovnání se zamýšlenou potencionálně výslednou 
podobou v rámci práce implementovaných prvků rozhraní a z toho pak vyplývající  jejich 
případné modifikace
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 3. porovnání možností pro zvýšení uživatelské příjemnosti s nástroji nápovědy v již existujících 
systémech a inspirace zavedenými a efektivně funkčními aspekty
2.2.1 Uživatelsky příjemné animované prvky v Informačním 
portálu
Po seznámení se s tabulkovým prostředím pro analytickou komunikaci se systémem pro On Line 
Analytical Processing (nejedná se o nic jiného než Informační portál Vema zmiňovaný v kapitole 
2.1 Teoretická hlediska) dodaným vedoucím nezbývá než konstatovat relativní hojnost uživatelsky 
příjemných  animovaných  prvků  grafického  uživatelského  rozhraní  a  z  toho  vyplývající  obstojný 
komfort co se interakce s uživatelem týče. Smutným faktem pak zůstává, že pro samotnou realizaci 
invence tímto směrem spočívající v rozšíření animovaných prostředků už moc prostoru nezbývá.
Systém  například  disponuje  velice  efektivní  nápovědou  zobrazovanou  v  rámečku  vedle 
kurzoru myši, který se v reakci na strnulou neaktivitu uživatele zapříčiněnou jeho pravděpodobnou 
neznalostí  v  systému  pozastaví  nad  položkou,  ke  které  se  dynamicky  zobrazená  nápověda  (tzv. 
tooltip) objeví.
Dále se zde nachází komplexně implementovaná vizualizace dat pomocí  diagramů, což je 
nadmíru efektivní způsob předání z těchto dat vyplývajících zajímavých faktů uživateli  [1].  I tyto 
grafy jsou velice pěkně animované, poskytují uživateli tak důležitý komfort při práci s programem, 
zejména estetickou satisfakci v podobě barevných a oblých (bohužel nikoliv lesklých) elementů, které 
dokáží práci s jinak velice chladnými a neosobními daty moc hezky zpříjemnit a jsou podstatným, 
i když často zanedbávaným faktorem částečně určujícím, který systém z nabídky se potencionální 
klient rozhodne používat pro svou firmu.
Tato fakta spočívající ve značné sofistikovanosti existujících grafických prvků, jimiž systém 
oplývá,  by  na  první  pohled  mohla  být  příčinou  skepse  ohledně  dalšího  obohacování  systému 
o animované  prvky,  zejména  z  hlediska  otázek  existence  efektivnosti  dalšího  rozšíření  graficky 
interaktivních prvků o nové objekty, která by mohla hraničit s potencionální „přeplácanosti“. Opak je 
však pravdou. Po hlubokém zvážení všech aspektů a důkladných konzultacích byl vyvozen závěr, že 
prostor  pro  takovéto  rozšíření  existuje  a  ne  ledajaký.  Jedná  se  o  interaktivní  nápovědu,  tzv. 
pomocníka, který je široké veřejnosti velmi dobře znám z produktů dílny Microsoft Office. Tradiční 
podoba odpovídá postavičce či personifikovanému předmětu (kancelářská sponka), případně zvířeti 
(či  robotu)  umístěnému  nejčastěji  v  levém dolním  rohu  aplikace,  kde  se  často  na  první  pohled 
z ničeho  nic  nečekaně  zjevuje  (ve  skutečnosti  se  však  samozřejmě  jedná  vždy o  reakci  na  akci 
uživatele či systému), pro kterého má vždy připravenou nějakou tu užitečnou a praktickou radu.
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Obohacení stávajícího systému o pomocníka chrlícího oku ladící komiksové bubliny má hned 
několik zřejmých odůvodnění, výhod a dalších potencionálních využití.
2.2.2 Nápověda typu „pomocník“
Vytváření nápovědy obecně je záležitostí velmi záludnou, ale často podceňovanou. Ve výsledných 
aplikacích  můžeme  být  pravidelně  svědky  její  naprosté  neefektivnosti.  Tvůrci  systémů  obvykle 
postrádají možnosti perspektivy laických uživatelů a někdy dokonce arogantně existenci takovýchto 
nebožáků  odkázaných  na  použití  jejich  programu  vyloženě  ignorují.  Bohužel  i  při  snaze 
o uživatelskou přívětivost  a efektivnost  nápovědy je velice snadné pozapomenout  na neodbornost 
koncových uživatelů. Pro tvůrce masově využívané aplikace není vhodné spoléhat se na to, že si 
každý z koncových uživatelů přečte a pochopí dokumentaci či projde detailním proškolením vedeným 
všeznalým expertem.  Obzvlášť  u robustnějších aplikací  je  intenzivní  proniknutí  do všech zákoutí 
jejich funkčnosti prakticky nemožné, na většinu funkcí pak musí přicházet uživatel sám postupem 
času, často i více či méně náhodně, a pak přichází na řadu nápověda. Kvalitní nápověda má vliv jak 
na oblíbenost výsledné aplikace obecně, tak na (o to důležitější) efektivnost práce s ní.
Kromě samotného obsahu nápovědy pak hraje nemalou roli i její forma. V klasické nápovědě 
reprezentované odkazem či externím souborem nápovědy je pro uživatele (obzvlášť takového, který 
nápovědu  potřebuje,  čili  žádného  experta)  často  velmi  obtížné,  problematické  až  otravné  najít 
požadovanou  informaci.  To  rozhodně  není  optimální  situace  z  hlediska  uživatelské  přívětivosti. 
Ve stávající aplikaci (Informačním portálu) sice existuje nápověda typu  tooltip (viz výše), nicméně 
ani ta není ideální, zejména pro některé situace, kdy by bylo třeba uživatele upozornit na některá fakta 
v reakci na provedení nějaké (jakékoliv) jeho akce, nikoliv pouze při „ustrnutí“ kurzoru nad konkrétní 
položkou.
Tyto  problémy  je  nápověda  typu  pomocník schopna  řešit  velice  efektivně,  což  můžeme 
snadno ověřit dle chování tohoto typu nápovědy použitého v aplikacích Microsoft Office. Pomocník 
je schopen reagovat na jakoukoliv událost v systému. Text bubliny,  která k němu neodmyslitelně 
patří, může obsahovat další aktivní prvky (např. odkazy), jejichž použití může usnadnit funkčnost 
v konkrétních případech. Zcela samostatnou kapitolou je nastavitelnost atributů této nápovědy včetně 
vzhledu a chování. Pro zkušené, práce v systému znalé uživatele by neměl být problém nadbytečnou 
„výpomoc“ vypnout.  V možnostech  animace  pomocníka se  navíc  meze  nekladou a dokonale  tak 
splňuje parametry uživatelské příjemnosti, včetně individuální kalibrace jeho vzhledu dle (ne)vkusu 
aktuálního uživatele. Všechny tyto důvody jsou pak příčinou, proč je nápověda typu pomocník ideální 
formou řešení praktické části této práce.
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2.2.3 „Pomocník“ v existujících systémech
Inspirací pro tuto formu nápovědy byl klasický známý Office Assistant (v podobě kancelářské sponky 
a jejích kamarádů) ze starší verze MS Office. Kromě pozitivního přínosu pro práci uživatele s tímto 
produktem Microsoftu  měl  Office  Assistant i  nepříjemné  aspekty,  z  kterých  se  lze  při  vyvíjení 
příbuzného produktu či prakticky téměř pokračovatele v tomto směru poučit a podobných chyb se 
vyvarovat.
Co se týče pozitivního přínosu,  Office Assistant pomohl dát produktům Microsoftu určitou 
marketingovou tvář a přiblížil je tak počítačově méně gramotným uživatelům, kteří často tvoří jejich 
cílovou skupinu. Tento osvědčený aspekt zpříjemnění uživatelského rozhraní by určitě našel efektivní 
uplatnění  i  v současnosti  pro  celou  řadu  síťových  aplikací  pracujících  s  tenkým  klientem 
a disponujících zvýšenou náročností ovládání pro koncové uživatele.
Princip  funkčnosti  původního  pomocníka byl  jednoduchý:  Office  Assistant se  například 
objevil  rovnou  při  spuštění  softwaru  a  zobrazení  prázdného  dokumentu  s  komiksovou  bublinou 
obsahující  uvítací  hlášení.  Z hlediska  vjemu  uživatele  tak  došlo  ke  zdůraznění  efektu  dialogu 
mezi ním a softwarem a nabuzení dojmu, že sofistikovaný software se snaží s uživatelem ochotně 
komunikovat a čeká na jeho požadavky, které pak všechny co nejefektivněji úspěšně splní. Otázkou 
zůstává,  nakolik  byla  tato  „efektivnost“  v  konečném  důsledku  fakticky  realizována,  nicméně 
„efektnost“ pomocníka se snažila tento dojem více méně úspěšně vzbudit.
Další  klasická  ukázka  nasazení  Office  Assistanta nastala  při  různých  svévolných  akcích 
systému,  které  by  mohly  uživatele  zmást.  Typický  příklad  takovéhoto  projevu  nastával 
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Obrázek 1: Pomocník v podobě kancelářské sponky (zdroj: Wikipedia)
u automatických  oprav  textu.  Zatímco  samovolné  přeskupení  uživatelem  napsaného  textu 
automaticky  vzbudí  u  většiny  z  nich  iritující  pocit  a  u některých  třeba  i  zdání  troufalé  snahy 
o překonání  jejich  inteligence  samotným systémem,  objeví  se  v tu  pravou chvíli  Office  Assistant 
s bublinou obsahující vysvětlení proběhlé události a podrobné instrukce, jak případně nevyžádanou 
úpravu textu vrátit zpět či kde nastavit vypnutí těchto automatických oprav, což by mělo v konečném 
důsledku zmírnit negativní dopad na uživatelovy emoce.
Toto chování systému, které na jednu stranu někdy velmi efektivně usnadňovalo orientaci 
v systému nezkušeným uživatelům,  na druhou stranu mohlo  často zkušenější  uživatele  obtěžovat, 
otravovat,  zdržovat jejich práci či  v nejhorším případě je dokonce nedejbože od užívání softwaru 
odradit.  Office Assistant  byl  často terčem kritiky a posměchu a stával  dokonce námětem častých 
parodií.  Přesto  se  mu  bezesporu  povedlo  software  od  Microsoftu  zpopularizovat,  byť  částečně 
negativní formou. [2]
S postupem času však Microsoft od používání pomocníka upouštěl. Ve verzi Office XP tedy 
bylo zobrazování pomocníka implicitně vypnuto a od verze Office 2007 byl Office Assistant dokonce 
zcela vypuštěn a jeho funkčnost částečně nahrazena méně rušivější  ikonkou s obdobným efektem 
principem však odpovídající spíše nápovědě tipu  tooltip. Proto ve verzi softwaru vyvíjené v rámci 
praktické části této práce je třeba tuto skutečnost rozhodně brát na zřetel a tento fakt neopomenout. 
Pokud  by  totiž  zvýšení  uživatelské  příjemnosti  pro  určitou  skupinu  uživatelů  mohlo  mít 
za následek  její  snížení  pro  ostatní  uživatele,  je  třeba  takovéto  úpravy  systému  pečlivě  zvážit, 
precizně přizpůsobit podmínky a detaily jejich konečného efektu a v případě převážení negativního 
vlivu na uživatelskou příjemnost v závěrečné bilanci tyto úpravy v systému raději vůbec neprovádět.
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3 Teoretická a odborná východiska 
řešených problémů
Nastává potřeba vyřešit několik důležitých aspektů s fatálním vlivem na průběh a výsledek práce. 
Jedná se zejména o technické a teoretické možnosti zpracování konkretizovaného zadání v podobě 
integrace  přizpůsobitelného  rozhraní  pro  zobrazování  nápovědy  typu  pomocník integrované 
do Informačního portálu – systému OLAP. Dále pak praktické zhodnocení těchto možností a z toho 
vyplývající postup pro zpracování řešené problematiky až ke kýženému výsledku.
Jelikož  Informační  portál  funguje  jako  online  webová  aplikace,  vyplývá  z  tohoto  faktu 
opodstatněný  požadavek  na  kompatibilitu  implementace  rozhraní  pro  komunikaci  s  uživatelem 
poskytující nápovědu k chování a ovládání systému. Implementace tedy z těchto důvodů musí být 
kompatibilní s JavaScriptem, což je mimo jiné jeden z páteřních bodů tvořících zadání této práce.
3.1 Volba jazyka
Z  výše  zmíněných  informací  toho  vyplývá  otázka,  jaký  programovací  jazyk  pro  implementaci 
rozhraní  zvolit.  Co  se  animovaných  prvků  webových  stránek  týče,  jedna  z  frekventovaně 
používaných a v tomto případě snad i  použitelných technologií  by mohl  být  Flash.  Flash dokáže 
velice efektivně fungovat v interakci s uživatelem a rovněž se zbytkem webové stránky, i když zde 
občas mohou nastat komplikace. Velice obstojně však zvládá vektorovou grafiku a vůbec z hlediska 
možností  estetického potenciálu je  na tom se  svými  možnostmi  relativně docela  dobře.  Nicméně 
Flash má několik nevýhod. Pro svůj provoz potřebuje uzavřený software.  Ten je sice k dispozici 
ke stáhnutí zdarma, ale pravdivým faktem zůstává neexistence autority schopné se za trvalost této 
skutečnosti zaručit i v relativně vzdálené budoucnosti, obzvlášť v dnešní neustále se zrychlující době 
plné zvratů, nejistot a více či méně milých překvapení. 
To  sice  nejsou  nikterak  exaktní  vědecká  fakta,  avšak  připočteme-li  k  ním  požadavek 
maximální modifikovatelnosti rozhraní s možností jeho potencionálního využití i v jiných systémech, 
výhody  Flashe  se  pak  v  takovémto  případě  rychle  vytrácejí.  Nebylo  by  totiž  příliš  efektivní 
do systému  jinak  Flash  nepoužívající  tuto  technologii  zahrnovat,  a  to  přitom jen  a  pouze  kvůli 
rozšíření o nápovědu typu pomocník. Navíc co se požadované výše konfigurovatelnosti týče, nástroje 
pro modifikaci zdrojových kódu Flashe už jsou záležitosti čistě komerční, což by opět pro výsledný 
produkt rozhodně netvořilo žádnou výhodu, spíše přesně naopak.
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3.2 Javascript – problémy
Alternativou k Flashi, která by oplývala  bohulibou vlastností kompatibility s JavaScriptem, by pak 
mohl být překvapivě samotný JavaScript. Ten se ale (obdobně jako Flash). Potýká hned s několika 
problémy.
Jedním z  nich  je  reprezentace grafiky.  JavaScript  odkázaný sám na sebe  má  k dispozici 
dynamický modifikovatelný DOM (Document Object Model – strom elementů v rámci (X)HTML 
dokumentu)  schopný  bohužel  produkovat  pouze  pravoúhlé  HTML  elementy.  Případnou  úvahu 
o reprezentaci jednotlivých pixelů HTML elementy lze brát jako ne zcela vhodný pokus o odlehčení 
tónu  této  práce.  Grafická  úroveň  takovéhoto  kalibru  by  pak  uživatelské  příjemnosti  výsledného 
rozhraní  zcela  zřejmě  nikterak  nepřidala.  Existuje  zde  však  relativně  triviální  řešení  v  podobě 
integrace (polo)průhledných obrázků do HTML stránky. Výhoda tohoto řešení je nesporná, grafická 
data se mohou nacházet zcela mimo jádro implementovaného rozhraní,  jejich tvorbu lze s čistým 
svědomím svěřit specializovanému grafikovi, který zase naopak nemusí mít ani ponětí o JavaScriptu. 
Údaje jako rozměry či počet snímků (tj. jednotlivých střídajících se obrázků v dokumentu) by pak 
mohly tvořit jednu z části kalibrovatelného nastavení rozhraní.
Dalším problémem JavaScriptu, který se projevuje nejenom v tomto konkrétním případě, ale 
velice  často  obecně  při  jakémkoliv  jeho  použití,  je  nekompatibilita  jazyka  z  hlediska  různých 
prohlížečů.  Existuje  hned  několik  důvodů,  které  závažnost  tohoto  faktu  v  rámci  této  práce  ještě 
umocňují.
Prvním z nich je, že bez internetového prohlížeče se uživatel Informačního portálu neobejde. 
Už  jen  ze  samotné  skutečnosti,  že  se  jedná  o  online  aplikaci,  vyplývá  nutnost  funkčnosti 
v internetovém prohlížeči i pro zde implementované rozhraní rozšiřující jeho uživatelskou přívětivost.
Druhou nemilou skutečností je že téměř každý výrobce internetových prohlížečů si JavaScript 
často  interpretuje více či méně podle své nálady, dochází zde velice často ke vzniku nadstandardních 
metod či syntaktických a sémantických konstrukcí zcela mimo standard a často dokonce i v rozporu 
s ním.  To  je  zapříčiněno  relativně  dlouhou  dobou  neexistence  jednotného  standardu  v  minulosti 
v době  prudkého  rozmachu  internetu,  snahou  některých  výrobců  prohlížečů  o  znevýhodnění 
konkurentů a z toho vyplývající monopolistické tendence a v neposlední řadě zpětnou kompatibilitou 
často znemožňující „vyladění“ s aktuálním standardem, která ovšem taky nemusí být vždy pravidlem 
a autoři  programů v JavaScriptu pak často bývají  nuceni  přepisovat  své výtvory s  každou novou 
vydanou verzí prohlížeče.
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3.3 jQuery – řešení
Řešením tohoto na první pohled nepřekonatelného handicapu JavaScriptu, který budí dojem analogie 
programování v tomto jazyce s postižením intenzivní noční můrou, je použití frameworku jQuery, 
jehož otevřený kód je k dispozici zdarma v rámci licence MIT nebo GPL verze 2.
Framework  jQuery  sjednocuje  metodiku  přístupu  k  DOM  elementům,  jejich  metodám, 
událostem, modifikacím stylů a obsahů. Obsahuje selektory jednoduché syntaxe pro přístup k všem 
elementům dokumentu podle ID, třídy či typu HTML tagu. Obsahuje celou řadu metod pro  velice 
efektivní  dynamické  oživení  jinak  statického  HTML  dokumentu.  Podporuje  prohlížeče  Firefox 
(od verze 2.0),  Internet Explorer (od verze 6),  Safari  (od verze 3),  Opera (od verze 9) a Chrome 
(od verze  1),  což  podle  statistik  W3C  pokrývá  99,3%  uživatelů  internetu  k  prosinci  2009. 
Pro JavaScript  a  jeho  hromadnou  využitelnost  v  internetových  aplikacích  je  to  doslova 
zmrtvýchvstání.
Použitím tohoto frameworku je zaručen jak jednoduchý, přehledný a hlavně funkční kód, tak 
dostatečně široká podpora přístupnosti a použitelnosti pro většinu potencionálních uživatelů napříč 
spektrem používaných prohlížečů.  Jediný požadavek ohledně technologie  na  konečného uživatele 
z hlediska  rozšíření  systému  o  rozhraní  pro  uživatelsky  příjemnou  animovanou  nápovědu  je  jen 
a pouze podpora JavaScriptu, což není nikterak přehnaná podmínka, naopak tato skutečnost zvyšuje 
potencionální  použitelnost  výsledného  modulu  i  pro  jiné  systémy,  než  pouze  původně  cílený 
Informační portál.
Díky  použití  jQuery  se  radikálně  zjednoduší  rovněž  integrace  komunikačního  rozhraní 
do stávajícího systému. K příslušným událostem v rámci kreslení grafů či jiných operací, které jsou 
z velké  části  implementovány právě  v  JavaScriptu  (což  je  mimo  jiné  i  zcela  racionální  příčinou 
požadavku kompatibility výsledného rozhraní  s  JavaScriptem)  tak bude stačit  prostě  a  jednoduše 
přiřadit  příslušnou  metodu,  která  pak  patřičně  zobrazí  pomocníka,  příslušný  textový  obsah  jeho 
bubliny atd.
Samozřejmostí během implementace a integrace výsledku praktické části práce bude potřeba 
určitá  hloubka  proniknutí  do  vnitřní  struktury  Informačního  portálu  v  závislosti  na  požadované 
hloubce integrace rozhraní pro komunikaci s nápovědou typu  pomocník. Bude třeba zvážit prioritu 
mezi konfigurovatelností a univerzálností obecného použití rozhraní a rozsahu hloubky jeho integrace 
do systému a praktického nasazení. S výsledky této úvahy pak bude úzce souviset struktura analýzy 
a hlavně návrhu řešení implementace rozhraní.
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V rámci práce by bylo užitečné zmínit  důležitý fakt ohledně potenciálu knihovny jQuery. 
Ačkoliv bylo využití jejich možností v rámci implementace pluginu důrazně ovlivněno požadovanou 
jednoduchostí  výsledné implementace za účelem snadno modifikovatelného,  lehce pochopitelného 
a znovupoužitelného kódu, knihovna jQuery poskytuje značně širší pole působnosti. S pomocí jQuery 
a  zejména  její  propracované podpoře  tvorby nových pluginů je  možné  realizovat  mnohonásobně 
komplexnější  a  náročnější  softwarové  procesy.  Pro tvůrce  klientských aplikací  se  jejím použitím 
doslova  otevírá  nový  svět.  Nejen  z  tohoto  důvodu  je  proto  součástí  této  práce  stručný  přehled 
hlavních rysů této knihovny.
Ačkoliv následující podkapitola bohatě čerpala z manuálu k jQuery [3],  u každé zmíněné 
metody bylo bráno v potaz hledisko praktické použitelnosti a jsou zdůrazněny i vazby mezi na první 
pohled zcela rozdílnými aspekty komplexní práce s knihovnou. Zmiňované příklady použití v šedých 
rámečcích  jsou  pak  v  drtivé  většině  tvořeny  úseky  kódu  implementovaného  v  rámci  realizace 
praktické části práce.
3.4 jQuery – princip fungování a možnosti 
použití
Knihovna jQuery představuje vyloženě revoluční způsob změny práce s JavaScriptem a poskytuje 
rozsáhlé možnosti  jak velice  jednoduše do webové stránky integrovat  dynamické  prvky reagující 
na akce uživatele či jiné události bez nutnosti opětovného načítání stránek. Navíc pro realizaci těchto 
vymožeností není absolutně třeba žádného softwaru třetích stran, což tvoří nezanedbatelnou výhodu, 
uvážíme-li, že samotný vyvíjený software není určen k samostatnému používání, ale realizace jeho 
funkčnosti  bude  probíhat  prostřednictvím jeho  integrace  jako  pluginu do  dalších  online  systémů, 
pro jehož potencionální provozovatele by tento fakt mohl být zdrojem nepříjemného bezpečnostního 
rizika. Jedinými požadavky pro funkčnost jsou tak podpora JavaScriptu na straně klienta (respektive 
v rámci  internetového  prohlížeče  koncového  užiovatele)  a  použití  knihovny  jQuery,  která  má 
otevřený zdrojový kód a je k dispozici zdarma ke stáhnutí na internetových stránkách jquery.com.
Knihovna  jQuery  vychází  z  objektově  orientovaného  paradigmatu.  Kód  v  jQuery  se 
od běžného JavaScriptového kódu odlišuje použitím znaku dolaru ($), který vlastně zastupuje hlavní 
objekt  pojmenovaný  jQuery.  Zavoláním  jména  tohoto  objektu  jako  funkce  lze  získat  referenci 
na libovolnou množinu  elementů  dokumentu  v  závislosti  na  parametru  funkce,  kterým může  být 
selektor kaskádových stylů verze 1 až 3 (CSS1-3) [4]. Pro takto získaný jQuery objekt tvořený sadou 
všech  DOM elementů  vyhovujícím argumentovanému  selektoru  lze  volat  širokou  škálu  pestrých 
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metod  schopných  komplexně  přizpůsobovat  jejich  vzhled,  chování  a   upravovat  jejich  obsah 
a umístění v rámci DOM  prakticky bez jakýchkoliv omezení.
Knihovna umožňuje přiřadit kořenovému elementu dokumentu k jeho vlastnosti ready funkci, 
která  se  spustí  po  kompletním  načtení  dokumentu,  kdy  jsou  všechny  části  dokumentu  staženy 
a připraveny pro případnou manipulaci. Do této funkce se pak zadávají všechny příkazy v jQuery a ta 
tak vlastně tvoří tělo jQuery skriptu.
Pro představu o širokém záběru knihovny a rozmanitých možnostech jejího uplatnění v rámci 
internetových  aplikací  zejména  na  straně  klienta  následuje  stručný  přehled  metod,  které  jQuery 
k manipulaci  s  objekty z DOM poskytuje  svým uživatelům.  Metody jsou rozčleněny do několika 
kategorií dle oblasti jejich použití při různých způsobech manipulace s elementy tvořící dokument.
3.4.1 Spouštějící události
Pro spuštění kódu na základě akce uživatele používá jQuery sadu metod vycházejících z klasického 
DHTML (dynamického HTML). Těchto metod použitelných pro registraci určitého chování, které je 
prováděno při interakci uživatele s prohlížečem, a pro modifikaci tohoto chování je celá řada  [3], 
pro přehlednost následuje stručný výpis těch nejčastěji používaných.
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Obrázek 2: Jak funguje jQuery? (zdroj: web designer wall)
. click()
Tato  metoda  přiřadí  obsluhu  (handler)  JavaScriptové  události  click nebo  může  tuto  událost 
pro dané elementy sama vyvolat (je-li zavolána bez parametru). Tento parametrický polymorfismus je 
význačným rysem jQuery použitým ve většině metod poskytovaných knihovnou a představuje značné 
rozšíření  prostředků možností  vývoje  oproti  klasickému JavaScriptu.  Událost  je  zaslána elementu 
v případě, kdy se kurzor myši nachází nad tímto elementem, je stlačeno tlačítko myši a bezprostředně 
poté je tlačítko myši uvolněno, zatímco se kurzor stále nachází nad stejným elementem. V případě 
odlišnosti této sekvence událostí je vhodnější použít události mouseup nebo mousedown. 
Pro detekci zmáčknutého tlačítka lze použít parametr funkce obsluhy popisující událost, která 
ji spustila. Pro názorně demononstrační ukázku tohoto mechanismu včetně syntaxe následuje příklad 
fragmentu  zdrojového  kódu  jQuery  skriptu.  Jak  je  vidět,  syntaxe  kódu  je  vyloženě  strohá,  což 
zaručuje maximalizaci srozumitelnosti kódu.
$("#helper").click(function(e){ // kliknutí na element s id="helper" 




Metoda slouží k přiřazení obsluhy (funkce v parametru metody) JavaScriptové události mouseup či 
k zaslání události danému prvku, je-li parametr prázdný. Metoda je jinak zaslána v případě, kdy je 
stisknuto tlačítko myši nad daným elementem, nehledě na to, kde nebo zda vůbec je tlačítko myši 
uvolněno. 
Pro zjištění aktuální pozice kurzoru myši  vzhledem k dokumentu při spuštění události lze 
použít  atributy  pageX a  pageY parametru obsluhující funkce, který zde reprezentuje spouštějící 
událost.  Použití  takovéhoto  postup  není  přirozeně  omezeno  pouze  na  metodu  mouseup,  ale  je 
použitelný  prakticky  i  u  všech  ostatních  metod  jQuery.  V  kombinaci  s  metodami  position 
(relativní umístění elementu vzhledem k rodiči) a offset (umístění relativně k dokumentu) lze takto 
získat i relativní pozici kurzoru myši vzhledem k jakémukoliv prvku v dokumentu.
$("#helper").mouseup(function(e){
  x=e.pageX–$(this).offset().left; // offset vrací objekt s vlastnostmi left a top
  y=e.pageY–$(this).offset().top;  // použitelný je i zápis offsetLeft a offsetTop
}); 
. mousedown()
Obdobně  jako  v  předcházejícím  textu  popsaná  metoda  mouseup(),  mousedown() přiřazuje 
obsluhu  události  zaslané  elementu  při  uvolnění  tlačítka  myši,  nebo  jinými  slovy  při  zmáčknutí 
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libovolného  tlačítka  myši.  Metoda  je  zavolána  pro  daný  element  i  v  případě,  kdy  kurzor  při 
zmáčknutém tlačítku  myši  opustí  daný element  a  tlačítko  je  uvolněno mimo  něj  (což je  ideálně 
využitelné  pro  obsluhu  drag  and  drop,  v  ostatních  případech  je  běžné  v  uživatelském rozhraní 
takovouto  situaci  považovat  za  zrušení  „kliku“  a  proto  je  doporučováno  spíše  použití  metody 
click()). Případně je metoda schopna opět událost i vyvolat, není-li ji zadán parametr obsahující 
funkci obsluhy.
Pro zjištění,  které tlačítko myši  bylo vlastně zmáčknuto,  lze opět použít  vlastnost objektu 
události  which (viz  click()),  prostřednictvím které  jQuery  normalizuje  detekci  zmáčknutého 
tlačítka  (v  klasickém JavaScriptu  např.  Internet  Explorer  tuto  vlastnost  nepodporuje  a  funkčnost 
nahrazuje klíčovým slovem button).
. bind()
Všechny  výše  zmíněné  metody  jsou  vlastně  zkratkami  pro  univerzální  metodu  bind(),  která 
obsahuje dva parametry:  typ obecně jakékoliv události a funkci, která je pro obsluhu této události 
přiřazena. Tato metoda tedy velmi jednoduše zpracuje či naopak vyvolá jakoukoliv událost.
. each()
Metoda  each() neslouží  primárně  ke  spouštění  funkce  při  zaslání  události,  ale  byla  vytvořena 
k sestavování  průchodů  skrz  elementy  DOM  tak,  aby  byl  výsledný  kód  stručný  a  co  nejméně 
náchylný k chybám.  Zavoláním této metody dojde k iteraci mezi  všemi DOM elementy tvořícími 
jQuery objekt, pro nějž byla metoda zavolána. Postupně se pro každý z nich zvlášť zavolá funkce 
obsažená v parametru metody a co je nejdůležitější, funkce je spuštěna v kontextu aktuálního DOM 
elementu, takže klíčové slovo this odkazuje na tento element.
$(".numbersonly").each(function(){
  if ($(this).val()=="") // všem elementům třídy numbersonly, pokud jsou prázdné,
    $(this).val(0); // se nastaví hodnota 0
});
Kromě výše zmíněných metod je v jQuery poskytováno znatelněji širší možnosti, jak modifikovat 
inicializaci  chování  elementů.  Z  formálního  hlediska  jsou  možnosti  přiřazování  jakékoliv 
detekovatelné události JavaScriptu libovolné funkci systému zcela neomezené [3]. 
3.4.2 Vzhled elementů
Klíčovým prvkem možnosti ovlivňování úrovně uživatelské přívětivosti je v prvé řadě pozitivní vliv 
na  vizualizační  prvky  tvořící  rozhraní  mezi  velice  komplikovaným  informačním  systémem 
a samotným  koncovým  uživatelem.  Knihovna  jQuery  nám  velice  jednoduchou  cestou  poskytuje 
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bohaté možnosti, jak zajistit dosažení dostatečné úrovně naplnění požadavku uživatelské příjemnosti 
tvořící samotný smysl existence této práce.
. css()
Pomocí  metody pojmenované  výstižně po kaskádových stylech  lze  nastavit  libovolné sadě DOM 
elementů vyhovující selektoru jakékoliv CSS vlastnosti [4]. Hodnoty kaskádových stylů lze přirozeně 
bez problému odvozovat od jakýchkoliv jiných proměnných či stávajících CSS hodnot v systému. 
Důležité  je  ovšem  podotknout,  že  zde  na  povrch  opět  velice  důrazně  vyplouvá  parametrický 
polymorfismus jQuery a je třeba důkladně odlišovat varianty této metody rozlišitelné v závislosti 
na počtu  jejich  parametrů.  Je-li  použita  jen  s  jedním parametrem  (označujícícm CSS  vlastnost), 
funkce pouze navrací hodnotu této vlastnosti.
Použitím  dvou  parametrů  (vlastnost  a  hodnota)  může  zcela  libovolně  manipulovat 
se vzhledem dokumentu, což může vyústit až v kuriozní výsledky [5]. Při vyhodnocování možnosti 
použití  takovýchto nástrojů bychom měli  mít  na paměti  neblahý příklad  Office Assistanta a  míru 
využití takovéhoto potenciálu pečlivě zvážit.
Jelikož  většina  jQuery  metod  vrací  výsledný  objekt,  lze  volání  jednotlivých  metod  řadit 
sekvenčně za sebou (tzv. chainability - řetězitelnost). Při implementaci zdrojového kódu přijde vhod 
syntaktická  tolerance  javascriptového  interpretu  povolující  mezery  a  jiné  bílé  znaky  usnadňující 
přehlednost kódu. Při vícenásobném volání metody css() však můžeme tento postup nahradit lehce 
efektivnějším  a  přehlednějším  zápisem  obsahujícím  ve  složených  závorkách  n-tici  dvojic 
v uvozovkách vzájemně  oddělených mezi  sebou čárkami  a  uvnitř  dvojtečkami  (takovýto zápis  je 
v jQuery označován jako mapa CSS vlastností). Následuje funkční příklad zdrojového kódu jQuery 
skriptu  kombinující  všechny  zmíněné  možnosti  syntaxe  pro  názornost  dohromady  (pozice 
manipulovaných prvků jsou nastaveny v CSS na fixně-absolutní, uvedené proměnné x a y obsahují 
hodnotu  explicitního  dodatečného  odsazení  bubliny  (v konkrétním  příkladu  vyextrahovaného 
z XML).
var pos = $("#jqhelper").offset();
var height=$(".jqhbubble").height(); 
var width=$(".jqhbubble").width();
//tento kód zobrazí .jqhbubble přesně vlevo nad #jqhelper
$(".jqhbubble")
.css( { "left": (pos.left - width+parseInt(x)) + "px", "top": (pos.top-
height+parseInt(y)) + "px" } )
.css("height",height + "px");  
Kromě  možnosti  libovolně  manipulovat  s  CSS  vlasnostmi  libovolné  podmnožiny  elementů  dle 
vyhovujících selektoru poskytuje jQuery i rozhraní v podobě metod manipulujících jak s libovolnými 
atributy  elementů  (metoda  attr() s  naprosto  obdobným  parametrickým  polymorfismem  jako 
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css())  včetně  tříd  a  identifikátoru.  Takovéto  operace  však  patří  již  spíše  do  skupiny  metod 
pracujících se strukturou dokumentu, než jejich vzhledem.
3.4.3 Struktura dokumentu
V obdobném rozsahu jako u možností úprav vzhledu dokumentu (formálně bez omezení) nám jQuery 
velice lehce poskytuje  mocné nástroje pro úpravu jeho struktury.  V jQuery se tato rodina metod 
nazývá velice výstižně Manipulation. Podrobný popis těchto funkcí lze nalézt v oficiální dokumentaci 
jQuery [3], pro získání pravdivého dojmu ohledně rozsahu a možnostech jQuery je níže velice stručně 
uvedeno jen několik z nich.
Tabulka č. 1 – Metody jQuery pro manipulaci s DOM
addClass() Přidá požadovanou třídu (či třídy) každému ze sady elementů v objektu (vyhovujících selektoru).
after(), 
before() Vloží text do HTML kódu před respektive za každý vybraný element.
append(), 
prepend() Vloží obsah specifikovaný parametrem na konec respektive začátek každého vybraného elementu.
appendTo(), 
prependTo()
Vloží všechny vybrané elementy na konec či začátek cíle specifikovaného parametrem. V případě 
jednoho vybraného elementu bude přesunut, v ostatních případech naklonován.
clone() Vytvoří hlubokou kopii sady vybraných elementů.
detach(), 
remove()
Vyřadí  sadu vybraných  elementů  z  DOM,  detach() na  rozdíl  od  remove() uchovává  data 
asociovaná s vybranými elementy.
empty() Vyřadí všechny potomky vybraných elementů z DOM.
hasClass() Určí zda kterýkoliv ze sady vybraných elementů disponuje příslušnou třídou.
html() Obsah  prvního  z  vybraných  elementů,  v  případě  zavolání  metody  s  parametrem jejich   zápis. 
Metoda je použitelná pouze pro HTML dokumenty.
height(), 
width()
Rozměry  prvního  z  vybraných  elementů,  opět  polymorficky  jejich  získání  (volání  metody  bez 
atributu) nebo jejich zápis (s atributem).
removeAttr(), 
removeClass() Zruší atribut či třídu všech vybraných elementů.
replaceAll(),
replaceWith() Nahradí všechny cílové elementy v parametru množinou označených elementů a naopak.
scrollLeft(), 
scrollTop() Horizontální a vertikální pozice scrollbaru prvního z vybraných elementů.
text() Obsah všech vybraných elementů, v případě zavolání metody s parametrem jejich  zápis. Metoda je 
použitelná pro jakýkoliv XML dokument.
toggleClass() Zapne či vypne třídu všem vybraným elementům v závislosti na tom, jak konkrétně každý z nich 
danou třídou disponuje či ne.
unwrap() Vyřadí předky vybraných elementů z DOM a dosadí je na jejich místo.
val() Přečtení či zápis (při volání s parametrem) momentální hodnoty prvního z vybraných elementů.
wrap() Obalí  HTML strukturou  každý  z  vybraných  elementů.  jQuery obsahuje  spoustu  variací  na  tuto 
funkci, kdy obaluje všechny vybrané elementy najednou či pouze jejich nejvnější potomky atd.
Jak je vidět, knihovna jQuery poskytuje velice jednoduché rozhraní pro efektivní manipulaci s DOM 
bez  jakýchkoliv  formálních  omezení.  To  v  porovnání  s  ostatními  dostupnými  platformami 
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potencionálně  využitelnými  pro  vývoj  pluginu  pomocníka  zcela  jednoznačně  hraje  ve  prospěch 
jQuery.
3.4.4 Vestavěné metody
Kromě prostředků pro přímou manipulaci se vzhledem a strukturou dokumentu obsahuje knihovna 
jQuery  přímo  ve  svém  samotném  jádře  několik  nadstandardních  rozšíření  tvořených  metodami 
pro animaci  elementů.  Sadu  těchto  metod  lze  nalézt  v  oficiální  dokumentaci  k  jQuery 
pod hromadným označením Effects.
. animate()
Pomocí  metody  animate() lze  implementovat  plynulý  vizuální  přechod  elementu 
z aktuálního  do cílového  stavu  s  možností  plně  definovatelné  cílové  podoby  (pomocí  výčtu 
požadovaných  hodnot  CSS  vlastností)  včetně  rychlosti  a  stylu  této  animace.  Metoda  disponuje 
celkem dvěmi parametricky polymorfními variantami, jejichž výsledný sémanticky význam však není 
v konečném důsledku nikterak výrazně odlišný.
Prvním parametrem metody je v obou případech mapa CSS vlastností popisující cílený stav 
elementu.  Hodnoty  vlastností  mohou  mohou  být  zadány  i  relativně,  tj.  hodnotou  změny  oproti 
původnímu stavu, která se od absolutní hodnoty syntakticky liší předponou += nebo –=. Kromě této 
velice užitečné možnosti mohou být na místě CSS hodnot uvedena klíčová slova show, hide nebo 
toggle.  Tyto  zkratky  jsou  užitečné  pro  uživatelsky  vytvářené  animace  založené  na  plynulém 
schovávání či objevování elementu. 
V  první  variantě  metody  následují  nepovinné  atributy  s  hodnotami  vyjadřující  celkovou 
časovou délku trvání animace (může být vyjadřena např. řetězci  slow,  hide či číselnou hodnotou 
v milisekundách),  dále  pak  stylu  přechodu  definující  různou  rychlost  animace  závislou 
na konkrétních okamžicích jejího trvání (implicitně nastaveného na swing, jádro jQuery poskytuje 
pouze jedinou alternativní variantu  linear,  dalšími  možnostmi  nejen v této oblasti  však oplývá 
rozšíření jQueryUI – viz 3.4.5 Metody rozšíření) a nakonec případně i tzv. complete funkci, která 
se spustí po ukončení animace (nachází-li se v aktuálním jQuery objektu více elementů vyhovujících 
selektoru, pro které je animace spuštěna, spustí se complete funkce po ukončení těchto animací pro 
každý element zvlášť).
Druhá varianta metody obsahuje pouze dva parametry: kromě prvního, který je shodně tvořen 
mapou CSS vlastností a jejich hodnot, tvoří druhý atribut rovněž syntakticky obdobně zapsaná mapa 
ale  tentokráte  přídavných  atributů  metody  animate().  Kromě  výše  zmiňované  délky  trvání 
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(duration),  stylu průběhu (easing) a  complete funkce se zde může spolu s nimi  nacházet 
navíc step funkce (volána po každém kroku animace), hodnota queue (booleovský indikátor toho, 
zda zařadit animaci do fronty animací, či ji spustit okamžitě) a množina  specialEasing, která 
obsahuje mapu jednotlivých CSS vlasností a stylů průběhu animace určených pro každý z nich zvlášť.
Následuje příklad zdrojového kódu (tvořeného ze dvou částí  – HTML a jQuery)  a obrázek 
se sekvencí  snímků  popisující  průběh  animace.  Na tomto  příkladě  je  zřejmě  identifikovatelná 
efektivnost velice strohého zápisu jQuery skriptu, jehož syntaxe kombinuje všechny výhody krátkého 
a  přitom  stále  přehledného  zdrojového  kódu.  Největší  poměr  místa  v něm  zabírají  podstatné 
parametry požadované animace a veškerý ostatní balast je zredukován na funkční minimum hraničící 
s přehledností kódu. 
<div id="clickme">  Click here </div>
<img id="book" src="book.png" alt="" width="100" height="123" style="position: 





    left: '+=50',
    height: 'toggle'
}, 5000, function() {
    // Animation complete.
  });
});
Všimněte si, že cílová hodnota vlastnosti  height je  toggle. Jelikož byl obrázek před spuštěním 
animace  viditelný,  animace  jej  postupně  bude  zmenšovat  až  k  nulové  výšce  tak,  aby byl  skryt. 
Opětovné kliknutí a spuštění animace tento průběh obrátí (průhlednost (opacity) již nabyla své 
cílové hodnoty, proto u opakování metody nedojde k žádné animaci této vlastnosti, zatímco pozice 
prvku se díky relativnímu zadání hodnoty posune ještě více doprava):
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Obrázek 3: Animace v jQuery (zdroj: dokumentace jQuery)
Obrázek 4: Opakovaná animace v jQuery (zdroj: dokumentace jQuery)
. další metody animací
Kromě  animate() disponuje  jQuery  ještě  celou  řadou dalších  metod,  které  disponují  menším 
množstvím možností uživatelského nastavení, ale za to je jejich použití jednodušší a jejich výskyt 
v kódu skriptu pomáhá udržovat jeho přehlednost na velmi vysoké úrovni. Jedná se vlastně o zkratky 
metody animate() s různým předvoleným nastavením.
Existuje  například  hned  několik  metod  pracujících  s  frontou  efektů  sestavenou pro  daný 
element.  Obecně se jednotlivé animace spouštějí  za sebou ihned po skončení  animace předchozí, 
pokud  někde  není  explicitně  uvedený  opak.  Okamžité  spuštění  následující  animace  z  fronty  lze 
obstarat  například  použitím  metody  dequeue().  Zatímco  metoda  queue() dokáže  ukázat 
a případně i měnit tuto frontu přiřazenou elementům, metoda clearQueue() všechny nespuštěné 
animace z fronty dokáže odstranit.
Další  skupina  animací  je  zaměřena  na  schování  či  objevení  elementu  jeho  vysunutím, 
obdobně jako u výše zmiňovaného příkladu se změnou výšky u metody animate(). Jsou to metody 
slideUp() (zasune  element),  slideDown() (vysune  element)  a  slideToggle() (buď 
element vysune nebo zasune dle jeho aktuální viditelnosti).
Zcela obdobně fungují metody fadeIn(), fadeOut() a fadeToggle() s tím rozdílem, 
že místo  změny výšky je  animace  elementu realizována jeho postupným objevováním respektive 
mizením  pomoci  průběžné  změny  jeho  průhlednosti.  V  tomto  případě  existuje  navíc  i  metoda 
fadeTo(),  která  průhlednost  elementu  pomocí  animace  nastaví  na  cílovou  hodnotu  zadanou 
parametrem.
Dvojice  metod  show() a  hide() slouží  primárně  pro  okamžité  skrytí  či  zobrazení 
elementu (či více elementů, vyhovují-li selektoru jQuery objektu) jsou-li zavoláním bez parametru. 
Rozdílem  oproti  skrytí  elementu  pomocí  css("display","none") je,  že  při  hide() se 
hodnota vlasnosti  display (to,  zda je  element  z  dokumentu zobrazen jako řádkový či  blokový 
prvek) ukládá do interní paměti jQuery a při  zavolání  show() je prvku zpět nastavena tato jeho 
původní hodnota, kterou měl před svým skrytím. Zavoláním metod s parametry se však chovají jako 
běžné animace a lze u nich opět nastavit délku trvání, styl průběhu animace atd. (viz animate()). 
Tyto  metody doplňuje metoda  toggle(),  která skryje  či  zobrazí  daný element  dle toho, zda je 
momentálně zobrazen či ne. Metoda disponuje stejnými možnostmi parametrického polymorfismu 
jako show() a hide().
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Velice užitečnou metodou, která uzavírá tuto sekci metod pro práci s animacemi, je stop(), 
která, jak její samotný název napovídá, okamžitě zastaví aktuálně prováděnou animaci pro elementy, 
od kterých je tato metoda vyvolána (pokud tam nějaká taková animace je). Po zastavení animace je 
ihned spuštěna další z fronty animací. Metoda stop() disponuje dvěma nepovinnými boolovskými 
parametry. První (clearQueue) umožňuje vymazání fronty následujících animací pro daný element 
a  druhý  z  nich  (jumpToEnd)  zajistí  po  zastavení  animace  nastavení  CSS  vlastností  elementu 
na cílové hodnoty, jakých mělo být dosaženo po skončení animace.  
Jak  je  vidět,  rozsáhlá  paleta  poskytovaných  metod  umožňujících  plynulé  animace,  jejich 
řazení do fronty a manipulace s ní jednoznačně potvrzuje správnost volby JavaScriptu rozšířeného 
o knihovnu jQuery jako implementačního prostředí. 
. ostatní metody
V jQuery se nachází opravdu rozsáhlé množství metod a jejich kompletní výčet by dozajista 
přesáhl rámec této práce, navíc jej lze nalézt v oficiální dokumentaci [3]. Jen pro představu je zde 
velice  stručně  zmíněno  několik  z  nich.  Metoda  browser() slouží  pro  identifikaci  prohlížečů 
(rozeznává prohlížeče  Safari,  Opera,  Internet  Explorer,  Mozilla).  Metodu  extend() použijeme, 
pokud chceme aby objekt B dědil vlastnosti z objektu A. Metoda grep() slouží pro filtraci, metoda 
map() pro modifikaci prvků v kolekci podle zadané funkce. Metoda merge() slouží pro spojování 
dvou polí a metoda trim() slouží k odstranění bílých znaků z řetězce.
Kromě toho lze v jQuery bez problému použít standardní funkce z JavaScriptu, jako např. 
subString() pro práci s (pod)řetězci, standardní funkce z matematické knihovny Math apod.
3.4.5 Metody rozšíření
Přesto, že knihovna jQuery ve svém samotném jádře disponuje množstvím výše zmíněných metod 
pro efektní a efektivní dynamickou manipulaci s dokumenty, existuje řada (polo)oficiálních pluginů 
a knihoven, které tyto možnosti dalekosáhle rozšiřují. Jedním z podporovaných projektů je nástavba 
jQueryUI (user interface) poskytující abstrakce pro nízkoúrovňové interakce a animace (např.  drag 
and  drop pro  libovolný  element  v  dokumentu),  vylepšené  efekty  a  vysokoúrovňové  vzhledově 
přizpůsobitelné doplňky (jako sofistikované dialogy např.  pro výběr barev či  animovaný kalendář 
pro výběr  dat  atd.)  založené  na  událostmi  řízeném paradigmatu  stanoveném podle  jádra  jQuery 
(selekce skupin objektů z DOM a jejich následná manipulace). 
Rozšíření  jQueryUI  respektuje  webové  standardy  a  jeho  cílem je  maximální  přístupnost 
a použitelnost (jak pro uživatele knihovny, tak pro koncového uživatele) spočívající ve flexibilních 
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možnostech  nastavení  vizuálních  stylů,  plnohodnotných  „formulářových“  prvcích  uživatelského 
rozhraní a uživatelsky příjemném designu.
Tyto  prvky  lze  velice  jednoduše  využít  pro  vytvoření  vysoce  interaktivního  rozhraní 
webových aplikací,  kterým lze takto zajistit  optimální  úroveň uživatelské přívětivosti.  Rozsáhlost 
knihovny  jQueryUI  kompenzuje  možnost  jednoduchého  a  zcela  intuitivního  sestavení  vlastního 
„buildu“  zahrnujícího  pouze  ty  části  knihovny,  které  budou  ve  výsledné  aplikaci  využity. 
Kompatibilita všech pluginů spadající  pod jQueryUI je testována pro prohlížeče Internet Explorer 
(od verze 6.0), Firefox (od verze 3), Safari (od verze 3.1), Opera (od verze 9.6) a Google Chrome. [6]
3.4.6 AJAX
Použití asynchronního JavaScriptu a XML (AJAX) se díky interní podpoře v jQuery zjednodušuje 
o několik  řádů  a  to  jak  množstvím  rozsahu,  tak  složitostí  struktury  výsledného  kódu.  Zatímco 
při rogramování  v klasickém JavaScriptu připomíná komplikovaný kód s AJAXem svou složitostí 
nízkoúrovňové síťové aplikace s použitím socketů, v případě jQuery bohatě postačí jediná metoda 
ajax(). Kromě parametru obsahujícího URL, které se zašle požadavek, obsahuje metoda v druhém 
nepovinném  parametru  sadu  párů  název/hodnota,  které  zasílaný  požadavek  konfigurují.  Metoda 
podporuje  desítky  možností  nastavení,  následuje  stručný  přehled  těch  nejpoužívanějších  z  nich. 
Všechny podstatné parametry mají přiřazenu nějakou implicitní hodnotu, což v konečném důsledku 
umožňuje použití metody  ajax() a i všech ostatních AJAXových událostí i zcela bez parametrů. 
Parametry lze rovněž nastavit globálně pomocí metody ajaxSetup(). 
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Tabulka č. 2 – některé parametry nastavení asynchronního JavaScriptu a XML
Parametr Dat. typ Implicitní hodnota Popis
accepts mapa podle DataType Typ obsahu zaslaný v hlavičce požadavku, který oznamuje serveru, jaký 
druh odpovědi bude od něj očekávat v závislosti na typu dat zaslaných 
serveru.
async Boolean true Umožňuje zaslání synchronního požadavku, který ovšem může dočasně 
zablokovat server.





Typ obsahu dat zasílaných serveru v kódování UTF-8.
context objekt Objekt, v jehož kontextu budou spouštěny všechny callback funkce AJAXu. 
Např.:
$.ajax({
  url: "test.html",
  context: document.body,





Data zasílaná serveru překonvertována na řetězec (pokud se již nejedná 
o řetězec). Objekt musí být tvořen páry název/hodnota. Data jsou připojena 
k URL pro GET požadavek.
dataFilter
(data,type)
funkce Funkce použitelná pro ošetření syrových dat navrácených serverem. Měla 
by navracet ošetřená data.
dataType řetězec xml, json, script, 
nebo html
Očekávaný datový typ odpovědi serveru. Není-li specifikován, jQuery se 
pokusí zjistit jej samo v závislosti na MIME typu odpovědi serveru. Možné 





funkce Funkce, AJAXová událost, která se spustí při selhání požadavku. Funkce 
má tři parametry: jqXHR (jQuery XMLHttpRequest) objekt (popisující typ 
chyby a případné objekty výjimek), dále pak textStatus, který může 
nabývat hodnot null, "timeout", "error", "abort", či 
"parsererror" a nekonec errorThrown který obdrží textovou část 
chybové zprávy HTTP jako např. "Not found" či "Internal Server Error."
statusCode mapa  {} Mapa numerických HTTP kódů a funkcí spouštěných při obdržení tohoto 
chybového kódu v odpovědi serveru. Např.:
$.ajax({
  statusCode:







Funkce, AJAXová událost, která je spuštěna, je-li požadavek úspěšný. 
Funkce obdrží tři argumenty: data navrácená serverem zformátovaná 
podle parametru dataType, řetězec popisující status a jqXHR objekt.
type řetězec 'GET' Typ požadavku ("POST" nebo "GET"). Mohou být použity i jiné HTTP 
požadavky, jako "PUT" a "DELETE", bohužel však nejsou podporovány 
všemi internetovými prohlížeči.
url řetězec aktuální stránka Řetězec obsahující URL, kam bude požadavek zaslán.
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V konečném důsledku umožňuje jQuery pomocí jediné metody využít veškerého potenciálu včetně 
rozsáhlých možností nastavení technologie AJAX. Běžné použití metody ajax() si v praxi vystačí s 







// zpracování odpovědi serveru uložené v proměnné xml
},
    error: function()
    {
alert("Chybějící nebo poškozený soubor jqhsettings.xml!"); 
}
});   
Kromě této široce uplatnitelné metody ajax() existuje několik dalších metod využívajících AJAX, 
avšak s méně obecnějšími možnostmi funkčnosti, s konkrétnějším zaměřením na specifičtější oblast 
použití. Jsou to např. metody pro registraci události po zasláním požadavku (ajaxComplete()) či 
před ním (ajaxSend()). Dále pak celá řada zkratek pro metodu ajax(), jejichž samotné názvy 
samy vypovídají, jaké varianty nastavení požadavku jsou pro dané metody charakteristické: get(), 
getJSON(), getScript() či post().
Specifickou skupinu tvoří funkce určené pro serializaci zasílaných a přijímaných dat, které 
ušetří spoustu práce se zpracováváním a ošetřováním formátování struktury těchto dat. Za zmínku 
stojí rovněž metoda load(), která AJAXem získanou odpovědí od serveru nahradí obsah vybraných 
elementů, pro něž je zavolána.
3.4.7 Tvorba pluginů
Knihovna jQuery je navržena s ohledem na snadnou rozšiřitelnost a přímo vybízí k tvorbě dalších 
nástavbových knihoven a  javascriptových pluginů.  Tímto  je  umožněna  abstrakce  sofistikovaných 
a užitečných funkcí a zajištěna znovupoužitelnost kódu, která šetří spoustu času při vývoji a zvyšuje 
efektivnost a přehlednost výsledné implementace. Při tvorbě nových pluginů pomocí jQuery je třeba 
dodržovat  několik  zásad,  či  lépe  řečeno  doporučení  tak,  aby  byla  zachována  kompatibilita 
a nedocházelo ke konfliktům mezi pluginem a jQuery či mezi pluginy samotnými. [3]
Způsoby a zásady pro tvorbů pluginů v jQuery je potřeba prostudovat a analyzovat, poněvadž 
se jedná o tu část knihovny,  která bude v rámci implementace praktické části  práce stoprocentně 
využívána.
Vytvoření  pluginu  se  v  jQuery  realizuje  prostřednictvím  přidání  nové  funkční  vlastnosti 
objektu  jQuery.fn (vyslovuje se  effin),  kde název této vlastnosti  je stejný jako název pluginu. 
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Nejlepším způsobem, jak zajistit, aby bylo možno v pluginu používat místo jQuery zástupný znak 
dolaru a aby jeho kód nekolidoval s ostatními knihovnami, které znak dolaru využívají, je předání 
objektu  jQuery samospouštějící  se  funkci  (uzávěru),  která  jej  namapuje  na  znak  dolaru,  takže 
nemůže být přepsána jinou knihovnou ve stejném rozsahu (scope) spouštění.
(function( $ ){
$.fn.nazevPluginu = function() { 
// zde se nachází samotný kód pluginu
};
})( jQuery );
Uvnitř  funkce  pluginu  odkazuje  klíčové  slovo  this na  objekt  jQuery,  nad  kterým  byl  plugin 
vyvolán. Pro zachování zřetězitelnosti metod je doporučováno, aby plugin ve své návratové hodnotě 
obsahoval  právě  klíčové  slovo  this.  To  v  případě,  kdy  plugin  nějakým způsobem modifikuje 
vybrané elementy a může je případně dále posílat  další  metodě v zřetězení.  Velice často je však 
požadováno, aby plugin vracel nějakou přímou hodnotu. Pro názorné pochopení následuje ukázka 
zdrojového kódu pluginu, který z vybraných elementů vrací výšku toho nejdelšího.
(function( $ ){
$.fn.maxHeight = function() { 
var max = 0;
this.each(function() {
  max = Math.max( max, $(this).height() );
    });
    return max;
};
})( jQuery );
Metoda  implementovaná  v  rámci  takovéhoto  minipluginu  se  pak  jednoduše  zavolá  jako  metoda 
jQuery objektu:
var nejvyssi = $('div').maxHeight(); // Vrací výšku nejdelšího divu
Přímo v dokumentaci jQuery je kladen důraz na to, aby klíčové slovo this nebylo v kódu zbytečně 
zaobalováno  zejména  kvůli  zachování  zřetězitelnosti  metod,  kdy  má  být  použito  jako  návratová 
hodnota (což by mělo být ve všech případech kromě těch, kdy plugin vrací přímou hodnotu).
Dalším důležitým doporučením při implementaci  pluginu je používání jmenného prostoru. 
Nikdy za žádných okolností by se jeden plugin neměl pokoušet o zabrání více jmenných prostorů 
uvnitř objektu jQuery.fn, tím by se jmenný prostor tohoto objektu vyloženě zaneřádil. K ošetření 
tohoto problému by všechny metody daného pluginu měly být shromážděny v objektovém literálu 
(sadě dvojic název/funkce) a volány předáním řetězcového parametru hlavní funkci pluginu. 
Jmenný  prostor  lze  užít  i  v  rámci  metody  bind(),  pokud plugin  registruje  funkce  pro 
některé události. Užitečnost spočívá v tom, že při případné následující odregistraci funkce od dané 
události nedojde k vzájemnému konfliktu s dalšími pluginy. 
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Co  se  týče  argumentů  pluginu,  spíše  než  vyžadování  velkého  množství  argumentů  se 
doporučuje  předání  jednoho  objektového  literálu  (sady  dvojic  název/hodnota)  pluginu.  Velice 
efektivně lze pluginu nastavit implicitní hodnoty jeho parametrů a při jeho vyvolání pak stačí uvést 
pouze  ty  hodnoty,  které  se  liší  od  implicitních,  a  pomocí  funkce  extend() je  sadě  parametrů 
pluginu pak připojit. Příklad pluginu tooltip s implicitními hodnotami:
(function( $ ){
  $.fn.tooltip = function( options ) {  
    var settings = { // sada implicitních hodnot
      'location'         : 'top',
      'background-color' : 'blue'
    };
    return this.each(function() { // návratová hodnota this zaručuje zřetězitelnost 
      if ( options ) { // případnými parametry jsou přepsány implicitní hodnoty 
        $.extend( settings, options );
      }
      // zde se pak nachází samotný kód pluginu tooltip
    });
  };
})( jQuery );
Plugin s parametrem se pak zavolá jako metoda jQuery objektu, jedním z jejíž atributů je sada dvojic 
jmen a hodnot vlastností:
$('div').tooltip({  'location' : 'left'  });




Jak  už  bylo  naznačeno  v  kapitole  2.1  Teoretická  hlediska,  v  rámci  praktického  řešení  zadané 
problematiky je potřeba ujasnit si několik zásadních skutečností. Zejména se jedná o stupeň integrace 
rozhraní nápovědy do stávajícího systému Informačního portálu a s tím související potřebnou hloubku 
porozumnění  vnitřní  struktury  a  funkčnosti  tohoto  systému.  Dále  pak  samotná  integrace 
implementovaného  modulu  nápovědy  typu  pomocník do  systému  a  z  toho  vyplývající  rozhraní 
umožňující stávajícímu systému zavolat konkrétní příslušnou funkci nápovědy dle aktuální potřeby. 
Především ovšem je třeba detailně konkretizovat specifikaci požadavků na výsledné rozhraní, provést 
jejich  důkladný  rozbor  a  analýzu  a  na  základě  výsledků  této  činnosti  pak  navrhnout  řešení  pro 
implementaci výsledného programu.
Nejprve  je  tedy  třeba  zvážit  strukturu  a  obsah  návrhu  pro  rozhraní  určené  pro  interakci 
nápovědy se  stávajícím systémem.  To  se  bude  skládat  ze  dvou  částí.  První  je  konfigurovatelné 
nastavení pro komunikační rozhraní nápovědy. To zahrnuje zejména prvky jako údaje, jak a odkud 
načíst  grafická  data  pro  animaci  pomocníka,  možnosti  nastavení  formátu  těchto  dat  a  rychlosti 
animace, aby nedocházelo ke zbytečnému zatěžování výkonu případně slabších koncových zařízení, 
na  které  mohou  z  ekonomických  či  ekologických  důvodů  být  finální  uživatelé  odkázáni,  včetně 
případných možnosti  výslednou animaci  „zestručnit“ či  dle potřeby zcela vypnout  a proměnit  tak 
animační projevy  pomocníka v záležitost spíše statickou, což může být užitečné, shledají-li se tyto 
jeho projevy jako rušivé. 
Dále  zde bude třeba ujasnit  způsob konfigurovatelnosti  samotného obsahu nápovědy,  čili 
textu, který se bude v bublině objevovat. Jedná se o barvu textu a jeho pozadí, která by měla příslušně 
korespondovat  se stávajícím systémem a tvořit  tak po grafické stránce s  jeho layoutem jednotný 
dojem pokud možno na obstojné úrovni z estetického hlediska a hlediska přístupnosti a použitelnosti, 
včetně velikosti a typu písma, kteréžto atributy by nebylo na škodu umožnit modifikovat i ze strany 
koncového uživatele v závislosti na jeho dispozicích a případných handicapech. Rovněž zde patří 
grafické vlastnosti  bubliny s  textem,  její  tvar  (styl)  a  rozměry,  velikost  okrajů,  tloušťka  a  barva 
případného rámečku, procentuální hodnota její částečné průhlednosti. To vše spadá mezi požadavky 
na maximální konfigurovatelnost.
Kromě vlastností  vzhledu bubliny je ovšem třeba rovněž brát v potaz problematiku jejího 
obsahu, odkud se vlastně bude čerpat. Dilema může být vyřešeno opět velice prakticky, a to tak, že 
i tato vlastnost  bude nastavitelná v rámci  integrace nápovědy do systému.  Pro aktuální  nápovědu 
obsahující  kratší  text  bude  jednodušší  umožnit  tento  text  předat  jako  parametr  přímo  metodě 
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vyvolávající zobrazení pomocníka a jeho bubliny. Naopak u nápověd s delším či složitějším textem, 
který může obsahovat prvky jako obrázky či hypertextové odkazy využitelné například pro větvení 
nápovědy  a  zpřesnění  požadovaných  výsledků  akce  vykonané  uživatelem,  by  bylo  efektivnější 
metodě rozhraní jako parametr  uvést pouze identifikátor,  který bude odkazovat na text nápovědy, 
který se bude nacházet v externí datové struktuře. Návrh a implementace této struktury pak bude další 
položkou  nutnou  k  realizaci  flexibility  rozhraní  nápovědy.  Za  zmínku  stojí,  že  takovýto  přístup 
značně rozšiřuje využitelnost pomocníka i na samotné ovládání programu. Jeho využitím se z pasivní 
nápovědy stává potencionálně aktivní prvek.
Kromě  těchto  konfigurovatelných  atributů  pomocníka,  jejichž  nastavení  se  dá  rozdělit 
do dvou  úrovní  (konfigurace  v  rámci  integrace  do  stávajícího  systému  a  posléze  konfigurace 
samotným koncovým uživatelem během práce se systémem využívajícím rozhraní, jehož možnosti 
nastavení  však přirozeně budou znatelně  menšího  rozsahu),  zbývá druhá část  struktury a  návrhu 
pro rozhraní  interakce  mezi  pomocníkem  a  systémem,  do  něhož  je  integrován.  Nejedná  se  o  nic 
jiného,  než  o  již  zmíněné  funkce  či  metody  pomocníka určené  pro  vyvolání  jeho  zobrazení 
s příslušnou  textovou  bublinou,  jeho  animaci  či  zmizení,  případně  vyvolání  jakéhosi  okna 
s nastavením.
Deklarace  těchto  metod  musí  být  předmětem  precizní  analýzy  interakce  z  hlediska  co 
nejjednoduššího  rozhraní,  které  bude  přívětivé,  intuitivní,  ale  přesto  vysoce  variabilně  funkční 
a efektivní. Je třeba si uvědomit všechny možné požadavky systému na rozhraní nápovědy a tomuto 
pak  příslušně  přizpůsobit  rozhraní  tohoto  rozhraní.  Po  hlubokomyslné  úvaze  však  lze  dospět 
k přesvědčení,  že  jedinou takovouto metodou bude vyvolání pomocníkova zobrazení  s  příslušnou 
bublinou, všechny ostatní metody bude  pomocník vyvolávat  sám na základě své vlastní  interakce 
s uživatelem.  Při  nastavení  takovém,  aby se  pomocník nezobrazoval  vůbec z důvodu,  že se např. 
uživatel cítil být jím otravován, je však třeba brát v potaz možnost změny názoru uživatele či dokonce 
změnu samotného uživatele a i  přesto  pomocníka v takovém případě zobrazit  a  zpátky tak zákaz 
zobrazování  zrušit.  Z  toho  hlediska  bude  muset  jeden  z  atributů  zobrazovací  funkce  obsahovat 
hodnotu,  která  bude  tento  fakt  charakterizovat  a  která,  po  příslušné  odpovídající  akci  uživatele 
v systému, pomocníka i přes zákaz zobrazí a zároveň tento zákaz tím pádem zruší.
Co se rozhraní nápovědy pro komunikaci se systémem týče, otázkou zůstává zpětná vazba 
a tedy vliv uživatelem vykonaných akcí v rámci komunikace s pomocníkem na stav celého systému. 
Myšlenka jakési návratové hodnoty z funkce zobrazujícího  pomocníka zobrazující nemá přílišného 
využití, je třeba zde postupovat dle objektově orientované metodiky. Potencionální využití možnosti 
pomocníka vyvolávat  funkce  systému,  do  něhož  je  integrován,  by  pak  mělo  být  ponecháno 
29
na programátorovi integrujícím toto rozhraní do svého systému. Bude však zřejmě třeba definovat 
způsob  zápisu  syntaxe  pro  kód  v JavaScriptu,  který  se  na  základě  interakce  uživatele  nejčastěji 
s bublinou pomocníka v systému spustí.
Po specifikaci  co nejširších možností  nastavitelnosti,  jejich realizace a  deklarace rozhraní 
nápovědy je třeba zvážit a navrhnout vnitřní strukturu funkčnosti  pomocníka, a dle zásad objektově 
orientovaného  programování  tuto  funkčnost  dle  oblastí  činností  rozdělit  do  příslušných  metod 
a proměnných, s kterými pracují, mezi příslušné atributy. Bude třeba zvolit způsob, jak pomocníka 
a jeho bublinu začlenit v rámci HTML stránky, které elementy zvolit tak, aby byla zaručena alespoň 
taková použitelnost a funkčnost napříč spektrem webových prohlížečů, jako je tomu u jQuery (viz 
kapitola 2 Teoretická hlediska). Případné idealistické snahy ohledně validity stránek v tomto případě 
nebudou  mít  hodnotu  nejvyšší  důležitosti,  prioritou  zůstává  maximální  funkčnost  a  uživatelská 
přívětivost.
Jednou z asi nejkomplikovanějších záležitostí, kterou bude nutno naimplementovat, pak bude 
zcela zřejmě realizace samotného nastavení  pomocníka uživatelem, kterou na rozdíl od konfigurace 
integrace do systému v žádném případě nelze  provádět  úpravou konfiguračního souboru,  což by 
pro koncového uživatele bylo krajně nepřívětivé a zcela v rozporu se zadáním a duchem této práce. 
Na druhou stranu pokročilejším uživatelům by neměla  být  tato možnost  odepřena a v takovémto 
případě  je  třeba  i  zde  brát  hledisko  na  co  nejjednodušší  a  nejlogičtější  strukturu  konfiguračního 
souboru tak, aby orientace v něm byla snadná, rychlá a efektivní.
Následná implementace algoritmů tvořících jádro pomocníka by už pak měla být záležitostí 
spíše triviální, což se odvíjí od kvality analýzy a návrhu rozhraní a nastavení. Podcenit se nesmí ani 
integrace rozhraní nápovědy do Informačního portálu, která by však rovněž neměla být extrémně 
komplikovaná v závislosti na úrovni porozumnění funkčnosti této aplikace. Následovat nicméně musí 
velmi  důkladné  testování  s  použitím  pestrého  vzorku  platforem  a  internetových  prohlížečů 
používaných  potencionálními  koncovými  uživateli  a  eliminace  všech  zjištěných  funkčních 
nedostatků, které mohou nastat.
4.1 Výsledné požadavky
Z teoretických poznatků vzniklých důkladným rozborem současného stavu problematiky a rozsahu 
možností nástrojů poskytovaných implementačním prostředím vyplývá několik upřesnění zadání této 
diplomové  práce.  Předmětem  praktické  části  práce  je  implementace  pluginu  pomocníka, 
zobrazujícího  animovanou  figurku  s  komiksovou  bublinou,  která  bude  obsahovat  text  nápovědy 
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dynamicky  v  závislosti  na provedení  specifických  akcí  uživatele.  Uživatel  pluginu  bude  mít 
uživatelsky přívětivou formou možnost  nastavit  kompletní vzhled  pomocníka a bubliny.  Koncový 
uživatel pak bude mít možnost přepínat mezi různými  pomocníky či zobrazování  pomocníka zcela 
vypnout.
• Univerzálnost
Požadavek na návrh způsobu integrace animovaných doplňků pro oživení  komunikačního 
rozhraní  byl  vzhledem  ke  zvolenému  implementačnímu  jazyku  (JavaScript  s  knihovnou 
jQuery) a široké oblasti možnosti jeho použití rozšířen na možnost univerzálního nasazení 
pluginu do tenkého klienta libovolné síťové aplikace, tedy na jakékoukoliv webovou stránku. 
Kromě  požadavku  funkčnosti  JavaScriptu  by  výsledný  program měl  být  zcela  nezávislý 
na jiných  prostředích  či  přítomnosti  softwaru  třetích  stran  s  výjimkou  samotné  kalibrace 
pomocíka před jeho použitím, která je realizována navíc s použitím jazyka PHP.
• Minimalističnost
Uživatelská  příjemnost  je  jedním ze  základních  požadavků  na  výsledný  produkt.  Kromě 
uživatelsky příjemných prvků zaměřených na koncového uživatele  by bylo  nespravedlivé 
odkázat uživatele pluginu, vlastníka vylepšovaných stránek, na přístup nepříjemný, náročný, 
komplikovaný,  složitý,  zkrátka  uživatelsky  nepříjemný.  Z  toho  vyplývá  zvýšená  potřeba 
jednoduché instalace a údržby kódu, která může být zajištěna co nejmenším počtem souborů 
tvořících plugin a na druhou stranu přehledným, srozumitelným, snadno modifikovatelným 
a bezproblémově  rozšiřitelným  zdrojovým  kódem.  Zaručena  by  měla  být  rovněž  co 
nejjednodušší integrace pluginu do stávajících systému a způsob jeho použití včetně možností 
jednoduché realizace případných úprav v samotném jádru pluginu.
• Nastavitelnost
Široké  možnosti  nastavitelnosti  by  měly  být  uspořádány  do  dvou  úrovní.  Pro  uživatele 
pluginu by nemělo chybět sofistikované rozhraní umožňující jednoduché nastavení vzhledu 
bubliny tvořeného jejími  rozměry,  barvou okraje,  písma  a  pozadí  v  souladu s  vizuálním 
layoutem vylepšované  webové  stránky.  Kromě  toho by mu  mělo  být  umožňěna  definice 
variabilního počtu různých pomocníků, jejich jmen a chování, jež zahrnuje konkrétní animace 
pro  události  jako  objevení  pomocníka či  emerze  bubliny,  možnost  schování  pomocníka 
uživatelem či  jeho změna.  Rovněž by se zde mělo dát  nastavit  chování bubliny,  pod něž 
spadá její případné automatické zmizení po uplynutí určitého časového intervalu či zmizení 
po  kliku  uživatele  na  ni  či  na  případnou ikonku pro  „zavření“  bubliny (např.  v  podobě 
tradičního křížku v pravém horním rohu). V neposlední řadě by uživatel pluginu neměl být 
ochuzen o možnost nastavení permanentního schování  pomocníka pro zkušenější uživatele 
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daného softwaru, aby je neobtěžoval a nezdržoval při práci. Údaje popisující toto nastavení se 
uloží do XML souboru na serveru, kde budou dostupné, jednoduše zpracovatelné jak strojově 
či manuálně a bude u nich zachována možnost případné ruční modifikace pomocí jakéhokoliv 
XML editoru (v podstatě libovolného textového editoru).
Samotnému koncovému uživateli by měla být v nějaké podobě poskytnuta možnost 
pomocníka přesunout či skrýt a změnit jeho podobu. Tyto údaje charakteristické pro každého 
uživatele  se  budou ukládat  na  straně  klienta  ve  formě  cookies a  zajistí  se  tak  eliminace 
potřeby  opakovaných  změn  nastavení  při  každé  návštěvě  stránky. V  případě  požadavku 
na eliminaci  takovéhoto  chování  (ukládání  dat  na  straně  koncového  uživatele)  by  opět 
vypnutí  této  možnosti  mělo  být  umožněno  uživateli  pluginu  v  rámci  nastavení  chování 
pomocníka na straně serveru.
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5 Řešení problematiky
V praktické části diplomové práce Uživatelsky příjemná animovaná komunikace se systémem OLAP, 
jejíž úvod je tvořen právě tímto textem, lze nalézt podrobný popis analýzy a implementace vizuálně 
sympatické nápovědy typu pomocník inspirované Office Assistantem z dílny Microsoft Office. 
Tato druhá polovina práce je rozdělena do struktury na jednotlivé  podkapitoly obsahující 
postupné etapy vývoje výsledného softwaru. Pro něj byl po pečlivém zvážení vybrán životní cyklus 
nazvaný „iterativní  s přírůstky“  vzhledem k nízkému počtu členů vývojového týmu (slovy jeden) 
a pro výhody, kterými tento model životního cyklu oplývá. Není zde totiž předem znám počet iterací, 
což umožňuje inkrementálně přidávat softwaru funkčnost a mít kdykoliv k dispozici alespoň částečně 
funkční  a  dostatečně  reprezentativní  výsledek  bez  ohledu  na  aktuální  termín  projektu,  nezávisle 
na čase  zbývajícím k  nutnému  dokončení  a  požadovanému  nasazení  softwaru.  Na  druhou  stranu 
v případě  rychlejšího  postupu  oproti  plánu  se  naskytuje  možnost  software  hloubkově  otestovat 
na všech  jeho  úrovních  a  případně  jej  obohatit  o  nadstandardní  prvky  charakterizované  nově 
vzniklými  poznatky  a  požadavky vykrystalizovanými  během praktické  implementace  a  testování 
produktu.
Řešení se skládá z celkem čtyř hlavních podkapitol. V podkapitole 5.1 Modely jsou obsaženy 
diagramy vyplývající  z  analýzy zadání  a  tvořící  vlastně  určitý  stupeň  formalizace  specifikace  či 
popisu  struktury  celé  aplikace,  objektově  orientovaný  návrh  principu  funkčnosti  pomocníka 
a charakteristika  interakce  mezi  systémem  a  koncovým  uživatelem,  mezi  jednotlivými  částmi 
samotného systému  a  v  neposlední  řadě  také popis  případů užití  nejen  koncového uživatele,  ale 
i uživatele pluginu včetně popisu jejich možných variant, konfliktních situací a vyřešení sporných 
otázek z nich vyplývajících.
V podkapitole 5.2 je vysvětlen princip funkčnosti  zobrazování  pomocníka a jeho bubliny 
včetně související implementace tvořené skriptem využívajícím jQuery. Zdrojový kód je podrobně 
okomentován, nicméně přesto je pro potenciál lepší pochopitelnosti, celkovou názornost a zejména 
pro důkaz vazby náplně obsahu práce na fyzickou realitu implementace sémantika výsledného kódu 
podrobně charakterizována a i s detaily tvořenými okolnostmi rozebrána v rámci této podkapitoly.
Podkapitola  5.3  Nastavení  obsahuje  popis  principu  funkčnosti  a  charakteristiku  struktury 
rozhraní  určeného pro komunikaci  uživatele pluginu se systémem,  prostřednictvím kterého mu je 
poskytnuta možnost nastavení parametrů chování pluginu na serveru. Jsou zde popsány jednotlivé 
prvky uživatelského rozhraní a vysvětlen způsob zajištění jejich dynamické interakce s uživatelem. 
Svým principem se vlastně jedná o jakousi mezivrstvu mezi  klientem a serverem, kdy se pomocí 
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tenkého  klienta  tvořeného  webovým  prohlížečem  nastavují  data  klíčová  pro  výsledné  projevy 
implemetovaného pluginu, přičemž se tyto data vyextrahují z hodnot patřičných prvků uživatelského 
rozhraní  a  následně jsou  vyexportovány do formátu  XML souboru  a  v  takovéto podobě posléze 
uloženy na  server.  Podrobný postup,  jak docílit  takovéhoto efektu,  je  rovněž  náplní  obsahu této 
podkapitoly.  Součástí  implementace  rozhraní  je  rovněž postup reverzní  k  zmíněné  metodice,  kdy 
v případě  použití  tohoto  rozhraní  sloužícího  jako  průvodce  pro  nastavení  (tzv.  wizard)  je  třeba 
implicitní hodnoty ve formulářích náčíst z XML dat uložených v souboru na serveru.
Kromě práce s XML je tvořena činnost wizarda komunikací s PHP skripty na serveru, které 
obstarávají  vygenerování  zdrojových  souborů  grafiky  pro  bublinu  a  jejich  uložení  na  serveru 
a možnost  nahrání  souboru s animovanou grafikou fyzicky přítomných v pracovní  stanici  klienta 
na server a nastavení hnodnoty jejich URI jako zdroje animací pomocníků či jiných součástí určených 
pro  podporu  obohacení  komunikace  o  vizuální  prvky  v  rámci  pluginu.  Charakteristika  způsobu 
implementace  těchto  serverových  skriptů  zajišťujících  podstatnou  část  funkčnosti  výsledného 
softwaru tvoří náplň obsahu podkapitoly 5.4 Hlavní server.
5.1 Modely
Základní  kostra  funkčnosti  vyvíjeného  softwaru  tvořeného  pluginem  pro  obohacení  rozhraní 
pro komunikaci  se  složitým systém o  vizuálně  animované  prvky nápovědy ve  formě  pomocníka 
spočívá  v  interakci  mezi  skripty  v  jQuery,  které  jsou  interpretovány  v  prostředí  internetového 
prohlížeče na straně uživatele (klienta), a mezi skripty implementované v PHP a prováděné na straně 
serveru.  Zatímco  strana  klienta  zajišťuje  zobrazování  a  animace  figurky  pomocníka  a  bubliny, 
na serveru se generují obrazová data pro bublinu a ukládá se zde ve formě XML veškeré globální 
nastavení.  Posléze  jsou  tato  data  spolu  se  zdrojovými  daty  pro  animace  a  další  prvky  systému 
distribuována  skrz  síť  až  k  uživateli,  kde  jsou  v  rámci  prohlížeče  interpretována  a  začleněna 
do rozhraní tenkého klienta určeného pro komunikaci se systémem.
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Obrázek 5: Symbolické schéma komunikace klient-server
Základní  princip  funkčnosti  je  prostý:  JavaScriptem  detekovatelná  událost  vyvolaná  danou  akcí 
uživatele  při  jeho  činnosti  během pobytu  na  internetové  stránce  obohacené  o  plugin  pomocníka 
vyvolá  hlavní  metodu  pluginu,  která  asynchronní  komunikace  získá  od  serveru  XML  soubor 
obsahující  nastavení  pomocníka.  Tato  data  obsahují  popis  chování  pomocníka  včetně  adres 
grafických dat pro vizualizaci (nejčastěji různé animace pomocníka). Fundamentálním požadavkem je 
odlišné chování pomocníka (různé animace) závislé na typu události, která jej vyvolala.
Kromě  dat  na  serveru  ve  formátu  XML  bude  chování  pomocníka  ovlivněno  rovněž  jeho 
individuálním nastavením určeným klientem,  které je ukládáno v počítači  klienta prostřednictvím 
cookies.  Do  cookies je  vhodné  ukládat  např.  pozici  pomocníka  nastavitelnou uživatelem pomocí 
tažení (drag and drop) a také rovněž znak případného schování pomocníka zkušenějším uživatelem, 
který  má  pocit,  že  jeho  nápovědu  nepotřebuje,  a  který  by  zajistil,  že  se  pomocník  takovémuto 
uživateli vůbec nebude zobrazovat.
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Obrázek 6: Diagram případů užití
5.1.1 Specifikace případu užití
ID: 1
Název: Zobrazení a úpravy pomocníka koncovým uživatelem
Vytvořeno: Jaroslav Kupčík
Popis: Koncový uživatel vyvolá svou činností v systému událost, která spustí 
zobrazení pomocníka, s kterým uživatel může dále interaktivně 
komunikovat
Primární aktéři: Koncový uživatel
Sekundární aktéři:
Předpoklady: Koncový uživatel pracuje se systémem využívající plugin „pomocníka“
Následné podmínky: Pomocník je zobrazen a je upraveno jeho lokální nastavení
Akce pro spuštění: Uživatel provede v systému akci vyvolávající událost spouštějící zobrazení 
pomocníka 
Hlavní tok:  1 Pokud pomocník není zobrazen, objeví se spolu s úvodní animací; 
pokud již předtím zobrazen je, provede se animace přiřazená 
k objevení bubliny
 2 Zobrazí se bublina s textem nápovědy
 2.1 Uživatel může přesunout pomocníka
 2.2 Uživatel může změnit či animovat pomocníka
 2.3 Uživatel může skrýt pomocníka
Alternativní toky: • Je-li povoleno skrytí pomocníka uživatelem, jednou skrytý 
pomocník se již nezobrazí.
• Není-li pomocníkovi předán žádný text k zobrazení, nezobrazí se 
bublina.
• Nemá-li pomocník nastavené animace k příslušným událostem, 
vizualizaci takovéto animace není dosti dobře možno provést.
Výjimky: Selhání operace, např. chybou komunikace mezi klientem a serverem
Selhání systému, např. chybějící XML soubor s nastavením.
Frekvence: Velice často
5.1.2 Model „pomocníka“
V  souladu  s  požadavkem  aplikace  objektově  orientovaného  paradigmatu  navrhovaného  jako 
metodologie v podmínkách zadání této diplomové práce se bude fyzická implementace pomocníka 
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a bubliny  odvíjet od realizace objektů reprezentujících tyto prvky v systému, kde budou integrovány 
v rámci dokumentu jako součást jeho struktury popsané pomocí DOM (Data Object Model), který 
formalizuje stromovité uspořádání elementů tvořících dokument ve formátu (X)HTML.
Jak už bylo řečeno a jak automaticky intuitivně vyplývá z jednoduché logické analýzy věci, 
objektové uspořádání pomocníka se bude skládat ze dvou základních prvků: objektu pro reprezentaci 
figurky pomocníka a objektu tvořícího bublinu s textem nápovědy. Zatímco samotný pomocník bude 
zobrazován častěji a jeho prostřednictvím budou realizovány uživatelsky příjemné animace, samotná 
bublina bude zobrazena pouze v případě potřeby zobrazení textu nápovědy v závislosti na tom, kdy 
v systému nastane jakékoliv komplikovanější událost a podrobnosti jejíž okolností bude třeba nějakou 
uživatelsky příjemnou cestou sdělit koncovému uživateli.
Model figurky pomocníka může být tedy velice jednoduchý, k jeho reprezentaci v systému 
postačí jediný obrázkový element s absolutní a fixní pozicí (jeho pozice bude vypočítávána vzhledem 
k tělu  celého dokumentu  a  s  případným rolováním a  posunem obsahu stránky bude jeho pozice 
na obrazovce stálá). Náročnější aspekty vyplouvají na povrch při postupném uvědomování si potřeb 
konfigurovatelnosti pomocníka uživatelem. Zatímco změnu pozice figurky na stránce lze jednoduše 
realizovat klikem na ni a následným tažením (tzv. drag and drop), úpravy ostatních parametrů jako 
např.  schování  či  výběr  typu  figurky pomocníka je  nutné realizovat  sofistikovanějším způsobem, 
konkrétně například pomocí kontextového menu, které se objeví po pravém kliku na něj. Toto menu 
bude muset  být  opět  reprezentováno hierarchicky uspořádanými  objekty zanořenými  do struktury 
DOM  a  určení  hodnot  vyjadřujících  jeho  horizontální  a  vertikální  pozici  se  budou  odvíjet 
od aktuálních souřadnic místa pravého kliku uživatele na figurku pomocníka. 
Oproti tomu návrh struktury bubliny pomocníka vykazuje aspekty vyšší složitosti. Její pozice 
se bude muset rovněž relativně odvíjet od pozice figurky. Samotný objekt bubliny pak bude tvořen 
několika podobjekty, (X)HTML elementy sloužícími jako komponenty výsledného objektu bubliny, 
v závislosti  na  vzhledu  a  tvaru  bubliny  tak,  aby  byl  naplněn  požadavek  konfigurovatelnosti 
a přizpůsobitelnosti jejího vizuálního projevu v souladu s grafickým layoutem vylepšované stránky 
využívající plugin pomocníka pro zvýšení úrovně své uživatelské přivětivosti.
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Obrázek 7: Schéma podobjektů bubliny (1. levý horní roh, 2. horní okraj, 3. pravý horní roh,  
4. objekt s levým okrajem bubliny, 5. vnořený objekt s obsahem textu nápovědy a pravým 
okrajem, 6. levý spodní roh, 7. spodní okraj, 8. „ocas“ bubliny, 9. pravý spodní roh)
5.1.3 Princip funkčnosti „pomocníka“
Výsledná aplikace má dvě roviny použití: nastavení parametrů chování  pomocníka a bubliny a pak 
samotná komunikace stávajícího systému s koncovým uživatelem obohacená o vizuální animace.
Prostřednictvím rozhraní vygenerovaného skriptem jqhelper.php může správce stránek nastavit 
detaily ohledně rozměrů a chování pomocníka i bubliny a uložit data charakterizujcí tato nastavení 
v XML formátu do souboru jqhsettings.xml.
Vzhledem  k  ohledům  na  maximální  jednoduchost  použití  pomocníka  a  rovněž  jeho 
implementace  do stávajícího  systému  je  realizace  jeho  emerze  (objevení)  triviálně  proveditelná 
zavoláním jedné jediné metody jqhelper(). Plugin svému okolí neposkytuje žádné další metody 
či funkce v souladu s doporučeními pro vývoj pluginů v rámci jQuery (3.4.7 Tvorba pluginů). Proto 
je třeba v rámci parametrů této jediné metody předat všechna potřebná data včetně textu nápovědy, 
jehož objevení se jako náplň obsahu bubliny je vyžadována.
Po zavolání hlavní metody pluginu je prostřednictvím AJAXu kontaktován server, získána 
XML data nastavení jejich aplikací a kombinací s daty v uživatelských cookies je určeno výsledné 
chování pomocníka (zda se vůbec zobrazí, jaký typ a druh animace se zobrazí a jaké další možnosti 
interakce s uživatelem jsou povoleny). Načež může být samotný pomocník zobrazen včetně případné 
bubliny s textem nápovědy a jeho vizuální animace.
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5.1.4 Soubory projektu
• jquery.helper.js – hlavní soubor pluginu pomocníka, obsahuje metody pro zobrazení 
pomocníka  a  bubliny  a  obsluhu  kontextového  menu,  načítání  XML  dat  nastavení 
prostřednictvím AJAXu a rovněž funkce pro zpracování cookies
• jquery.min.js – jádro knihovny jQuery
• jquery.ui.js –  nástavba  jQuery,  obsahuje  plugin  draggable využívaný 
pro uživatelskou změnu pozice pomocníka tažením  
• jqhsettings.xml –  XML  soubor  obsahující  nastavení  pro  bublinu  a  jednotlivé 
pomocníky
• jqhadmin.php –  skript  generující  dynamický  HTML  formulář  pro  editaci  nastavení 
pomocníků a bubliny, který AJAXem vysílá požadavky dalším PHP skriptům
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Obrázek 8: Soubory použité v projektu (v šedém rámečku se nacházejí nutně vyžadované 
soubory, mimo něj pak soubory pro rutinní použití nepovinné, potřebné pouze 
pro inicializační nastavení pluginu; přerušované čáry vyznačují závislosti, plná čára 
symbolizuje zápis do souboru)  
• jquery.colorPicker.js –  minimalistický  open-source  plugin  použitý  pro  realizaci 
triviálního color dialogu pro výběr barev v rámci nastavení vzhledu bubliny a kontextového 
menu pomocníka
• jqhsavesettings.php – skript obsluhující zápis dat popisujících nastavení pomocníka 
do XML souboru a rovněž vygenerování souborů s grafickými daty sloužícími jako pozadí 
pro podobjekty bubliny
• jqhfileupload.php – skript sloužící pro načtení  URL souborů používaných animací 
ze serveru do formuláře a rovněž pro nahrání těchto souborů na server
5.2 Zobrazení „pomocníka“
Zobrazení  pomocníka  je obstaráno metodou dle  zvyklostí  doporučovaných k dodržování  v  rámci 
implementace jQuery pluginů pojmenovanou jqhelper() podle názvu pluginu. Implementace této 
metody  se  nachází  v  souboru  jquery.helper.js,  který  tvoří  jádro  pluginu.  Pro  funkční 
zobrazování  pomocníka je  nutné zahrnout  připojení  tohoto souboru hned po souborech knihovny 
jQuery (jquery.min.js a  jquery.ui.js), v jejíž rámci je plugin implementován, v HTML 
hlavičkách souborů stávajících internetových  stránek tvořících rozhraní  pro vizuální  komunikaci 
koncového uživatele se složitým systémem.
Díky implicitnímu parametrickému polymorfismu v jQuery lze tuto metodu volat zcela bez 
parametrů,  což  zapříčiní  zobrazení  pomocníka  bez  bubliny.  V  argumentech  metody  lze  uvést 
proměnnou, jejíž hodnota je tvořena libovolným textem (včetně zdrojového kódu HTML), či zadat 
tento text přímo hodnotou, což zapříčiní zobrazení daného textu uvnitř bubliny vedle  pomocníka. 
V případě zadání prázdného řetězce se opět bublina nezobrazí vůbec. Pomocník se v případě, kdy ho 
skryl sám uživatel a není tato možnost vypnuta, zavoláním metody rovněž nezobrazí.
Je-li  potřeba pomocníka  zobrazit  i  přesto,  že  jej  samotný koncový uživatel  skryl,  lze  toho 
docílit  použitím druhého  nepovinného  parametru  metody  jqhelper(),  kde  se  nastaví  příznak 
vynuceného zobrazení.
$.jqhelper("Vynucené zobrazení",{"forcedDisplay":"true"});
Za zmínku stojí fakt, že  jqhelper() je globální metodou objektu jQuery a nikoliv podobjektu 
určeného  pro  zpracování  sady  elementů  vyhovujících  selektoru  (jQuery.fn).  Vyplývá  to 
ze skutečnosti, že metoda zobrazující pomocníka se volá v kontextu celého dokumentu, nikoliv jeho 
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jednotlivých  elementů.  Pokud by v  budoucnu nastala  z  nějakého důvodu potřeba  zobrazení  více 
pomocníků na stránce, bylo by třeba této skutečnosti implementaci zobrazení pomocníka přizpůsobit.
Soubor  jquery.helper.js je  tedy  téměř  celý  tvořen  pouze  implementací  metody 
jqhelper(),  v  rámci  které  jsou  definovány  další  lokální  funkce  pro  zobrazení  a  interakci 
pomocníka s  okolím.  Kromě  této  metody  soubor  na  svém  konci  obsahuje  pouze  několik 
jednoduchých  příkazů  pro  zjištění  aktuálního  data,  jeho  úpravě  a  uložení  v  potřebném  formátu 
do globální  proměnné  exp_date určené  k  použití  v  rámci  nastavení  expirační  doby  cookies 
(implicitně nastavené na jeden měsíc).
Po deklaraci proměnných obsahuje metoda  jqhelper() definice funkcí  setCookie() 
a getCookie() pro pohodlný zápis a čtení  cookies, kteréžto činnosti knihovna jQuery kupodivu 
nijak navíc oproti  běžnému JavaScriptu nepodporuje.  Dále pak funkci  jqhelperHide(),  která 
schová pomocníka i bublinu a případně uloží příznak skrytí pomocníka uživatelem do cookies, je-li to 
povoleno, právě prostřednictvím výše zmíněné funkce setCookie().
Funkce  jqhelperBubbleReplace() zjistí  aktuální  souřadnice  pozice  pomocníka 
na stránce a nastaví pozici bubliny tak, aby se její pravý dolní okraj dotýkal levého horního okraje 
pomocníka. Do parametrů funkce x a y lze zadat explicitní odsazení bubliny od této pozice. Lze tak 
bublinu k pomocníkovi libovolně přiblížit nebo oddálit dle potřeby.
Funkce  writeCookies() nemá  žádné  parametry  a  je  jakousi  zkratkou  pro  uložení 
několika proměnných nastavitelných koncovým uživatelem do  cookies pomocí  několikanásobného 
zavolání funkce  setCookie(). Jedná se o pozici pomocníka (nastavitelnou kliknutím a tažením) 
a rovněž také jeho identifikátor určující, kterého z palety nabízených pomocníků si uživatel vybral 
prostřednictvím kontextového menu, které se může objevit po kliknutí na figurku pomocníka pravým 
tlačítkem myši.
Následuje  inicializace  proměnných  s  hodnotami  charakterizujícími  chování  a  vzhled 
pomocníka  a  bubliny.  Po  definování  potřebných  funkcí  a  proměnných  metoda  pomocí  AJAXu 
ze serveru stáhne obsah souboru  jqhsettings.xml a  uloží  jej  do proměnné  xml.  Poté dojde 
ke zpracování takto získaných dat pomocí sofistikovaných metod jQuery (zejména  find()), které 
umožňují elegantní vyextrahování potřebných dat z XML datové struktury (uložené v xml) a jejich 
uložení do příslušných proměnných.
Z xml se získají rovněž data jednotlivých pomocníků. Jejich pořadí není ambivalentní. Určí 
se totiž hodnota identifikátoru aktuálního pomocníka, který může být uložen v cookies, pokud si jej 
již koncový uživatel sám nastavil při některém z předchozích zobrazení stránky s pluginem, nebo se 
automaticky použije první pomocník uvedený v xml. Hodnota  identifikátoru se uloží do proměnné 
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helperID.  V  závislosti  na  identifikátoru  aktuálního  pomocníka  se  určí  identifikátor  jeho 
bezprostředního následníka pro potřebu zobrazení hodnoty jeho jména v přepínači pomocníků (první 
položka  kontextového  menu).  Je-li  aktuálním  pomocníkem  poslední  pomocník  v  seznamu,  jeho 
následníkem se určí ten první uvedený z nich. Hodnoty charakterizující následujícího pomocníka jsou 
uloženy v poli  jqhelper s indexy  nextName a  nextID. Pokud se v  xml nenachází data ani 
jednoho pomocníka, skončí zavolání metody vyvoláním kritického chybového hlášení.
Dále se v implementaci metody nacházejí složitější logické konstrukce, které mají za účel 
na základě celé řady proměnlivých podmínek určit, zda a jak se vůbec pomocník bude zobrazovat. 
Pokud je nastaven příznak jqhhidden (jehož hodnota se načítá z  cookies) na pravdivou hodnotu, 
znamená to, že uživatel sám pomocníka skryl. Pokud je zároveň v XML nastaveno, že uživatel má 
právo pomocníka skrýt permanentně (prvek user-hide obsahuje hodnotu on), figurka pomocníka 
se vůbec nezobrazí. Výjimkou je pak situace vynuceného zobrazení pomocníka, v kterémžto případě 
je příznak jqhhidden přepsán nepravdivou hodnotou. V následujících krocích je třeba určit, zda se 
při  zobrazení  figurky  pomocníka  má  realizovat  jeho  úvodní  animace  (je-li  zobrazen  poprvé)  či 
animace přiřazená k zobrazení bubliny (je-li definována).
Pokud pomocník nebyl schován uživatelem (příp. byl, ale je vyžadováno vynucené zobrazení) 
či  jeho permanentní  skrytí  není  dovoleno,  nastaví  se implicitně jako budoucí  obrázek pomocníka 
do proměnné  himagesrc jeho  statická  reprezentace.  Pokud  jsou  povoleny  cookies a  pomocník 
před zavoláním metody zobrazen nebyl, uloží se do himagesrc cesta k souboru obsahující grafiku 
jeho úvodní  animace,  pouze však pokud je  nadefinována v  xml.  V opačném případě se  použije 
animace pro zobrazení bubliny, opět však pouze pokud je nadefinována v  xml. Nejsou-li animace 
určeny nebo vyjmenované podmínky splněny, objeví se pomocník bez animace.
Následně  je  objekt  pomocníka  himage připojen  ke  struktuře  DOM  pomocí  metody 
append(),  je  nastavena  jeho  pozice,  rozměry  a  zdroj  pro  grafickou  reprezentaci  z  proměnné 
himagesrc.  Načež  je  definována  funkce  obsluhující  událost  vyvolanou  při  pravém  kliku 
na pomocníka.  Následujcící  chování  je  určeno  dle  hodnoty  elementu  right_button uložené 
v xml. Je-li hodnota rovna řetězci "kill", je pomocník schován včetně případné bubliny. Pokud je 
hodnota rovna  "menu",  vyvolá pravý klik kontextové menu s možnostmi pro změnu pomocníka, 
vyvolání uživatelské animace (je-li definována) či jeho skrytí. Pozice menu se určí tak, že jeho pravý 
spodní roh odpovídá přesně pozici kurzoru myši  během kliknutí pravým tlačítkem na pomocníka. 
Pouze pokud nenastane ani jedna z těchto dvou hodnot, proběhne standardní obsluha pravého kliku 
použitým internetovým prohlížečem (nejčastěji vyvolání klasického kontextového menu).
42
Po  definici  chování  při  pravém  kliku  je  určena  funkce  pro  obsluhu  chování  při  tažení 
pomocníkem.  Zatímco  změna  pozice  pomocníka  je  obstarána  modulem  draggable obsaženém 
v jquery.ui.js a aktivována zavoláním metody draggable() pro objekt himage, při každé 
změně  pozice  je  třeba  přesunout  spolu s  pomocníkem i  případnou bublinu  a  to  zajišťuje  funkce 
jqhelperBubbleReplace() s  dvěma  parametry popisujícími  offset bubliny.  Tato  funkce se 
zavolá  při  každém vyvolání  události  drag,  na  kterou  je  namapována  pomocí  metody  bind(). 
Pozice  je  pak  zároveň  zapisována  i  do  cookies,  což  zaručuje,  že  pomocník  se  uživateli 
i po znovunačtení stránky objeví opět na tom samém místě, kam ho posledně přesunul.
Poté se smažou všechny případné bubliny, které se v dokumentu nacházejí po předchozích 
volání  metody  jqhelper() a  v případě,  že byl  metodě  předán do parametru  text neprázdný 
textový řetězec, se bublina objeví s textem  uvnitř. Objevení bubliny a nastavení jejího vzhledu je 
komplikováno několika fakty. Pokud je v rámci  xml nadefinována možnost skrytí bubliny zavírací 
ikonou (element bubble_close má hodnotu icon), objeví se v pravém horním rohu bubliny tato 
ikonka (cesta k obrázku je v  xml uložena jako close_icon). Poté se je vytvořen objekt bubliny 
jako  element  div třídy  jqhbubble včetně  podobjektů  odpovídajících  objektovému  schématu 
bubliny (viz 5.1.2 Model „pomocníka“). Všem těmto elementům je třeba nastavit příslušný vzhled, 
pozici  a  rozměry.  Zatímco  všechny  parametry  rozměrů  jsou  uloženy  v  xml,  soubory  obrázků 
pro pozadí podobjektů bubliny jsou napevno uloženy na serveru, kam mohou být nahrány manuálně 
nebo automaticky pomocí skriptu jqhadmin.php.
Tabulka č. 3 – přehled podobjektů bubliny, jejich rozměrů a souborů s grafikou
podobjekt třída obrázek pozadí šířka výška
levý horní roh jqhbulc images/jqhelper/jquery-
helper-ulcorner.gif
šířka okraje bubliny + 
poloměr zakřivení rohů
šířka okraje bubliny + 
poloměr zakřivení rohů
horní okraj jqhbtop images/jqhelper/jquery-
helper-top.gif






šířka okraje bubliny + 
poloměr zakřivení rohů
šířka okraje bubliny + 
poloměr zakřivení rohů




šířka okraje bubliny + 
poloměr zakřivení rohů
dle obsahu bubliny




šířka okraje bubliny + 
poloměr zakřivení rohů
dle obsahu bubliny





šířka okraje bubliny + 
poloměr zakřivení rohů
výška ocasu + poloměr 
zakřivení bubliny
dolní okraj jqhbbottom images/jqhelper/jquery-
helper-bottom.gif





dle definované šířky 
ocasu






šířka okraje bubliny + 
poloměr zakřivení rohů
výška ocasu + poloměr 
zakřivení bubliny
Na závěr metody je potřeba nadefinovat chování bubliny, které se řídí dle elementů bubble_close 
a  bubble-vanish v  xml. Pokud je hodnota  bubble_close nastavena na  click, bublina se 
skryje (respektive vyřadí z DOM) po kliknutí uživatel kamkoliv na ni. Při hodnotě icon se bublina 
skryje  při  kliknutí  na  zavírací  ikonku,  která  v  rámci  DOM  disponuje  identifikátorem 
jqhb_close_icon.  V  rámci  nastavení  chování  bubliny  existuje  i  taková  možnost,  aby  se 
po uplynutí  určitého  časového  intervalu  bublina  skryla  sama  od  sebe.  Stane  se  tak,  obsahuje-li 
element  bubble_vanish v  XML  nastavení  hodnotu  interval,  číslená  hodnota  elementu 
ve vanish_interval pak v milisekundách udává časový úsek, který musí po zobrazení bubliny 
před jejím zmizením uplynout.
5.2.1 Realizace animace
Při návrhu pluginu bylo třeba řešit velké dilema, a to jakým způsobem realizovat animace figurky 
pomocníka.  Bohatá  paleta  sofistikovaných  nástrojů  poskytovaných  knihovnou  jQuery  (viz  3.4.2 
Vzhled  elementů)  představuje  výzvu,  jak  dosáhnout  požadovaného  rozpohybování  figurky 
pomocníka zcela pouze s pomocí o tuto knihovnu rozšířeného JavaScriptu. 
Kromě vyloučených možností čítajících integraci Flashe či různých obskurních video formátů 
či exotických dynamických prostředí pro web plných bezpečnostních děr přicházejí na mysl nápady 
jako  automaticky  se  nahrazující  obrázky  prostřednictvím  jakési  časovací  funkce.  Ačkoliv  práce 
s časem je v jQuery relativně jednoduchá (zejména  díky intutivní  metodě  delay()),  je  třeba si 
uvědomit,  že  rychlost  JavaScriptu  je  kriticky  závislá  na  implementaci  jeho  interpretu  v  rámci 
internetového prohlížeče.
V souvislosti s prudkým rozvojem mobilních technologií a samozřejmou snahou o maximální 
přístupnost a použitelnost výsledného webu používajícího plugin napříč celým spektrem veškerých 
potencionálních návštěvníků stránek využívajících stále větší množství rozdílných technologií je třeba 
realizovat animaci pomocníka optimálně a univerzálně tak, aby byla výsledná implementace z okruhu 
potencionálních uživatelů ideálně nikoho nevyřazovala.
Na  druhou  stranu  komplexní  rozhraní  umožňující  definici  vlastní  animace  kompozicí 
jednotlivých snímků by zvýšilo náročnost implementace a objem výsledného kódu několikanásobně 
a tento fakt by se nutně musel negativně promítnout do všech ostatních aspektů snažících se splnit 
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zadání práce. Nadměrná obsáhlost kódu pluginu, který musí být uživatelem stažen spolu se zbytkem 
stránky, pak navíc může druhotně zpomalovat práci uživatele.
Jednoduše prostým a zároveň univerzálně funkčním řešením je  využití  GIF animace.  Pro 
vytvoření  souboru  s  takovouto  animací  není  v  současnosti  potřebný  žádný  komerční  či  složitý 
software, postačí kupříkladu původně linuxový grafický editor GIMP, který je k dispozici zdarma 
i pro Windows. Bohužel v rámci jQuery není v současnosti jednoduše detekovatelný konec takovéto 
animace a proto je doporučeno v rámci pluginu používat neopakující se animace končící původní 
podobou pomocníka.
I  z  tohoto  důvodu  byla  v  konečné  verzi  pluginu  vypuštěná  možnost  závěrečné  animace 
pomocníka před jeho zmizením. Na druhou stranu je však logicky samozřejmé, že pokud si uživatel 
nepřeje být figurkou obtěžován a z toho důvodu ji schová, následující animace by ve velkém počtu 
případů mohla akorát vystupňovat uživatelovu nelibost, což byl možná konec konců jeden z důvodů 
celkového znechucení uživatelů nad Office Assistantem z dílny Microsoft Office.
5.3 Nastavení
Tato kapitola si klade za cíl seznámení s možnostmi nastavení parametrů pluginu jQuery Helper a se 
způsoby, jakými bylo dosaženo požadovaných cílů ohledně konfigurovatelnosti a přizpůsobitelnosti 
výsledného softwaru. Je rozdělena do několika sekcí podle třech hlavních aspektů, z jejichž hledisek 
je řešení požadované problematiky k dosažení cílené funkčnosti klíčové. 
První sekce se zabývá dynamickým formulářem pro interaktivní komunikaci s uživatelem, 
který umožňuje uživateli zadat a editovat data popisující vzhled a chování pomocníka  bubliny. Druhá 
z nich popisuje logickou strukturu XML souboru, do kterého jsou data nastavení ukládána. Poslední 
sekce charakterizuje vzájemnou interakci skriptů rozmístěných mezi klientem a serverem, export dat 
zadaných uživatelem (na straně klienta), jejich přenos po síti a ukládání na serveru.
5.3.1 Průvodce nastavením
Rozhraní pro nastavení parametrů pomocníka na straně serveru je generováno skriptem obsaženým 
v souboru  jqhadmin.php.  Po zadání  adresy tohoto souboru do internetového prohlížeče dojde 
k provedení skriptu a zobrazení dynamického formuláře určeného k interakci s uživatelem za účelem 
získání požadovaných parametrů pluginu, které má uživatel v úmyslu upravit. Podrobné rozebrání 
způsobu funkčnosti implementace PHP skriptu se nachází v kapitole 5.4 Serverová část.
Možnosti  nastavení  pluginu  pomocníka  jsou  rozvrženy do  tří  skupin.  Mezi  jednotlivými 
skupinami se lze přepínat pomocí záložek či karet, které se nacházejí v horní liště okna s nastavením. 
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Kliknutím na název jedné ze tří záložek se zbývající obsah okna dynamicky změní na formulářové 
prvky s parametry tvořící příslušnou oblast nastavení pluginu.  
V záložce  Chování lze nastavit vzhled bubliny,  který je tvořen jejími rozměry a barvami, 
dále přiřazení chování k události tvořené kliknutím pravým tlačítkem na figurku pomocníka, způsoby 
skrytí  figurky pomocníka a rovněž bubliny s textem nápovědy a na závěr možnost trvalého skrytí 
pomocníka uživatelem, povolení cookies a barvy kontextového menu, které se zobrazí, pokud je to 
nastaveno, po pravém kliknutí na figurku pomocníka.
V záložce Pomocníci je obsažen jakýsi manažer jednotlivých pomocníků. V rámci pluginu je 
umožněno definovat  několik  figurek pomocníků s  různým vzhledem,  koncový uživatel  pak získá 
možnost  mezi  jednotlivými  variantami  pomocníků přepínat  pomocí  kontextového menu.  Manažer 
nastavení pomocníků umožňuje přidat teoreticky neomezené množství  dalších pomocníků,  úpravu 
jejich  vlastností,  která  se  provede  nastavením  jména,  vzhledu,  animací  přiřazeným  k  daným 
událostem a odsazení bubliny od figurky pro každého zvlášť a v neposlední řadě také jejich mazání. 
Třetí záložka Náhled pak slouží již jen pro testování zobrazení pomocníka včetně bubliny a 
jejich chování.
Za  zmínku  stojí  plně  asynchronní  prostředí  rozhranní  pro  nastavení,  veškeré  interakce  s 
uživatelem se odehrávají na základě JavaScriptu. Po stažení HTML vygenerovaného PHP skriptem je 
pomocí  AJAXu stažen  obsah  souboru  jqhsettings.xml,  který  je  zpracován tak,  že  aktuální 
hodnoty parametrů nastavení  z  něj  vyextrahované se dosadí  jako uživatelem upravitelné  hodnoty 
příslušných formulářových prvků. Po kliknutí na „ULOŽIT NASTAVENÍ POMOCNÍKA“ jsou tyto 
hodnoty  opět  zpracovány  do  XML  datové  struktury,  která  je  poté  zaslána  skriptu 
jqhsavesettings.php,  který  ji  opět  uloží  jako  upravený  soubor  jqhsettings.xml 
na serveru.
5.3.1.1 Chování
V záložce Chování se nacházejí formulářové prvky umožňující obecné nastavení parametrů chování 
a vzhledu figurky a bubliny společně pro všechny pomocníky v systému. 
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Prostřednictvím tohoto interaktivního formuláře lze velice jednoduše a intuitivně nastavit  chování 
pluginu  při  situaci,  kdy  uživatel  klikne  na  figurku  pomocníka  pravým  tlačítkem  myši.  Pomocí 
přepínače lze zcela jednoznačně určit, zda dojde k zobrazení kontextového menu pomocníka, které 
umožňuje měnit variantu pomocníka, vyvolat „uživatelskou“ animaci (k jejíž vizualizaci dojde pouze 
v případě, pokud ji vyvolá samotný koncový uživatel právě prostřednictvím kontextového menu) či 
pomocníka  skrýt.  Pravému  tlačítku  myši  lze  v  tomto  případě  však  rovnou  přiřadit  funkci  skrytí 
pomocníka  či  beze  změny  zachovat  jeho  původní  implicitně  nastavenou  funkčnost  v  rámci 
konkrétního internetového prohlížeče.
Dále následují formulářové prvky sloužící pro nastavení barevné škály bubliny. Po kliknutí 
na  čtvereček  s  barvou  dojde  prostřednictvím  pluginu  Really  Simple  Color  Picker  k  vizualizaci 
jednoduchého dialogu pro výběr barvy z nabízené palety včetně ručního zadání jednotlivých složek 
požadované  barvy  v  klasickém  HTML  zápisu  tvořeném  křížkem  následovaným  hodnotami 
jednotlivých složek v šestnáctkové soustavě.
Následují formulářové prvky určené k zadání číslených hodnot rozměrů bubliny (viz tabulka 
č. 3 v kapitole 5.2 Zobrazení „pomocníka“). Rovnou při zadávání hodnot do těchto polí je prováděna 
kontrola,  zda  jsou  zapisované  znaky číslicemi.  Při  nastavování  těchto  parametrů  se  předpokládá 
funkčnost stávajícího nastavení pluginu a v případě zadání nepovoleného znaku se tento znak vůbec 
ve  formulářovém  poli  nezobrazí,  je  zavolána  metoda  jqhelper() a  zobrazí  se  pomocník 
oznamující uživateli závadnost jeho činnosti.
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Obrázek 9: Výřez jednoho ze snímků z manuálu k pluginu jQuery Helper
Mezi dalšími parametry nastavitelnými v rámci Chování je způsob, jakým samotný koncový 
uživatel bude moci bublinu zavřít např. v případech, kdy již dočetl text uvnitř bubliny, kdy bublina 
překáží při čtení zbylého obsahu stránky či v jiných situací, kdy si uživatel z nějakého důvodu přeje 
skrytí  komiksové  bubliny s  textem.  Existují  tři  možnosti  nastavení  této  záležitosti.  Buď uživateli 
manuální  skrytí  bubliny  prostě  nedovolíme  (bublinu  lze  i  tak  schovat  automaticky  po  uplynutí 
určitého časového intervalu – viz níže), nebo se bublina skryje po jakémkoliv kliku uživatele na ni 
a nebo lze bublině nastavit zavírací ikonku, která se objeví v jejím horním pravém rohu. Bublina se 
pak skryje  po kliknutí  na ikonku.  Jak bude ikonka vypadat  může  uživatel  určit  velice jednoduše 
kliknutím na ni ve formuláři s nastavením, dojde k objevení nového okna prohlížeče, který funguje 
jako jednoduchý manažer souborů nahraných na serveru. Po kliknutí na název souboru s obrázkem se 
manažer zavře a relativní adresa, na které se daný obrázek nachází, se uloží jako parametr zdroje 
obrázku zavírací ikonky ve formuláři. Vybraný obrázek se tedy dynamicky zobrazí na místě zavírací 
ikonky.  Prostřednictvím  souborového  manažeru  v  novém okně  však  kromě  výběru  obrázku  lze 
i obrázek nahrát na server z uživatelova počítače (podrobněji viz níže 4.3.1.2 Pomocníci).
Jak  bylo  výše  zmíněno,  lze  bublině  nastavit  i  automatické  zmizení  po  uplynutí  určitého 
časového intervalu. Buďto lze takovéto chování eliminovat a nastavit přepínače parametru „zmizení 
bubliny“  na „nikdy“,  nebo v opačném případě určit  číselnou hodnotu vyjadřující  časový interval 
v milisekundách,  který  musí  uplynout  před  automatickým  zmizením  bubliny.  Hodnota  tohoto 
parametru musí opět být celočíselná a je kontrolována stejným způsobem jako pole formulářových 
prvků určených k zadání rozměrů bubliny.
Mezi  poslední  vlastnosti  nastavitelnými  v  rámci  Chování  patří  možnost  trvalého  skrytí 
pomocníka uživatelem a povolení  cookies, obojí nastavitelné zatrhávacími políčky (tzv. „zatržítky“ 
neboli  check  boxes).  Při  povolení  „nezobrazovat  pomocníka skrytého  uživatelem“  se  pomocník 
v případě,  kdy  ho  sám  uživatel  skryl,  nebude  vůbec  zobrazovat  (kromě  výjimky  v  případě 
vynuceného zobrazení  pomocníka).  Pokud by přesto sám uživatel  chtěl  opět  pomocníka zobrazit, 
stačilo by mu vymazat cookies, do kterých se příznak skrytí ukládá.
V případě,  že  cookies nejsou povoleny,  pomocníka trvale  skrýt  nelze.  Současně s  tím je 
vyloučena možnost úvodní animace pomocníka, poněvadž bez možností cookies není v rámci pluginu 
implementována jiná možnost, jak poznat, že je pomocník zobrazován uživateli poprvé.
Úplně vespod  Chování se nachází  dvojice nastavení  barev (textu a pozadí)  kontextového 
menu  pomocníka.  Smysl  mají  tyto  pole pouze v případě,  kdy je  zobrazení  menu nastaveno jako 
ošetřující událost pravého kliku uživatelem na figurku pomocníka.
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5.3.1.2 Pomocníci
V  záložce  Pomocníci je  možno  přidávat  a  mazat  nové  pomocníky,  nastavovat  jejich  vzhled 
(konkrétní  animace  prováděné  při  specifických  událostech)  a  rovněž  míru  odsazení  (vzdálenost) 
bubliny od figurky individuálně pro každého pomocníka.
V rámečku pravo se v záložce  Pomocníci objeví seznam jednotlivých nadefinovaných  pomocníků. 
Kliknutím  na  tlačítko  pod  ním  lze  přidat  nového  pomocníka.  Kliknutím  přímo  na  položku 
reprezentujcí  pomocníka v tomto  seznamu se ve zbytku  stránky objeví  formulář  pro individuální 
nastavení  daného  pomocníka.  V  tomto  formuláři  se  rovněž  nachází  tlačítko  „smazat  tohoto 
pomocníka“. Kluiknutím na toto tlačítko se aktuálně vybraný pomocník smaže.
Reprezentace  jednotlivých  pomocníků je  realizována  jako  sada  objektů  v  rámci  DOM 
struktury. Jejich vytvoření či mazání je zajišťováno prostřednictvím metod append() a remove() 
z knihovny jQuery (viz 3.4.3 Struktura dokumentu).
Aby bylo možno uložit parametry nastavení pluginu do XML, kontroluje se, zda má každý 
pomocník definováno  jméno  a  „obrázek“  –  základní  nejčastěji  statickou  vizuální  reprezentaci 
pomocníka.  Všechny ostatní  animace  jsou nepovinné,  např.  „animace-start“,  která se  provede při 
prvním  zobrazení  pomocníka,  když  předtím  zobrazen  nebyl.  Dále  zde  lze  nastavit  „uživatelem 
vyvolanou  animaci“,  která  se  realizuje,  když  uživatel  vyvolá  kontextové  menu  a  vybere  v  něm 
položku „Animovat!“, a „animaci při objevení bubliny“, která se objeví v případě zobrazení bubliny 
vedle  pomocníka (nejčastěji  např.  pomocník s  hýbajícími  se  ústy  atp.).  Zbylé  položky  animací 
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Obrázek 10: Výřez dalšího ze snímků z manuálu k pluginu jQuery Helper
(„animace-exit“ a „náhodná animace“) bohužel nejsou v současné verzi pluginu funkční (jedná se 
pouze  o  prototypy  uživatelského  rozhraní),  nicméně  představující  nezanedbatelně  zajímavou 
možnost, co se týče perspektiv možného vývoje pluginu do budoucna.
Nastavení  animace  je  realizováno  co  nejjednodušší  a  uživatelsky  přívětivou  variantou. 
Po kliknutí na tlačítko „Vybrat...“ se javascriptovou metodou  window.open() otevře nové okno 
prohlížeče,  jehož obsah tvoří  výsledek vygenerovaný skriptem  jqhfileupload.php.  V rámci 
tohoto  nového  okna  se  lze  pohybovat  mezi  soubory  napříč  adresářovou  strukturou  na  serveru 
a dokonce nahrávat na server soubory s animacemi z uživatelova počítače (podrobněji k funkčnosti 
skriptu viz 5.4 Hlavní server). Po kliknutí na název souboru s animací se nové okno zavře a adresa 
vybraného souboru se dosadí do příslušného pole formuláře. Vybranou adresu nelze měnit jinak než 
buď opětovným kliknutím na „Vybrat...“ nebo ji případně celou smazat (a danou animaci tak pro 
konkrétního pomocníka zcela zrušit) kliknutím na tlačítko „Smazat“.
Jako soubor s animací je v rámci pluginu doporučeno používat neopakující se GIF animaci. 
Toto řešení bylo vybráno jako kompromis maximální funkčnosti a jednoduchosti pluginu (viz 5.2.1 
Realizace animace).
Kromě  nastavení  jména  a  animací  pomocníků  lze  pro  každého  z  nich  ještě  nastavit 
horizontální a vertikální vzdálenost (offset) pravého dolního rohu bubliny od levého horního rohu 
pomocníka (zadávané  hodnoty  do  těchto  formulářových  prvků  opět  musí  být  celá  čísla,  jejich 
zadávání je kontrolováno a při pokusu o zadání nečíselného znaku je zobrazeno upozorňující hlášení).
5.3.1.3 Náhled
V poslední záložce se nachází textové pole, do něhož lze zadat jakýkoliv textový obsah včetně HTML 
kódu.  Kliknutím  na  tlačítko  „náhled“  je  zavolána  metoda  jqhelper() s  hodnotou  parametru 
tvořenou  obsahem  získaným  z  uvedeného  textového  pole.  Je  tak  otevřena  možnost  testování 
zobrazerní pomocníka s libovolným obsahem bubliny. 
Aby bylo při zobrazení pomocníka aplikováno současně aktualizované nastavení, je třeba jej 
nejprve vyexportovat do XML (tlačítko „ULOŽ NASTAVENÍ POMOCNÍKA“) a poté je třeba celou 
stránku jqhadmin.php v prohlížeči obnovit. Je to z toho důvodu, že ačkoliv plugin asynchronně 
načítá XML ze serveru při každém zavolání metody jqhelper(), prohlížeče si tato data ukládají 
do pomocné paměti (cache) a změna v XML pak zůstane nereflektována. Ačkoliv existují metody jak 
tomuto ukládání do  cache zabránit, negativně by se to výsledně projevilo na znatelném zpomalení 
chování pluginu, což je nežádoucí.
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Tlačítko „vynucený náhled“ slouží k otestování vynuceného zobrazení pomocníka po tom, co 
ho samotný uživatel skryl (volá metodu jqhelper() s druhým parametrem options nastaveným 
na {'forcedDisplay': 'true'}).
5.3.2 Struktura XML
Soubor  jqhsettings.xml, který v sobě obsahuje hodnoty parametrů nastavení pluginu jQuery 
Helper, se skládá z kořenového elementu helpersettings, který v sobě obsahuje všechny ostatní 
značky.  Nastavení chování  pluginu při  pravém kliku na pomocníka je charakterizováno hodnotou 
elementu  right_btn.  Hodnota  menu  znamená  vyvolání  kontextového  menu,  hodnota  kill 
znamená schování pomocníka. Při zadání jiné hodnoty (např. none) není obsluha pravého kliku nijak 
alternována od implicitní funkčnosti v rámci prohlížeče. Elementy popísující barvy bubliny color-
text (barva textu uvnitř), color-border (barva rámečku) a color-bg (barva pozadí) obsahují 
hodnoty barevných složek (červená,  zelená a modrá)  v šestnáctkové soustavě lišící  se od HTML 
zápisu pouze v absenci křížku (#) před čísly, s kterýmžto znakem se mohou vyskytnout problémy při 
zpracovávání XML dat. Barvy obsahují rovněž elementy  color-menu (barva textu kontextového 
menu) a color-menubg (barva pozadí tohoto menu).
Elementy popisující rozměry bubliny obsahují hodnoty těchto rozměrů v pixelech. Jedná se 
o bubble_border_width (šířka okraje bubliny),  corner_radius (poloměr  zaoblení  rohů), 
bubble_tail_width (šířka  „ocasu“  bubliny),  bubble_tail_upper_width (šířka  kořene 
„ocasu“), a bubble_tail_height (výška ocasu). Výjimkou je element bubble_width (šířka 
bubliny),  jejíž hodnota může být zadána i v jiných CSS jednotkách. O jaké jednotky se jedná, je 
uloženo v hodnotě elementu bubble_width_units (kromě px to ještě mohou být % a em). 
Element  close_icon obsahuje  relativní  adresu  obrázku  zavírací  ikonky.  Element 
bubble_vanish vyjadřuje,  zda  se  bublina  automaticky  skryje  po  uplynutí  časového  intervalu 
(v případě zadání hodnoty interval). O jaký časový interval se jedná, vyjadřuje v milisekundách 
hodnota elementu vanish_interval.
Elementy user-hide a cookies mohou obsahovat hodnoty on nebo off, podle toho, zda 
je či není povoleno trvalé skrytí pomocníka uživatelem a cookies.
Následuje  popis  struktury  elementů  odpovídajících  jednotlivým  pomocníkům.  Každému 
pomocníkovi  odpovídá v XML jeden uzel  helper,  v jehož atributu  id se nachází  identifikátor 
pomocníka tvořený hodnotou helperX, kde X je nahrazeno pořadovým číslem počínaje od jedničky. 
Uvnitř  elementu  helper se  musí  nacházet  dva  povinné  atributy  pomocníků  –  jméno  (element 
51
name) a statická grafická reprezentace pomocníka. Všechny cesty k obrazovým datům jsou uloženy 
jako hodnoty uvnitř elementů  animation. O jakou animaci se jedná, je určeno v atributu tohoto 
elementu se jménem type. Jediná povinná animace je s  type="image", což reprezentuje právě 
základní grafickou reprezentaci figurky daného pomocníka. Dalšími nepovinnými typy animací jsou 
start (úvodní animace),  user (uživatelem vyvolaná animace) a  bubble (animace při objevení 
bubliny). 
Pro funkčnost pluginu je nutná fyzická přítomnost souboru jqhsettings.xml na serveru 





5.3.3 Přenos dat a XML export
Asynchronní přenos dat mezi  klientem a serverem probíhá z důvodu zjištění aktuálního nastavení 
parametrů pluginu uloženého ve formě XML na straně serveru, příp. z důvodu změny takovéhoto 
nastavení.
Stáhnutí souboru jqhsettings.xml, kde je nastavení uloženo, prostřednictvím AJAXu je 
inicializováno ve dvou případech: Za prvé pokaždé při volání hlavní metody pluginu jqhelper(), 
kdy  je  třeba,  aby  si  plugin  uvědomil,  kde,  kdy,  jak  a  zda  vůbec  zobrazit  figurku  pomocníka 
a komiksovou bublinu s textem nápovědy. Druhý případ nastává ihned po dokončení načtení stránky 
generované  v  rámci  skriptu  jqhadmin.php obsahující  interaktivní  formulář  pro  úpravu tohoto 
nastavení, kdy je třeba naplnit pole formulářových prvků aktuálními hodnotami, které uživatel může 
prostřednictvím  takto  realizovaného  rozhraní  upravit.  V  obou  případech  je  stažení  XML 
implementováno prostřednictvím metody ajax() a to zrovna přesně tak, jak je uvedeno v příkladě 
použití AJAXu v rámci jQuery v sekci této práce zabývající se popisem funkčnosti této knihovny (viz 
3.4.6 AJAX).
Na  druhou stranu zasílání  dat  na  server  probíhá  pouze v  případě,  kdy uživatel  aktualizuje 
parametry nastavení prostřednictvím rozhraní tvořeného interaktivním formulářem a potvrdí uložení 
tohoto nastavení kliknutím na tlačítko „ULOŽ NASTAVENÍ POMOCNÍKA“. K události vyvolané 
kliknutím na toto tlačítko je přiřazena opět metoda  ajax() avšak tentokráte s parametrem  type 
nastaveným na hodnotu  "POST". Cílový soubor tentokrát není samotný soubor s XML, ale skript 
jqhsavesettings.php,  kterému  se  v  rámci  adresy  pošlou  kromě  samotného  hotového 
a zakódovaného  XML rovněž  důležité  proměnné  určující  rozměry  a  barvy bubliny.  Skript  totiž 
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kromě zápisu do jqhsettings.xml rovněž generuje soubory s grafikou pro bublinu (ukládání viz 
5.4.2 Zápis XML a generování obrazových dat).
Export  hodnot  formulářových  polí  do  formátu  XML  zajišťuje  jQuery  skript  obsažený 
v souboru jqhadmin.php. Postup je realizován v rámci funkce přiřazené obsluze kliknutí uživatele 
na  tlačítko  s  identifikátorem  save_xml („ULOŽ  NASTAVENÍ  POMOCNÍKA“).  Nejprve  se 
pomocí  metody  css() změní  kurzor  myši  na  přesýpací  hodiny.  Následně  se  prověří  všechny 
formulářová  pole,  která  mohou  obsahovat  pouze  číslice  (třída  numbersonly).  Je-li  kterékoliv 
z nich prázdné, dosadí se jako jeho hodnota nula. Pak se ověří, zda mají všichni pomocníci určené 
jméno  a  obrázek.  Detekce  tohoto  jevu  odpovídá  prázdnému textovému řetězci  v  hodnotách  těch 
formulářových polí, jejichž identifikátor začíná na name nebo jejichž třída je animation-image. 
Pokud nastane, místo exportu dojde k zobrazení chybového hlášení.
V  opačném  případě  se  do  proměnné  xml uloží  počáteční  značka  kořenového  elementu 
helpersettings následována funkcí  each() pro každý  input a  select v DOM elementu 
s identifikátorem submenu1, který odpovídá záložce Chování. Pro všechny tyto formulářové prvky, 
v  případě  že  nejsou  tlačítky  a  nezatrženými  přepínači  (radio  button)  se  do  xml přidá  element 
se jménem odpovídajícím jménu (name) formulářového prvku a jeho hodnotou (získanou metodou 
val()). V případě, že jméno začíná na color, je vynechán první znak hodnoty (#). Rovněž se zde 
přidá obrázek zavírací ikonky, hodnota XML elementu je však určena dle atributu src obrázku.
Následuje  export  jednotlivých  pomocníků,  každému  z  nich  odpovídá  element  třídy 
helpersettings v dokumentu.  Sada všech těchto elementů je iterována opět  pomocí  metody 
each().  V těle  metody  je  pak  obsaženo  zpracování  konkrétního  pomocníka,  což  je  umožněno 
použitím  klíčového  slova  this odkazujícího  v  rámci  kontextu  na  aktuálně  zpracovávaného 
pomocníka. Je zjištěn identifikátor elementu a pro všechny formulářové prvky, které nejsou tlačítky, 
se  vytvoří  element  v  XML  s  odpovídajícím  jménem  a  hodnotou.  Výjimkou  jsou  zde  prvky 
s animacemi (u kterých název třídy začíná na animation), které jsou ukládány všechny jako XML 
element s názvem animation. Zbytek názvu jejich třídy za pomlčkou je uložen do atributu type 
XML elementu.
Kromě  přenosu  XML  a  dat  pro  vzhled  bubliny  jsou  pak  ze  serveru  stahovány  soubory 
s obrazovými daty potřebné pro zobrazení pomocníka a bubliny, což však již neprobíhá přes AJAX, 
ale klasicky přes HTTP. Vizualizační efekt je realizován přostřednictvím metody css() používané 
pro nastavení daných obrázků jako pozadí příslušným podobjektů bubliny a metody attr(), která 




Serverová  část  pluginu  jQuery  Helper  je  tvořena  třemi  soubory:  jqhadmin.php, 
jqhsavesettings.php a  jqhfileupload.php.  Soubory  jsou  potřebné  pro  uživatelsky 
přívětivé nastavení  parametrů pomocníka  a pro jeho výslednou funkčnost  není  jejich přítomnost 
na serveru povinná. Obsah této podkapitoly je tvořen popisem implementace právě těchto tří souborů.
Zatímco  v  rámci  jqhadmin.php je  implementováno  rozhraní  pro  nastavení  vlastností 
pluginu v rámci  dynamicky přizpůsobujícího se formuláře  (kombinace  HTML + jQuery),  soubor 
jqhsavesettings.php prostřednictvím  PHP  ukládá  jemu  zaslaná  XML  data  do  souboru 
s nastavením (jqhsettings.xml – viz 5.3.2 Struktura XML), soubor  jqhfileupload.php 
pak zajišťuje možnost  uživatelsky přívětivého zobrazení adresářů a některých souborů na serveru, 
získání jejich relativních adres a případně i jejich nahrání na server.
5.4.1 Formulář pro nastavení
Soubor jqhadmin.php vrcholně demonstruje sílu platformy JavaScriptu obohaceného o knihovnu 
jQuery.  Poněkud paradoxně  v  tomto  souboru není  obsažen  vůbec  žádný kód v PHP.  Po  stažení 
souboru  a  jeho  zobrazení  v  rámci  internetového prohlížeče  uživatele  probíhá  následně  absolutně 
veškerá komunikace se serverem asynchronně pomocí AJAXu. To zajistí usnadnění práce na straně 
uživatele z hlediska zaručené rychlosti i při pomalém či vysoce zatíženém připojení k internetu, kdy 
je komunikace se serverem omezena na naprosté funkční minimum.
Soubor obsahuje jak kód v CSS popisující vzhled prvků formuláře, tak kód v jQuery, který 
tímto vzhledem manipuluje a ošetřuje události vyvolané chováním uživatele při práci s rozhraním. 
Nakonec  je  zde  přítomna  i  kostra  HTML  naznačující  inicializovanou  podobu  stránky  před  její 
manipulací prostřednictvím jQuery.
V části  kaskádových stylů v souboru jqhadmin.php, která se nachází uvnitř značky  style 
v hlavičce souboru, je popsán zevrubný vzhled rozhraní pro nastavení, barva a typ písma a pozadí, 
vzhled a zarovnání seznamu pomocníků atp. Kromě toho je v CSS zahrnuto i nastavení zobrazení 
prvků v rámci pluginu Really Simple Color Picker použitého k realizace zobrazení dialogu barev 
a jejího výběru uživatelem.
V části jQuery skriptu lze nalézt deklaraci proměnných následovanou incializací prvků výše 
zmiňované  knihovny pro výběr  barev.  Dále  definovaná funkce  add_helper() připojí  v  rámci 
DOM  k  elementu  třídy  helper_selection pomocí  metody  append() položku  pomocníka 
do menu výběru. Parametrem funkce je pořadové číslo pomocníka (počínaje od 1). Dále k elementu 
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s identifikátorem submenu2 odpovídajícímu záložce  Pomocníci připojí formulář s poli pro určení 
jména,  výběr  animací  a  odsazení  bubliny  od  konkrétního  pomocníka.  Identifikátory  polí 
formulářových prvků mají jednoznačně definovanou strukturu tvořenou označením sémantiky prvku 
a číslem přidávaného pomocníka, což zjednodušuje zpracování jejich hodnot. Každý formulář zvlášť 
se nachází v elementu třídy  helper_settings. Ze všech elementů této třídy je vždy zobrazen 
maximálně jeden odpovídající příslušnému pomocníkovi vybranému v nabídce vlevo. 
Kromě toho je v rámci jQuery implementováno smazání pomocníka, které je realizováno jako 
odstranění elementů s příslušnými identifikátory z DOM (jedná se o elementy s identifikátorem hsX, 
který  tvoří  položku  ve  výběru  pomocníků,  a  helperX,  který  obsahuje  formulář  s  vlastnostmi 
pomocníka, kde X je nahrazeno pořadovým číslem pomocníka).
Následně je definována dynamická kontrola polí, do kterých mohou být zadávána pouze čísla 
(třída numbersonly). Funkce kontroly je volána po každém stisknutém znaku při aktuálním zápisu 
do formulářového pole. Pokud je stisknutá klávesa jiná než číslo, Escape, tabulátor nebo se jedná 
o pomlčku (mínus) jinde než na začátku pole, dojde k nucenému zobrazení pomocníka s chybovým 
hlášením.
Načtení adresy obrázku do pole formulářového prvku animace probíhá takovým způsobem, že 
pomocí  windows.open() otevřeno  nové  okno,  jehož  obsah  se  generuje  v  rámci  skriptu 
jqhfileupload.php (viz 5.4.3 Jednoduchý souborový manažer),  do jehož parametru  aid se 
předá identifikátor pole, do jehož hodnoty bude text obsahující adresu animace dosazen.
V souboru  pak  dále  následují  implementačně  ne  příliš  zajímavé  pasáže  ošetřující  hodnoty 
zatrhávacích tlačítek dle stavu zaškrtnutí, zobrazování a skrývání příslušných elementů umožňující 
přepínání  záložek  formuláře,  zobrazení  pomocníka  v  rámci  náhledu  a  rovněž  opětovné  otevření 
nového okna se souborovým manažerem v rámci výběru zavírací ikonky bubliny.
Pro  kliknutí  na  tlačítko  s  identifikátorem  save_xml je  provedeno  zpracování  hodnot 
formulářových prvků do XML formátu (viz 4.3.3 Přenos dat a XML export) a takto strukturovaná 
data jsou AJAXem zaslána skriptu  jqhsavesettings.php, aby je zapsal na server (viz 5.4.2 
Zápis XML a generování obrazových dat).
Konec jQuery kódu je tvořen stažením XML nastavení pomocí AJAXu a zpracováním těchto 
dat tak, že příslušné hodnoty jsou dosazeny do konkrétních formulářových polí v rámci dokumentu. 
Veškerý kód v JavaScriptu se samozřejmě provede až po kompletním načtení celého souboru, jehož 
zbytek je tvořen statickou kostrou formuláře pro nastavení v HTML. 
Úmysl byl původně takový, že přístup k formuláři bude z hlediska bezpečnosti chráněn heslem. 
To však kvůli  faktu,  že celá implementace rozhraní  pro nastavení  je  realizována prostřednictvím 
JavaScriptu,  nepředstavuje  dostatečnou  ochranu  před  bezpečnostním  rizikem,  zejména  kvůli 
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souborům jqhsavesettings.php, který do souboru jqhsettings.xml zapisuje nešifrovaná 
data zaslaná mu v parametru xml, a  jqhfileupload.php,  který umožňuje na server nahrávat 
soubory přímo z počítače uživatele.  Zběhlý kodér takto velice jednoduše využitím této slabiny může 
na server nahrát libovolný skript, což by mohlo vyústit  v katastrofální selhání bezpečnosti  celého 
serveru. Proto byla  zvolena taková možnost,  aby po dokončení  nastavení  pomocníka bylo možno 
provést bezpečnostní uzávěr a kliknutím na tlačítko „ZAMKNOUT NASTAVENÍ POMOCNÍKA“ 
tyto soubory ze serveru zcela smazat. V případě potřeby opětovné změny nastavení pomocníka není 
nic jednoduššího než původní soubor jqhsavesettings.php nahrát na server zpátky.
Používá-li se plugin pro stránky s vysokou citlivostí dat odpovídající např. bankám či ústavům 
veřejné správy, je doporučeno provést nastavení pluginu na zcela jiném serveru a na citlivé stránky 
pak  nahrát  již  jen  soubory  javascriptových  knihoven  (jquery.min.js,  jquery.ui.js 
a jquery.helper.js v adresáři  js), soubor jqhsettings.xml s nastavením, vygenerované 
obrázky  pro  bublinu  (v  adresáři  images/jqhelper)  a  případné  další  obrázky  použité  jako 
animace  pomocníků.  Vyloučenou  možností  není  ani  ruční  úprava  dat  XML  souboru 
a neautomatizované  vytvoření  souborů  pro  grafiku  bubliny,  které  však  musí  odpovídat  jménem 
i umístěním návrhu (viz tabulka č. 3 v kapitole 5.2 Zobrazení „pomocníka“) a rozměry parametrům 
určeným v  jqhsettings.xml (jinak hrozí  nedefinovaně chybné  zobrazování  bubliny).  I  když 
tento způsob není příliš uživatelsky přívětivý, je možné, že bude upřednostněn zejména zběhlejšími 
uživateli výpočetní techniky.
5.4.2 Zápis XML a generování obrazových dat
Zatímco soubor  jqhadmin.php transformuje data z hodnot polí  formulářových prvků do XML 
struktury,  zápis  této  struktury  do  souboru  jqhsettings.xml  probíhá  prostřednictvím  souboru 
jqhsavesettings.php. Následuje popis implementace tohoto skriptu.
Kvůli zachování podoby XML nastavení včetně všelijakých značek a apostrofů je nutné již 
v rámci  jQuery  skriptu  v  jqhadmin.php  tato  data  zakódovat  pomocí  javascriptové  funkce 
encodeURI(). Po náročném testování byl úspěšně zjištěn funkčně bezchybný protějšek této funkce 
v PHP, který dokáže získat text obsahující XML data zpět v identické podobě. Jedná se o funkci 
stripslashes(),  která  se  musí  použít  na  data  uložená v proměnné  xml,  jejíž  hodnota  byla 
získána pomocí  metody  $_GET().  Použitím této metody pro extrakci hodnoty proměnné se totiž 
v rámci  PHP zároveň automaticky aplikuje  funkce  urldecode().  Pro získání  původní  podoby 
XML pak již stačí odstranit přidaná zpětná lomítka výše zmíněnou funkcí. Následně dojde k otevření 
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souboru jqhsettings.xml pro čtení a nastavení příslušných práv, přepsání jeho obsahu hodnotou 
v proměnné xml a jeho uzavření.
Pomocí  $_GET() se  z  parametrů  zaslaných  skriptů  získají  všechny  požadované  hodnoty 
vyjadřující rozměry a barvy bubliny. Spočítají se příslušné rozměry, alokují barvy a jsou vytvořeny 
všechny obrázky nutné pro zobrazení bubliny. Oblé rohy a oblouk ocasu jsou vytvořeny pomocí PHP 
funkce  imagefilledarc(),  která  vykreslí  vyplněný  oblouk  podle  zadané  barvy  a  rozměrů. 
Drobnou  komplikovaností  je  alokace  barev  v  PHP,  která  vyžaduje  hodnoty  barevných  složek 
výsledné barvy v desítkové soustavě, čehož je docíleno konverzí příslušných částí řetězce tvořeného 
obdobou HTML zápisu barvy pomocí funkce base_covert().
Rohy  bubliny  jsou  vytvořeny  jednoduše  jako  průhledný  čtverec  naplněný  dvěma  oblouky 
se středem v rohu čtverce. Rozměry čtverce odpovídají tloušťce okraje bubliny sečtené s poloměrem 
zaoblení rohů. Náplň prvního oblouku má barvu okraje bubliny a jeho poloměr je tvořen délkou hrany 
celého obrázku. Druhý oblouk je vyplněn barvou pozadí bubliny a jeho poloměr odpovídá hodnotě 
poloměru zaoblení bubliny v XML. Následnou rotací o 90, 180 a 270 stupňů jsou vytvořeny obrázky 
pro pozadí všech čtyř rohů bubliny.
Následuje  poněkud  složitější  postup  pro  vygenerování  „ocasu“  bubliny.  Šířka  obrázku 
pro „ocas“ odpovídá šířce ocasu v XML. Jeho výška se však vypočítá jako součet výšky „ocasu“ v 
XML  a  poloměru  zaoblení  bubliny.  Obrázek  je  vyplněn  průhledností,  načež  horní  část  obrázku 
odpovídající  výškou poloměru  zaoblení  je  vyplněna  barvou pozadí  bubliny.  Následně  je  pomocí 
několika oblouků vykreslen samotný ocas.
Závěrem souboru je  generování  obrázků tvořících okraj  horní,  dolní,  pravé a  levé strany 
bubliny. To je velice jednoduše realizováno jako vygenerování dvou pruhů s barvami okraje a pozadí 
bubliny  s  příslušnými  šířkami  (odpovídajícícmi  poloměru  zakřivení  a  tloušťce  rámečku  bubliny) 
a jejich následnou rotací.
5.4.3 Jednoduchý souborový manažer
V rámci dosažení co nejvyšší úrovně uživatelské přívětivosti je součástí projektu rovněž jednoduchý 
prohlížeč  souborové  struktury  na  serveru,  který  umožňuje  procházet  mezi  složkami  na  serveru 
a zobrazuje v nich obsažené soubory typu GIF, které jsou pro používány pro realizace animací (viz 
5.2.1 Realizace animace). Kromě toho manažer disponuje možnostmi nahrávání GIF animací přímo 
z počítače  koncového  uživatele.  Implementace  manažera  se  nachází  v  souboru 
jqhfileupload.php.
Důležitým parametrem, který musí být skriptu předán pro zachování funkčnosti, je identifikátor 
formulářového prvku $aid, do hodnoty jehož pole má být uložena relativní adresa animace vybrané 
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prostřednictvím souborového manažeru.  Dalším důležitým parametrem je  $path,  který obsahuje 
cestu k aktuálnímu adresáři, jehož obsah má být zobrazen. V případě, že tento parametr není zadán, 
zobrazuje se kořenový adresář na serveru.
Následuje  vygenerování  jQuery  skriptu,  který  zajišťuje,  že  po  kliknutí  na  element  třídy 
choosethisfile se  okno  manažeru  uzavře  a  relativní  cesta  k  souboru  tvořena  konkatenací 
umístění  $path a  názvu souboru  tvořícího  HTML obsah  konkrétního  elementu  se  nahraje  jako 
hodnota (metodou  val()) či zdroj (v případě zavírací ikonky s identifikátorem close_icon se 
použije  nastavení  parametru  src  pomocí  metody  attr())  do  rodičovského  okna 
(window.opener).
Pokud je  nastaven  parametr  skriptu  action  na  hodnotu  upload,  dojde  k  nahrání  vybraného 
souboru prostřednictvím formuláře. Je povoleno pouze nahrávání GIF souborů, tento fakt však tvoří 
lehce upravitelnou podmínku jednoduše a rychle přizpůsobitelnou případným požadavkům uživatele 
pluginu. Pokud soubor již existuje, je automaticky přepsán.
Dále pak dojde k zobrazení obsahu aktuálního adresáře za pomocí PHP funkce scandir(). 
Její použití je nutné, chceme-li zobrazit položky přítomné na serveru podle abecedy. Kromě toho se 
zvlášť nejprve zobrazují  adresáře a poté soubory.  Ikonky adresáře a souboru jsou reprezentovány 
soubory file.png a folder.png v implicitním adresáři images/jqhelper.
Názvy adresářů fungují  jako odkazy na identický skript  s  příslušně pozměněnou  hodnotou 
atributu  path.  Názvy souborů se nacházejí  v elementech třídy  choosethisfile,  požadovaná 
funkčnost  po  kliknutí  na  ně  je  realizována  již  zmíněným PHP skriptem vygenerovaným jQuery 
kódem (viz výše). Konec souboru je tvořen formulářem pro výběr souboru z uživatelova počítače.
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6 Závěr 
Uživatelská příjemnost je velice žádaným, avšak obtížně měřitelným rysem každého informačního 
systému.  Při  návrhu  prvků  pro  zlepšení  uživatelské  přívětivosti  je  třeba  se  vyvarovat  takových 
postupů, jejichž výsledky v konečné míře srozumitelnost komunikace a efektivnost práce uživatele 
se systémem naopak snižují. Při návrhu prostředků pro zjednodušení práce se systémem je proto třeba 
dbát  na  dostatečnou  škálu  konfigurovatelnosti.  Jedním z  možných  způsobů  realizace  takovéhoto 
prvku je modul poskytující rozhraní pro vizualizaci nápovědy typu pomocník.
Při  návrhu  univerzálního  modulu  zobrazujícího  nápovědu  je  míra  konfigurovatelnosti 
klíčovým aspektem k jeho integraci do informačního systému. Pro reálný efekt zvýšení uživatelské 
přívětivosti je však důležitá pečlivá analýza koncových uživatelů, zejména odborného stupně jejich 
znalosti  práce  s  informačním  systémem.  Na  základě  této  analýzy  by  mělo  být  provedeno  další 
přizpůsobení chování modulu odpovídající úrovni konkrétního uživatele. Možnost tohoto nastavení 
by měla rovněž patřit mezi dispozice modulu. Dodržení tohoto požadavku by mělo v dostatečné míře 
reflektovat subjektivní složku, kterou hodnocení uživatelské přívětivosti vždy obsahuje.
Použitím  moderních  knihoven  lze  dosáhnout  požadovaného  efektu  dynamické  animace 
v internetovém prohlížeči bez zbytečně nadměrného množství kódu. Práce demonstruje způsoby, jak 
velice efektivně manipulovat s jakýmikoliv vlastnostmi kterýchkoliv prvků objektově uspořádaných 
podle standardu DOM.
Při návrhu implementace praktické části práce byly brány v potaz všechny tyto požadavky 
včetně prakticky ověřených vlivů nasazení pomocníka do systému (svého času v Microsoft Office) 
na jeho výslednou uživatelskou přívětivost.
Původní zadání práce bylo rozšířeno a upřesněno tak, aby se z něj dala sestavit vize tvořená 
neformálními požadavky na výsledný software. Na jejich základě pak byly vytvořeny modely tvořící 
případy užití, objektovou strukturu pomocníka a další formální diagramy, na jejichž základě mohla 
proběhnout úspěšná implementace modulu.
Nasazení modulu bylo úspěšně testováno na několika odlišných serverech prostřednictvím 
celé řady internetových prohlížečů v různých operačních systémech. Na základě překvapivých rozdílů 
v chování mezi  prohlížeči pak byly odladěny všechny zjištěné chyby a anomálie.  Poslední z nich 
(špatné  vykreslování  elementů  odstraněných  z  DOM  v  Opeře  10.0)  byla  eliminována  v  nově 
vypuštěné verzi  prohlížeče.  Výsledný software  tak splňuje všechny požadavky,  které  na něj  jsou 
kladeny.
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Knihovna  jQuery  poskytuje  svým přístupem v  současnosti  jednotný  standard  pro  skripty 
dynamicky oživující  dokument  na straně uživatele a jejím prostřednictvím lze realizovat i  daleko 
komplexnější a rozsáhlejší projekty, zejména díky jednoduchému a efektivnímu rozhraní pro využití 
technologie  AJAX,  jejíž  stále  rozsáhlejší  nasazování  představuje  trend  ve  vývoji  internetových 
aplikací. Široké možnosti jejího využití v rámci vizualizačních technik se zde do budoucna otevírají 
např. procedurálnímu texturování či spolupráci s grafickou platformou WebGL.
Budoucí vývoj modulu  pomocníka zůstává otevřen, samotná struktura kódu je koncipována 
s ohledem na jeho maximální  srozumitelnost  a přizpůsobitelnost.  Jednoduše lze  dodefinovat  další 
parametry  umožňující  vyvolání  specifické  animace  či  konkrétního  pomocníka na  zadaných 
souřadnicích.  Teoreticky  by  šel  modul  upravit  i  tak,  aby mohl  zobrazoval  více  různých  figurek 
najednou a vizualizovat dialog mezi nimi.
Co týče oblasti dynamické vizualizace na straně klienta z vědeckého hlediska a uživatelské 
přívětivosti technických aplikací obecně je zde pole výzkumu téměř neprobádáno a široce otevřeno, 
jak dokazuje nízký počet publikací zabývajících se danou problematikou v poslední době [7], jejich 
velice specifické zaměření [8] či případná absence technického hlediska.
Výsledky výzkumu jsou komplexně shrnuty v závěru práce. Dané téma však rozhodně stojí 
za  důkladnější  a  širší  zpracování,  které  by  mohlo  přinést  další  zajímavé  informace,  případně
navrhnout  další  řešení  některých  překážek.  Tato  práce  by  pak  mohla  posloužit  jako
přínosný podklad, úvodní nebo pomocný materiál. 
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6.1.1 Manuál k instalaci a provozu pluginu jQuery Helper
6.1.2 Zdrojové kódy pluginu jQuery Helper
6.1.3 CD s digitální verzí práce, včetně manuálu a zdrojových kódů
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6.1.2 Zdrojové kódy pluginu jQuery Helper
a) jQuery.helper.js
/*****************************************************************************/
/*                                                                           */
/*        Uživatelsky příjemná animovaná komunikace se systémem OLAP         */
/*             Jaroslav Kupčík (xkupci03), Diplomová práce 2011              */
/*                             FIT VUT v Brně                                */
/*                                                                           */
/*****************************************************************************/
(function( $ ){
$.jqhelper = function(text, options) {
var himage,xml,exp_date,cookies,jqhhidden;
var animation = new Array();
var jqhelper = new Array();
// cookie functions from http://www.elated.com/articles/javascript-and-cookies/
function setCookie(name, value)
{
  var cookie_string=name+"="+escape(value);
  cookie_string+="; expires="+exp_date;
  document.cookie=cookie_string;
} 
function getCookie ( cookie_name )
{
  var results = document.cookie.match ( '(^|;) ?' + cookie_name + '=([^;]*)(;|$)' );
  if ( results ) return ( unescape ( results[2] ) );




   if (cookies=="on")
   {
     setCookie("helperHidden",'true');
     setCookie("startAnimation",'true'); 
   }
   $("#jqhelper").remove();
   $(".jqhbubble").remove();




  var pos = $("#jqhelper").offset();
  var height=$(".jqhbubble").height(); 
  var width=$(".jqhbubble").width();
  //show the menu directly over the placeholder
  $(".jqhbubble").css( { "left": (pos.left - width+parseInt(x)) + "px", "top": (pos.top-
height+parseInt(y)) + "px" } ).css("height",height + "px");  
}
 
function writeCookies()  
{
  if (cookies=="on")
  { 
    setCookie("posX",$("#jqhelper").css("left"));
    setCookie("posY",$("#jqhelper").css("top"));  
    setCookie("helperID",$("#jqhelper").attr("name"));
    //setCookie("helperHidden",'true');
  }  
}
  var settings = {
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      'forcedDisplay'    : 'false',
      'location'         : 'top',
      'background-color' : 'blue'
    };
  $.extend( settings, options );
  var right_button="kill";
  var bubble_width="30%"; 
  var bubble_border="20";
  var bubble_radius="15";
  var bubble_vanish="interval";
  var vanish_interval="5000"; 
  var bubble_close="click";
  var bubble_tail_width="50";
  var bubble_tail_upper_width="30";
  var bubble_tail_height="50";
  var bg_color,text_color; 
  var posX=getCookie("posX");
  var posY=getCookie("posY");
  var bubbleOffsetX=0;
  var bubbleOffsetY=0;
  var jqhhidden=getCookie("helperHidden");
  if (jqhhidden==null) jqhhidden='false';
  var helperID=getCookie("helperID");         //alert(helperID);
  cookies="off";
  $.ajax({
    type: "GET",
  url: "jqhsettings.xml",
  dataType: "xml",
  success: function(xml) 
    { // nacteni parametru z xml
      right_button=$(xml).find("right_btn").text();
      bubble_width=$(xml).find("bubble_width").text()+$
(xml).find("bubble_width_units").text();
      bubble_border=$(xml).find("bubble_border_width").text();
      bubble_radius=$(xml).find("corner_radius").text();  
      bubble_vanish=$(xml).find("bubble_vanish").text(); 
      bubble_close=$(xml).find("bubble_close").text(); 
      vanish_interval=$(xml).find("vanish_interval").text(); 
      bubble_tail_width=$(xml).find("bubble_tail_width").text(); 
      bubble_tail_upper_width=$(xml).find("bubble_tail_upper_width").text(); 
      bubble_tail_height=$(xml).find("bubble_tail_height").text();
      bg_color=$(xml).find("color-bg").text();
      text_color=$(xml).find("color-text").text(); 
      menu_color=$(xml).find("color-menu").text();
      menubg_color=$(xml).find("color-menubg").text(); 
      cookies=$(xml).find("cookies").text();
      if (helperID==null || helperID=="undefined")
        helperID=$(xml).find("helper").attr("id");
      //alert($(xml).find("helper[id='"+helperID+"']").find("name").text()); 
      bubbleOffsetX=$
(xml).find("helper[id='"+helperID+"']").find("vertical_bubble_shift").text();
      bubbleOffsetY=$
(xml).find("helper[id='"+helperID+"']").find("horizontal_bubble_shift").text();
      //alert(bubbleOffsetX+", "+bubbleOffsetY);
      if($(xml).find("helper[id='"+helperID+"']").next().length == 0) 
      {
        jqhelper["nextName"]=$(xml).find("helper").first().find("name").text();
        jqhelper["nextID"]=$(xml).find("helper").first().attr("id");
      }  
      else
      {
        jqhelper["nextName"]=$
(xml).find("helper[id='"+helperID+"']").next().find("name").text();
        jqhelper["nextID"]=$(xml).find("helper[id='"+helperID+"']").next().attr("id");
      } 
      if ($(xml).find("helper").length == 0) //if helper not found in xml
        alert("Chybějící specifikace pomocníka v souboru jqhsettings.xml!");
      else         
      { 
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        if (jqhhidden=='true' && $(xml).find("user-hide").text()=="on")//if hidden & user-
hide 
        { 
          if (settings["forcedDisplay"]=='true')
          {
            jqhhidden='false';
            if (cookies=="on") setCookie("helperHidden",'false');
          }
        }                                         
        if (jqhhidden=='false' || $(xml).find("user-hide").text()!="on")//if hidden & user-
hide 
        {
          if (cookies=="on") setCookie("helperHidden","false"); 
          var himagesrc=$
(xml).find("helper[id='"+helperID+"']").find("animation[type='image']").text();
          var startAnimation=getCookie("startAnimation");
          if (startAnimation==null || startAnimation=="undefined") startAnimation=='true';
          if (cookies=="on" && startAnimation=='true') // if user-hide start animation TODO 
cookies, start only at first appearance, not every refresh
          {
            if ($
(xml).find("helper[id='"+helperID+"']").find("animation[type='start']").text()!="")
              himagesrc=$
(xml).find("helper[id='"+helperID+"']").find("animation[type='start']").text();
            setCookie("startAnimation",'false');              
          }  
          else if (text.length>0 && $
(xml).find("helper[id='"+helperID+"']").find("animation[type='bubble']").text()!="")
            himagesrc=$
(xml).find("helper[id='"+helperID+"']").find("animation[type='bubble']").text();        
         
          $("#jqhelper").remove();
            
          if (jqhhidden=='false' || $(xml).find("user-hide").text()!="on") // if not hidden 
by user (first apperanace) or not allowed user-hide then append helper
          {
            himage = $('<img 
/>').attr("src",himagesrc).attr("id","jqhelper").attr("name",helperID);
            $("body").append(himage);
            himage.css("position","fixed");
            if (posX==null || posY==null) himage.css("right","2em").css("bottom","2em");
            else himage.css("top",posY).css("left", posX);  
            himage.css("z-index","200").draggable();
            himage.bind("contextmenu", function(e){ 
              if (right_button=="kill")
              {
                e.preventDefault(); 
                jqhelperHide();            
              }
              else if (right_button=="menu")
              {
                e.preventDefault(); 
                $(".jqhbmenu").remove();
                $("body").append('<div class="jqhbmenu">'+
                  '<div class="jqhbmchange">Změnit pomocníka: '+jqhelper["nextName"]
+'</div>'+
                  '<div class="jqhbmanimate">Animovat!</div>'+
                   '<div class="jqhbmexit">Skrýt pomocníka</div>'+
                 '</div>');
                $(".jqhbmenu").css("z-index","300").css("border","1px solid 
#"+menu_color).css("width","20em");
                $(".jqhbmenu div").css("color","#"+menu_color).css("background-
color","#"+menubg_color).css("padding","0.2em").css("cursor","pointer");
                $(".jqhbmenu div").mouseover(function(){$(this).css("background-
color","#"+menu_color).css("color","#"+menubg_color)});
                $(".jqhbmenu div").mouseout(function(){$
(this).css("color","#"+menu_color).css("background-color","#"+menubg_color)});
                $(".jqhbmenu").offset({ top: e.pageY-$(".jqhbmenu").height(), left: e.pageX-$
(".jqhbmenu").width() });
                //$(".jqhbmenu").mouseout(function(e){if($.contains(this, e.relatedTarget) == 
false) {$(".jqhbmenu").remove();}});
                $(".jqhbmenu").mouseleave(function(e){$(".jqhbmenu").remove();});
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                $(".jqhbmenu div").click(function(){$(".jqhbmenu").hide()});
                $(".jqhbmchange").click(function() {
                  helperID=jqhelper["nextID"];
                  setCookie("helperID",helperID);
                  $.jqhelper("Ahoj, já jsem "+$
(xml).find("helper[id='"+helperID+"']").find("name").text());
                });
                $(".jqhbmanimate").click(function(){
                  //alert("hell"); 
                  if ($
(xml).find("helper[id='"+helperID+"']").find("animation[type='user']").text()!="")
                    $("#jqhelper").attr("src",$
(xml).find("helper[id='"+helperID+"']").find("animation[type='user']").text());
                }); 
                $(".jqhbmexit").click(function(){jqhelperHide();});             
              }
            });
            himage.bind("drag", function(event, ui) {
              jqhelperBubbleReplace(bubbleOffsetX,bubbleOffsetY);
              writeCookies();
            });
          }   
          $(".jqhbubble").remove();
          if (text.length>0)
          {
            if (bubble_close=="icon")
            {
              var close_icon=$(xml).find("close_icon").text(); 
              text="<img alt=\"X\" id=\"jqhb_close_icon\" src=\""+close_icon+"\">"+text;
            }
            var border=parseInt(bubble_radius)+parseInt(bubble_border); // výška a šířka 
horního a bočních elementů bubliny     
            var bborder=+parseInt(bubble_tail_height)+parseInt(bubble_radius); // výška 
spodních elementů bubliny      
            $("body").append('<div class="jqhbubble">'+
              '<div class="jqhburc">&nbsp;</div><div class="jqhbulc">&nbsp;</div><div 
class="jqhbtop">&nbsp;</div>'+
               '<div class="jqhbleft"><div class="jqhbright"><div 
class="jqhbcenter">'+text+'</div></div></div>'+
               '<div class="jqhbdrc">&nbsp;</div><div class="jqhbtail">&nbsp;</div><div 
class="jqhbdlc">&nbsp;</div><div class="jqhbbottom">&nbsp;</div>'+
             '</div>');
            $(".jqhbubble .jqhburc").css("background-image","url('images/jqhelper/jquery-
helper-urcorner.gif')").css("float","right");
            $(".jqhbubble .jqhbulc").css("background-image","url('images/jqhelper/jquery-
helper-ulcorner.gif')").css("float","left");
            $(".jqhbubble .jqhbdrc").css("background-image","url('images/jqhelper/jquery-
helper-drcorner.gif')").css("float","right");
            $(".jqhbubble .jqhbdlc").css("background-image","url('images/jqhelper/jquery-
helper-dlcorner.gif')").css("float","left");




            $(".jqhbubble .jqhburc,.jqhbubble .jqhbulc").each(function(){$
(this).css("width",border+"px").css("height",border+"px");});
            $(".jqhbubble .jqhbdrc,.jqhbubble .jqhbdlc").each(function(){$
(this).css("width",border+"px").css("height",bborder+"px").css("background-repeat","no-
repeat");});
            $(".jqhbubble .jqhbtop").css("background","transparent 
url('images/jqhelper/jquery-helper-top.gif') top left repeat-x 
scroll").css("height",border+"px");
            $(".jqhbubble .jqhbbottom").css("background","transparent 
url('images/jqhelper/jquery-helper-bottom.gif') top left repeat-x 
scroll").css("height",bborder+"px");
            $(".jqhbubble .jqhbleft").css("background","#"+bg_color+" 
url('images/jqhelper/jquery-helper-left.gif') top left repeat-y scroll");
            $(".jqhbubble .jqhbright").css("background","transparent 
url('images/jqhelper/jquery-helper-right.gif') top right repeat-y 
scroll").css("color","#"+text_color);
            $(".jqhbubble .jqhbcenter").css("margin","0em "+(parseInt(bubble_border)
+5)+"px"); //  nastaveni marginu textu v bubline 
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            $(".jqhbubble").css("position", "fixed");
            $(".jqhbubble").css("width", bubble_width);
            $(".jqhbubble").css("z-index","200");
            $(".jqhbubble .jqhbtop").css("width",($(".jqhbubble").width()-
2*border)).css("margin-left",border); 
            $(".jqhbubble .jqhbbottom").css("width",($(".jqhbubble").width()-2*border-
parseInt(bubble_tail_width))).css("margin-left",border); 
            jqhelperBubbleReplace(bubbleOffsetX,bubbleOffsetY);
            $("#jqhelper").load(function()
{jqhelperBubbleReplace(bubbleOffsetX,bubbleOffsetY); return false;});
            if (bubble_close=="click")
              $(".jqhbubble").click(function(event){$("#main_menu li").fadeOut("slow");}); // 
zavreni bubliny i fadeout viz xml settings)
            if (bubble_close=="icon")
            {
              $("#jqhb_close_icon").css("cursor","pointer").css("float","right");
              $("#jqhb_close_icon").click(function(){
                $(".jqhbubble").remove();
              });
            }
            if (bubble_vanish=="interval")  
            {
              $(".jqhbubble").delay(parseInt(vanish_interval)).fadeOut("slow");
            }
          }  
        }
      }      
    },
    error: function()
    { // nacteni defaultnich parametru?
      alert("Chybějící nebo poškozený soubor jqhsettings.xml!");             
    }




   //himage = $('<img />').attr("src","images/jqhelper/dice-
start.gif").attr("id","#jqhelper"); 
  var current_date = new Date;
  var exp_y = current_date.getFullYear ( );
  var exp_m = current_date.getMonth ( )+1;
  var exp_d = current_date.getDate ( );




/*                                                                           */
/*                   Konec souboru jquery.helper.js                          */






/*                                                                           */
/*        Uživatelsky příjemná animovaná komunikace se systémem OLAP         */
/*             Jaroslav Kupčík (xkupci03), Diplomová práce 2011              */
/*                             FIT VUT v Brně                                */
/*                                                                           */
/*****************************************************************************/
 header("Content-Type: text/html; charset=UTF-8");?>
<!DOCTYPE html 
     PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
    "http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="cs" lang="cs">
<head>
  <title>
  jQuery Helper - Nastavení
  </title>
  <meta name="Description" content="Nastavení parametru pomocníka pro plugin 
jquery.helper.js" />
  <meta name="Keywords" content="jquery, helper, pomocník, nastavení" />
  <meta name="Author" content="Jaroslav Kupčík (Jaroslav Kupcik) 
xkupci03@stud.fit.vutbr.cz"/>
  <meta http-equiv="Content-Type" content="text/html; charset=utf-8"/>
  <style type="text/css">
    body { margin: 0.5em; padding: 0.5em; background-color:Khaki; color:black; font-family: 
verdana, sans-serif;}
    /* #settings {display:none;} */ /* odkomentovat */
    #pwd, .subset {display:none;} /* přepsat pwd na settings */    
    #main_menu { margin: 0em; padding: 0em; border-bottom: 0.3em solid green;}
    #main_menu li {display:inline-block; _display:inline; margin: 1em 1em 0em 1em; padding: 
0.5em 1em; border: 1px solid black; }
    .submenu {float: left; border: 1px solid black; margin: 0.5em; padding: 0.5em;}
    table td, img {vertical-align: middle;}
    #main_menu li {cursor:pointer;}
    #settings {text-align:center;}
    .subset {margin: 1em auto; text-align: left; width: 90%;}
    .helper_selection li {cursor:pointer;}
    .helper_selection li:hover {text-decoration: underline;}
    .helper_settings {display: none;}
    .numbersonly {width: 3em;}
    .err {text-align: center;}
     /* CSS pro color picker */
    .color_picker {height: 16px;width: 16px;padding: 0 !important;border: 1px solid 
#ccc;background: url(arrow.gif) no-repeat top right;cursor: pointer;line-height: 16px;}
    #color_selector {width: 110px;position: absolute;border: 1px solid #598FEF;background-
color: #EFEFEF;padding: 2px;}
    #color_custom {width: 100%; float:left }
    #color_custom label {font-size: 95%; color: #2F2F2F; margin: 5px 2px; width: 25%}
    #color_custom input {margin: 5px 2px; padding: 0; font-size: 95%; border: 1px solid #000; 
width: 65%; }
    .color_swatch {height: 12px;width: 12px;border: 1px solid #000;margin: 2px;float: 
left;cursor: pointer;line-height: 12px;}
    
  </style> 
  
  <script type="text/javascript" src="js/jquery.min.js"></script>
  <script type="text/javascript" src="js/jquery.ui.js"></script>
  <script type="text/javascript" src="js/jquery.helper.js"></script>
  <script type="text/javascript" src="js/jquery.colorPicker.js"></script>  
    
  <script type="text/javascript">
  
  var xml,i;
  var selected_helper;
  var new_id,old_id;
  var w;
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  $(function() {    
   //use this method to add new colors to pallete
   //$.fn.colorPicker.addColors(['000', '000', 'fff', 'fff']);
   
   $('#color-text').colorPicker();
   $('#color-bg').colorPicker();
   $('#color-border').colorPicker();
   $('#color-menu').colorPicker();
   $('#color-menubg').colorPicker();  
  });  
  
  $(document).ready(function(){
    function addHelper(new_id)
    {
      $(".helper_selection").append("<li class=\"helperselect\" id=\"hs"+new_id+"\">pomocník 
"+new_id+"</li>");      
      $("#submenu2").append('<div class="helper_settings" id="helper'+new_id+'">'+
      '<table>'+
      '<tr><td>jméno</td><td><input type="text" name="name" id="name"'+new_id+'/></td></tr>'+
      '<tr><td>obrázek</td><td><input type="text" name="a'+new_id+'image" 
id="a'+new_id+'image" class="animation-image"/><input class="addanimation" type="button" 
value="Vybrat..." name="aa'+new_id+'image" id="aa'+new_id+'image"/></td></tr>'+
      '<tr><td>animace-start</td><td><input type="text" name="a'+new_id+'start" 
id="a'+new_id+'start" class="animation-start"/><input class="addanimation" type="button" 
value="Vybrat..." name="aa'+new_id+'start" id="aa'+new_id+'start"/><input 
class="deleteanimation" type="button" value="Smazat" name="da'+new_id+'start" 
id="da'+new_id+'start"/></td></tr>'+
      '<tr><td>animace-exit</td><td><input type="text" name="a'+new_id+'exit" 
id="a'+new_id+'exit" class="animation-exit"/><input class="addanimation" type="button" 
value="Vybrat..." name="aa'+new_id+'exit" id="aa'+new_id+'exit"/><input 
class="deleteanimation" type="button" value="Smazat" name="da'+new_id+'exit" 
id="da'+new_id+'exit"/></td></tr>'+
      '<tr><td>náhodná animace</td><td><input type="text" name="a'+new_id+'random" 
id="a'+new_id+'random" class="animation-random"/><input class="addanimation" type="button" 
value="Vybrat..." name="aa'+new_id+'random" id="aa'+new_id+'random"/><input 
class="deleteanimation" type="button" value="Smazat" name="da'+new_id+'random" 
id="da'+new_id+'random"/></td></tr>'+
      '<tr><td>perioda náhodné animace</td><td><input type="text" class="numbersonly" 
id="random_animation_period" name="random_animation_period" value="4"/> s</td></tr>'+
      '<tr><td>uživatelem vyvolaná animace</td><td><input type="text" name="a'+new_id+'user" 
id="a'+new_id+'user" class="animation-user"/><input class="addanimation" type="button" 
value="Vybrat..." name="aa'+new_id+'user" id="aa'+new_id+'user"/><input 
class="deleteanimation" type="button" value="Smazat" name="da'+new_id+'user" 
id="da'+new_id+'user"/></td></tr>'+
      '<tr><td>animace při objevení bubliny</td><td><input type="text" 
name="a'+new_id+'bubble" id="a'+new_id+'bubble" class="animation-bubble"/><input 
class="addanimation" type="button" value="Vybrat..." name="aa'+new_id+'bubble" 
id="aa'+new_id+'bubble"/><input class="deleteanimation" type="button" value="Smazat" 
name="da'+new_id+'bubble" id="da'+new_id+'bubble"/></td></tr>'+
      '<tr><td rowspan="2">odsazení bubliny</td><td>vertikálně:<input type="text" 
class="numbersonly" id="vertical_bubble_shift" name="vertical_bubble_shift" value="0"/> 
px</td></tr>'+
      '<td>horizontálně:<input type="text" class="numbersonly" 
id="horizontal_bubble_shift'+new_id+'" name="horizontal_bubble_shift" value="0"/> 
px</td></tr>'+
      '<tr><td><input type="button" value="Smazat tohoto pomocníka" class="delete_helper" 
id="dh'+new_id+'"/></td><td></td></tr>'+
      '</table>'+
      '</div>');
      $(".helperselect").click(function(){  // výběr pomocníka
        $(".helperselect").css("font-weight","normal");
        $(this).css("font-weight","bold");
        $(".helper_settings").css("display","none");
        selected_helper=$(this).attr("id").substring(2);
        $("#helper"+selected_helper).css("display","block");
      }); 
      $(".delete_helper").click(function(){ // smazání pomocníka
        var deleting=parseInt($(this).attr("id").substring(2));
        $("#hs"+deleting).remove();
        $("#helper"+deleting).remove();      
      });
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      $("input").each(function() { if ($(this).attr("class").substring(0,9)=="animation") $
(this).attr('readonly', true); });  // animace nelze měnit ručně
      $(".numbersonly").keypress(function(event){  // kontrola čísel
        w=event.which;
        if ((w < 48 || w > 57) && w!=0 && w!=8)  // není to cislo, esc, ani tab
        if (w!=45 || ($(this).attr("name")!="vertical_bubble_shift" && $(this).attr("name")!
="horizontal_bubble_shift"))       
        {
          event.preventDefault();
          $.jqhelper("Prosím, zde pište pouze číslice.",{'forcedDisplay':'true'});
        }
        else if (w==45 && $(this).val()!="")
        {
          event.preventDefault();
          $.jqhelper("Mínus se může nacházet pouze na začátku.",{'forcedDisplay':'true'});
        }
      });
      $(".addanimation").click(function(){  // načtení adresy souboru s animací
        $.jqhelper(""); 
        window.open('./jqhfileupload.php?aid='+$
(this).attr("id").substring(1),'Vybrat','width=600,height=620');      
      });
      $(".deleteanimation").click(function(){  // smazání animace
        $("#"+$(this).attr("id").substring(1)).val("");      
      });
      
      //znefunkčnění zatím neimplementovaných typů animací 
      $(".addanimation[name$='exit'], .addanimation[name$='random'], 
#random_animation_period").attr('disabled',true);
    };
    
    $('input[type="checkbox"]').bind('click',function() {  // nastavení hodnot zatržítek
      if($(this).is(':checked'))
        $(this).val("on");
      else
        $(this).val("off");
    });
    $("textarea").css("width","100%").css("height","10em");
    
    $("#main_menu li").mouseover(function(event){$(this).css("text-decoration", 
"underline");});
    $("#main_menu li").mouseout(function(event){$(this).css("text-decoration", "none");});
    $("#main_menu li").click(function(event){  // ošetření navigace v hl. menu
      var i=$(this).index()+2;
      $(".subset").css("display","none");
      $(".subset:nth-child("+i+")").css("display","block");
      $("#main_menu li").css("background-color","transparent").css("border","1px solid 
black");
      $(this).css("background-color","#C0C48A").css("border","0.2em solid green");
    });
    $("#view_helper").click(function(event){ // kliknutí na náhled
      $.jqhelper($("textarea").val());
    });
    $("#view_helper_force").click(function(event){ // kliknutí na vynucený náhled
      $.jqhelper($("textarea").val(),{'forcedDisplay':'true'});
    });
    
    $('input[name="bubble_vanish"]').eq(0).click(function(){$
("#vanish_interval").attr("disabled","disabled");});
    $('input[name="bubble_vanish"]').eq(1).click(function(){$
("#vanish_interval").removeAttr("disabled"); });
    
    $("#close_icon").click(function(){
        $.jqhelper(""); 
        window.open('./jqhfileupload.php?aid=close_icon','Vybrat','width=600,height=620'); 
    });
    
    $("#save_xml").click(function(){  // XML export
      $("body").css("cursor","wait");
      $(".numbersonly").each(function(){
        if ($(this).val()=="")
          $(this).val(0);
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      });
      i=0;
      $("input[id^='name'], .animation-image").each(function() {if ($(this).val()=="") i+
+; });
      if (i>0)
        alert("Každý pomocník musí mít určeno jméno a obrázek!");
      else if (parseInt($("#bubble_tail_upper_width").val())>=parseInt($
("#bubble_tail_width").val())) // TODO kontrola pomeru ostatnich parametru
        alert("Šířka kořene ocasu bubliny musí být MENŠÍ než celková šířka ocasu!");
      else
      {
       xml="<helpersettings>";
       $("#submenu1 input, #submenu1 select").each(function() { // text a checkbox FUNGUJE!!!
         if ($(this).attr("type")!="button" && ($(this).attr("type")!="radio" || $
(this).attr("checked")))
         {
           xml+="<"+$(this).attr("name")+">";
           if ($(this).attr("name").substr(0,5)=="color")
             xml+=$(this).val().substring(1);
           else
             xml+=$(this).val();
           xml+="</"+$(this).attr("name")+">\n";
           if ($(this).attr("name")=="bubble_close")
             xml+="<close_icon>"+$("#close_icon").attr("src")+"</close_icon>";
         } 
       });
       $(".helper_settings").each(function() {  
         i=$(this).attr("id");
         xml+='<helper id="'+i+'">\n';
         $("#"+i+" input, #"+i+" select").each(function(){
           if ($(this).attr("type")!="button" && ($(this).attr("type")!="radio" || $
(this).attr("checked"))) 
           {
              if ($(this).attr("class").substr(0,9)=="animation")
              {
                if ($(this).val()!="")
                  xml+="<animation type=\""+$(this).attr("class").split("-")[1]+"\">"+$
(this).val()+"</animation>\n";              
              }
              else
              {
                xml+="<"+$(this).attr("name")+">"+$(this).val()+"</"+$(this).attr("name")
+">\n";
              }
           }
         });
         xml+='</helper>\n';
       });
       xml+='</helpersettings>\n';
       //alert(xml);    
       
       var r=$("#corner_radius").val();              // polomer zakriveni rohu
       var bth=$("#bubble_tail_height").val();       // vyska ocasu bubliny
       var btuw=$("#bubble_tail_upper_width").val(); // sirka korene ocasu
       var btw=$("#bubble_tail_width").val();        // sirka ocasu
       var lth=$("#bubble_border_width").val();      // tlouska okraje bubliny 
      
       var color_border=$("#color-border").val().substring(1);
       var color_bg=$("#color-bg").val().substring(1);       
       
       //alert("jqhsavesettings.php?
r="+r+"&bth="+bth+"&btuw="+btuw+"&btw="+btw+"&lth="+lth+"&cbr="+color_border+"&cbg="+color_bg
);
       //alert("jqhsavesettings.php?
r="+r+"&bth="+bth+"&btuw="+btuw+"&btw="+btw+"&lth="+lth+"&cbr="+color_border+"&cbg="+color_bg
+"&xml="+xml);
       
       $.ajax({
         type: "POST",




         success: function(){
           // export obrazkovych dat pro bublinu
           $("body").css("cursor","default");
           alert("Nastavení uloženo!");
         },
         error: function() {$("body").css("cursor","default"); alert("Chyba...!");}
       });
       
      
      //$.post("/collect.cgi", { 'data': formxml }, function (data){ });
      }
    });
    $("#lock_xml").click(function(){
      $.ajax({
         type: "POST",
         url: "jqhsavesettings.php?lock=delete",
         success: function(){
           // export obrazkovych dat pro bublinu
           $("body").css("cursor","default");
           alert("Nastavení bylo zamknuto! Pro odemknutí nahrejte zpět soubory 
jqhsavesettings.php a jqhfileupload.php.");
         },
         error: function() {$("body").css("cursor","default"); alert("Chyba...!");}
       });
    });
    $("#add_helper").click(function(){ // pridani noveho pomocnika      
      new_id=0;
      $(".helperselect").each(function(){                
        old_id=parseInt($(this).attr("id").substring(2));
        if (old_id>new_id)
          new_id=old_id;
      });
      new_id++;
      addHelper(new_id);
    });
    
    // nacteni nastaveni z jqhsettings.xml
    $.ajax({                
      type: "GET",
    url: "jqhsettings.xml",
    dataType: "xml",
    success: function(xml) 
      {
        // prepsani parametru hodnotami z xml
        $('input[type="radio"]').attr("checked",false);
        $('input[type="radio"]').each(function(){
          $(xml).find($(this).attr("name")).text()
          if ($(this).val()==$(xml).find($(this).attr("name")).text())
            $(this).attr("checked",true); 
          //$('input[type="radio"][value="'+$(xml).find($(this).attr("name")).text()
+'"]').attr("checked",true);          
        });        
        $('input[type="text"],input[type="checkbox"]').each(function(){
          $(this).val($(xml).find($(this).attr("name")).text());
          if ($(this).attr("id").substring(0,5)=="color")
            $(this).val("#"+$(this).val()).change();          
        });
        $('input[type="checkbox"]').each(function(){
          if ($(this).val()=="on")
            $(this).attr("checked",true);
        });
        $("#bubble_width_units option[value='"+$(xml).find("bubble_width_units").text()
+"']").attr("selected",true);
        $("#close_icon").attr("src",$(xml).find("close_icon").text());
        // vytvoreni helperu
        new_id=0;        
        $(xml).find('helper').each(function(){
          new_id++;
          addHelper(new_id);
          $("#helper"+new_id+' input[name="name"]').val($(this).find('name').text());
          $("#helper"+new_id+' input[name="vertical_bubble_shift"]').val($
(this).find('vertical_bubble_shift').text());
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          $("#vertical_bubble_shift_units"+new_id+' option[value="'+$
(this).find("vertical_bubble_shift_units").text()+'"]').attr("selected",true);
          $("#helper"+new_id+' input[name="horizontal_bubble_shift"]').val($
(this).find('horizontal_bubble_shift').text()); 
          $("#horizontal_bubble_shift_units"+new_id+' option[value="'+$
(this).find("horizontal_bubble_shift_units").text()+'"]').attr("selected",true);
          $("#helper"+new_id+' input[name="random_animation_period"]').val($
(this).find('random_animation_period').text());
          $(this).find('animation').each(function(){
            $("#helper"+new_id+' input[class="animation-'+$(this).attr("type")+'"]').val($
(this).text()); 
          });    
        });
      },
      error: function() {$("body").prepend("<div class=\"err\">Nenalezen soubor 
jqhsettings.xml!</div>");}
    });
    $.jqhelper("Vítejte v NASTAVENÍ JQUERY HELPERA!<br/>Pokračujte výběrem některé ze tří 
možností v menu nahoře.");
  });
  </script>
    
</head>
<body>
<div id="pwd"> <!--nastavení, případně ověření hesla-->
<h2>Vaše heslo pro nastavení programu jQuery Helper nebylo určeno! Prosím, z bezpečnostních 
důvodů nastavte své heslo nebo smažte soubor jqhadmin.php!</h2>
<form id="pwdform">
<table>
<tr><td>Vaše heslo:</td><td><input type="password" id="pwd1input"/></td></tr>
<tr id="pwd_control"><td>Ověření hesla:</td><td><input type="password" 
id="pwd2input"/></td></tr>












 <div class="subset" id="submenu1">
 <table>
 <tr><td>pravé tlačítko</td><td><input type="radio" name="right_btn" value="menu"/>vyvolá 
menu<br/>
                                <input type="radio" name="right_btn" value="kill" 
checked="checked"/>zavře pomocníka<br/>
                                <input type="radio" name="right_btn" value="none"/>bude 
fungovat normálně<br/></td></tr>
<tr><td><label for="color-text">barva textu</label></td><td><input id="color-text" 
type="text" id="color-text" name="color-text" value="#333399" /></td></tr>
<tr><td><label for="color-border">barva okraje bubliny</label></td><td><input id="color-
border" type="text" id="color-border" name="color-border" value="#FF0000" /></td></tr>
<tr><td><label for="color-bg">barva pozadí bubliny</label></td><td><input id="color-bg" 
type="text" id="color-bg" name="color-bg" value="#99cc00" /></td></tr>
 <tr><td>šířka okraje bubliny</td><td><input type="text" class="numbersonly" 
id="bubble_border_width" name="bubble_border_width" value="15"/> px</td></tr>
 <tr><td>šířka bubliny</td><td><input type="text" class="numbersonly" id="bubble_width" 
name="bubble_width" value="30"/>
   <select name="bubble_width_units" id="bubble_width_units">
     <option selected="selected" value="%">%</option>
     <option value="px">px</option>
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     <option value="em">em</option>
   </select></td></tr>
 <tr><td>poloměr zakřivení rohů</td><td><input type="text" class="numbersonly" 
id="corner_radius" name="corner_radius" value="15"/> px</td></tr>
 <tr><td>šířka ocasu bubliny</td><td><input type="text" class="numbersonly" 
id="bubble_tail_width" name="bubble_tail_width" value="50"/> px</td></tr>
 <tr><td>šířka kořene ocasu</td><td><input type="text" class="numbersonly" 
id="bubble_tail_upper_width" name="bubble_tail_upper_width" value="30"/> px</td></tr>
 <tr><td>výška ocasu bubliny</td><td><input type="text" class="numbersonly" 
id="bubble_tail_height" name="bubble_tail_height" value="50"/> px</td></tr>
 <tr><td>zavření bubliny</td><td><input type="radio" name="bubble_close" 
value="none"/>nijak<br/>
                                 <input type="radio" name="bubble_close" value="click" 
checked="checked"/>klikem na bublinu<br/>
                                 <input type="radio" name="bubble_close" value="icon"/>klikem 
na <img alt="ukázka zavírací ikonky" id="close_icon" 
src="images/jqhelper/hnusnex.jpg"/><br/></td></tr>
 <tr><td>zmizení bubliny</td><td><input type="radio" name="bubble_vanish" 
value="none"/>nikdy<br/>
                                 <input type="radio" name="bubble_vanish" value="interval" 
checked="checked"/>po 
                                 <input type="text" class="numbersonly" id="vanish_interval" 
name="vanish_interval" value="5000"/> ms</td></tr>
 <tr><td>nezobrazovat pomocníka skrytého uživatelem</td><td><input type="checkbox" id="user-
hide" name="user-hide" value="off"/> </td></tr>
 <tr><td>povolit cookies</td><td><input type="checkbox" id="cookies" name="cookies" 
value="off"/> </td></tr>
 <tr><td><label for="color-menu">barva menu</label></td><td><input id="color-menu" 
type="text" id="color-menu" name="color-menu" value="#FFFFFF" /></td></tr>
 <tr><td><label for="color-menubg">barva pozadí menu</label></td><td><input id="color-menubg" 




 <div class="subset" id="submenu2">
  <div class="submenu">
   <ul class="helper_selection">
   </ul>
   <input type="button" value="Přidat nového pomocníka" id="add_helper"/>
  </div> 
 </div>
 
 <div class="subset" id="submenu3">
 náhled<br/>
 napište zkušební obsah bubliny<br/>
 <textarea></textarea><br/>
 <input type="button" value="náhled" id="view_helper"/><br/>




 <input type="button" value="ULOŽIT NASTAVENÍ POMOCNÍKA" id="save_xml"/><br />










/*                                                                           */
/*        Uživatelsky příjemná animovaná komunikace se systémem OLAP         */
/*             Jaroslav Kupčík (xkupci03), Diplomová práce 2011              */
/*                             FIT VUT v Brně                                */
/*                                                                           */
/*****************************************************************************/







    $xml=stripslashes($_GET["xml"]);
    $myFile = "jqhsettings.xml";
    $fh = fopen($myFile, 'w') or die("can't open file");
    fwrite($fh, $xml);
    fclose($fh);
    chmod($myFile, 0777);  // octal; correct value of mode




chmod('./images/jqhelper', 0777);  
 
$r=$_GET["r"];       // polomer zakriveni rohu
$bth=$_GET["bth"];   // vyska ocasu bubliny
$btuw=$_GET["btuw"]; // sirka korene ocasu
$btw=$_GET["btw"];   // sirka ocasu
$lth=$_GET["lth"];   // tlouska okraje bubliny
$cbr=$_GET["cbr"];   // barva pozadi
$cbg=$_GET["cbg"];   // barva ramecku
   
  $dim=$r+$lth; 
  
  //alokace barev a vytvoření rohů
   
  $im = imagecreatetruecolor($dim,$dim);
  $pruhlednost = imagecolorallocate($im, 1, 2, 3);
  imagefilledrectangle($im,0,0,$dim,$dim,$pruhlednost);
  $ramecek = 
imagecolorallocate($im,base_convert(substr($cbr,0,2),16,10),base_convert(substr($cbr,2,2),16,
10),base_convert(substr($cbr,4,2),16,10));
  $pozadi = 
imagecolorallocate($im,base_convert(substr($cbg,0,2),16,10),base_convert(substr($cbg,2,2),16,
10),base_convert(substr($cbg,4,2),16,10));
  imagefilledarc($im, $dim,$dim,2*$dim,2*$dim,180,270, $ramecek, IMG_ARC_PIE);
  imagefilledarc($im, $dim,$dim,2*$r,2*$r,180,270, $pozadi, IMG_ARC_PIE);
  imagecolortransparent($im,$pruhlednost);
  // flush image









  chmod('./images/jqhelper/jquery-helper-ulcorner.gif', 0777);
  imagegif($im2,'./images/jqhelper/jquery-helper-dlcorner.gif');
  chmod('./images/jqhelper/jquery-helper-dlcorner.gif', 0777);
  imagegif($im3,'./images/jqhelper/jquery-helper-drcorner.gif');
  chmod('./images/jqhelper/jquery-helper-drcorner.gif', 0777);
  imagegif($im4,'./images/jqhelper/jquery-helper-urcorner.gif');
79







  // nakreslenĂ "ocasu" bubliny
  
  $im5 = imagecreatetruecolor($btw,$bth+$r);
  imagefilledrectangle($im5,0,0,$btw, $bth+$r,$pruhlednost);
  imagefilledrectangle($im5,0,0,$btw, $r,$pozadi);
  imagesetthickness ( $im5, $lth );
  imageline( $im5, 0, $r+$lth/2, $btw, $r+$lth/2, $ramecek);
  imagesetthickness ( $im5, 0 );
  imagefilledarc($im5, $btw,$r,2*$btw,2*$bth,90,180, $ramecek, IMG_ARC_PIE);
  imagefilledarc($im5, $btw,$r,2*($btw-$lth),2*($bth-$lth),90,180,$pozadi, IMG_ARC_PIE);
  imagefilledarc($im5, $btw,$r,2*($btw-$btuw),2*$bth,90,180,$ramecek, IMG_ARC_PIE);
  imagefilledarc($im5, $btw,$r,2*($btw-$btuw-$lth),2*($bth),90,180,$pruhlednost, 
IMG_ARC_PIE);
  imagesetthickness ( $im5, $lth );
  imageline( $im5, $btuw+$lth, $r+$lth/2, $btw, $r+$lth/2,$ramecek);
  imagecolortransparent($im5,$pruhlednost);
  imagegif($im5,'./images/jqhelper/jquery-helper-tail.gif');
  chmod('./images/jqhelper/jquery-helper-tail.gif', 0777);
  imagedestroy($im5);
  




  imagesetthickness ($border, $lth);
  imageline($border, 0, $lth/2, $lth+$r, $lth/2, $ramecek);
  imagegif($border,'./images/jqhelper/jquery-helper-top.gif');
  chmod('./images/jqhelper/jquery-helper-top.gif', 0777);
  $border=imagerotate($border,90,$pruhlednost);
  imagegif($border,'./images/jqhelper/jquery-helper-left.gif');
  chmod('./images/jqhelper/jquery-helper-left.gif', 0777); 
  $border=imagerotate($border,90,$pruhlednost);
  imagegif($border,'./images/jqhelper/jquery-helper-bottom.gif');
  chmod('./images/jqhelper/jquery-helper-bottom.gif', 0777); 
  $border=imagerotate($border,90,$pruhlednost);
  imagegif($border,'./images/jqhelper/jquery-helper-right.gif');




/*                                                                           */
/*                   Konec souboru jqhsavesettings.js                        */







/*                                                                           */
/*        Uživatelsky příjemná animovaná komunikace se systémem OLAP         */
/*             Jaroslav Kupčík (xkupci03), Diplomová práce 2011              */
/*                             FIT VUT v Brně                                */
/*                                                                           */
/*****************************************************************************/
 header("Content-Type: text/html; charset=UTF-8");?>
<!DOCTYPE html 
     PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
    "http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">





  if ($aid=="close_icon") echo "jQuery Helper - Výběr a nahrání ikonky pro uzavření bubliny";
  else echo "jQuery Helper - Výběr a nahrání animace";
?>
  </title>
  <meta name="Description" content="Nastavení animace pomocníka pro plugin 
jquery.helper.js" />
  <meta name="Keywords" content="jquery, helper, pomocník, nastavení" />
  <meta name="Author" content="Jaroslav Kupčík (Jaroslav Kupcik) 
xkupci03@stud.fit.vutbr.cz"/>
  <meta http-equiv="Content-Type" content="text/html; charset=utf-8"/>
  <style type="text/css">
  img {vertical-align: middle;}
  body {background-color: Khaki;}
  .choosethisfile {color: blue; text-decoration: underline; cursor: pointer;}
  .files {border: 1px solid black; margin: 0.5em; padding: 0.5em; background-color: white; 
width: 500px; height: 480px; overflow: auto;}
  </style> 
  
  <script type="text/javascript" src="js/jquery.min.js"></script>





  if ($aid=="close_icon") echo "<h3>Vyberte nebo nahrejte ikonku:</h3>";




  if (substr($path,-2)=="..")
  {
    $pole=explode("/",$path);
    unset($pole[count($pole)-1]);
    unset($pole[count($pole)-1]);




  $path="."; 
echo'
  <script type="text/javascript">
  $(document).ready(function(){ 







else      
 echo 'window.opener.$("#'.$aid.'").val("'.substr($path,2).$lomitko.'"+$(this).html());';
echo '
      window.close();
    });
  });
  </script>  
';
if (isset($_GET['action']) && $_GET['action']=="upload")
{
  $cesta=($_POST['cesta']);
  $soubor_name = ($_FILES["upload"]["name"]);
  $soubor = ($_FILES["upload"]["tmp_name"]);
if ($soubor_name!="")
{
  if ($_FILES["upload"]["error"] <= 0)
  {
    $souborexistuje=false;
    if (file_exists($cesta."/".$_FILES['upload']['name']))
      $souborexistuje=true;
    if ($_FILES["upload"]["type"] != "image/gif")
      echo "Je povoleno pouze nahrávání GIF souborů.";
    else // Pokud soubor je GIF, script se provede
    { 
      $cil = $cesta . "/" .$_FILES['upload']['name']; // $cil je adresář, kde se má soubor 
uploadovat a taky název souboru.
      $nazev_souboru = $_FILES['upload']['tmp_name']; // Zjistí dočastné umístění souboru
      $copy = move_uploaded_file($soubor, $cil) // zkopíruje soubor z dočastného umístění do 
cílového souboru a složky
        or die ("Přenesený soubor nelze zkopírovat"); // A pokud se nepovede, tak vypíše tuto 
hlášku
      chmod ($cil, 0777); // Ještě na soubor vyhodíme funkci chmod, která změní jeho práva na 
maximum
      if($copy == true)  // Pokud se kopírování provede úspěšně
      {  
        if ($souborexistuje)
          echo ("Soubor byl přepsán.\n<br>");
        else
          echo ("Soubor byl úspěšně nahrán na server.\n<br>");
      }
      else
        echo "Soubor nemohl být nahrán.\nPočet chyb: " . $_FILES['file']['error'];






echo '<div class="files">';//.$path." ".$pocetpolozek;  
if ($filelist==false)
  echo ("Tento adresář neexistuje!<br/>\n");
else
{
  if ($path!=".")
    echo ("<div><img src=\"images/jqhelper/folder.png\" alt=\"dir\"/> <a 
href=\"jqhfileupload.php?aid=$aid&path=$path/..\">..</a></div>\n");
  
  for ($i=2;$i<$pocetpolozek;$i++)
   if (is_dir($path."/".$filelist[$i]))
    echo ("<div><img src=\"images/jqhelper/folder.png\" alt=\"dir\"/> <a 
href=\"jqhfileupload.php?aid=$aid&path=$path/$filelist[$i]\">$filelist[$i]</a></div>\n");
    
  for ($i=2;$i<$pocetpolozek;$i++)
    if (!is_dir($path."/".$filelist[$i]))
82
      if (substr($filelist[$i],-3)=="gif" ||substr($filelist[$i],-3)=="GIF")





<form action="jqhfileupload.php?aid='.$aid.'&path='.$path.'&action=upload" method="post" 
enctype="multipart/form-data">
Nahrát soubor: <input type="file" name="upload" value="Nahrát GIF"/><input type="submit" 
value="Nahrát"/>



























  <helper id="helper1">
    <name>Pan Kostka</name>
    <animation type="image">images/jqhelper/dice0.gif</animation>
    <animation type="start">images/jqhelper/dice-start.gif</animation>
    <random_animation_period>0</random_animation_period>
    <animation type="user">images/jqhelper/dice-slice.gif</animation>
    <animation type="bubble">images/jqhelper/dice-blink.gif</animation>
    <vertical_bubble_shift>0</vertical_bubble_shift>
    <horizontal_bubble_shift>0</horizontal_bubble_shift>
  </helper>
  <helper id="helper2">
    <name>Ručička</name>
    <animation type="image">images/jqhelper/handy.gif</animation>
    <random_animation_period>4</random_animation_period>
    <animation type="user">images/jqhelper/handy-talkin.gif</animation>
    <animation type="bubble">images/jqhelper/handy-talkin.gif</animation>
    <vertical_bubble_shift>0</vertical_bubble_shift>
    <horizontal_bubble_shift>0</horizontal_bubble_shift>
  </helper>
  <helper id="helper3">
    <name>Marvin</name>
    <animation type="image">images/jqhelper/marvin.gif</animation>
    <random_animation_period>4</random_animation_period>
    <vertical_bubble_shift>0</vertical_bubble_shift>
    <horizontal_bubble_shift>0</horizontal_bubble_shift>
  </helper>
  </helpersettings>
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