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1 はじめに
総合情報処理センター
嶋田健司
ken-sim~net.nagasaki-u.ac.jp 
今年の一月より総合情報処理センターに勤務することになりました嶋田と申します.以前仕事でた
づさわっていましたデータベース関連の話で、苦しめられた落とし穴の話を少しご紹介しようと思い
ます。
最近、「電子化jという言葉とともに今まで書類ベースで記録されてきた情報を電子媒体に保存し、
有効に活用しようとする動きが企業だけでなく、そういったものに今まで縁のなかった個人や商店な
どでも行われるようになってきました。データベースという言葉も、一部のエンジニアや企業だけの
ものではなくなってきました。
しかし、そのデータベース自体の設計に目を向けると、意外にお粗末なものがまかり通っている
ことがあります。今回、個人レベル(住所録、趣味のコレクション管理など)の物から、企業レベル
(顧客管理や社員の給与管理)の物まで、データベース設計の落とし穴のいくつかを紹介します。
2 データベースの基礎
最初はデータベース自体の基礎について少しお話します。言葉の説明なので、皆さんがご存知の
データベースである「電話帳Jを例にします。まず、データの塊(今回の例では電話帳)自体を“テー
ブル"と呼ぴます。次に、電話帳に載っている各行(データ)を“レコード"と呼び、各列 (1電話
番号J1氏名J1住所jなど)を“フィールド"と呼びます。
そして、「ある条件(値)で検索することで、検索対象のレコードを一意に特定できるフィールドJ
を特に“キーフィールド"または“主キー"と言います。(電話帳の場合、主キーは電話番号です)一
般にテーブルは主キーさえ重ならなければ同じような値がいくら存在しても、複数レコード持つこと
ができます。(電話帳で言えば、同じ家で 2回線引いていればそれぞれの番号がレコードとして登録
されます)主キー以外に検索条件を与えても、必ずしも lレコードを特定できるとは限りません。ま
た、キーフィールドは複数フィールドあってもかまいません。その場合は、一意のレコードを検索す
るために、(原則として)すべての主キーに検索条件を与えてやる必要があります。複数の主キーのう
ち一つでも重複しないものがあればそのレコードは存在できるからです。例えばプロ野球選手の名鑑
を作った場合、お気に入りの球団だけのテーブルなら背番号のみで管理できます。しかし、全球団の
選手を登録するようなテープ、ルの拡張を行った場合、主キーとして所属球団と背番号を用意します。
当然、ある選手(レコード)を特定するには背番号、所属球団のどちらかだけの指定では特定できま
せんので、前出の 2フィールドの両方を主キーとし、どちらにも検索条件を与えてやる必要がありま
す。(最近の例では、巨人に入団した江藤選手と長島監督の背番号が重なり、どちらかが背番号の変
更を余儀なくされました。データベース的に言えば“キ一重複が発生した"と言う表現をします。)た
だし、意図的に複数の主キーを独立させる手法もあります。その場合は無視しても良い主キーがある
場合もあります。
最後に、複数のテーブルを「関係付けるJ(今のところイメージは湧きにくいと思いますが)事を
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‘リレーションを張る"もしくは“リンクを張る"と言います。これは、複数のテーブル間で情報を
共有できるように配慮する手法です。非常に簡単ではありますが、これから出てくる話の理解にはこ
のくらいで十分なのです。逆に言うと、これら基礎中の基礎の言葉しか知らなくても理解できる程度
の問題が、データベース設計の落とし穴として存在します。
3 落とし穴の実例
用語を理解していただいた上で、一般的なデータベース管理ソフトなどを使った時に発生する落と
し穴を挙げていきます。
3.1 主キーの設定ミス
これはほとんど説明が必要ないと思います。誰でも直感的に理解できるでしょう。ある人が友人の
住所録(テーブル)を作成したとします。その時、主キーとして「氏名」を設定してしまうと、同姓
同名の友人がいた場合に困ります。一意に個人(レコード)を特定できなくなってしまいます。他の
フィールド(例えば住所やプロフィールなど)で判断すれば自分の友人なので今回の検索対象がどち
らかわかるでしょうが、当然そのような判断方法では「電子化J1データベース化」と言う言葉はあ
てはまりません。テーブル作成者以外には使用できないからです。
この場合、判断に追加して使用するフィールドも主キーにしなければなりません。例えば、住所録
に「判別コード」などの名称のフィールドを用意し、 11:学生時代の友人J12 :仕事場の友人Jな
どコードを設定しておけば大丈夫です。「判別コード :2 & 氏名:山田 太郎」と表現すればレ
コードを一意に判別できます。
それでもレコードを特定できない場合、判別コードを細分化してやるか更にもう一つ主キーを増や
します。どこまで増やすかの見極めは、そのデータベースの利用目的などを吟味してせっていする必
要があります。この辺りは設計の基礎であり、重要なところです。
3.2 データの履歴・有効期間について
ある会社での社員名簿を例に取りましょう。その会社の名簿には、「社員コードJ1氏名J1所属部
署」しかなかったとして、主キーを「社員コードjとしておきます。(当然、モデル化しています。説
明に必要なものしかありません)ここで、四月の異動の時期にこの名簿は書き直されたとします。す
ると後になって、今年 1月時点での営業部の名簿がほしいと要求された場合、用意されているフィー
ルドだけではすでに書き換えられ、過去の履歴には対応できません。
このような問題を避けるため、各レコードの有効期間を明確にさせる方法があります。「所属開始
日J1所属終了日」という 2つのフィールドを用意し、「所属開始日jを主キーに追加設定してやりま
す。(注 1)社員の所属の変更があった場合、その社員の社員コードで現在「所属終了日」が空白に
なっているレコードを検索し、「所属終了日jを埋めると同時に新たなレコードを作製し、新所属部
署のデータがテーブルに反映できました。(この場合、あるレコードの特定方法に主キーを一つしか
f吏っていません。厳密に言うと、一方の「所属開始日Jの検索条件を設定してやらなければなりませ
んが、「範囲指定Jしか方法がありませんし、イメージ的にもこちらのほうが理にかなっていると思
います)
また別の方法で、フィールドをおもいっきり増やすという方法があります。 lレコードに「部署 1J 
「開始 1J 1終了 1Jなど、 3フィールドを lセットにして 10セットぐらい用意してやる方法です。
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異動によるデータ更新は、「終了nJの一番後ろと、「所属jitn + 1 J I開始n+ 1 Jを埋めてやる方
法です。
データの登録の際、でデータの不整合(開始一終了の入力ミスで、ある社員の 2重所属や所属なし
などの)が生じないような運用を考える必要は両者に等しくありますし、一長一短がありますが、通
常前者のほうが有効です。(注2) 
3.3 関係付けの見極め
続いて、複数テープルの関係付けの説明をします。引き続き、会社を例に挙げてみます。社員名簿、
給与、営業成績のそれぞれの情報をテーブルに収めます。テープルの名前とそれぞれのフィールドを
挙げています。フィールド名に IJが付いているものを主キーとします。(上記と同様、モデル化し
たシンプルなものです)
・社員テーブル「社員番号j、氏名、生年月日、性別、所属部署、職級
・給与テーブル「支給年j、「支給月J、「社員番号J、氏名、給与、控除、総支給額
・営業成績テーブル「年」、「月J、「社員番号」、氏名、営業売上
この場合、社員番号、氏名はすべてのテープルに共通です。ここでデータ的に無駄なのが氏名で
す。それは、メモリーの資源という意味と効率という意味との両方でです。ある日、社員が改名した
とします。その時にはこのすべてのテープルの該当社員の氏名を書き換える必要があります。変更の
漏れがあったりすると面倒です。そこで、社員テーブル以外の氏名のフィールドを削り、社員テープ
ルの社員番号と給与テーブルおよび営業成績テーブルの社員番号と「リレーションを張り」ます。先
ほど削られてしまった氏名の情報は、給与テーブルおよび営業成績テーブルの情報を引き出す際、社
員テープルを社員番号を元に検索し、取得するようにすればいいのです。先ほどのように社員の改名
があった場合、社員テーブルに変更を加えるだけで給与テープル、営業成績テーブルには変更後の氏
名が反映されます。一般的なDB管理ソフトでは、この様な機能は標準的に備わっています。
以上が簡単な「関係付けjの説明です。しかし、一見良い事尽くめのような関係付けですが、デー
タベースやシステムの規模によっては逆効果になってしまうことがあります。例えば、社員テーブル
の更新(書き換え)をする際に排他処理をする必要があります。その聞は他のテーブルから社員テー
ブルを検索することができません。社員テーブルの更新作業が氏名の書き換えなら我慢もできますが、
所属部署や職級の書き換えなど他のテーブルには直接関係のない情報の書き換えで、社員テーブルへ
の検索に排他をかけられてはたまりません。同時に、関係付けの説明の際には一切触れていませんで
したが、やはり氏名を取得する際の社員テープル検索に、ほんのわずかですが時聞がかかります。取
るに足らない時間ですが、検索する側・される側の双方が巨大なテーブルとなった場合、その時間は
無視できないものとなります。更に、例にあげたテーブルをそれぞれ人事部、経理部、営業部と管轄
している部署が別々で、他部署に公開することを前提としていないデータだった場合、他の部署から
データを検索できないようにする必要もあります。
この様な事を総合的に考えると、関係付けを採用するか、最初に説明した形でのテーブル構成で運
用を採用するかをシステム設計や規模見積もりの段階で見極める必要があります。(後者のように各
テーブルにそれぞれ「氏名Jを持つ場合、社員データの(氏名の)変更が発生した時は、人の手に頼
らずパッチ処理なと守ので他のテーフゃルへの更新を自動化する方法をシステムに組み込む必要があります)
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3.4 フィールド名、形式の不統一
最後にほとんど笑い話のような例ですが、データベース内で共通的に使われなければならないデー
タの名称やデータの形式がテーブルによってバラバラだったりすることから発生する問題がありま
す。言うまでもなくこのミスはデータベース設計の初期の段階から明確な仕様ができていれば気にす
ることはありませんが、テーブルの追加が頻繁に行われたり、十分なコミュニケーションが取れてい
ない複数組織で一つのデータベースを作成した場合、よく発生します。
例えば、前述の 3つのテーブルのうち、給与テーブルの「氏名」というフィールドが「名前jとなっ
ていて、営業成績テーブルが「名字Jr名前」となっていたとします。社員テープルの氏名の変更内
容を他のテーブルに反映させる場合、給与テーブルのフィールドに「氏名Jを探しても見つかりませ
ん。営業成績テープルにいたっては、反映させるデータをわざわざ分解して反映させなければなりま
せん。
日本語のわかる人間には特に引っかかるような問題ではないでしょうが、これが以下に挙げるよう
な「仕入コードjというデータだった場合、仕様を理解して人でなければ何をどう検索し、反映させ
なければならないか判りません。
例)
・仕入情報コード(1 0桁 XXXXYYYYYYYYZZ
.XXXX:仕入先コード(4桁:仕入先庖舗を特定)
.yyyyyyyy:仕入日(西暦4桁・月日各2桁:仕入日を特定)
• ZZ:仕入担当者コード(2桁:仕入を担当した社員を特定)
あるテーブルで「仕入情報コード」と呼んでいたデータを別テーブルに反映させようとした時、反
映先のテーブルには「仕入先コード」を始めとする 3フィールドしかなかったら、仕様を知らない限
り手も足も出ません。(何桁目で分解するか、分解後のデータをどこに格納するのが妥当かなど)
前にも書きましたが、データベース設計の初期段階での明確な仕様の確立が、この様なミスの最大
の対策です。しかし、仕様変更・追加などの発生も避けられない場合もあります。テープル聞の不整
合などは、どちらかのテーブルのフィールドの名称や形式の変更を行い、一貫性を持たせることによ
り、いつまでも仕様のわかる人にしかわからないという状況を脱する必要があります。また、新たな
テーブルの追加の場合もその必要性や妥当性を十分検討して行う必要があります。
4 まとめ
今回、簡単な事例を 4つ挙げましたが、実際のデータベース設計で発生する障害はこれらのパター
ンの組み合わせがかなりの部分を占めます。誰にでも理解できる程度の内容ですが、データベース設
計や構築で煮詰まってくると、嫌になるほどこれらの問題に振り回されてくるでしょう。同時に、す
でにある程度出来上がったデータベースに何らかの理由で、テーブルの追加を行う必要が発生した場
合にも、同様の問題発生が想定できます。
何らかの記録・情報をデータベース化しようと考えた場合、「データベース化することでどのよう
なメリットがあるかJr今後どのように使いたいかJをイメージし、必要な設定(フィールドの数や
名称、型、主キーなど)を吟味してやる必要があるでしょう。
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(注 1)例にあげたようなテーブルに、一人の社員のデータを複数レコード持たせるためには、主
キ}も複数必要です。そのために今回「所属開始日」というフィールドを設定しましたが、これに「所
属終了日Jまで加えると、データの不整合が起きやすくなります。本文中にも書いてある通り、デー
タの不整合(この場合、兼任などの特別な場合を除く)が発生しないように運用面で気をつければ、
「所属終了日Jまで主キーにしてもまったく心配ないことですが、不要な主キーは設定しない方が良
いという観点から、「所属開始日Jのみとしました。
(注 2)ここで「複数レコードでの対応J(本文中、前者)と「複数フィールドでの対応J(本文中
後者)の長所・短所を比較します。
-複数レコードでの対応
長所一人の社員が入社から退職するまでの問、何度所属が変わっても問題がない。
短所異動が発生するたびに、「社員番号J，氏名jの共通のデータも毎回新たに発生するレコー
ドに保持してやる必要があり、データベース資源を無駄に使うことになる。
-複数フィールドでの対応
長所一人の社員が複数回異動しても、変更に必要なデータ(，所属 nJ ，終了 nJ ，開始n+ 1 J 
の3フィールド)の書き込みだけですむ。
短所一人の社員が入社から退職するまで、何回異動が発生するかわからないため、フィールド
の設定が出来ない。
データベースの設計上、異動の少ない社員が多数を占めていても、フィールドの数が異動
の多い社員を基準に nの値を設定しなければならない。
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