In neutral meson mixing, a certain class of convolution integrals is required whose solution involves the error function erf(z) of a complex argument z. We show the the general shape of the analytic solution of these integrals, and give expressions which allow the normalisation of these expressions for use in probability density functions. Furthermore, we derive expressions which allow a (decay time) acceptance to be included in these integrals, or allow the calculation of moments. We also describe the implementation of numerical routines which allow the numerical evaluation of w(z) = e −z 2 (1 − erf(−iz)), sometimes also called Faddeeva function, in C++.
Introduction
When dealing with a time-dependent analysis of neutral mesons, one encounters the effect of meson mixing, leading to decay rate equations of the form dΓ theo (t) dt ∼ e −Γt (A cosh(∆Γt/2) + B sinh(∆Γt/2) + C cos(∆mt) + D sin(∆mt)) ,
for t > 0 with real coefficients A, B, C, and D, where Γ is the average width of the two meson mass eigenstates and ∆Γ and ∆m are the width and mass difference between the mass eigenstates, respectively. Usually, the decay time resolution of the detector is finite, so this has to be convoluted with a resolution model, e.g. a Gaussian, to give the experimentally observable decay rate
where
and θ(t ) is the Heavyside (step) function. The parameter µ represents a potential bias in the reconstructed decay time, and σ is the decay time resolution. Due to the linearity of Eq. 2, it is trivial to extend to a more realistic, multi-Gaussian resolution function. In addition to a finite time resolution, most detectors show detection, reconstruction and/or trigger efficiency variations as a function of decay time, which need to be modeled by an acceptance function a(t). The final acceptance-corrected decay rate equation becomes:
To use either Eq. 2 or Eq. 4 as building blocks for a probability density function, the equations need to be normalised by dividing by their integral over the observable (the decay time t in this case). The purpose of this note is to demonstrate how to solve the relevant integrals analytically, and to collect the resulting expressions for future reference. In addition, a numerical implementation of the the Faddeeva function is provided, which is, as will be shown, an essential part of the expressions.
This document is organised as follows. Section 2 defines the error function and some related functions and reviews their properties. The convolution integral in Eq. 2 and its normalisation integral are solved analytically in Sect. 3. Section 4 deals with the normalisation of Eq. 4 and the calculation of moments of Eq. 2. Section 5 discusses a computer program to compute the Faddeeva function numerically.
Definitions

Error Function
The error function is defined for real argument x as
It is an odd function, i.e.
erf(−x) = −erf(x).
This definition can be continued into the complex plane with a complex argument z taking the place of x. The resulting function is analytic over the entire complex plane, and in general takes complex values. There is an additional symmetry in the complex plane:
erf(z) = erf(z) .
The integral and derivative of the error function are given by dz erf(z) = z erf(z) + e −z 2 √ π .
Complementary Error Function
The complementary error function is defined as erfc(x) = 1 − erf(x) .
Its symmetry property is erfc(−x) = 2 − erfc(x) .
The continuation into the complex plane yields an analytic function with the same symmetry with respect to complex conjugation as the error function itself:
erfc(z) = erfc(z) .
The integral of the complementary error function is given by dz erfc(z) = z erfc(z) − e −z 2 √ π .
Faddeeva Function
The Faddeeva function w(z) is closely related to the error function, it is defined as w(z) = e −z 2 erfc(−iz) .
This function has the symmetries
Its derivative is given by d dz
Neutral Meson Mixing in the Presence of Decay Time Resolution
In Eq. 2, there are three intrinsic time scales: the decay time 1/Γ > 0, the oscillation period 1/∆m > 0 and the time resolution σ > 0 1 . The numerical stability of the expressions we are about to derive depends on the relative orders of magnitude of 1/Γ, 1/∆m and σ. We consider the solution of the convolution integral in Eq. 2 in three cases:
1. the general case, 2. min(1/Γ, 1/∆m) σ (i.e. the detector resolution is much better than either lifetime or oscillation frequency demand), and 3. min(σ, 1/∆m) 1/Γ (i.e. the decay is so fast that all decaying particles can be said to decay at the same time).
The general case is discussed within the main text, the two special cases 2 and 3 have been moved to Appendix A, as the matter is dry enough as is.
General Case
Since sin(∆mt) = e i∆mt and cos(∆mt) = e i∆mt , and both the cosh and sinh terms in Eq. 2 can be written as the sum and difference of exponentials, it is sufficient to consider the following convolution:
where we have substituted z
. Completing the square in the exponent and absorbing the shift in the boundaries of the integral, we find:
Using the Faddeeva function w(z), this can be written as
The corresponding normalisation integral is given by:
where the latterÎ 0 (x 1 , x 2 ; z) is defined aŝ
where we have used Eq. 12.
Calculating Moments and Including the Effect of an Acceptance Function
To describe a non-trivial decay time acceptance, one generally approximates a(t) in some way, e.g. by piecewise constant or linear functions, or by piecewise polynomials such as splines. In these cases, it is sufficient to restrict the problem to functions a(t) which are of the form
, one needs to compute the integrals
These integrals also define the moments m k ,
When computing these integrals we again consider the three cases from the last section, where the two special cases 2 and 3 from the last section can be found in Appendix B.
General Case
In the general case, it is again useful to go to the reduced coordinates x and z defined in the last section. The integral in Eq. 25 then becomes:
The required integrals are thuŝ
They can be computed using the following method:
Thus, we rewrite the term x n as the slightly more complicated expression
to obtain an expression where the integration and the derivative with respect to λ commute. This facilitates the treatment of the integral enormously. Once again we complete the square, and shift the integrand to obtain:
5 Evaluation of the Faddeeva Function in software
Implementation
To implement the Faddeeva function, we largely follow the ideas in [1] , which we will sketch briefly below. Our code is also included in Appendix C. The aim is to implement a full precision version which yields results that are accurate to within a few times the machine precision of a C++ double (64 bits, about 2 · 10 −16 ), and a faster version which is accurate to a few times the machine precision of a C++ float (32 bits, about 1 · 10 −7 ). We start from an alternative formulation of the Faddeeva function by representing it with a Fourier-style integral:
The idea is now to approximate the term e −τ 2 /4 as a Fourier series
in the interval −τ m ≤ τ ≤ τ m , where the a n are the with Fourier coefficients. The resulting equation is
In the following we discuss how 1. to choose the integration cutoff τ m , 2. to choose N , and 3. the singularities at z n = ± nπ τm in Eq. 37 can be treated.
The choice of τ m is easiest: Since τ m cuts off the integral in Eq. 34, one needs to ensure that the portion of the integral that is neglected is sufficiently small. To obtain double (float) precision, e −τ 2 m /4 should be on the order of the machine precision of these data types, i.e. around 2 · 10 −16 (1 · 10 −7 ). This leads to the choices of τ m = 12 for a full precision version of the routine, and τ m = 8 for a faster version with reduced precision.
Next, we chose N . It has to be large enough that the Fourier series in Eq. 35 is a good approximation. This is the case when the highest Fourier coefficient is smaller than the machine precision of the data type in question. For the full precision version, this means N = 23, for the fast version with reduced precision it means N = 10.
Finally, the singularities in Eq. 37 at z n = ± nπ τm are handled by using Taylor expansions of w(z) in a tiny disc |z − z n | < 3 · 10 −3 around the singularities. To achieve the required precision, one has to take into account terms up to the fifth (second) order in (z − z n ) for the slow (fast) version of the routine. Outside the discs around the singularities, the code thus uses Eq. 37 for (z), (z) ≥ 0, i.e. in the first quadrant of the complex plane. For arguments z outside the first quadrant of the complex plane, the symmetries of the Faddeeva function (Eq. 14) can be used. Thus, only N + 1 Taylor expansions of w(z) need to be saved (and not 2N + 1), and the numerical instability of w(z) for (z) 0 due to its divergent nature in this regime can largely be avoided.
The code execution can also be optimised:
• The term e inπ in Eq. 37 is a constant, ±1, so there is no need to compute it.
• The term e iτmz in Eq. 37 depends only on z, so it can be precomputed at the beginning of the routine, avoiding a computationally expensive complex exponential inside the loop implementing the sum.
• The subexpressions nπ and coefficients a n in Eq. 37 can be precomputed before the code is compiled, and provided by small lookup tables.
• On the x86_64 architecture, the GNU C++ compiler produces suboptimal code for the complex exponentiation: Exponential and sine and cosine of a real argument are implemented in hardware and executed on the x87 unit of the CPU. Normal floating point operations like multiplication typically happen in another functional unit of the CPU, however. Both units have their separate floating point register sets, and moving values between the two involves a store to, and subsequent load from, the main memory (RAM). There are thus five of these load-store instruction pairs (real and imaginary part of the input argument to the complex error function, exponential of the real part, and sine and cosine of the imaginary part) which copy around input/output values. For this reason, the code includes a hand-coded inline assembly version of the complex exponential function, which saves at least one store-load instruction pair by computing the result entirely in the x87 unit of the CPU. It also does away with the subroutine calls into the math library of the system. On all other systems, the code automatically uses the less optimal version in the math library.
• The code contains two versions of the loop to compute the sum in Eq. 37: A naïve implementation, and one that is at least partially vectorisable with modern compilers. The latter will use SIMD instructions when available. The code chooses the version to use based on architecture-specific macros being defined during the compilation phase.
• Due to the divergent nature of w(z) for (z) 0, the fast version of the routine also needs to use double calculations internally to avoid loss of precision beyond the level we aim for based on our choices of τ m and N .
The C++ code of our implementation is included in the Appendix. It has been part of the Ro o F i t package [2] since ROOT [3] version 5.34/08.
Performance
In this subsection, we compare several packages to compute the Faddeeva, erf and erfc functions for complex arguments. Ro o F i t is a fitting package in the ROOT framework which makes heavy use of the Faddeeva function, so it makes sense to check the accuracy and speed of various implementations. Specifically, we investigate:
(using an older algorithm),
• the old code in Ro o F i t (before ROOT version 5.34/08); there is a slow version of the routine based on the CERNLIB implementation, ported to C++, and a fast version, which is based on a 12.5 Megabyte lookup table and interpolation in the rectangle defined by | (z)| < 4 and −4 ≤ (z) ≤ 6 (which falls back on the slow version outside that area),
• our code (in Ro o F i t since ROOT version 5.34/08), as described in the last subsection,
• code based on the libcerf library [5] written in C.
The libcerf library provides special implementations for the erf and erfc functions, the other packages use the following relations to define these functions in terms of w(z):
Performance evaluation method
To judge the numerical accuracy of these routines, we compare the results of the implementations to those obtained with the computer algebra system Maxima [6] . In Maxima, one can calculate these functions using a special "bigfloat" floating point data type for which one can chose the length of the mantissa at runtime. With 48 significant decimal digits in the mantissa, the results of Maxima can be trusted to full double precision. More specifically, we calculate the absolute value of the relative difference between the implementations under study and the result obtained with Maxima, = |1 − w(z)/w Maxima (z)|.
To have an indication about the relative speed of the implementations under study, we measure the number of CPU cycles needed for the execution of the different routines using a hardware register incremented with each CPU clock (on x86/x86_64, the TSC register).
We consider two areas from which to choose z: 2.0 · 10 −15 7.1 · 10 −15 5.7 · 10 −9 1.7 · 10 −15 4.0 · 10 −9 max 2.6 · 10 −12 9.6 · 10 −14 2.6 · 10 −12 3.7 · 10 −7 7.0 · 10 −14 1.9 · 10 −7 Table 1 : Performance of the various implementations of w(z), erf(z) and erfc(z) for 2 16 values of z from the "big square" region (see text). Time is measured in CPU cycles per evaluation (with variations of 5-10% between different runs of the program on the same machine). is the average over the relative errors of all points tested, max is the maximum relative error seen.
• the "singularity" areas where our algorithm has to switch to the Taylor expansions around z n = nπ τm ; specifically, the area considered is max( (|z − z n |), (|z − z n |)) < 4 · 10 −3 . For each of these N squares, we test 1024 points distributed uniformly in that area. Tables 1 and 2 show the performance figures obtained on a typical laptop running a Linux system with an Intel Core i7-2620M CPU running at 2.7 GHz. The compiler suite used was the GNU compiler collection version 4.7.2 with optimisation options "-O3 -ffast-math -fno-math-errno -mtune=native -mmmx -msse -msse2 -mssse3 -msse4.1 -msse4.2 -mavx". We have also run the benchmarks on a different platform (Linux PowerPC G3, a 32 bit machine with big endian byte order) to make sure that there are no hidden portability pitfalls in our code. The accuracy is practically unchanged for all implementations but libcerf, which seems to produce slightly different results for infinite arguments, arguments with very large |z|, or arguments containing NaNs on the PowerPC machine. Timings appear to be slightly different, but the general trends are similar to those shown in Tables 1 and 2 . Our code has been compiled and tested as part of the ROOT releases on many different platforms giving confidence that the code is quite portable, and delivers the same accuracy independent of the particular IEEE754 floating point implementation used.
Results
Interpretation
In terms of accuracy, it seems that the libcerf implementation and our code give the best results with relative errors below 10 −14 . The old implementation in Ro o F i t and the one in CERNLIB (on which the old Ro o F i t one is based) behave very similarly, and their relative erfc(z) error is two orders of magnitude larger. The two "fast" implementations offer a relative error of about 10 −5 for the old implementation in Ro o F i t and about 10 −7 for our code. Concerning the speed of the different algorithms: The CERNLIB based implementations are slowest. The libcerf implementation is about a factor 2.4 faster than the CERNLIB implementation, whereas our full-precision code is about a factor of 3.5 faster.
The fast version of the old Ro o F i t code (our implementation) is a factor of 2 (6) faster than the original CERNLIB implementation.
Conclusion
We have presented the calculations needed to obtain analytic expressions for integrals of the form 1 √ 2πσ 2
These integrals have an important application in the description of the time evolution of neutral mesons, which exhibit particle-anitparticle mixing. There, sine and cosine terms are multiplied by a decaying exponential, convolved with a Gaussian experimental resolution function, and multiplied by a polynomial time acceptance function. Our analytic expressions permit the fast calculation the relevant terms. We also provide new fast and accurate routines to calculate the Faddeeva function of a complex argument numerically. This function is needed to evaluate many of the above integrals. We inlcude the source code in Appendix C.
A Neutral Meson Mixing in the Presence of Decay Time Resolution, Special Cases
This section contains the expressions for the special cases mentioned in Section 3.
A.1 Solution for min(1/Γ, 1/∆m) σ
If min(1/Γ, 1/∆m) σ, the Gaussian G(t − t , µ, σ) in Eq. 16 becomes too narrow to be observed, and can be replaced by a delta distribution δ(t − t − µ). Thus Eq. 16 becomes
The normalisation integral is
A.2 Solution for min(σ, 1/∆m) 1/Γ
In this case, the lifetime is short compared to any other processes, and we replace e −Γt by δ(t − 1/Γ)/Γ (the delta distribution is shifted to 1/Γ, the time expectation value of e −Γt , and scaled to account for the different normalisations). Eq. 16 thus becomes:
and the normalisation integral is
B Calculating Moments and Including the Effect of an Acceptance Function, Special Cases
This section contains the expressions for the special cases mentioned in Section 4.
B.1 Solution for min(1/Γ, 1/∆m) σ
For min(1/Γ, 1/∆m) σ, f (t; Γ, ∆m, σ, µ) simplifies to
One is thus interested in the integrals
Abbreviating u = Γ − i∆m, this can be written as
The newly introduced functions G n (u) = −n!/u n and H n (t; u) = t n e −ut are easily computed. This leaves us with:
max(µ,t 1 ) .
B.2 Solution for min(σ, 1/∆m) 1/Γ
For min(σ, 1/∆m) 1/Γ, Eq. 16 simplifies to
as shown in Eq. 43. We are again interested in the integrals
Substituting s = t − 1 Γ − µ and adjusting the limits to s 1 = −1/Γ − µ + max(0, t 1 ) and
where we have defined
The term s n can be rewritten in an analogous way as before, completing the square as well
Using the definitions
we tabulate P n and Q n for 0 ≤ n ≤ 3:
Eq. 49 can thus be written as:
. 
const double e = std :: exp ( re ) ; re = e * std :: cos ( im ) ; im = e * std :: sin ( im ) ; # else __asm__ ( " fxam \ n \ t " // examine st (0) : NaN ? Inf ? " fstsw ␣ %% ax \ n \ t " " movb ␣ $0x45 ,%% dh \ n \ t " " andb ␣ %% ah ,%% dh \ n \ t " " cmpb ␣ $0x05 ,%% dh \ n \ t " " jz ␣ 1 f \ n \ t " // have NaN or infinity , handle below " fldl2e \ n \ t " // load log2 ( e ) " fmulp \ n \ t " // re * log2 ( e ) " fld ␣ %% st (0) \ n \ t " // d u p l i c a t e re * log2 ( e ) " frndint \ n \ t " // int ( re * log2 ( e ) ) " fsubr ␣ %% st ,%% st (1) \ n \ t " // st (1) = x = frac ( re * log2 ( e ) ) " fxch \ n \ t " // swap st (0) , st (1) " f2xm1 \ n \ t " // 2^x -1 " fld1 \ n \ t " // st (0) = 1 " faddp \ n \ t " // st (0) = 2^x " fscale \ n \ t " // 2^( int ( re * log2 ( e ) ) + x ) " fstp ␣ %% st (1) \ n \ t " // pop st (1) " jmp ␣ 2 f \ n \ t " " 1:\ n \ t " // handle NaN , Inf ... " testl ␣ $0x200 , ␣ %% eax \ n \ t " // -i n f i n i t y ? " jz ␣ 2 f \ n \ t " " fstp ␣ %% st \ n \ t " // -Inf , so pop st (0)
" fldz \ n \ t " // st (0) = 0 " 2:\ n \ t " // here . we have st (0) == exp ( re ) " fxch \ n \ t " // st (0) = im , st (1) = exp ( re ) " fsincos \ n \ t " // st (0) = cos ( im ) , st (1) = sin ( im ) " fnstsw ␣ %% ax \ n \ t " " testl ␣ $0x400 ,%% eax \ n \ t " " jz ␣ 4 f \ n \ t " // | im | too large for fsincos ? " fldpi \ n \ t " // st (0) = pi " fadd ␣ %% st (0) \ n \ t " // st (0) *= 2; " fxch ␣ %% st (1) \ n \ t " // st (0) = im , st (1) = 2 * pi " 3:\ n \ t " " fprem1 \ n \ t " // st (0) = fmod ( im , 2 * pi ) " fnstsw ␣ %% ax \ n \ t " " testl ␣ $0x400 ,%% eax \ n \ t " " jnz ␣ 3 b \ n \ t " // fmod done ? " fstp ␣ %% st (1) \ n \ t " // yes , pop st (1) == 2 * pi " fsincos \ n \ t " // st (0) = cos ( im ) , st (1) = sin ( im ) " 4:\ n \ t " // all fine , fsincos s u c c e e d e d " fmul ␣ %% st (2) \ n \ t " // st (0) *= st (2) " fxch ␣ %% st (2) \ n \ t " // st (2) = exp ( re ) * cos ( im ) , st (0) = exp ( im ) " fmulp ␣ %% st (1) \ n \ t " // st (1) = exp ( re ) * sin ( im ) , pop st (0) : " = t " ( im ) , " = u " ( re ) : " 0 " ( re ) , " 1 " ( im ) :
" eax " , " dh " , " cc " , " st (5) " , " st (6) " , " st (7) // catch s i n g u l a r i t i e s in the Fourier r e p r e s e n t a t i o n At // z = n pi / tm , and provide a Taylor series e x p a n s i o n in those // points , and only use it when we ' re close enough to the real axis // that there is a chance we need it const T zim2 = zim * zim ; const T maxnorm = T (9) / T (1000000) ; if ( zim2 < maxnorm ) { // we ' re close enough to the real axis that we need to worry about // s i n g u l a r i t i e s const T dnsing = tm * zre / npi [1] ; const T dnsingmax2 = ( T ( N ) -T (1) / T (2) ) * ( T ( N ) -T (1) / T (2) ) ; if ( dnsing * dnsing < dnsingmax2 ) { // we ' re in the i n t e r e s t i n g range of the real axis as well ... // deal with Re ( z ) < 0 so we only need N d i f f e r e n t Taylor // e x p a n s i o n s ; use w ( -x + iy ) = conj ( w ( x + iy ) ) const bool negrez = zre < 0.; // figure out closest s i n g u l a r i t y const int nsing = int ( std :: abs ( dnsing ) + T (1) / T (2) . 4 2 4 7 7 7 9 6 0 7 6 9 3 7 9 7 2 e +00 , 1 . 2 5 6 6 3 7 0 6 1 4 3 5 9 1 7 3 0 e +01 , 1 . 5 7 0 7 9 6 3 2 6 7 9 4 8 9 6 6 2 e +01 , 1 . 8 8 4 9 5 5 5 9 2 1 5 3 8 7 5 9 4 e +01 , 2 . 1 9 9 1 1 4 8 5 7 5 1 2 8 5 5 2 7 e +01 , 2 . 5 1 3 2 7 4 1 2 2 8 7 1 8 3 4 5 9 e +01 , 2 . 8 2 7 4 3 3 3 8 8 2 3 0 8 1 3 9 1 e +01 , 3 . 1 4 1 5 9 2 6 5 3 5 8 9 7 9 3 2 4 e +01 , 3 . 4 5 5 7 5 1 9 1 8 9 4 8 7 7 2 5 6 e +01 , 3 . 7 6 9 9 1 1 1 8 4 3 0 7 7 5 1 8 9 e +01 , 4 . 0 8 4 0 7 0 4 4 9 6 6 6 7 3 1 2 1 e +01 , 4 . 
