In order to achieve the desired software 
Introduction
Software is an intellectual product and its acquisition represents a significant investment which must be justified. In order to justify such СТРУЧНИ ЧЛАНЦИ ПРОФЕССИОНАЛЬНЫЕ СТАТЬИ PROFESSIONAL PAPERS investments, it is necessary that software meets the needs of users at the expected level.
The justification of investments is often assessed and there is always a dilemma whether the right decision is made regarding a choice or purchase. A mental process of evaluating the functionality and other measurable characteristics is performed in the context of real needs. For investments in intangible assets, such as software, mental processes are more complex and facts are abstract and unconvincing. Therefore, methods for the formalization of mental processes of decision-making are necessary, based on clear and unambiguous assessment results.
Precise contracts for the purchase of software and respect are the best way to protect both the contracting authority and the supplier. It is preferable that contracts governing this professional matter, in order to avoid misunderstandings regarding the matter and its concepts, rely on adequate standards. In addition to providing legal protection for suppliers (particularly in cases where the use of product due to human error can result in endangering the lives and health of people or greater material damage), the use of standards ensures that the quality of the development process and the end products are at the required and expected level.
With the increasing number of software applications, the importance of software quality also increased and, to manage software quality, it was necessary to establish a methodology for objective quantitative evaluation of software products and the process of their development.
To define software quality, it is necessary to measure and evaluate many features that allow the determination of software quality, where the metrics of software quality plays a significant role. Therefore, it is necessary to define the characteristics that significantly affect software performance and quality but are often not so explicit. In order to understand and measure quality, scientists often built models of quality. There are several models of quality which suggest the ways various quality attributes can be interconnected. The first quality models were developed in critical application areas. A quality model is a set of characteristics and relationships between them, which provides a basis for specifying quality requirements and quality assessment (ISO/IEC 9126, 1991) . There are a number of different approaches to define the set of characteristics that need to be measured to determine software quality, or define the model of quality, ranging from the classical Boehm (Boehm, 1978) , McCall (McCall, et al, 1978, pp.133-139) to new approaches (ISO/IEC 25010, 2010 ).
Software quality and standards
The market was setting such requests and expectations for software that only industrial production was able to meet. In order to organize industrial production, it is essential that there are standards by which they are developed. Since software development is very dynamic, official standards could not accompany it; the first standards to appear on the market were standards that represent a common agreement between groups of producers or standards of some major corporations (eg. Microsoft) that are generally accepted in the market. Such standards are called industry standards and are the basis for initiating and adopting official standards by international and national organizations concerned with standardization (eg. International Standard Organisation -ISO, the American National Standards Institute -ANSI, Federal Bureau for Standardization).
The US Department of Defense (US DoD) and the US military are the biggest users of software and among the first to identify the need and publish a series of standards in the field of security and protection of information and communication technologies. These standards are imposed on other NATO members and later adopted or adapted for civilian use. By publishing MIL-STD-498 standard in 1994, the US DoD attempted to consolidate, in a single document, all the requirements for software development, quality and documentation. In 1995, the International Organization for Standardization (ISO) published the standard (ISO/IEC 12207, 1997) which made all military standards (MIL-STD) nul and void. Although the publication of military standards and their application for civilian purposes started the wheel of history, their application in the industry was not accepted; there was an initiative to apply commercial standards wherever they had already existed.
However, the quality of software developed for military purposes is subject to more stringent requirements and criteria arising from the specific character of military organizations. Today, in the field of software, there are currently over 1,000 official standards, adopted by the international or national standards organizations, out of which more than 350 are in the field of software engineering. However, the sitauation in Serbia is quite different, and in relation to global trends of standardization in this area, Serbia is in considerable delay. The National Bureau of Standards has accepted the recommendations of international and European organizations for standardization and mainly takes the ISO/IEC standards to which it gives national prefaces and necessary explanations.
It should not be expected that all international standards are perfectly systematised and harmonized regarding the methodology and content, but they are undoubtedly a powerful tool which can help the improvement of design methods and ensure the quality of finished software products. However, in order to review various usability aspects, the adopted standards will be explored as well as the recommendations in the field of usability that establish the methods, principles, procedures for testing and evaluating the characteristics of software quality and provide the basis for the establishment of a methodology of evaluation and certification of software products.
Standardization in information technologies contributes to establishing more efficient information functions, their greater stability and easier transition. The application of international, national and internal standards in the development of software products creates conditions for the development of efficient, cost-effective, secure and reliable software products. By standardizing the software development process, its planning, quantifying and monitoring, documentation and continuous improvement and development, the preconditions are created for the realization of software products of defined quality. A welldocumented system in accordance with the standards is easily replaceable, portable from one hardware and software platform to another and it protects investment.
Evaluation and standardization of tools used in the development of information systems create a possibility that the quality of the process and the end product is at the desired and expected level. From the perspective of complex information systems whose development and implementation involve several organizations, the application of standards not only provides the appropriate quality of the final product and process development, but it also creates opportunities for exchanging projects between individual organizations, facilitates user training and creates the conditions for joint work on projects of representatives of different organizations.
The rapid development of software in various fields conditioned the development of standards and tools for software development and management. Diversity has caused problems in sofware management and has caused a need to define a common framework that would allow everyone involved in software development, design and management to "speak the same language."
The standards are formulated so that they can be adapted to the needs of particular organizations, projects or specific applications. They can be applied in cases where software is a stand-alone entity or a component of a complex system.
The current situation in software technology does not yet provide enough good and widely accepted scheme for evaluating the quality of software products. Since 1976, a lot has been done by individuals in defining the basis for software quality. Many models of McCall (McCall et al, 1977) , (McCall et al, 1978, pp.133-139) , Boehm (Boehm et al, 1976, pp.592-605) , (Boehm et al, 1978) , Eason (Eason, 1984, pp.133-143) , Shackel (Shackel, 1991) , Nielsen (Nielsen, 1993) and others were adopted and extended.
For a long time, reliability was the only way to measure quality. Over time, various studies submitted other models as well. Although such studies have been helpful, they have also created confusion, because they offered many aspects of quality. So, there is a need for only one quality model.
When purchasing and implementing software, there are a number of common issues that are always relevant, such as:
-Does the software has the required functions? -How much is the software reliable? -How effective is the software? -Is the software easy to use? These common questions initiated the emergence of ISO/IEC 9126 at the end of 1991. The first considerations originated from 1978, and in 1985 the development of ISO/IEC 9126 began. The adoption of this standard was an important turning point in the standardization of software quality and the method for its measurement.
Today, standards are applied in many fields. As information technology is developing rapidly in every respect and fulfill all spheres of life, standards are becoming an element that brings order and allows the continuity of progress.
The standards issued by the International Standards Organisation (ISO) in the broadest sense can be classified into two categories:
1. Standards-oriented product that determine the characteristics and functional requirements of the product (ISO 9126, 2001) , (ISO 14598, 2001 ).
2. Standards-oriented processes which determine the way in which products need to be developed (ISO 9241, 1998) , (ISO 13407, 1999) .
However, the most commonly recommended standards for software rely on the concept of general quality standards and are grouped according to application areas: -Standards of software quality, -Standards of documentation, -Standards of life cycles, and -Standards of particular professions. The application of these standards facilitates the software evaluation, quality forecasting and objective evaluation in order to make a decision on the election of a new product, a comparison with other products, evaluation of the positive and negative effects of a product or to make a decision on product improvement or replacement.
For projects where usability is extremely important, the standard CIF (Common Industry Format for Usability Test Reports) is recommended, approved by the organization ANSI/NCITS, which comprehensively and accurately elaborates the requirements and usability evaluation methods, the ways of testing software and hardware, and reporting form and content.
General standards for software have been mentioned so far, but, to define the quality of software for specific purposes, it is necessary to set appropriate standards for software in the field of so-called "professional" standards, which would apply when contracting specialized software.
ISO 9241-11 standard
The International Organization for Standardization ISO accepted (1998) this standard in order to facilitate the process of contracting and assessment of fulfillment of defined characteristics. ISO 9241-11 (ISO 9241-11, 1998 ) standard was used for the identification of important information which must be taken into consideration for assessing the performance of usability and user satisfaction (Folmer & Bosch, 2004) .
According to ISO 9241 part 11, usability is defined as "the extent to which a product can be used by specific users to achieve specific goals with efficiency, effectiveness, and satisfaction in a specified context of use" (ISO 9241-11, 1998 ). This definition combines two different views from the perspective of the user. One is to look at user performance that includes effectiveness and efficiency, and the other is its position that deals with the issue of satisfaction.
The definition of usability consisted of four elements: users, user goals, product and context of use. The context implies the "users, tasks and equipment and the physical and social environment in which the product is used." Usability in (ISO 9241-11, 1998 ) contained three measurable attributes of usability: effectiveness, efficiency and satisfaction (Laurusdottir, 2009) , (Quesenbery, 2003) .
Effectiveness: users achieve certain goals with accuracy and completeness. The system must be accurate and complete to contain features so that users do not have difficulty in achieving their objectives.
Efficiency: The resources of the system to be used with the accuracy and completeness through which to accomplish their goals.
Satisfaction: Customers must be satisfied using the system. ISO 9241-11 explains the benefits of measuring usability in relation to performance and customer satisfaction, and stresses that the usability of the visual display depends on the context of use, i.e. that the level of usability achieved will depend on the particular circumstances in which the product is used.
ISO / IEC 9126 standard
In the early 1990s, in software engineering, there was an attempt to consolidate many aspects of quality into a single model which would act as a global standard for measuring the quality of software. One of the main objectives of international standards is to establish consistency and compatibility in a specific field. This standard, known in literature as ISO 9126 (ISO 9126, 1991) standard, was to help in the understanding of the negotiation between the client software and the manufacturer, and to recommend to what extent and what quality characteristics software must have. As a basis for an international standard of quality software, McCall's model is recommended. ISO 9126 defines the quality of the product as a set of product characteristics (Maryoly, 2003) . One of the main differences between the ISO and models made by McCall and Boehm is that the ISO model is a model of strict hierarchies.
The first version of the standard defines the quality model which had six main characteristics that contribute to the quality (functionality, reliability, usability, efficiency, maintainability and portability), with 20 subcharacteristics. Each of the characteristic refers to exactly one attribute. The characteristics are related to the user's view of software, not to an internal view of its designer. The standard recommends the direct measurement of the characteristics, but does not give details of how measurements are carried out.
This was the basic model, whose quality was to be adapted, if necessary, to a specific project. ISO/IEC 9126 did not contain attributes and metrics in it, not even in the form of a proposal, nor it prescribed methods of measurement, ranking and evaluation; it offered general guidelines for a model of a software quality evaluation process.
This model helped to clarify what is valued in the software being made and used, but none of the models included a reason why some of the features were included and not the others and why certain attributes appeared in the hierarchy. In addition, it did not contain guidance on how to compose a lower level features into those of a higher level in order to obtain a total quality assessment. All these problems have made it difficult to determine whether a given model is complete or consistent.
In the period from 2001 to 2004, the International Organization for Standardization revised earlier versions of the standard (ISO/IEC 9126, 1991) and issued its expanded version.
Since model and quality metrics are useful not only for evaluating quality, but also for defining the requirements for quality and for other purposes, it was decided that the process of evaluating software quality should be isolated in a brand new series of standards ISO/IEC 14598 (Azuma, 2001 ). This standard is now divided into two standards: ISO/IEC 9126 (ISO/IEC 9126, 2001 ) and ISO/IEC 14598. However, it turned out that this had been a bad decision because the matter got complicated and the popularity of both standards decreased.
ISO/IEC 9126 consisted of four parts: an international standard and three technical reports. The first part of ISO/IEC 9126-1 was related to concepts, ie. the preferred model of software quality. The novelty was that the quality model was twofold: it consisted of the model of internal / external quality and the model of quality in the software use. The quality model divides the quality attributes according to six characteristics: functionality, reliability, usability, efficiency, maintainability and portability. These characteristics are further divided into 27 subcharacteristics that can be measured by internal or external metrics. The models of the internal/external quality had identical characteristics and subcharacteristics. They differed only in metrics by which they were quantified, and which were defined elsewhere in the standard. For each characteristic, and subcharacteristics, the ability of the software is determined by a set of internal/external attributes that can be measured.
In the context of ISO/IEC 9126-1 standard, quality in use is how a complete system on which the software runs is seen by the end user and it is measured by the results of the software use. The attributes of internal and external quality are the cause, and the attributes of quality in use are the effect. According to Bevan (Bevan, 1999) : "Quality in use is the goal, and the quality of the software product is the means by which this goal is achieved." Therefore, quality in use is a combined effect of the characteristics of internal and external quality of the end user. It can be measured by the extent to which specific users can achieve specified tasks with effectiveness, productivity, safety and satisfaction (four features of quality in use) in the specific context of use.
However, although there are three views on quality, we should not forget that these are only different perspectives of the same thing, and that each of them has a relationship with the other two. By measuring and evaluating quality in use, external software quality can be confirmed. Furthermore, measurement and evaluation of external quality can verify internal software quality, and the examination of internal quality can result in the conclusions about making necessary improvements to the software. Similarly, taking into account the attributes of internal quality is a prerequisite for achieving the required external behavior, and considering the attributes of external quality is a prerequisite for achieving quality in use.
The 
ISO / IEC 14598 standard
The process of evaluating the quality of the software was originally defined by ISO/IEC 14598 (ISO/IEC 14598-1, 1999) to provide methods for measuring, assessing and evaluating the quality of a software product.
ISO/IEC 14598-1 provides the basis for this series by defining the basic concepts and describing where to use the characteristics and quality metrics defined in ISO/IEC 9126 series. ISO/IEC 14598-1 consists of several parts that appear under the general title of Information technology -Software product evaluation. Evaluating Software Quality refers to the model of quality, methods of evaluation, measurement software, and support tools. This standard is intended for designers, those who carry out procurement and independent assessors.
The series of international standards ISO/IEC 14598 provides guidelines and requirements for the evaluation process for:
-Development of new products or improvements of existing ones (ISO/IEC 14598-3, 2000) -Procurement of products or reusing existing products (ISO/IEC 14598-4, 1999) -Independent evaluation of the requirements of the designer, supplier, or a third party (ISO/IEC 14598-5, 1998). Software testing is the most efficient and the best way of achieving and maintaining the quality of software products. It is based on the rules and principles of quality within the standards relating to quality and, in some way, it implements all predefined methods and techniques for creating and maintaining high-quality software.
SQuaRE -Series of ISO standards for software quality
Bearing in mind the shortcomings of ISO/IEC 9126 standard, which are identified in the literature by other authors, eg. (Azuma, 2001) , (AlQutaish, 2010, pp.205-228) , (Suryn and Gil, 2005) , (Olsina and Molina, 2008) , the International Organization for Standardization decided to issue a new series of standards that will regulate this area, with a better organization and under a single label.
The new standard had a working name SQuaRE (Software Product Quality Requirements and Evaluation). It represents the second generation of standards for software quality and is issued with the intention to eventually replace the ISO/IEC 9126 and ISO/IEC 14598 series, and is made according to the following guidelines:
- SQuaRE means a series of fourteen ISO/IEC standards and technical reports related to software quality, grouped into five thematic sections or parts: 1) Quality management (ISO/IEC 2500n) provides a general picture of the evaluation process and quality models, which is important for understanding the complete series of standards. It defines common models, terms and definitions to which all other standards of the SQuaRE series refer.
2) Quality Model (ISO/IEC 2501n) introduces a detailed model of quality (including features for internal, external and quality in use, which are further broken down into subcharacteristics) and instructions for practical use of the quality model.
3) Measurement of quality (ISO/IEC 2502n) comprises standards that include the reference model for measuring the quality of software products, metrics for internal, external and quality in use and the instructions for their practical use. 4) Requirements for quality (series ISO/IEC 2503n) help in specifying the quality required and a process of defining requirements is mapped to technical processes defined in ISO/IEC 15288 standard, and 5) Evaluation of quality (series ISO/IEC 2504n) provides requirements, recommendations and guidelines for software product evaluation, performed by either evaluators, customers or those who develop software.
The main differences between the series SQuaRE and ISO/IEC 9126, or ISO/IEC 14598 are:
-the introduction of a general reference model; -the harmonization and coordination of guidelines for measuring and evaluating the quality of software; -the introduction of a part on quality requirements; -the existence of detailed manuals for using each part separately; -the introduction of guidelines for practical use in a form of an example; -harmonization of the content of this series with the terminology related to software measurement (used in ISO 15939 standard). Nigel Bevan, an international expert in software usability, had a strong influence on this series of standards, emphasizing the importance of quality in use (Bevan et al., 1991) .
Model of quality in use in ISO 25010 standard
The ISO has just recently developed a more comprehensive definition of quality in use, which has usability, flexibility and security as subcharacteristics that can be quantified from the perspective of different stakeholders, including users, managers and those who maintain the software. ISO/IEC 25010 maintains the previously adopted three views on quality: internal, external quality and quality in use. However, it extends the concept of product quality from six (ISO/IEC 9126-1) to eight characteristics (Figure 1) . Compared with ISO/IEC 9126-1, the usability feature was renamed operability and has a broader meaning. Some subcharacteristics, such as suitability for learning, remained while new ones were added (such as technical accessibility, compliance and the ability of applications to be helpful to users). Compatibility was added as a new feature, while Safety was singled out as a special feature instead of being a subcharacteristic of the Functionality characteristic in the previous standard: other names were slightly changed to be more descriptive.
The second model in ISO 25010 standard relates to the quality in use (Figure 2 ) and includes the earlier characteristics of quality in use from ISO 9126-1 standard, with some new ones added. The characteristics of effectiveness and satisfaction of ISO/IEC 9126-1 were inserted into the new standard as the subcharacteristics of usability in use, while productivity was renamed efficiency in use. Effectiveness in use is the ability of the software product to enable users to achieve goals with accuracy and completeness in the context of a specific use. Satisfaction in use is the ability of the software product to satisfy users in a specific context of use. Efficiency in use is the ability of the software product to enable users to use the appropriate amount of resources in relation to the effectiveness achieved in a specified context of use. In addition, flexibility in use was added to address different contexts of use. Safety in use is the ability of the software product to achieve acceptable levels of risk of damage to people, business, software, property or the environment in the context of a specific use.
Traditionally, in accordance with the first ISO definition of usability in (ISO/IEC 9126, 1991) , usability is seen through the attributes of the user interface that make the product easy to use, as an attribute of software quality made by a set of characteristics that contribute to the ability of the software product to be user-friendly, versatile and attractive for the user, when used under specified conditions. However, this definition of usability of the user interface is inconsistent with the definition of usability defined in (ISO 9241-11, 1998) , which looks at usability from an ergonomic point of view, as a degree to which a product can be used by specific users to achieve specified goals with effectiveness, efficiency and satisfaction in a specified context of use.
This broader interpretation of usability is built into the changed ISO 9126-1, 2001 , named "quality in use" as a quality from the user's perspective when using the product (Bevan, 1999) . When the ISO/IEC 9126-1 quality model was built in series SQuaRE (such as ISO/IEC 25010), some ISO/IEC national bodies commented on the discrepancy between the narrow definition of usability inherited from ISO/IEC 9126 and the general definitions of the CIF. In order to harmonize the definition of usability SQuaRE with the CIF, the characteristic of usability was renamed to operability and it has a broader meaning. This made it possible to define usability as a characteristic of quality in use, with the subcharacteristics of effectiveness, efficiency and satisfaction. The quality in use in ISO/IEC CD 25010.3 has two characteristics: Safety of 9126-1, as well as a new feature: Flexibility.
The quality of the life cycle
The connection between process quality and product quality is obvious. Process quality affects the quality of the product while the quality of the product affects quality in use, and vice versa. The internal attributes influence the external attributes, and the external attributes influence quality in use. It is obvious that the quality of intermediary products is measured by internal characteristics, and that the quality of the final product reflects in the external attributes and the product usage value. The relationship between process quality, product quality and quality in use in ISO 9126-1/25010 is shown in Figure 3 . Therefore, the requirements relating to the quality of the software product include the assessment criteria for internal quality, external quality and quality in use to meet the needs of designers, those who maintain the product, purchasers and users. (ISO/IEC 14598-1, 1999) The quality in use of the system is characterized by the impact that software has on the interested parties. It is determined by the quality of software, hardware and operational environment and by the characteristics of users, tasks and social environment. All of these factors contribute to the quality in use of the system.
The features of the software product determine the quality of products in specific contexts of use (Table 2 in ISO 25010). The characteristics of product quality such as functional suitability, efficiency of performance, usability, reliability and safety will have a significant impact on the quality in use for basic users. Compatibility, maintainability and portability will have a significant impact on quality in use for people who maintain the system.
The properties of quality are the natural characteristics of software that contribute to quality and they can be classified into one or more characteristics or subcharacteristics. The quality properties can be measured using some measurement methods that represent a logical sequence of operations for quantifying a characteristic on a particular measurement scale.
Software quality is usually assessed by measuring the static parameters of the intermediate product (internal attributes), and by measuring the code behavior while running (external attributes) or by measuring the attributes of quality in use. The basis for measuring the quality is provided by the framework defined back in 1999 in ISO/IEC 14598-1.
Software Quality Metrics
Although it might seem that the area of quality metrics is defined, and that the application of metrics for monitoring and evaluating the quality and usability is clear enough, there is a lot of uncertainty. The formalization of the evaluation area is missing as well as the formalization of the measurement of various quality indicators.
To measure means to assign, according to certain rules, a certain number, then usually called a value, to a certain object.
Measurement means determining how many times the measuring quantity (usually referred to as a unit of measurement) is contained in the value to be measured. The value measurement result is a number, and it is necessary to make a good distinction between the value and the number obtained by its measurement. This number, together with the appointment of a value unit, is called a number of a unit of measure or a numerical value of a quantity.
Measurement is the process of determining the quantity, size or degree (of something) using a standard set of measures and the measurement procedure defined by metrics, while metrics defines a measurement system or standard, scales and units of measurement for monitoring efficiency indicators (Ted, Angelika, 2006) . Quality in use is the quality of the software product from the user's point of view when used in a specific environment and within the context of a specific use. It measures the degree to which users can achieve their goals in a particular environment, and does not measure the properties of the software itself. To meet the criteria for external quality, it is not enough to meet the criteria for internal quality. Also, meeting the criteria for external quality usually is not enough to meet the criteria for quality in use.
When quality is discussed, it usually considers meeting the demands for quality from the user's point of view. Then the user requirements for quality refer to the quality of the product in use. In order to incorporate meeting the demands for quality into the software development process, it is necessary to evaluate the software product in all phases of its life cycle.
Quality is assessed by measuring the internal (usually the static measurement of intermediate products) and external (measuring the behavior of the code while being executed) attributes or by measuring the attributes of quality in use.
To ensure the required quality, it is necessary to measure and evaluate many features that allow determining software quality, where software quality metrics that will be used to evaluate each characteristic plays an important role. To measure the quality of software, according to the ISO quality model, internal, external and quality in use metrics are used.
Internal quality of the software product is measured and evaluated based on the requirements of internal quality. The quality details can be improved during the implementation of the code and tests, but the basic quality of the software product represented by internal quality remains unchanged, except in the case of re-design.
Internal metrics is a quantitative scale and a method of measurement which can be used to measure attributes or quality characteristics of the software that is a part of the software, directly or indirectly (not the result of the measurement of the system behavior). Internal metrics are useful during design or coding, in the early stages of the software life cycle. Internal metrics can be applied to software products that are not executed (such as specifications or source code) during designing and coding. During the design of software products, intermediate products can be measured using internal metrics that measure internal properties. The main purpose of internal metrics is to ensure achieving the required external quality and quality in use. Internal metrics provide assistance to users, people who perform the evaluation, people who perform the testing and designers, enabling evaluation of the quality of the software product and show the quality elements long before the software product becomes executable. Internal metrics measure the internal attributes or indicate the external attributes by analysing the static properties of intermediate products or the software product being provided. The measurements of internal metrics use the frequency of the composition of software elements which appear, for example, in the source code commands, control charts, data flow, and displays of state changes.
External quality is the quality of execution of software, which is usually measured and evaluated during testing in a simulated environment with simulated data using external metrics. During testing, there is a need to detect and eliminate most errors, but there may be some errors left after tests. Since it is difficult to correct the basic software architecture or the basic settings of software development, the development bases do not change during testing.
External metric is a quantitative scale and a method of measurement, which can be used to measure the attributes or the characteristics of the software that is the result of the behavior of a system whose part the software is. External metrics are applicable to the software that runs during testing or use in later stages of development, or even during use in real working environment. External metrics use software product measurements derived from the measurements of the behavior of the system of which it is a part, by testing, running and monitoring the software being run or the system. Before ordering or using the software product, it should be evaluated by using the metrics based on business objects linked with the use, operation and management of the product in the specified organizational and technical environment. External metrics provide assistance to users, people who perform the evaluation, people who perform the testing aa well as designers and enable them to evaluate the quality of the software product during testing or execution.
Quality in use metrics relate to the extent to which the product meets the needs of users to achieve specified goals with effectiveness, productivity, safety and satisfaction in the context of use. Evaluating quality in use validates software product quality in user -task scenarios.
The link between quality in use and other quality characteristics of software products depends on the type of the user:
-for the end user, quality in use is mainly a result of functionality, reliability, usability and efficiency; -the persons responsible for the implementation of software, quality in use is mainly a result of maintainability; -for persons who carry the software, quality in use is mainly a result of portability.
Conclusion
The concept of software quality has many dimensions and cannot be easily defined. To ensure the required quality, it is necessary to monitor various parameters, make plans and develop and implement standards and quality system documentation, which will be applied to software products.
Software quality has significance both for manufacturers and users of software and varies depending on the viewing angle. To get a software product that has been developed in accordance with the specification that meets customer requirements and does not contain errors, software quality is determined by measuring multiple parameters. In doing so, it is necessary to choose measurement parameters measure and provide appropriate testing methodologies and techniques. A particular problem is the definition of metrics, i.e. the type of measurement that is correlated to the software system. Therefore, it is important that software development takes place in accordance with prescribed standards in order to avoid subsequent interventions -software modifications in the later phases of the software life cycle.
Of course, there are different aspects of quality and different metrics related to the phases of the product life cycle. A defined quality model is used for the evaluation of the quality of software products in the phase of defining goals for the quality of products or intermediate products.
Evaluation of attributes may be carried out by measuring the consequences or by direct measurement. In order to create the list of parameters related to quality, the process of hierarchical decomposition of the software product is used. Of course, it is not possible to measure all characteristics in all possible cases.
By measuring and evaluating quality in use, software external quality can be confirmed. Furthermore, measurement and evaluation of external quality can verify internal software quality, and the examination of internal quality can lead to the conclusions about the necessary improvements of the software production process. Similarly, taking into account the attributes of internal quality is a prerequisite for achieving the required external behavior, and considering the attributes of external quality is a prerequisite for achieving quality in use. Therefore, quality in use is a combined effect of the characteristics of internal and external quality on the end user. The attributes of internal and external quality are the cause, and the attributes of quality in use are the effect. From the abovementioned, Bevan (Bevan, 1999) draws the conclusion: "Quality in use is the goal, and the quality of the software product is the means by which this goal is achieved."
According to international standards (ISO/IEC 9126-1, ISO/IEC 25010), quality in use is how the end user sees a complete system on which the software runs and it is measured by the results of software usage.
The existing models of quality described in the current standards are intended to describe the quality of traditional software products and are suitable for the evaluation of the quality of traditional software products as well as for the identification of usability problems of traditional graphic user interfaces. However, the characteristics of software quality are not enough to describe the quality of a broader set of specific applications based on Web technology.
Models of quality in these standards provide a range of quality characteristics relevant to a wide range of interested parties, such as developers, system integrators, owners, maintenance teams, contractors, experts on security and quality control and users. However, a complete set of quality characteristics of these models may not be relevant to all types of users. Thus, for each type of users the importance of quality characteristics in each model should be taken into account prior to the finalization of the sets of quality characteristics to be used. The relative importance of quality characteristics will depend on high objectives and project tasks. Therefore, the model should be tailored (adjusted) before use as a part of the decomposition of requirements for the identification of the most important characteristics and subcharacteristics, in accordance with the objectives and tasks of the parties concerned.
Today, there are a number of methods for evaluating software quality. Choosing the right method is not an easy task, since it depends not only on the software product type, but also on the objectives of the development project and the context of use. In fact, the choice of a method depends on various criteria, the most important ones being resources required to perform the method (time, money, the number of evaluators and their expertise, the number of users for testing, place and test equipment), the required level of objectivity and the possibility of applying it in different stages of the application development. 
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