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ABSTRACT

Wearable sensors are growing in popularity in the medical field to help measure
physiological signals from patients. The M-Sense Research Group at the University of
Vermont uses wearable sensors to measure accelerometer and gyroscope data of patients
with multiple sclerosis amongst other clinical applications. The sensors are attached
directly to a patient’s skin on the chest and thigh and are worn for anywhere from an hour
or two when being monitored in the lab or for five weeks when wearing the sensors at
home. Current wearable sensors are closed source and do not allow recorded data to be
seen in real time. The purpose of this thesis was to create a new, open-source, and
configurable wearable sensor system with the ability monitor data collected in real time.
An iterative design process was used to develop a new wearable sensor system leveraging
Arduino hardware, software, and cloud infrastructure. The final sensor design was able
to measure and record wearable sensor data as well as current commercial sensor
technologies while also providing the desired new features. Specifically, the sensor
system was able to display data in real time via a computer or phone while also allowing
easy hardware and software upgrades to meet the needs of future research studies.
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CHAPTER 1: INTRODUCTION
1.1. Background and Motivation
The M-Sense research group is currently conducting movement studies with patients who
have multiple sclerosis (MS). The patients participating in the study come to the lab and
are fitted with wearable sensors that will monitor their movement for up to five weeks. The
sensors are designed to stay on the patient all day and be removed at night for charging the
battery. The purpose of the long duration of the study is to collect a large volume of data
about the patient’s movement while they perform their daily routines so that gait and
balance performance can be characterized and related to a patient’s risk for experiencing a
fall [1-11].

The current sensors worn by the patients are the BioStamp sensors from the company
MC10 (Lexington, Massachusetts, United States). The BioStamp sensors are pictured in
Figure 1. Once the sensors are attached to the patient, movement is detected using an
accelerometer and gyroscope. The accelerometer and gyroscope measure the movement
and rotation of body parts a sensor is connected to. This data is stored locally on the sensor
until the device is returned to its docking station in either the lab or the patient’s home.
Once connected to the docking station, the sensor is able to charge and upload data to the
MC10 cloud which can then be downloaded by the lab for data analysis.
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Figure 1:
BioStamp Sensor from MC10

The BioStamp sensors work well for the current movement studies being performed by the
lab but have limited capabilities. The BioStamp sensors are closed source meaning that
their software and hardware cannot be modified by anyone outside of MC10 and they do
not allow data to be seen in real time. The M-Sense research group requires a sensor to be
used in current and future studies that is open-source and displays data in real time. This is
a requirement for the lab because MC10 is discontinuing the BioStamp sensor and new,
closed-source sensors are expensive.

1.2. Previous Work by Other Students.
A previous group of students was working on developing open-source sensors for the
research group as part of their senor design project in Senior Experience in Engineering
Design (SEED). This group of students focused on displaying the movement data in real
time using sensors whose software was open-source. The sensors used by the SEED team
were the MetaMotionR series by the company mbientlab and are pictured in Figure 2. The
2

SEED teams developed an Android app that would display the accelerometer and
gyroscope data on a phone using open-source APIs from mbientlab. The app was to be
downloaded on a patient’s phone and constantly receive data via Bluetooth from the
sensors for the duration of the study. A patient would be required to keep their phone on
them at all times to prevent data loss from losing connection between the sensors and the
phone as the sensors did not have any local storage.
Figure 2:
MetaMotionR Series Sensors with Case
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The SEED team was able to create the app for the research group but unable to have the
app constantly work with the sensors. The SEED team was able to find an opensource
sensor to measure accelerometer and gyroscope data, see the data in real time on the app
and fabricate a case to protect the sensors.

At the beginning of this design process there was a lot of decision making about what the
next steps should be for this project. At first, there were attempts to modify the app
developed by the SEED team to consistently display data in real time, but none were
successful. After these attempts it was decided that using another open-source sensor might
be worth investigating. After researching opensource wearable sensors for detecting
movement it was concluded that these sensors do not exist except for one which is very
bulky and not suitable for the M-Sense studies [12]. There are many closed source
wearable sensors for detecting movement, one example is shown in Figure 3. This sensor
is designed for monitoring movement in athletes and is sold company IMeasureU. The
price of any closed source sensors was too expensive. Specifically, the IMeasureU sensors
start at $6600/year for 2 sensors [13]. The M-Sense group currently uses over 15 sensors
at a time during a study, rendering these closed-source sensors impractical for research
purposes.
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Figure 3:
IMeasureU Closed Source Sensor

Continuing the work that the previous SEED team had done was not working nor was
finding another opensource sensor on the internet that could be modified to meet the
research group’s needs. It was decided that the new sensors were going to be designed and
built from the ground up. This allowed the sensor design to be specific to the research
groups current needs while also being flexible enough to be modified for future studies.
Since the sensors were going to be designed from scratch a problem statement and design
requirements were created to structure the design process and set a goal for an end result.
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1.3.Problem Statement
A new group of wearable sensors need to be created for the M-Sense research group that
is open-source, can measure accelerometer/gyroscope data from a patient, and can
wirelessly transfer the data to an open-source app on a patient's phone.

1.4.Design Requirements
The following design requirements were designed with the current and future needs of the
research group. Each of these design requirements can be tested and validated to ensure a
working product. Requirements 1, 3, 4, and 8 allow the sensor to be used in the
current MS studies. Requirements 2, 5, 6, 7, and 9 will create a new sensor that can display
the data in real time and be open-source. Together, these nine design requirements set the
path for a sensor design that is needed by the M-Sense group and the wearables community.
The sensor will provide the sought after movement data through the accelerometer and
gyroscope data as the closed source sensors do but also allow future researchers to adapt
the sensor to their current needs in order to continue research and improving patient lives
through adaptive design.
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1. Device shall be wearable.
2. Device shall be open-source.
3. Device shall measure accelerometer and gyroscope data.
4. Device shall measure data from a patient's chest and hip using 3 sensors.
5. Device shall transfer measured data to the patient's phone via Bluetooth.
6. Patient’s phone shall store patient data for the duration of study.
7. Device shall store measured data locally on an MICROSD card.
8. Device shall sync time stamps of both sensors together using a real time clock (RTC).
9. Device shall be relatively inexpensive.

1.5 Thesis Outline
The remaining sections of the thesis illustrate the iterative design process used to create the
final design for the wearable sensors. Each chapter describes a prototype beginning with
prototype one in chapter two and ending with the final design as prototype five in chapter
six. Each of the prototype chapters are broken down into three sections, the methods,
results, and significance. The methods describe the hardware and software used to
construct the prototype as wells as how the prototype functions and a description of the
tests performed on the prototype to confirm functionality. The results section of each
chapter breaks down the findings of the functionality tests described in the methods section.
The significance section of each chapter explains any design considerations that were
changed and why changes were made as well as explaining why this prototype was needed.
Chapter seven describes four different suggestions for modifying the sensors for use in the
7

future. These suggestions included using the sensors in non-movement related future
studies, employing the API in the Arduino Cloud to analyze data in real time and to use the
communication aspect of the Arduino Cloud for real time feedback between the sensors,
patients, and the M-Sense research group. The thesis is then wrapped up by the conclusion
in chapter 8.
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CHAPTER 2: PROTOTYPE ONE
2.1. Prototype One Methods
The sensor design leveraged the use of hardware and software from Arduino. The Arduino
company creates microcontrollers and sensors that are open-source in both hardware and
software and are also compatible with a wide range of other sensors and microcontrollers
[14]. From the problem and design requirements a block diagram was created to show an
overview on how the entire sensor system would work. In the block diagram the chest and
hip sensors record movement data at the same time. The hip sensor would wirelessly send
the data to the chest sensor where both data sets would be synced and time stamped by and
RTC, saved to a microSD card, and then transferred to the patient’s phone wirelessly via
Bluetooth.
Figure 4:
Original Block Diagram of Sensors

s
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From this block diagram in the first prototype was constructed. The first prototype created
was simple in design. The hardware for the sensor consisted of an Arduino Nano, a HM10 Bluetooth module, a GY-521 board, a 9V battery, an Android cell phone, and some
elastic string. The Arduino Nano was the brain of the sensor and was powered by the 9V
battery. The GY-521 board was used to measure the accelerometer and gyroscopic data.
The HM-10 Bluetooth module transferred the measured accelerometer and gyroscope data
to the cell phone wirelessly and the elastic string was used to tie the sensor around one’s
leg. The software for prototype one recorded the raw accelerometer and gyroscope data,
printed the data values to the Arduino serial monitor/plotter, and then sent the data to a
phone via Bluetooth. The phone received the raw data using the Adafruit Bluetooth
Connect app. Prototype one consisted of only one sensor for simplicity. Prototype one not
attached to a person is displayed in Figure 5 [15, 16].
Figure 5:
Prototype One Soldered Together without Cell Phone.
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The tests performed on prototype one were designed to check sensor functionality. The
accelerometer and gyroscope sensors were tested by moving the sensor in all 6 axes of
orientation and watching the Arduino serial monitor to watch for any recorded changes.
The sensor was not attached to a person but rather moved in space using a hand. The
wireless capabilities of the sensor were tested by watching the phone apps serial monitor
and looking to see if data was displayed.

2.2. Prototype One Results
The results from prototype one are displayed in the next three figures. Figure 6 displays a
graph of the raw accelerometer data measured by the GY-521 module on the Arduino
serial plotter. The x-axis is shown in blue, the y-axis in red and the z-axis in green. The
graph shows oscillations for each of the three axes indicating that the GY-521 is able to
measure 3 axes of motion. Figure 7 is a graph of the raw gyroscope data collected from the
GY-521 module. Again, the x-axis is shown in blue, the y-axis in red, and the z-axis in
green. This graph shows that all three axes of rotation were able to measure. The data
collected in Figure 6 and Figure 7 were not taken at the same time.
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Figure 6:
Raw Accelerometer Data from Arduino Serial Plotter (X = Blue, Y = Red, Z = Green).

Figure 7:
Raw Gyroscope Data from Arduino Serial Plotter (X = Blue, Y = Red, Z = Green).
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Figure 8 shows a screenshot taken from the Android phone used in this prototype. The
Adafruit Bluetooth Connect app was able to receive measured data from the sensor and
also display this data [17]. The data was displayed using the decimal tab in the app and the
following values. The values being displayed are not useful for data analysis at this point
because the values are unlabeled and unknown what each decimal represents.
Figure 8:
Data Displayed on Phone using Bluetooth App.

2.3. Prototype One Significance
Prototype one was designed to show accelerometer and gyroscope data could be measured
and sent wirelessly to a phone. The design requirements completed for prototype one where
the sensor is open-source, the sensor is wearable, can measure movement using an
accelerometer and gyroscope, the sensor can send data to a phone using Bluetooth, and the
sensor was inexpensive to make with a total cost of $9.24. The Arduino cost $5.32, the
13

GY-521 module was $1.28, the Bluetooth module was $2.64 [18-20]. Even though many
of the design requirements were able to be shown in this prototype there were numerous
more requirements and complications to be fixed and completed before the final design of
the sensors. The remaining chapters of the thesis cover the design process of creating,
improving, and completing the design requirements for the sensors.
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CHAPTER 3: PROTOTYPE TWO
3.1 Prototype Two Methods
The second prototype involved adding a microSD card to the design. The addition of the
microSD card to the sensor allowed for local storage. The addition of local storage prevents
data from being lost if the sensor lost Bluetooth connectivity with the patient’s phone. The
hardware used for prototype two was comprised of an Arduino Uno, the GY-521 board, an
HC-05 Bluetooth module, and microSD card adaptor for Arduino. The Arduino Uno was
swapped with the Nano in this and future prototypes because the Uno provides the same
wire connectors over the pins, similar to a bread board, which allowed for easier
manipulation of wires when constructing the circuit. The HC-05 Bluetooth module
replaced the HM-10 Bluetooth module because the HM-10 module was shorted out while
testing the first prototype. The HC-05 module uses the same library and code as the HM10 module. In order to use the microSD card, the Arduino SD.h library was used [21-25].
This library allowed data to be written and read from the microSD. The direction of data
flow for prototype two was collection of raw data, write data to microSD card, read data
from microSD card, and send data to phone.

A problem discovered early one with this method was the microSD card does not allow
data to be written to and read from the same file simultaneously. This led to a solution of
creating two data files on the microSD card. The first file named FILE_1 would be written
to while the second file named FILE_2 was being read. After a specified amount of time
the flies would close and switch roles. The data in FILE_1 would be read and FILE_2
15

would have data written to it. This swapping of files allowed data to be ready to send
wirelessly to the patient’s phone without having to pause data collection or lose data.
Prototype 2 is pictured in Figure 9.
Figure 9:
Prototype Two Wired Together.

Testing prototype two involved validating the microSD card was working. The test
performed was to collect data write the data to the microSD card and observe the Arduino
serial monitor and phone app serial monitor for data to displayed. This test was designed
to ensure that the data was being written to and read from the microSD card.
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3.2. Prototype Two Results
The majority of specifications were completed in prototype two. Data was successfully
displayed on the Arduino serial monitor and phone app. Figure 10 displays a graph of the
accelerometer and gyroscope data being read from the microSD card without the use of
swapping between two files. The graph shows six lines meaning all 3 axes from each sensor
were recorded. The magnitudes of the accelerometer and gyroscope data are very different.
The accelerometer magnitude is between +/- 2 G and the gyroscope magnitude is between
+/- 100 degrees per second which is why the accelerometer lines appear flat. Since it was
demonstrated in prototype one accelerometer and gyroscope data could be measured,
Figure 10 is used to demonstrate the measured data can be transferred to a microSD card.
Using the microSD card was not a problem until the implementation of the two files.
Writing to these files worked very well, but reading the data from these files proved to be
difficult. When a file switched from having data written to it to having data read form it
the Arduino did not know at what index to start from. This caused the entire file to be read.
This is shown in Figure 11. In Figure 11 all of the data points were converted to 0 for
simplicity. Each row of six 0’s represents a sample of accelerometer and gyroscope data
written to the microSD card. In this example the number of samples written to a file before
the file switched to being read was three this is shown when FILE_1 and FILE_2 are read
for the first time in Figure 11. When the files are read again for a second and third time the
number of rows are six and nine respectively. This problem of re-reading the entire file is
not a problem if the sensor is not being worn for a long amount of time. When the sensors
are worn for long periods of time the amount of time it takes to write and read data to and
17

from the files become different. The time it takes to read data will increases as the time it
takes to write three samples of data will decrease. Eventually this difference in time will
cause data to be lost because a data cannot be written to a file until the other file has been
completely read.
Figure 10:
Accelerometer and Gyroscope Data from microSD Card.
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Figure 11:
Arduino Serial Plotter Indexing Data Error.

3.3. Prototype Two Significance
Prototype two was able to demonstrate the sensor could store the accelerometer and
gyroscope data locally on a microSD card. The ability of the sensor being able to store data
on a microSD prevents data from being lost. This is especially important for the wireless
capabilities of the sensors. Storing data on a microSD card allows data to be retained when
the Bluetooth connectivity between the sensor and the patients phone is interrupted. The
remaining design requirements being satisfied by this prototype are the same between
prototype one and two with the only difference of the sensor cost increasing from $9.24 to
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$16.75 because addition of the microSD card reader [26]. The next chapter, chapter four
explains the design process used for adding a RTC to the sensors.
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CHAPTER 4: PROTOTYPE THREE
4.1 Prototype Three Methods
Currently the sensor has the capability to record data and to send data to a phone and save
data to a microSD card. In future designed iterations this process will be completed with
multiple sensors. Each one of the sensors will be recording and saving their own data. To
accurately analyze the data from a combination of sensors the data needs to be aligned
using time stamps. These time stamps will be integrated by the sensor using a real time
clock, (RTC).

In total, two different RTC hardware modules were tested. The first module tested was the
PCF8523 RTC and the second module was the DS3231. Both of these modules are pictured
in Figure 12. The difference between the two RTC modules is accuracy. The larger DS3231
is a commonly used RTC that is very accurate and does not loose time when running for
long periods of time. The PCF8523 is a smaller module, which would be better for the
sensors, but starts to lose time the longer the module is turned on. By losing time the RTC
module will gradually fall behind a standard clock [27].
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Figure 12:
PCF8523 RTC Left with DS3231 RTC on Right

Figure 13:
Prototype Three Wired Together
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Both of the RTC modules use the same code from the RTClib library from Arduino and
were wired to the Arduino using the same connections. Both RTC modules were tested
using the circuit in Figure 13 [28-30]. The tests performed on the RTC modules were to
verify that the RTC module was working by printing the date and time to the Arduino serial
monitor and to determine if either of the modules would fall behind and if so by how much
time. These tests would determine if accuracy could be sacrificed for module size because
the smaller RTC module would be ideal for a wearable sensor.

4.2. Prototype Three Results
The question of which RTC module should be used in the sensor was not able to be
answered. The results of testing RTC modules are shown in Figure 14. This figure
represents the serial monitor printing a time stamp out every second. The format of the
timestamp is year, month, day, hour, minute, and second. Every value except for the second
value was able to print correctly for both modules. The value representing seconds
oscillated between 0 and 1 every second. This is shown by the furthest numbers to the right
in Figure 14. After sixty of the statements were printed, the minutes column would increase
by one. This changed looked like 2021-10-25T10:22:00 to 2021-10-25T10:23:00. This
change indicated the RTC modules were keeping time but not displaying the time properly.
This problem occurred for the two RTC modules, allowing the assumption to be made that
the error was software related and possibly in the RTC library. The problem with the
seconds was never able to be fixed, and future chapters will explain why more time was
not devoted to fix this problem.
23

Figure 14:
RTC Testing Results.

4.3. Prototype Three Significance
The addition of the RTC modules to the sensor partially completed the design requirement
of implementing an RTC in order to sync data. The RTC was able to demonstrate keeping
time for the year, month, day, hour, and minute, but keeping track of the seconds was not
accomplished.

4.4. Summary of Prototypes One - Three
Together prototypes one, two, and three have shown making an open-source, sensor to
measure movement is possible. Currently, the design requirements that are completed are
the sensor is open-source, the sensor can measure the movement using an accelerometer
and gyroscope, and the sensor is inexpensive. The total cost of the sensor at the end of
prototype three is $18.56 [31]. The list of design requirements that are proving difficult to
complete is large. Having the device connect to and store data to a patient’s phone via
Bluetooth is not complete as shown by prototype one. The sensor is able to connect via
Bluetooth to a phone but the data being sent to the phone is difficult to understand and
there has been no progress on making an app to save the data. Storing data to the microSD
24

card has proven difficult as shown by prototype two and implementing an RTC has been
difficult as shown by prototype 3. The design requirements that are not complete are the
sensor being wearable and having multiple sensors.

The hardware needed to make the combination of prototypes one, two, and three is shown
in Figure 15 next to a case of previous wearable sensors designed by the SEED team of
students. The comparison of size between these two different sensor designs is very
different and the new sensor design needs to be condensed in order to be comfortable to
wear, especially when patients are wearing multiple sensors. This difference in size and
number of design requirements proving to be problematic required the sensors to be
completely redesigned. This redesigning of the sensor included the addition of the Arduino
Cloud.
Figure 15:
Comparison Between Current Sensors and Prototype Three.
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The addition of the Arduino Cloud to the sensor design solved many of the current
problems. The largest problem solved by the Arduino cloud was the sensor size. The
Arduino boards compatible with the cloud, specifically the Nano family of boards used in
future prototypes had built in Wi-Fi/Bluetooth connectivity plus an inertial measurement
unit (IMU) to measure accelerometer and gyroscope data. The built in capabilities
eliminated two of the four hardware modules. The Arduino Cloud also provided data
storage and real time display of data on any computer or mobile phone. The next two
chapters demonstrate how the implementation of the Arduino Cloud into the sensor design
was able to complete all of the design requirements and successfully build multiple opensource wearable sensors.
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CHAPTER 5: PROTOTYPE FOUR
5.1. Prototype Four Methods
The addition of the Arduino Cloud allowed the sensor design drastically to condense. The
built in capabilities of the cloud compatible boards reduced the hardware of the sensor to
just an Arduino Nano board, and new smaller microSD card adapter. The accelerometer
plus gyroscope data, wireless connectivity, and RTC can all be controlled through the use
of software without any added hardware [32-35]. The small size and simplicity of the new
sensor allowed a second sensor to be added to the design. The block diagram in Figure 16
contains an updated structure of how prototype four works.
Figure 16:
Block Diagram for Prototype Four.
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The concept used in prototype four is that two sensors, one on the chest and hip, will
individually record motion data. The hip sensor will transfer the recorded data to the
chest sensor via Bluetooth where both the chest and hip sensor data will be synced by an
RTC, saved locally to a microSD card, and then transferred to the Arduino Cloud. The
RTC library was changed to RTCZero [36,37]. Transferring data to the cloud removed
the need for a patient’s phone to collect and store data because the IoT sensor connects to
the cloud through Wi-Fi. The code used to read and write the microSD card was modified
in prototype four in order to avoid the problems from prototype two. The code was
modified to allow simultaneous and independent data transfer to the cloud and the
microSD card. This modification was overlooked while working on prototype two.

The Arduino boards used in prototype four are shown in Figure 17. A major difference
between prototype four and the pervious prototypes is the addition of a second sensor.
Two sensors were used in this prototype because the built in wireless connectivity
abilities allowed for simple sensor to sensor communication. The board pictured on the
left is the Nano BLE 33 and represents the hip sensor. This sensor is not cloud
compatible and can only transmit its data via Bluetooth. The sensor on the right is the
Nano 33 IoT and is cloud compatible. This sensor is able to send and receive data via
Bluetooth to and from the hip sensor while also being able to connect via Wi-Fi to the
cloud.
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Figure 17:
Arduino Boards used for Prototype Four (Left is Nano BLE 33, Right is Nano 33 IoT).

Since prototype four was a complete redesign of the sensor configurations many tests used
in previous prototype had to be repeated. The IMU had to be tested to ensure the
accelerometer and gyroscope sensors were working and the microSD card had to be tested
to ensure data was being saved to the new boards. There were also a couple new tests
introduced during this prototype to ensure the wireless capabilities of both sensors were
functioning properly.

The Bluetooth connections between the two sensors and the Arduino Cloud connection
between the Nano 33 IoT needed to be tested. The Bluetooth connection between two
sensors set the chest sensor as a central device and the hip sensor as the peripheral device.
The intent was to have the central device request from the peripheral device a sample of
data at the same time when the central device was taking a sample. The peripheral device
would respond by sending the sample of the six data points to the central device. This
process of requesting and sending data would allow the data at the chest sensor to be synced
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and the addition of a time stamp to be added easily [38]. This test was verified by watching
the serial monitors of both Arduino boards to see if the data measured and printed by the
peripheral device was printed on the serial monitor of the central device. Testing the
connection between the chest sensor and the cloud was verified by watching the Arduino
Cloud data display on a phone and computer.

5.2. Prototype Four Results
Almost all of the tests performed on prototype four were successful. The boards were able
to measure accelerometer plus gyroscope data and print all six axes on the sensor’s
respective serial monitors. The new smaller microSD card adaptor was successfully able
to save data to one folder while also having the data transmit to the cloud. Figure 18 is a
picture of the Arduino Cloud on a computer. The figure shows the data for the
accelerometer X and Y directions over a two hour span. The data in the graph is condensed
data and shows the magnitude trend over the course of the two hours. Downloading this
data in excel will show the correct number of samples. This data was collected by moving
the Arduino Nano 33 IoT around in no particular order to confirm sensor connectivity to
the cloud. The figure only shows the accelerometer X and Y directions but the
accelerometer Z plus the gyroscope X, Y, Z data also transferred from to the cloud. This
data was also observed on the mobile app provided by Arduino on a phone.
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Diving deeper into Figure 18 It can be seen that each graph contains a horizontal bar at the
top with 15D, 7D, 1D, 1H and LIVE. These boxes represent different time scales a user
can select to look back in time for stored data. A user has the option of reading stored data
or watching data live depending on which of the labels are selected. In both of the graphs
the 15 day label is selected. At the time that Figure 18 was taken the data on the screen had
been recorded 13 days prior, proving that the cloud was able to store data.
Figure 18:
Arduino Cloud Data Display.

As discussed above, most of the tests performed on prototype four were successful.
Connecting the chest and hip Arduino boards through Bluetooth was harder than expected.
The sensors were able to connect together but sending data from one sensor to another
proved to be difficult. Figure 19 is the serial monitor print out from the central device, the
chest sensor, at the beginning of a test. This figure indicates that the central and peripheral
device were able to connect.
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Figure 19:
Serial Monitor Print Out for Central Device

Figure 20 is the serial monitor print out of the peripheral device measurements. Only the
accelerometer values were being measured during this test which is what the figure shows.
The values in the three columns of Figure 20 where then supposed to be sent to the chest
sensor and printed in the serial monitor pictured in Figure 21. The data shown in Figure 21
does not match the data displayed in Figure 20. The data printed to the serial monitor by
the chest sensor is only 0.00. There is consistent printing of only the Y and Z values with
the occasional X value. It was observed that the X value would appear each time the X
direction of the sensor was moved. This led to the conclusion that the Bluetooth capabilities
of the sensors was great at sending a signal when the measured accelerometer value
changed but not great at sending the actual accelerometer value. Fixing this Bluetooth
connectivity was solved by changing the sensor design to have each sensor record data
independently and for each sensor to be cloud compatible. This is discussed in chapter 6.
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Figure 20:
Serial Monitor Print Out for Peripheral Device

Figure 21:
Serial Monitor Print Out for Central Device Receiving Data.
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5.3. Prototype Four Significance
The addition of the Arduino Cloud was a crucial step in designing these sensors. One of
most significant design changes from the addition of the cloud was the removal of using a
patient’s phone to store data. Carrying a phone all day can be very difficult for patients.
The patient population with MS tends to be older more likely to forget they need to carry
their phone with them to record the data. In order to prevent any complications related to
a patient’s phone it was removed from the design. Removing the phone also increased the
open-source possibilities for the sensors because instead of the sensors writing to an app
designed to only record accelerometer and gyroscope data the sensors are writing to the
cloud which can record any sensor parameter.

Prototype four was able to complete most of the design requirements. The sensors are
open-source and has increased in open-source capabilities from prototype three. The
sensors measure movement using the onboard IMU. The data from both sensors is synced
together using a software RTC. The data is saved both locally using a microSD card and
online with the use of the Arduino Cloud. The size of the sensors has been reduced
enough for the sensors to be wearable and the sensors are still inexpensive. The total cost
of the sensor set up is $40.90 plus $5.99 a month for the cloud [39]. The Nano 33 BLE
costs $22.50 the Nano 33 IoT costs $18.40 [40,41]. The last requirement proving difficult
was the use of multiple sensors to collect data. The next chapter discuss how this problem
was solved.
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CHAPTER 6: Final Design
6.1. Final Design Methods
The final design was designed based off of the tests that produced working results from
prototype four. The chest sensor in prototype four worked very well and in the final design
two identical sensors were designed to record and send data to the cloud independently.
The Bluetooth communication between the two sensors was removed. The block diagram
for the fifth and final prototype is shown in Figure 22 and a picture of the two sensors plus
a battery is shown in Figure 23. The block diagram explains the final design is comprised
as two sensors that collect data independent of each other. The chest and the hip sensors
are each a Nano 33 IoT board with a microSD card adapter, a battery connector, and a
battery. Each sensor records its own data, time-stamps the data with the software RTC,
saves the data locally on the microSD card and then transfers the data wirelessly to the
Arduino Cloud where it is stored online. Each sensor sends data to its own cloud storage
file. Both sensors are also identical in both hardware and software.
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Figure 22:
Block Diagram of the Final Design.

Figure 23:
Picture of Two Sensors as the Final Design.
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An easy-to-use user interface was designed using the Arduino Cloud for this prototype as
shown in Figure 24. This user interface was designed for lab members to control the sensors
and not for use by patients. The first item to complete in the user interface is the scheduler.
The scheduler is designed to run specified lines of code during a specified period of time.
In Figure 24 the scheduler will run code starting at January 1, 2022, at 6:00am for 12 hours
and stop running code on January 1, 2022, at 6:00pm. The scheduler will repeat this cycle
for one week. The code the scheduler will be running is the code responsible for measuring
and saving the IMU data to the microSD card and Arduino Cloud. The scheduler is
designed to collect data from the patient during the day and pause data collection at night
when the patient is asleep. After the scheduler is programmed, the bottom row of year,
month, day, hours, minutes, seconds should be filled in with the same values as in the
scheduler start time. These values in the bottom row are synced with software RTC code
used to generate the time stamps used for saving data to the microSD card. The bottom row
values need to be the same with the starting time in the scheduler in order to sync the cloud
time stamps with the microSD card time stamps. There is extra code in the main script that
counts how many times the scheduler begins and ends in order to increase the day month
and year values for the software RTC. Without the counting code every time the scheduler
began the software RTC would begin on January 1, 2022, 6:00am. The last value that needs
to be completed in the user interface is the sampling frequency. The current BioStamp
sensors used in the lab sample at 31.25Hz which is why the current sampling frequency is
set at 31.25Hz. 31.25Hz was chosen because this is MC10 default. Most human motion
frequency is below 10Hz meaning that any sampling frequency over 20Hz will correctly
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sample data [42]. This sampling frequency can be changed for future studies. The
maximum accelerometer and gyroscope sampling frequency is 100Hz on the Arduino Nano
33 IoT. Once the user interface is filled out, the code can be uploaded to the sensors and
the sensors will run using power provided by a computer or by a battery for wearable
purposes.
Figure 24:
Picture of Final Design User Interface.

Late into the final design prototyping it was discovered that writing a single line containing
the six axes of data being measured to the microSD card was too slow of a process and data
was being lost since the Arduino was not programed to multithread. A fix to this problem
was having the software modified to write data to an array and then upload the entire array
to the microSD at once. The array was 500 rows which could save roughly 20 seconds of
data. 500 rows were chosen because that was the maximum size the matrix could be before
overloading the program memory of the Arduino. This allowed the data to be written to the
microSD at 26Hz which is lower than the MC10 but acceptable.
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6.1.1 Box Test
The first test performed on the final design sensor was engineered to compare the sensor
measurement differences between the final design sensor, (CS short for Conor sensor), and
an MC10 sensor as well as the difference in measurements between two MC10 sensors.
All three sensors (CS and two MC10) were placed with their axes of movement aligned on
a solid piece of cardboard and secured in place with tape. From left to right the sensors
were labeled MC10-1, MC10-2, and CS and a diagram of the test set up is pictured below
in Figure 25 where the blue rectangle represents the cardboard, and the black rectangles
represent an individual sensor.
Figure 25:
Diagram of Test Set Up.

MC10-1

MC10-2

CS

The sensors were all turned on and the accelerometer and gyroscope data were collected
on all three sensors. Movement was created by holding the cardboard and moving the box
in different directions with no specific attempt except to collect data on all six axes of
movement. Multiple trials of data were collected with each trial collecting over three
minutes of data.
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6.1.2 Heel Strike Test
The second test on the sensors was more specific in terms of location of sensor and specific
output data being measured by the sensors. The heel strike tests were comparing the
detection and analysis of heel strikes detected by an MC10 sensor and CS. An MC10 sensor
and CS were placed in the left thigh of a subject. The subject then walked normally in a
straight line until their path was obstructed. When the path was obstructed, the subject
would turn 180 degrees and walk in a straight line again. The subject would walk for trials
of greater than three minutes. Once the walking was complete, the measured data were
pushed through a heel strike detecting algorithm developed by the lab [43].
6.1.3 RTC Test
The final test used on the sensors was an RTC sync test. The objective of this test was to
measure the amount of time lost by the RTC in Arduino of CS. Since the sensors are worn
for 12hrs at a time two different CS sensors were run for 12 hours. The difference in time
stated by each sensor was compared to the clock provided by the internet.

6.2. Final Design Results
6.2.1 Box Test Results
The initial box test results provided data on the CS sensors that was not valid. When
reviewing the results from uploading the data to the cloud it was found that the sampling
frequency of the data from CS was 2Hz and not the 31.2Hz as expected. This is what led
to the microSD card code modifications as mentioned above. Since the MC10 sensors
could only sample at 31.25Hz the raw accelerometer and gyroscope data from the MC10
40

sensors was down sampled to 26Hz to match the data recorded on CS. Figure 26 and 27
display the raw accelerometer and gyroscope data measured from a trial of the box test
respectively. In Figures 26 and 27 there are three subplots each representing the axes of
accelerometer or angular rate being measured. From left to right each subplot is X, Y, and
Z axis. In each subplot there are three colored lines, blue, red, and yellow. Blue corresponds
to the final design sensor CS, red represents MC10-1 and yellow represents MC10-2.
Looking at Figure 26 the blue line can be seen to be shorter than the red and yellow lines
this is due to the slower sampling rate. On all of the accelerometer graphs there are offset
present between all of the sensors. This is due to the sensors not being able to have their
IMU’s in the same location which is expected. The CS sensor has more noticeable offsets
because the sensor shape is different from the two MC10. These offsets were expected and
consistent throughout testing. More on this is discussed in chapter 7.
Figure 26:
Raw Accelerometer Data from Box Test.
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Figure 27:
Raw Gyroscope Data from Box Test.

Figures 28 and 29 display results from the same test, but with the data from the MC10
sensors down-sampled from 31.25Hz to 26Hz From Figures 28 and 29 major movement
features are aligned though out all three sensors.
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Figure 28:
Sampled Down Accelerometer Data from Box Test.

Figure 29:
Sampled Down Gyroscope Data from Box Test.
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Figure 30 displays a comparison between the vector magnitude of accelerometer and
gyroscope data from this test. Each time series was calculated by summing the square of
the X, Y, and Z axis components at a specific timestep and the square rooting the resulting
value. This process was repeated six times, once for each sensor for accelerometer and
gyroscope data.
Figure 30:
Magnitude Comparison of Accelerometer and Gyroscope.
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From afar the data three time series plots for accelerometer and gyroscope data look very
similar. A 2D correlation coefficient was calculated between CS and MC10-2 and again
for MC10-1 and MC10-2. This allowed a comparison to be made between CS and an MC10
sensors and between two MC10 sensors. For accelerometer data calculate correlation
coefficients between CS and MC10-2 and again for MC10-1 and MC10-2 were -0.0505
and 0.3700 respectively. For gyroscope data the coefficients were calculated as 0.4700 and
0.7311 respectively. What the correlation results demonstrate is that the measurements
between CS and MC10-2 are different, but also the difference in measurements between
the two MC10 sensors is large too. The two calculated correlations are very low. This is
because a small amount of data is lost every time CS writes to the microSD card. Aligning
the sensor data by time-step and using one continuous set of data from the microSD card
provided better results. Figure 31 displays the data of the accelerometer data measured
from this test between CS and the two MC10 sensors and is aligned by time-steps. The data
represented in the plots is from the first array of data saved to the microSD card when the
sensor first started recording. The data was aligned to the first time-step using the first large
peak present in the data from the X axis. The data had to be aligned this way because the
recoding start time of each sensor varied. Both MC10 sensor data was sampled down to
26Hz and the data displays the first 218 time-steps of recording data which is just over 8
seconds of data. There are 218 samples instead of the 500 expected samples due to the
sensor recording start time varying.
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Figure 31:
Accelerometer Data Aligned by Time-Steps.

The correlation coefficients between the two MC10 sensors were calculated to be 0.9941,
0.9890, and 0.9820 for the X, Y, and Z axis respectively. Between CS and MC10-1 the
correlation coefficients were calculated to be 0.8338, 0.5681, and 0.7106 for the X, Y and
Z axes respectively. Figure 32 displays the gyroscope data from all three sensors from this
test. The gyroscope data time-steps correspond to the accelerometer data time-steps. The
correlation coefficients listed in X, Y, Z order between the two MC10 sensors were 0.9953,
0.9949, and 0.9968; between CS and MC10-1 0.6723, 0.6712, and 0.7946.
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Figure 32:
Gyroscope Data Aligned by Time-Steps.

When comparing these new correlation coefficients with the data aligned by time-step
against the coefficients aligned by sample number the difference is quite clear. What these
results indicate is that the sensor is losing data. After the 218th data point in the graph,
which was the 500th sample from the microSD card, the CS would pause data collection
for 0.893 seconds (this was calculated using time stamps) while writing the next array of
data to the microSD. During this 0.893 seconds the two MC10 sensors would keep
recording data. This is why just simply down sampling the MC10 data did not provide clear
correlation results.
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6.2.2 Heel Strike Test Results
Figures 33 and 34 display the accelerometer and gyroscope measured from a subject for
the heel strike test. During the heel strike tests the subject was able to take eight strides
before having to turn around. This is why the maximum peaks for both the accelerometer
and gyroscope are grouped in eights. The raw data from the CS and MC10 sensor clearly
show similarly recorded data from afar.
Figure 33:
Heel Strike Raw Accelerometer Data.
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Figure 34:
Heel Strike Raw Gyroscope Data.

The data recorded in Figures 33 and 34 was then run through a heel strike detection
algorithm created by the M-Sense group. The algorithm counts the number of heel strikes
by finding the number of times an accelerometer axis crosses y = +1. The algorithm used
samples the data only at 31.25Hz which meant the accelerometer data collected from CS
needed to be sampled up. This was accomplished using the MATLAB command interp1.
Once the data was resampled it was run through the algorithm. During one trial the
algorithm was able to count an unequal number of strides between CS and the MC10
sensor. To try an increase the accuracy of the algorithm a smaller sample of data was used
as an input to the algorithm. The algorithm is looking for data between two sensors that is
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synced in frequency. As shown in Figure 35 the frequency between the blue and red time
series data is not the same.

After looking further into why the peak data was not aligned it was discovered that when
the data is saved to the microSD card the Arduino does not continuously save data which
leads to loss in data. Even though the structure of the data was resampled to 31.25Hz the
actual data itself could never be at 31.25Hz. This is why the peaks of the red line time
series, final design/CS, begins lagging behind the blue time series, and then transitions to
overlap and the lead the blue time series. The constant oscillation between the data
collected from CS caused the heel strike algorithm not to work properly. More on the
microSD card writing problems are discussed in chapter 7.
Figure 35:
Heel Strike Algorithm Results.
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6.2.3 RTC Test Results
Two CS sensors recorded data during a time span of 12 hours. After 12 hours the clock
provided by the internet stated 11:30:00 and the RTC from one CS stated 11:29:58 and the
second CS stated 11:29:59. This indicates that the RTC clocks drifted one to two seconds
in 12 hours. This is not a large amount of time and can be corrected easily by resetting the
Arduino RTC every six hours.
6.2.4 Other Test Results
The new sensors are designed to interfere with a patient’s normal routine as minimally as
possible. One aspect of the design allows patients to not be confined to the footprint of
their home Wi-Fi signal while wearing the sensors. While inside the range of their home
Wi-Fi, the sensors will record data and save it to the cloud and the microSD card. Once a
patient leaves the range of Wi-Fi, the sensor will continue saving data only to the microSD
card. When the patient returns into the range of Wi-Fi, the sensor must be able to reconnect
to the cloud and continue saving data to the cloud. A simple test was performed on the
sensors to confirm a timely reconnection to the cloud. Two sensors were slowly moved
away from the current router they were connected to until the data recording on the cloud
was stopped. This was monitored using the live data acquisition windows on a cell phone.
The distance where was signal is lost was around 75 feet from the router. This distance will
not be true for every instance because of variabilities in routers, environment, and small
scale fading of the Wi-Fi signal. Once the signal connection was broken, the sensors were
slowly moved over the piece of tape and a timer was started until data resumed plotting in
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the live data acquisition window on the phone. On average it took the sensor 3 seconds to
reconnect and start saving data to the cloud.

6.3. Final Design Significance
The significance of the final design is that the sensor system completes the design
requirements listed at the beginning of the thesis. The final design of the sensor is
wearable and open-source in both hardware and software. The device is able to be used in
current studies by measuring movement data using an accelerometer and gyroscope. The
sensor is able to measure data from a patient and two hips using multiple sensors. The final
design of the sensor using hardware and software from the same company allows any
number of these sensors to be placed anywhere on the body. The sensor can save data
wirelessly to the Arduino Cloud and can save data locally on a microSD card with the
timestamps in sync on both platforms through the use of a software RTC. Finally, the
sensors are inexpensive. The cost of each sensor is $45.35. This includes the Nano 33 IoT
board, the microSD breakout board, battery charger adapter, and battery. The Arduino
Cloud costs $5.99 per month. Even though the sensor is able to complete the described
design requirements there is still work to be done on the sensors as seen from the results
section. Examples of future modifications include having the ability of saving data greater
than 2Hz to the cloud and saving data to the microSD without data loss. These
modifications are covered in detail in chapter 7.
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CHAPTER 7: FUTURE PLANS FOR THE SENSOR
7.1. Introduction
Meeting all of the design requirements does not mean that all of the work on the sensors is
finished. There are still current small problems with the sensors and future modifications
to be made that can improve the functionality of the sensors. Currently the final design of
the sensor is adequate for collecting motion data in a lab setting. The lab setting provides
a testing area where the sensors can save data directly to the cloud without losing
connection by being too far out of range. This is favorable until the microSD card data rate
is increased. Attaching the sensors to a patient is quick and easy. The patient can walk
perform requested movements in the lab while the lab members watch the data in real time.
If there are any inconsistencies in the data collected it can be identified quickly, and data
collection can be repeated without removing and reattaching the sensors to the patient.

7.2. Saving Data
As mentioned before the CS design has trouble saving data to both the cloud and to the
microSD card. The simplest solution to this would be to upgrade the Arduino Nano 33 IoT
hardware to a board with a faster processer, greater than 48MHz, and multiprocessing
capabilities. These two capabilities in the next generation of sensors will allow data to be
written to the microSD and recorded at the same time while also increasing the sampling
rate to hopefully 31.25Hz. A new board for the sensor will allow data to be collected
without being lost. Updating to the cloud at faster speeds can be achieved by packaging the
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measured data together and sending the data at specific time intervals. The data would then
have to be unpackaged in the cloud before being analyzed.

7.3. Future Studies
The reason for leveraging the use of Arduino components in the sensor design was to allow
the sensor to be as open-source as possible. Using Arduino components, the hardware and
software of the sensors are open-source and compatible with various other microcontrollers
and sensors. The sensors are not limited to only measuring movement. Being open-source,
the possibilities for what the sensors can and will measure in future studies is limitless. The
design of the current final design allows changes to be made to multiple or just
one of the sensors to be simple. As long as the sensor design stays a size where it is
wearable it can be used in future studies by the M-Sense research group.

7.4. Real Time Analysis
An unexplored area of the Arduino Cloud in the sensor design was the implementation of
the clouds API. Leveraging the API would allow data to be downloaded by the lab in real
time or at desired time intervals during a study. The downloaded data could then be
processed while a study is currently going on while a patient is at home. Having the ability
to download and process data allows results to be generated rapidly. For patients with MS,
rapid data analysis and results could alert the lab of a patient fall and provide a quick
medical assistance to the patient if needed.
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7.5. Real Time Feedback
Real-time feedback can be divided into two categories. The first being feedback to the
patient wearing the sensors and the second being providing feedback to the sensor.
Generating results rapidly as discussed in the previous section can be used to send
information directly back to the patient. Depending on the sensor hardware feedback to the
patient can be sent to an app on a phone that makes the phone vibrate, ding, receive a text
message, or any other method that can be used to alert the patient. Specifically for patients
with MS this real time feedback could be used to alert a patient they are at risk of falling
soon and they should find someplace stable to hold their weight or prepare to fall. Feedback
to the sensor implies being able to send software updates to the sensor wirelessly. If the
software for the sensor needs to be updated while a patient is wearing the sensors at home
the patient can stay at home and receive the update wirelessly. This prevents the patient
from having to go to and from the lab multiple times.

7.6. Designing a Case
Currently the method of securing the sensors to the body is using double sided tape. A case
needs to be designed if these sensors are to be used on patients. The difficulty in designing
a case for the sensors is that if the hardware design changes, the case design changes too.
This potentially means many cases will be designed in the future. Leveraging the use of
3D printing would allow cases to be designed relatively quickly and inexpensively. The
3D printing would provide a physical and electrical barrier between the patient and the
sensors. 3D printing a case for the current sensors would not be difficult as the shape of the
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sensors are rectangular. The cases need to be designed with the patient in mind and simple
to open in order to allow access to the battery charging port.
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CHAPTER 8: CONCLUSION
The purpose of this thesis was to design and create a new set of sensors to be used for the
M-Sense research group and wearables community. The new design of the sensors had to
be compatible with the current studies in the lab who use wearable sensors and open-source
in order to be used in future studies performed by the lab. The open-source design is
impactful in the wearables community because there are currently no open-source wearable
sensors which measure movement using accelerometer and gyroscope data. The process of
the designing the sensors was successful in the end but many obstacles were encountered
along the way. Through the use of Arduino hardware and software the sensor design began
as a single sensor sending data to a phone and grew to a pair of sensors recording data and
saving the data to the cloud and microSD cards with the potential to grow even more in the
future.
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