






































been	generated,	but	without	 simple	 tools	 to	enable	 routine	analysis.	 	Consequently,	users	have	
needed	 to	 generate	 their	 own	 tools	 or	 otherwise	 find	 willing	 collaborators.	 Here	 we	 present	
PyFolding,	 a	 free,	 open	 source,	 and	 extensible	 Python	 framework	 for	 graphing,	 analysis	 and	
simulation	of	 the	biophysical	properties	of	proteins.	To	demonstrate	 the	utility	of	PyFolding,	we	
have	used	it	to	analyze	and	model	experimental	protein	folding	and	thermodynamic	data.	Examples	
include:	 (i)	 multi-phase	 kinetic	 folding	 fitted	 to	 linked	 equations,	 (ii)	 global	 fitting	 of	 multiple	
datasets	and	(iii)	analysis	of	repeat	protein	thermodynamics	with	Ising	model	variants.	Moreover,	
we	demonstrate	how	Pyfolding	 is	 easily	extensible	 to	novel	 functionality	beyond	applications	 in	













become	more	 essential,	 simple	 curve	 fitting	 software	 no	 longer	 provides	 sufficient	 flexibility	 to	
implement	 the	models.	 Thus,	 there	 is	 increasingly	 a	 need	 for	 substantially	more	 computational	










to	 automate	 the	 time-consuming	 process	 of	 combinatorial	 calculations,	 fitting	 data	 to	multiple	
models	or	multiple	models	to	specific	data.	This	enables	novice	users	to	simply	replace	the	filenames	
of	 the	 datasets	 with	 their	 own	 and	 execute	 the	 same	 calculations	 for	 their	 systems.	 For	more	




[Results & Discussion] 
PyFolding	 is	 distributed	as	 a	 lightweight,	open-source	Python	 library	 through	github	 and	 can	be	
downloaded	 with	 instructions	 for	 installation	 from	 the	 authors’	 site 1 .	 	 PyFolding	 has	 several	
dependencies,	 requiring	Numpy,	 Scipy	 and	Matplotlib.	 These	 are	now	conveniently	 packaged	 in																																																									1	https://github.com/quantumjot/PyFolding	
several	Python	frameworks,	enabling	easy	installation	of	PyFolding	even	for	those	who	have	never	
used	Python	before	(described	in	the	“SETUP.md”	file	of	PyFolding	and	as	a	series	of	instructional	









representation	 of	 data	 internally.	 Proteins	 exist	 as	 objects	 that	 can	 have	 metadata	 as	 well	 as	
multiple	sets	of	kinetic	and	thermodynamic	data	associated	with	them.	Input	data	such	as	chevron	
plots	or	equilibrium	denaturation	curves	can	be	supplied	as	comma	separated	value	 files	 (.CSV).	
Once	 loaded,	 each	 dataset	 is	 represented	 in	 PyFolding	 as	 an	 object,	 associating	 the	 data	 with	
numerous	common	calculations.	Models	are	represented	as	functions	that	can	be	associated	with	
the	data	objects	you	wish	to	fit.	As	such,	datasets	can	have	multiple	models	and	vice	versa	enabling	
automated	 fitting	 and	 evaluation	 (S.I.	 Jupyter	 notebooks	 1-3).	 Parameter	 estimation	 for	 simple	
(non-Ising)	models	 is	 performed	 using	 the	 Levenberg–Marquardt	 non-linear	 least-mean-squares	
optimization	 algorithm	 to	optimize	 the	 appropriate	objective	 function	 [as	 implemented	 in	 SciPy	
(24)].	 	 The	 output	 variables	 (with	 standard	 error)	 and	 fit	 of	 the	model	 to	 the	 dataset	 (with	 R2	
coefficient	of	determination	&	95	%	confidence	levels)	can	be	viewed	within	PyFolding	and/or	the	














More	 “complex”	 fitting,	 evaluation	 and	 simulations	 using	 the	 Ising	 Model:	 Ising	 models	 are	







repeat	 proteins	 (3,	 12,	 17,	 21,	 22,	 35,	 36).	 The	most	 commonly	 used,	 and	mathematically	 less	
complex,	has	been	 the	1-D	homopolymer	model	 (also	called	a	homozipper).	Here,	each	arrayed	
element	 of	 a	 protein	 is	 treated	 as	 an	 identical,	 equivalent	 independently	 folding	 unit,	 with	




can	 be	 delineated.	 However,	 this	 simplified	 model	 cannot	 describe	 the	 majority	 of	 naturally	









users	 to	 easily	 fit	 datasets	 of	 proteins	 with	 different	 topologies	 to	 both	 the	 homozipper	 and	
heteropolymer	 Ising	 models.	 To	 achieve	 this	 goal	 PyFolding	 presents	 a	 flexible	 framework	 for	





















either	 a	 homopolymer	 or	 heteropolymer	 Ising	model	 for	 any	 reasonable	 1-D	 protein	 topology.	
Moreover,	once	the	1-D	topology	of	your	protein	has	been	defined,	PyFolding	can	also	be	used	to	
simulate	and	thereby	predict	folding	behavior	of	both	the	whole	protein	and	the	sub-units	that	it	







𝑆𝐸 𝑖 = 	cov(𝑖, 𝑖) ∙ (-./01-234)5678 	 	 	 (1)	
	
Where	cov	is	 the	covariance	matrix	 (where	cov(𝑖, 𝑖)	represents	 the	variance	of	parameter	 i),	𝑦:;<	
are	the	y-values	of	the	fit	at	the	observed	x	values,	𝑦=>?	are	the	observed	y	values	of	the	data	and	𝐷𝑂𝐹 	represents	 the	 degrees	 of	 freedom	 (the	 number	 of	 data-points	minus	 the	 number	 of	 free	
variables).	 From	 these	 values	 we	 can	 also	 calculate	 the	 confidence	 interval	 (nominally	 at	 95%)	
where,	the	confidence	interval	for	parameter	i	is	:	𝐶𝐼 𝑖 = 𝑃; ± 𝑡(95%,𝐷𝑂𝐹) ∙ 𝑆𝐸(𝑖)		 	 	 (2)	
	
Where	𝑃; 	is	 the	 value	 of	 parameter	 i	 and	𝑡(95%,𝐷𝑂𝐹) 	is	 the	 t-distribution	 at	 95%	 with	𝐷𝑂𝐹	
degrees	of	freedom.	Finally,	we	report	the	coefficient	of	determination	(𝑅L)	as	a	statistical	measure	









based	 on	 the	 Jacobian	 matrix	 (here,	 a	 matrix	 of	 numerical	 approximations	 of	 all	 the	 partial	





matrix.	 In	 general,	 estimating	 errors	 for	 the	 parameters	 or	 the	 uniqueness	 of	 the	 solution	 in	
heteropolymer	 models	 is	 a	 complex	 problem,	 owing	 to	 the	 method	 of	 optimization	 used.		















thermodynamic	 and	 kinetic	 protein	 folding	 data.	 The	 software	 is	 free	 and	 can	 be	 used	 to	 both	
analyse	 and	 simulate	 data	 with	 models	 and	 analyses	 that	 expensive	 commercial	 user-friendly	
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kinetics	 (chevron	 plots)	 showing	 the	 distinct	 fast	 and	 slow	 phases	 for	 the	 3-state	 folding	
















coloured	 by	 the	 user	 defined	 topology	 used	 by	 the	 ising	model	 -	 Helix	 (blue),	 Repeat	 (black),	 a	




partition	 functions	 (q)	 for	 each	 protein	 in	 the	 series	 using	 a	 matrix	 formulation,	 and	 share	
parameters	between	other	proteins	in	the	series.	(D)	A	final	global	fitting	step	finds	the	optimal	set	
of	 parameters	 to	 describe	 the	 series.	 (E)	 The	 optimal	 parameters	 (and	 their	 estimated	
errors/confidence	intervals)	for	each	domain	primitive	are	recovered	and	output	for	the	user.	These	
calculations	can	be	found	in	SI	Jupyter	Notebook	6.	
