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La capacidad de comunicación e integración que ofrece Internet, está facilitando 
el establecimiento y automatización de relaciones entre los participantes de los nue-
vos Modelos de Negocio electrónico. Aunque no existe una clasificación definitiva 
de éstos, es posible distinguir la integración de datos y funcionalidad como un re-
quisito fundamental para la implementación de los mismos. Algunos de los casos 
más significativos lo constituyen empresas como Google y Amazon que ofrecen a 
sus socios sus plataformas tecnológicas a través de interfaces (APIs) basadas en 
servicios Web. Estas compañías establecen contratos de negocio que brindan la 
posibilidad de integración de sus plataformas con las aplicaciones Web de los so-
cios. Así, los diversos servicios que ofrecen les están disponibles y establecen con 
ello una relación que redunda en beneficio mutuo. 
 
Tres actores básicos se pueden distinguir para lograr esta integración: los servi-
cios Web, las aplicaciones Web y los procesos Negocio-a-Negocio. Los primeros, al 
facilitar la producción y consumo de datos y funcionalidad independientemente de 
la implementación tecnológica de los sistemas; los segundos, al ser el tipo más do-
minante de aplicación que se ejecuta en Internet; y los terceros, al definir los pasos 
necesarios para la realización de los diversos procesos del negocio. 
 
Desde el punto de vista del modelado conceptual, se encuentran diversas pro-
puestas, la mayoría basadas en modelos UML, para la especificación de estos tres 
actores. No obstante que en múltiples casos es necesaria su participación mutua, se 
observa que en muchas de estas propuestas se focalizan en sólo alguno y escasamen-
te se encuentran opciones que los incluyan a los tres. Por ejemplo, desde el punto de 
vista de la Ingeniería Web, se encuentra un número mínimo de métodos que consi-
deran de manera conjunta en sus propuestas los servicios Web y los procesos Nego-
cio-a-Negocio. La mayoría de los métodos se centran en aplicaciones Web que ofre-
cen un espacio de navegación sobre grandes colecciones de datos, pero no permiten 
la integración de datos y funcionalidad de aplicaciones externas, como tampoco la 
exposición de su funcionalidad para consumo de otras.  Por otro lado, desde el punto 
de los servicios Web, la mayor parte de las aproximaciones considera su especifica-
ción sin considerar su inclusión en aplicaciones Web o el papel que juega la interac-
ción humana. 
 
La presente tesis ofrece una propuesta para el modelado conceptual de aplica-
ciones Web que integran datos y funcionalidad a partir de servicios Web, con consi-
deraciones adicionales a los procesos Negocio-a-Negocio. La solución se expone en 
el contexto del método de Ingeniería Web Object Oriented Web Solutions (OOWS). 
Este método es la extensión para el modelado conceptual de aplicaciones Web del 
método clásico OO-Method. En su concepción original, OOWS ha sido diseñado 
para la consulta y actualización de datos, pero no para la integración de aplicaciones 
externas. La propuesta de esta tesis incluye un conjunto de adecuaciones y extensio-
nes a sus primitivas conceptuales para la especificación de este tipo de aplicaciones. 
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Por otro lado, desde el punto de vista de de servicios Web, también se ofrece un 
método para su modelado conceptual considerando los aspectos de producción, 
consumo y composición. Se ofrecen primitivas para la captura de los conceptos 
esenciales de los servicios Web: servicio, operación, parámetros y valores de retor-
no; ofreciendo primitivas para los tipos de operaciones básicas, según la especifica-
ción WSDL: one-way, request-response, notify y solicit-response. Se ofrece también 
una propuesta para la definición de nueva funcionalidad, mediante el establecimien-
to de relaciones de agregración y especialización entre servicios Web, enmarcado en 
el contexto de un marco de trabajo multidimensional para su definición precisa. 
Todo lo anterior se complementa con la definición de una estrategia de transforma-
ción de modelos y de generación automática de código, basada en el marco de traba-
jo de la Arquitectura Dirigida por Modelos (Model-Driven Architecture, MDA) del 
Object Management Group (OMG). 
 
Finalmente, desde el punto de vista de procesos Negocio-a-Negocio, la tesis 
ofrece una método semi-automático para la obtención de un mapa navegacional 
OOWS, a partir de un modelo de proceso Negocio-a-Negocio que considera la inte-







La capacitat de comunicació i integració que ofereix Internet, està facilitant l'es-
tabliment i automatització de relacions entre els participants dels nous Models de 
Negoci electrònic. Encara que no existeix una classificació definitiva d'aquests, és 
possible distingir la integració de dades i funcionalitat com un requisit fonamental 
per a la implementació dels mateixos. Alguns dels casos més significatius ho consti-
tueixen empreses com Google i Amazon que ofereixen als seus socis les seues plata-
formes tecnològiques a través d'interfícies (APIs) basades en serveis Web. Aquestes 
companyies estableixen contractes de negoci que brinden la possibilitat d'integració 
de les seues plataformes amb les aplicacions Web dels socis. Així, els diversos ser-
veis que ofereixen estan disponibles i estableixen amb això una relació que redunda 
en benefici mutu. 
 
Tres actors bàsics es poden distingir per a assolir aquesta integració: els serveis 
Web, les aplicacions Web i els processos Negoci-a-Negoci. Els primers,faciliten la 
producció i consum de dades i funcionalitat independentment de la implementació 
tecnològica dels sistemes; els segons, son el tipus més dominant d'aplicació que 
s'executa en Internet; i els tercers, defineixen els passos necessaris per a la realitza-
ció dels diversos processos del negoci. 
 
Des del punt de vista del modelatge conceptual, es troben diverses propostes, la 
majoria basades en models UML, per a l'especificació d'aquests tres actors. A pesar 
que en múltiples casos és necessària la seua participació mútua, s'observa que en 
moltes d'aquestes propostes es focalitzen en només algun, i escassament es troben 
opcions que els incloguen als tres. Per exemple, des del punt de vista de l'Enginyeria 
Web, es troba un nombre mínim de mètodes que consideren de manera conjunta en 
les seues propostes els serveis Web i els processos Negoci-a-Negoci. La majoria 
dels mètodes se centren en aplicacions Web que ofereixen un espai de navegació 
sobre grans col·leccions de dades, però no permeten la integració de dades i funcio-
nalitat d'aplicacions externes, com tampoc l'exposició de la seua funcionalitat per a 
consum d'unes altres. D'altra banda, des del punt dels serveis Web, la major part de 
les aproximacions considera la seua especificació sense considerar la seua inclusió 
en aplicacions Web o sense considerar el paper que juga la interacció humana. 
 
La present tesi ofereix una proposta per al modelatge conceptual d'aplicacions 
Web que integren dades i funcionalitat a partir de serveis Web, considerant adicio-
nalment els processos Negoci-a-Negoci. La solució s'exposa en el contexte del 
mètode d'Enginyeria Web Object Oriented Web Solutions (OOWS). Aquest mètode 
és la extesió per al modelatge conceptual d'aplicacions Web del mètode clàssic OO-
Method. En la seua concepció original, OOWS ha estat dissenyat per a la consulta i 
actualització de dades, però no per a la integració d'aplicacions externes. La proposta 
d'aquesta tesi inclou un conjunt d'adequacions i extensions de les seues primitives 
conceptuals per a l'especificació d'aquest tipus d'aplicacions. 
 
D'altra banda, des del punt de vista dels serveis Web, també s'ofereix un mètode 
per al seu modelatge conceptual considerant els aspectes de producció, consum i 
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composició. S'ofereixen primitives per a la captura dels conceptes essencials dels 
serveis Web: servei, operació, paràmetres i valors de tornada; oferint primitives per 
als tipus d'operacions bàsiques, segons l'especificació WSDL: one-way, request-
response, notify i solicit-response. S'ofereix també una proposta per a la definició de 
nova funcionalitat, mitjançant l'establiment de relacions d'agregració i especialitza-
ció entre serveis Web, emmarcat en el contexte d'un marc multidimensional per a la 
seua definició precisa. Tot l'anterior es complementa amb la definició d'una estratè-
gia de transformació de models i de generació automàtica de codi, basada en l'Arqui-
tectura Dirigida per Models (Model-Driven Architecture, MDA) del Object Mana-
gement Group (OMG). 
 
Finalment, des del punt de vista de processos Negoci-a-Negoci, la tesi ofereix 
una mètode semi-automàtic per a l'obtenció d'un mapa navegacional OOWS, a partir 
d'un model de procés Negoci-a-Negoci que considera la integració de l'aplicació 







The communication and integration capacity offered by the Internet is facilitat-
ing the establishment and automation of the relationships between the partners of the 
new electronic Business Models. Although there is no definitive classification of 
them, it is possible to find both data integration and functionality as a fundamental 
requirement for its implementation. Some of the most significant cases are Google 
and Amazon, whom offer their clients their technological platforms through inter-
faces (APIs) based on Web services. These companies define business contracts in 
order to enable the integration of its platforms with the Web application of their 
partners. As a result, their different services are available for them and, in conse-
quence, a reciprocal and beneficial relationship can be established. 
 
Three basic actors are playing a role to achieve this integration level: Web ser-
vices, Web applications and Business-to-Business processes. The first, enabling the 
production and consumption of data and functionality, aside from the technological 
implementation of the systems; the second, being the most dominant application 
type executing in the Internet; and the third, defining the needed steps to the realiza-
tion of the different business processes. 
 
From the point of view of conceptual modeling there are different proposals, the 
majority based on UML models, for the specification of these three actors. Although 
in many situations their mutual participation is needed, it can be observed that many 
of these proposals are focused on only one role and rarely include the other two. For 
example, from the Web Engineering standpoint, a minimum number of methods can 
be found that consider both Web services and Business-to-Business processes in 
their approaches. The great majority of  methods only consider Web applications 
which offer a navigational space defined over great data collections, but do not al-
low to integrate data and functionality from external applications, as well as they are 
not able to expose their functionality for consumption to others. On the other hand, 
from the point of view of Web services, the majority of approaches only consider 
their own specification without considering their inclusion in Web applications or 
the role the human interaction plays. 
 
This thesis offers a proposal for the conceptual modeling of Web applications 
that integrate data and functionality from Web services, with additional considera-
tions to Business-to-Business processes. The solution is shown in the context of the 
Web Engineering method Object Oriented Web Solutions (OOWS). This method is 
the extension of the conceptual modeling of Web applications of the classic method 
OO-Method. In their original definition, OOWS were designed for the consult and 
update of data, without considering the integration of external applications. The 
proposal of this thesis includes a set of adaptations and extensions to their concep-
tual primitives for the specification of this type of applications. 
 
On the other hand, from the point of view of Web services, a method for their 
conceptual modeling is also offered considering their production, consumption and 
composition aspects. Primitives for capturing the essential concepts of the Web 
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services are offered: service, operation, parameters and return values; offering primi-
tives for the basic operation types: one-way, request-response, notify and solicit-
response. A proposal is also offered for the definition of new functionality through 
the establishment of aggregation and specialization relationships between Web ser-
vices, in the context of a multidimensional framework for its precise definition. All 
is complemented with the definition of a strategy for model transformation and au-
tomatic code generation based on the Model-Driven Architecture (MDA) framework 
of the Object Management Group (OMG). 
 
Finally, from the point of view of Business-to-Business processes, this thesis of-
fers a semi-automatic method to obtain an OOWS Navigational Map, from a Busi-
ness-to-Business process model that considers the integration of the Web application 
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El surgimiento de la Internet ha traído cambios importantes en la forma en la 
que las empresas operan sus negocios. Las facilidades de intercambio de informa-
ción que ésta ofrece, ha llevado consigo el surgimiento de Modelos de Negocio 
diferentes a los tradicionales. La variedad que poseen estos  nuevos Modelos de 
Negocio, ha dificultado la definición de una taxonomía definitiva de los mismos, 
aunque algunas clasificaciones se han realizado  ([49, 61, 62, 63]). Dentro de las 
categorías propuestas es posible identificar (con diferentes nombres) un Modelo de 
Negocio Negocio-a-Negocio que se caracteriza por la integración de datos y funcio-
nalidad, así como también por el intercambio y procesamiento electrónico de infor-
mación entre los socios del negocio. La automatización de este tipo de Modelo de 
Negocio se apoya en aplicaciones que requieren –igualmente- de tecnologías que 
permitan la integración de datos y funcionalidad, así como el intercambio y proce-
samiento de información a través de Internet. La presente tesis se enfoca a este tipo 
de aplicaciones.  
El contexto de esta tesis está enmarcado dentro del ámbito del modelado con-
ceptual de los servicios Web, las aplicaciones Web, y los procesos Negocio-a-
Negocio1: tres actores fundamentales para el desarrollo de la tecnología que da so-
porte a los Modelos de Negocio mencionados. Las aplicaciones Web a las que se 
refiere este trabajo, permiten no sólo la consulta y actualización de datos locales 
                                                          
1 Un tipo de proceso caracterizado por transacciones que requieren interacción entre 
dos o más negocios. Son llamados en inglés Business-to-Business (B2B) 
 
2 
sino también la producción y consumo de funcionalidad de otras aplicaciones, para 
lo cual el concepto de servicio Web juega un papel fundamental [64]. 
Las contribuciones de esta tesis parten de un estudio inicial del estado del arte 
en la Ingeniería Web, los servicios Web y los Procesos Negocio-a-Negocio, detec-
tando áreas de oportunidad para su integración y complemento.  
En este contexto, se ofrecen extensiones y adecuaciones al método de Inge-
niería Web OOWS[9], con el cual se ha tenido, particularmente, experiencia a lo 
largo de la investigación. Agregando una fase más de Modelado de Integración en 
su método e incluyendo un Modelo de Servicios y un Modelo Dinámico de Compo-
sición de Servicios,  para la especificación de la funcionalidad que produce y con-
sume la aplicación. Estos modelos, a su vez, son integrados con los modelos con-
ceptuales originales del método, mediante algunas adecuaciones y extensiones a sus 
primitivas conceptuales. Con esto se ofrece una solución de modelado conceptual 
para el tipo de aplicaciones Web mencionadas. 
Por otro lado, en el ámbito de los servicios Web, otra contribución que ofre-
cen los nuevos modelos propuestos, es un método que permite la composición y 
especialización de servicios mediante relaciones de agregación y herencia, acompa-
ñado de un marco de trabajo para su definición precisa; complementado con un 
conjunto de estrategias de transformación de modelos, basado en MDA [36], para la 
generación automática de código.  
Finalmente, en el ámbito de los Procesos Negocio-a-Negocio, se ofrece un 
método semi-automático para la obtención de espacios navegacionales, para el 
método OOWS. 
Este capítulo inicial ofrece una panorámica general de la tesis. Se ha organi-
zado de la siguiente manera: en el primer apartado se presenta la motivación funda-
mental de este trabajo de investigación. En el segundo apartado se plantea el pro-
blema y se ofrecen los puntos centrales de la solución que se desarrolla en los capí-
tulos subsecuentes. En este contexto, el tercer apartado ofrece los objetivos del tra-
bajo; y finalmente, en el cuarto se ofrece una descripción breve de cada uno de los 






Hasta la aparición de los servicios Web, la producción y consumo de funcio-
nalidad se había implementado mediante diversas tecnologías. Esta diversidad trajo 
consigo el problema de interoperabilidad: aunque el intercambio de datos y proce-
samiento fue posible en contextos tecnológicos homogéneos (por ejemplo en el 
Intercambio Electrónico de Datos, EDI[27]), éste se dificultaba en contextos hete-
rogéneos. Esta limitante es importante, ya que para lograr la implementación exitosa 
del Modelo de Negocio mencionado (integrando datos y funcionalidad, así como 
procesos Negocio-a-Negocio), se requiere facilitar la integración, a pesar de que las 
empresas no se soporten con tecnologías comunes. Hoy en día, los servicios Web 
surgen como la solución tecnológica fundamental para lograr este objetivo. 
Por otro lado, el reconocimiento de la comunidad de Ingeniería de Software 
de que las aplicaciones Web incluyen aspectos (como la navegación y la presenta-
ción) no presentes en las aplicaciones convencionales [2] trajo consigo el surgimien-
to de la Ingeniería Web [1]: una disciplina que propone extensiones y adecuaciones 
a los métodos y modelos tradicionales, para el modelado conceptual de este tipo de 
aplicaciones. Algunos métodos representativos de la disciplina incluyen a: 
OOHDM[4,41], UWE[8], WSDM[66], WebML[12] OO-H[7] y OOWS[9]. El prin-
cipio subyacente en todos ellos es que una aplicación Web debe desarrollarse par-
tiendo de una descripción precisa en la forma de un Esquema Conceptual (EC). 
Luego, este EC se transforma a una representación software, mediante un conjunto 
de correspondencias entre las abstracciones conceptuales que constituyen su EC y 
componentes software. En particular, la presente tesis se centra en el método 
OOWS.  
Aún cuando la participación de los servicios Web en las aplicaciones Web es 
cada vez mayor, muy pocos métodos de Ingeniería Web  están considerando su 
inclusión en sus métodos y modelos2. En este contexto, el método OOWS no es la 
excepción. OOWS nace como una extensión para el modelado conceptual de aplica-
ciones Web a partir de un EC del método clásico de Ingeniería de Software OO-
Method [10]. Esta extensión incluye los aspectos de presentación y navegación, pero 
                                                          
2 WebML [13,62] es uno de los pocos métodos de Ingeniería Web que ha sido ex-
tendido incluyendo primitivas conceptuales para el manejo de servicios Web, como 
parte de su modelo navegacional. 
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no servicios Web, con lo cual no es posible que la aplicación pueda integrar datos y 
funcionalidad a partir de servicios Web o ser partícipe en procesos Negocio-a-
Negocio.  
Ante el escenario planteado, esta tesis propone un acercamiento entre la In-
geniería Web y los servicios Web en beneficio de ambas disciplinas, fundamentado 
principalmente en la introducción de los servicios Web como ciudadanos de prime-
ra clase en los métodos de Ingeniería Web.  
En particular este acercamiento se presenta como una extensión al método de 
Ingeniería Web OOWS, proporcionándole: 
 
• Un Modelo de Servicios y un Modelo Dinámico de Composición de 
Servicios, para la especificación homogénea de funcionalidad pro-
ducida y consumida mediante servicios Web, por la aplicación Web. 
• Mecanismos en el Modelo de Servicios, para la descripción e inte-
gración de datos y funcionalidad  en la aplicación Web. 
• Mecanismos en el Modelo de Servicios, para la composición de 
operaciones a partir de otros servicios Web; incluyendo relaciones 
de agregación y especialización entre servicios. 
• Extensiones a las primitivas conceptuales actuales de Modelado de 
Navegación, para su integración con el Modelo de Servicios. 
• Extensiones a los patrones de presentación del Modelo de Presenta-
ción, para la especificación de estos requisitos, en el contexto de los 
servicios Web. 
• Un conjunto de escenarios de transformación de modelos, para la 
generación automática de código a partir de los nuevos modelos 
propuestos. 
Los requisitos que la extensión busca satisfacer, se orientan hacia los aspectos 
de modelado y metodológicos de la siguiente manera: 
• Desde el punto de vista de modelado: 
o Minimizar el número de nuevas abstracciones introducidas. 
o Mantener el principio de separación de aspectos. 
o Facilitar la integración con los modelos existentes. 
o Facilitar la generación automática de código. 
• Desde el punto de vista metodológico: 
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o Definir guías metodológicas para la construcción de aplica-
ciones Web basadas en servicios Web. 
o Obtener una arquitectura basada en servicios Web para la 
aplicación Web. 
Este tipo de extensiones permitirán al método OOWS la especificación de 
aplicaciones Web que integran datos y funcionalidad a partir de servicios Web, así 
como tambien la obtención de aplicaciones Web a partir de Procesos Negocio-a-
Negocio.  
 
1.2 Planteamiento del problema 
 
El  problema, en general, se ubica a partir de la evolución paralela de las dis-
ciplinas de la Ingeniería Web y la Orientación a Servicios:  
La mayoría de los métodos de Ingeniería Web se han limitado a la especifica-
ción conceptual de aplicaciones Web sin considerar la integración con otras aplica-
ciones, ni el papel que juegan los procesos Negocio-a-Negocio.  
A su vez, las propuestas actuales de Orientación a Servicios y los procesos 
Negocio-a-Negocio no han dado importancia al papel, que en puntos críticos del 
proceso, debe tomar el humano; ya que la mayor parte de las soluciones se ofrecen 
considerando la automatización completa, sin su intervención. Considerando que la 
plataforma tecnológica dominante actual, en la que se realizan estos procesos, es 
Internet y dado que de forma creciente la interacción humana se está dando a través 
de interfaces Web, resulta conveniente su acercamiento o aproximación. 
La presente tesis propone una aproximación entre ambas disciplinas. En ésta, 
se detectan los problemas específicos que a continuación se mencionan, cuya solu-
ción son, a su vez, áreas de oportunidad que posibilitarían el enriquecimiento bené-
fico mutuo. 
 
1.2.1 Problemas específicos  
 
Los problemas específicos, que se identifican al acercar la Ingeniería Web y 
la Orientación a Servicios, son los siguientes: 
 Los métodos actuales de Ingeniería Web están mayormente enfocados a la 
especificación de vistas hipermediales  que consultan y actualizan un do-
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minio local relacional u objetual. La integración de datos y funcionalidad 
externas a la aplicación Web, es poco considerada. 
 La especificación de los procesos Negocio-a-Negocio se realiza dando ma-
yor énfasis a la colaboración entre aplicaciones y menor énfasis a la parti-
cipación humana. Ésta última es indispensable en ciertos puntos del proce-
so y debería considerase también en la definición de los mismos. No se han 
considerado las prácticas y principios que ofrece la Ingeniería Web,  que 
resultarían útiles para lo mismo. 
 El papel que están jugando los procesos de negocio, en los métodos de In-
geniería Web, se ha circunscrito a la obtención de mapas navegacionales en 
dos modalidades principales: (1) híbridos, donde son mezcladas abstrac-
ciones navegacionales y de procesos (el principio de “separación de aspec-
tos” es aplicado débilmente); y (2) puros, donde el mapa navegacional se 
obtiene a partir del conocimiento capturado en los procesos de negocio. En 
cualquier caso, el papel que están jugando los procesos de negocio se limi-
ta al desarrollo de aplicaciones Web sobre la funcionalidad interna. Se re-
quieren, también, soluciones que permitan que las aplicaciones Web cola-
boren con funcionalidades externas. 
 Aquellos métodos de Ingeniería Web que consideran la incorporación de 
los servicios Web como parte de las aplicaciones, no poseen modelos dife-
renciados que especifiquen sus aspectos internos mediante composición de 
servicios.  
 La composición de servicios Web es un mecanismo importante que se re-
quiere incluir en la especificación de aplicaciones  Web que integran datos 
y funcionalidad. En aquellos métodos de Ingeniería Web que la consideran, 
suelen definirla como parte (mezclada) de la navegación. Se requieren me-
canismos conceptuales para su especificación, así como también mecanis-
mos que permitan su integración con los modelos restantes del método. 
 
1.2.2 Solución propuesta 
 




 Ofreciendo extensiones a los métodos de Ingeniería Web a través de la 
creación y/o extensión de sus modelos para la captura de los nuevos requi-
sitos (principalmente al Modelo Navegacional). 
 Definiendo un Modelo de Servicios que permita capturar y exponer la fun-
cionalidad interna de la aplicación así como también posibilitar la inclusión 
de la funcionalidad ofrecida por aplicaciones externas.  
 Definiendo un Modelo Dinámico de Composición de Servicios que permita 
definir servicios complejos a partir de servicios propios y ajenos a la apli-
cación.  
 Definiendo mecanismos a nivel conceptual para la especificación precisa de 
la composición de servicios, considerando aspectos estructurales y dinámi-
cos. 
 Definiendo un Modelo de Procesos Negocio-a-Negocio que permitan espe-
cificar procesos distribuidos de negocio en los cuales no solamente se in-
cluya la colaboración entre aplicaciones sino también la colaboración 
humana. 
 Definiendo mecanismos que permitan la integración de los nuevos modelos 
introducidos a los modelos existentes, principalmente a los Modelos de 
Navegación y Presentación. 
 Definiendo reglas de transformación que permitan generar Modelos nave-
gacionales para aplicaciones Web complejas, a partir de especificaciones 
de los Modelos de Servicios y de Procesos Negocio-a-Negocio. 
 Definiendo reglas de transformación para la generación automática de 




El objetivo general de este trabajo de tesis  es la incorporación de los servi-
cios Web y los procesos Negocio-a-Negocio, como ciudadanos de primera clase, en 
el método OOWS; para la especificación, desarrollo y generación de aplicaciones 




1.3.1 Objetivos específicos 
 
El objetivo general se detalla en los siguientes objetivos específicos : 
1. Revision del estado del arte en métodos de Ingeniería Web y en 
Orientación a Servicios, para detectar áreas de oportunidad que per-
mitan su acercamiento. 
2. Definición de un Modelo de Servicios que permita describir funcio-
nalidad propia de la aplicación actual y funcionalidad ajena de apli-
caciones externas. El Modelo deberá permitir, además, la definición 
de funcionalidad compuesta a partir de la funcionalidad propia y aje-
na (composición). 
3. Definición de un Modelo Dinámico de Composición de Servicios pa-
ra la especificación de operaciones de servicios Web compuestos. 
4. Definición de mecanismos de composición de servicios Web, a nivel 
conceptual, que tomen en cuenta los aspectos estructurales de la 
composición, considerando relaciones de agregación y especializa-
ción entre servicios. 
5. Definición de un Modelo de Proceso Negocio-a-Negocio, para la 
descripción de  procesos que consideran aplicaciones y actores 
humanos. 
6. Extensión y adecuación de las primitivas conceptuales de los Mode-
los Navegacional y de Presentación para la integración con los nue-
vos modelos propuestos. 
7. Extensión y adecuación de la Arquitectura Software para incluir una 
subcapa de componentes software que implementan los servicios 
Web. 
8. Definición de un método que permita obtener aplicaciones Web a 
partir del Modelo de  Proceso Negocio-a-Negocio. 
9. Definición de reglas de transformación de los modelos propuestos a 
modelos específicos de plataformas tecnológicas para la generación 




1.4 Métodología de la investigación 
 
Para el logro de los objetivos planteados la investigación se ha fundamentado 
en la metodología esquematizada en la Figura 1.1 con las fases y pasos siguientes: 
1. Estudio del estado del arte: donde se revisa el estado del arte en 
los métodos de Ingeniería Web y la Orientación a Servicios. Tam-
bién se incluye una revisión de los Procesos Negocio-a-Negocio. 
Con esto se pretende encontrar las oportunidades de acercamiento 
entre estas áreas que redunden en su complemento y beneficio. 
2. Redefinición del método OOWS: aqui la investigación se centra en 
la redefinición del método OOWS en base a los requisitos detecta-
dos en la fase anterior. Esta redefinición se enmarca en el contexto 
del marco de trabajo MDA, incluyendo los siguientes pasos: 
2.1 Definición/Extensión de Modelos PIM: definición de los 
metamodelos de Servicios, Dinámico de Composición de Ser-
vicios y Procesos Negocio-a-Negocio. Los nuevos metamodeos 
requieren a su vez adecuación de los modelos de Navegación y 
Presentación preexistentes, introduciendo nuevas primitivas 
conceptuales a los mismos. 
2.2 Definición de Modelos PSM: definición de metamodelos 
para las plataformas tecnológicas que implementarán los com-
ponentes software. Se seleccionaron dos plataformas básicas: 
Java y WS-BPEL. 
2.3 Definición de Transformaciones de Modelos: diseño de 
las reglas de correspondencia PIM-a-PIM, PIM-a-PSM y PSM-
a-Código para la generación automática de código de los com-
ponentes software. 
3.  Construcción y prueba de Herramienta: donde los metamodelos 
y las transformaciones se implementan. Los primeros basados en el 
marco de trabajo Eclipse Modeling Framework (EMF) y las segun-
das mediante el lenguaje Query/View/Transformation (QVT) opera-
cional de Borland Together, para las transformaciones Modelo-a-
Modelo; y MOFScript para las transformaciones Modelo-a-Texto. 
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4. Escritura de la Tesis: a la par de las fases anteriores se escribirá la 
tesis incluyendo sus diversos apartados (capítulos, conclusiones, 
trabajos futuros y apéndices). 
(1) Estudio del Estado del Arte
Ingeniería Web Servicios Web
Procesos
Negocio-a-Negocio
(2) Redefinición del método OOWS
(2.1) Definición/Extensión de Modelos PIM
(Def) Modelos de 
Servicios y 
Composición





(2.2) Definición de Modelos PSM
Modelo Java de 
Servicios
Modelo BPEL de 
Composición
(2.3) Definición de Transformación de Modelos
PIM-a-PIM PIM-a-PSM
PSM-a-Código













Figura 1.1 Metodología de la investigación 
1.5 Estructura de la tesis 
La estructura de esta tesis se ha organizado de la siguiente manera: 
• Capítulo 1. El capítulo actual, donde se introduce y motiva el tema. 
En este capítulo se define el problema general y sus problemas es-
pecíficos. Ofrece un conjunto de soluciones que se desarrollan al de-
talle en los capítulos siguientes de la tesis, así como los objetivos 
general y específicos de la misma. 
• Capítulo 2. En el cual se revisa el estado del arte de los métodos de 
Ingeniería Web que incluyen aspectos de integración en sus técnicas 
y modelos, a partir de una selección representativa de los mismos. 
También se revisan las aproximaciones tecnológicas (previas y ac-
tuales) para la implementación de dicha integración, dando especial 
énfasis a los servicios Web y su composición. El objetivo de este 
capítulo es identificar las áreas de oportunidad que dan origen a la 
aportación de esta tesis. 
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• Capítulo 3. Una vez revisado el estado del arte, este capítulo intro-
duce el método OOWS. Explica sus modelos y enfoque metodológi-
co actual y ofrece el marco de trabajo general para su extensión, a fin 
de que sea posible la especificación y generación de aplicaciones 
Web basadas en servicios. 
• Capítulo 4. La extensión necesaria para el método OOWS incluye la 
definición de un Modelo de Servicios. Se presenta el estado del arte 
de algunas aproximaciones típicas para el modelado conceptual de 
servicios (no realizadas en métodos de Ingeniería Web) y la forma 
como éstas han sido utilizadas para la definición del modelado de 
servicios en OOWS. Incluye también la definición del Modelo 
Dinámico de Composición de Servicios, que se utiliza para la defini-
ción de operaciones compuestas. Este capítulo explica los elementos 
de modelado de su metamodelo, con sus propiedades y restricciones. 
Ofrece también algunos ejemplos de su uso. 
• Capítulo 5. Una vez definidos los Modelos de Servicios y Dinámico 
de Composición de Servicios, este capítulo ofrece las adecuaciones y 
extensiones al modelado navegacional y de presentación de OOWS, 
así como su integración con los modelos mencionados para la espe-
cificación de aplicaciones Web basadas en servicios. Se introduce la 
primitiva Unidad Interacción, para la consulta de datos e invocación 
de funcionalidad propia y ajena. Se agregan algunas relaciones con-
textuales más y se extiende el Modelo de Presentación, con patrones 
específicos para los nuevos requisitos planteados por la presencia de 
los servicios Web. 
• Capítulo 6. Ofrece un método para la obtención del Modelo Nave-
gacional OOWS a partir de un Modelo de Proceso Negocio-a-
Negocio. El método permite ir desde la especificación del proceso de 
negocio hasta la obtención de un Mapa Navegacional prototipo.  
• Capítulo 7. A partir de los modelos definidos en los capítulos ante-
riores, este capítulo se centra en la implementación de las reglas de 
transformación Modelo-A-Modelo y Modelo-A-Texto para la genera-
ción automática de código para los modelos propuestos. Se basa en 
al marco de trabajo de la Arquitectura Dirigida por Modelos (Model-
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driven Architecture, MDA) y se enfoca en los Modelos de Servicios 
y Dinámico de Composición de Servicios. La generación de código 
se organiza en cuatro escenarios. 
• Capítulo 8. Ofrece conclusiones, trabajo futuro y publicaciones pro-
ducto de este trabajo de investigación. 
• Apéndice 1: Incluye un ejemplo completo de implementación del 
escenario 1: Importación de Servicios Ajenos; con metamodelos, 
modelos, reglas de transformación y código final. El ejemplo se basa 
en el servicio de búsquedas de Google. 
• Apéndice 2: Incluye un ejemplo completo de implementación del 
escenario 2: Generación de servicios propios vistas de clases de ne-
gocio, con metamodelos, modelos, reglas de transformación y códi-
go final. El ejemplo se basa en la creación de un servicio propio para 
una clase de negocio Producto. 
• Apéndice 3: Incluye un ejemplo completo de implementación del 
escenario 3: Agregación y Composición de Servicios, con metamo-
delos, modelos, reglas de transformación y código final. El ejemplo 
se basa en el servicio BestStoreService que se introduce en el 
capítulo 4. 
• Apéndice 4: Incluye un ejemplo completo de implementación del 
escenario 4: Especialización de Servicios; con metamodelos, mode-
los, reglas de transformación y código final. El ejemplo se basa en el 
servicio TravelService que se introduce en el capítulo 4.  
• Apéndice 5: Ofrece, finalmente, una breve explicación de los dos 
lenguajes de transformación de modelos utilizados para implementar 
los cuatro escenarios de transformación de modelos y generación de 















Estado del arte 
 
 
El siguiente capítulo explora las áreas tecnológicas en las cuales se enmarca 
el trabajo de la tesis. Se estudian los campos de la Ingeniería Web, los procesos 
Negocio-a-Negocio y los servicios Web. En cada una de estas áreas se discute su 
origen, características y tecnologías principales que las constituyen. También se 
identifican problemas que crean áreas de oportunidad para el acercamiento de las 
disciplinas, en lo cual se fundamenta la aportación principal de este trabajo de tesis. 
El capítulo está organizado en dos apartados principales: en el primero, se 
exploran algunos métodos de Ingeniería Web que se han considerado representati-
vos porque tratan aspectos relativos a la integración, consumo y producción de fun-
cionalidad externa –principalmente en el campo de los servicios Web. En el segun-
do, se explican las aproximaciones más importantes en el campo de los procesos 
Negocio-a-Negocio y los servicios Web. El capítulo ofrece una panorámica general 
de estas dos áreas, enfatizando también sus fortalezas y debilidades. 
 
2.1  La Ingeniería Web 
 
El nacimiento de la Ingeniería Web está precedido por la realización de di-
versos foros, orientados principalmente a la discusión de la naturaleza del desarrollo 
de las aplicaciones Web y la necesidad de aplicar los principios de la Ingeniería de 
Software al mismo. Un ejemplo de estos foros se dio en 1998. Pressman [2] reune 
un grupo sui-generis de expertos para discutir el tema: formado por gente con mu-
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chos años de experiencia y respaldo en la Ingeniería de Software, así como también 
por jóvenes con experiencia única en aplicaciones Web. Algunos ofrecieron argu-
mentos que soportaban las similitudes entre ambas áreas y algunos otros ofrecieron 
argumentos que soportaban las diferencias.  
Varios investigadores han distinguido diferencias entre las aplicaciones soft-
ware comunes y las aplicaciones Web ([1,3,68,69]): 
• Poseen ciclos de vida cortos: tan pronto como el sistema está termi-
nado debe considerarse su evolución. 
• La evolución es continua, trayendo consigo que muchos decidan 
hacer de lado las tareas de análisis y diseño, recomendadas por la 
Ingeniería de Software, sobre todo porque muchas de estas prácticas 
suponen una volatilidad inferior a la que poseen las aplicaciones 
Web. 
• La gente que utiliza aplicaciones Web es más tolerante a errores. 
• Es complicado conocer la demografía de los visitantes de las aplica-
ciones Web. 
• La volatilidad de la interfaz es superior al contenido. 
• Los usuarios están potencialmente distribuidos por todo el mundo y 
no es fácil involucrarlos en el proceso de desarrollo de la aplicación. 
• La interfaz posee una riqueza multimedia que no poseen las aplica-
ciones comunes, lo cual convierte al Web en una combinación de 
disciplinas que no existe en la definición original de la Ingeniería de 
Software. Resalta, principalmente, una combinación entre ingeniería 
y arte. 
• Los desarrolladores actuales Web no poseen experiencia en Inge-
niería de Software. La mayoría son jóvenes que quizá nunca han es-
cuchado sobre la crisis del software de la década de los 60’s. 
• Existe una presión constante por llevar la mayor parte de las aplica-
ciones actuales al Web, debido a las oportunidades de negocio que 
posibilitan este tipo de plataforma. 
• Existe un crecimiento continuo de sus requisitos y del contenido de 
su información, que obligan a las aplicaciones Web a ser diseñadas 
de tal forma que su escalabilidad y mantenimiento se faciliten. 
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• Deben proveer dinámicamente información en múltiples formatos 
(texto, gráficos, imágenes, video). 
• Mucho del desarrollo recae en conocimiento y experiencia de pro-
gramadores individuales (o de grupos pequeños) y sus prácticas sue-
len ser individuales no estandarizadas. 
• Carecen de documentación. 
• Carecen de pruebas apropiadas. 
 
Los actuales desarrolladores Web ponen obstáculos para utilizar lo que ellos 
llaman prácticas fuera de moda de la Ingeniería de Software al crear este tipo de 
aplicaciones. Sin embargo, la experiencia práctica con estas aplicaciones muestra 
que los resultados obtenidos no han sido satisfactorios.  
Una encuesta sobre el desarrollo de aplicaciones Web, realizada por el Con-
sorcio Cutter [67], resalta los siguientes problemas en los proyectos Web: 
• En el 84% de los casos los sistemas no satisficieron las necesidades 
del negocio. 
• El 79% de las veces no se cumplió con los tiempos programados. 
• El 63% de los proyectos excedieron sus presupuestos. 
• En el 53% de las veces los sistemas entregados no poseían la fun-
cionalidad requerida. 
• En el 52% de los casos el software entregado fue de pobre calidad. 
Este escenario motiva, en 1998, a San Murugesan, Athula Ginige, Yogesh 
Deshpande y Steve Hansen a establecer una nueva disciplina : la Ingeniería Web 
[68], definiéndola de la siguiente manera: 
 
“La Ingeniería Web trata con el establecimiento y uso de principios sensatos cientí-
ficos, de ingeniería y gestión, así como con enfoques disciplinados y sistemáticos, 
para el desarrollo, instalación y mantenimiento exitoso, de aplicaciones y sistemas 
de alta calidad, basados en el Web” 
 
Las prácticas y principios de la Ingeniería Web han sido definidos en torno a 
métodos de ingeniería Web. Tales métodos han surgido como esfuerzos de diversos 
grupos de investigación alrededor del mundo que, basados principalmente en un 
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enfoque de modelado conceptual, ofrecen soluciones para la especificación y desa-
rrollo de aplicaciones Web. El tratamiento que han dado al problema ha sido más o 
menos uniforme. La mayor parte de ellos definen modelos cuyas primitivas permi-
ten la captura de los requisitos y características más relevantes de las aplicaciones 
Web (contenido, navegación y presentación principalmente).  
A continuación se estudia, de forma breve, la forma en la que algunos méto-
dos  representativos abordan el problema y en especial lo relativo a la inclusión de 
los servicios Web y los procesos Negocio-a-Negocio. En este sentido, se pretende 
identificar el tratamiento que han dado a los mismos para definir un marco de refe-
rencia que justifique el porque de la propuesta de esta tesis. La premisa es que si los 
servicios Web han encontrado en el Web la plataforma adecuada para su existencia, 
entonces los métodos de Ingeniería Web deberían considerarlos como actores im-




OOHDM (Modelo de Diseño de Hipermedia Orientado a Objetos - Object 
Oriented Hypermedia Design Model) [4, 98], fue creado en 1996 por Daniel Schwa-
be (Pontifícia Universidade Católica do Rio de Janeiro) y Gustavo Rossi (Universi-
dad Nacional de La Plata). Este método surge como una extensión del método HDM 
[70](Modelo de Diseño de Hipertexto – Hypertext Design Model), creado en 1991 
por Franca Garzotto, Paolo Paolini y Daniel Schwabe para la creación de aplicacio-
nes hipermediales incluyendo orientación a objetos. 
OOHDM considera que el desarrollo de una aplicación hipermedial se da en 
un proceso que posee cuatro actividades principales: 
1. Diseño conceptual: en la cual se construye un Modelo conceptual 
que representa los objetos del dominio, sus relaciones y colabora-
ciones.  
2. Diseño navegacional: en la cual se construye un Modelo Navega-
cional, una vista subjetiva definida sobre el Modelo conceptual.  
3. Diseño abstracto de la interfaz: en la cual se definen los aspectos 
de presentación de la estructura navegacional de la aplicación. Defi-
ne la forma en la que los diferentes objetos navegacionales apare-
cerán, cuales objetos de la interfaz activarán la navegación y funcio-
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nalidad de la aplicación y cuales transformaciones de la interfaz to-
marán lugar y en que momento. 
4. Implementación: en la cual el diseñador implementa el diseño. 
El tipo original de aplicaciones Web consideradas en este método, no tomaba 
en cuenta la presencia de los procesos de negocio. En un principio, el método fue 
propuesto como solución a la carencia de abstracciones que tienen los métodos tra-
dicionales de Ingeniería de Software para la especificación de aplicaciones que en-
globan la metáfora hipermedial, al consultar y actualizar colecciones de datos en las 
bases de datos. 
Schmid y Rossi [5] extendieron los Modelos conceptual y navegacional para 
incorporar actividades y entidades, así como nodos contenedores de procesos y pri-
mitivas de control de procesos para la especificación del proceso en el método.  
Para entender su extensión se analiza el ejemplo que presentan en su trabajo y 
se discuten los aspectos más importantes de su propuesta. La Figura 2.1 muestra el 
Modelo Navegacional para una tienda de venta de CD’s, modelado de la forma tra-
dicional como lo propone el método. 
 
 
Figura 2.1 Ejemplo de Modelo Navegacional OOHDM 
 
Este modelo incluye (1) Nodos, abstracciones de páginas Web que represen-
tan vistas de los objetos del dominio y (2) Enlaces, que representan rutas de navega-
ción entre los nodos e invocación de operaciones de objetos. Operaciones como 
check-out del nodo ShoppingCartNode conllevan a una ruta de navegación que si-
mula el proceso de pago y embarque de un producto: se autentifica el usuario (nodo 
LoginNode), confirma los productos adquiridos (nodo ConfirmItemsNode), captura 
la dirección de embarque (ShippingAddressNode), selecciona las opciones de entre-
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ga del producto (DeliveryOptionsNode) y selecciona el método de pago (Credit-
CardNode o MoneyOrderNode). Solamente terminadas estas actividades se estable-
ce que el proceso ha concluido.  
Este ejemplo permite identificar algunos aspectos que podrían mejorarse en 
la especificación de procesos de negocio: 
• Aunque el conjunto de nodos navegacionales representan al proceso 
de negocio, éste no se define de forma explícita en el modelo. Para 
el ejemplo mencionado, no está claro el inicio y el final del proceso.  
• Existe la posibilidad de definir puntos intermedios de navegación en 
el proceso, los cuales posibilitan el rompimiento de la secuencia de 
actividades definidas para el mismo (por ejemplo, los enlaces entre 
ConfirmItemsNode y CDNode). 
• Al explorar otras páginas el usuario puede crear estados inconsisten-
tes en los procesos. Por ejemplo, al navegar del nodo ConfirmItems-
Node hacia CDNode da al usuario la posibilidad de agregar un CD 
existente a su cesta ¿Deberá agregarse dos veces a la cesta?. 
• Otra fuente de problemas puede ser utilizar el botón de retroceso 
(Back) durante el proceso de negocio, con lo cual surgen varias pre-
guntas, por ejemplo: ¿Deberán deshacerse las acciones realizadas 
en la página actual?  
Este tipo de problemas, lleva a concluir que los desarrolladores no pueden 
modelar y representar adecuadamente procesos de negocio usando primitivas hiper-
mediales y semántica de navegación.  
Dos características distinguen a los procesos de negocio de la navegación [6]:  
• El proceso dirige al usuario a través de sus actividades. 
• El proceso mantiene su estado internamente y este puede cambiar en 
respuesta a las acciones del usuario. Presionar los botones de nave-
gación no afectan el estado del proceso. 
La extensión a OODHM se fundamenta en el principio de la división del pro-
ceso de negocio en entidades de negocio  y procesos de negocio con actividades. 
Esto se refleja en los modelos conceptual y de navegación. La Figura 2.2 muestra el 




La figura muestra (a) el Modelo conceptual y (b) el Modelo Navegacional pa-
ra el ejemplo discutido. El Modelo conceptual ahora posee objetos entidades (este-
reotipados con la palabra clave <<entity>>) y objetos actividad (estereotipados 
con la palabra clave <<activity>>) que representan procesos. Igualmente el 
Modelo Navegacional ahora posee nodos navegacionales y nodos de actividad (este-
reotipados con las palabras clave  <<entity node>>, <<activity node>> 
y <<activity node container>>).  
 
Figura 2.2 Extensión a OODHM para el soporte de procesos de negocio 
 
Aunque no se muestra explícitamente, los objetos entidad, del Modelo con-
ceptual, están asociadas con los nodos navegacionales del Modelo Navegacional; así 
como los objetos actividad del Modelo conceptual, están asociados a los nodos de 
actividad del Modelo Navegacional. El proceso de CheckOut, que había sido identi-
ficado en el Modelo Navegacional de la Figura 2.1, ahora se captura por medio del 
objeto compuesto actividad Checkout del Modelo conceptual y sus actividades com-
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ponentes. A su vez, en el Modelo Navegacional se incluye el proceso en el nodo 
actividad contenedor CheckOutNodeContainer. 
En el Modelo Navegacional los enlaces entre los nodos de actividad tienen 
una semántica diferente a los enlaces de navegación: representan el flujo de control 
entre actividades, no una actividad de exploración en el espacio hipermedial. Los 
procesos y sus actividades mantienen su estado, de tal manera que el usuario puede 
cambiar de una tarea de navegación (ej. pasar a explorar el catálogo de CD’s y agre-
garlos a la cesta) a tareas de procesos (ej.  pasar al proceso de Checkout). Este cam-
bio de tarea posee una semántica para el inicio y terminación del proceso, así como 
para la suspensión y continuación del mismo. 
En esta aproximación se puede destacar lo siguiente: 
• La inclusión de los objetos actividad y los nodos actividad en los 
modelos conceptual y de navegación puede dificultar su compren-
sión, ya que este par de primitivas no poseen la semántica esperada 
para estos modelos. Con esta propuesta aún no se resuelve el pro-
blema de separación de aspectos.  
• Los procesos de negocio son internos. No se considera la integración 
de funcionalidad de aplicaciones externas.  
• No existe la posibilidad de exponer la funcionalidad de la aplicación 
Web por lo que su integración con otras aplicaciones no es posible. 
Tampoco existe la posibilidad de integrar datos y funcionalidad ex-




OO-H [7,42] (llamado también OO-HMethod) fue desarrollado de manera 
conjunta, en el año 2000, por Jaime Gómez y Cristina Cachero de la Universidad de 
Alicante y Oscar Pastor de la Universidad Politécnica de Valencia. OO-H “es un 
modelo genérico que ofrece al diseñador  la semántica y notación necesaria para el 
desarrollo de aplicaciones Web así como su conexión con la lógica de la aplicación 
existente”[7].  La lógica mencionada corresponde a aquella que ofrece el método 
OO-Method [10]. 
OO-H  propone para el modelado de una aplicación Web el siguiente conjun-
to de notaciones y técnicas: 
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• Un Proceso de diseño: el cual define las fases que un diseñador de-
bería de cubrir para construir una interfaz Web que satisfaga los re-
quisitos del usuario. Este proceso de diseño parte de un diagrama de 
clases UML que captura la información estructural del dominio, a 
partir del cual se define un conjunto de Diagramas de Acceso Nave-
gacional (NAD) para cada tipo de usuario, incluyendo la informa-
ción, servicios y rutas de navegación requeridos para la satisfacción 
de sus requisitos. 
• Un Modelo Navegacional: formado mediante un conjunto de uno o 
más Diagramas de Acceso Navegacional (NAD’s). 
• Un Modelo de Presentación: formado con un Diagrama Abstracto 
de Presentación (APD) el cual captura los requisitos de diseño de 
presentación para las páginas y su estructura. 
Desde su definición original el método ha considerado extensiones adiciona-
les para el modelado de procesos de negocio, las cuales se discuten a continuación. 
 
2.1.2.1 Procesos de negocio en OO-H 
 
Para el modelado de procesos de negocio, OO-H parte de la caracterización 
de la aplicación Web como Sistema de negocio y no solamente como Sistema de 
Información. Como Sistema de negocio considera  que la aplicación debería estar 
centrada en objetivos, recursos, reglas y principalmente en el trabajo actual del ne-
gocio: sus procesos de negocio. 
Su propuesta gira sobre la incorporación de una vista de procesos adicional a 
las vistas que posee el método. Esta nueva vista se utiliza para definir las vistas 
restantes (navegación principalmente) de tal forma que la aplicación Web esté dise-
ñada a partir de la definición de la vista de procesos. 
El primer paso del método incluye un modelo de análisis que incluye la cap-
tura y especificación de requisitos funcionales mediante diagramas de casos de uso 
UML. La Figura 2.3 muestra el diagrama de casos de uso parcial, para el modelado 
de la aplicación Web de Amazon. 
Los casos de uso son de dos tipos, dependiendo del tipo de flujo: (1) flujo 
simple: en el cual el caso de uso comprende solamente actividad de navegación. 
Este tipo de caso de uso se estereotipa con la palabra clave <<navigation>>. (2) 
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flujo complejo: el cual corresponde a un proceso que se refinará mediante diagramas 
adicionales. No se estereotipa. 
 
 
Figura 2.3 Diagrama de casos de uso para Amazon 
Una vez establecidos los requisitos, el siguiente paso es el análisis del domi-
nio del problema. Este se lleva a cabo mediante la construcción de un modelo con-
ceptual que refleja la estructura del dominio. Para nuestro ejemplo, la Figura 2.4 
muestra el Modelo Conceptual para el caso de uso (o proceso) Checkout. 
 




Este modelo no expresa la vista de procesos del caso de uso Checkout, por lo 
que OO-H agrega un Modelo de procesos adicional. Este Modelo de procesos se 
expresa mediante un Diagrama de Actividad UML. A cada caso de uso de flujo 
complejo, se le asocia uno de estos diagramas para especificar el proceso subyacen-
te. Por ejemplo, la Figura 2.5 muestra el Diagrama de Actividad que complementa 
la vista estructural del proceso de Checkout. 
 
Figura 2.5 El proceso de Checkout 
 
Una vez definido este modelo de análisis, OO-H sigue dos posibles enfoques: 
• Define el Modelo Navegacional a partir del Modelo de proceso.  
• Enriquece el Modelo Navegacional, agregando en ciertos puntos la 
capacidad de cambiar de la vista de navegación a la vista de proceso 
de diseño.  
 
Estos modelos de análisis posteriormente se refinan en modelos de diseño. 
Por ejemplo la Figura 2.6 es el refinamiento del diagrama de clases de la Figura 2.4 




Figura 2.6 Diagrama de clases refinado 
 
Los métodos agregados se utilizan también para el refinamiento del Diagrama 
de Actividad. Por ejemplo, la Figura 2.7 muestra el refinamiento del Diagrama de 
Actividad de la Figura 2.5. Algunas de las actividades que estaban como estados de 
subactividad se realizan mediante estados de llamada. Los estados que requieren de 
soporte transaccional se mezclan en estados de subactividad. A su vez se definen 
estereotipos para el manejo transaccional (<<transactional>> y <<non-
Transactional>>). 
 
Figura 2.7 Refinamiento del Diagrama de Actividad de Checkout 
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A partir de este Diagrama de Actividad, mediante un conjunto de correspon-
dencias, se obtiene un Modelo Navegacional por defecto. Este Modelo Navegacio-
nal se expresa mediante un Diagrama de Acceso Navegaciona (NAD).  La Figura 
2.8 muestra el NAD por defecto que se obtiene para el proceso de Checkout . 
 
 
Figura 2.8 NAD por defecto que se obtiene a partir del proceso de Checkout 
 
Por ejemplo, la actividad SigIn se corresponde con un enlace navegacional 
que posee un filtro (definido como expresión OCL) que consulta el repositorio de 
información. Dependiendo del resultado, se forma una colección (COL1) que puede 
dirigir la navegación a la creación de un nuevo cliente (si este no existe) o a un sub-
sistema de navegación SetOptions, en el cual el usuario puede formular la orden y 
colocarla posteriormente para su envío.  
Al analizar este enfoque se pueden resaltar los siguientes aspectos: 
• Las vistas de procesos y navegación están capturadas en modelos 
separados, con lo cual se mantiene el principio de separación de as-
pectos.  
• Hay solamente una excepción al punto anterior: cuando el modelo 
navegacional se enriquece en ciertos puntos en los que la vista de 
navegación cambia a la vista de procesos. Esto pudiera dificultar su 
comprensión. 
• La vista de procesos sirve como base para  la definición del modelo 
navegacional: el proceso dirige la navegación. 
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• No existe consumo de funcionalidad de otras aplicaciones. Los pro-
cesos se basan en procesos internos de la organización. 
• No existe producción de funcionalidad que pueda ser consumida por 





UWE [8] es un método de desarrollo de aplicaciones Web basado en UML 
estándar. Es desarrollado por Nora Koch, del Instituto de Informática de la Universi-
tat Manchen de Alemania. En UWE el diseño de la aplicación se realiza previo a un 
proceso semi-automático de generación de la aplicación Web. Basado en un perfil 
ligero UML, sus elementos de metamodelado incluyen un conjunto de primitivas 
que permiten capturar los requisitos de navegación, presentación, procesos y perso-
nalización. 
La estrategia de diseño UWE se basa en modelos que se construyen durante 
la fase de análisis, principalmente el modelo conceptual y el modelo de procesos. A 
diferencia de OO-H, que traza el modelo de procesos al modelo de navegación, 
UWE introduce clases específicas de procesos como parte de un modelo separado, 
que ofrece una interfaz al modelo de navegación. 
El diseño de una aplicación Web en UWE sigue los siguientes pasos: 
1. Refinamiento del modelo conceptual, agregando atributos y 
métodos a las clases identificadas. 
2. Integración de los procesos al modelo de navegación. 
3. Refinamiento del modelo de procesos, construyendo una vis-
ta estructural de procesos y una vista del flujo del proceso. 
4. Y la construcción de un modelo de presentación basado en 
los modelos de navegación y procesos, combinando el para-
digma navegacional y los procesos de negocio. 
2.1.3.1 Los procesos en el modelo de navegación 
El modelo de navegación en UWE originalmente se construyó a partir de dos 
elementos de modelado: la clase navegacional y el enlace navegacional. A partir de 




• La Clase de proceso: cuyas instancias se utilizan por el usuario du-
rante la ejecución del proceso. Cada clase de proceso tiene su co-
rrespondencia con un caso de uso no estereotipado con la palabra re-
servada navigation. Cada proceso es refinado posteriormente en el 
modelo de procesos. 
• El Enlace de proceso: que modela la asociación entre una clase na-
vegacional y una clase de proceso. Indica puntos de inicio de un 
proceso dentro de la estructura navegacional. Pueden ser unidirec-
cionales o bidireccionales. Posee información acerca del estado del 
proceso mediante una expresión OCL. 
La Figura 2.9 muestra un ejemplo de modelo navegacional UWE para la apli-
cación Web Amazon. Cuando una clase navegacional está vinculada con un enlace 
de procesos a una clase de proceso se tiene la posibilidad de navegar y después 
ejecutar un proceso. Por ejemplo el enlace entre la clase navegacional ShoppingCart 
y la clase de proceso Checkout es interpretada como la consulta del carrito de com-
pras y la realización posterior del proceso de Checkout. Si el enlace es bidireccional 
significa que puede realizarse primero la consulta de objetos –a través de la clase 
navegacional- y después la ejecución del proceso o viceversa. Cada uno de los pro-
cesos es definido en un modelo separado. 
 




Este modelo navegacional posteriormente se extiende incluyendo un conjunto 
de estructuras de acceso necesarias para la navegación: índices, guías turísticas y 
consultas. Cada una de estas estructuras de acceso están definidas mediante clases 
estereotipadas <<index>>, <<guided tour>> y <<query>>. Aún más, el 
modelo se enriquece con menús definidos, de nueva cuenta, con una clase estereoti-
pada <<menu>>. La semántica de todas estas construcciones se basa en una exten-
sión del metamodelo de UML con los elementos de modelado específicos de UWE 
y el uso de OCL para la definición de invariantes. 
 
2.1.3.2 Vistas del modelo de  procesos 
 
El modelo de procesos en UWE posee tres vistas: (1) una vista de integración 
con el modelo navegacional –que ya ha sido presentada en el apartado anterior- (2) 
una vista estructural y (3) una vista de comportamiento o modelo de flujo del proce-
so. El propósito de las vistas estructural y de flujo del proceso –según UWE- es 
“modelar los procesos en sí mismos de forma independiente al modelado de la na-
vegación, buscando con ello la separación de aspectos” [8]. 
Por ejemplo, la Figura 2.10 muestra el Modelo estructural del proceso de 
Checkout del caso de estudio. Es un diagrama de clases estereotipado  cuyo propósi-








La cardinalidad 0..1 de la clase de procesos Checkout y ShoppingCart signi-
fica que en tiempo de ejecución puede o no existir el carrito de compras asociado al 
proceso de Checkout. Tal como el modelo navegacional se construye a partir del 
modelo conceptual, este modelo también se construye, en parte, a partir del modelo 
conceptual. Esto es así porque algunas clases no provienen de este modelo concep-
tual, por ejemplo la clase de procesos PaymentOptions  se utiliza para las opciones 
de pago.  
 
Figura 2.11 El Modelo de flujo de procesos para Checkout 
 
Los atributos de este tipo de clases expresan datos necesarios por el proceso, 
incluyendo la entrada de usuario y el estado de la información del proceso; por 
ejemplo, mediante la asociación entre la clase PaymentOptions y el atributo state de 
la clase Checkout.  
Cada clase de proceso tiene asociado un Modelo de flujo de procesos, expre-
sado como un Diagrama de Actividad UML. Por ejemplo, la Figura 2.11 muestra el 
Modelo de flujo de procesos  para el proceso de Checkout. Cada actividad es un 
estado de subactividad o un estado de llamada (call). En el primer caso representa la 
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ejecución de un conjunto de pasos con alguna duración, los cuales se modelan en un 
Diagrama de Actividad separado. En el segundo caso representa la llamada una 
operación sencilla que previamente ha sido definida en el modelo estructural de 
procesos. Los flujos de objeto (object flow) del diagrama, modelan las entradas y 
salidas del usuario (ver el flujo de objetos entre PaymentOptions y setPaymentOp-
tions). Los estados de llamada pueden estereotiparse con la palabra clave <<tran-
sactional>> para expresar el carácter transaccional de este tipo de estados. 
En resumen se pueden resaltar los siguientes aspectos de interés para esta te-
sis: 
• La inclusión en el modelo navegacional de la clase de procesos co-
mo una primitiva que posee una semántica distinta a los requisitos 
que se esperan capturar en este modelo podría dificultar la compren-
sión del mismo.  
• No existe integración de funcionalidad disponible en otras aplica-
ciones. Los procesos se construyen a partir de funcionalidad propia 
y no se consume funcionalidad ajena disponible en otras aplicacio-
nes. 
• No existe tampoco producción de funcionalidad que pueda consu-





En sus inicios, WebML fue resultado del proyecto W3I3 (fundado por la 
Comunidad Europea) enfocado en la creación de “Infraestructura Inteligente de 
Información” para aplicaciones Web de uso-intenso-de-datos [12]. El principal 
objetivo de este proyecto (que finalizó el 31 de agosto de 2000) fue proponer una 
aproximación dirigida por modelos para el diseño de sitios Web.  
Actualmente, WebML es desarrollado mediante un trabajo conjunto de la 
academia y la industria. Desde la academia, por el grupo de investigación en base de 
datos del Departamento de Electrónica e Información del Politécnico de Milán en-
cabezado por Stefano Ceri, Piero Fraternali, Aldo Bongio, Sara Comai y Maristella 
Matera. En la industria, soportado por la compañía WebRatio.  En los años 2002 al 
2004, se inicia el proyecto WebSI, en cuyo contexto WebML y WebRatio se extien-
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den  para soportar interacción mediante servicios Web y publicación. Actualmente 
el trabajo de investigación se ha enfocado en el modelado y generación automática 
de Aplicaciones Ricas en Internet (que utilizan interfaces AJAX o Flash) y en la 
generación de aplicaciones Web a partir de modelos de procesos. 
El método WebML  fue diseñado originalmente para la especificación de 
aplicaciones Web “centradas-en-datos”. La especificación conceptual original de 
una aplicación Web en WebML consistió (y consiste todavía) de un Modelo de 
datos y uno o más Modelos de hipertexto.  El método está diseñado de tal forma que 
es posible su extensión. Así, WebML ha incorporado algunos elementos de modela-
do que permiten la especificación de aplicaciones Web que, además, pueden lograr 
la interacción con otras aplicaciones mediante servicios Web [13, 95, 96]. A conti-
nuación se explican brevemente estos modelos. 
 
2.1.4.1 El Modelo de datos 
 
El Modelo de datos WebML es el modelo Entidad-Relación (ER) de las bases 
de datos relacionales. Las entidades son contenedores de los elementos de datos y 
las relaciones conexiones semánticas entre las entidades. Cada entidad posee un 
conjunto de atributos (con su tipo). Las entidades se pueden organizar en jerarquías 
y las relaciones se pueden restringir mediante restricciones de cardinalidad. 
 
2.1.4.2 El Modelo de hipertexto 
 
Sobre el Modelo de datos es posible definir diferentes vistas del sitio para los 
grupos de usuarios (o dispositivos de publicación). Cada vista del sitio es definida 
mediante un hipertexto (una vista hipertextual), formado mediante un grafo de 
páginas que permite al grupo de usuarios realizar sus actividades específicas. 
Las páginas  consisten de unidades conectadas que representan piezas atómi-
cas de información a publicarse. Existen diversos tipos:  
• Unidades de datos: definidas para una sola entidad, para la cual se 
define un conjunto de atributos. 
• Unidades multidatos: que corresponden a todas las instancias de 
una cierta entidad. 
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• Unidades de entrada: que permiten la especificación de formas pa-
ra capturar valores de entrada del usuario. 
• Unidades índice: que presentan múltiples instancias de una entidad 
como una lista, denotando cada instancia en una entrada de la lista. 
• Unidades scroller: que ofrece comandos para realizar exploración a 
través de todas las instancias de una entidad o de todas las instancias 
relacionadas a otras instancias. 
• Unidades filtro: que ofrece campos de entrada para la búsqueda de 
instancias de una entidad. 
La información que se muestra en cada unidad se acompaña con una condi-
ción lógica (llamada selector) que la determina. Las unidades son conectadas entre 
sí a través de vínculos que pueden transportar datos de una unidad a otra mediante 
parámetros. La Figura 2.12 muestra un fragmento de un hipertexto WebML para un 
par de páginas. Incluye en la página “Papers page” un par de unidades –de datos e 
índice- y en la página “Authors Page” una unidad multidatos. 
 
Figura 2.12 Un hipertexto en WebML 
No sólo es posible la consulta de los datos sino también su actualización, para 
lo cual WebML define operaciones de creación, modificación y borrado de instan-
cias de una entidad o la creación  y borrado de instancias de una relación.  
Los modelos WebML son extensibles con lo cual es posible la definición de 
unidades y operaciones a la medida. Esta característica da origen a las extensiones 
realizadas para la incorporación de los servicios Web que a continuación se expli-
can. 
 
2.1.4.3 Modelo de datos para Servicios Web 
 
Las extensiones WebML se realizan incluyendo nuevas entidades y relacio-
nes en sus metamodelos de datos e hipertexto. En el caso del metamodelo de datos, 
la información relativa a los servicios Web (la descripción de sus operaciones, men-
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sajes y conversaciones) se incluye dentro del mismo. El metamodelo incluye nuevas 
entidades y relaciones relativas a la información de los servicios Web.  
A continuación se mencionan las unidades para el manejo de servicios Web, 
extensión realizada sobre la propuesta original del método.  
 
2.1.4.4 Unidades del Modelo de Hipertexto para Servicios Web 
 
El número de unidades del Modelo de Hipertexto ha sido aumentado en seis 
para incluir las operaciones correspondientes al WSDL [14]. Las dos dimensiones 
que caracterizan las operaciones son: (1) el sentido de la operación: uno o dos sen-
tidos y (2) el tipo de comunicación: síncrona o asíncrona. La Figura 2.13 muestra 
los gráficos utilizados para las primitivas. Las dos últimas corresponden a unidades 
que indican el inicio y fin de una conversación, indicadas mediante una marca circu-
lar en la primera y última operación de la misma. 
 
Figura 2.13 Unidades para comunicación con servicios Web 
 
La utilización de estas unidades puede dividirse en dos categorías, explicadas 
desde el punto de vista de quien las invoca [71]: 
Las que son iniciadas por el cliente: 
1. Operaciones en un sentido (One-way), que consisten en un mensaje 
enviado al servicio por el cliente. 
2. Operaciones consulta-respuesta (Request-response), que consisten 
en un mensaje de consulta enviado por el cliente y un mensaje de 
respuesta construido por el servicio y enviado al cliente. 
Las que son iniciadas por el servicio: 
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1. Operaciones de notificación (Notification), que consisten en un 
mensaje de salida del servicio enviado al cliente. 
2. Operaciones de solicitud (Solicit) y respuesta (Response) creadas 
para recibir un mensaje de solicitud del cliente y ofrecer un mensaje 
de respuesta al cliente. 
La primer categoría incluye operaciones que se integran dentro de la especifi-
cación de la aplicación Web; mientras que la segunda incluye operaciones que no se 
utilizan en la misma, sino que representan servicios públicos de la aplicación (lla-
mados en conjunto vista de Servicios). 
 
2.1.4.5 Integración de las Unidades de Servicios Web en las aplicaciones 
Web  
 
Utilizando las nuevas unidades de interacción es posible la especificación de 
aplicaciones Web que pueden invocar operaciones de servicios Web.  
La operación en un sentido (One-way) es la más simple. Ésta se dispara 
cuando el usuario navega desde una unidad de entrada hacia una unidad de este tipo, 
formándose un mensaje  a partir de los valores capturados y enviándose al servicio 
como solicitud.  
La operación consulta-respuesta (Request-response) modela una operación 
con un mensaje de entrada, que se envía al servicio y un mensaje de salida, que se 
recibe desde el servicio. De manera semejante a la operación en un sentido, esta 
operación se dispara cuando el usuario navega desde una unidad de entrada a una 
unidad de este tipo. El usuario espera la llegada del mensaje de salida para continuar 
la navegación a la siguiente unidad. 
 Existen también algunas aproximaciones para la conceptualización de estas 
operaciones en modalidad asíncrona [72, 97]. 
 
2.1.4.6 Modelando la publicación de Servicios Web 
 
A diferencia del caso anterior, donde la interacción del usuario es necesaria 
para invocar el servicio Web, en la publicación de servicios Web no es así. Las 
acciones que se realizan cuando se disparan las operaciones de notificación o solici-
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tud-respuesta no se especifican a través de páginas, sino como una cadena de opera-
ciones a realizar sin intervención del usuario. Así, la publicación de servicios Web 
se especifica de forma separada a la vista del sitio de la aplicación Web. Esta especi-
ficación incluye dos conceptos: 
• Vista de servicios: una colección de puertos, los cuales exponen la 
funcionalidad de un servicio Web a través de operaciones. 
• Puerto: que representa el servicio individual, compuesto de un con-
junto de operaciones, cada una de las cuales es modelada mediante 
operaciones solicitud-respuesta y/o notificación. 
Una operación se describe como una cadena de operaciones WebML, las cua-
les especifican las acciones a realizar como consecuencia de la invocación del servi-
cio y posiblemente construya un mensaje de salida que será devuelto al invocador. 
 
2.1.4.7 Papel que juegan las unidades de servicios Web  
 
El papel que juegan las unidades de servicios Web es diverso: 
• Como fuentes de datos: en el cual los datos devueltos por las ope-
raciones del servicio Web  se utilizan para definir el contenido de las 
páginas. La integración del servicio Web requerirá del manejo de los 
mensajes de entrada y salida (en formato XML [29]), para lo cual se 
define una unidad de transformación XML llamada adaptador. Esta 
unidad permite componer el mensaje de entrada del servicio Web; 
descomponer el mensaje de salida del servicio Web; llamar a múlti-
ples servicios Web en secuencia; en todos los casos adaptando las 
entradas a las salidas. 
• Para almacenar los datos recuperados de los Servicios Web: en 
el cual los datos devueltos por los servicios Web se pueden almace-
nar en el repositorio local de datos con el fin de volver a ser utiliza-
dos una vez que termina la invocación al servicio Web. Existen dos 
modalidades posibles: (1) almacenamiento persistente: con opera-
ciones que actualizan la base de datos y (2) temporal: en la cual los 
datos tienen un tiempo de vida limitado a la sesión del usuario; en la 




• Creación de nuevas instancias mediante múltiples llamadas de 
Servicios Web: en el cual un servicio Web puede llamarse múltiples 
veces para crear instancias de un mismo sub-esquema de datos. O 
múltiples servicios se pueden invocar para obtener las distintas pie-
zas de información de un mismo objeto o sub-esquema. 
En resumen se pueden resaltar los siguientes aspectos de la propuesta: 
• WebML es uno de los pocos métodos que ha abordado el tema de la 
integración de servicios Web para aplicaciones Web. 
• Las nuevas unidades que extienden los Modelos de datos e Hipertex-
to para la incorporación de servicios Web poseen una semántica di-
ferente a la original de los modelos mencionados. Ahora los mode-
los capturan aspectos distintos: por ejemplo, el Modelo de Hipertex-
to no es solo una vista hipertextual de datos o funcionalidad consu-
mida por los servicios Web, sino que la especificación de alguna 
funcionalidad (en el caso de composición) está dado en el modelo 
mismo.  
• El nivel de abstracción de las nuevas unidades está centrado en tec-
nologías concretas (XML, servicios Web, etc.). Si bien la motiva-
ción de las mismas son los servicios Web, sería conveniente no per-
der de vista la independencia tecnológica para abordar tecnologías 
futuras. 
• Algunos de los problemas resueltos, sobre todo los relacionados con 
la persistencia temporal o permanente de los datos devueltos por las 
operaciones de los servicios Web, no resultan muy claro a que tipo 
de requisitos satisface. El nivel de abstracción de las soluciones si-
gue siendo cercano a la tecnología. 
• La creación de instancias a partir de los datos de los servicios Web 
no parece un requisito muy útil para las aplicaciones Web. 
• No existe aproximación alguna (a nivel metodológico) hacia la pro-
ducción de funcionalidad a partir de los modelos existentes. 
2.1.5 Resumen comparativo de los métodos de Ingeniería Web 
 
Aunque no han sido discutidos todos los métodos existentes de Ingeniería 
Web, los métodos seleccionados son un grupo representativo de la disciplina al 
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momento de la escritura de esta tesis. Con el fin de tener un comparativo a primera 
vista de los mismos (y con ello también una descripción general de la situación 
actual de todos) se resumen en la Tabla 2.1 los aspectos más relevantes, en cuanto a 
sus capacidades para el modelado de servicios Web, su inclusión en el método, la 
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Tabla 2.1 Resumen comparativo de métodos de Ingeniería Web para el modelo de 
aspectos colaborativos 
 
Como se puede observar, la mayor parte de los métodos no ofrece primitivas 
para la captura de los aspectos de integración. La excepción es WebML, aunque una 
mayor aplicación del principio de separación de aspectos y  un mayor nivel de abs-
tracción en sus primitivas podrían ofrecerle mejoras.  
Algo importante a resaltar es el hecho de que los métodos que consideran el 
modelo de procesos en sus métodos, suelen hacerlo para procesos de negocio loca-
les, no considerando la integración con aplicaciones externas. Esta capacidad sería 
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muy conveniente incluirla ya que cada vez son más las aplicaciones de negocio-
electrónico (e-business) que requieren de dicha capacidad. 
No todos los métodos consideran modelos específicos y separados para la 
producción y consumo de funcionalidad. Esto tiene su explicación en el hecho de 
que la mayoría considera el modelado de servicios como una extensión de sus mo-
delos existentes. Esto puede disminuir la capacidad de captura y especificación de 
aspectos más complejos, como la orquestación de servicios. 
Después de este análisis se puede concluir que en un entorno cada vez más 
demandante de aplicaciones negocio-electrónico que faciliten la colaboración entre 
socios de negocio, la inclusión de los aspectos relativos a los servicios Web es pieza 
vital para las aplicaciones Web y es poca su participación en los métodos de Inge-
niería Web. Su inclusión en los mismos sería conveniente. 
 
2.1.6 Futuras direcciones en la Ingeniería Web 
 
Por otro lado, considerando las tendencias en el uso que se está dando al 
Web, así como el estado actual de los métodos, es posible visualizar en el futuro a 
corto y mediano plazo algunas direcciones o líneas de trabajo para la Ingeniería 
Web: 
• El modelado de aplicaciones Web 2.0 y la Web semántica [99,100]. 
• La definición del papel que puede jugar la Programación Orientada a 
Aspectos [101] en sus métodos. 
• El manejo de la evolución de los sistemas Web. 
• El aseguramiento y evaluación de la calidad. 
Además, un aspecto de interes que puede impulsar el fortalecimiento de la 
disciplina es la búsqueda de la interoperabilidad de los métodos.  
En este sentido cabe destacar el esfuerzo de la red MDWEnet [102], resultado 
de talleres realizados en Sydney (2005) y Menlo Park (2006) e iniciada en Diciem-
bre de 2006 en Munich. Esta red incluye a miembros de los grupos UWE, OO-H y 
WebML así como de las Universidades  Málaga, Technical University of Viena y 
Johannes Kepler University of Linz, que contribuyen con sus conocimientos en el 
campo de la Ingeniería Web [103, 104]. El alcance de la iniciativa MDWEnet es 
lograr el desarrollo dirigido por modelos de las aplicaciones Web utilizando diferen-
tes métodos, buscando la interoperabilidad de sus artefactos y modelos.  
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Su objetivo es mejorar la disciplina haciendo uso conjunto de sus fortalezas, 
experiencia y conocimiento actual. Para lograr este objetivo se plantean dos caminos 
básicos: el uso de un metamodelo común o la definición de transformaciones entre 
los metamodelos existentes. En cualquier caso, parece que este tipo de esfuerzos 
podría colocar y desarrollar a la Ingeniería Web a un nivel importante a corto y 
mediano plazo. 
 
2.2  Procesos de negocio y Servicios Web 
 
Además del papel que juegan los servicios Web en los métodos de Ingeniería 
Web es conveniente una revisión del origen y estado actual de los procesos de nego-
cio, expuestos brevemente a continuación. 
 
2.2.1 Origen de la automatización de los procesos de negocio 
 
Se define un proceso de negocio como una “colección de actividades realiza-
das por usuarios humanos o aplicaciones software que de manera conjunta consti-
tuyen los diversos pasos para completar un objetivo particular de negocio” [15].  
En un principio, los procesos de negocio se especificaron de manera formal y 
ejecutable mediante un flujo de trabajo3 [65] diseñado, desarrollado y ejecutado en 
algún sistema gestor  de flujos de trabajo (SGFT). Los SGFT tuvieron su origen en 
la automatización de oficinas, que buscaban la automatización de los procesos ad-
ministrativos. La idea fundamental fue utilizar documentos electrónicos en lugar de 
documentos en papel y los SGFT  se encargaron de su enrutamiento mediante correo 
electrónico y formas Web [16]. Conforme la tecnología de flujos de trabajo maduró, 
surgió también la necesidad de la interoperación de aplicaciones, esto es, no sola-
mente controlar el despacho de información entre los participantes humanos, sino 
también definir la lógica del negocio que permitiera integrar sistemas distribuidos 
heterogéneos. 
El principio fundamental de los flujos de trabajo es que actuarían como 
herramientas integradoras de aplicaciones empresariales, automatizando el control y 
el flujo de datos  entre las aplicaciones. Este aspecto fue también el causante de que 
al paso del tiempo el interés por estas soluciones  se fuera perdiendo ya que dicha 
                                                          
3 En inglés workflow 
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integración resultó complicada y en muchos de los casos llevó a definiciones pesa-
das y complejas, poco factibles de implementar en la práctica. La causa principal fue 
el problema de la interoperabilidad ya que resultaba complicado la colaboración 
entre aplicaciones implementadas con tecnologías diferentes. 
 
2.2.2 Soluciones al problema de interoperabilidad 
 
Para resolver el problema de la interoperabilidad se requería de una solución 
que permitiera la interacción de las aplicaciones, independientemente de la plata-
forma tecnológica en la que fueron implementadas.  Este requisito dio origen a la 
creación de diversas plataformas mediadoras4 [28] (RPC [17], TP Monitors [18], 
Object brokers [19], Object monitors [20] y Message brokers [21]). Cada una de 
estas plataformas  representó un paso evolutivo que hoy se cristaliza en los servicios 
Web [15].  Gracias a éstos, los conceptos subyacentes a la teoría de flujos de trabajo 
se han vuelto a retomar y se considera  que su promesa puede realizarse de forma 
práctica y efectiva. 
La influencia que tiene la teoría de flujos de trabajo en los servicios Web se 
distingue en tres aspectos principales: el interno, al definir servicios Web a partir de 
otros servicios Web (llamado composición de servicios); el externo, al definir proto-
colos de coordinación que especifican las conversaciones (secuencias de intercam-
bios de mensajes) válidas entre servicios Web; y en la automatización de los proce-
sos de negocio. 
Los dos primeros aspectos han llevado a considerar que los servicios Web 
deberían describirse no solamente por su interfaz sino también por el conjunto de 
conversaciones correctas que pueden tener y  por la forma en la que colaboran con 
otros para el logro de los objetivos del proceso. En este sentido, se están definiendo 
modelos UML que capturan los aspectos relativos a la conversación [22], los cuales 
están siendo transformados al Lenguaje de Ejecución de Procesos de Negocio (Busi-
ness Process Execution Language- BPEL [23]). 
El tercer aspecto ha llevado a la creación de estándares industriales para la 
automatización de procesos de negocio. Así, organizaciones como la Iniciativa para 
la Gestión de Procesos de Negocio (Business Process Managemente Initiative - 
                                                          
4 En inglés middleware. 
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BPMI.org) buscan la convergencia de tecnologías orientadas hacia la computación 
empresarial, como J2EE y SOAP.  
Esta misma organización incluye diversas especificaciones para procesos de 
negocio: el Lenguaje de Modelado de Procesos de Negocio (Business Process Mo-
deling Language – BPML), un metalenguaje para el modelado de procesos de nego-
cio que incluye un modelo de ejecución para procesos Negocio-a-Negocio basado en 
el concepto de una máquina de estado finito; la Notación para el Modelado de Pro-
cesos de Negocio (Business Process Modeling Notation – BPMN), una notación 
gráfica para expresar procesos de negocio la cual se puede vincular con las primiti-
vas de lenguajes de ejecución de procesos, como BPML o BPEL; y el Lenguaje de 
Consulta de Negocio (Business Process Query Language – BPQL), un lenguaje para 
ser utilizado en Sistemas Gestores de Procesos de Negocio (BPMS) para la consulta 
de instancias de procesos de negocio.   
Otras organizaciones como el Centro de las Naciones Unidas para Facilitar el 
Comercio y los Negocios Electrónicos (United Nations Centre for Trade Facilita-
tion and Electronic Business- UN/CEFACT) y la Organización para el Avance de los 
Estándares Estructurados de Información (Organization for the Advancement of 
Structured Information Standards - OASIS) de manera conjunta, han definido el 
Lenguaje XML para Negocios Electrónicos (ebXML - electronic business XML) 
[24]: un conjunto de especificaciones que de forma modular permite conducir nego-
cios sobre Internet en base a intercambio de mensajes XML, conducción de relacio-
nes de negocio, comunicación común de datos y definición y registro de procesos de 
negocio. ebXML busca aprovechar y suceder a lo ya realizado en el campo del In-
tercambio Electrónico de Datos (Electronic Data Interchange - EDI).  
La UN/CEFACT desarrolla también un método de modelado de procesos de 
negocio e información llamado Metodología de Modelado UN/CEFACT 
(UN/CEFACT Modeling Methodology - UMM[25]). UMM se basa en el estandar 
ISO 14662 que define el Modelo de Referencia Abierto EDI (Open EDI) y que es 
una especialización del Proceso Unificado de Rational (Rational Unified Process - 
RUP [26]). Ofrece un marco de trabajo que de manera uniforme permite representar 
conceptos, relaciones  y semántica para la especificación de procesos a través de un 
metamodelo UMM. Este metamodelo UMM  se define como un perfil UML que 




2.2.3 Servicios Web 
 
Existen múltiples definiciones de servicio Web, cada una de las cuales enfati-
za alguna de las propiedades que posee, de tal manera que en conjunto la mayoría de 
estas definiciones representan algún aspecto complementario que lo caracteriza. Una 
definición simple y adecuada para el propósito de la presente tesis es la que propor-
ciona Casati [30]:  
“Un servicio Web es una función de negocio disponible a través de Internet 
por un proveedor del servicio, accesible por clientes que pueden ser usuarios 
humanos o aplicaciones software”. 
Las interacciones en los servicios Web involucran tres tipos de participantes 




Figura 2.14 Participantes en los Servicios Web  
 
El productor del servicio lo ofrece y publica en un registro de servicios. Éste 
es un repositorio de descripciones en el cual se pueden hacer diversas búsquedas. 
Cada una contiene detalles de los mismos, como sus tipos de datos, operaciones y 
localizaciones de red. El consumidor utiliza la operación de búsqueda (find) para 
localizar servicios de interés, con lo cual el registro recupera la descripción de los 
servicios relevantes. Con la descripción obtenida, el consumidor invoca el  servicio 
Web correspondiente. 
El soporte de las interacciones entre servicios Web está dado por los siguien-
tes estándares tecnológicos: 
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• WSDL (Web Services Description Language) [14]: un lenguaje 
XML para describir las características operacionales (la interface) de 
los servicios Web.  
• UDDI (Universal Description, Discovery and Integration) [31]: 
que define una interfaz programática para publicación (API de pu-
blicación) y descubrimiento (API de consulta) de servicios Web. Su 
repositorio central es el registro de negocios, el cual conceptualmen-
te consiste de páginas blancas (información de contacto), páginas 
amarillas (categorización industrial) y páginas verdes (información 
técnica de servicios). 
• SOAP (Simple Object Access Protocol) [32]: un marco de trabajo 
(framework) ligero de mensajes para el intercambio de datos XML 
entre servicios Web. Se puede utilizar con varios protocolos de 
transporte (tales como HTTP, SMTP, FTP). 
El uso directo de estos estándares es difícil en la práctica. Una forma en la 
que se busca facilitar la tarea a los programadores es mediante marcos de trabajo que 
los entornos de programación suelen ofrecer (ej. Axis[53] en Java). Básicamente el 
marco de trabajo oculta los detalles de uso de la especificación y permite al progra-
mador continuar utilizando las instrucciones y mecanismos que ofrece el lenguaje de 
programación (con el cual suele estar familiarizado) y evita con ello el uso directo 
del XML. 
Además del marco de trabajo, los entornos de programación incluyen compi-
ladores de stub’s5. Un stub es una pieza de código que facilita la comunicación del 
código del programador con el código del marco de trabajo.  Partiendo de la interfaz 
WSDL, el compilador de stub’s los genera y el código resultante es el que utiliza 
directamente el programador en sus aplicaciones.  
Si bien los Ambientes de Desarrollo Integrado suelen incluir herramientas 
que automatizan todo este proceso, es necesario aún que el programador se centre en 
los detalles técnicos del uso del marco de trabajo y desvíe su atención a lo esencial : 
la solución del problema del negocio. 
                                                          
5 Una pieza de código ligero que media entre el código del programador y el código 
del marco de trabajo.  
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2.2.4 Composición de servicios Web 
 
Los servicios Web pueden combinarse para ofrecer nuevos servicios llamados 
compuestos. Esta capacidad de combinación es básica para las Arquitecturas Orien-
tadas a Servicios6 ya que permite la definición servicios cada vez más complejos a 
partir de otros fundamentales. 
En los últimos años la composición de servicios se ha implementado con di-
versas tecnologías (WSFL[33], XLANG[34], BPML[73], BPEL[35]). De todas 
ellas, el Lenguaje de Ejecución de Procesos de Negocio (Business Process Execu-
tion Language-BPEL), propuesto en julio de 2002 por BEA, Microsoft e IBM, re-
presenta una convergencia de varias de las características de sus anteriores lenguajes 
ganando el soporte de muchas compañías (como SAP o Siebel). Con su traspaso a 
OASIS parece que será en el futuro cercano el estándar de-facto para la composi-
ción. 
En BPEL es posible especificar la composición de forma ejecutable y abstrac-
ta. En el primer caso, se define la lógica de implementación  interna del servicio 
compuesto. En el segundo, solamente se define la secuencia de mensajes (de entrada 
y salida) soportados, es decir su comportamiento externo. 
Un servicio compuesto se define como un documento XML que incluye los 
siguientes aspectos: 
• Los diferentes roles de los servicios participantes. Estos servicios co-
laboran con el servicio compuesto mediante intercambio de mensa-
jes. 
• Los tipos de puertos que deben soportar los diferentes servicios 
componente y el servicio compuesto. 
• La definición de la lógica de composición (también llamada orques-
tación). 
• La información de correlación, definiendo como es que los mensajes 
se pueden enrutar a las instancias de composición correctas. 
• La inclusión de  variables, con las cuales es posible mantener el es-
tado del servicio compuesto. 
Una vez definido el documento XML, es necesario un ambiente de ejecución 
para el mismo. Este ambiente crea instancias del servicio compuesto y las ejecuta 
                                                          
6 En inglés Service Oriented Architecture (SOA). 
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invocando a los diversos servicios componente, de acuerdo a la programación del 
servicio. 
Los programadores cuentan también con Ambientes de Desarrollo Integrado 
para ayudarles en la definición de los servicios compuestos BPEL, sin embargo en 
todos ellos se requiere que el programador tenga conocimiento al detalle de los di-
versos elementos XML del programa BPEL. A menos que el programador sea ex-
perto en el lenguaje, no le resultará trivial su uso. Otra dificultad adicional la repre-
senta el hecho de que ciertas instrucciones BPEL requieren que el programador 
conozca algunas tecnologías adicionales XML. Por ejemplo, en el caso del manejo 
de variables suele requerirse el conocimiento de XPath [59] así como también el 
conocimiento de XMLSchema [74]. 
Por otro lado, se puede observar que en la práctica la estrategia más común 
para composición de servicios es mediante el uso de lenguajes convencionales (Java 
o C#). La ventaja de esto es que los programadores no requieren conocer un nuevo 
lenguaje de programación ya que utilizan los mismos mecanismos que ya conocen 
del lenguaje (junto con algún marco de trabajo, como mencionamos en el apartado 
anterior). La desventaja es que estos lenguajes no fueron diseñados para la composi-
ción de servicios  y las facilidades que ofrecen para ello suelen demandar del pro-
gramador el conocimiento de muchos detalles tecnológicos, en lugar de tener un 
enfoque mayor en la solución del problema.  
En cualquiera de los casos mencionados se distingue que el problema es el 
nivel de abstracción (cercano a la tecnología) que poseen los mecanismos disponi-
bles para la composición de servicios que dificulta la labor del programador. En este 
sentido, la definición de primitivas conceptuales que permitan especificar esta com-
posición en términos de más alto nivel sería muy valioso, permitiría centrarse en la 
definición de servicios que producen y consumen funcionalidad, así como en la 
composición de servicios complejos a partir de otros más simples y lograr así apoyar 




Las aplicaciones Web de la siguiente generación deberán contar con diversas 
características: interfaces ricas, estéticas, que hagan uso de flujos de trabajos y con 
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capacidad de integración dada por los servicios Web [75,76]. La incorporación de 
las mismas a las aplicaciones Web requiere de una gran diversidad de tecnologías. 
Por ejemplo, las interfaces ricas y estéticas están siendo implementadas con Ajax : 
una combinación de XHTML, HTML, CSS, DOM, JavaScript y JScript. La situa-
ción es semejante para los flujos de trabajo y los servicios Web. Para el dominio de 
todas estas tecnologías se requiere de mucha experiencia así como de conocimiento 
de diversas tecnologías (su uso conjunto implica una curva de aprendizaje pronun-
ciada), que suele no encontrarse fácilmente en la mayoría de los programadores. 
Aún dominándose, asegurar la calidad del software desarrollado no es tarea fácil por 
la complejidad que demanda su uso conjunto. 
En este contexto, los métodos de Ingeniería Web pueden ofrecer soluciones 
para abordar la complejidad, con sus modelos, técnicas y herramientas orientadas al 
diseño conceptual. Sin embargo como hemos discutido en este capítulo, poco se ha 
hecho para la inclusión de estos aspectos en la mayoría de los métodos, salvo el caso 
de WebML. En algunos de los casos discutidos, las soluciones suelen brindar primi-
tivas con un nivel de abstracción cercano a la tecnología.  
Por otra parte, las tecnologías de servicios Web pueden también beneficiarse 
del diseño conceptual. El surgimiento de las Arquitecturas Orientadas a Servicios 
demandan una gran cantidad de tecnologías que deben utilizarse de manera conjunta 
y compleja. Construir este tipo de aplicaciones artesanalmente (usando las herra-
mientas tradicionales) suele requerir de un gran esfuerzo. Asegurar su calidad es otro 
factor difícil de lograr. Si su diseño se realiza a nivel conceptual se puede facilitar la 
tarea de construcción y de aseguramiento de la calidad al diseñador. Otro beneficio 
es la protección que los modelos conceptuales brindan al futuro cambio tecnológico. 
En este contexto, es necesario ofrecer mecanismos de modelado conceptual que 
permitan su especificación y desarrollo. 
Como se puede observar, ambas áreas se pueden ver beneficiadas con el mo-
delado conceptual y convergencia. Lograr la convergencia, a este nivel, implica 
lograr la integración de sus modelos. Una mayor incorporación de modelos concep-
tuales de servicios Web en los métodos de Ingeniería Web ayudaría a las tareas de 








Introducción al método OOWS 
 
Una vez revisados algunos de los métodos más representativos de la Ingenier-
ía Web el siguiente capítulo introduce el método OOWS, sobre el cual se enfoca el 
trabajo restante de esta tesis. Partiendo de su definición original (que permite la 
generación de aplicaciones Web centradas en datos), se menciona brevemente el 
conjunto necesario de adecuaciones y agregaciones a sus modelos y guías meto-
dológicas, para que pueda, además, generar aplicaciones basadas en servicios Web. 
Ofrece el marco de trabajo general para los capítulos restantes. 
El capítulo se organiza de la siguiente manera: en la primera parte se da una 
explicación general del método. Luego, se mencionan las características adicionales 
básicas que requiere para generar aplicaciones Web basadas en servicios Web. Pos-
teriormente, se establece el conjunto de premisas que se considerarán al introducir 
estas nuevas características. Finalmente se ofrecen los pasos generales para lograrlo. 
Estos pasos generales se extienden al detalle en los capítulos posteriores. 
 
3.1 OOWS 
Esta primer sección presenta el método de Ingeniería Web Object-Oriented 
Web-Solutions (OOWS). Sobre éste se han definido las extensiones para el desarro-




3.1.1 Panorama general  
 
El método OOWS [9] es la extensión para el modelado conceptual de aplica-
ciones Web del método de producción de software OO-Method [10]. Los requisitos 
para este tipo de aplicaciones se capturan en un par de modelos -de Navegación y 
Presentación- que se agregan a los ya existentes en OO-Method: el Modelo Estruc-
tural (un Diagrama de clases), el Modelo Dinámico (un par de Diagramas de Estado 
y Secuencia) y el Modelo Funcional (una especificación textual tomado a partir de la 



















Capa de presentación (Ambientes Web-HTML, ASP, JSP, Servlets)
Capa de aplicación (Componentes J2EE, .NET)


























































Figura 3.1 El método OOWS 
 
El método está formado por dos fases principales: Especificación del sistema 
y Desarrollo de la solución. En la primera se construye el modelo conceptual que 
captura los requisitos estructurales y funcionales de la aplicación Web. El proceso 
de modelado se divide a su vez en dos pasos: 
 
1. Elicitación de requisitos funcionales: donde se identifican los re-
quisitos funcionales mediante casos de uso y escenarios. 
2. Modelado conceptual: donde se capturan y representan los requisi-
tos del sistema software desde los puntos de vista: 
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a. Estructural: definiendo la estructura del sistema (sus cla-
ses, operaciones y atributos) y las relaciones entre clases 
(especialización, asociación y agregación) por medio de un 
Diagrama de Clases. 
b. Dinámico: describiendo los diferentes ciclos de vida de ca-
da clase del sistema, usando Diagramas de Transición de 
Estados; así como también las interacciones entre objetos 
(sus comunicaciones), mediante Diagramas de Secuencia.  
c. Funcional: capturando la semántica de los cambios de es-
tado de los objetos para definir el efecto de los servicios, 
usando una especificación textual formal [10].  
 
En esta misma fase se capturan los requisitos de navegación, por medio de un 
Diagrama de Usuarios y un Modelo Navegacional; y los requisitos de presentación, 
por medio de un Modelo de Presentación. 
En la segunda fase, se define la reificación del modelo conceptual OOWS a 
representaciones software por medio de dos pasos principales: 
1. Definición del estilo arquitectónico: en el cual se establece la arqui-
tectura software de la aplicación, normalmente basada en un estilo 
de tres capas: presentación, aplicación y datos. 
2. Definición de correspondencias: entre las primitivas conceptuales 
que constituyen los modelos y componentes software que implemen-
tan cada capa de la arquitectura, haciendo uso intenso de patrones de 
traducción. 
Se explica a continuación las primitivas conceptuales principales que captu-
ran los requisitos de navegación y presentación. 
 
3.1.2 Diagrama de Usuarios  
 
Antes de iniciar el modelado de navegación se requiere construir un Diagra-
ma de Usuarios para especificar los tipos de usuarios que podrán interactuar con el 
sistema, así como la visibilidad que tendrán sobre los atributos y operaciones de las 
clases. Este diagrama ofrece mecanismos para su gestión (tal como la especializa-
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ción) que permiten definir taxonomías que posibilitan el reuso de la especificación 
navegacional [11]. 
Dependiendo de como se conectará el usuario al sistema existirán tres tipos 
(ver Figura 3.2): 
• Anónimos: (representados con un símbolo ‘?’ en su cabeza) para los 
cuales no es necesario autentificación. 
• Genéricos: (representados con un símbolo ‘X’ en su cabeza) los cua-
les no podrán conectarse al sistema. Se representan como actores 
abstractos, por lo que requiere proveerse el usuario registrado con-
creto. 
• Registrados: (representados con un símbolo de candado en su cabe-
za) los cuales necesitan autentificarse para conectarse al sistema. 
Representan un usuario concreto. 
x ?
 
Figura 3.2 Diagrama de Usuarios 
Cuando un usuario (Anónimo o Registrado) accede a la aplicación, tiene dis-
ponible una vista navegacional de las clases. Esta vista navegacional le permitirá su 
exploración consultando sus atributos e invocando sus operaciones. La vista navega-
cional se especifica mediante un Mapa Navegacional que se explica a continuación. 
 
3.1.3 El Modelo Navegacional 
 
El Modelo Navegacional posee la expresividad necesaria para capturar los re-
quisitos de navegación de la aplicación Web. Este modelo se forma por una colec-
ción de Mapas Navegacionales, cada uno de los cuales representa una vista hiper-
medial que un usuario tiene sobre las clases, ofreciendo además semántica de nave-
gación y presentación. El mapa es un grafo dirigido  en el cual los nodos son llama-
dos Contextos Navegacionales y las aristas Enlaces Navegacionales.  
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Cada Contexto Navegacional  es una unidad de interacción que representa 
una vista cohesiva de datos  y funcionalidad (atributos y operaciones de las clases), 
representado mediante un paquete UML que posee el estereotipo <<Context>>. 
Dependiendo de la forma en la que pueden ser alcanzados los contextos al navegar, 
se clasifican en uno de dos tipos: si se pueden alcanzar desde cualquier nodo se les 
llama Contextos de Exploración (indicado con la letra “E”), uno de los cuales se 
identifica como el Contexto de inicio (Home - indicado con la letra “H”). Si el con-
texto se alcanza a través de una secuencia de pasos de navegación (Enlaces Navega-
cionales), es llamado Contexto de Secuencia (indicado con la letra “S”).   
Los Enlaces Navegacionales representan pasos de navegación entre los con-
textos y se representan mediante asociaciones entre paquetes UML. La Figura 3.3 
muestra un Mapa Navegacional para una Aplicación Web de comercio electrónico 






Figura 3.3 Mapa Navegacional para una tienda en-línea  
 
La construcción del Mapa Navegacional se realiza en dos etapas: (1) Autoreo-
a-escala-mayor (Authoring-in-the-large), en la cual se obtiene su diseño global 
definiendo los Contextos Navegacionales y los Enlaces de Navegación. La Figura 
3.3 es un ejemplo del modelo que se obtiene en esta etapa. Y (2) Autoreo-a-escala-
menor (Authoring-in-the-small), donde se obtiene el diseño detallado de cada uno de 
los Contextos Navegacionales.  
Cada Contexto Navegacional se compone de Clases Navegacionales, repre-
sentadas mediante clases UML que poseen el estereotipo <<view>>; así como de 
Relaciones Navegacionales que las enlazan. Cada Clase Navegacional se correspon-
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den con alguna clase del Diagrama de clases OO-Method y constituye una vista de 
sus atributos y operaciones. De todas las Clases Navegacionales una es llamada 
Directora y constituye la información principal que se recupera para el Contexto 
Navegacional, el resto es un conjunto (posiblemente vacío) de Clases Navegaciona-
les Complementarias, que complementan la información de la Clase Directora. En 
cada Clase Navegacional es posible especificar una condición de filtro sobre la 
población de los objetos de la clase. Esta condición define un conjunto de objetos 
que deben satisfacer la condición. Se describe mediante una fórmula OCL. 
Las Relaciones Navegacionales se establecen para vincular las Clases Com-
plementarias con la Clase Directora. Representan una relación binaria unidireccional 
definida sobre las relaciones estructurales (de agregación, asociación o especializa-
ción) del Modelo estructural. Las Relaciones Navegacionales pueden ser de dos 
tipos: de Dependencia Contextual, la cual posee semántica de recuperación de in-
formación complementaria; o de Contexto, que además agrega semántica de navega-
ción a un contexto destino.  
La Figura 3.4 muestra el resultado del diseño en la etapa de Autoreo-a-escala 
menor para los Contextos Navegacionales Consulta de envío e Itinerario de la Figu-
ra 3.3. El Contexto Consulta de envío tiene como Clase Directora a Entre-
ga, con la cual se recuperan las entregas de artículos, ofreciendo además el servicio 
obtEstadoActual(), que permite consultar el estado actual de la entrega de un 
artículo. A su vez la Clase Complementaria Itinerario complementa la infor-
mación con el itinerario de cada Entrega. Se enlazan con la Relación de Contexto 
(Entrega-Itinerario) que posee como atributo (también llamado de contexto) 
a [Itinerario], que representa un Contexto Navegacional de Secuencia hacia el 












Figura 3.4 Contextos navegacionales y su diseño de Autores a escala menor 
 
Otro requisito común de las aplicaciones Web (por ejemplo en portales) es la 
agregación de contenidos. Para su especificación, cada contexto navegacional puede 
estar formado por un conjunto de Unidades Abstractas de Información (UAI). Una 
UAI representa un requisito particular de recuperación de información, independien-
te de otro que pudiera estar definido en otra UAI. Las UAI pueden ser de dos tipos: 
(1) contextuales (etiquetadas con un círculo C) las cuales se instancian cuando el 
sistema alcanza el contexto siguiente en un enlace secuencial portando información 
contextual y (2) no contextuales (etiquetadas con un círuclo NC) las cuales no de-
penden de enlaces secuenciales y no portan información contextual. Cada UAI está 
formada por clases navegacionales, tal como han sido expuestas anteriormente para 
los contextos navegacionales. 
 
3.1.4 Características avanzadas de navegación 
 
El número de instancias que se recuperan para un Contexto Navegacional, a 
partir del Diagrama de clases, es llamado Cardinalidad. La información recuperada 
se puede manejar mediante dos mecanismos que permiten su exploración y filtrado: 
índices y filtros. 
Un índice es una estructura que ofrece acceso indexado a la población de ob-
jetos de la clase directora. Crea una lista sumarizada de información definida a partir 
de una o más propiedades (atributos). Si la propiedad indexada pertenece a la clase 
directora, se debe especificar como un atributo del índice. Si pertenece a una clase 
complementaria, el índice se define como un índice relacional y se debe especificar 
la relación. Al activarse el índice, se crea una lista con los valores de los atributos 
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indexados. Al seleccionar uno de estos valores, se muestran en una vista de búsque-
da de todos los objetos que tienen el valor seleccionado para la propiedad. Esta vista 
de búsqueda muestra la información disponible para el usuario que le permitirá se-
leccionar una instancia. La instancia seleccionada será la activa en el Contexto Na-
vegacional. 
Un filtro define una condición sobre la población de instancias de objetos a 
ser recuperada. Se aplica a los atributos de la clase directora o a los atributos de las 
clases complementarias. Existen tres tipos: (1) Exacto, que toma un valor de atributo 
y regresa todas las instancias que empatan exactamente; (2) Aproximado,  que toma 
un valor de atributo (una cadena) y regresa todas las instancias cuyos valores de 
atributos lo contienen como sub-cadena y (3) Rango, que toma dos valores (máximo 
y mínimo) y regresa todas las instancias cuyos valores de atributos están dentro del 
rango.  
3.1.5 Modelo de Presentación 
 
Los requisitos de presentación de los Contextos Navegacionales se capturan 
en el Modelo de Presentación. Estos requisitos se especifican por medio de un con-
junto de patrones que se asocian a las primitivas del contexto: 
• De paginación de la información:  que permite definir la capacidad 
de desplazamiento vertical (scrolling) sobre la información. Todas 
las instancias se dividen en bloques lógicos, de tal forma que cada 
bloque es visible a la vez. Además se ofrecen mecanismos para 
avanzar y retroceder. El patrón se aplica a la clase directora, a la re-
lación navegacional, a un índice o a un filtro. La información reque-
rida por el patrón incluye: (1) la Cardinalidad, el número de instan-
cias del bloque; (2) el Modo de acceso: secuencial, para acceder al 
bloque siguiente, previo, primero y último y aleatorio, para acceso 
directo o circular, para un comportamiento circular del conjunto de 
bloques. 
• De ordenamiento: que define un criterio de ordenamiento de la po-
blación (con valores ASC=ascendente o DESC=descendente) acorde 
al valor de uno o más atributos. Se puede aplicar a clases navegacio-
nales, a estructuras de acceso o mecanismos de búsqueda. 
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• De distribución de la información: con cuatro patrones básicos: 
registro, tabular, maestro-detalle y árbol. Se utiliza para indicar la 
forma en que se mostrará la información. Se puede aplicar a la clase 
directora o a las relaciones navegacionales. 
 
3.2 Extensiones básicas para generar aplicaciones 
Web basadas en servicios 
 
Tal como ya se ha discutido en el capítulo anterior, con relación a los méto-
dos de Ingeniería Web, OOWS fue también diseñado originalmente para la especifi-
cación y generación de aplicaciones Web centradas-en-datos.  Para extender sus 
capacidades, de tal manera que pueda además integrar datos y funcionalidad de 
aplicaciones externas, se requiere que las aplicaciones Web que especifica y genera, 
cuenten con la facultad de producir y consumir funcionalidad mediante servicios 
Web.  
Bajo este requisito fundamental, la propuesta de esta tesis es que OOWS sea 
extendido para contar con las siguientes características: 
• Publicar parte de su funcionalidad: correspondiendo a los aspec-
tos funcionales de la aplicación. Los modelos conceptuales son la 
fuente principal para llevar a cabo esta tarea, junto con un método 
que defina la forma en la que se pueden publicar los aspectos captu-
rados en los mismos. La publicación podría ser consumida por otras 
aplicaciones o formar parte de procesos Negocio-a-Negocio. 
• Importar funcionalidad: definir modelos y métodos que permitan 
importar funcionalidad publicada por otras aplicaciones mediante 
servicios Web para ser incorporada como parte de la nueva aplica-
ción Web.  
• Participar en colaboraciones distribuidas: en cuyo caso la aplica-
ción Web debería incluirse como un participante más de un proceso 
Negocio-a-Negocio, así como también como aplicación unificadora 




3.3 Premisas de las extensiones 
Para la implementación de las nuevas características mencionadas, se propone 
una estrategia general que considera la introducción de algunos modelos nuevos, así 
como adecuaciones a los ya existentes. Estos  nuevos modelos y adecuaciones ofre-
cerán al diseñador la expresividad necesaria para la introducción de servicios Web 
en la especificación de la aplicación Web.  
Las nuevas abstracciones conceptuales se han diseñado considerando las si-
guientes premisas: 
• Que se mantenga el principio de separación de aspectos: cada 
abstracción deberá estar enfocada a la captura de aspectos claramen-
te diferenciados, buscando evitar la mezcla de conceptos [50]. 
• Que se mantenga la ortogonalidad: los nuevos modelos deberían 
capturar requisitos nuevos no capturados en otros modelos existen-
tes.  
• Buscar agregar un número mínimo suficiente de abstracciones: 
el número de nuevas primitivas conceptuales debería ser el necesario 
suficiente, procurando evitar aumentar significativamente la termi-
nología existente. 
• Lograr la integración con los modelos existentes: las nuevas pri-
mitivas conceptuales deberían integrarse con los modelos ya existen-
tes. Éstos podrían requerir alguna adecuación o extensión, la cual 
debería ser mínima y compatible con las nuevas primitivas. 
• Facilitar la generación automática de código: las nuevas primiti-
vas conceptuales deberían ser precisas, de tal manera que sea posible 
su correspondencia con representaciones software, sin ambigüeda-
des. 
La estrategia general incluye también la introducción de algunas guías meto-
dológicas que permiten definir diversos aspectos en la construcción de los modelos. 
Así, el método establece guías para: 
• La identificación y construcción de operaciones públicas de los 
servicios Web de la aplicación: realizado a partir del Diagrama de 
clases así como también a partir de los servicios Web (propios y  
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ajenos) de la aplicación. Las operaciones construidas pueden ser de 
dos tipos: 
1. De grano fino: implementadas como vistas de las opera-
ciones del Diagrama de clases cuya funcionalidad tiene co-
rrespondencia uno a uno con la funcionalidad de las opera-
ciones (métodos) de las clases del Diagrama de clases. 
2. Operaciones de grano grueso: operaciones compuestas a 
partir de las operaciones preexistentes en la aplicación (de 
grano fino o grano grueso) o a partir de operaciones de ser-
vicios Web ajenos a la aplicación, cuya funcionalidad se 
desea incorporar a la misma. Dicha composición puede ser 
especificada a nivel conceptual mediante relaciones de 
composición/agregación y especialización entre servicios. 
• La construcción de aplicaciones Web complejas a partir de pro-
cesos Negocio-a-Negocio: partiendo de la definición de procesos 
Negocio-a-Negocio basados en servicios Web que muestran la inter-
acción entre socios de negocio buscando obtener la aplicación Web 
que de soporte a la participación humana. 
 
3.4  Pasos generales para la extensión y adecuación del 
método 
Las adecuaciones y agregaciones de modelos y guías metodológicas, se in-
cluyen como extensión en el método OOWS mediante los siguientes pasos: 
 
1. Introducción del modelado de servicios: para la captura de los as-
pectos relativos a los servicios Web de la aplicación se define un 
Modelo de Servicios, adicional a los ya existentes en el método. Este 
modelo especifica los servicios propios (internos) y ajenos (externos) 
de la aplicación. A su vez permite definir aspectos estructurales entre 
servicios mediante relaciones que permiten capturar requisitos de 
composición (de agregación)  así como mecanismos de reuso (de es-
pecialización). En algunos casos de composición, además, se requie-
 
58 
re definir aspectos dinámicos , para lo cual se define un Modelo 
Dinámico de Composición de Servicios.  
2. Modificación del Modelo Navegacional: se adecuan las primitivas 
del Modelo Navegacional con el fin de utilizar dentro del espacio hi-
permedial la nueva funcionalidad capturada en el Modelo de Servi-
cios. Las primitivas no solo permitirán la captura de los requisitos de 
navegación sobre la colección de datos sino también posibilitarán la 
utilización de la funcionalidad especificada en el Modelo de Servi-
cios, como parte del Modelo Navegacional. 
3. Extensión del Modelo de Presentación: agregando patrones de 
presentación para la captura de estos requisitos derivados de la inclu-
sión de los servicios Web en el Modelo Navegacional. 
4. Definición de Procesos Negocio-a-Negocio con participación 
humana: en los cuales se considera la participación humana a través 
del Web en ciertos puntos del proceso. Partiendo de un proceso es-
pecificado como un Diagrama de Actividad UML y mediante guías 
metodológicas se genera un prototipo de la aplicación Web que de 
soporte al proceso.  
5. Transformación de modelos a representaciones software: si-
guiendo el marco de trabajo establecida por la Arquitectura Dirigida-
por-Modelos (MDA-Model driven Architecture) [36], se define cada 
modelo como un Modelo Independientes de Plataforma (PIM- Plat-
form Independent Model), correspondido con uno o más Modelos 
Específicos de Plataforma (PSM-Platform Specific Models), a través 
de un conjunto de reglas de transformación definidas en lenguaje 
QVT operacional. Luego, estos Modelos Específicos de Plataforma 
son la base para la generación de código final a través de un conjun-







Con las adecuaciones y extensiones propuestas se define un marco de trabajo 
que permitirá a OOWS poder generar aplicaciones Web basadas en servicios Web. 
Se han presentado las premisas en las que se basará este marco de trabajo así como 
los pasos necesarios para la extensión. En los siguientes capítulos se detallan estas 
adecuaciones y extensiones, así como también las correspondencias que transfor-














El presente capítulo introduce las primitivas necesarias para el modelado 
conceptual de servicios Web, cuya sintaxis abstracta se especifica mediante un me-
tamodelo. Las diversas secciones de este metamodelo se organizan en paquetes, a 
partir de los cuales se estructura también el presente capítulo de la tesis. El modela-
do conceptual de servicios  Web corresponde a la extensión básica necesaria al 
método OOWS para lograr la especificación y captura de los aspectos de integración 
para la aplicación Web. Es el medio que posibilitará la especificación de los aspec-
tos de producción y consumo de funcionalidad de la aplicación, con lo cual también 
se posibilita su participación en procesos Negocio-a-Negocio. 
El capítulo está organizado en dos secciones principales: en la primera, se 
exponen los motivos para el modelado conceptual de servicios y su introducción en 
los métodos de Ingeniería Web;  en la segunda, se presentan los elementos básicos 
del modelado de acuerdo a la organización en paquetes del metamodelo: primero, 
las metaclases básicas del paquete Foundation; luego, los elementos de modelado 
que capturan los aspectos estructurales y dinámicos del modelado de servicios, in-
cluidos dentro de los paquetes Structural y Dinamic; finalmente, las metaclases del 







El desarrollo de aplicaciones Web es una tarea compleja. Aspectos, como la 
navegación y la presentación, no presentes en los tipos de aplicaciones restantes, 
han llevado a concluir que el uso de los métodos clásicos de ingeniería de software 
para su construcción, no es suficiente y por tanto se requieren adecuaciones y nue-
vos métodos para su desarrollo [37]. Como respuesta a esta problemática, los méto-
dos de la Ingeniería Web han definido modelos y técnicas principalmente orientadas 
para soportar el diseño de aplicaciones Web que consultan y actualizan grandes 
volúmenes de datos. 
Aún cuando muchas de las aplicaciones Web utilizan datos locales, los mode-
los de negocio actuales demandan, además, integrar datos y funcionalidad de aplica-
ciones externas (ej. Tiendas electrónicas, sistemas de reservaciones de viajes, biblio-
tecas digitales corporativas, Sistemas de Planificación de Recursos –ERP- o Siste-
mas Gestores de la Relación Comercial con el Cliente –CRM-). La tendencia actual 
es que estas aplicaciones ofrezcan sus plataformas (datos y funcionalidad) a través 
de servicios Web y posibilitan con ello la integración con sus socios de negocio. 
Aunque existen herramientas  para el desarrollo de aplicaciones basadas en 
servicios Web (ej. GlassFish [38], WSTK [39]), el problema con las mismas es la 
gran cantidad de detalles tecnológicos que los desarrolladores deben considerar, lo 
cual dificulta su tarea.  
Así, la alternativa que facilitar la tarea, estaría dado por primitivas indepen-
dientes de la tecnología, que puede ofrecer el modelado conceptual.   
En este contexto, se han definido diversos modelos conceptuales para la des-
cripción de los diversos aspectos de los sistemas orientados a servicios: Colombo et 
al [77] ofrecen un modelo conceptual basado en UML que incluye roles, términos, 
relaciones y actividades (servicios, publicación, descubrimiento, composición, eje-
cución, monitoreo, actores, agentes). Gran parte de este modelo conceptual es seme-
jante a la definición de servicios Web de la Arquitectura de Servicios Web (Web 
Services Architecture – WSA [78]), en la cual el modelado conceptual se divide en 
cuatro aspectos: servicios, mensajes, recursos y políticas. La desventaja de estos 
modelos conceptuales, para el problema planteado en esta tesis, es su complejidad. 
Muchos de los elementos de modelado que contienen podrían no ser requeridos para 
la especificación de las aplicaciones Web y de incluirse en un método de Ingeniería 
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Web podrían aumentar su complejidad de manera innecesaria. Bajo esta considera-
ción, la propuesta que se ofrece en este apartado considera sólo un conjunto mínimo 
suficiente que permita especificar el Modelo de Servicios requerido. 
Otras aproximaciones han seguido un enfoque basado en la descripción 
WSDL de los servicios Web ([79,80]). En este caso, se obtienen modelos UML 
mediante la importación de la descripción y posterior enriquecimiento con modelos 
estructurales y dinámicos, para la definición de nuevos servicios compuestos. El 
enfoque de estas aproximaciones considera fundamental la independencia tecnoló-
gica, con lo cual es posible la generación de implementaciones de servicios para 
diversas tecnologías. En contraste, algunos otras aproximaciones siguen un enfoque 
con alta dependencia de la tecnología. Por ejemplo, Provost [81] define perfiles 
UML para el modelado de servicios Web definidos a partir de las especificaciones 
WSDL y XML.  
Un aspecto de interés importante adicional es la composición de servicios 
Web. Aquí se encuentra que la aproximación más común es su construcción me-
diante lenguajes de programación comúnes (como Java o C#). Las bibliotecas de sus 
plataformas se extienden para incluir las rutinas stub necesarias para ofrecer la lógi-
ca de programación necesaria adicional para la composición. Existen también len-
guajes de programación definidos exclusivamente para la composición de servicios 
Web (como BPEL o BPML). En cualquier caso, de nuevo, el programador tiene que 
enfocarse en múltiples detalles técnicos que suelen dificultar su labor.  
En constraste, la Arquitectura de Componentes de Servicios (ACS)7 [105], es 
una opción que busca la independencia tecnológica. ACS provee un modelo de 
programación para la creación de componentes de servicios y un modelo para su 
ensamblado. Posee también un medio para el manejo de datos, independiente a su 
fuente o manejo (Objetos de Datos de Servicio8). Con ambos, se implementa el 
modelo de programación de la Arquitectura Orientada a Servicios. Si bien las pri-
mitivas que ofrece ACS para la composición ofrecen cierto grado de independencia 
tecnológica, ésta no es completa, puesto que siguen demandando del programador 
conocimiento de Java o XML. 
Aunando lo presentado en la revisión del estado del arte, se tiene entonces un 
escenario en el cual se encuentran: (1) métodos enfocados principalmente al desa-
                                                          
7 En inglés Service Component Architecture (SCA). 
8 En inglés Service Data Object (SDO) 
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rrollo de aplicaciones Web basadas en datos locales, que no toman en cuenta los 
requisitos de integración demandados para las aplicaciones actuales de negocio 
electrónico; (2) herramientas para la construcción y composición de servicios Web 
que no proveen mecanismos a nivel conceptual, que incrementen la productividad y 
facilitan con ello el desarrollo de aplicaciones Web basadas en servicios Web y (3) 
soluciones de modelado conceptual de servicios Web que intentan modelar todos los 
aspectos de los sistemas orientados a servicios y que de incluirse en un método de 
Ingeniería Web aumentarian innecesariamente su complejidad.  
Continuando entonces con el método OOWS, en las siguientes secciones se 
introduce la extensión que le posibilita el modelado conceptual de servicios Web, la 
cual  retoma algunos de los mecanismos de modelado conceptual mencionados y 
agrega otros más, seleccionando sólo aquellos que pueden brindar solución al pro-
blema planteado. 
 
4.2 El metamodelo de servicios 
 
Los aspectos de producción y consumo de funcionalidad se capturan, en el 
método OOWS, en un Modelo de Servicios. Este modelo es traducido después a 
modelos específicos de plataforma, a partir de los cuales se genera el código final.  
 
Figura 4.1 Paquetes principales del metamodelo de servicios 
 
La Figura 4.1 muestra los paquetes principales (y sus dependencias) que con-
forman el metamodelo del Modelo de Servicios: (1) el paquete Foundation, que 
incluye las metaclases básicas del metamodelo, así como los tipos de datos; (2) el 
paquete Structural, que incluye las metaclases necesarias para establecer relaciones 
de agregación/composición y especialización entre servicios; (3) el paquete Dyna-
mic, que incluye las metaclases necesarias para la especificación del comportamien-
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to de operaciones de servicios compuestos; y (4) el paquete Management, que posee 
las primitivas arquitectónicas necesarias para la organización de los servicios en 
grupos funcionales, que permiten la organización del modelo. A continuación se 
describe cada paquete. 
 
4.2.1 Aspectos básicos : el paquete Foundation 
 
El paquete Foundation posee las metaclases básicas del metamodelo. Se or-
ganiza a su vez en dos paquetes (ver Figura 4.2): 
1. Kernel: que posee metaclases correspondientes a la funcionalidad 
que produce y consume la aplicación. Esta funcionalidad está repre-
sentada por metaclases de servicios con operaciones y parámetros.  
2. DataType: que posee los tipos de datos que se utilizarán por los di-
versos elementos de modelado (ej. los parámetros de las operaciones 
o sus valores de retorno). 
A continuación se explica al detalle ambos paquetes. 
 
 
Figura 4.2 El paquete Foundation 
 
4.2.1.1 El paquete Kernel 
 
La funcionalidad que produce la aplicación está dada por un conjunto de Ser-
vicios propios (Own-service) (ver Figura 4.3). La funcionalidad que consume la 
aplicación está dada por un conjunto de Servicios ajenos (External-service).  Esta 
división de la funcionalidad es necesaria ya que cada caso tiene consideraciones y 
tratamientos diferentes en aspectos como su definición, utilización, composición y 
especialización (que se explicarán más adelante). La razón principal está fundamen-
tada en el hecho de que el diseñador tiene control y posibilidad de definición sólo en 





Figura 4.3 El paquete Kernel 
 
Los Servicios propios se pueden construir como una vista de alguna de las 
operaciones existentes de las instancias de clases (del Diagrama de clases) y tam-
bién por composición, usando las operaciones publicas de otros servicios (propios o 
ajenos). Los Servicios ajenos se obtienen mediante un proceso de importación texto-
a-modelo a partir de la descripción textual de los mismos. Por ejemplo, en el caso de 
que el servicio ajeno haya sido implementado como un servicio Web, se requerirá 
una importación WSDL-a-modelo. 
Cada servicio posee uno o más puertos (Ports). Cada uno de los cuales es un 
punto de acceso que ofrece un conjunto de operaciones para un uso particular.  Estos 
puertos a su vez contienen una o más de los siguientes tipos de operaciones (Opera-
tion):  
1. One-way (One-way-op): una operación asíncrona del servicio invo-
cada por el cliente, la cual recibe cero o más parámetros de entrada y 
no devuelve respuesta. 
2. Notification (Notification-op): una operación asíncrona de un clien-
te invocada por el servicio, la cual recibe cero o más parámetros de 
entrada y no devuelve respuesta. 
3. Request-response (Req-resp-op): una operación síncrona del servi-
cio invocada por el cliente, la cual recibe cero o más parámetros de 
entrada y devuelve una respuesta. 
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4. Solicit-response (Sol-resp-op): una operación síncrona del cliente 
invocada por el servicio, la cual recibe cero o más parámetros de en-
trada y devuelve una respuesta. 
Cada parámetro (Parameter) y valor de retorno (ReturnValue) de cada opera-
ción puede ser de algún tipo de dato definido dentro del paquete DataType, que se 
explica a continuación. 
 
4.2.1.2 El paquete DataType 
 
Este paquete (Figura 4.4)  posee los tipos de datos utilizados por algunos de 
los elementos de modelado (como los parámetros y los valores de retorno de las 
operaciones). Los tipos de datos son compatibles con los tipos de datos MOF y se 
clasifican en dos tipos principales: 
 
1. Simple: que incluye a los tipos de datos primitivos, así como tam-
bién las clases de los objetos de negocio9 para el caso de Servicios 
propios; así como también por los tipos de datos importados a partir 
de los servicios ajenos. Estos tipos de datos se importan como tipo 
Class cuando no son compatibles con los tipos de datos simples 
existentes. Los tipos de datos primitivos son los siguientes: 
a. Boolean: para representar valores de verdad. 
b. Integer: para representar valores enteros con signo. 
c. Float: para representar valores de punto flotante. 
d. String: para representar cadenas de caracteres. 
 
2. Constructor: los cuales permiten la definición de colecciones de ti-
pos de datos. Pueden ser a su vez: 
a. Structured:  un tipo de dato tupla que consiste de uno o 
más campos de un cierto tipo de dato. 
b. Collection: un tipo de dato cuyo valor es una colección fi-
nita de datos del mismo tipo. 
                                                          
9 Es decir, cada uno de las clases del Diagrama de Clases es en si un tipo de dato que 




Figura 4.4 El paquete DataType 
 
4.2.2 Aspectos estructurales : el paquete Structural 
 
Otro de los aspectos que se consideran en el Modelo de Servicios es la com-
posición de servicios. Mediante ésta se obtiene un nuevo Servicio propio (llamado 
compuesto) a partir de otros Servicios propios o ajenos (llamados componente). La 
composición depende de los tipos de servicios componente (propios o ajenos), cuyas 
operaciones se utilizan para definir la composición. 
Se consideran dos aspectos complementarios para la especificación completa 
de la composición: su estructura y su dinámica. Los aspectos estructurales, porque 
con ellos se  capturan las propiedades relativas al enlace y comunicación entre ser-
vicios, así como el reuso de funcionalidad mediante especialización. Los aspectos 
dinámicos, porque en ellos se define la lógica de ejecución de cada una de las ope-
raciones del servicio compuesto. Para los aspectos estructurales se definen relacio-
nes de agregación y especialización entre servicios, así como propiedades en las 
relaciones que permiten su definición precisa y facilitan la generación automática de 
código.  
Las relaciones de agregación y especialización se establecen de la siguiente 
manera: 
1. Agregación: al definir un Servicio propio (compuesto) a partir de la 
composición con otros Servicios propios o ajenos (componentes). 
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2. Especialización: al definir una relación de especialización (herencia 
simple) entre un Servicio propio o ajeno (padre o base) y las opera-
ciones de un Servicio Propio (hijo o derivado). La especialización 
define nuevas operaciones en un Servicio propio hijo a partir de un 
Servicio propio o ajeno padre. El Servicio propio hijo define sus 
nuevas operaciones mediante (1) la redefinición o extensión de la 
lógica de alguna operación del Servicio propio o ajeno padre; o (2) 
la agregación de una o más operaciones en el Servicio propio o aje-
no padre. 
Para los aspectos dinámicos, se introduce además un modelo que permite de-
finir la lógica de  ejecución cada una de las operaciones del servicio compuesto.  
A continuación se detallan ambos aspectos. 
 
4.2.2.1 Agregación de servicios 
 
La relación estructural en la composición de un Servicio propio compuesto 
con otros servicios componente, se define mediante relaciones de agregación. Esta 
relación es definidia extendiendo el metamodelo de servicios para incluir algunas 
abstracciones adicionales (ver Figura 4.5).  
 




En este metamodelo, el Servicio propio agregando es llamado Servicio Com-
puesto (Composite Service) y los servicios propios o ajenos que se agregan son 
llamados Servicios Componente (Component Service). 
Cada relación de agregación (Aggregation) posee en su extremo final (Ag-
end-component) el conjunto de propiedades que la caracterizará. Este conjunto es 
explicado más adelante, así como también la forma en la que el metamodelo se 
enriquece y define con mayor precisión mediante un conjunto de restricciones OCL. 
 
4.2.2.2 Especialización de servicios 
 
La especialización10 es otro mecanismo que puede utilizarse para la defini-
ción de nuevos Servicios propios. La especialización define un nuevo servicio pro-
pio a partir de otros Servicios propios o ajenos ya existentes.  
En la literatura[43] encontramos cuatro tipos de relación entre los atributos y 
operaciones (llamados de forma general propiedades) de una clase base (o general) 
hacia una clase derivada (o especializada). Estas relaciones se han adoptado para la 
especialización de servicios. 
Dado que en el Modelo de Servicios propuesto se tienen como propiedades 
solamente operaciones,  en ese contexto se discute a continuación la caracterización 




 Las operaciones del Servicio propio o ajeno que se especializará son hereda-
das en el nuevo servicio propio. En este caso la relación de especialización permite 
que las operaciones de los Servicios propios o ajenos se puedan incluir como parte 
de las operaciones que ofrecerá el Servicio Propio especializado. 
 
                                                          
10 La especialización y la generalización son dos puntos de vista diferentes de la 
relación Es-Un (Is-a) entre dos clases (superclase y subclase). Aunque existe la 
especialización a partir de más de una superclase, la presente tesis se limita especia-





 La operación del Servicio propio o ajeno es refinada en un nuevo Servicio 
propio. Este refinamiento toma en cuenta el origen de la operación a especializar: si 
proviene de un Servicio ajeno es entonces una caja negra cuyo refinamiento estará 
más limitado (dado que no se tiene control sobre la misma); que si proviene de un 
Servicio propio (dado que sobre ella si se tiene control). En este sentido se conside-
ran dos casos posibles:  
 
1. Refinamiento de la firma (signatura): consiste en un refinamiento sintácti-
co de la firma de la operación, poseyendo uno o más parámetros adicionales. 
Se aplica para especializar operaciones de Servicios propios o ajenos. Si-
guiendo el principio Abierto-Cerrado (Open-closed) de Meyer [44], el refi-
namiento se realiza solamente añadiendo comportamiento. Así, la implemen-
tación utiliza la lógica de la operación padre, añadiendo lógica propia. 
Por ejemplo, supóngase que se tiene un Servicio ajeno (TravelSer-
vice) para gestionar servicios de viajero el cual ofrece una operación (get-
TripDetails), que posee la funcionalidad de consulta/reservación de rutas 
de vuelos. El Modelo de Servicios estaría dado por la Figura 4.6. 
 
Figura 4.6 Modelo de servicios para consulta y reservación de viajes 
 
A partir de esta funcionalidad se ha decidido construir un Servicio propio 
que ofrezca, además de la consulta/reservación de vuelos, la posibilidad de 
consultar/reservar hoteles. Esto implica que la operación disponible para el 
Servicio ajeno (getTripDetails) requiera adicionalmente un parámetro 
con los requisitos de hotel del usuario (hotelOrderDetails). Mediante 
el refinamiento de la firma (y de la lógica de operación, que se verá más ade-
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Figura 4.7 Especialización de servicios mediante refinamiento de la firma de una 
operación 
 
2. Refinamiento de la lógica de composición de la operación: este caso aplica 
para operaciones de Servicios propios cuya composición ha sido previamente 
especificada mediante modelado dinámico11. En este caso la sintaxis de la 
firma de la operación del Servicio propio (base) no es modificada pero la 
lógica de su composición se refina. Este refinamiento se aplica para especiali-
zar operaciones de Servicios propios y ajenos teniendo un carácter diferente 
en cada caso.  
Para los Servicios propios la modificación consiste en refinar la lógica de 
la operación mediante dos mecanismos: (1) la identificación de pasos virtua-
les en la operación padre (etiquetados con la palabra clave <<virtual>> o 
como un valor etiquetado (tagged value) en la definición de un perfil) los cua-
les pueden ser redefinidos en la operación especializada o (2) mediante la in-
clusión de pasos adicionales en la lógica de la operación padre.  
Por ejemplo, la lógica de la operación para consulta/reservación de viajes 
y hoteles (getTripDetails) en el Servicio propio especializado (Tra-
                                                          
11 Esta lógica se captura en el Modelo Dinámico de Composición de Servicios 
(MDCS) que se explica más adelante. 
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velHotelService – ver Figura 4.7) se ha definido de tal forma que la ta-
rea de reservación se corresponde con la invocación de una operación de re-
servación de hoteles (getHotelDetails) del servicio Hotelkey. Esta 
operación ha sido etiquetada como <<virtual>>. Esto posibilita su espe-
cialización en un Servicio propio especializado en el cual la reservación de 
hotel se podría solicitar a otro servicio. Por ejemplo, la Figura 4.8 redefine la 
operación mencionada con la operación getHotelDetails del Servicio 
externo BusinessTraveler. 
 
Figura 4.8 Especialización de pasos en la lógica de una operación 
 
Para la especialización de operaciones de Servicios ajenos no es posible 
la redefinición de alguno de sus pasos, al no tenerse control sobre la lógica de 
la operación. En este caso la alternativa posible para la operación especializa-
da consiste en utilizar la implementación ya existente y añadirle nuevos pa-
sos. Esta es la estrategia que se sigue en la especialización de la operación 
getTripDetails del Servicio TravelHotelService en la Figura 4.9. 
 
Figura 4.9 Especialización de la lógica de una operación añadiendo operaciones 
 
3. Propiedad nueva: se obtiene un nuevo Servicio propio especializado aña-
diendo una operación al conjunto de operaciones del Servicio propio o ajeno 
que se está especializando. 
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Por ejemplo, suponga que se desea especializar el Servicio ajeno Tra-
velService (ver Figura 4.6) para un nuevo servicio que, además de posibi-
litar la consulta/reservación de vuelos, permita también realizar reservaciones 
en restaurantes de cierta categoría y tipo de comida. En el Servicio propio 
(TravelRestaurantService) solamente se tendría que incluir la ope-
ración de reservación de restaurante (reserveRestaurant) y heredar del 
Servicio ajeno mencionado (ver Figura 4.10). 
 
Figura 4.10 Especialización de Servicio externo agregando una operación 
 
4. Propiedad cancelada: en la cual el Servicio propio podría borrar (olvidar) 
alguna de las operaciones del Servicio propio o ajeno a especializar. No se 
considera útil este caso. 
Los aspectos estructurales, de los nuevos servicios, han sido definidos a partir 
de las relaciones mencionadas (agregación y especialización). Para que la especifi-
cación de los modelos sea completa y precisa se agregan algunas restricciones 
semánticas que se detallan a continuación.  
 
4.2.2.3 Modelos precisos : definición de restricciones 
 
En las relaciones estructurales de la agregación de servicios se especifican los 
requisitos referentes a la vinculación (binding) entre el Servicio propio compuesto y 
sus servicios componente. El metamodelo introducido en la sección 4.2.2.1 requerirá 
una definición precisa que facilite la tarea de generación automática de código así 
como de validación de modelos, por lo que se hace necesario la definición de algu-
nas restricciones adicionales.  
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Siguiendo la propuesta del marco de trabajo (framework) multidimensional 
propuesto en [45], para la caracterización y definición precisa de propiedades de 
relaciones de agregación, se han identificado y seleccionado aquellas que represen-
tan características relevantes para la composición de servicios. Las restricciones 
sobre las propiedades se expresan en lenguaje OCL[46] (con respecto al metamode-
lo MOF en la Figura 4.5): 
 
1. Comportamiento temporal: 
a. Definición: indica si el servicio compuesto tiene vincula-
ción permanente o no a lo largo de toda su vida con el ser-
vicio componente.  
b. Definido sobre: extremo final de la agregación componente 
(Ag-end-component). 
c. Nomenclatura: CTSAg-end-component 
d. Valores: Static| Dynamic 
i. Static: el servicio componente está vinculado con 
el servicio compuesto durante toda su vida.  
ii. Dynamic:   el servicio componente se selecciona 
dinámicamente  a partir de valores de datos que se 
obtienen durante le ejecución de la lógica  de 
composición (llamadas variables de proceso[15]). 
Comúnmente a partir de un directorio (UDDI[31] 
por ejemplo). 
e. Restricción:  
context Ag-end-component 
inv comportamiento-temporal:  
CTS=’Static’ or CTS=’Dynamic’ 
2. Multiplicidad: 
a. Definición: indica el número mínimo y máximo de servi-
cios componente (que ofrecen la misma funcionalidad) vin-
culados con el servicio compuesto. 
b. Definido sobre: extremo final de la agregación componente 
(Ag-end-component). 
c. Nomenclatura: MinAg-end-component, MaxAg_end-component 
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d. Valores: enteros positivos. 
e. Restricción:  
context Ag-end-component 
inv Multliplicidad:  







Estas restricciones poseen algunas implicaciones adicionales que se mencio-
nan a continuación: 
1. Toda agregación incluye como Servicio componente a un Servicio 
propio (distinto al Servicio compuesto) o a un Servicio ajeno. Esta 





os-component->size()>0 xor  
es-component->size()>0 
 
2. El valor Static para la propiedad de Comportamiento temporal 
implica que los valores máximo y mínimo para la propiedad Multi-
plicidad en la relación de agregación sean 1. Esto conocimiento se 










3. El valor Dynamic para la propiedad de Comportamiento temporal 
implica que el valor de multiplicidad máxima para la relación de 
agregación sea mayor que 1. El Servicio compuesto podría estar vin-
culado con dos o más posibles Servicios componente, donde la vin-
culación con uno solo (en un cierto momento en el tiempo) estará 
dado por selección dinámica, tal como será explicado más adelante. 




CTS=’Dynamic’ implies  
Max-multiplicity > 1. 
 
Este tipo de restricciones –y sus implicaciones- pueden ser útiles para la cons-
trucción de herramientas de modelado que incluyan verificación para ayudar al dise-
ñador en la construcción correcta de sus modelos de servicios. 
 
4.2.2.4 Ejemplo de agregación estática de servicios 
 
Con el fin de ilustrar los conceptos de agregación y sus restricciones, se ex-
ponen a continuación algunos ejemplos. La Figura 4.11 muestra un ejemplo de Ser-
vicio propio componente (BestStoreService) para una aplicación de e-
Negocio de venta de libros. Esta aplicación se ha sido definida a partir de la agrega-
ción de los Servicios Web de los sitios Amazon [47] y Barnes&Noble [48]. El nuevo 
Servicio propio poseerá operaciones para consultar la mejor tienda en base al mejor 
precio. 
 




Dado que las operaciones para BestStoreService solamente utilizarán 
este par de servicios Web, la relación de agregación entre servicios se define con una 
propiedad de Comportamiento temporal con valor Static. Nótese que de acuerdo a la 
restricción 2, la multiplicidad máxima y mínima debe ser igual a 1. 
 
4.2.2.5 Ejemplo de agregación dinámica de servicios 
 
La Figura 4.12 muestra un ejemplo de agregación dinámica de servicios. En 
este caso, el Servicio propio compuesto (SService) es para una aplicación de 
proveedores. Este servicio se utiliza como parte del siguiente proceso: para la solici-
tud del precio de un producto, el servicio compuesto ofrece la operación (getPri-
ceInStock). Esta operación primero verifica la existencia en el almacén local 
utilizando un Servicio Propio (LWService). Si el producto no está en existencia en 
el almacén local, entonces se verifica si existe en alguno de dos almacenes centrales, 
cada uno de los cuales posee, respectivamente, los Servicios  ajenos EWService1 
y EWService2. Ambos son especializaciones del servicio abstracto EWService 
(ver Figura 4.13) y ofrecen funcionalidad semejante. Tal como se expone más ade-
lante, esto es necesario para la selección dinámica de servicios. 
La relación de agregación entre el Servicio compuesto (SService) y el 
Servicio propio (LWService) es definida Static. También la relación de agrega-
ción entre el Servicio compuesto (SService) y el Servicio ajeno abstracto (EW-
Service) es definida Dynamic. Para que los servicios concretos EWService1 y 
EWService2 puedan ser utilizados dinámicamente, es necesaria su importación al 
Modelo de Servicios con algunas consideraciones que se explican a continuación. 
 




Cuando un conjunto de servicios ajenos será manejado dinámicamente de-
berán importarse al Modelo de Servicios a partir de información de los mismos 
proporcionada en algún registro UDDI (ver Figura 4.13). Este proceso de importa-
ción deberá incluir, además de los Servicios, una clase fachada (FEWService para 
este ejemplo) la cual posee una operación para la selección del servicio (getXSer-
vice). La responsabilidad de esta operación es la selección dinámica del servicio 
concreto en base a una condición que se define en la operación de consulta OCL.  
Esta condición se puede establecer en la definición del Modelo de Servicios o 
a partir de una expresión definida en el Modelo Dinámico de Composición de Servi-
cios (explicado más adelante). En el primer caso, la condición se incluye en el Mo-
delo de Servicios y se basa en los diferentes elementos de modelado de la aplica-
ción. Por ejemplo, si un nuevo servicio Web (EWService3) -para un nuevo al-
macén central- se agrega al Modelo de Servicios, entonces la selección dinámica del 
servicio  continua en este modelo y la definición del Modelo Dinámico de Composi-
ción de Servicios (explicando posteriormente) no cambiará. En el segundo caso, el 
modelador define una condición basada en las variables del Modelo Dinámico de 
Composición de Servicios la cual se pasará como parámetro de la operación getX-
Service en el Modelo de Servicios. Más adelante, cuando se explique al detalle el 
Modelo Dinámico de Composición de Servicios, se ilustrará este mecanismo. 
 
 





4.2.3 Aspectos dinámicos : el paquete Dynamic 
 
La lógica de ejecución de cada una de las operaciones del Servicio compuesto 
se captura en un Modelo Dinámico de Composición de Servicio (MDCS). Este mo-
delo se define como un Diagrama de Actividad UML 2.1 cuyas acciones definen los 
diferentes pasos para el control e invocación de las operaciones de los servicios 
componente. El MDCS puede transformarse a alguna implementación tecnológica 
del servicio compuesto (como  WS-BPEL, tal como se expone más adelante).  
 
4.2.3.1 El metamodelo del MDSC 
 
La Figura 4.14 muestra el metamodelo del MDCS, definido dentro del paque-
te Dynamic.  
 




Se define un MDCS para cada operación de un nuevo Servicio propio que se 
obtiene a partir de las relaciones estructurales antes expuestas. Los parámetros de 
entrada y el valor de retorno del MDCS corresponden a los valores de entrada y 
salida de la operación. Posee, además, un conjunto de acciones cada una de las cua-
les posee la propiedad virtual (de tipo booleano y con valor por defecto falso) para 
implementar el Refinamiento de la lógica de composición de la operación (apartado 
4.2.2.2).  
 
El modelo se define de forma precisa mediante restricciones OCL del si-
guiente tipo: 
 
1. La variable utilizada (varName) en la acción de asignación (Assign) 
debe estar previamente declarada en una acción (Variable): 





2. La variable utilizada (varName) en la acción de selección de servi-
cio (SelectService) debe estar previamente declarada en una acción 
(Variable): 






3. En la acción de control de comparación (Comparison), la acción a 
realizar ante la condición booleana debe ser única. Si se desea rea-
lizar más de una acción debe utilizarse una acción  estructura-
da(Structured). La ejecución de una acción ante la evaluación a un 
valor de (false) en la condición booleana es opcional: 




 action-true->size()=1 and 
 action-false->size() <= 1 
4. No deben declararse variables dentro de una acción de compara-
ción (Comparison): 
 context Comparison 
 inv: 
 (not action-true->include(Variable) and 
 not action->false->include(Variable)) 
 
4.2.3.2 Ejemplo de definición de operación mediante el MDCS 
 
La operación getBestStore para el Servicio Propio BestStoreSer-
vice (ver Figura 4.11) la cual selecciona la tienda que ofrece el precio menor para 
un cierto libro, define su lógica mediante el MDCS de la Figura 4.15. 
 
Figura 4.15 MDCS para la operación getBestStore 
 
El MDCS se define en una actividad estereotipada con la palabra clave 
<<Operation>>. Esta actividad recibe como entrada  el isbn del libro (modela-
do como un input pin de la actividad) Al inicio se declaran algunas variables locales 
a la operación. Posteriormente se invocan a operaciones de los servicios ajenos 
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Amazon y B&N para la consulta de precios y finalmente se hace una comparación 
de los resultados obtenidos para determinar cual es la mejor tienda. 
 
4.2.3.3 Selección dinámica de servicio 
 
La selección dinámica de servicios se especifica en el MDCS mediante el uso 
combinado de dos acciones: (1) una declaración de variable de tipo Service y (2) 
una acción SelectService, en la cual se inicializa la variable anterior invocando la 
operación getXService (definida como parte de la fachada del servicio dinámico en 
el Modelo de Servicios –ver Figura 4.13-). Esta operación se ejecuta con el propósi-
to de seleccionar dinámicamente el servicio en base a una condición establecida por 
el modelador, mediante una expresión OCL12 en el Modelo de Servicios. 
 
 
Figura 4.16 Selección dinámica de servicios en el MDCS 
 
La Figura 4.16 muestra un ejemplo de selección dinámica de servicio Web 
para el ejemplo de los almacenes centrales de la Figura 4.12. Con el fin de imple-
mentar la operación SService.getPriceInStock se debe definir una variable 
tipo Service  y después se debe combinar las dos acciones mencionadas. Para este 
ejemplo la condición se define sobre la variable country del MDCS, enviada 
como parámetro a la condición de la operación definida en la fachada. 
 
                                                          
12 Que pudiera utilizar las variables del MDCS (variables del proceso). 
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4.2.4 Gestión del modelo: el paquete Management 
 
El paquete Management (ver Figura 4.17) incluye las metaclases necesarias  
para la organización arquitectónica de los servicios. La  primitiva arquitectónica 
básica es Subsystem que permite definir un conjunto cohesivo de servicios. A su vez 
cada Subsystem puede agrupar cero o más Subsystems en una relación jerárquica. El 
Modelo de Servicios se construye a partir de uno o más Subsystems. 
 




El metamodelo de servicios expuesto se agrega a los metamodelos existentes 
en el método OOWS  para especificar los aspectos relativos a la producción y con-
sumo de funcionalidad de la aplicación Web. Este metamodelo de servicios ha sido 
definido con un conjunto de propiedades y restricciones que permiten definir herra-
mientas que posibiliten la verificación de los modelos. Una vez definido este meta-
modelo de servicios el siguiente paso es su integración con los modelos existentes 
en OOWS, los cuales requerirán de algunas adaptaciones para lograr esta integra-
ción. La integración y adaptaciones necesarias son explicadas en el capítulo siguien-











Modelado de aplicaciones 
Web basadas en servicios Web 
 
El presente capítulo expone el conjunto de adecuaciones y extensiones al 
método OOWS, que permiten el modelado conceptual de aplicaciones Web con 
capacidad de integración mediante servicios Web. Partiendo de la definición origi-
nal del método, este capítulo propone un conjunto de adecuaciones y extensiones a 
sus modelos para lograr la especificación de aplicaciones Web basadas en servicios 
Web, capaces de consultar y actualizar datos, así como de producir y consumir fun-
cionalidad mediante servicios Web.  
El capítulo se organiza en tres partes: en la primera se discuten las razones y 
motivos que justifican las adecuaciones y extensiones y luego ofrece la redefinición 
del método. En la segunda, se introduce la redefinición del Modelo Navegacional y 
su integración con la notación de los Modelos de Servicios y Dinámico de Compo-
sición de Servicios del capítulo anterior. En la tercera, se explica la extensión al 
Modelo de Presentación para las operaciones de servicios Web que ofrecen resulta-
dos. Los aspectos discutidos son explicados mediante un ejemplo de aplicación Web 




5.1 Redefinición del enfoque metodológico y adecua-
ción de modelos 
 
La base de las extensiones y adecuaciones se encuentra en la redefinición del 
enfoque metodológico de OOWS. Las premisas de la redefinición están dadas en los 
siguientes apartados. 
 
5.1.1 Premisas de la redefinición metodológica 
 
Las adecuaciones y extensiones necesarias al método OOWS para especificar 
aplicaciones Web que integran datos y funcionalidad a partir de servicios Web se 
fundamentarán en las siguientes premisas: (1) respeto al principio de separación de 
aspectos, para lo cual se propone la captura de las nuevas características en modelos 
diferenciados; (2) integración de estos nuevos modelos con los ya existentes, ade-
cuando y extendiendo sus primitivas conceptuales, así como definiendo nuevas 
cuando sea necesario, (3) inclusión de modelos de procesos Negocio-a-Negocio, a 
partir de los cuales sea posible la definición de una aplicación Web que les de sopor-
te (4) definición de métodos para su aplicación y uso e (5) introducción de nuevas 
transformaciones de modelos para la generación del código que implementa la fun-
cionalidad de integración de la aplicación, así como el enlace con los componentes 
software generados a partir de los modelos ya existentes. Todo lo anterior enmarca-
do en el contexto de un método en el cual se redefine el Modelo Navegacional in-
tegrándolo a los Modelos de Servicios y Dinámico de Composición de Servicios, 
introducidos en el capítulo anterior. 
Las premisas (1) y (2) son la base de los aspectos discutidos en el presente 
capítulo. Las premisas (3) y (4) son la base de lo discutido en el capítulo 6. La pre-
misa (5) fundamenta lo que se presentará en el capítulo 7. 
 
5.1.2 Redefinición del método 
 
El método OOWS se redefine incluyendo nuevos pasos y cambiando algunos 
de los ya existentes (Figura 5.1). La redefinición incluye también la introducción de 
los nuevos modelos propuestos en el capítulo anterior, su integración con los mode-
los existentes, adecuación de algunos de éstos, así como nuevas reglas de transfor-
mación de modelos a código final. 
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La primera fase (Especificación del Sistema) agrega un paso de Modelado de 
integración y considera los  pasos de Modelado de navegación y presentación de la 
siguiente manera: 
• Modelado de Integración: (caja 4 en Figura 5.1), donde se especi-
fican los aspectos de integración de la aplicación mediante el Mode-
lo de Servicios y el Modelo Dinámico de Composición de Servicios. 
En el primero se especifica la funcionalidad que produce (mediante 
servicios propios) y consume (mediante servicios ajenos) la aplica-
ción. La funcionalidad que produce puede ser definida a partir de 
vistas del Modelo Estructural o por composición de servicios. En el 
segundo se especifica la composición de las operaciones de servicios 
compuestos.  
• Modelado de Navegación y Presentación: (caja 3 en Figura 5.1), 
en este paso se redefinen las clases navegacionales en dos tipos de 
Unidades de Interacción: de Información y Funcionalidad. Ambas 
se establecen como vistas de los Modelos Estructural y de Servicios. 
Estas Unidades de Interacción se enlazan mediante un conjunto de 
relaciones para especificar un espacio de navegación hipermedial 
que consulta y modifica datos locales, consulta datos a partir de fun-
cionalidad propia o ajena e invoca funcionalidad local y de los ser-
vicios propios y ajenos. Finalmente los requisitos de presentación se 



































































































Figura 5.1 Redefinición del enfoque metodológico OOWS 
 
En la segunda fase (Desarrollo de la Solución, caja 5 en Figura 5.1), se ade-
cua la arquitectura software en su capa de Aplicación para incluir una subcapa de 
Lógica de integración. Esta subcapa posee todos los componentes necesarios para la 
implementación de las capacidades de integración de la aplicación. 
Las correspondencias (6 en Figura 5.1) entre los modelos conceptuales y sus 
representaciones software  también son extendidas. Considerando ahora la presencia 
de lógica de integración, tanto el Modelo de Servicios como el Modelo Dinámico de 
Composición de Servicios se transforman en componentes del subsistema de Lógica 
de Integración para el consumo13 y producción14 de servicios Web. Se genera tam-
bién un conjunto de fachadas para los servicios Web propios y ajenos que facilitan 
su acoplamiento con los componentes restantes, principalmente los de la capa de 
Presentación. En el caso de operaciones de servicios compuestos, las corresponden-
                                                          
13 Mediante un tipo de componente software intermedio que posee la lógica de co-
municación necesaria para que la aplicación Web consuma servicios Web ajenos. 
Son llamados en inglés stubs. 
 
14 Mediante un tipo de componente software intermedio que es utilizado por aplica-
ciones externas para la comunicación con los servicios Web propios. Son llamados 
en inglés skeletons. 
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cias generan el código para la implementación de la composición de las operaciones, 
incluyendo lo necesario para su ejecución e instalación en motores de ejecución de 
servicios compuestos (tipo WS-BPEL).  
En los siguientes apartados se explican estas adecuaciones al método y sus 
modelos. La explicación se apoya en un caso de estudio sobre el catálogo de biblio-
teca la Universidad Politécnica de Valencia (http://www.upv.es/bib/). 
Todas las transformaciones de modelos a modelos y de modelos a código se han 
organizado en cuatro escenarios que se explicarán en el capítulo 7. 
 
5.1.3 Caso de estudio: el catálogo de biblioteca de la UPV 
 
El catálogo de biblioteca de la UPV posee información sobre los libros y au-
diovisuales existentes en las bases de datos de las bibliotecas locales de sus diversos 
departamentos, así como de la biblioteca central. Esta  información es consultada 
mediante interfaces Web. Un ejemplo de página Web de consulta está dado en la 
Figura 5.2. 
 
Figura 5.2 Página Web del catálogo de biblioteca de la UPV 
 
En los pasos iniciales del método, se identifican los usuarios de la aplicación 
y se construye para cada uno de ellos el Mapa Navegacional que representa su vista 
particular de la aplicación Web. Esta tarea se realiza en los pasos de Autoreo-a-






La Figura 5.3 muestra un extracto del Mapa Navegacional para el usuario 
Anónimo del catálogo de biblioteca de la UPV.  
 









Figura 5.3 Mapa Navegacional para el usuario Anónimo 
La estrategia original de definición del Mapa Navegacional no cambia en la 
redefinición: el usuario Anónimo tiene acceso directo y desde cualquier punto a los 
contextos navegacionales de Exploración Profiles, Information, Key-
words, Title y Combined. En contraparte, sólo puede alcanzar el contexto 
navegacional de Secuencia Book/Audiovisual a través de los enlaces navega-
cionales que parten de los contextos Keywords, Title o Combined. 
Una vez que el Mapa Navegacional ha sido definido, en el siguiente paso, 
Autoreo-a-escala-menor, se detalla cada contexto navegacional. Esta etapa se reali-
za considerando las adecuaciones y agregados que se discuten a continuación. 
 
5.1.3.2 Autoreo-a-escala-menor  
 
En esta fase se diseñarán cada uno de los contextos navegacionales de tal 
manera que ofrezcan al usuario la posibilidad de consultar información e invocar 
funcionalidad. Estas tareas se especificarán en los contextos navegacionales median-
te alguno de los tipos de Unidades de interacción: de Información o Funcionalidad. 
Para los requisitos  de consulta de datos e invocación de funcionalidad local, no 
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implementada como servicios Web, se define la Unidad de Información (IU)15. Para 
los requisitos de consulta de datos e invocación de funcionalidad, implementados 
mediante servicios Web, se define la Unidad de Funcionalidad (FU)16. 
La Figura 5.4 muestra el contexto navegacional Book/Audiovisual para 
la página Web de la Figura 5.2. Este contexto navegacional incluye únicamente 





Figura 5.4 El contexto navegacional Book/Audivisual  
 
Las IUs Book, Exemplar y Subject, se definen como vistas de las cla-
ses Book, Exemplar y Subject del Diagrama de clases. Las IUs están enlaza-
das mediante relaciones navegacionales contextuales, acompañadas de atributos de 
contexto, que representan rutas de navegación hacia otros contextos: Book-
Exemplar, para navegar hacia el contexto [Ejemplar]; Book-Subject, para 
navegar hacia el contexto [Subject] y Book-Book, para navegar hacia el 
contexto [Search Book by Author]. Cada relación posee también un atri-
buto de enlace que representa el dato de la página actual que se utilizará para el 
enlace al contexto destino: por ejemplo en la relación Book-Exemplar el atribu-
                                                          
15 Se utilizarán de aquí en adelante las siglas en inglés de Information Unit (IU). 
16 Se utilizarán de aquí en adelante las siglas en inglés de Functionality Unit (FU). 
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to de enlace está dado por signatura; en la relación Book-Subject se utiliza 
el atributo name y en Book-Book se utiliza author. 
 
Agregación de datos a partir de servicios Web 
 
Mediante FUs, se pueden diseñar contextos navegacionales que incluyan da-
tos y funcionalidad definidos a partir de las operaciones de los servicios Web pro-
pios o ajenos del Modelo de Servicios. Por ejemplo, el contexto Bo-
ok/Audiovisual se puede enriquecer con datos provenientes de los servicios 
Web ajenos Amazon[47], Barnes&Noble[48] y Google [82,83] para determi-
nar, entre las tiendas Amazon y Barnes&Noble, el menor coste de un ejemplar; 
consultar y mostrar la imagen del ejemplar a partir del banco de imágenes de Ama-
zon, así como  consultar y mostrar precios del mismo ejemplar en otras librerías, 
utilizando Google. Estos requisitos se pueden realizar incluyendo la FU InfoWeb 
(Figura 5.5) en el contexto navegacional. 
Unidad de Funcionalidad  
Figura 5.5 El contexto navegacional Books/Audiovisual utilizando una FU 
 
Cada uno de los atributos de la FU es un atributo derivado que se define en 
función de las operaciones del servicio Web propio InfoWS, diseñado a partir de los 
servicios Web ajenos Amazon, B&N y Google, importados previamente al Modelo 









Figura 5.6 Modelo de Servicios y definición de atributos de una FU  
 
La FU también requiere del atributo de entrada isbn, que transporta dicho 
dato desde la IU Book hacia la FU. Este atributo se utiliza en la definición de cada 
uno de los atributos de la FU.  
La definición de las primitivas conceptuales utilizadas para el modelado na-
vegacional, han sido diseñadas para mantener compatibilidad con las primitivas 
originales OOWS agregando nuevas para la especificación de los nuevos requisitos 
implicados por la presencia de los servicios Web.  
Cada una de las operaciones del servicio propio BestStoreService se 
especifica en un Modelo Dinámico de Composición de Servicios. Por ejemplo, la 




Figura 5.7 MDCS para la operación getBestStore 
 
Modelado de presentación 
 
Los requisitos de presentación se capturan en el Modelo de Presentación. Es-
te modelo se relaciona con el Modelo Navegacional y define, para cada una de sus 
primitivas, algún patrón de presentación. La Figura 5.8 muestra el Modelo de Pre-
sentación para el contexto Book/Audiovisual en el cual se establece que la IU 
directora Book se muestre aplicando el patrón Registro y su información relaciona-
da (IUs Exemplar, Subject, InfoWeb) se muestre con el patrón Maestro-
Detalle. El detalle se mostrará a su vez aplicando el patrón Registro. Este Modelo de 
Presentación mantiene compatibilidad con la definición original del método OOWS, 
sólo que ahora, además, especifica propiedades de presentación para los atributos de 
la FU. Otro requisito que es necesario capturar está dado por la presentación de 
















Figura 5.8 Modelo de Presentación incluyendo IUs y FU 
 
Con las extensiones mostradas la página Web se enriquece ahora con infor-
mación derivada de servicios Web, tal como lo muestra la Figura 5.9. 




Figura 5.9 Página Web enriquecida con información derivada de servicios Web 
 
Las nuevas unidades de interacción, utilizadas en el ejemplo, se introducen al 





5.2 Redefinición del contexto navegacional 
 
El metamodelo MOF (Figura 5.10) del Contexto navegacional (Navigational 
Context) incluye ahora la metaclase Unidad de Interacción (Interaction Unit) en 
lugar de la metaclase Clase navegacional. La Unidad de Interacción ofrece un trato 
uniforme a las vistas de datos y funcionalidad para las clases de los Modelos Estruc-
tural y de Servicios. 
 
Figura 5.10 El metamodelo redefinido para el contexto navegacional 
 
Cada Unidad de Interacción podrá ser: (1) Simple: Unidad de Información o 
de Funcionalidad o (2) Compuesta: para especificar agregación de contenidos (se-
mejante a las AIUs). A continuación se presentan los metamodelos para los dos 
tipos de Unidades de Interacción. 
 
5.2.1 La Unidad de Información 
 
Una Unidad de Información (IU) (Figura 5.11) es una Unidad de Interacción 
Simple definida como una vista de los atributos y operaciones de una clase del Dia-
grama de clases. Es una unidad cohesiva que permite la consulta de datos e invoca-
ción de funcionalidad derivada del Modelo Estructural. La IU se representa median-






Diagrama de clases (Objetos de negocio)
 
Figura 5.11 La Unidad de Información como vista del Diagrama de clases 
 
La Figura 5.12 muestra el metamodelo MOF de la IU. El Contexto navega-
cional (Navigational Context) contendrá una IU directora (Manager Unit) para 
especificar la información principal del mismo y un conjunto (posiblemente vacío) 
de IU complementarias (Complementary Unit). Ambas se enlazarán mediante rela-
ciones navegacionales (Navigational Relationship) que se definen sobre las relacio-
nes de asociación, agregación o especialización del Diagrama de clases. Estas rela-
ciones  podrán ser  de dos tipos posibles: (1) de dependencia contextual (Contextual 
Dependency Relationship), representando recuperación de información relacionada 
entre las IUs o (2) de contexto (Context Relationship), las cuales además de recupe-
ración de información, proveen capacidad de navegación a un contexto destino. La 
relación navegacional de contexto se especifica mediante dos propiedades: un atri-
buto de contexto (Context Attribute), para identificar el contexto destino y un atribu-
to de enlace (Link Attribute), para indicar el atributo que será utilizado en la página 





Figura 5.12 El metamodelo de la Unidad de Información 
 
La IU mantiene compatibilidad con la anterior definición de Clase navega-
cional, con lo cual se facilita el proceso de aprendizaje del diseñador, familiarizado 
con la definición anterior del Modelo Navegacional.  
 
5.2.1.1 La IU como vista del resultado de una operación de servicio Web  
 
Una excepción de la IU, como vista del Diagrama de Clases, es su definición 
como vista de la respuesta de una operación de servicio Web Request-response. Esta 
posibilidad permite incluir en un contexto navegacional la respuesta como datos 
obtenidos a partir de la invocación de la operación. En este caso la IU se define a 
partir de uno o más atributos de su valor de retorno (Return Value). 
La definición de la llamada a la operación del servicio Web está dada en me-
diante un mecanismo de Consulta de Servicio Web (WS-Query), establecido en el 
último compartimento de la IU (ver Figura 5.13). Este mecanismo requiere que el 
diseñador establezca valores para las siguientes cláusulas: 
• WS-QUERY: el identificador de la consulta. 
• OPERATION: el nombre de la operación del servico Web a invo-
car. 
















Figura 5.13 La Consulta de Servicio Web en una IU 
 
Mediante este tipo de IU es posible, entonces, mostrar los resultados de una 
invocación de una operación de forma semejante a como se consultan datos a partir 
del Diagrama de Clases. La Figura 5.14 muestra la IU mostrando los resultados de 















Figura 5.14 IU para una búsqueda en el servicio Web GoogleSearch 
 
5.2.1.2 El Modelo de Presentación para la IU 
 
El Modelo de Presentación para la IU mantiene compatibilidad con el Mode-
lo de Presentación anterior para las clases navegacionales. Se aplican los mismos 
patrones, por lo que no se explica de nuevo aquí. 
 
5.2.2 La Unidad de Funcionalidad 
 
Una Unidad de Funcionalidad (FU) (Figura 5.15) es una Unidad de Interac-
ción Simple definida a partir  del Modelo de Servicios. Es una unidad cohesiva de 
datos y funcionalidad que se deriva a partir de dicho modelo. Los datos se definen 
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con una expresión definida en función de las operaciones del modelo.  La funciona-






Modelo de Servicios ( Servicios propios/ajenos)
 
Figura 5.15 La Unidad de Funcionalidad 
 
La FU se representa mediante una clase UML estereotipada con la palabra 
clave <<FU>>. Los atributos se expresan mediante la notación UML de atributo 
derivado y su definición está dada por una regla de derivación OCL.  
 
 




La Figura 5.16 muestra el metamodelo de la FU. Sus operaciones (FUOpera-
tion) permiten la invocación de las operaciones del Modelo de Servicios desde la 
página Web. Existen dos tipos de operaciones: (1) operaciones con capacidad de 
navegación a un contexto destino y (2) operaciones sin capacidad de navegación. 
Para las primeras, las cuales se expresan con una notación similar a la IU, (opera-
tion-2 en Figura 5.15) la respuesta se mostrará en el contexto actual dependiendo 
del tipo de operación: si la operación tiene respuesta (request-response o solicit-
response), ésta se muestra en el contexto actual sin transferir la navegación a un 
contexto diferente; si la operación no tiene respuesta (one-way o notify), la navega-
ción se transferirá a un contexto destino sin mostrar ninguna respuesta. 
Es posible enviar información contextual desde una IU a una FU mediante 
uno o más atributos de entrada (IOAttribute). Los valores de estos atributos pueden 
ser utilizados por las operaciones de la FU como parámetros (no definidos explíci-
tamente) en el encabezado de la operación. Pueden también ser utilizados en la regla 
de derivación OCL para los atributos de la FU. 
 
5.2.2.1 El Modelo de Presentación para operaciones en FU 
 
El Modelo de Presentación se extiende también para definir los requisitos de 
presentación de la aplicación Web en las operaciones de la FU que ofrecen respuesta 
(request-respose o solicite-response). La definición se basa en las siguientes propie-
dades y patrones de presentación asociados a cada operación de este tipo: 
• Paginación de resultados: se aplica cuando el resultado de la ope-
ración es una colección. Los resultados se dividen en bloques, de los 
cuales se visualiza uno a la vez. Ofrece mecanismos de paginación 
para avanzar y retroceder, así como acceso indexado a cualquiera de 
los bloques. Para su definición requiere información de: 
o Cardinalidad: para indicar el número de resultados a mos-
trar por bloque. 
o Criterio de ordenamiento: para definir si los resultados se 
mostrarán en orden ascendente o descendente, de acuerdo a 




o Atributo de ordenamiento: para especificar el o los atri-
butos del resultado por los que se mostrará ordenada la in-
formación. Se debe proveer si se selecciona un criterio de 
ordenamiento. 
• Distribución de la información: define la forma en la que serán 
mostrados los resultados en el contexto. Incluye tres patrones: Re-
gistro (Register), Tabular (Tabular) o Renglón (Row) (formato li-
bre). 
Estas propiedades y patrones se suman a los ya existentes en el Modelo de 
Presentación para las IU. Para las propiedades de presentación de los atributos de la 
FU, se aplican estos mismos patrones. Los patrones de presentación para operacio-













Figura 5.17 Propiedaes y patrones de presentación para operaciones con respuesta 
en la FU 
 
La Figura 5.18 muestra un ejemplo de Modelo de Presentación para la opera-
ción doGoogleSearchService del servicio  Web de Google, una operación 
request-response, que devuelve una colección de los resultados de la búsqueda. En 
el modelo se indica que se mostrarán cinco resultados, ordenados por el criterio de 



















Se han presentado las adecuaciones y extensiones al método OOWS y a sus 
modelos de navegación y presentación para la especificación de aplicaciones que 
hacen uso de servicios Web. Estas adecuaciones y extensiones se han diseñado man-
teniendo compatibilidad con la versión anterior del método con el fin de facilitar el 
proceso de aprendizaje y transición de los diseñadores, así como también se ha bus-
cado respetar las premisas (1) principio de separación de aspectos e (2) integración 
con los nuevos modelos en la solución ofrecida. El siguiente capítulo aborda un 
aspecto complementario en este tipo de aplicaciones: la obtención de aplicaciones 










Transformación de Procesos  




En el presente capítulo se aborda el problema de obtención de modelos nave-
gacionales para aplicaciones Web basadas en servicios, a partir de procesos Nego-
cio-a-Negocio. El capítulo ofrece un método para la obtención del Mapa Navega-
cional OOWS partiendo de la definición de un proceso caracterizado por la colabo-
ración entre actores humanos y aplicaciones externas. Este es un aspecto comple-
mentario de la propuesta de inclusión de servicios Web al método OOWS ofrecido 
en la tesis. 
El capítulo se organiza de la siguiente manera: en la primera parte se motiva 
el tema y se ofrecen razones por las cuales es conveniente abordar el problema. En 
la segunda, se introduce el método haciendo uso del Metamodelo de la Especifica-
ción de Procesos de Ingeniería de Software. En la tercera y cuarta parte, se explica 
la estrategia, apoyándose en un caso de estudio para el desarrollo de la aplicación 
Web Merkalink.com. La tercera parte, explica las dos primeras disciplinas del 
método, introduciendo modelos y técnicas; y en la cuarta, se explica la última disci-
plina, introduciendo reglas de transformación de modelos para la obtención del 






Es cada vez mayor el papel que la Internet está jugando como plataforma para 
la implementación de procesos Negocio-a-Negocio, en los cuales se requiere la 
participación humana a través de interfaces Web así como la colaboración con apli-
caciones externas.  
Este tipo de procesos pueden ser especificados mediante modelos que sean la 
base para la construcción de aplicaciones Web que soporten la interacción humana, 
así como la integración con aplicaciones externas. La construcción de estos modelos 
sugiere un acercamiento entre los modelos de procesos Negocio-a-Negocio y los 
métodos de Ingeniería Web. La propuesta de esta tesis es obtener la aplicación Web 
mediante un método de transformación de modelos que en su entrada reciba al mo-
delo de procesos y en su salida obtenga el Mapa Navegacional. 
Esta estrategia se ofrece en este capítulo para el método OOWS. Iniciando 
con un proceso Negocio-a-Negocio se aplican pasos de transformación hasta la 
obtención del Mapa Navegacional (basado en la redefinición de primitivas introdu-
cida en el capítulo anterior) dando soporte a la interacción humana y a la integración 
de aplicaciones externas mediante servicios Web.  
 
6.2 El método 
 
En esta sección se introduce el método para la obtención del Mapa Navega-
cional. Siguiendo un enfoque semiautomático, de arriba hacia abajo, se establece 
trazabilidad desdesde la definición del proceso Negocio-a-Negocio hasta el Mapa 
Navegacional. Para su explicación se utiliza la notación y términos del Metamodelo 
para la Especificación de Procesos de Ingeniería de Software17 (EPIS) [84]. 
En términos de EPIS el método es llamado Proceso (de aquí en adelante tam-
bién llamado Proceso top-down). Cada Proceso se define en términos de Discipli-
nas, un conjunto cohesivo de Actividades18 realizadas por un Rol del proceso19 que 
                                                          
17 En ingles Software Process Engineering Metamodel Specification (SPEM) 
18 Activity, término en inglés usado en SPEM 
19 Process role, término en inglés usado en SPEM 
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obtienen un Producto de trabajo20. La Figura 6.1 muestra el Proceso propuesto y sus 













Figura 6.1 El proceso Top-down 
 
6.2.1 Disciplina de Requisitos 
 




Definir el Proceso Total del Negocio ()
Identificar los PEN ( )
Construir los  Diagramas de 




Identificar los Casos de Uso ( )
Casos de Uso Diagrama de 
Actividad 
Abstracto  
Figura 6.2 La disciplina de Requisitos 
 
                                                          
20 Work Product, término en inglés usado en SPEM  
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En esta disciplina el Analista efectúa tres actividades principales: 
1. Establece el modelo general del negocio, incluyendo todos los procesos y 
participantes del mismo. A este modelo le llamará el Proceso Total del Ne-
gocio. 
2. A partir del Proceso Total del Negocio, identifica los Procesos Elementales 
del Negocio (PEN) [51] los cuales se corresponderán con Casos de Uso.  
3. Para cada Caso de Uso, construye un Diagrama de Actividad Abstracto que 
incluirá los actores y sus actividades. Los actores serán: (1) usuarios que in-
teractúan directamente con el sistema, (2) la aplicación Web, como sistema 
que realiza acciones a partir de la interacción del usuario y (3) aplicaciones 
externas con las que se comunica la aplicación Web. 
El Diagrama de Actividad Abstracto es el Producto de trabajo final de esta 
disciplina y es también la entrada a la siguiente disciplina de Diseño. 
 
6.2.2 Disciplina de Diseño 
 
Tomando en su entrada el Diagrama de Actividad Abstracto, en esta discipli-
na (Figura 6.3) el Diseñador realiza las siguientes actividades: 
1. Partiendo del Diagramas de Actividad Abstracto obtiene el Diagrama de 
Clases, incluyendo los conceptos del dominio.  
2. El Diagrama de Actividad Abstracto también lo utiliza para definir el Mo-
delo de Servicios  incluyendo los servicios y operaciones necesarias para 
lograr la integración de la aplicación actual con las aplicaciones externas. 
3. Considerando los Diagramas de Actividad Abstracto, Diagrama de Clases 
y el Modelo de Servicios, refina el primero en un Diagrama de Actividad 







Obtención del Diagrama de Clases ()





Refinamiento del Diagrama de 




Figura 6.3 La disciplina de Diseño 
El Diagrama de Actividad Concreto será el Producto de trabajo en la salida 
de esta disciplina, el cual, a su vez,  será la entrada para la última disciplina de Ge-
neración de código. 
 
6.2.3 Disciplina de Generación de Código 
 
El propósito de esta disciplina (Figura 6.4) es la obtención del Mapa Navega-
cional a partir del Diagrama de Actividad Concreto. Mediante un conjunto de reglas 
de transformación, se identifican patrones de relación entre actividades los cuales se 
corresponden con la estructura navegacional del mapa. Una vez obtenido éste, se 





Obtención del Mapa Navegacional ()








6.2.4 Secuencia de actividades 
 
La secuencia completa de las actividades del método se muestra en la Figura 
6.5. La secuencia incluye en un solo diagrama: Roles del proceso, Actividades y 
Productos de trabajo. 
Analista Diseñador Método OOWS
Definir el Proceso 





































Figura 6.5 Secuencia de actividades para el Proceso Top-down 
 
6.3 Un caso de estudio: Merkalink.com 
El método propuesto se ilustra a continuación mediante el desarrollo de la 
aplicación de comercio electrónico Merkalink.com :  un sitio Web diseñado para 
construir un enlace entre los mercados en línea de EEUU y Canadá con México. 
El Modelo de Negocio básico es el siguiente: usando una dirección postal en 
Laredo, Texas (en los EEUU) los usuarios en México pueden comprar artículos en 
las tiendas en-línea de los EEUU o Canadá y solicitar su envío a dicha dirección. 
Posteriormente Merkalink.com envía el artículo desde Laredo a la dirección 
postal destino en México, a través de la empresa de mensajería mexicana Estafe-
ta.com.  
Para el correcto funcionamiento de este Modelo de Negocio es necesaria la 
integración de funcionalidad que ofrecen Merkalink.com y Estafeta.com.  




6.3.1 Definición del Proceso Total del Negocio 
 
El primer paso del método es la definición del Proceso Total del Negocio 
(PTN). El PTN es un documento que se establece entre los participantes y que in-
cluye el conjunto de cláusulas que definen la forma en la cual se implementa el 
Modelo de Negocio.  
 Por ejemplo, para el caso de estudio mencionado, el PTN incluye las siguien-
tes cláusulas: 
1. El cliente deberá autentificarse en Merkalink.com y en caso de ser la 
primera vez que usa la aplicación, deberá registrar sus datos personales in-
cluyendo su dirección postal en México. 
2. Merkalink.com asignará, automáticamente al cliente, una dirección 
postal en Laredo, Texas, EEUU. Esta información le será enviada por co-
rreo electrónico al cliente. 
3. El cliente podrá entonces comprar en alguna tienda en-línea de los EEUU o 
Canadá y solicitará su envío a la dirección postal en Laredo asignada por 
Merkalink.com. 
4. Una vez recibido el artículo en Laredo, el Administrador de Merka-
link.com registrará el evento en el sistema y le asignará un número de 
guía que le proporcionará Estafeta.com. Merkalink.com solicitará  
a Estafeta.com el envío del artículo a México y notificará por correo 
electrónico al cliente, el número de guía asignado a su paquete para rastreo. 
5. En cualquier momento el usuario podrá verificar el estado actual de su env-
ío a través de Merkalink.com. Cuando el artículo cruza la frontera, Es-
tafeta.com lo notifica automáticamente a Merkalink.com y envía a 
su vez al usuario un mensaje de correo electrónico donde le informa de di-
cho evento. Una vez cruzada la frontera, el usuario podrá rastrear el estado 
del envío a través de Merkalink.com21, quien solicitará a Estafe-
ta.com el itinerario seguido por el paquete en México. 
6. Dentro del período de recepción del artículo,  Merkalink.com solicitará 
al cliente, mediante correo electrónico, una evaluación del servicio. Dicha 
                                                          
21 Esta consulta la podría realizar el usuario también por Estafeta.com, pero 




evaluación se realiza a través de la misma aplicación Web. La evaluación 
comprende aspectos del servicio, tanto de su empresa como de Estafe-
ta.com. Una vez realizada la evaluación por el cliente, Merka-
link.com envía su resultado a Estafeta.com. 
 
6.3.2 Identificación de Procesos Elementales de Negocio y Casos 
de Uso 
 
El siguiente paso es identificar los Procesos Elementales de Negocio (PEN) 
[51], a partir del PTN, para obtener los Casos de Uso (CU) [52]. En su definición 
original los CU parten del principio de que los Actores tendrán un conjunto de me-
tas22 que buscarán alcanzar mediante la asistencia del sistema[85]. Dichas metas 
darán origen a los CU. La aplicación de este mismo principio se ha considerado 
adecuada también para el caso de las aplicaciones Web, considerando que (1) la 
teoría de CU es ampliamente comprendida y aceptada para el modelado de requisi-
tos de cualquier tipo de aplicación (2) facilita a los usuarios la validación de los 
mismos (3) permite corresponder estas metas con la interacción que el usuario 
tendrá sobre la aplicación Web y (4) dicha interacción será la base para la construc-
ción de los Mapas Navegacionales. 
En este contexto, la satisfacción de los requisitos especificados en el PTN lle-
vará a los Actores Humanos a buscar alcanzar sus metas mediante la interacción con 
la aplicación Web. Las metas podrían estar a diferente nivel de detalle. Sin embargo 
el nivel que interesa para la futura construcción de la aplicación Web es el que co-
rresponde al concepto de Tarea del usuario23 (de ingeniería de la usabilidad) [51] o 
Meta de usuario24 en términos de CU [85]. Es el nivel que interesa en los PEN. Un 
PEN se define entonces como: 
“Una tarea realizada por una persona en un mismo lugar, en 
un periodo de tiempo determinado, en respuesta a un evento de 
negocio, el cual agrega valor medible al negocio y deja los da-
tos en un estado consistente”.  
 
                                                          
22 En inglés goals 
23 En inglés user task 
24 En inglés user goal 
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donde Aplicación corresponderá al nombre de la aplicación (Merkalink.com 
o Estafeta.com para el caso de estudio) que ofrece la funcionalidad indicada. 
Los Actores de cada CU serán de dos tipos: Humano y Aplicación. Los pri-
meros, corresponderán a los usuarios que interactúan con la aplicación vía la interfaz 
Web (p.ej. Cliente, Administrador de Merkalink.com y Adminis-
trador de Estafeta.com). Los segundos, corresponderán a las aplicaciones 
que interactúan entre sí  (p. ej. Merkalink.com, Estafeta.com o la Tienda 
en-línea). 
 
Para el caso de estudio, algunos de los PEN son los siguientes: 
 Registro de cliente: que permite al cliente su autentificación y/o registro de 
datos personales en Merkalink.com. 
 Compra de artículo: que representa la compra de un artículo por un 
Cliente en alguna Tienda en-línea en EEUU o Canadá. 
 Registro de artículo para envío: solicitud  que hace el Administrador 
de Merkalink.com. Merkalink.com solicita a su vez a Estafe-
ta.com un número de guía para el rastreo del paquete. 
 Consulta de envío: consulta realizada por el cliente en Merkalink.com 
sobre el estado actual del envío de algún paquete (rastreo de la ruta seguida 
por el mismo). 
 Notificación de cruce de frontera: en la que el Administrador de 
Estafeta.com captura este evento en Estafeta.com y éste lo notifica 
automáticamente a Merkalink.com. Además, Estafeta.com envía un 
mensaje de correo electrónico al Cliente, para indicarle que el artículo ha 
cruzado la frontera EEUU-México y está listo para su envío a la dirección 
postal en México. 
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 Evaluación del servicio: donde el Cliente evalúa en Merkalink.com el 
servicio que le han brindado las dos compañías. Merkalink.com envía su 
evaluación a Estafeta.com. 
 
Toda la funcionalidad implicada en el PTN se esquematiza en un  Diagrama 
de Casos de Uso (DCU), en el cual cada PEN se corresponde a un CU. En este dia-
grama se sigue el convencionalismo de que los Actores (Humanos o Aplicación), 
que utilizan la funcionalidad de las aplicaciones participantes, se colocan del lado 
izquierdo y los Actores aplicación, cuya funcionalidad es utilizada por las aplicacio-
nes, se colocan del lado derecho (Figura 6.6).  
 
 
Figura 6.6 Diagrama de Casos de Uso para el Proceso Total del Negocio  
 
6.3.3 Construcción del Diagrama de Actividad Abstracto 
 
Una vez identificados los CU su realización se especifica mediante un Dia-
grama de Actividad Abstracto (DAA). Un DAA es un Diagrama de Actividad UML 
2.1 en el cual cada una de sus acciones se define en lenguaje natural en términos de 





• De entrada: que representa una acción de captura de datos, realiza-
da por el usuario a través de la interfaz Web. Una vez capturados los 
datos, el usuario invocará a funcionalidad propia o ajena, que los uti-
lizará como parámetros. Se especifica mediante el estereotipo 
<<input>>. 
•  De salida: que representa una acción de salida de datos, los cuales 
pueden obtenerse a partir de la sociedad de objetos subyacente o a 
partir de funcionalidad propia o ajena a la aplicación. Se especifica 
mediante el estereotipo <<output>>. 
• De invocación de servicio: que representa invocación de funciona-
lidad propia o ajena, resultado de algún paso de entrada. Se especifi-
ca mediante el estereotipo <<service>>. 
 
 Partiendo del DCU se seleccionan los CU de la aplicación Web modelando. 
Por ejemplo, para el caso de estudio actual, los CU serían los etiquetados con el 
estereotipo <<UC-Merkalink.com>>: Registro de cliente, Consulta de envío, 
Evaluación del servicio y Registro de artículo para envío.  
La Figura 6.7 muestra el DAA para el CU Registro de artículo para envío, 
incluyendo las acciones necesarias para su realización: una entrada de datos por la 
interfaz Web de Merkalink.com, la invocación desde Merkalink.com a una 
operación del servicio  Web de Estafeta.com y el envío de un mensaje de co-




Figura 6.7 DAA para el PEN Registro de artículo para envío 
 
6.3.4 Obtención del Diagrama de Clases y el Modelo de Servicios 
 
A partir del conjunto de DAAs el diseñador debe definir los conceptos, ope-
raciones y relaciones que se incluirán como clases, operaciones y relaciones en el 
Diagrama de clases (DC). Además, debe definir los servicios necesarios para lograr 
la integración entre las aplicaciones e incluirlos en el Modelo de Servicios (MS). 
La Figura 6.8 muestra el DC para Merkalink.com y la Figura 6.9 muestra 
su MS. En este último se incluye solamente un servicio propio para Merka-
link.com y un servicio ajeno importado desde Estafeta.com. En esta etapa 
del método, el modelo solamente incluye en cada servicio propio operaciones que 
representan vistas de las operaciones del DC. Por ejemplo, algunas de las operacio-
nes (como Entrega.actualizarEstadoActual)de Merkalink.com se 
incluyen en el MS como vistas (Serv-
Merkalink.actualizarEstadoActualEntrega). 
Es posible que el MS requiera un refinamiento adicional agregando nuevas 
operaciones compuestas. Para su definición, en las siguientes secciones se establece 




Figura 6.8 El Diagrama de Clases para Merkalink.com 
 
 
Figura 6.9 El Modelo de Servicios para Merkalink.com 
 
6.3.5 Refinamiento del DAA en el Diagrama de Actividad Con-
creto 
 
Con los modelos creados hasta el momento en el siguiente paso del método el 
diseñador refina el DAA en un Diagrama de Actividad Concreto (DAC), correspon-
diendo cada acción del primero con una o más acciones del segundo.   
Un DAC es un Diagrama de Actividad UML 2.1, en el cual cada una de sus 
acciones se especifica con una expresión OCL definida sobre los elementos del 
modelado del DC o el MS. Considerando que la interacción que el usuario tiene con 
la aplicación conlleva además de entrada y salida de datos también la invocación de 
servicios, entonces, cada acción del DAC se clasifica como alguna de las siguientes: 
 
• Acción Web de Entrada: (AWE) una acción que representa entrada 
de datos. Estos datos serán parámetros para la invocación de una 
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operación de clase o de servicio. Se identifica con el estereotipo 
<<aw-input>>. 
• Acción Web de Salida: (AWS) una acción que representa salida de 
datos, los cuales pueden ser valores definidos sobre los atributos de 
objetos o resultados devueltos por la invocación de una operación de 
un servicio. Se identifica con el estereotipo <<aw-output>>. 
• Invocación de Servicio: (AIS) una acción que representa la invoca-
ción de una operación de un servicio. Se identifica con el estereotipo 
<<is>>. 
 
La Figura 6.10 muestra el DAC para el CU Registro de artículo para envío. 
Las correspondencias entre las acciones del DAA  y el DAC son las siguientes: 
1. La acción Registra artículo recibido en Merkalink.com se co-
rresponde con la acción AWE Entrega.crear, para crear un 
nuevo objeto Entrega. 
2. La acción Invoca el servicio de envío en Estafeta.com se co-
rresponde con una AIS para la ejecución de la operación de servicio 
ajeno Serv-Estafeta.enviarArticulo; ésta, a su vez, de-
vuelve a Merkalink.com el número de guía del paquete. 
3. Finalmente, la acción Envío mensaje de e-mail a Cliente se corres-
ponde con la acción AIS que invoca la operación de servicio propio 
Serv-Merkalink.enviarMail con la cual Merkalink.com 
notifica al cliente el envío del paquete, proporcionándole, vía correo 




Figura 6.10 El DAC para Registro de artículo para envío 
 
6.3.6 Descriptor de Acción Web 
 
Cada una de las Acciones Web del DAC se enriquecen mediante un conjunto 
de propiedades en un Descriptor de Acción Web. Las propiedades del descriptor 
dependen del tipo de Acción Web (AWE, AWS o AIS) así como también el tipo de 
entidad a la que se le aplica (clase o servicio).  Este descriptor es necesario para 
definir de manera precisa la Acción Web del DAC y posibilitar con ello la genera-
ción del Mapa Navegacional.  
Cada descriptor puede ser implementado mediante valores etiquetados25 de 
un perfil UML26 para el DAC. A continuación se introducen. 
 
6.3.6.1 Descriptor para Acción Web en clase 
 
Las Acciones Web en clases invocan una operación (acción AWE) sobre 
algún objeto de la población de una clase del DC,  así como también despliegan 
datos (acción AWS) a partir de los atributos de los objetos de una clase del DC.  
En el primer caso, las propiedades para la acción AWE son las siguientes: 
1. ID: identificador de la AWE. Se utiliza para hacer referencia en des-
criptores posteriores a las propiedades del descriptor actual. 
                                                          
25 Una pareja nombre-valor que define una propiedad para un estereotipo UML. En 
inglés Tag-values. 




2. Tipo: con valor Clase.  
3. Clase: nombre de la clase para la cual se aplica el descriptor. 
4. Actor: actor humano que invoca la operación. 
5. Operación: operación invocada de la clase. 
6. Resultado: (opcional) incluye el nombre de la variable que recibe el 
resultado. En su lugar se puede utilizar también la palabra reservada 
Result (referenciada con la sintaxis <ID>.Result). 
7. Parámetros: lista de parámetros de la operación. 
8. Condición de filtro: (opcional) condición sobre la población de la 
clase para seleccionar los objetos candidatos sobre uno de los cuales 
se desea ejecutar la operación. Se define mediante una expresión 
OCL. 
9. Patrón de presentación: (opcional) determina la forma en la que 
serán presentados los parámetros de la operación. Puede tomar los 
valores: Registro o Tabular. 
Un ejemplo de este tipo de descriptor para la primer acción AWE del DAC 
Registro de Artículo para envío (Figura 6.10) podría incluir los valores siguientes: 
1. ID= AWEC01. 
2. Tipo= Clase 
3. Clase=Entrega. 




7. Patrón de presentación=Registro. 
 
En el cual se describe que en la implementación de esta Acción Web se soli-
citarán los parámetros de la operación crear (noGuia, fechaRecepcionEEUU, 
noEntrega y Tienda) en una presentación de Registro. 
En el segundo caso, las propiedades para la acción AWS son las siguientes: 
1. ID: un identificador de la AWS. Se puede utilizar para hacer refe-




2. Tipo: con valor Clase.  
3. Clase: nombre de la clase del DC para la cual se aplica el descriptor. 
4. Atributos: colección de atributos de la clase. Puede incluir también 
atributos derivados para mostrar información de clases estructural-
mente relacionadas con la actual. Su definición es mediante una ex-
presión OCL. 
5. Condición de filtro: (opcional) condición sobre la población de la 
clase para seleccionar los objetos a mostrar. El valor por defecto es 
toda la población. 
6. Patrón de presentación: (opcional) determina la forma en la que 
serán presentados los datos. Puede tomar los valores: Registro, Ta-
bular, Maestro-detalle. 
Un ejemplo de este tipo de descriptor está dado para una acción AWS que 
muestra los datos en presentación Tabular de un paquete, cuyo número de guía ha 
sido capturado en una acción AWE anterior: 
1. ID= AWSC01. 
2. Tipo= Clase 
3. Clase=Entrega. 
4. Atributos= noGuia, fechaRecepcionEEUU, noEntrega,  
self.Itenerario.ruta (/RastreoEnvio). 
5. Condición de filtro=Entrega.noGuia = AWEC02.noGuia. 
6. Patrón de presentación=Tabular. 
 
6.3.6.2 Descriptor para Acción Web en servicio 
 
Las Acciones Web definidas sobre servicios Web también pueden ser especi-
ficadas mediante un descriptor para la invocación de una operación de servicio Web 
(acción AWE) o para el despliegue de datos provenientes de un servicio Web 
(AWS). 
En el primer caso las propiedades son las siguientes: 
1. ID: identificador de la AWE. 
2. Tipo: con el valor Servicio. 
3. Servicio: nombre del servicio propio o ajeno. 
4. Operación: operación del servicio a invocar. 
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5. Resultado: (opcional) Se puede inicializar con una variable que re-
ciba el resultado (en el caso de una operación Request-response) o 
bien utilizar la palabra reservada Result referenciada con la sintaxis 
<ID>.Result). 
6. Parámetros: lista de parámetros de la operación. 
7. Patrón de presentación: (opcional) para el caso de operaciones Re-
quest-response, este patrón permite definir la forma en que se mos-
trará la respuesta. 
Por ejemplo, una acción AWE de servicio para la aplicación Estafe-
ta.com que permita solicitar el rastreo de un cierto paquete con un cierto número 
de guía tendría el descriptor siguiente: 
1. ID= AWEC03. 




6. Patrón de presentación=Registro. 
 
En el segundo caso, las propiedades son las siguientes: 
1. ID: identificador de la AWS. 
2. Tipo: con el valor Servicio. 
3. Servicio: nombre del servicio propio o ajeno. 
4. Atributos: colección de datos que se obtienen a partir de operacio-
nes de servicios. Su definición es mediante una expresión OCL. 
5. Patrón de presentación: determina la forma en la que serán presen-
tados los datos. Puede tomar los valores: Registro, Renglón. 
 
6.3.7 Ajustes al Modelo de Servicios y al Diagrama de Actividad 
Concreto  
 
Para la obtención del Mapa Navegacional es necesario que el DAC se exprese 
solamente en términos de la interacción directa del usuario sobre la interfaz de la 
aplicación Web (es decir solamente en términos de Acciones Web de Entrada o 
Salida de la aplicación), por lo que la interacción que la aplicación tendrá con los 
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Actores Aplicación deberá incluirse como parte de Acciones Web de Entrada para 
servicios. Para lograr esto se requerirá que el MS y el DAC requieran ajustes adicio-
nales. Estos ajustes incluirán nuevas operaciones compuestas en el MS y una reduc-
ción de acciones en el DAC.  
La idea básica es: identificar en el DAC secuencias de una o más acciones 
consecutivas de Acciones Web de Entrada e Invocación de Servicios y reducirlas a 
una Acción Web de Entrada para la invocación de una operación compuesta de 
servicio propio. La presencia del siguiente patrón (descrito como expresión regular) 
de acciones consecutivas en el DAC, indicará la necesidad de la reducción: 
awe(is)+ 
Donde: 
awe: es una AWE 
is: es una AIS 
 
El patrón se describe como: el conjunto de secuencias de acciones que ini-
cian con una Acción Web de Entrada seguida por una o más acciones de Invoca-




awe-t: es una AWE para una operación compuesta de servicio propio 
 
La operación compuesta de esta nueva AWE se construye a partir de las ope-
raciones de las acciones originales de Invocación de servicio (is), mediante un 
MDCS. Además, esta operación se agrega al MS en el servicio propio de la aplica-
ción, estableciendo una relación de agregación estática (con propiedad 
CTS=Static) con los servicios participantes restantes, como servicios componen-
te. La acción awe-t deberá, además, solicitar al usuario todos los parámetros necesa-
rios para la ejecución de la operación original de la Acción Web de Entrada (awe) y 
la Invocación original de operaciones de servicios (is).  
La Figura 6.10 es un ejemplo del patrón mencionado. Las tres operaciones 
del DAC son compuestas en la nueva operación Serv-
Merkalink.registarArtparaEnvio(), sustituyendo las tres acciones 





Figura 6.11 Transformación del DAC 
 
La nueva operación compuesta se incluye como una operación más del MS, 
se agrega como servicio componente a Serv-Estafeta y se define su lógica 
mediante el MDCS de la Figura 6.12. 
 
Figura 6.12 El MS y  el MDCS para la nueva operación compuesta 
 
6.3.8 Obtención  del Mapa Navegacional 
 
A partir de los modelos obtenidos hasta este paso del método, es posible ob-
tener un Mapa Navegacional prototipo para la aplicación Web. Este Mapa Navega-
cional podrá ser revisado y modificado (si es necesario)  posteriormente  por el dise-
ñador, para luego transformarse en la aplicación Web final. 
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A continuación se ofrece un conjunto de reglas, para las dos fases principales 
del método OOWS, que permiten la detección de cada una de las primitivas del 
Mapa Navegacional. 
 
6.3.8.1 Fase Autoreo-a-escala-mayor 
 
Cada uno de los Actores Humanos, el Diagrama de Usuarios y el Mapa Na-
vegacional son obtenidos de la siguiente manera:  
 
1. Diagrama de Usuarios: se identifican en el Diagrama de Casos de Uso los 
Actores Humanos de la aplicación y se clasifican como Anónimo, Genérico 
o Registrado. Una vez hecha esta clasificación se incluyen en el Diagrama 
de Usuarios (DU). Por ejemplo, la Figura 6.13 muestra el DU para Merka-
link.com. 
 
Figura 6.13 Diagrama de Usuarios para Merkalink.com 
 
2. Mapa Navegacional: considerando los DAC de cada uno de los CU del Actor 
Humano, se construyen cada una de las secciones del Mapa Navegacional, a 
partir de las siguientes reglas de:  
 
a. Detección de contextos navegacionales: 
1. Por cada AWE (de clase o servicio), se define un contexto na-
vegacional nombrado con el valor de la propiedad Operación 
del descriptor de la Acción Web. 
2. Por cada AWS de clase, se define un contexto navegacional 
nombrado con el valor de la propiedad Clase del descriptor de 
la Acción Web. 
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3. Por cada AWS de servicio, se define un contexto navegacional 
nombrado con el valor combinado de la propiedad Servicio y 
alguno de sus atributos. Esta regla podría requerir la interven-
ción manual del diseñador para seleccionar el atributo más ade-
cuado o proporcionar un nombre por defecto. 
4. El contexto navegacional que se obtiene a partir de la primer 
Acción Web se etiqueta como de Exploración y se nombra con 
el identificador del DAC27. Los contextos navegacionales res-
tantes se etiquetan como de Secuencia. 
5. Defínase como contexto navegacional Home candidato, a aquél 
que se generó a partir del primer DAC del PTN. 
 
b. Detección de relaciones navegacionales: 
1. Defina una relación navegacional entre un par de contextos na-
vegacionales, para cada par de Acciones Web consecutivas.  
 
Las Figuras 6.14 y 6.15 muestran el Mapa Navegacional para el actor 
Cliente y su reificación como página Web. Incluye tres contextos de Explora-
ción: Registro de cliente, Consulta de envío y Evaluación del 
Servicio, correspondientes a los casos de uso del Actor Humano Cliente. El 
DAC de cada caso de uso se ha utilizado para obtener una sección del Mapa. 
Las Acciones Web para la realización del CU Registro de cliente son las pri-
meras en la especificación del contrato, por lo que su contexto es etiquetado como 
Home. A partir del caso de uso Consulta de envío se define el contexto de Explora-
ción Consulta de envío obtenido por la AWE Entre-
ga.consultarEstadoActual(). El contexto Secuencial Itinerario se 
obtiene a partir de la AWS que despliega los datos de la ruta del paquete (Itine-
rario.ruta). 
                                                          
27 Se renombra si por las reglas anteriores ya había sido nombrado o si el identifica-







Figura 6.14 Mapa Navegacional para el Actor Cliente 
 
Figura 6.15 Reificación del Mapa Navegacional como  página Web 
 
6.3.8.2 Fase Autoreo-a-escala-menor 
 
Una vez concluida la fase anterior, las primitivas que se incluyen en el detalle 
de cada uno de los contextos navegacionales del Mapa Navegacional se detectan a 




1. Detección de Unidades de Información: 
a. IU Directora: se incluye en cada contexto a partir de una acción AWS en 
clase, nombrándola con el valor de la propiedad Clase del descriptor de la 
Acción Web. Los atributos que incluye son todos los definidos en la pro-
piedad Atributos del mismo descriptor, excepto los atributos derivados. A 
partir de la propiedad Condición de filtro se establece la condición de po-
blación en la IU para seleccionar los objetos a mostrar. 
b. IU Complementaria: se incluye en cada contexto obtenido a partir de una 
acción AWS en clase, considerando los atributos derivados definidos en la 
propiedad Atributos de su descriptor. 
c. Operación: se incluye en cada contexto obtenido a partir de una acción 
AWE  en clase. La IU que la contendrá se nombra con el valor de la pro-
piedad Clase del descriptor. La operación se incluye en la IU nombrándola 
con el valor de la propiedad Operación, incluyendo la lista de parámetros 
de la propiedad Parámetros. A partir de la propiedad Condición de filtro se 
establece la condición de población en la IU, de los objetos candidatos a 
uno de los cuales se le aplicará la operación. 
 
2. Detección de Unidades de Funcionalidad: se incluyen en los contextos nave-
gacionales que se han obtenido a partir de alguna acción Web (AWE o AWS) 
en servicio. Los elementos de la FU se definen de la siguiente manera: 
a. Atributos: se incluyen en la FU de un contexto a partir de una acción AWS 
en servicio. La FU se nombra con el valor de la propiedad Servicio del des-
criptor. Los atributos que incluirá la FU son todos los definidos en la pro-
piedad Atributos del mismo descriptor.  
b. Operación: se incluye en la FU de un contexto obtenido a partir de una ac-
ción AWE en servicio. La FU se nombra con el valor de la propiedad Ser-
vicio del descriptor. La operación se incluye en la FU nombrándola con el 
valor de la propiedad Operación, incluyendo la lista de parámetros de la 
propiedad Parámetros.  
 
3. Detección de relaciones navegacionales: 
a. De dependencia contextual: se establecen entre una IU directora y una IU 
complementaria, de un contexto navegacional obtenido a partir de una ac-
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ción AWS que incluye un atributo derivado en la propiedad Atributos de su 
descriptor (regla 1.a). 
b. De contexto: se establece entre un par de IU, obtenidas a partir de clases 
estructuralmente relacionadas y que se han obtenido a partir de un par de 
acciones AWE y AWS consecutivas. El contexto destino de la relación será 
aquél que se ha definido a partir de la AWS. 
c. Enlace de servicio: se defíne para el caso de un par de acciones AWE con-
secutivas, que se han correspondido con un par de contextos navegaciona-
les igualmente consecutivos (de acuerdo a la línea guía 2.a.1 de la Fase Au-
toreo-a-escala-mayor). Inclúyase un Enlace de servicio en la operación del 
primer contexto, que apunte al segundo contexto navegacional. 
 
La Figura 6.16 muestra el contexto navegacional Registro de cliente 
definido a partir de la AWE Serv-Merkalink.registrarCliente(). Apli-
cando la regla 2.b se incluye  en el contexto navegacional una FU con la operación 
mencionada la cual crea un nuevo objeto Cliente y además envía un mensaje de 
correo electrónico al cliente registrado donde se le informa su dirección postal en 
Laredo, Texas.  
 




La Figura 6.17 muestra la aplicación de la regla 3.b para el DAC Consulta 
de envíos. La realización de su CU se implementa seleccionando primero el 
paquete (o numEntrega) y desplegando posteriormente el itinerario seguido hasta 
el momento por el mismo.  
 
 
Figura 6.17 Contextos navegacionales para el caso de uso Consulta de envíos 
 
6.3.9 Modelo de Presentación 
 
Las propiedades Patrón de Presentación de los descriptores de las acciones 
AWE y AWS en clase, se utilizan para la construcción del Modelo de Presentación 
de la aplicación Web. A cada una de las IU que se han definido en el Modelo de 
Navegación se les aplica el patrón definido en el descriptor de la acción Web que le 
dio origen. La misma propiedad se utiliza y aplica para las FU obtenidas a partir de 




Se ha presentado un método  para la obtención de un Mapa Navegacional OOWS a 
partir de un modelo de proceso Negocio-a-Negocio en el cual participan actores 
humanos y aplicaciones externas. Los pasos permiten al ir desde la captura de requi-
sitos hasta la obtención del Mapa Navegacional OOWS que les da soporte. El méto-
do sigue una estrategia semi-automática, con algunos puntos en los cuales es necesa-
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rio la revisión o ajuste de los artefactos obtenidos, por el analista y el diseñador. La 
solución que se ofrece es un punto de partida para la obtención de un Mapa Navega-
cional prototipo. Otras estrategias metodológicas son posibles. Se plantearán en la 








Generación de código Java y 
BPEL a partir de los Modelos 
de Servicios y Composición 
 
 
El siguiente capítulo explica la estrategia de generación automática de código 
partiendo de los Modelos de Servicios y Dinámico de Composición de Servicios. La 
estrategia se basa en el marco de trabajo definido por la Arquitectura Dirigida por 
Modelos (Model-driven Architecture-MDA) y se ha organizado en cuatro escenarios 
de transformación de modelos a modelos y de modelos a código.  
En cada escenario se definen los metamodelos independientes de plataforma 
(Platform Independent Models-PIM), se seleccionan las plataformas tecnológicas 
para la definición de metamodelos específicos de la plataforma (Platform Specific 
Models-PSM) y se definen las reglas de transformación modelo a modelo y modelo 
a código.  
Esta estrategia de generación de código se suma a la ya existente en el méto-
do OOWS, de tal manera que los componentes software generados se acoplan con 
los generados anteriormente. 
El capítulo está organizado en dos partes: en la primera se explica de forma 
general la estrategia de generación de código, los escenarios y los metamodelos 
completos PIM y PSM requeridos en todos los escenarios. En la segunda parte se 
explica de forma detallada cada escenario, incluyendo las secciones de los metamo-
delos PIM y PSM requeridos en el mismo, así como sus transformaciones particula-






7.1 Estrategia general de generación de código, escena-
rios y metamodelos 
 
La estrategia general para la generación de código en todos los escenarios 
está organizada en tres pasos de transformación (Figura 7.1): (1) Modelo-A-Modelo; 











(1) (2) (3)  
Figura 7.1 Estrategia general de generación de código 
 
En la primera transformación (Modelo-A-Modelo – ver Figura 7.2)  se parte 
de la definición de los modelos PIM de Servicio y Dinámico de Composición de 
Servicios y se establece un conjunto de transformaciones con modelos PSM para las 
plataformas Java, Axis[53] y WS-BPEL 1.1 (de aquí en adelante BPEL). Estas 
transformaciones se establecen utilizando el lenguaje de mapeo operacional del 
lenguaje QVT operacional de Together [56] (Query-View-Transformations) buscan-
do corresponder las abstracciones conceptuales de los modelos PIM con las abstrac-























En el segundo paso se define un conjunto de transformaciones Modelo-A-
Texto (Figura 7.3), basadas en el uso de plantillas, desde los modelos PSM hacia 
código Java, Axis y BPEL.  
Finalmente, en el tercer paso se utiliza el compilador Java para traducir el 
código Java y Axis a Java-bytecodes. El código BPEL es montado directamente en 
un motor de ejecución BPEL. Este código no requiere compilación adicional, la 
























Figura 7.3 Estrategia de transformación Modelo-A-Texto y generación de código  
 
7.1.1 Escenarios de transformación de modelos 
 
El proceso de generación de código se ha dividido en cuatro escenarios de 
transformación de modelos. Cada escenario se aborda de manera individual, aunque 
algunos casos dependen de otros y requieren de su aplicación previa para la realiza-
ción de su estrategia de generación de código. 
De manera resumida los escenarios son los siguientes: 
 
1. Importación de Servicios Ajenos: el cual considera la importación 
(a partir de su interfaz WSDL) de servicios ajenos  a la aplicación 
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Web. Este caso considera la generación de código Java que pueda 
acoplarse mediante stub’s generados para el framework AXIS y a su 
vez genera una fachada que  pueda acoplarse con los componentes 
software restantes (como aquellos que representen páginas Web –
por ej. páginas JSP-). 
2. Generación de Servicios Propios como vistas de Clases de Nego-
cio: en el cual una primera transformación de modelos obtiene a las 
operaciones de las clases del diagrama de clases (objetos de nego-
cio) como operaciones de un nuevo servicio propio. Luego, otra 
transformación de modelos genera las clases Java para la implemen-
tación del skeleton e interfaz WSDL necesarios para que dicho ser-
vicio propio pueda ser consumido por otras aplicaciones. Finalmen-
te, se realiza una última transformación que genera una fachada para 
permitir el acoplamiento del nuevo servicio propio con los compo-
nentes software restantes de la aplicación. 
3. Agregación y Composición de Servicios:  en el cual se considera la 
composición de servicios a partir de los modelos estructural y diná-
mico de servicios. Mediante un conjunto de transformaciones de 
modelos se obtiene un modelo específico para la plataforma BPEL 
que implementa el servicio compuesto. Posteriormente, partiendo de 
este modelo específico de plataforma, se genera todo el código nece-
sario para el montaje del servicio compuesto en un motor de ejecu-
ción BPEL. 
4. Especialización de Servicios: el cual implementa la especialización 
de un servicio propio o ajeno (base) en otro servicio propio (deriva-
do). Una primera transformación de modelos convierte los servicios 
base y especializado en una agregación de servicios. Después, a esta 
agregación de servicios se le aplican las transformaciones definidas 
para el escenario de agregación y composición de servicios anterior, 
para así obtener todo el código necesario que permita su montaje en 




7.1.2 Metamodelos PIM 
 
Se han definido dos metamodelos PIM: uno para el Modelo de Servicios y 
otro para el Modelo Dinámico de Composición de Servicios. Éstos capturan aspectos 
distintos, sin embargo, por las limitaciones técnicas de las herramientas de transfor-
mación de modelos seleccionados (Eclipse Modeling Framework, EMF[55] y QVT 
operacional de Together[56]) se han tenido que incluir ambos, en la práctica, en un 
solo metamodelo. Por ejemplo, en la herramienta Borland Together cada transfor-
mación de modelos QVT operacional sólo permite un solo modelo de entrada, aun-
que en ocasiones es necesario utilizar dos. Así, la única forma para implementar la 
transformación es mediante un solo modelo que incluya de manera conjunta los dos 
modelos. 
La Figura 7.4 muestra el metamodelo PIM (EMF) indicando la parte que co-
rresponde al Modelo de Servicios y la parte que corresponde al Modelo Dinámico de 
Composición de Servicios. Algunos pocos cambios han tenido que realizarse respec-
to a la propuesta original de metamodelos de capítulos anteriores. Por ejemplo, la 
implementación EMF del MDCS ha incluido para cada acción (Action), el servicio 
(ServiceAc) cuya operación se invoca o es invocada. Con todo, la esencia de la defi-






Figura 7.4 El metamodelo PIM de Servicios implementado mediante EMF 
 
En secciones posteriores se irá explicando para cada escenario la forma en la 
que son utilizadas las diversas partes de este metamodelo. 
 
7.1.3 Metamodelos PSM 
 
Se han seleccionado las plataformas tecnológicas Java 1.4, Axis 1.1 y WS-
BPEL 1.1  para la generación de código. Para cada una de ellas se han definido 
metamodelos PSM que incluyen solamente un subconjunto de las abstracciones 
necesarias para el modelado de la plataforma. 
La Figura 7.5 muestra el metamodelo PSM para Java y Axis. Las abstraccio-
nes incluidas permiten la generación de los stub’s y skeleton’s necesarios, así como 
también las clases Java fachada que permitirán el acoplamiento con los componen-
tes software generados con los componentes  antes obtenidos en la estrategia origi-





Figura 7.5 Metamodelo PSM para Java y Axis 
 
Las Figuras 7.6 y 7.7 muestran el metamodelo PSM para BPEL. Igualmente 
representa sólo un subconjunto de toda la plataforma, ya que la implementación 
tecnológica del MDCS no requiere de todas las primitivas tecnológicas que ofrece 
BPEL.  
Por las limitaciones técnicas  mencionadas que ofrece la implementación del 
lenguaje de transformación seleccionado, QVT operacional de Together, se incluyen 
abstracciones para la generación de las clases Java fachada junto con las abstraccio-
nes para la generación del código BPEL. La Figura 7.6 muestra la parte del meta-
modelo para la generación de las clases Java fachada y la Figura 7.7 muestra la parte 











Figura 7.7 Metamodelo PSM-BPEL para la generación de procesos BPEL 
 
Los modelos PIM son transformados hacia estos modelos PSM y estos últi-
mos, mediante un conjunto de transformaciones Modelo-A-Texto, a código final que 
implementa los diversos escenarios. Los detalles de estos procesos de transforma-
ción se explicarán en la siguiente sección. 
 
7.2  Implementación de escenarios 
 
En la siguiente sección se detallan cada uno de los escenarios de transforma-
ción de modelos y generación de código. Cada escenario se presenta bajo la siguien-
te estructura: primero se detallan los pasos que conforman la estrategia, después se 
explican cada uno de los metamodelos PIM y PSM utilizados en el escenario y fi-
nalmente se introducen las transformaciones Modelo-A-Modelo y Modelo-A-Texto 
para la generación de código final. 
 
7.2.1 Escenario 1: Importación de Servicios Ajenos 
 




(1) En el primer paso (ver Figura 7.8), se lleva a cabo la importación del 
servicio ajeno al PIM de Servicios. Este paso se implementa como un proceso de 
importación Texto-A-Modelo, mediante el cual se genera en el Modelo de Servicios 









Figura 7.8 Primer paso : importación del servicio ajeno al Modelo de Servicios 
 
(2) En el segundo paso (ver Figura 7.9), el PIM de Servicios se transforma 
en los PSM de Servicios para las plataformas Java y Axis mediante un conjunto de 
reglas Modelo-A-Modelo. Estas transformaciones corresponden el servicio ajeno con 
abstracciones del metamodelo PSM que posibilitarán en el paso siguiente la genera-
ción de clases stub (en Java) de acuerdo a las reglas que se especifican en el frame-
work Axis. Las transformaciones corresponderán también al servicio ajeno con 
abstracciones del PSM que posibilitarán posteriormente la generación de clases 















Figura 7.9 Segundo paso: transformación del Modelo de Servicios al PSM de Ser-
vicios 
 
(3) En el tercer paso (ver Figura 7.10), se realiza la generación de código fi-
nal. Partiendo de los PSM de Servicios obtenidos en el paso anterior se generan las 
clases Java para el stub y fachada mencionados. Estas clases son generadas median-
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te un conjunto de transformaciones Modelo-A-Texto. Luego las clases obtenidas son 






















Figura 7.10 Tercer paso: generación de código final 
 
7.2.1.1 Metamodelo PIM 
 
La sección del PIM de Servicios que se utiliza para este escenario se muestra 
en la Figura 7.11. Las metaclases (que se nombrarán solamente como clases) que se 
utilizan son las siguientes:  
• Service: una clase padre para todos los tipos de servicios. Posee co-
mo atributos el nombre del servicio (name) y la dirección de la in-
terfaz del servicio (interfacelocation, la dirección URL de 
su interfaz WSDL). 
• Port: cada servicio puede tener uno o más puertos. El puerto sola-
mente incluye su nombre (name) como atributo. 
• Operation: cada puerto puede tener una o más operaciones. Cada 
operación posee como atributos su nombre (name) y el tipo del va-
lor de retorno (returnValueType). A su vez las operaciones se 
especializan en One Way (OneWayOp), Notification (Notifica-
tionOp), Request-response (ReqRespOp) y Solicit-response 
(SolRespOp). 
• Parameter: cada operación tiene cero o más parámetros, cada uno 





Figura 7.11 Extracto del PIM de Servicios que incluye las metaclases para servicios 
ajenos 
 
Un ejemplo del PIM de Servicios está dado en la Figura 7.12. Se muestra pa-
ra el servicio de búsquedas de Google. 
 
Figura 7.12  Modelo PIM de Servicios para Google 
 
7.2.1.2 Metamodelo PSM 
 
El PIM de Servicios se corresponde con el PSM de Servicios para las plata-
formas Java y Axis (ver Figura 7.13). Este PSM de Servicios se ha diseñado consi-
derando las metaclases necesarias para la generación de código. Representa un sub-






Figura 7.13 Extracto del PSM de Servicios incluyendo las metaclases para imple-
mentación de servicios ajenos en Java y Axis 
 
Las clases que se han incluido en el metamodelo son las siguientes: 
• ESStubGenerator: una clase fabricación pura28 repositorio de valo-
res necesarios para la generación de código Axis. Posee los siguien-
tes atributos: la dirección URL de la interfaz WSDL del servicio 
Web (wsdlAddress); el espacio de nombres (nameSpace) para 
el paquete que contendrá las clases generadas y el atributo llave 
(key), en caso de que el servicio Web requiera de alguna clave es-
pecial para su invocación (requisito común de algunos servicios 
Web, como en Google o Amazon). 
• IESFacadePort: por cada puerto del servicio ajeno se generará una 
fachada con las operaciones del mismo. Esta clase es una especiali-
zación de la clase IFacadePort, clase padre para los dos tipos de 
puerto que se han definido (para servicios propios y ajenos). Incluye 
dos atributos: el nombre del puerto (namePort) y el nombre del 
servicio (nameService). Su uso combinado da origen al nombre 
de la clase fachada. 
                                                          
28 Un tipo de clase que no tiene correspondencia directa con alguna abstracción de 
las plataformas tecnológicas modeladas, pero que se ha diseñado por conveniencia. 
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• ESOperation: esta clase se utiliza para la generación de las opera-
ciones de cada fachada. Posee dos atributos: el nombre de la opera-
ción (name) y el valor de retorno (returnValueType). 
• ESParamater: los parámetros de cada operación de la fachada se 
definen en esta clase. Posee dos atributos: el nombre del parámetro 
(name) y su tipo (type). 
 
La Figura 7.14 muestra un ejmplo del PSM de servicios obtenido a partir del 
PIM de servicios de Google. 
 
Figura 7.14 Modelo PSM de servicios para Google 
 
7.2.1.3 Reglas de transformación PIM-A-PSM 
 
El conjunto de reglas de transformación del metamodelo PIM de Servicios al 
metamodelo PSM de Servicios están indicados en la Figura 7.15. En esta figura se 










Figura 7.15 Transformaciones del PIM de Servicios al PSM de Servicios 
 
Cada una de las reglas de transformación son las siguientes: 
1. makeStub: por cada servicio ajeno (ExternalService) se crea 
un generador de stub (ESStubGenerator), inicializando su di-
rección WSDL desde la localización de su interfaz (Servi-
ce.interfacelocation). Invoca la regla de transformación 
makePort para la generación de los puertos del servicio. 
2. makePort: por cada puerto del servicio ajeno (Port) se crea una 
fachada (IESFacadePort). El nombre de la fachada esta dado por 
la concatenación del nombre del servicio (Port.name) y el nom-
bre del puerto (service.name). Invoca la regla de transformación 
makeOperation para la generación de las operaciones del puerto. 
3. makeOperation: crea cada una de las operaciones (ESOpera-
tion) de la fachada, inicializando su nombre (name) y creando sus 
parámetros mediante la invocación de la regla makeParameter. 
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4. makeParameter: genera cada uno de los parámetros de la operación 
(ESParameter) a partir del nombre (Parameter.name) y tipo 
(Parameter.type) del parámetro del servicio ajeno. 
 
Como un ejemplo de implementación de estas transformaciones, la Figura 
7.16 muestra la transformación makeStub, programada en QVT-operacional de 
Together. En esta regla se recibe en su entrada un objeto de la clase ExternalService 
y a partir del mismo se genera el objeto de la clase ESStubGenerator inicializando 
sus atributos wsdlAddress y iesfacport. Én este último atributo se agregan 
todos los puertos de la fachada. 




/* Del Servicio Externo (PIM) al Stub Generator (PSM) ---------------------------------- */







mapping makeStub(in model: kernel::ExternalService): psm_ws::ESStubGenerator {
init {







Figura 7.16 Transformación Modelo-A-Modelo makeStub en QVT-operacional  
 
7.2.1.4 Reglas de transformación PSM-A-Código 
 
Una vez que se han generado las clases del PSM de servicios es posible la ob-
tención del código final.  El código generado se organiza así: por cada puerto del 
servicio ajeno se genera una clase Java fachada que utiliza un conjunto de clases 
Java-Axis que implementan el stub para el consumo del servicio ajeno.  La fachada 
ofrece en su interfaz las operaciones del puerto y utiliza el stub para la invocación 
del servicio remoto. 
Un conjunto de reglas de transformación Modelo-A-Texto permiten la gene-
ración del código Java para cada una de las fachadas. Cada fachada será generada 
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haciendo uso de las reglas que definen el uso de las clases Java para Axis. A su vez, 
haciendo uso de los valores almacenados en los atributos de la clase ESStubGe-
nerator, la utilería wsdl2Java de Axis genera el conjunto de clases stub nece-
sarias para cada fachada. 
La transformación se define, en lenguaje natural, de la siguiente manera: 
1. Por cada puerto del generador de stub (ESStubGenerator): 
a. Genera en el código de clase Java fachada: 
i. La importación de clases de soporte (manejo de 
acceso remoto-RMI y excepciones) y los atributos 
Java. 
ii. El constructor de la clase, dentro del cual se invo-
cará a una operación de soporte (infraestructura) 
para el acceso al puerto. 
iii. El código para el acceso a cada una de las opera-
ciones del servicio ajeno. 
iv. La operación de soporte para el acceso al puerto. 
2. A partir de los valores del generador stub, y utilizando la herramien-
ta wsdl2java, se generan las clases stub para el servicio ajeno. 
 
La Figura 7.17 muestra un extracto de la programación en MofScript de esta 
transformación: a partir de cada puerto de la fachada (iesfacport) se genera una 
clase Java que implementa al mismo. Una vez que se genera la fachada, se invocan a 
las herramientas de generación de código Java del framework Axis.  
La  programación completa de la transformación se incluye en el Apéndice 1. 
 
import "IESFacadePort2JavaSc01.m2t"
texttransformation EWS2Java (in psmSM:"http://psm_ws") {
// Por cada Puerto se genera una Facade para acceder a las operaciones del mismo ----------------
psmSM.ESStubGenerator::main(){
self.iesfacport->forEach(esfp) { esfp.generateJavaClass() }
}
// Una vez generada la fachada, se genera el stub usando el framework AXIS ----------------------
psmSM.ESStubGenerator::generateAxisStub()
{
var wsdlAddress : String = self.wsdlAddress;
java("adapters.wsdl2java.WSDL2JavaAdapter","generateStubfrom",wsdlAddress,"C:/Documents and 






Figura 7.17 Extracto de transformación Modelo-A-Texto para generar servicios 
ajenos 
 
Las Figuras 7.18 (a-d) muestran ejemplos de código final generado para cada 
paso de una clase fachada que permite acceder al servicio ajeno de Google. Se 
muestran los diferentes elementos obtenidos acorde al algoritmo de transformación 






private GoogleSearchService service = 
new GoogleSearchServiceLocator();
private GoogleSearchPort port;  







Figura 7.18(b) Ejemplo de código generado para el paso (ii) 
 










Figura 7.18(c) Ejemplo de código generado para el paso (iii) 
 








7.2.2 Escenario 2: Generación de Servicios Propios como vistas de 
Clases de Negocio  
 
Este escenario se ha implementado en cinco pasos: 
(1) En el primer paso (ver Figura 7.19) se genera un servicio propio para una 
operación de una clase de negocio que se desea exponer como servicio Web para 
consumo por la aplicación actual (por ejemplo, desde un página Web) o por otras 
aplicaciones. Esta generación se implementa mediante una transformación Modelo-
A-Modelo que recibe en su entrada la clase (y operación) del diagrama de clases y 










Figura 7.19 Primer paso: generación del servicio propio a partir de la clase de nego-
cio 
 
(2) En el segundo paso se genera desde el PIM de Servicio propio un par de 
clases PSM del Modelo de Servicios para las plataformas Java y Axis (ver Figura 
7.20). La primer clase (OSSkeletonAndWSDLGenerator) es una clase fabri-
cación pura que se utilizará para la generación de las clases binding para el skeleton 
y para la generación de la interfaz WSDL del servicio propio. La segunda clase 
(IOSFacadePort) permitirá la generación de una clase fachada para el acopla-
miento del servicio propio con otros componentes software de la aplicación y tam-














Figura 7.20 Segundo paso: generación de las clases PSM para la generación de 




A partir de las clases PSM generadas, se pueden obtener todos los artefactos 
necesarios para la implementación del servicio propio mediante tres últimos pasos 
(ver Figura 7.21):  
(3) En el tercer paso una transformación Modelo-A-Texto generará una clase 
fachada que permitirá el acceso a la operación del servicio propio. Esta clase facha-
da será la base para la generación del servicio Web. 
 
(4) En el cuarto paso, una vez generada la clase fachada se hace uso de la 
herramienta Java2WSDL de Axis para la generación de la interfaz WSDL del ser-
vicio Web a partir de la fachada . 
 
(5) Finalmente, en el quinto paso con la interfaz WSDL, y utilizando los va-
lores almacenados en la clase OSSkeletonAndWSDLGenerator del PSM de 
servicios, se hace uso de la herramienta WSDL2Java para generar las clases bin-
ding y skeleton del servicio Web, así como los archivos de instalación que posibili-

























Figura 7.21 Pasos finales para la generación de servicios propios 
 




El primer metamodelo PIM que participa en este escenario se refiere a las 
clases de negocio de la aplicación. La Figura 7.22 muestra un extracto del mismo. 
Las clases que se han utilizado del mismo son las siguientes: 
• Class: una clase de negocio. Solamente se utiliza el nombre de la 
clase (name). 
• Operation: cada clase (Class) puede tener una o más operaciones 
(Operation). Para este escenario se ha implementado solamente 
la generación de un servicio propio con operaciones OneWay o Re-
questResponse. 
• Parameter: cada operación puede tener uno o más parámetros (Pa-
rameter). En cada uno de ellos se utiliza su nombre (name) y su 
tipo de retorno (type). 
 
Figura 7.22 El metamodelo PIM de clases de negocio 
 
Como ejemplo de esta clase de negocio, la Figura 7.21 muestra la clase de 
negocio Producto con las operaciones getDescription, getPrice, se-




Figura 7.23 La clase de negocio Producto 
 
El segundo metamodelo PIM (ver Figura 7.24) tiene la misma estructura del 
PIM de Servicios ajenos del escenario anterior (por lo que no se repetirá su descrip-








7.2.2.2 Metamodelo PSM 
 
El PSM de Servicios se muestra en la Figura 7.25. Este PSM se ha diseñado 
para la generación del skeleton y la interfaz WSDL del servicio propio. Posee las 
siguientes clases: 
• OSSkeletonAndWSDLGenerator: una clase fabricación pura que 
se utiliza para la generación del skeleton y la interfaz WSDL. Esta 
clase es un repositorio de valores necesarios para su generación. Sus 
atributos incluyen: el nombre de la clase fachada que será expuesta 
como servicio Web (classToDeploy); una llave opcional (key) 
para el acceso al servicio propio; el nombre del paquete que con-
tendrá la clase (packageName); el espacio de nombres para la in-
terfaz WSDL (targetNameSpace); la dirección de la interfaz 
WSDL (wsdlAddress) y el nombre del archivo que contendrá la 
interfaz (wsdlFileName). 
• IOSFacadePort: esta clase permite la generación de la fachada Java 
para acceder a la operación de la clase de negocio. Tiene solamente 
como atributos el nombre del puerto (namePort) y el nombre del 
servicio (nameService). Es una fachada con una sola operación. 
• OSOperation: la operación de la fachada mediante la cual se accede 
a la operación de la clase de negocio. Posee dos atributos: el nombre 
de la operación (name) y el tipo de retorno (returnValueType). 
• OSParameter: los parámetros de la operación. Posee dos atributos: 






Figura 7.25 PSM de Servicios propios 
 




Figura 7.26 El PSM de Servicios propios para la clase Producto 
 
7.2.2.3 Reglas de transformación PIM-A-PIM 
 
La generación del servicio propio a partir de la clase de negocio del diagrama 
de clases se lleva a cabo mediante el siguiente conjunto de reglas de transformación 
(ver Figura 7.27): 
• makeServiceAndPort: desde la clase de negocio (Class) permite 
generar el servicio propio (OwnService). El nombre del servicio 
(Service.name) se obtiene a partir del nombre de la clase de ne-
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gocio (Class.name). Solamente se genera un puerto (Port) con 
todas las operaciones de la clase de negocio. 
• makeOperationOneWay: si la operación de negocio tiene como 
valor de retorno el tipo void esta regla la corresponderá con una 
operación OneWay.  
• makeOperationReqResp: si la operación de negocio tiene como 
valor de retorno un tipo diferente a void esta regla de transforma-
ción generará una operación Request-Response (ReqRespOp). 
• makeParameter: para cada operación generada (de cualquiera de 








Figura 7.27 Reglas de transformación PIM-A-PIM para la generación del servicio 
propio a partir de la clase de negocio 
 
La Figura 7.28 muestra la implementación de la regla de transformación ma-
keServiceAndPort.  Esta regla se recibe en su entrada la clase de negocio 
(oowsBO) y obtiene en su salida el servicio propio generado (ker-
nel::OwnService). La regla asigna el nombre (name) del servicio propio con-
catenado con el sufijo ‘Service’  y construye los puertos (ports) con las trans-
formaciones restantes.  
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La implementación de otras transformaciones se encuentra en el Apéndice 2. 
 
/* De cada clase OOWS-BO (PIM) se crea 1 Servicio propio con 1 puerto --------- */
mapping makeServiceAndPort(in model: oowsBO::Class): kernel::OwnService {
init {
var allOperationsOneWay := model.operationClass->select(o|o.returnType =  'void');
var allOperationsReqResp := model.operationClass->select(o|o.returnType <> 'void');
}
object {












Figura 7.28 Regla de transformación makeServiceAndPort implementada en 
QVT-operacional 
 
7.2.2.4 Reglas de transformación PIM-A-PSM 
 
Una vez que se ha generado el servicio propio, éste se transforma al PSM de 
Servicios que posibilitará después la generación de su skeleton e interfaz WSDL. El 
conjunto de transformaciones necesario para obtener estos artefactos es el siguiente 
(ver Figura 7.29): 
• makeSkeleton: partiendo del servicio propio (OwnService) se 
genera la clase fabricación pura OSSkeletonAndWSDLGenera-
tor, un repositorio de valores para la generación del skeleton y la 
interfaz WSDL del servicio propio.  
• makeOperation: permite la generación de las operaciones del servi-
cio propio a partir de las operaciones del PIM de servicios. Se aplica 
tanto para las operaciones OneWay, como las operaciones Request-
Response que fueron generadas en el paso de transformación ante-
rior. 
• makeParameter: transforma los parámetros de las operaciones del 
PIM de servicios a los parámetros de las operaciones del servicio 








Figura 7.29 Transformaciones del PIM de Servicios al PSM de Servicios 
 
7.2.2.5 Reglas de transformación PSM-A-Código 
 
La generación de código final se realiza mediante dos pasos:  
 
(1) Una transformación Modelo-A-Texto para la generación de una clase fa-
chada de las operaciones de la clase de negocio. 
(2) La generación del skeleton y la interfaz WSDL a partir de la clase fachada 
anterior y los valores que han sido almacenados en la clase OSSkeletonAndWSDL-
Generator en el paso anterior. 
 
El algoritmo de generación de código Java y Axis está dado por los siguientes 
pasos: 
 
1. Genera, a partir de la clase IOSFacade del PSM de servicios, la cla-
se fachada que será expuesta como servicio propio: 
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a. Genera el inicio de la clase. 
b. Genera los atributos de infraestructura de la clase. 
i. Genera el atributo businessObject para refe-
renciar al objeto de negocio. 
ii. Inicializa el atributo businessObject con una 
referencia al objeto de negocio. 
c. Para cada operación del objeto de negocio. 
i. Genera el tope de la operación (su signatura). 
ii. Genera el código de delegación a la operación del 
objeto de negocio. 
2. Genera la interfaz WSDL para la clase Java-Fachada mediante la 
herramienta Java2WSDL de Axis. 
3. Genera el código skeleton a partir de OSSkeletonAndWSDLGenera-
tor y la interfaz WSDL mediante la herramienta WSDL2Java de 
Axis. 
 
Finalmente la instalación del servicio propio en un servidor de aplicaciones 
J2EE se realiza ejecutando el fichero de instalación deploy.wsdd generado en el 
último paso del algoritmo. 
La Figura 7.30 muestra parte de la implementación de esta transformación 
para la generación del código de las operaciones de la fachada. El código incluye la 
generación del tope (signature) de la operación. Éste se obtiene a partir del tipo 
de retorno (self.returnValueType), el nombre (self.name) y la lista de 
parámetros (self.osparameter). 
La implementación de la transformación completa se encuentra en el Apéndi-




texttransformation OSOperation2Java (in psmSM:"http://psm_ws") {






// Se genera el signature de la operacion ------------------------
psmSM.OSOperation::generateSignature()
{
var nParams: Integer = self.osparameter.size();
'public ' self.returnValueType ' ' self.name
'(' 





if (position() >= 1) 
{






Figura 7.30 Extracto de la Transformación PSM-A-Código para el escenario 2 
 
La Figura 7.31 muestra un extracto de la clase Java fachada que se ha gene-
rado a partir del PSM de Servicios. Se observa el atributo Product que hace refe-
rencia al objeto de negocio que será expuesto como servicio Web. También se 





private Product bo = new Product();











Es a partir de esta clase Java fachada que, utilizando la herramientas Axis 
mencionadas, se genera el código skeleton e interfaz WSDL que permitirá su insta-
lación en el servidor de aplicaciones para su posterior consumo. 
 
7.2.3  Escenario 3: Agregación y Composición de Servicios  
 
En el escenario de generación de código para la Agregación y Composición 
de Servicios se recibe en su entrada un Modelo de Servicios con la definición de un 
servicio compuesto que agrega uno o más servicios componente. Además, la lógica 
de cada operación del servicio compuesto se define mediante un MDCS. El escena-
rio obtiene en su salida el código para la implementación WS-BPEL del servicio 
compuesto. 
El escenario se ha implementado en cinco pasos: 
(1) En el primer paso (ver Figura 7.32) se inicia con el Modelo de Servicios 
y el MDCS para generar un modelo PSM-BPEL que sólo posee las variables defini-
das por el usuario sin incluir las correspondientes a los mensajes de entrada/salida 















Figura 7.32 Generación de PSM-BPEL con definición incompleta de variables  
 
(2) En el segundo paso (ver Figura 7.33) el PSM-BPEL con definición in-
completa de variables se transforma en un PSM-BPEL con definición completa de 
variables. Esto se logra agregando las variables para los mensajes de entrada/salida 


















(3) En el tercer paso (ver Figura 7.34), a partir del PSM-BPEL con defini-
ción completa de variables, se obtienen los artefactos necesarios para la instalación 
en un entorno de ejecución para cada proceso BPEL que implementa cada operación 
del servicio compuesto. Para el entorno seleccionado, Oracle BPEL Process, las 
transformaciones Modelo-A-Texto generan: el proceso BPEL, su interfaz WSDL, 
una interfaz envolvente (Wrapper) para las interfaces WSDL de los servicios com-





























Figura 7.34 Generación de artefactos a partir del PSM-BPEL para el entorno de 
ejecución  
 
(4) El cuarto paso (ver Figura 7.35) es una transformación Modelo-A-Texto 
que genera dos tipos de fachada: (1) una que ofrece acceso a cada operación com-
puesta implementada en BPEL y (2) otra que ofrece acceso único a todas las facha-
das de todas las operaciones del servicio compuesto. 
(5) El quinto paso utiliza la herramienta wsdl2java de Axis para la gene-
ración del código stub necesario para el funcionamiento del primer tipo de fachada 
del cuarto paso. 
(6) Finalmente, en el sexto paso se utiliza la herramienta java2wsdl para 
generar el código skeleton necesario para la instalación del servicio compuesto, así 


























Figura 7.35 Generación de clases Java-fachada para servicio compuesto y operacio-
nes componente 
 
7.2.3.1 Metamodelos PIM 
 
En este escenario se utiliza el PIM de Servicios con sus modelos estructural y 
dinámico. En lo que se refiere al modelo estructural (ver Figura 7.36), básicamente 
se utilizan las mismas clases para servicios propios y ajenos que ya han sido expli-
cadas en los escenarios anteriores más un conjunto de clases para definir las relacio-
nes estructurales entre servicios. Es importante resaltar que el servicio compuesto 




Figura 7.36 El PIM de servicios para el modelado estructural de servicios compues-
tos 
 
Las clases que se utilizan para el modelado estructural son las siguientes: 
• OwnService: servicio propio componente. Sus atributos ya han sido 
explicados en escenarios anteriores. 
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• CompositeService: servicio propio compuesto que se desea definir. 
Es un servicio propio (Ownservice). 
• ExternalService: servicio ajeno que podrá ser utilizado como servi-
cio componente. Para su uso dentro de este escenario se requerirá un 
paso de importación Texto-A-Modelo semejante al que fue explicado 
en el escenario 1. Sus atributos ya han sido explicados en escenarios 
anteriores. 
• Port: se implementa un solo puerto para el servicio compuesto. Ya 
ha sido explicado anteriormente. 
• Operation: podrán utilizarse los cuatro tipos de operaciones en los 
servicios componente. Para el servicio compuesto solamente se han 
implementado las operaciones OneWay y Request-Response. 
• Parameter: los parámetros de las operaciones de los servicios com-
ponente y compuesto. 
• AgEndComponent: define la forma en que será utilizado el servicio 
componente propio o ajeno. El capítulo 4 ha explicado su uso me-
diante el uso del framework multidimensional. 
La Figura 7.37 muestra el PIM-MDCS que permite definir la lógica de cada 
operación compuesta. 
 




Las clases de este PIM son las siguientes: 
• MDCS: clase principal para la definición de la lógica de una opera-
ción compuesta. Posee dos atributos: el nombre de la operación 
(name), que dará origen al nombre del proceso de implementación y 
el valor de retorno de la misma (returnValue). 
• Variable: cada operación compuesta puede definir cero o más va-
riables locales. Cada variable local puede ser especificada mediante 
dos atributos: su nombre (name) y su tipo (type). 
• Action: una acción de la operación compuesta. Posee el atributo 
(virtual) para indicar su posible redefinición (en el escenario de 
Especialización de Servicios). Esta clase se especializa en los si-
guientes subtipos: 
o Structured: que permite el agrupamiento de un conjunto 
de acciones. No posee atributos. 
o ReqAc: permite invocar una operación OneWay de un ser-
vicio componente. La definición completa de la llamada se 
establece referenciando al servicio que se invoca (Servi-
ceAc), operación invocada (OperationAc) y sus pará-
metros (ParameterAc). 
o RespAc: permite implementar la operación de notificación 
(Notify). Se debe especificar la operación (OperationAc) 
y sus parámetros (ParameterAc). 
o ReqRespAc: permite invocar una operación Request-
Response de un servicio componente especificando además 
el servicio (ServicAc), operación (OperationAc) y 
parámetros (ParameterAc) invocados. Posee el atributo 
varName para indicar la variable donde se recibirá el re-
sultado de la invocación, esta variable debió ser declarada 
con anterioridad en el modelo. 
o SolRespAc: permite recibir una solicitud de un cliente, in-
dicando la operación (OperationAc) y sus parámetros 
(ParameterAc); así como enviar una respuesta al cliente 
invocando una operación OneWay del mismo, especificada 
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por su servicio (ServiceAc), operación (Operatio-
nAc) y parámetros (ParameterAc). 
o Assign: permite la definición de una acción de asignación 
de una expresión a una variable. La expresión se define en 
el atributo expression y la variable en el atributo var-
Name. 
o Comparison: permite la definición de una acción de con-
trol condicional. La condición se define en el atributo 
condition y las acciones a ejecutar, dependiendo del va-
lor lógica de la condición, se definen en las clases Action-
True y ActionFalse. 
Como ejemplo de este PIM se muestra en la Figura 7.38 un extracto del ser-
vicio compuesto BestStoreService expuesto en el capítulo 4. 
 
 




7.2.3.2 Metamodelo PSM 
 
La Figura 7.39 muestra las clases del metamodelo PSM que se han definido 




Figura 7.39 Clases del metamodelo PSM-BPEL para la generación de fachadas 
 
Las clases utilizadas para generar las fachadas son las siguientes: 
 
• CSSkeletonAndWSDLGenerator: es semejante a la clase OSSkele-
tonAndWSDLGenerator para el escenario de generación de servicios 
propios: una clase fabricación pura cuyos atributos permiten la ge-
neración de la clase fachada para el servicio propio compuesto utili-
zando la herramienta java2wsdl. 
• ICSFacade: cada objeto CSSkeletonAndWSDLGenerator se asocia 
con un objeto de esta clase la cual permite la generación de la facha-
da del servicio propio. Sus dos atributos (namePort y nameSer-
vice) se utilizan de manera combinada para la definición del pa-
quete de la clase Java y su nombre. 
• ICSOperation: cada objeto ICSFacade se asocia con uno o más ob-
jetos de esta clase. Se utiliza para la generación de las signaturas de 
las operaciones compuestas. Posee dos atributos: el nombre de la 
operación (name) y su tipo de retorno (returnValueType). 
• ICSParameter: define los parámetros de cada operación. Posee dos 
atributos: su nombre (name) y su tipo (type). 
• ICSOpFacade: esta clase permite la generación de una o más fa-
chadas para las operaciones de servicios compuestos. Posee como 
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atributo el nombre (name) de la operación que se está implementan-
do. 
• CSOperation: la fachada de la operación poseerá solamente una 
operación que se define con esta clase. Posee el nombre (name) y el 
valor de retorno (returnValue). 
• CSOpParameter: los parámetros de las operaciones definidos me-
diante los atributos de su nombre (name) y tipo (type). 
 
Además del metamodelo para la plataforma Java y Axis se ha definido tam-
bién un metamodelo PSM para la implementación de las operaciones del servicio 
compuesto (ver Figura 7.40). Cada operación se implementa como un proceso 
BPEL. El metamodelo representa un subconjunto de la plataforma incluyendo sólo 
las primitivas necesarias para la implementación de las operaciones.  
 
 
Figura 7.40 El metamodelo PSM-BPEL 
 
Cada una de las clases del metamodelo se explica a continuación: 
 
• BPELProcess: clase inicial para la definición del proceso BPEL. 
Posee tres atributos: el nombre del proceso (name). El espacio de 
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nombre destino para el archivo XML (targetNSDef) y el espacio 
de nombres para la definición de los procesos BPEL (BPELnsDef). 
La clase se puede especializar para la definición de procesos síncro-
nos (BPELSProcess) y asíncronos (BPELAProcess). 
• PartnerLink: en esta clase se definen los enlaces a los servicios 
componente del proceso. Los atributos que caracterizan estos enla-
ces son: el nombre del enlace (name); el rol que juega el proceso ac-
tual (myRole); el rol que juega el servicio componente (partne-
rRole); el tipo del enlace (partnerLinkType) que se define en 
las clases envolvente (Wrapper); la dirección URL de la interfaz del 
servicio componente (wsdlAddress); el nombre del puerto que se 
está utilizando en el servicio componente (namePort) y la direc-
ción URL del puerto (addressPort). 
• Variable: la definición de las variables que se utilizarán en el proce-
so BPEL. Dicha definición se caracteriza por los siguientes atribu-
tos: nombre de la variable (name); tipo de la variable –
messageType, element, type- (type) y descripción del tipo XML 
Schema de la variable (typeDescription). 
• Activity: cada una de las actividades del proceso BPEL. Esta clase 
se especializa en las siguientes actividades: 
o Sequence: que puede presentarse en el proceso en dos for-
mas: como la actividad inicial principal del mismo, la cual 
contiene a todas las actividades del mismo; o bien como 
una actividad más que permite definir una actividad com-
puesta por otras actividades. 
o Invoke: permite invocar a un servicio componente de for-
ma síncrona (para una operación Request-Response) o asín-
crona (para una operación OneWay). Utiliza los siguientes 
atributos: el enlace al servicio componente (partner-
link); la operación a invocar (operation); el mensaje 
de entrada (inputVariable) y de salida (outputVa-
riable). Estos mensajes son definidos mediante un par de 
variables de entrada y salida que fueron generadas automá-
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ticamente en el paso de transformación anterior. Las varia-
bles se especifican mediante las clases VarOpWS y Part 
(siguiendo la especificación XPath [59]). Finalmente se 
guarda, para efecto de generación posterior de código, tam-
bién el nombre del parámetro formal (FormalParam) que 
dio origen al mensaje de la variable de entrada. 
o Reply: permite especificar la respuesta del proceso. Incluye 
como atributos el nombre de la operación (operation); 
el enlace al cliente de la operación (partnerLink); el 
puerto del proceso (portType) y la variable de respuesta 
(variable). 
o Receive: permite especificar la recepción del mensaje de 
inicio al proceso. Este mensaje se define con el atributo 
variable y está especificado con la clase VarOpWS, cu-
yas partes (Part) están dadas por los parámetros de la ope-
ración. Posee además los siguientes atributos: para la crea-
ción de una instancia del proceso en el motor de ejecución 
BPEL (createInstance); el nombre de la operación 
(operation); el nombre del enlace (partnerLink) y 
el nombre del puerto (portLink). 
o Assign: para la definición de una operación de asignación 
BPEL. La asignación se define en la clase Copy asociada a 
la misma, la cual posee dos atributos: la expresión -o varia-
ble- que se está asignando (from) y la variable asignada 
(to). 
o Switch: para la definición de estatutos condicionales de 
control. La condición del estatuto se define en el atributo 
condition y las actividades a ejecutar, dependiendo de 
la evaluación de su valor de verdad (clases CaseSw y Ot-




7.2.3.3 Reglas de transformación PIM-A-PSM 
 
El conjunto de reglas de transformación que corresponden los PIM de servi-
cios estructural y dinámico para la generación de fachadas Java-Axis posterior se 
definen a continuación (ver Figura 7.41): 
• makeSkeleton: corresponde el servicio compuesto (CompositeServ) 
con el generador de skeleton e interfaz WSDL (CSSkeleto-
nAndWSDLGenerator). A partir del nombre del servicio (Compo-
siteServ.name) y el nombre del puerto (Composite-
Serv.Port.name) se inicializan los atributos del generador (el 
nombre de la interfaz y dirección WSDL, el espacio de nombres des-
tino, el nombre del paquete y la clase Java). También se inicializa la 
clase ICSFacade que posteriormente generará la clase fachada al 
servicio compuesto. 
• makeOperation: a partir de las operaciones del servicio compuesto 
(Operation) genera las operaciones de la fachada (ICSOperation). 
• makeParameter: genera los parámetros de las operaciones de la fa-
chada (ICSParameter) a partir de los parámetros de las operaciones 
del servicio compuesto (Parameter). 
• makeFacOperation: genera para cada una de las operaciones del 
servicio compuesto (Operation) la fachada (ICSOpFacade) que será 
utilizada por la fachada del servicio compuesto. También a partir del 
nombre de la operación (Operation.name) se genera el nombre 
de la fachada (ICSOpFacade.name) y a partir del valor de retor-
no (Operation.returnValueType) se genera el valor de re-
torno de la operación en la fachada (ICSOpFaca-
de.CSOperation.returnValueType). 
• makeFacParameter: genera los parámetros (CSOpParameter) para 
las operaciones de la fachada a partir de los parámetros de las opera-
ciones componente (Parameter). 
La Figura 7.42 muestra la implementación de la regla de transformación ma-
keSkeleton. Esta regla es la primera que se ejecuta y a partir de la misma se 
ejecutan las restantes. La regla corresponde el servicio compuesto (ker-
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nel::CompositeServ) con la clase generadora de skeleton 
(psm_bpel::CSSkeletonAndWSDLGenerator) y va obteniendo cada uno 
de los atributos a partir de los atributos del servicio compuesto: el nombre de la 
interfaz WSDL (wsdlFileName) a partir del nombre del servicio compuesto 
(serviceName) concatenado con la extensión .wsdl; la dirección de la interfaz 
WSDL (wsdlAddress); el espacio de nombres destino (targetNameSpace) y 
el nombre de la clase fachada (classToDeploy) a partir del nombre del servicio 
compuesto  (serviceName) y finalmente la definición del cuerpo de la fachada 
(icsfacade) a partir de las transformaciones restantes. 




















mapping makeSkeleton(in model: kernel::CompositeServ): 
psm_bpel::CSSkeletonAndWSDLGenerator {
init {
var firstPort := model.getFirstPort();  
var allOperations := firstPort.operations;




wsdlAddress := 'http://localhost:8080/axis/services/' 
+ serviceName;
targetNameSpace := serviceName + 'Ns';
packageName:= serviceName + 'Pck';
classToDeploy := serviceName+'.java';
icsfacade := object psm_bpel::ICSFacade { 








Figura 7.42 Regla de transformación makeSkeleton en QVT-operacional 
Las reglas básicas de transformación para la generación de la implementación 
de la lógica de cada una de las operaciones compuestas están dadas en las Figura 
7.43 y 7.44. Se explica a continuación las reglas para inicializar el proceso BPEL 
(Figura 7.43): 
 
• makeBPELProcess: que permite la inicialización del proceso BPEL 
(BPELProcess). A partir del nombre de la definición del MDCS 
(MDCS.name) se inicializa el nombre del proceso. El espacio de 
nombres destino (targetNSDef) se inicializa a partir del nombre 
del servicio compuesto (Service.name). El espacio de nombre 
para el proceso BPEL (BPELnsDef) se define de manera constante. 
 
• makeBPELvariable: la cual define una variable de entrada (in-
put) y de salida (output) para los parámetros de entrada de la 
operación y el valor de retorno del proceso. Además corresponde to-
das las definiciones de variables locales creadas por el usuario (Va-
riable) con variables del proceso BPEL (Variable). Faltarían las va-
riables de entrada y salida necesarias para la invocación de servicios 




• makePartnerLink: esta regla se aplica a cada uno de los servicios 
componente para generar un PartnerLink BPEL. Se parte de los ex-
tremos finales de los servicios componente (AgEndComponent) y se 






Figura 7.43 Reglas de transformación para la inicialización del proceso BPEL 
 
Una vez inicializado el proceso BPEL el siguiente conjunto de reglas de 
transformación mapea las acciones del MDCS hacia las actividades BPEL que la 
implementan (ver Figura 7.44): 
• makeSequence: a partir una acción Structured genera una actividad 
Sequence. Al momento de la inicialización del proceso BPEL se ge-
nera una actividad Sequence por defecto con una actividad Receive 
al inicio para recibir el mensaje de entrada al proceso (el cual con-
tendrá los parámetros de entrada al proceso) y una actividad Reply al 
final para devolver la respuesta de la operación. 
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• toInvoke (desde ReqAc): que permite corresponder una acción Re-
quest con una actividad Invoke BPEL. Inicializa sus atributos, inclu-
yendo la variable de entrada (inputVar) y sus partes (varOpWS), 
con los parámetros actuales de la invocación de la operación. 
• toInvoke (desde ReqRespAc): es semejante a la regla anterior solo 
que aquí se corresponde una acción Request-Response con una acti-
vidad Invoke. Además se genera la variable de salida (outputVar) 
para la respuesta de la invocación. 
• toReceive : que mapea una acción RespAc con una actividad Recei-
ve, inicializa además los parámetros de entrada (receiveVar). 
• toAssign: que corresponde una acción de asignación (Assign) con 
una actividad de asignación BPEL (Assign). Las expresiones asigna-
das se compilan para su transformación en expresiones XPath que 
puede manejar BPEL. 
• toReceiveInvoke: que corresponde una acción Solicit-response con 
un par de actividades BPEL generadas: Receive, para recibir la soli-
citud del cliente e Invoke, para entregar la respuesta. 
• toSwitch: que permite la generación de una actividad Switch (con 










Figura 7.44 Reglas de transformación para la generación de la lógica de la opera-
ción compuesta 
 
La Figura 7.45 muestra un extracto de la regla makeFacOperation que 
incluye la sección de generación del código BPEL desde la cual se invocan todas las 
reglas de generación de actividades BPEL anteriormente explicadas. Al inicio la 
regla genera una actividad Sequence (psm_bpel::Sequence) que contendrá la 
lógica de la operación. Luego dentro del Sequence genera una actividad Receive 
(psm_bpel::Receive) para recibir el mensaje de entrada del proceso. Poste-
riormente recorre todas las acciones del MDCS (allActions) aplicando cada una 
de las reglas de transformación (de acciones MDCS a actividades BPEL) anterior-
mente expuestas y finalmente genera la respuesta (psm_bpel::Reply) del pro-
ceso.  





/* Creando las actividades del proceso BPEL - Primero el sequence general 
y luego el resto -------------*/
initSeq := object psm_bpel::Sequence {
/* Recibe la solicitud inicial del cliente --------------------------------------- */
activity    += object psm_bpel::Receive {
partnerlink := 'client';
operation   := operation.name;
portType := operation.name+'PT';
variable       := 'input';






/* El cuerpo del proceso BPEL ---------------------------------------------------- */
activity += allActions->collect(a|a.toActivity())
->reject(a|a.oclIsTypeOf(psm_bpel::Activity));
/* Respuesta del proceso BPEL --------------------------------------------------- */
activity += object psm_bpel::Reply {
partnerlink := 'client';
operation      := operation.name;
portType := operation.name+'PT';
variable       := 'output';
replyVar := object psm_bpel::VarOpWS {
name := operation.name+'Response';





Figura 7.45 Extracto de la regla de transformación que genera el cuerpo del proceso 
BPEL 
 
7.2.3.4 Reglas de transformación PSM-A-PSM 
 
El PSM-BPEL que se ha obtenido en las transformaciones anteriores carece 
de las variables necesarias para los mensajes de entrada/salida para la invocación de 
los servicios componente. Por lo que se requiere una transformación adicional  al 
modelo PSM antes de generar el código final.  
La transformación PSM-A-PSM para la generación de variables faltantes es 
la siguiente (ver Figura 7.46): 
• addVariablesFaltantes: esta transformación consulta todas las acti-
vidades del PSM-BPEL obtenido en la transformación anterior y ge-
nera todas las variables de entrada/salida necesarias para la invoca-
ción de las operaciones de los servicios componente. Las variables 






Figura 7.46 Agregación de variables faltantes al PSM-BPEL 
 
Después de aplicar esta regla de transformación, el PSM-BPEL posee las va-
riables faltantes BNQuoteServicegetPriceRequest/Response y Ama-




Figura 7.47 PSM-BPEL agregando variables faltantes 
La Figura 7.48 muestra como ejemplo de la regla expuesta la implementación 
en QVT-operacional de Together de su núcleo.  
/* Una vez generado el proceso BPEL inicial, se da una segunda pasada 





var allActivities := bpelmodel.initSeq.activity;
var allActivitiesExceptFirst := allActivities
->excluding(allActivities->first())->asOrderedSet();
var allActivitiesExceptFirstAndLast := allActivitiesExceptFirst
->excluding(allActivitiesExceptFirst->last())->asOrderedSet();
var allVariables := getVariables(allActivitiesExceptFirstAndLast);






Figura 7.48 Núcleo de la regla de transformación addVariablesFaltantes 
 
El algoritmo se basa en un doble recorrido del modelo PSM obtenido en la 
transformación anterior para detectar las actividades de invocación de operaciones 
en servicios componente para luego agregar en las variables locales del proceso 
BPEL las variables para los mensajes de entrada/salida necesarios y faltantes.  
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Más detalles de la transformación se encuentran en el Apéndice 3. 
 
7.2.3.5 Reglas de transformación PSM-A-Código 
 
Una vez que se ha obtenido el PSM con la definición completa de variables, 
un conjunto de reglas de transformación Modelo-A-Texto permiten generar los arte-
factos necesarios para las plataformas Java-Axis y Oracle BPEL Process.  
Dado que los algoritmos para generación de fachadas son semejantes a los ya 
presentados en los escenarios 2 y 3, se omite su explicación en este apartado. La 
generación del proceso BPEL está dado por los siguientes pasos de transformación, 
desde el modelo PSM-BPEL hacia código BPEL. Se ofrece cada sección del algo-
ritmo en lenguaje natural, una muestra de su implementación en MOFScript y un 
ejemplo del código generado. El código completo se encuentra en el Apéndice 3 : 
 
El primer paso genera el tope del proceso: 
 
1. Generar el inicio del proceso. 
a. Inicializa el nombre del proceso a partir BPELPro-
cess.name 
b. Inicializa el espacio de nombres destino a partir de BPEL-
Process.targetNSDef 
c. Inicializa el espacio de nombre del proceso a partir de 
BPELProcess.BPELnsDef 
d. Inicializar los espacios de nombre restantes (xsd, bpws) a 
partir de valores constantes. 
e. Para cada partnerlink: 
i. Genera su espacio de nombres a partir de su rol 
(partnerRole) y la dirección de su puerto 
(addressPort) 
 




// Genera el elemento <process...> del Proceso BPEL ----------------------
psm_bpel.BPELSProcess::generateProcessBegin()
{
'<process name="' self.name '"' newline(1)
tab(2) 'targetNamespace="' self.targetNSDef '"' newline(1)
tab(2) 'xmlns:tns="' self.targetNSDef '"' newline(1)






Figura 7.49 Generación del tope del proceso BPEL  
 











Figura 7.50 Paso 1: ejemplo de código de inicio de proceso generado  
 
El segundo paso genera los enlaces a los servicios componente: 
 
2. Generar la sección de PartnerLinks. 
a. Genera el inicio de la sección PartnerLink. 
b. Para cada BPELProcess.partnerlink: 
i. Genera el enlace al servicio componente a partir 
de su tipo (partnerLinkType) y roles (myRo-
le y partnerRole). 
c. Genera el fin de la sección PartnerLink. 
 





// Genera cada PartnerLink ---------------------------------------------------------
psm_bpel.PartnerLink::generatePartnerLInk()
{
tab(1) '<partnerLink name="' self.name '"' newline(1)
if (self.name.endsWith('client'))
{




tab(2) 'partnerLinkType="' self.partnerRole ':'self.partnerLinkType '"' 
newline(1) 
}
if (self.myRole.trim().size() <> 0)
{
tab(2) 'myRole="' self.myRole '"' newline(1) 
}
if (self.partnerRole.trim().size() <> 0)
{
tab(2) 'partnerRole="' self.partnerRole '"' newline(1) 
}
tab(1) "/>" newline(1)
}   
Figura 7.51 Generación de los enlaces a servicios componente 
 


















Figura 7.52 Paso 2: código generado para los enlaces a los servicios componente 
 
El tercer paso genera la sección de variables utilizadas por el proceso: 
 
3. Generar la sección de variables. 
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a. Genera el inicio de la sección de variables. 
b. Para cada variable (BPELProcess.Variable): 
i. Genera la variable del proceso a partir de su tipo 
(type) y descripción (description). 
c. Genera el fin de la sección de variables. 
 
Un extracto del código que implementa el algoritmo anterior está dado en la 
Figura 7.53. 
 
// Genera 1 variable -------------------------------------------------------
psm_bpel.Variable::generateVariable()
{
if (self.name.equals("input") or self.name.equals("output"))
{
tab(1) '<variable name="' self.name '"' newline(1)




tab(1) '<variable name="' self.name '"' newline(1)
tab(2) self.type '="' self.typeDescription '"/>' newline(1)
}
}   
Figura 7.53 Generación de las variables del proceso 
 














Figura 7.54 Paso 3 : ejemplo de variables generadas  
 
El cuarto paso genera el cuerpo del proceso: 
4. Generar el cuerpo del proceso. 
a. Genera el inicio del cuerpo del proceso. 
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b. General el detalle del cuerpo del proceso. 
i. Para cada actividad del proceso BPEL: 
1. Si la actividad es Invoke: 
a. Copia los parámetros a la varia-
ble de entrada del Invoke. 
b. Genera el Invoke con sus varia-
bles de entrada y/o salida (defi-
niendo su partes) y partner-
Links. 
c. Copia el resultado en la variable 
de salida del Invoke. 
2. Si la actividad es Reply:  
a. Copia los valores a la variable 
de salida. 
b. Genera el Reply con la variable 
de salida. 
3. Si la actividad es Receive: 
a. Genera el Receive para el cliente 
si el enlace (partnerLink) es 
el cliente, en caso contrario ge-
nera el Receive general. 
4. Si la actividad es Assign: 
a. Genera la asignación para va-
riable si el tipo de la expre-
sión a copiar es variable, en ca-
so contrario genera la asignación 
para expresión. 
5. Si la actividad es Switch: 
a. Genera la actividad para la con-
dición verdadera. 
b. Genera la actividad para la con-
dición falsa. 
6. Si la actividad es Sequence: 
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a. Para cada actividad incluida en 
la secuencia: aplica los pasos 5 
al 6 anteriores recursivamente. 
c. Genera el fin del cuerpo del proceso. 
5. Generar el fin del proceso. 
La Figura 7.55 muestra la implementación central del algoritmo anterior. El 
detalle de programación para la generación del código de cada actividad BPEL se 





self.initSeq.activity->forEach(a) { a.generateActivity() }
generateBodySectionEnd()
}



































Figura 7.55 Algoritmo central para la generación del proceso BPEL 
 
La Figura 7.56 muestra un ejemplo de código generado para un proceso 
































Figura 7.56 Paso 4: ejemplo de código BPEL generado 
 
Las transformaciones Modelo-A-Texto para la generación de los artefactos 
restantes (la Interfaz WSDL de la Operación Componente, la Interfaz Wrapper a los 
servicios componente, el descriptor de procesos, el descriptor de proyectos y el 
constructor de proyectos) se muestran en el Apéndice 3, así como un ejemplo de 
código generado para los mismos. 
 
7.2.4 Escenario 4: Especialización de Servicios 
 
La especialización de servicios se implementa haciendo uso del patrón de di-
seño Decorador[60]. Considerando que no existen mecanismos que de forma nativa 
permitan la especialización de servicios, se optó por este patrón que permite su 
implementación a partir de la agregación. Así, la idea fundamental que se propone 
es que la especialización de un servicio base (propio o ajeno) en otro derivado (pro-
pio) se logra mediante la conversión de la especialización en una agregación (com-
posición) de servicios. Entonces, una vez que se obtiene esta última, se puede reuti-
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lizar la estrategia de generación de código definida en el escenario 3 para la genera-
ción de código final. 
En este contexto, la generación de código para la especialización se lleva a 
cabo en dos etapas principales: (1) una transformación de la especialización de ser-
vicios en agregación de servicios y (2) un proceso de generación de código para la 
composición reutilizando los pasos definidos para el escenario 3.  En esta sección la 
explicación sólo enfatiza la primera etapa. 
 
La transformación del servicio especializado en una agregación de servi-
cios se lleva a cabo en cuatro pasos (Figura 7.57):  
 
(1) En el primer paso se copia el servicio derivado como servicio compues-
to; después, se agrega el servicio base como servicio componente del servicio com-
puesto. 
 
(2) En el segundo paso se generan las operaciones especializadas en el servi-
cio compuesto acorde a los casos de especialización de servicios que fueron discuti-
dos en el capítulo 4 (sección 4.2.2.2): refinamiento de la signatura de la operación, 


















Figura 7.57 Transformación de una especialización de servicios en agregación de 
servicios 
 
(3)-(4) El tercer y cuarto paso son los mismos que se han aplicado para el 
escenario 3: obtención de un modelo PSM-BPEL con definición completa de varia-






















(Escenario 3)  
Figura 7.58 Transformación de la agregación de servicios al código Java-Axis y 
BPEL 
 
7.2.4.1 Metamodelo PIM 
 
La Figura 7.59 muestra las clases que el PIM de Servicios incluye para el 
manejo de especialización de servicios.  
 
 
Figura 7.59 Clases del PIM de Servicios para especialización 
 
Todas son especializaciones de las clases de servicios ya existentes por lo que 
heredan sus atributos y relaciones: 
• ODerivedService: dado que el servicio derivado será manejado 
después de la primer transformación de modelos como servicio 
compuesto (CompositeServ), se ha incluido como una especializa-
ción del mismo. Como los servicios compuestos son servicios pro-
pios, los servicios derivados son también servicios propios. 
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• OBaseService: un servicio propio que se desea especializar en un 
servicio propio. 
• EBaseService: un servicio ajeno que se desea especializar en un 
servicio propio. 
 
Como ejemplo de especialización de servicios, la Figura 7.60 muestra el PIM 
para el servicio TravelService especializado como TravelHotelService 
expuesto en el capítulo 4. 
 
 
Figura 7.60 Servicio especializado TravelService 
 
7.2.4.2 Metamodelo PSM 
 
Las plataformas tecnológicas son las mismas que para el escenario 3 (Java, 
Axis y BPEL) por lo que se omite su explicación. Refiérase a los metamodelos PSM 
del mencionado escenario para su explicación. 
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7.2.4.3 Reglas de transformación PIM-A-PIM 
 
El siguiente conjunto de reglas de transformación Modelo-A-Modelo se han 
definido para los pasos (1) y (2) de generación de servicio compuesto a partir del 
servicio especializado (ver Figuras 7.57 y 7.61): 
 
• makeComposite: a partir del servicio Derivado (ODerivedService) 
se genera el servicio compuesto equivalente (CompositeServ): el 
nombre del servicio (name) se mantiene, así como sus puertos 
(ports) y los posibles servicios componentes que pudiera tener 
(agEndComponents). El servicio base (OBaseService o EBase-
Service) se agrega como un componente más en el servicio com-
puesto. 
• convertToOwnService: convierte el servicio base (propio o ajeno) 
en el servicio componente que se agregará en el servicio compuesto. 
• makePort: crea un puerto (Port) en el servicio compuesto. Este 
puerto contendrá además de las operaciones especializadas, las no 
especializadas y las que han sido agregadas en el servicio derivado. 
• toNewMDCS<Action>Op: para aquellas operaciones cuya signatu-
ra ha sido refinada así como también la lógica de su MDCS (agre-
gando nuevas acciones). Esta regla transforma el MDCS en uno 
nuevo que llama a la acción original y agrega otras nuevas. 
• toOneActionActionMDCSfor<Action>Op: se utiliza para generar 
las operaciones no especializadas del servicio base en el servicio 
compuesto. Permite generar una operación con un MDCS que posee 
una acción la cual invoca a la operación original del servicio base 







Figura 7.61 Reglas de transformación para convertir un servicio especializado en 
una agregación de servicios 
 
La Figura 7.62 muestra el código de la transformación makeComposite.  
 
/* Convierte un servicio derivado en otro servicio compuesto equivalente ---------------------------- */
mapping makeComposite(in model: kernel::ODerivedService) : kernel::CompositeServ
{




name            := model.name;
ports           += model.ports->collect(p|makePort(p))->asOrderedSet();
agEndComponents := model.agEndComponents;
agEndComponents += object kernel::AgEndComponent {





Figura 7.62 Implementación de la regla de transformación makeComposite 
 
La regla recibe en su entrada el servicio derivado (ker-
nel::ODerivedService) y obtiene el servicio compuesto equivalente (ker-
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nel::CompositeServ). En este servicio compuesto se generan a partir del 
servicio derivado su nombre (name), puertos (model.ports) y se agrega el ser-
vicio base como servicio componente mediante la operación convertToOwn-
Service. 
La Figura 7.63 muestra el PIM de especialización del servicio TravelSer-
vice transformado en agregación de servicios. El ejemplo completo se explica en 
el Apéndice 4. 
 
Figura 7.63 Servicio especializado transformado en agregación 
 
7.2.4.4 Reglas de transformación PIM-A-PSM y PSM-A-Código 
 
Con el PIM de agregación de servicios que se ha obtenido a partir de las 
transformaciones anteriores, se aplican las reglas de transformación PIM-A-PSM 
del escenario 3 para obtener el PSM-BPEL con definición completa de variables. 
Una vez que se obtiene éste, la generación de código final es llevada a cabo con las 






Se ha presentado, basado en el marco de trabajo de MDA, la estrategia de ge-
neración de código de los componentes que implementan los aspectos de integración 
de las aplicaciones Web especificadas en OOWS. Esta estrategia representa la im-
plementación de las correspondencias entre los modelos y sus representaciones 
software, del paso de Modelado de Integración  establecido en la redefinición del 
enfoque metodológico del capítulo 5.  
Las estrategias presentadas generan ahora los componentes software que 
permitirán a la aplicación Web: (1) el consumo de funcionalidad externa a través de 
servicios Web; (2) la producción de funcionalidad de la capa de aplicación a través 
de servicios Web; (3) la producción de funcionalidad compuesta a partir de la agre-
gación y especialización de servicios Web propios y ajenos y (4) la integración de 
los servicios Web con los componentes software internos. 
Los componentes software generados forman la subcapa de Lógica de Inte-
gración, destinada al consumo y producción de servicios Web de la aplicación Web. 
Las fachadas generadas representan la interfaz interna a la subcapa y facilitan el 
acoplamiento de los componentes de la capa de Presentación. También, las interfa-
ces WSDL generadas para los servicios propios, ofrecen la API de la aplicación 
Web que permite ahora que aplicaciones externas puedan consumir su funcionalidad 









Este capítulo final ofrece un resumen del conjunto de contribuciones finales 
del presente trabajo de investigación, una breve discusión con posibles cuestiona-
mientos sobre las decisiones tomadas, las publicaciones que se han derivado, así 
como los trabajos de investigación futuros que se pueden llevar a cabo a partir de lo 




Todas las contribuciones de esta tesis están enmarcadas en el contexto del 
método OOWS. Todas han sido dirigidas para aportar a la extensión del método 
para su habilitación en la especificación de aplicaciones Web que integran servicios 
Web: 
• Se ha realizado una revisión del estado del arte en las disciplinas de 
Ingeniería Web y Procesos Negocio-a-Negocio considerando el pa-
pel que juegan los servicios Web y las aplicaciones Web en las 
mismas. Se han detectado áreas de oportunidad que permiten su 
acercamiento complementario y que han sido la base del presente 
trabajo de tesis. Este acercamiento se ha ofrecido en el contexto de 
una extensión al método OOWS. 
• Se ha agregado a la fase de Especificación del Sistema del método 
OOWS una etapa más de modelado conceptual: el Modelado de In-
tegración. Con esta etapa se logra especificar los aspectos de inte-
gración de la aplicación Web mediante dos modelos: de Servicios y 
Dinámico de Composición de Servicios. Esta nueva etapa se agrega 
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sin modificar las etapas anteriores del método, con algunas adecua-
ciones a sus modelos y técnicas. 
• El Modelo de Servicios es también otra contribución. Mediante este 
modelo es posible especificar la funcionalidad que produce y con-
sume la aplicación. Una contribución novedosa de esta tesis es la in-
clusión de relaciones de agregación y especialización entre servicios 
enriquecidas mediante un marco de trabajo multidimensional como 
un mecanismo que permite la definición conceptual de funcionalidad 
de la aplicación. Estas relaciones permiten la definición de servicios 
compuestos con mayor precisión que la forma común de especifica-
ción mediante sólo modelos dinámicos. 
• Otra contribución de esta tesis es el Modelo Dinámico de Composi-
ción de Servicios complemento al Modelo de Servicios. Este modelo 
es necesario para la definición de operaciones en servicios compues-
tos y se apoya en las relaciones estructurales del Modelo de Servi-
cios. 
• Dentro de la fase de modelado conceptual del método OOWS se han 
redefinido las primitivas del Mapa Navegacional. Buscando unifor-
midad para la consulta y actualización de datos locales (proveniente 
del Diagrama de clases), así como en el consumo de funcionalidad 
propia  y ajena (proveniente del Modelo de Servicios) se ha ofrecido 
una actualización de la primitiva Clase navegacional por Unidad de 
Interacción. Esta unidad ofrece compatibilidad con la Clase navega-
cional enriqueciéndose para soportar el uso de los servicios Web a 
través del Mapa Navegacional. Una contribución importante de esta 
tesis y que diferencia a las soluciones existentes en otros métodos de 
Ingeniería Web es que se ha respetado el principio de separación de 
aspectos en todos estos modelos. Todos los modelos ofrecidos cap-
turan aspectos diferenciados, pero a su vez se integran para la espe-
cificación de la aplicación. Las unidades de interacción se definen a 
través de metamodelos MOF. 
• El Modelo de Presentación también se ha extendido para incluir pa-
trones de presentación para las Unidades Funcionales. Los patrones 
de presentación para las Unidades de Información mantienen com-
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patibilidad con los patrones de presentación ya existentes para las 
Clases navegacionales originales. 
• Se ha definido también un método para la obtención de Mapas Na-
vegacionales a partir de un Modelo de proceso Negocio-a-Negocio. 
La estrategia define modelos y técnicas de transformación que per-
miten la obtención de una aplicación Web prototipo que puede luego 
ser revisada y adecuada por el diseñador. 
• Finalmente, aunque no de menor importancia, se ha ofrecido un con-
junto de estrategias de generación de código a partir de los nuevos 
modelos introducidos. Estas estrategias han sido diseñadas de acuer-
do al marco de trabajo MDA. 
 
8.2 Algunos cuestionamientos sobre las decisiones toma-
das 
Las decisiones tomadas fueron resultado de diversos cuestionamientos surgi-
dos a lo largo del trabajo de investigación. La respuesta a ellos se ve reflejado en el 
resultado brindado en esta tesis. Algunas otras pueden surgir también, aquí se inten-
ta ofrecer una breve discusión al respecto: 
• La tesis se ha limitado al método OOWS, ¿Qué contribuciones podr-
ía brindar a otros métodos? A partir de la revisión del estado del ar-
te, se detectaron áreas de oportunidad en las que pueden brindarse 
contribuciones. De manera general, algunas de ellas podrían ser: la 
definición de modelos particulares para la especificación de servicios 
Web, su integración con los modelos restantes y el mantenimiento 
del principio de separación de aspectos en la adecuación y/o exten-
sión de los métodos.  
• ¿Cuál otra variante existe para la propuesta ofrecida de adecuación 
al método OOWS? En la fase de Desarrollo de la Solución, en la de-
finición de la arquitectura software, se puede incluir la subcapa de 
lógica de integración como parte de la Capa de Presentación. Esto es 
otra opción posible, ya que si consideramos que la responsabilidad 
de dicha capa es ofrecer la interfaz  de la aplicación Web, esta res-
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ponsabilidad podría ampliarse al ofrecer comunicación, tanto a acto-
res humanos y no humanos (como API). 
• En la propuesta de esta tesis el principal cliente del Modelo de Ser-
vicios es el Mapa Navegacional, ¿Qué otra opción podría brindar-
se? Así como el Mapa Navegacional captura los requisitos de la In-
terfaz de Usuario (IU), el conjunto de servicios propios del Modelo 
de Servicios definen su API. Además de las opciones de construc-
ción de servicios propios ofrecidos en la tesis, otra posible opción 
podría ser a partir del conocimiento capturado en los modelos restan-
tes, por ejemplo el mismo Modelo Navegacional. Así, la API se 
podría definir, no sólo a partir de la funcionalidad de la capa de Apli-
cación, sino a partir de cualquier otra presente en la aplicación Web. 
• ¿Porqué el método de obtención del Mapa Navegacional a partir del 
Modelo de proceso Negocio-a-Negocio es semiautomático? El enfo-
que de la tesis esta orientado, principalmente, a los aspectos de inte-
gración de datos y funcionalidad en la aplicación Web, a partir de 
servicios Web. Esto forma parte de una solución completa que debe 
considerar también los procesos Negocio-a-Negocio. Por eso se 
abordó este aspecto también, pero limitado a ofrecer un punto inicial 
de solución que pueda ser retomado en otros trabajos de investiga-
ción con mayor amplitud y profundidad, donde la automatización 
completa pueda ser posible. 
 
8.3 Trabajo futuro 
 
El trabajo futuro que se puede llevar a cabo a partir del trabajo de esta tesis 
puede incluir lo siguiente: 
• Aplicaciones Web que incluyen servicios con operaciones asíncro-
nas. El uso de este tipo de operaciones está resultando cada vez más 
necesario para los nuevos Modelos de negocio  y sería una continua-
ción lógica del trabajo realizado en esta tesis. Esto implicaría: un es-
tudio e inclusión de operaciones asíncronas en el Modelo de Servi-
cios y Dinámico de Composición de Servicios. Estudio y posible de-
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finición (o redefinición) de las Unidades de Interacción para la espe-
cificación de aplicaciones Web. En particular, esto implicaría un es-
tudio  detallado del papel que juegan las operaciones Request-
response y Solicite-response en su modalidad asíncronica. 
• La solución que se ha ofrecido en la obtención del Mapa Navega-
cional a partir del Modelo de procesos Negocio-a-Negocio es semi-
automática y requiere revisión por parte del diseñador del Mapa Na-
vegacional, por lo cual otro trabajo podría ser lograr la automatiza-
ción completa del proceso de obtención de aplicaciones Web a partir 
de modelos de proceso distribuidos. 
• En este mismo contexto, la solución que se ha ofrecido sigue un en-
foque Top-Down, en el cual se buscó trazabilidad desde el proceso 
de negocio hasta la aplicación Web; sin embargo un par de enfoques 
adicionales es también posible: (1) Bottom-up: partiendo de procesos 
Negocio-a-Negocio ya existentes y buscando su incorporación a la 
aplicación Web por construir o (2) Intermedia: partiendo de procesos 
Negocio-a-Negocio y aplicación Web existentes, buscando la exten-
sión de está última para su incorporación en el primero. Esto puede 
dar origen a dos trabajos adicionales. 
• La implementación de la selección dinámica de servicios; que re-
quiere de plataformas tecnológicas que ofrezcan mecanismos especí-
ficos para este tipo de tarea, los cuales no ofrecen plataformas tec-
nológicas como BPEL. 
• La implementación del conjunto de correspondencias desde el Mo-
delo de Presentación extendido (expuesto en el capítulo 5) hacia 
componentes software de la capa de presentación. 
• La implementación del proceso de importación Texto-a-Modelo del 
escenario 1 para servicios Web, basados en REST. 
• Considerando el papel cada vez mayor que está jugando la Web so-
cial (también conocida como la Web 2.0) otro trabajo podría incluir 
la extensión del método OOWS con primitivas que permitan la espe-
cificación de este tipo de aplicaciones anexado a las primitivas de 
consulta y actualización de datos, así como de producción y consu-
mo de funcionalidad que se han definido. Un área interesante a ex-
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plorar podría ser la forma en la que todos estos contenidos que se 
están generando por los usuarios (más que por los diseñadores Web) 
puedan ser exportados e importados mediante servicios y con ello 
lograr su incorporación en nuevas y más ricas aplicaciones Web. 
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Ejemplo de Importación 
de Servicios Ajenos 
 
A continuación se muestra un ejemplo de implementación del escenario 1 
(Importación de Servicios Ajenos) para la estrategia de generación de código (capí-
tulo 7). El ejemplo se refiere a la importación del servicio Web para búsquedas de 
Google [82,83]. 
Para la definición de los modelos y metamodelos se ha utilizado el marco de 
trabajo Eclipse Modeling Framework (EMF [55]).  EMF permite además la genera-
ción de un editor rudimentario de modelos. Este editor ha sido suficiente para la 
implementación de las ideas propuestas en la tesis. 
A lo largo del ejemplo se muestran los extractos más importantes del código. 
El código completo se encuentra en el sitio Web http://toolthesis-
iscrquinter.wikispaces.com. 
 
A.1.1 Primer paso: importación del servicio ajeno de 
Google al Modelo de Servicios  
 
El primer paso de este escenario consiste en la importación del servicio aje-
no al PIM de Servicios. Esto se realiza mediante una importación Texto-a-Modelo 
de la interfaz del servicio. El listado A.1.1 muestra un extracto de la interfaz WSDL 
del servicio de búsqueda de Google, enmarcando y resaltando en colores azul, rojo y 
verde las operaciones del servicio ajeno a importar (doGetCachedPage, doS-







Listado A.1.1 Operaciones a importar al servicio ajeno de Google 




<input message="typens:doGetCachedPage" /> 
<output message="typens:doGetCachedPageResponse" /> 
</operation>
<operation name="doSpellingSuggestion">
<input message="typens:doSpellingSuggestion" /> 
<output message="typens:doSpellingSuggestionResponse" /> 
</operation>
<operation name="doGoogleSearch">
<input message="typens:doGoogleSearch" /> 









El resultado de la importación Texto-A-Modelo ha generado el PIM de Servi-
cios  que se muestra en el editor EMF de la Figura A.1.1, donde se enmarcan las 











A.1.2 Segundo paso: transformación del PIM de servi-
cios al PSM de servicios  
 
En el segundo paso, el PIM de Servicios se corresponde a un PSM de Servi-
cios para el marco de trabajo Axis y para la plataforma Java, mediante el conjunto 
de transformaciones Modelo-A-Modelo  (implementadas en el lenguaje QVT opera-
cional de Together [56]) que se muestran a continuación. 
El listado A.1.2 muestra la regla de transformación makeStub. En esta regla 
por cada servicio ajeno (ExternalService) se crea un generador de stub (ESS-
tubGenerator), inicializando su dirección WSDL. Invoca a la regla makePort 
para generar los puertos del servicio. 
Listado A.1.2 Regla de Transformación makeStub 












La regla de transformación makePort está dada en el listado A.1.3. En esta 
regla, por cada puerto del servicio ajeno (Port) se crea una fachada (IESFaca-
dePort). Invoca, a su vez, a la regla de transformación makeOperation para 
generar las operaciones del puerto. 
Listado A.1.3 Regla de transformación makePort 
mapping makePort(in port: kernel::Port)
:psm_ws::IESFacadePort {
init {











Las reglas de transformación makeOperation y makeParameter, en 
conjunto, permiten la generación de cada una de las operaciones de la fachada, in-
cluyendo sus parámetros. Se muestran en el listado A.1.4. 
Listado A.1.4 Reglas de transformación makeOperation y makeParame-
ter 
mapping makeOperation(in operation: kernel::Operation): psm_ws::ESOperation {
init {
var allParameters := operation.parameters;
}
object {
name        := operation.name;
esparameter += allParameters->collect(p|makeParameter(p));
returnValueType := operation.returnValueType; 
}
}





El PSM de Servicios generado, al aplicar estas transformaciones, se muestra 
en la Figura A.1.2 en el editor EMF. Se enmarca el generador de stub (ESStubGe-







Figura A.1.2 PSM de servicios para las clases Axis y Java del servicio ajeno de 
Google 
 
A.1.3 Tercer paso: generación de código final  
 
En el tercer paso, la generación final de código, a partir del PSM de Servi-
cios, está dada por un conjunto de transformaciones Modelo-A-Texto programadas 
en el lenguaje MofScript.  
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La transformación genera por cada puerto del servicio ajeno una fachada a 
partir  de los valores almacenados en el generador de stub. La transformación que 
controla la generación de cada uno de los elementos de la fachada está dada en el 
listado A.1.5.  
En esta transformación, un conjunto de transformaciones anidadas generan: la 
importación de las clases de soporte, el constructor de la clase, el código para el 
acceso a cada una de las operaciones del servicio ajeno y la operación de soporte 
para el acceso al puerto. 
 













Listado A.1.6 Transformaciones anidadas para generar el stub 
psmSM.ESStubGenerator::generateImports()
{


















'private ' self.nameService ' service = new ' self.nameService'Locator();\n'








'private void initPort() throws ServiceException\n'
'{\n'









El detalle de cada una de las transformaciones anidadas está dado en el lista-
do A.1.6. Después, a partir de los valores almacenados en el generador stub, se ge-
neran los mismos utilizando la herramienta wsdl2java del marco de trabajo de 
Axis. La llamada a la herramienta desde la transformación se muestra en el listado 
A.1.7. 
Listado A.1.7 Llamando a WSDL2Java en la transformación Modelo-a-Texto 
psmSM.ESStubGenerator::generateAxisStub()
{
var wsdlAddress : String = self.wsdlAddress;
java("adapters.wsdl2java.WSDL2JavaAdapter",
"generateStubfrom",wsdlAddress,







Finalmente, el código Java para la fachada está dado en el listado A.1.8. El 
código inicializa el acceso al servicio ajeno y cada operación delega su ejecución al 
código del stub-Axis. Se resaltan en colores las operaciones delegadas. 
 






private GoogleSearchService service = new GoogleSearchServiceLocator();
private GoogleSearchPort port;













public GoogleSearchResult doGoogleSearch(String key, String q, int start, 
int maxResults, boolean filter, String restrict, 

















Generación de Servicios  
Propios Vistas  
de Clases de Negocio 
 
En este apéndice se incluye un ejemplo de implementación para el escenario 
2 (Generación de Servicios Propios como vistas de Clases de Negocio) de la estra-
tegia de generación de código (capítulo 7). 
Los modelos y metamodelos se han definido mediante el marco de trabajo del 
Eclipse Modeling Framework (EMF [55]). Las transformaciones de modelos utili-
zan los lenguajes QVT operacional de Together [56] y MOFScript [58]. El código 
final se genera con un compilador Java y con las herramientas Java2WSDL y 
WSDL2Java del marco de trabajo de Axis. Se incluyen extractos de código. El 
ejemplo completo se puede obtener en el sitio Web http://toolthesis-
iscrquinter.wikispaces.com. 
 
A.2.1 Modelo PIM de la Clase de Negocio  
 
El ejemplo está dado para una Clase de Negocio Producto (del Diagrama 
de Clases) cuyas operaciones desean ser expuestas como operaciones de un servicio 
propio. La clase Producto se muestra en la Figura A.2.1. en el editor EMF. Se 
enmarcan sus operaciones principales (getDescription, getPrice, se-









Figura A.2.1 Clase Producto como modelo EMF 
 
A.2.2 Primero paso: generación del servicio propio a 
partir de la Clase de Negocio  
 
En el primer paso de este escenario se parte de la Clase de Negocio anterior 
y, mediante el conjunto de transformaciones Modelo-A-Modelo que se explican a 
continuación, se genera el servicio propio que incluye las operaciones de la clase en 
el PIM de servicios.  
La transformación makeServiceAndPort (Listado A.2.1), es la trans-
formación central para obtener el servicio propio a partir de la Clase de Negocio. 
Asigna el nombre del servicio (Service.name) a partir del nombre de la clase 
(Class.name) y genera un puerto con todas las operaciones. 
Listado A.2.1 Transformación para generar el servicio propio a partir de la 
Clase de Negocio 
mapping makeServiceAndPort(in model: oowsBO::Class)
: kernel::OwnService {
init {
var allOperationsOneWay := model.operationClass
->select(o|o.returnType =  'void');



















Las transformaciones para la generación de las operaciones del servicio pro-
pio (makeOperationOneWay, makeOperationReqResp, makeParame-
ter) y sus parámetros, están dadas en el listado A.2.2. El tipo de operación a gene-
rar está dado por el tipo de valor de retorno. La clasificación se realiza en la trans-
formación anterior. 
 
Listado A.2.2 Transformación para generar el servicio propio a partir de la 
clase de Negocio 
mapping makeOperationOneWay(in operation: oowsBO::Operation): 
kernel::OneWayOp {
init {
var allParameters := operation.ParameterClass;
}
object {
name            := operation.name;
returnValueType := operation.returnType; 
parameters      += allParameters->collect(p|makeParameter(p)); 
}
}
mapping makeOperationReqResp(in operation: oowsBO::Operation): 
kernel::ReqRespOp {
init {
var allParameters := operation.ParameterClass;
}
object {
name            := operation.name;
returnValueType := operation.returnType; 
parameters      += allParameters->collect(p|makeParameter(p)); 
}
}








La Figura A.2.2 muestra el servicio propio ProductService generado a 
partir de la Clase de Negocio Product resultado de la transformación anterior. Se 
enmarcan las operaciones generadas (OneWay y Request-Response) que se han 










Figura A.2.2 Servicio propio ProductService generado a partir de Product 
 
A.2.3 Segundo paso: generación de las clases PSM para 
interfaz WSDL, fachada y skeletons  
 
En el segundo paso, se parte del PIM de servicio propio anterior para obtener 
el PSM de servicios para la generación de los skeleton Axis, interfaz WSDL y fa-
chada Java.  
La regla de transformación makeSkeleton genera el repositorio (OSSke-
letonAndWSDLGenerator) con los valores necesarios para la generación del 
skeleton y la interfaz WSDL. Se muestra en el listado A.2.3. 
Listado A.2.3 Regla de transformación makeSkeleton 
mapping makeSkeleton(in model: kernel::OwnService): 
psm_ws::OSSkeletonAndWSDLGenerator {
init {
var firstPort := model.getFirstPort();  
var allOperations := firstPort.operations;




wsdlAddress := 'http://localhost:8080/axis/services/' 
+ serviceName;
targetNameSpace := serviceName + 'Ns';
packageName:= serviceName + 'Pck';
classToDeploy := serviceName+'.java';
iosfacport := object psm_ws::IOSFacadePort { 










Las reglas de transformación makeOperation y makeParameter gene-
ran las operaciones y los parámetros del servicios propio. Su implementación es 
semejante al listado A.1.4, por lo que no se repite aquí. 
El PSM para la obtención del skeleton Axis, interfaz WSDL y la fachada Java 
generado por la transformación anterior está dado en la Figura A.2.3 Se enmarcan 






Figura A.2.3 PSM para generar skeleton y fachada 
 
A.2.4 Tercer paso: generación de la clase fachada Java 
 
En el tercer paso, un conjunto de transformaciones Modelo-A-Texto permiten 
la generación de la clase fachada Java, la cual posibilita a otros componentes softwa-
re su acoplamiento con el servicio propio que se está generando. Esta fachada tam-
bién se utilizará para la generación de código del servicio Web. 
El listado A.2.4 muestra la transformación central para la generación de la fa-
chada. Las partes principales de la misma obtienen: el inicio de la clase, atributos de 
infraestructura de la clase, el código de cada operación y el final de la clase. Cada 
uno de estos elementos se obtiene mediante transformaciones anidadas. 
 
214 










Listado A.2.5 Transformación generateJavaOp para generar cada opera-








var nParams: Integer = self.osparameter.size();
'public ' self.returnValueType ' ' self.name
'(' 





if (position() >= 1) 
{








var nParams: Integer = self.osparameter.size();






















El listado A.2.5 muestra la transformación anidada generateJavaOp, in-




La clase fachada Java generada (ProductServiceProductPortFaca-
de) a partir de esta transformación para el servicio propio del presente ejemplo, está 
dado por el listado A.2.6. La clase posee una referencia al objeto de negocio (resal-
tada en color rojo) y operaciones que delegan a las operaciones del mismo objeto 
(resaltadas en color azul). 
 
Listado A.2.6 Clase fachada del servicio propio ProductService 
public class ProductServiceProductPortFacade
{ 
private Product bo = new Product();






















A.2.5 Cuarto paso: generación de la interfaz WSDL de 
la clase fachada Java 
 
En el cuarto paso se hace uso de la herramienta Java2WSDL para obtener 
la interfaz WSDL de la clase fachada Java generada en el paso anterior. El listado 















<wsdl:operation name="setAuthor" parameterOrder="id name">
...
</wsdl:operation>
















A.2.6 Quinto paso: generación de las clases de enlace pa-
ra el skeleton 
 
En el quinto paso, con la interfaz WSDL antes generada y tomando como en-
trada en la herramienta WSDL2Java los valores del repositorio OSSkeleto-
nAndWSDLGenerator del PSM de servicios, se generan las clases de enlace 
(binding) para la implementación del skeleton. El código completo de estas clases se 
encuentra en el sitio Web http://toolthesis-iscrquinter.wikispaces.com. 
















El tercer escenario (Agregación y Composición de Servicios) se ilustra en el 
siguiente apéndice. Su estrategia MDA genera código para el lenguaje BPEL, consi-
derando como motor de ejecución al Oracle BPEL Process Manager. Se genera 
también una clase fachada que facilita el uso del servicio compuesto por los compo-
nentes software restantes. 
Los modelos y metamodelos se han definido mediante el marco de trabajo 
Eclipse Modeling Framework (EMF [55]). Las transformaciones de modelos utili-
zan los lenguajes QVT operacional de Together [56] y MOFScript [58]. Una parte 
del código final se genera con un compilador Java, el resto con las herramientas 
Java2WSDL y WSDL2Java del marco de trabajo Axis. 
A lo largo del ejemplo se muestran los extractos más importantes del código. 
El código completo se encuentra en el sitio Web http://toolthesis-
iscrquinter.wikispaces.com. 
 
A.3.1 Modelo PIM de agregación de servicios  
  
El ejemplo está dado para el servicio propio BestStoreService, expues-
to en el apartado 4.2.2.4 de esta tesis. Este servicio propio utiliza un par de servicios 
ajenos para su composición: Amazon y BNQuoteService. Su definición se 
muestra en el editor EMF de la Figura A.3.1 (dado el tamaño del modelo no se han 
expandido todas sus clases). Incluye el Modelo de Servicios y el Modelo Dinámico 
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de Composición de Servicios, ambos modelos están incluidos en uno sólo por la 
limitación del QVT operacional de Together, que en sus reglas de transformación 
sólo permite un modelo de entrada.  
Se enmarcan las dos operaciones del servicio compuesto (getBestStore y 
getBestPrice) y se muestra el MDCS para la operación getBestStore. Se 












Figura A.3.1 Modelo de Servicio BestStoreService como modelo EMF 
 
 
A.3.2 Primer paso: generación del PSM-BPEL con defi-
nición incompleta de variables 
 
En el primer paso, se parte del Modelo de Servicios anterior y, mediante un 
conjunto de transformaciones Modelo-A-Modelo, se genera el modelo PSM-BPEL 
que incluye solamente las variables definidas en el Modelo Dinámico de Composi-
ción de Servicios, sin incluir las variables para los mensajes de entrada/salida para 
llamadas a operaciones de servicios componente.  
La regla de transformación makeSkeleton se muestra en el listado A.3.1. 
Esta regla corresponde al servicio compuesto (CompositeServ) con el generador 
de skeleton e interfaz (CSSkeletonAndWSDLGenerator). El generador de 
skeleton es un repositorio de valores que incluye el nombre de la interfaz, su direc-
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ción WSDL, el espacio de nombres destino, el nombre del paquete y la clase Java. 
Se muestra en color azul la generación del repositorio. Se inicializa también la clase 
fachada (icsfacade) al servicio compuesto. Se muestra en color rojo. 
Listado A.3.1 Regla de transformación makeSkeleton 
mapping makeSkeleton(in model: kernel::CompositeServ): 
psm_bpel::CSSkeletonAndWSDLGenerator {
init {
var firstPort := model.getFirstPort();  
var allOperations := firstPort.operations;




wsdlAddress := 'http://localhost:8080/axis/services/' 
+ serviceName;
targetNameSpace := serviceName + 'Ns';
packageName := serviceName + 'Pck';
classToDeploy := serviceName+'.java';
icsfacade := object psm_bpel::ICSFacade { 










Las reglas makeOperation y makeParameter generan las operaciones 
para la fachada del servicio compuesto. Su definición está dada en el listado A.3.2. 
 
Listado A.3.2 Reglas makeOperation y makeParameter 




var allParameters := operation.parameters;
}
object {
name         := operation.name;
icsparameter += allParameters
->collect(p|makeParameter(p));
returnValueType := operation.returnValueType; 
}
}











La regla de transformación makeFacOperation se muestra en el listado 
A.3.3. Esta regla genera el código BPEL  a partir de la definición de la lógica de 
cada operación en el MDCS. Se resalta en color rojo la sección de generación de 
variables y en color azul se muestran extractos del código para generar la lógica de 
la operación (por razones de espacio no se muestra todo el detalle). 
 
Listado A.3.3 Regla de transformación makeFacOperation 














service.name + operation.mdcsOpDef.name; 
variable     += allVariables
->collect(v|makeBPELVariable(v));
variable     += object psm_bpel::Variable {





variable     += object psm_bpel::Variable {
name   := 'output';





initSeq := object psm_bpel::Sequence {













El modelo PSM-BPEL con definición incompleta de variables que se ha ge-
nerado por la transformación anterior se muestra en el editor EMF de la Figura 
A.3.2 (por el tamaño del modelo, algunas de sus clases no han sido expandidas). 
 Se enmarcan el generador de skeleton, y un ejemplo de PSM-BPEL generado 







Figura A.3.2 El PSM-BPEL con definición incompleta de variables 
 
A.3.3 Segundo paso: generación del PSM-BPEL con de-
finición completa de variables 
 
En el segundo paso, las variables faltantes de los mensajes de entrada/salida  
para las llamadas a las operaciones de los servicios componente, requieren de una 
transformación Modelo-A-Modelo adicional sobre el PSM-BPEL anterior.  
Para cada una de las actividades del PSM-BPEL, que invoca a una operación 
de un servicio componente, un conjunto de transformaciones generan los mensajes 
de entrada y/o salida necesarios para la llamada. El listado A.3.4 muestra un ejem-
plo de este proceso para la operación Invoke, implementado mediante el query 
QVT operacional generateVariables.  
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if  self.outputVar.oclIsUndefined() then
OrderedSet {
object psm_bpel::Variable {
name            := self.inputVar.varOpWS.name;







name            := self.inputVar.varOpWS.name;












Luego, se recorre el PSM-BPEL y se agregan las variables faltantes ya gene-
radas con  este tipo de query’s. La transformación central para agregar estas varia-
bles es addVariablesFaltantes. Se muestra en el listado A.3.5. 
 





var allActivities := bpelmodel.initSeq.activity;
var allActivitiesExceptFirst := allActivities
->excluding(allActivities->first())
->asOrderedSet();




var allVariables := 
getVariables(allActivitiesExceptFirstAndLast);







Aplicando las transformación anteriores se obtiene el PSM-BPEL con defini-
ción completa de variables que se muestra en la Figura A.3.3. Se enmarcan las va-







Figura A.3.3 PSM-BPEL con definición completa de variables 
 
Partiendo de este modelo lo siguiente, en el tercer paso del escenario se ge-
neran los artefactos necesarios para la ejecución del servicio propio compuesto. A 
continuación se muestran cada una de las transformaciones Modelo-A-Texto que se 
requieren para el entorno Oracle BPEL Process Manager. 
 
A.3.4 Tercer paso: generación de la operación compo-
nente como proceso BPEL 
 
Las transformaciones Modelo-A-Texto centrales para la generación de cada 
una de las operaciones del servicio propio compuesto como proceso BPEL, están 
dadas en el listado  A.3.6. La transformación generateBPELProcess controla 
las transformaciones anidadas restantes. La transformación generateProcess-
Begin genera el tope del proceso, generatexmlnsPartnerLinks genera el 
código para el enlace con los servicios componente y generateProcessEnd 
















'<process name="' self.name '"' newline(1)
tab(2) 'targetNamespace="' self.targetNSDef '"' newline(1)
tab(2) 'xmlns:tns="' self.targetNSDef '"' newline(1)
















































El listado A.3.7 muestra la transformación para generar el cuerpo del proceso 
BPEL. Para cada una de las actividades del proceso se define una transformación 
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que genera su código. El listado A.3.8 muestra, como ejemplo, la transformación 
generateReceive para para la operación Receive. 





'<receive partnerLink="'  self.partnerlink '"' newline(1)
tab(1) 'portType="tns:'   self.portType '"' newline(1)
tab(1) 'operation="'      self.operation '"' newline(1) 
tab(1) 'variable="'       self.variable '"' newline(1)




'<receive partnerLink="' self.partnerlink '"' newline(1)
tab(1) 'portType="' self.portType '"' newline(1)
tab(1) 'operation="' self.operation '"' newline(1) 
tab(1) 'variable="' self.variable newline(1)
tab(1) 'createInstance="' self.createInstance '" />' newline(1)
}
}   
 
Extractos del código BPEL generado con esta transformación para el ejem-
plo, están dados en los listados A.3.9 al A.3.12.  Muestra el tope del proceso, los 
partnerlinks, las variables y un extracto de la secuencia de actividades. 






































































A.3.5 Tercer paso: generación de la interfaz WSDL de la 
operación componente 
 
La interfaz WSDL de cada operación se obtiene mediante la transformación 
Modelo-A-Texto del listado A.3.13. La transformación incluye transformaciones 
anidadas para la generación del tope de la interfaz (generateDefinitionsTo-
pe), los tipos de datos (generateTypes), los mensajes (generateMessa-
ges), las interfaces WSDL importadas (generateImports), los puertos (ge-
neratePort), los partnerlinks (generatePartnerLinks) y el final (gene-
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rateDefinitionsBottoms). Por razones de espacio sólo se muestra el código 
para generar el puerto y los partnerLinks. 
 






















'<portType name="' self.name+'PT' '">' newline(1)
tab(1) '<operation name="' self.name '">' newline(1)
tab(2) '<input message="tns:' self.name 'RequestMessage"/>' newline(1)









'<plnk:partnerLinkType name="' p.partnerLinkType '">' newline(1)
if (p.myRole.trim().size() > 0)
{
tab(1) '<plnk:role name="' p.myRole.trim() '">' newline(1)
tab(2) '<plnk:portType name="tns:' self.name+'PT' '"/>' newline(1)
tab(1) '</plnk:role>' newline(1)
}
if (p.partnerRole.trim().size() > 0)
{
tab(1) '<plnk:role name="' p.partnerRole.trim() '">' newline(1)







Como ejemplo de interfaz WSDL generada, el listado A.3.14 muestra la co-
rrespondiente a la operación getBestStore. Se resaltan los elementos generados 
por la transformación anterior. 
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Listado A.3.14 Interfaz WSDL generada para la operación getBestStore 


























<part name="payload" element="tns:getBestStoreRequest" />
</message>
<message name="getBestStoreResponseMessage">















A.3.6 Tercer paso: generación de la interfaz envolvente 
WSDL de los servicios componente 
 
Para cada servicio componente es necesario definir una interfaz envolvente 
(wrapper) WSDL. Esta interfaz se genera con la transformación Modelo-A-Texto del 
Listado A.3.15.  La transformación identifica los partnerLink del proceso BPEL y 
genera para cada uno de ellos las secciones de la interfaz envolvente: el inicio (ge-
nerateWSDLWrapperBegin), la importación (generateWSDLWrapperIm-
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port), los partnerLinks (generateWSDLWrapperPartnerLinks) y el final 
(generateWSDLWrapperEnd). 
Listado A.3.15 Transformación para generar la interfaz envolvente WSDL a 
















'<?xml version="1.0" encoding="utf-8"?>' newline(1)
'<definitions  name="'self.partnerLinkType '"' newline(1)
tab(1) 'targetNamespace="' self.addressPort '"' newline(1)












tab(1) '<plnk:partnerLinkType name="' self.partnerLinkType '">' newline(1)
tab(2) '<plnk:role name="' self.partnerRole '">' newline(1)
tab(3) '<plnk:portType name="tns:' self.namePort '" />' newline(1)        





























A.3.7 Tercer paso: generación del descriptor de procesos 
 
Cada motor de ejecución BPEL requiere de un descriptor de procesos para los 
servicios compuestos que hospedará, por lo que es necesario definir una transforma-
ción Modelo-A-Texto para su generación. El Listado A.3.17 muestra la transforma-
ción. 










'<?xml version="1.0" encoding="UTF-8" ?>' newline(1)
'<BPELSuitcase>' newline(1)






tab(1) '<partnerLinkBinding name="' p.name '">' newline(1)
tab(2) '<property name ="wsdlLocation">' newline(1)
tab(3)


















Las transformaciones anidadas de la transformación generan: el tope del des-
criptor (generatebpelXMLBegin), las direcciones de las interfaces WSDL de 
los partnerlinks (generateWSDLlocations) y el final del descriptor (gene-
ratebpelXMLEnd). 
 El Listado A.3.18 ofrece el descriptor de procesos generado para el proceso 
getBestoreProcess. Se resaltan las direcciones de las interfaces WSDL de los 
partnerlinks. 
 
Listado A.3.18 Descriptor de proceso generado para getBestoreProcess 























A.3.8 Tercer paso: generación  del descriptor y el cons-
tructor del proyecto 
 
Para la construcción e instalación del código generado se utilizó el Ambiente 
Integrado de Desarrollo (AID) Oracle BPEL PM Designer y el compilador obant. 
Para que los servicios compuestos puedan ser utilizados en este AID y sea posible 
su construcción e instalación en el servidor de aplicaciones, es necesario la genera-
ción de un descriptor de proyecto y un constructor. Este par de artefactos se generan 
con las transformaciones Modelo-A-Texto de los Listados A.3.19 y A.3.20.  
La transformación del listado A.3.19 toma el nombre de la definición del 
proyecto (BPELSProcess.name) y genera el fichero XML (.project) del 




Listado A.3.19 Transformación para la generación del descriptor del proyecto 
psm_bpel.BPELSProcess::generateproject()
{
file("." + self.name + "project");
'<?xml version="1.0" encoding="UTF-8"?>' newline(1)
'<projectDescription>' newline(1)

















Igualmente, la transformación del listado A.3.20 toma el nombre del proceso 
y genera el constructor (build.xml). 
 





'<project name="' self.name '" default="main" basedir=".">' newline(1)
tab(1) '<property name="deploy" value="default"/>' newline(1)
tab(1) '<property name="rev" value="1.0"/>' newline(1)
tab(1) '<target name="main">' newline(1)









Finalmente los listados A.3.21 y A.3.22 muestra el descriptor y el constructor 






























Listado A.3.22 Constructor del proyecto generado 
<?xml version="1.0"?>











A.3.9 Últimos pasos: generación de fachadas para el ser-
vicio compuesto y operaciones componente 
 
La generación de las fachadas Java para el servicio compuesto y las opera-
ciones componente es realizada mediante transformaciones Modelo-A-Texto desde 
el PSM con definición completa de variables. Por ser semejante a las transformacio-
nes del escenario 2 se han omitido. Véase el apéndice 2 para un ejemplo de como se 












Este apéndice muestra un ejemplo de implementación del cuarto escenario, 
Especialización de servicios. Igual que en los apéndices anteriores contiene un 
ejemplo de aplicación de la estrategia MDA para el escenario mencionado. Como ha 
sido presentado en el capítulo 7, el escenario se implementa en dos etapas, siendo la 
primera (Transformación de la especialización de servicios en agregación de servi-
cios) la que se presenta aquí, puesto que la segunda es igual al escenario tres, del 
cual ya ha sido presentado un ejemplo en el Apéndice 3. 
Los modelos y metamodelos se han definido mediante el marco de trabajo del 
Eclipse Modeling Framework (EMF [55]). Las transformaciones de modelos utili-
zan los lenguajes QVT operacional de Together [56] y MOFScript [58].  
A lo largo del ejemplo se muestran los extractos más importantes del código. 
El código completo se encuentra en el sitio Web http://toolthesis-
iscrquinter.wikispaces.com. 
 
A.4.1 Modelo PIM de especialización de servicios  
  
El ejemplo está dado para la especialización del servicio ajeno TravelSer-
vice en el servicio propio TravelHotelService del apartado 4.2.2.2. En el 
servicio TravelService se especializa la operación getTripDetails. La 










Figura A.4.1 Modelo EMF de especialización de TravelService en Travel-
HotelService  
 
A.4.2 Primer y segundo paso: transformación de espe-
cialización a composición  
 
La transformación del servicio especializado a servicio compuesto se realiza 
mediante una transformación Modelo-A-Modelo. Los dos primeros pasos mencio-
nados en el apartado 7.2.4 para esta transformación (desde la Transformación de la 
especialización en agregación hasta la  Especialización de operaciones) se incluyen 
en la programación de este apartado.  
En el primer paso se copia el servicio derivado como un servicio compuesto, 
al que se agrega como servicio componente el servicio base. Este proceso es reali-
zado por la regla de transformación makeComposite, mostrada en el listado 
A.4.1. Esta regla recibe en su entrada el servicio derivado (ODerivedService) y 
agrega como componente el servicio base (model.obaservice). Se resalta en 







Listado A.4.1 Regla makeComposite 




name            := model.name;




agEndComponents += object kernel::AgEndComponent {








La Figura A.4.2 muestra el modelo resultante al convertir el servicio derivado 
en una composición.  Se enmarca el servicio derivado (TravelHotelService) 









Figura A.4.2 Servicio compuesto obtenido a partir del servicio especializado 
 
A la transformación anterior le resta una transformación adicional para espe-
cializar las operaciones (paso 2 del escenario). Esto se lleva a cabo con las trans-
formaciones toNewMDCS<Action>Op y toOneActionMDCSfor<Actio>Op. Del 
primer tipo el listado A.4.2 muestra el ejemplo para la operación ReqRespOp. Este 
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representa el caso en el que se refina la signatura de la operación, así como su lógi-
ca. La regla transforma el MDCS del servicio base en una nuevo que llama a la 
acción original, agregando las nuevas acciones de la operación especializada. Se 
resalta la sección de la regla que lleva a cabo esta tarea. 
 




var nameOperationSpec := self.mdcsOp.name;





var typeOpBaseService := opBaseService.returnValueType;
var serviceAc := object kernel::ServiceAc {
name         := opBaseService.port.service.name;
operationsAc := object kernel::OperationAc {

















name        := self.name;
returnValue := self.returnValue;
variable    := self.variable;
variable    += object kernel::Variable {
name := '_resp' + serviceAc.name + serviceAc.operationsAc.name;
type := typeOpBaseService
}; 
action      += newAction;





Del segundo tipo el listado A.4.3 muestra el ejemplo para la operación Req-
RespOp del servicio base que no se especializa. Esta operación genera un MDCS 
en el servicio derivado que posee una acción que invoca a la operación original del 
servicio base. La regla de transformación toOneActionMDCSforReqRespOp 
crea la operación en el servicio derivado  y agrega un MDCS con una sola acción 










var serviceAc := object kernel::ServiceAc {
name  := self.port.service.name;
operationsAc := object kernel::OperationAc {


















name        := self.name;
returnValue := '_resp' + serviceAc.name
+ serviceAc.operationsAc.name;
variable    += object kernel::Variable
{









El servicio compuesto final, con la operación especializada getTripDe-


















Figura A.4.3 Servicio compuesto final con operaciones especializadas 
 
A.4.3 Últimos pasos: generación de código a partir de la 
agregación de servicios  
 
Una vez obtenido el servicio compuesto anterior la generación de código 
termina aplicando los pasos de transformación del escenario tres (pasos tres y cua-
tro del escenario). Puesto que ya se ha expuesto un ejemplo de este escenario, no se 











Se han utilizado los lenguajes de transformación de modelos QVT y MOFS-
cript para la implementación de los escenarios. Este apéndice ofrece una explicación 
breve de ambos. 
 
A.5.1 QVT: el lenguaje de transformación de modelos 
 
QVT es resultado de una solicitud de propuesta (Request for proposal-RFP) 
de la OMG sobre la necesidad de un lenguaje de transformación de modelos que sea 
compatible con las tecnologías restantes del MDA (UML, MOF, OCL, etc.).  
La especificación de QVT tiene una doble naturaleza (ver Figura A.5.1) : de-
clarativa e imperativa. La parte declarativa se divide a su vez en una arquitectura de 
dos capas: relacional (Relations) y núcleo (Core). 
 
 




Cada capa se organiza de la siguiente manera: 
 
• La capa relacional posee un metamodelo y un lenguaje que soporta 
patrones complejos de empate de objetos, así como la creación de 
los mismos. También tiene la capacidad implícita de crear de crear 
trazas entre elementos de modelado correspondidos durante las 
transformaciones. 
• La capa núcleo posee también un metamodelo y un lenguaje defini-
dos usando un conjunto de extensiones mínimas a EMOF (Essential 
MOF) [57] y OCL. Todas las clases que representan trazas se defi-
nen explícitamente como modelos MOF y la creación y eliminación 
de sus instancias se definen de la misma forma como se define la 
creación y eliminación de cualquier otro objeto. 
 
A.5.1.1  Las relaciones 
 
Permiten especificar de manera declarativa relaciones entre modelos MOF. 
Las relaciones pueden también evaluar que otras se cumplan entre elementos parti-
culares de modelado que han sido empatados por los patrones de relación. La 
semántica de las relaciones se define mediante lenguaje natural y lógica de predica-
dos así como también mediante una transformación estándar para cualquier modelo 
de relaciones y modelo núcleo con semántica equivalente. Esta transformación pue-
de utilizarse como una semántica formal para la relaciones o como una forma de 
traducir un modelo de relaciones a un modelo núcleo para ejecución sobre un motor 
que implemente la semántica del núcleo. 
 
A.5.1.2 El núcleo 
 
Es un pequeño modelo/lenguaje que sólo soporta empatamiento de patrones 
evaluando condiciones sobre un conjunto de variables contra un conjunto de mode-
los. El núcleo trata a todos los elementos de modelado -tanto de los modelos fuente, 
destino y de traza- de manera simétrica. Tiene la misma potencia del lenguaje de 
relaciones y, por su relativa simplicidad, su semántica se puede definir de manera 
más simple, aunque la descripción de transformaciones requieren más detalle. A 
diferencia de las relaciones donde los modelos de traza se pueden deducir de la 
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descripción de las traducciones, aquí no es posible y deben ser explícitamente defi-
nidas.  El modelo núcleo se puede implementar directamente o utilizarse como refe-
rencia para la semántica de las relaciones, las cuales se corresponden al núcleo.  
A.5.1.3 Implementaciones imperativas 
 
Además de los lenguajes de relaciones y núcleo, existen dos mecanismos para 
invocar implementaciones imperativas de transformaciones desde el lenguaje de 
relaciones o el núcleo: un lenguaje estándar, de Mapeos Operacionales (Operational 
Mappings); así como uno no estándar, de Operaciones MOF de caja-negra (Black-
box MOF Operation). Cada relación define una clase la cual será instanciada para 
trazas entre elementos de modelado que están siendo transformados y que a su vez 
tiene mapeos uno-a-uno a un operación que implementa un Mapeo Operacional o 
una Operación MOF de caja-negra. 
 
A.5.1.4 El lenguaje de Mapeo Operacional 
 
Es un lenguaje que provee extensiones OCL con efectos laterales que permi-
ten un estilo más procedural y una sintaxis concreta  familiar para los programado-
res imperativos. Los mapeos operacionales permiten implementar una o más rela-
ciones cuando resulta difícil ofrecer una especificación puramente declarativa sobre 
como una relación se debe poblar. Una transformación completa puede escribirse en 
este lenguaje en un estilo imperativo. Una transformación escrita completamente 
usando Mapeos Operacionales es llamada transformación operacional. 
 
A.5.1.5 Implementaciones de caja negra 
 
Permite la implementación de operaciones que no es posible realizar con los 
lenguajes anteriores. Es una forma de crear conectores (plug-ins) a la infraestructura 
QVT existente, con lo cual es posible por ejemplo: crear algoritmos complejos que 
se puedan codificar en cualquier lenguaje de programación, utilizar bibliotecas de 
dominios específicos (matemáticas, estadísticas, etc.) o facilitar la implementación 
de algunas partes complicadas de alguna transformación. 
 
A.5.1.6 Escenarios de ejecución 
 
La semántica del lenguaje núcleo (o relacional) permite los siguientes escena-




• Transformaciones check-only para verificar que los modelos están 
relacionados de alguna manera. 
• Transformaciones en un solo sentido. 
• Transformaciones bi-direccionales. 
• La habilidad de establecer relaciones entre modelos pre-existentes. 
• Actualizaciones incrementales (en cualquier dirección) cuando un 
modelo relacionado ha sido cambiado después de una ejecución ini-
cial. 
• La habilidad de crear y eliminar objetos y valores, así como también 
la capacidad de especificar cuales objetos y valores no deben ser 
modificados. 
 
Los mapeos operacionales y de caja-negra restringen estos escenarios permi-
tiendo solamente transformaciones en una sola dirección. La transformación bi-
direccional solamente es posible si se provee la transformación inversa de manera 
separada. Las capacidades restantes, sin embargo, están disponibles con las ejecu-
ciones imperativas e híbridas. 
En particular la versión QVT Borland Together[56] que ha sido utilizada para 
la implementación de transformación de modelos de esta tesis utiliza  implementa 
solamente mapeos operacionales. Es una versión, que aunque no posee todas las 
capacidades de la especificación OMG, ha permitido la implementación de las trans-
formaciones de modelos centrales del presente trabajo de investigación (PIM-PIM, 
PIM-PSM y PSM-PSM).  
 
A.5.2 MOFScript: el lenguaje de generación de código a 
partir de modelos 
 
Aunque la herramienta seleccionada (Borland Together) posee la capacidad 
de llevar a cabo transformaciones Model-A-Texto, sus posibilidades se basan en el 
manejo de las clases de implementación Java del metamodelo EMF y el uso particu-
lar de las facilidades de manejo de entrada-salida del lenguaje. Revisando las opcio-
nes alternativas y buscando una mejor (especialmente enfocada a la generación de 
texto a partir de modelos MOF) se ha optado por la alternativa MOFScript[58] que 
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constituye una de las primeras respuestas a la solicitud de propuestas de la OMG. 
Aunque a la fecha no ha sido aceptada completamente como la opción a utilizar en 
MDA, en la práctica y experiencia que se ha tenido ha resultado suficiente para la 
implementación de las transformaciones requeridas para esta tesis. A continuación 
una discusión breve de la herramienta. 
A.5.2.1 Aspectos generales de MOFScript 
 
MOFScript representa una respuesta a la solicitud de propuesta (RFP) de la 
OMG para el soporte del paso de transformación de modelos a representaciones 
textuales que permitan la generación de artefactos útiles a partir de modelos, tales 
como código específico de plataforma o documentación. 
MOFScript es un subproyecto de Eclipse que busca cubrir los siguientes as-
pectos en el contexto de generación de texto en ingeniería de software: 
• Generación de texto a partir de modelos MOF. 
• Ofrecer mecanismos de control, tales como manejo de ciclos y esta-
tutos condicionales. 
• Tener capacidad para manejo de strings. 
• Tener capacidad de salida de expresiones que hacen referencia a 
elementos de modelado. 
• Tener la capacidad de especificar archivos de salida para la genera-
ción de texto. 
• Trazabilidad entre modelos y texto generado. 
• Ofrecer una interfaz fácil de usar. 
 
La implementación actual de MOFScript soporta las tareas de análisis sintác-
tico, verificación, edición y ejecución de código MOFScript. 
 
A.5.2.2 Arquitectura MOFScript 
 
La herramienta MOFScript está construida con una arquitectura de dos nive-
les (ver Figura A.5.2): de componentes de la herramienta (MOFScript Tool Compo-
nents)  y de componentes de servicios (MOFScript Service Components). Los com-
ponentes de herramientas son herramientas de usuario final que ofrecen capacidades 
de edición e interacción con los servicios. Los servicios ofrecen las capacidades  de 
análisis sintáctico, verficación y ejecución del lenguaje de transformación.  
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El lenguaje se representa mediante un modelo EMF (llamado modelo MOFS-
cript) que se construye mediante el analizador sintáctico. Este modelo se utiliza  
para la verificación semántica y ejecución. La herramienta MOFScript se implemen-
ta como un conector (plug-in) Eclipse utilizando el conector EMF para el manejo de 
modelos y metamodelos. 
 
 
Figura A.5.2 Arquitectura MOFScript 
 
Los componentes de servicios consisten de las siguientes partes: el gestor de 
modelos (Model Manager), un componente basado en EMF que permite la adminis-
tración de los modelos MOFScript. Los analizadores lexicográficos y sintácticos 
responsables  del análisis sintáctico  de las definiciones textuales de las transforma-
ciones MOFScript y de la construcción del modelo MOFScript usando el gestor de 
modelos. El verificador semático (Semantic Checker) provee funcionalidad para la 
verificación correcta de transformación con respecto a las reglas llamadas, referen-
cias a los elementos del metamodelo, entre otros aspectos. El motor de ejecución 
(Execution Engine) maneja la ejecución de la transformación, interpretando un mo-
delo y produciendo la salida textual. El sincronizador de texto (Text Synchronizer) 
maneja la trazabilidad entre el texto generado y el modelo original, buscando sin-
cronizar el texto en respuesta a cambios en el modelo y viceversa. 
MOFScript es desarrollado por una comunidad en SINTEF, soportado y pro-
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