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ABSTRACT 
The software development process is a complex human, intellectual 
and labor-intensive activity and human related factors have shown 
to be the most significant contributors to software system failures. 
Lacking the ability to identify or quantify these factors, software 
practitioners will not learn from the failures caused by them. 
Although, social factors give rise to high failure rates in software 
development projects they tend to be ignored. Business continues 
as usual. The inability for software engineers to attain a holistic and 
inclusive approach will leave the social dimension out and 
undermine the realization of a fully sustainable software 
development process.  
This paper builds on the master’s thesis with the same title 
completed in December 2019 at Stockholm University. The thesis 
demonstrates how research literature on software development 
processes addresses (or not) the social dimension of sustainability 
from a holistic point of view. The results indicate that the practice 
of dealing holistically with complexity including the social 
dimension is still underdeveloped. Further research is suggested 
regarding the development of adequate supporting tools, social 
skills, and managerial attitudes and behaviors.  
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1 Introduction 
“We take the view that all design has an impact on sustainability and all 
software has an impact on the world. Therefore, it is the responsibility of 
those who are involved in the creation of software to consider this impact 
carefully” [1] 
 
Sustainable computing is an emerging research field in computer 
and systems science (CSS). It draws attention to the wider impact 
software systems have both within and beyond the software 
community [1] [2]. Here, sustainable computing denotes the act of 
responsibility when designing algorithms and developing systems 
within the software development process (SDP), i.e., how to 
produce software systems that are predictable over time and guided 
by what is morally right [3]. This should not be confused with 
sustainable Human-Computer-Interaction (HCI) research, where 
HCI is a large interdisciplinary research field focusing on the end 
users’ computing satisfaction seen through the interaction, or 
dialogue, with a computer [4]. Being responsible refers to the 
degree software engineers adhere to their code of ethics, facilitated 
by both ACM [40] and IEEE [41], and to protect the public.  
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CSS carries the ability to provide us with technical solutions that 
can enable and facilitate us in our quest for a sustainable future. 
Still, researchers point at our limited knowledge about the social 
and ethical consequences these abilities hold [1]. The software 
development process (SDP), which is the focus of this paper, is 
traditionally perceived as a pure engineering research belonging to 
the ‘technical’ school where social and ethical considerations have 
been neglected. As will be argued, this view is highly unfortunate 
and needs to be challenged. 
 
When elaborating on sustainability, the most frequently used 
definition is the one presented in the Brundtland Report [5] saying 
that the needs of the present should be met without compromising 
the ability of future generations to meet their own needs. The focus 
of [5] is sustainable development, i.e. what we need to do in order 
to attain the state of sustainability. The concept sustainability is not 
seldom used in short for sustainable development. In CSS the 
concept sustainability is often used to express purely technical 
aspects, such as durability, maintenance or serviceability. These 
aspects are traditionally not dealt with holistically, including social 
and ecological perspectives. In this paper sustainability refers to the 
holistic and inclusive process of balancing the three dimensions of 
ecology, social aspects and economics in order to attain a 
sustainable state. Balancing the complex interrelatedness between 
these three dimensions requires a systemic and holistic approach. 
The aim of this study is to investigate how the social dimension is 
addressed and holistically interrelated in SDP literature. 
 
Many researchers have found it difficult to find definitive 
formulations for the concept of sustainability. A suggested reason 
for this is the wicked, or fluid, nature of this concept [6]. It is 
persisting and subjected to constant redefinition and resolution in 
different ways over time [7][8]. Due to the paradoxes, changing 
requirement and complex interdependencies that wicked problems 
hold, they cannot easily be modeled by traditional scientific 
approaches [9]. The difficulty of dealing with complexity within 
the computational field can explain the inability to agree on a 
cohesive and explicit definition of sustainability [1][2][8]. 
According to [8], this inability causes fragmentation of the 
understanding of the concept and is thereby becoming a source of 
uncertainty itself,  
 
The inability to define and conceptualize wicked and complex 
problems, like sustainability, tend to divide CSS into two 
worldviews: 
• Computational thinking refers to the conceptual toolkit used 
by computer professionals for problem-solving. They look for 
algorithmic solutions to problems, in terms of data 
manipulation and process control [7]. The concept will be 
elaborated on further in the next section. 
• Holistic Thinking, in opposition to computational thinking, 
acknowledges the complexity that computer systems are 
embedded in. When applying a holistic approach, it becomes 
 
1 In this paper failure is referring to failing to deliver stable software products that 
correspond to end users’ needs and expectations, due to social factors. The level of 
important to understand how social contexts, involving 
normative and ethical values, produce biases that influence 
software computing [1][9].  
 
As will be discussed in the next section, the complex SDP is a 
mixture of technology, people, and management systems, still, CSS 
research on sustainability is not yet able to attain a holistic and 
inclusive approach [1][7][8][9]. The tendency is to concentrate 
mainly on the ecological and economic dimension of sustainability, 
leaving out the social aspects (also observed by [2]). According to 
[10], the social dimension of sustainability is devalued in the SDP. 
He stresses the fact that for the last 40 years’ research on “software 
psychology” has had a minimal impact on software engineer 
professionals. Further, he argues that when examining the major 
software system failures, the larger part of the reasons eventually 
narrows down to human factors. 
 
This paper builds on the master thesis [39] where the research 
problem raised is twofold: social factors that give rise to high 
failure rates of software development projects tend to be ignored, 
due to the challenges involved; and the inability to attain a holistic 
and inclusive approach will leave the social dimension out and 
undermine the realization of a sustainable software development 
process.  
 
The research question addressing these problems is the following: 
How does software development process literature address the 
social dimension of sustainability?  
 
The next section provides background information. Section III 
covers research strategy and outcomes; section IV presents a 
summary of the results together with key findings. Section V holds 
discussion and limitations, and lastly, section VI offer concluding 
reflections. 
2 Background 
2.1  The Complex Software Development Process 
Software systems and products are not only developed to assist us 
in making decisions in a complex environment, but they are also 
complex enterprises in themselves. Many things can go wrong. The 
social dimension of sustainability constitutes an intangible space 
that influences software engineering and gives rise to software 
failures1. Each year enormous amounts of money are wasted on 
failed software projects with failure rates up to 85 % [12]. The 
research of Cerpa and Verner [12] shows that 5-15 % of the projects 
are abandoned before or shortly after delivery, proving inadequate. 
Despite extensive literature and research for the last 40 years’ 
software development projects still fail for the same reasons, e.g. 
inadequate requirements and staff, de-motivating management, and 
adding staff late in the process. They are all examples of human 
factors relating to the social dimension. According to [12] there is 
success is correspondingly understood to refer to the ability to reduce failure rates (For 
further reading on SDP failures [11][12][13][14][45] are suggested). 
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a perception that software quality is not improving but getting 
worse. 
 
The complexity of the software development processes (SDP) 
depends on many structural and managerial factors. From a 
managerial perspective the overall development process can be 
divided into five central components that consume the project: 
time, resources, money, scope, and quality [15], see figure 1.  
  
 
Figure 1. A holistic interpretation [15] 
 
Figure 1. also illustrates the two main processes needed to produce 
a software product, project management (10-20 % of the whole 
project, defining, planning and controlling) and the development 
process (the actual work being done).  
 
Software development is all about the process. It is the fundament 
that all software projects are based on. The first software process 
model known, the stage-wise approach (later called the Waterfall 
model), was defined in 1956 by Herbet D Bennington. Since the 
50’s, process models have evolved to handle the growing 
complexity of projects dealing with more dynamic problem 
domains [15]. [15] identify four main categories of process models 
that capture the quintessence of all existing models. In table 1. they 
are organized in a matrix divided into high and low uncertainty of 
requirement respective complexity of system: incremental models 
are suited for processes with low uncertainty and high complexity 
(e.g. the Cleanroom approach); the conventional models for 
processes with both low uncertainty and low complexity (e.g. the 
Waterfall approach); the “throw-away prototype” models for 
processes with high uncertainty and high complexity (also called 
close-ended prototyping ); and fourthly the evolutionary process 
models suited for high uncertainty and low complexity (e.g. Rapid 
Application Development and Agile approaches). 
 
 
Table 1. Selecting appropriate process models [15] 
 
A contextual approach to software development further discloses 
the complexity involved in the process. Although the literature on 
the complexity of software development processes is vast, less 
attention has been given the situational contexts in which the 
processes are embedded [9]. The continuously changing situations 
in the different stages of the development process make the attempt 
to harmonize a process with its context discomforting since it is 
beyond our ability to fully control [16]. Before deciding on the most 
appropriate process model to adopt to a software project, 
developers need to take a wide range of contextual factors into 
account. To aid software developers in keeping track of all possible 
contextual factors, [17] have taken the initiative to the Situational 
Factors Reference Framework (figure 2.). The framework arranges 
44 contextual factors, which are linked to 157 sub-factors, factors 
known to affect the software development process.  
 
 
Figure 2. Situational factors affecting the SDP [17] 
 
Given the fundamentals and the prerequisites needed for a 
successful SDP the social dimension is still not considered. Yet “a 
successful software project is the result of a complex process 
involving, above all, people” [18]. The complex process of 
contemporary software development involves many stakeholders, 
e.g. product owners, project managers, quality assurance teams, 
and software developers. [10] emphases the important role human-
related factors play in software development, such as selection of 
the right people for a team. Emotions, moods, and feelings are other 
factors that have shown correlating with individual task progression 
according to him. 
 
Social factors are closely linked to ethical and normative 
considerations. Decisions made by individuals on one level will 
affect people on other levels or induce a situational change in 
different layers. To take responsibility for the consequences one’s 
actions afflict on other stakeholders in the development process is 




as an important perspective on complexity as the previously 
mentioned ones. [3] stresses the need for elaborated and more 
specified ethical codes of conduct to aid each software engineer to 
become aware of the ethical impact of their decisions through the 
whole SDP. Figure 3. illustrates the interdependency between 
different social layers affecting, and likewise being affected by the 
SDP. [3] states that software engineering has been ascribed bad 
reputation regarding the avoidance of taking responsibility for 
failed software systems in the past, playing “the Blame Game”. He 
stresses the “importance that software engineers behave in a way 
that upholds their profession. They have to be professionally 
responsible, adhere to their code of ethics and protect the public” 
[3]. 
 
Figure 3. The software engineering code of ethics pyramid [3] 
  
2.2  Computational Thinking - the Root Problem 
Computational Thinking (CT) is a fundamentally reductionistic 
approach. From this perspective technology is perceived as a 
neutral phenomenon, derived from inputs and outputs in the 
computer systems. Computational problems are tackled by 
reducing them to a set of discrete variables that can be mapped onto 
abstract data types, and to a set of algorithmic steps for 
manipulating these types of data. In the process, multiple 
perspectives on the nature of the problem are lost. CT ignores the 
fact that any expressions of “the problem to be solved” is the result 
of an ongoing negotiation between the competing needs of a variety 
of stakeholders. Translating problems into components that can be 
solved with computers, establish a selective lens through which the 
world is viewed. From this follows that problems, not easily 
decomposable (e.g. ethical dilemmas, value judgements, societal 
change, etc.) will be neglected. This neglect will lead to practices 
that undermine sustainability [7]. 
 
Easterbrook [7] continues saying that while attempting to solve all 
problems through algorithmic means computer professionals may 
fail to perceive those problems that cannot be expressed using 
abstractions of CT. Oversimplifying complex social problems 
computer professionals nurture an impoverished approach when 
dealing with such complex matters as sustainability. Building for 
sustainable computing, or sustainable software use in general, both 
[7] and [9] stress the need to deal more critically with the 
reductionism cultivated in the computational field.  
 
One of the main challenges in establishing a sustainable approach 
within computational sciences is the grounded positivistic 
traditions of CT [7]. The tendency to divide the world into problem 
types and solution types stands in sharp contrast to the need for 
embracing complexity and an interdisciplinary, or holistic, mindset 
[9][19]. Sustainability demands a more systemic approach to the 
tight interrelations between technology, human behavior, and 
environmental impacts. It risks being undermined when practices 
are based on problems reduced to their computational components. 
Still, as was mentioned earlier, trying to define sustainability may 
result in unsustainable outcomes, caused by the locking-in effects 
of definition, and thereby failing to address the complexity 
2.3  Sustainable Computing and the Holistic Lens 
Sustainability research is lacking, and even absent in several 
domains of CSS [7][9][14]. The research on sustainability that does 
exist tends to focus solely on ecology and economy, leaving the 
third pillar of sustainability out, the social dimension. With its 
many dimension’s sustainability transcends multiple disciplines 
and require cross-disciplinary expertise [1]. A precondition for 
acting sustainable is the ability to put on a “holistic lens”, allowing 
reflection and the inclusion of different perspectives. CSS may be 
a multidisciplinary field but acting sustainable and applying an 
interdisciplinary mindset is something completely different. [19] 
argues that to be able to base proposals on approaches and dialogue 
between different disciplines, you need to involve complex 
thinking, which enables the inclusion of different perspectives, 
connecting and discussing them. What characterizes this kind of 
thinking is the inclusion of different variables, instead of reducing 
phenomena to what is known and previously defined. It offers more 
than a limited understanding of the current phenomena of 
production, it enables people “to envision a future not limited to 
dual relationships” [19].  
 
Based on human culture and society, sustainability is a normative 
concept, including aspects as justice, equality, and responsibility. 
[9] argues that Information and Communication Technology (ICT) 
is part of the cultural context and thereby also embeds normative 
values. The main problem with most of the research on sustainable 
computing is the neglect of these values [20]. The literature lifts 
several obstacles to a fully inclusive and holistic approach within 
the CSS. One of the central obstacles, which both [9] and [3] 
mention, is that focus most of the time is directed to the calculated 
impact of technology, or on ICT as a tool solving practical 
problems. ICT is thus treated as a neutral system to be used or 
studied. Yet, [9] states, if computers are seen as mere tools without 
accounting for the biases embedded in the cultural context and 
history from where computing departs, problems and blind spots 
will appear, e.g. the Heider-Simmel Illusion [48] illustrates how 
simple shapes are moving in a supposedly random manner, when 
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in fact they are neither value neutral nor moving randomly2. The 
misconception regarding computing as a strict problem-solving 
activity, free from ethical deliberations, reinforces the perception 
that computing is an ethically neutral practice, according to [3]. 
Software engineers are taught that logic equals problem-solving, 
not the calculating of the impact probable consequences of software 
design may cause. This attitude hinders computer professionals’ 
ability to contemplate on possible solutions beyond what is 
specified by the system.  
 
According to [1], sustainability problems are usually dilemmas to 
be addressed, not problems to be solved. They remind us that 
“success may be a moving target”, and stress the need for 
conceptual models, techniques, and tools that support us in 
communicating, representing, and visualizing relationships 
between software, systems, and particular aspects of sustainability 
in their social, economic, and natural environment. In an attempt to 
address the inability software engineering show in dealing with 
complexity, they introduce a cross-disciplinary initiative called the 
Karlskrona Manifesto for Sustainable Design (and Software).  
2.4  The Social Dimension of Sustainability 
Sustainability is usually thought of as composed of three 
overlapping, mutually dependent goals: a) to live in a way that is 
environmentally sustainable, or viable over the very long-term, b) 
to live in a way that is economically sustainable, maintaining living 
standards over the long-term, and c) to live in a way that is socially 
sustainable, now and in the future [21]. In order to safeguard natural 
systems, viable social systems are essential. However, social 
sustainability is regarded as the least developed dimension of 
sustainability [22]. Reviews on general social sustainable literature 
show that the concept has either been under-theorized or 
oversimplified. Authors and policymakers tend to derive 
definitions of social sustainability from their specific professional 
context, making it a challenge to attain a general definition [22]. 
 
When it comes to the influence social mechanisms, such as human 
factors, have on the SDP, studies to date have only scratched the 
surface, according to [10]. He argues that one reason for this lack 
of attention is that programming has not been studied as an 
individual cognitive activity. Researchers have not looked at 
personality traits. Regarding the complexity in high-level software 
development, it involves a range of people and activities. Ignoring 
human aspects, or not managing them appropriately, can potentially 
have a huge impact on the SDP, and team effectiveness [18]. [1] 
suggest a sub-category to the social dimensions, the individual 
dimension. It refers to the well-being of humans as individuals and 
should be seen as an integrated part of the social dimension. 
According to them, software sustainability can only be achieved 
when social, financial, and technical sustainability aspects of an 
organization are interdependently dealt with.  
 
 
2 See the animation here: https://www.youtube.com/watch?v=VTNmLt7QX8E 
When presenting their strategic approach to social sustainability, 
[23] depart from the Framework for Strategic Sustainable 
Development (FSSD) developed by [24]. The framework builds on 
eight sustainable principles, or mechanisms, acting boundary 
“guardians”.  Five of these principles address the social dimension, 
claiming that, in a socially sustainable society, people are not 
subject to structural obstacles to: health, influence, competence, 
impartiality, and meaning making [24]. FSSD is a model initially 
developed to support organizations in their work with sustainable 
development on a strategic level.  
 
According to [10] “[it] is impossible to exclude the human factors 
from software engineering expertise during software development 
because software is developed by people, for people”. He continues 
saying that human errors are much more difficult for developers to 
deal with and are therefore overlooked in the SDP. Software 
developers rather move on to problems they are better acquainted 
with, i.e., technical problems [10]. The continuation of 
“dependence on abstract mathematical models to capture idealized 
behavior rather than what happens in the world” is more likely to 
be encouraged [7]. 
3  Research Strategy and Outcomes 
3.1  Strategy 
A systematic literature review (SLR) was conducted following the 
guidelines suggested by [25]. The choice to target literature 
oriented to the SDP specifically is motivated by the high failure 
rates detected among software development projects and the 
complexity involved in the process. Social factors have shown to 
be the predominant cause to these failures, which urges a closer 
look at how the social dimension of the SDP is addressed and 
whether a holistic approach is applied when doing so. The search 
has been narrowed to digital libraries belonging to the CSS filed. 
ACM and IEEE have been selected due to their scope and 
prominence. To identify relevant literature relating to the research 
question “software development process” were selected as the main 
search criteria and sustain* and holistic* were chosen as sub search 
criteria’s, targeting titles and abstracts. 
 
• “Software Development Process” (SDP) - SDP was chosen as 
the main criteria because it embraces the whole process, from 
contracting, coding to the complete software systems. The 
SDP constitutes a complex whole where all the sustainable 
aspects come together: ecologic, social and economic. 
Therefore, SDP offer a suitable frame for this study.  
• Sustain* - Word combinations of “sustain-” are expected to 
catch what sustainability implies in relation to the SDP, and it 
may also include obstacles that hinder SDP to become 
sustainable.  
• Holistic* - When elaborating on sustainability from the 
Brundtland report [5] perspective, holistic is the word 




normally used to conceptualize the integrating act of balancing 
the three dimensions, ecology, social and economic. It could 
be argued that holistic is not a term that would normally be 
used by the CSS community. That makes sense if 
sustainability is used as a technological term for maintenance 
or durability. Research show that a holistic approach is key to 
sustainable computing, and since sustainability is used and 
understood as a comprehensive term in this study, choosing 
the corresponding search-word holistic becomes unavoidable. 
Previous research is urging for interdisciplinary and holistic 
approaches within CSS to handle the complexity and 
anomalies caused by CT. Matches to the search word 
“holistic” are expected to inform us if a holistic approach is 
applied in practice, and if then how. 
 
One could argue that ‘social’ should have been added in the search 
string. The point here is to see how social aspects are incorporated 
in a holistic and sustainable perspective, i.e. including all three 
dimensions, ecology, social and economic. Using the wide concept 
‘social’ as a search criterion would lead to much broader scope of 
SDP going beyond sustainability and a holistic perspective, which 
also has been shown in the results. Therefore, searching for social 
aspects is part of a second coding strategy.  
 
The review is concept centric, meaning that the concepts derived 
from the search will determine the organizing framework of the 
review. The articles that use the concepts sustain* and holistic* two 
times or less has been excluded. The remaining articles have been 
synthesized guided by approaches related to the three sub-
questions. The review has been performed in an explorative and 
iterative mode, adding layers of perspectives along the way. 
3.2  Outcomes 
The literature search resulted in 47 articles in total (see table 2.). 
Except for one article that appeared both in IEEE and ACM, the 
data are derived mainly from IEEE. 
 
In a first coding process a word count was conducted to get an 
overview of the distribution of the two sub-search criteria. The 
appearance of the concepts was divided into the categories: title, 
abstract, and text. The findings offered an indication of what 
articles were relevant for the study (see appendix 1.). After having 
scanned the articles and investigating how the concepts were 
attributed, articles mentioning the concepts two times or less was 
regarded as irrelevant, 25 articles remained for scrutiny. 
 
 
Table 2. Articles Collected 
 
To facilitate the answering of the research question, three sub-
questions were used: SQ1 - How is the concept sustainability 
addressed? – Several studies have already been made reviewing 
how sustainability is defined in computer and systems science in 
general. The main purpose of this question is to give perspective on 
how the concept is used and explained within a SDP context. SQ2 
- Is a holistic approach applied when relating to sustainability? – 
The definition of sustainability used here implies a holistic 
approach. Holistic refers to the balancing of the three dimensions 
of sustainability: ecological, social, and economic. This question 
intends to explore how the literature relate to the concept holistic. 
It is also expected to give an indication of how the three dimensions 
of sustainability is dealt with in relation to each other. SQ3 - What 
social aspects are highlighted and of influence on the SDP? – The 
reason to identify social aspects is not due to lack of knowledge 
about their existence, rather it is how they are approached if 
addressed at all. Is there any attempt to integrate the social 
dimension of sustainability into the SDP, if so, then how? 
 
In order to derive answers from the collected material, elaborative 
questions were formulated relating to the two first sub-questions. 
Meanwhile, performing this data search social aspects relating to 
the SDP emerged that was equally searched for in all articles in 
order to get a more comprehensive picture of how, if, and why 
social aspects could be of importance to the SDP. Those aspects 
that appeared to have a direct influence on the SDP were filtered 
out, processed and summarized into three categories: challenges 
identified; human sources of risk and their influence on the SDP; 
and solutions offered. The guiding questions and social aspect 
elaborated on are shown in table 3. The conclusions of the 




Table 3. Assigning data to sub-research categories 
 
Main Search Criteria
Sub Search Criterias Sustain* Holistic*
ACM (Title/Abstract) 








RQ: How does software development process literature 
address the social dimension of sustainability?
"Software development process"
47 articles remained after  filtering out duplicates 
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4  Results and Analysis  
The literature search in ACM and IEEE resulted in 25 articles 
relevant for review. Fifteen articles were method oriented, six 
articles had an explorative approach, and further four articles 
presented frameworks of how to manage complexity. Regardless of 
the overall themes and purposes of the selected articles, fourteen of 
these articles addressed social aspects influencing the SDP. The one 
and only article elaborating on both the concepts sustainability and 
holistic [26] have been cited fifteen times since 2014, and the article 
cited most times (eighty-five times) was published in 1993 [11]. 
Seven of the eighteen articles matching sustain* offer, more or less 
developed, a definition or conceptual discussions related to the sub-
search criteria. Appendix 2. presents an overview of these findings.  
4.1  Summary of Results 
A synthesis of the results from the sub-research questions reveals 
the following: 
 
1. Except for one article [26], the concept sustainability is not 
used nor presented in a systemic way, acknowledging the 
complex interplay between social, ecological and economic 
factors influencing the SDP. In most of the articles the concept 
of sustainability is neither defined nor conceptually discussed, 
although used. Several articles [6][11][31][29][43] discuss the 
challenges of implementing a sustainable approach within the 
software community. They stress the need for raising 
sustainability awareness and for the facilitation of 
communicating sustainability holistically, including the social 
dimension. Most articles use the concept sustainability either 
in a vague sense or it is used to express product maintenance 
and life-length. 
2. Except for one article [26], none of the authors offer a holistic 
approach when presenting their research, even if sustainability 
is framed by the definition of the Brundtland report [5]. 
Beyond these articles only two articles [47][49], out of which 
mention the concept holistic, defined and conceptually 
discussed the concept. 
3. Several authors deem the social dimension to be of grand 
importance and highly influential to the SDP. Except for one 
article [26], these social factors are not systemically presented, 
nor part of a holistic approach. Rather, the social factors are 
related to complexity in general, and demonstrated to induce 
even more complexity to the SDP, causing confusion and 
higher failure rates. 
 
Although the influence of social aspects on the SDP are well 
documented, this study indicates that the practice of dealing with 
the social dimension in a holistic manner is less of a priority in SDP 
management and implementation. None of the articles addressing 
influential social aspects in the SDP are referring to them as 
essential components of a sustainable system. A concluding 
reflection is that when used in SDP literature, sustainability and a 
holistic approach, whether defined through the definition of [5] or 
not, are concepts describing complexity and interrelations in 
general. 
4.1  Key Findings 
• The low sample can be indicating a too narrow search scope 
or limited search string. It may also act as a confirmation of 
previous statements on lack of interest for sustainable 
computing, or the inability to incorporate holistic approaches 
into the SDP, and to solve the challenges involved neglecting 
the social dimension. Two thirds of the collected articles are 
ten years old, and half of the articles are five years old or less. 
• Most of the articles use both concept’s ‘sustainability’ and’ 
holistic’ without any working definition nor conceptual 
discussion. Using key-concepts with floating definitions raises 
the need for contextualization when dealt with, especially 
when it comes to systemic problems, such as wicked issues. 
• The results show no lack of awareness regarding the influence 
social factors have on the SDP. Although, if not listing a range 
of factors they focus on one isolated factor at the time, still 
failing to take a holistic grip of all the factors that affect the 
SDP simultaneously. Factors tending to be of equal 
importance. 
• Suggested steps towards the realization of a paradigm shift: 
- Universally accepted and adopted procedures, and a 
total risk management ethics [11]. By conceptualizing 
and integrating sustainable aspects into the SDP [26] 
software practitioners are provided the support that 
allows them to view and define sustainable actions [27]. 
- A systematic and structured process with a common 
ground for communications is suggested, which creates a 
mutual understanding of the whole system [11][28][42]. 
Also, standardized collaboration approaches are advised 
[29]. 
- Decision support in weighting tangible and intangible 
values to one another [26][30][31]. 
- The invitation of non-experts to participate in the SDP, 
allowing the problem space to be jointly explored cross-
disciplinarily [6][29][32]. Also, when employing a user-
centric approach contextual awareness is crucial, 
including culture, gender, class and accessibility aspects 
[43][44]  
- The enforcement of these changes should also involve 
attitude and behavior changes towards intangible social 
factors influencing the SDP [13][45][46] and the 
inclusion of social, behavioral and management sciences 
in the software engineering curriculum [11]. 
- Above all, the ability for introspection and awareness of 
the part developers themselves play in aggravating 
flawed situations are paramount, e.g. caused by biases, 
value-systems and reductionistic methods [43]. 
Reflection is encouraged regarding how to transform 
computational thinking and value-neutral perspectives on 
the SDP to a more holistic value-based approach [47], 
also including the social dimension. 
• Among the articles that do discuss a holistic approach to 
sustainability, an unexpected tendency was noticed. The social 
dimension was related to environmental and biological 
aspects, rather than social, cultural or interpersonal.  




• Although, several articles stir to ethical reflection, only one 
article [45] expressively talks about the need for ethical 
considerations related to the SDP. The authors stress the 
importance of socio-technical and ethical issues. This also 
involve the usage of symbols and pictures, as well as the need 
for understanding aesthetic values. No other article discusses 
ethics or responsibility issues in software engineering on a 
wider societal scale. 
5  Discussion and Limitations  
5.1  Discussion 
How does software development process literature address the 
social dimension of sustainability? As is concluded in the previous 
section the SDP literature does not address the social dimension 
from a holistic approach, and if addressed at all social factors are 
not referred to as an essential component of a sustainable system. 
Given that social factors are the predominant cause to software 
development project failures, and that these failure rates do not 
seem to decrease over time, it is noteworthy that the field of 
computer and systems sciences do not have more to offer regarding 
radical and liable approaches to solve this problem. The business 
as usual approach might not be acceptable for much longer.  
 
The results presented in this study appear to be aligned with, in 
contradiction to, and to be lacking crucial perspectives outlined in 
previous research. There seem to be no doubt that the social 
dimension is of crucial importance to SDP success. Knowledge do 
exist regarding the influence of social factors, but they are not 
addressed in a holistic way. Further research that focuses on how 
to bridge the two conflicting worldviews represented in CSS, i.e., 
computational and holistic thinking, is encouraged. The former has 
shown inadequate to deal with complexity and wicked problems 
such as sustainability issues and the social dimensions of the SDP. 
In order to overcome the obstacles preventing us to incorporate a 
more holistic mindset in the SDP and in CSS as a whole, this study 
suggests four prime directions for further research:  
 
1. Adequate tools and approaches need to be developed that 
support the integration of the social dimensions when 
managing and accomplishing a sustainable SDP. 
2. The absence of ethical considerations and discussions about 
the impact each single developers’ biases, sentiments, values 
or worldviews have on the SDP does not ease a transformative 
process, rather it encourages an ongoing disciplinary 
introspection where these aspects are seriously reflected upon 
and support is built into the process to keep awareness present 
at all times. 
3. Also, an attitude and behavioral change is needed in the 
managerial layers in relation to social factors that has shown 
to be crucial for SDP success. 
 
3 The limited search result encouraged an extended search using the same search-
words in a few other digital libraries providing CSS literature together with other 
4. Realizing a fully systemic and holistic approach to the SDP 
implies a paradigm shift within CSS, providing social skills to 
deal with an increasingly complex emerging future.  
5.2  Limitations 
This study is framed by previous research on sustainable computing 
and has been delimited to the software development process with 
its two constituents, software development and process 
management. 
 
The low sample of 47 articles originating mainly from one of the 
used databases is noteworthy. It is difficult to know whether the 
results would have given different answers if the search would have 
been extended to other digital libraries3 or to non-academic papers. 
Also, additional search criteria could perhaps have given a bigger 
sample size. At times sustainability was used with reference to the 
word maintainability, or durability. The question is what 
contribution the use of ‘maintenance’, as a search criterion, would 
offer in relation to an inclusive holistic approach to sustainability, 
balancing the three dimensions, ecology, social, and economic. 
Most of the collected articles lacked conceptual definitions of the 
search-words, although different alternative implicit 
understandings can be derived. These alternative understandings 
could maybe serve as additional search criteria’s in an extended 
study in the future.  
 
Delimiting this study to the CSS domain solely is a limitation. 
Some branches of sustainable Human-Computer-Interaction 
research align with the field of software design although the gap 
between them is significant [33]. How these two fields overlap 
regarding the social dimensions of sustainability could have been 
elaborated on more but given the limited time frame of the study 
this relationship need to be explored elsewhere. Given the 
interdisciplinary nature of sustainability and the broad usage of 
computational technology, a search in other domains, such as 
social, political, psychological, human sciences etc., could maybe 
offer a bigger sample.  
 
The two frameworks Framework for Strategical Sustainable 
Development [24] and the Karlskrona Manifesto for Sustainable 
Design (and Software) [1] have been suggested as potential 
supportive structures that could be applied in further research. 
Whether other supportive frameworks or models could serve as 
better alternatives is an inquiry that goes beyond the scope of this 
study. Maybe other approaches taken from sustainable 
development research may also prove appropriate, such as complex 
adaptive systems [34], the doughnut economics perspective [35] or 
Bendell’s Deep Adaptation Agenda [36]. Also, Theory U, founded 
by MIT’s Otto Scharmer [37], may serve as a supporting 
framework for creating social sustainable computation. 
 
disciplines, e.g. Journal of Statistical Software (JSS), SpringerLink, and 
ScienceDirect. This search was made November 11th 2019. No matches were found. 
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6  CONCLUDING REFLECTIONS 
Software development projects continue to demonstrate high 
failure rates. Addressing this problem is important due to the 
significance it has for the wider impact software has within and 
beyond computational science. As previous research has pointed 
out the predominant causes behind these failures are social factors. 
From a sustainable perspective software success is dependent on 
how well the three dimensions: ecology, social and economy, are 
balanced and integrated with each other. What both previous 
research indicates and the results of this study verify, is that 
although there are many attempts to address sustainability aspects 
of the software development process (SDP) they fail to incorporate 
the social dimensions in the equation. On the other hand, the results 
also show that when elaborating on social factors of influence 
researchers tend to isolate them from the bigger picture failing to 
handle them as essential components of a sustainable whole. If the 
social dimension constitutes a predominant part of the reasons 
behind high failure rates of software development projects, it is 
noteworthy that we have not seen more effort and resources 
invested in finding new and better approaches within the SDP field.  
 
Utterly, this study elaborates on the challenges involved in bridging 
the two worldviews of computer and systems science. These 
challenges are not limited to software engineering, rather it is the 
concern of all societal sectors bounded by stiff managerial systems, 
and to those affected by them, e.g. if we could come to terms with 
social factors like translation problems between clients and 
developers’ worldviews, lack of contracting skills and transparency 
of the process, we could save immense amounts of tax-money used 
to maintain flawed IT systems. Money that could be allocated for 
better purposes.  
 
Encouraging interdisciplinary cross-sectorial collaborations could 
provide fruitful soil for innovative perspectives on future solutions 
on how to integrate complex social factors. Measurement or 
computing based on predefined static representations of a past 
reality, disconnected from context or the world as it is, may blind 
us from what is right in front of us and from what lies ahead. When 
supportive systems and structures are based on simplified 
assumptions about the world, what solutions can we then expect 
them to offer us when dealing with complex societal problems? 
Problems usually constitutes parts of their own solution and if 
complexity is one of these parts systemic solutions should be 
strived for. This entails holistic and interdisciplinary approaches, 
which include the social dimension as well.  
 
The aim of this study is not to provide an answer to how this 
paradigm shift can or should be realized. Instead it offers a 
contribution to a bigger discussion that is of concern to all of us – 
What should our mutual future look like?  Becoming aware of our 
blind spots may enable us to embrace an emerging future with open 
eyes.  
 
“Systems developed and implemented without a sound set of principles 
are doomed to unpredictability, with the consequence that success can 
neither be sustained nor failure avoided.” [38] 
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