Abstract
Introduction
Recent advances in sensor network communication technologies and devices with computing ability have brought us towards the era of pervasive and ubiquitous computing. Devices in pervasive environments dynamically and proactively (without explicit user intervention) adapt their behavior to current context changes in order to provide adequate services to the user. Research on smart spaces typically falls under the banner of pervasive and ubiquitous computing, which tries to move from spaces filled with smart devices and appliances to smart spaces. So far, there is no explicit or common definition of smart spaces, which are also known as Ambient Intelligence or Ambient Assisted Living. The most useful definition of such spaces is the one proposed by D. J. Cook and S. Das [1] : "Smart space is able to acquire and apply knowledge about its environment and to adapt to its inhabitants in order to improve their experience in that environment". Smart spaces have been an emerging issue in academic research and research in these areas, and smart home automation is especially growing rapidly in the last years. Smart spaces must be capable of changing their behavior dynamically based on users' activities and the environment. Devices and appliances in a smart space are capable of interacting with people in order to provide intelligent services to users for improved comfort (i.e., quality of life), energy saving, security, and tremendous benefits for an elderly person living alone to increase their level of autonomy. The development of smart spaces can be
Related Work
The software architecture of a program or computing system is the structure of the system that comprises software components, the externally visible properties of those components, and the relationships among them [2] . Several interesting architectures and middleware systems for smart spaces have been developed in the last years. Several of them were layered architectures most of which have used agent technologies like the ones proposed by [3] [4] [5] [6] [7] [8] [9] [10] [11] [12] [13] [14] [15] [16] [17] [18] . The Smart-M3 was based on a blackboard architecture model [19] . Some proposed architectures were pure agents (resp. multi-agent) system(s) like [20] [21] [22] [23] [24] [25] . A web service architecture for the home was proposed by [26] . Some of the proposed architecture were pure sensors network architecture like the ones proposed by [27, 28] . D. J. Cook et al., [29] surveyed some smart space multi-agent systems in order to provide an overview of the role of multi-agent research in the context of smart environments. They concluded that many smart environment software agents rely on expert systems or machine learning technology. Once multiple residents enter a smart environment, the services provided by the smart environment become much more difficult to realize; tracking multiple residents is clearly a challenging problem and in fact has been proven to be NP-Hard. According to the authors, researchers who work in this field acknowledge that the problems of scalability are daunting. Another challenge for multi-agent smart environment software architectures is to define lightweight, simple, and scalable methods. According to Nakajima T. [30] , one of the ways to reduce development cost is to reuse existing software as much as possible; these abstractions are useful to build ambient intelligences without considering low-level details. He described four middleware infrastructures developed in their project for building ambient intelligence environments. He affirmed that his middleware infrastructures offer high level abstraction for specific application domains to hide complexities, such as distribution and context-awareness. Memon et al., [31] conducted a literature survey of state-of-the-art Ambient Assisted Living (AAL) frameworks, systems, and platforms to identify the essential aspects of AAL systems and investigate the critical issues from the design, technology, quality-ofservice, and user experience perspectives. They found that most AAL systems are confined to a limited set of features and ignore many of the essential AAL system aspects. Standards and technologies are used in a limited and isolated manner, while quality attributes are often insufficiently addressed.
Most of the proposed architecture do not deal in depth with context-awareness when designing smart spaces, which is a key enabling feature of such spaces. Even architecture that addressed context-awareness used the term in general manner and do not clearly specify the components of the context, which definition is used, or whether the context is defined clearly and concisely. Some of the proposed architecture do not contain a module for context modeling or context reasoning; this indicates the negligence of contextawareness, which in turn has a great impact on proactive services adaptation. Some proposed architecture are fully hardware platforms that are based on sensor networks, and the software aspect is almost absent. However, building smart spaces that are considered to be complex systems requires that the developer has an abstraction of physical details of context gathering by sensor networks. Abstraction is a powerful tool to deal with complex systems. Several research projects have focused on a specific aspect of a smart space, which limits their deployment. Some of them focus on context modeling and do not present a context-aware services adaptation module. Others focus on the physical architecture of sensor networks or context-aware content adaptation. The overwhelming majority of proposed architecture have focused on context-aware services adaptation without having a module for context management or modeling. Certain specifics of smart spaces are not taken into account, such as high heterogeneity of available devices and dynamics of environment. Some architectures suffer from being scalable and fault tolerant. Others do not take into account some important criteria of software architecture related to smart spaces, such as loose coupling, flexibility, and interoperability. The produced systems are still unreliable, expensive, and difficult to use.
Smart Living Room

Description of an Exemplary Smart Living Room
An exemplary closed smart space, especially for habitation, is composed of a set of equipment that consists of four main types: a) a multimedia system composed of appliances, which can include a smart TV, satellite receiver, home cinema, etc.; b) a climate system, which can be composed of a heater, air conditioner, air purifier, etc.; c) light system, which can be composed of window blinds, a set of light bulbs, etc.; and d) a communication system, which can be a land-line phone or the user's mobile phone. In addition to some furniture like sofa, table, etc. All these devices should provide a set of services through different forms (or modes) to the user or users occupying the closed smart space. These services should take into account the user's preferences and should be triggered (resp. changed) according to the current context collected from different sensors installed in the closed smart space (Figure 1 ).
Overall Operation of the Smart Living Room
In the initial state of the living room (empty), everything is off (TV, radio/music player, light, air conditioning, heater, window blinds closed, etc.). At the entrance of the user and detection of his presence, the lighting system composed of the window blinds and light bulbs starts first to adjust the light to the preferences of the user and the current context. Then, the climate system composed of an air cooler, heater, and air purifier starts to adjust the room temperature and air condition to the user's preference and according to the current context. The former system will trigger only if the system perceives at least one user seated on the sofa to avoid wasting energy if the user makes a simple entry and exit from the living room without the intention of staying. After a small period of time (δT), the multimedia system then starts to turn on the TV or radio/music player and home cinema depending on the preferences of the user if he is alone or surrounded. Finally, after another small period of time (ΦT), the communication system starts to provide services tailored to the user's context, such as forwarding the ring of an incoming call to the home cinema if the noise is too high in the living room or display a picture of a phone on the TV screen in order to attract the user's attention.
Figure 1. Components of an Exemplary Smart Living Room Figure 2. Ontology Based Model of the Smart Living Room
The dynamic aspect of the smart living room described in the above scenario can be modeled using a simple timed automaton (Figure 3 ) to show the state change over time. There are two main states of the smart living room: empty and occupied. In the first state (i.e., initial and final state), the network sensors perceive that there is no one in the living room, so all the equipment should be off. As soon as the network sensors perceives the presence of one or more user, the smart living room moves to the second state, which in turn contains four sub-states that describe the preferred order of system booting. The light
Multi-Agent Architecture for a Smart Living Room
In this section, we present the proposed multi-agent architecture that should satisfy the requirements of a smart space in general and a smart living room in particular.
The software architecture of a program or computing system is the structure of the system that comprises of software components, the externally visible properties of those components, and the relationships among them [32] . The main aim of our work is to propose a general purpose software architecture to support the development of closed smart spaces. The architecture should address some important design issues of smart space applications in order to overcome weaknesses of previous architectures. The first objective is to avoid a domain-specific architecture in order to increase its usage.
The second objective is to propose an architecture with a high degree of modularity; this has a positive impact on several software qualities, such as modifiability, reusability, maintainability, extensibility, etc. Multi-agent systems have gained an important value in software engineering as solutions for highly distributed problems in dynamic environments. Multi-agent systems offer a decentralized architecture while keeping the autonomy and proactivity of agents. Such characteristics enhance the architecture modularity and fit requirements of appliances and equipment in smart spaces to provide adapted services to inhabitants in a proactive manner according to the current context. Multi-agent systems are comprised of components called agents that are able to interact, usually by passing messages.
In addition, it assures interpretation of raw context in order to be useful by the core agent. This multi-agent system is organized as a client/server model where the sensor central agent plays the role of server, and the sensors play the role of clients. Each bit of context information is gathered using a specific sensor, and an agent is assigned to each sensor. The main role of this agent is to sense the value of specific context informationeither for each period of time or on demand from the sensor central agent-and send the gathered raw value to the server. The sensor central agent embeds two modules: a) context gathering, which re-assembles all received context data from sensor agents and builds the global current context vector; and b) context interpretation, which has the task of interpreting each raw context data into useful information. For example, a sensed temperature value of -20 degrees Celsius could be interpreted as freezing temperature or a sensed time of value 10 a.m. could be interpreted as morning. The sensor central agent should send the global interpreted current context to the core agent each time it detects one or more changes in the values of the current context. To this end, the sensor central agent uses a vector to store the current context that is updated each time when the global context undergoes a change. This vector is also used to know whether the global context has changed or by comparing the received context values from sensor agents to the content of this vector. If a change is perceived, then this vector is updated and sent to the core agent; otherwise, no action is to be done. Adding or removing sensor agents to perceive context can be done easily according to the requirements of the application without affecting the overall operation of the multi-agent system.
Core Agent
The core agent is the main module of the architecture in the sense that it contains the two submodules that assure context-awareness of the architecture: context modeling and reasoning and context-aware services adaptation.
Context Modeling and Reasoning:
Context-aware applications should provide proactively (without explicit user intervention) adapted services to both users and applications according to the current context. Context awareness is a highly desirable property for smart spaces. Context is considered as the key enabling feature in contextaware applications, and it should be well understood and represented in a clear and concise manner. Before beginning the context modeling phase, it is essential to define context and establish its components. In the literature, several definitions of context were proposed, and some of them were based on enumerating contextual information (localization, nearby people, time, date, etc.) like those proposed by [33] [34] [35] . Others were based on providing more formal definitions in order to abstract the term, like the one proposed by Dey [36] . However, most of these definitions were specific to a particular domain, such as human-computer interaction and localization systems. In our previous work [37] [38] , we made a survey of existing definitions of context and proposed a serviceoriented definition of context for pervasive and ubiquitous computing environments as follows: "Any information that triggers a service or changes the quality (form or mode) of a service if its value changes." This definition is sufficiently abstract and helps to limit the set of contextual information. We believe that this definition is more expressive, because it is simple, clear, and complete; in addition, it covers all aspects of context. The first step in establishing context elements of the smart living room consists of specifying for each equipment the provided service and the set of information that could trigger the service ( Table 1 ). The second step consists of specifying for each service the set of forms through which the services can be provided. We should also specify for each form of service the set of information whose change will change the form of a service ( Table 2 ). The last step consists of making the union of the two previous sets to get the final list of contextual information and define the set of possible values for each context element (Table 3) . This information will compose the global context. The aim of context modeling is to provide an abstraction of context information from the technical details of context sensing that allows an easy context management and more flexible sharing among devices and appliances. Several approaches were proposed for the modeling and representation of context. A survey made by Strang et al. [39] contains an interesting comparative study of different modeling methods. They concluded that ontology makes the best description of context compared to the surveyed methods and seems to be the most suitable tool for context modeling because it provides a good sharing of information with common semantics. A detailed discussion of these methods is out of the scope of this paper, but the authors distinguished the following models for context representation: a) Key-value models, b) Mark-up scheme models, c) Graphical models, d) Object-oriented models, e) Logic-based models, and f) Ontology-based models. Ontology is a set of structured concepts that are organized in a graph where relations can be either semantic relations or composition and heritage relations. The main objective of ontology is to model the set of knowledge of a given domain. It provides a representative vocabulary for a given domain and permits a consistent interpretation of data [40] . Ontology is a powerful tool for knowledge sharing, reuse, and expression of complex situations compared to other data modeling techniques. In addition, ontology supports formal logical reasoning.
In our previous work [41] , we have proposed an ontology-based context model for a smart living room that can be easily adapted and used for any closed smart space, as shown in Figure 5 . The context ontology model is built based on our context definition where the main class is context and the information that trigger services or change the form of services when their values change are concepts related with the main class in a specialization relationship. Among the advantages of using ontology-based context modeling is the possibility to carry out logical reasoning. It permits the system to deduce relevant new contextual information that cannot be explicitly provided by sensors embedded in the living room. Ontology reasoning permits the system to achieve three main tasks: a) check context inconsistency and conflicts caused by imperfect sensing of contextual information, b) check whether concepts are non-contradictory, and c) find subsumption relationships between classes and instances (for instance, Sunday is a holy day because the weekend is a part of a holiday). There are many automated tools for ontology reasoning; in our work, we used the pellet ontology reasoner [42] to check the consistency of our context ontology and infer new implicit context information. 
Context-Aware Services Adaptation:
The main role of this module is to provide a context-aware services adaptation based on the current context and taking into consideration the user's preferences. The current context values are retrieved from the context modeling and reasoning module. The user's preferences are stored in a database, which should be filled by the user before smart living room operation. For each equipment, the user should provide the preferred form of service according to some context values. For example, the user could prefer to watch the news channel on his TV from 8 PM to 10 PM when he is alone. This module should use an approach of machine learning in order to achieve the adaptation task. This approach can be done either by learning a user's habits or by learning from a set of training examples. Both learning methods need a knowledge base to learn how to map current context and a user's preferences to the appropriate services configuration. In the case of using a case-based approach, the knowledge base will play the role of a base case. The output of this module is a service configuration vector containing for each equipment the appropriate services form. One possible service configuration is shown in Table 4 . 
Actuator Multi-Agent System
This multi-agent system is composed of an actuator central agent (server) and a set of agents (clients) where each equipment of the smart living room is assigned to an agent (e.g., TV agent, heater agent, and window blinds agent). The actuator central agent contains a unique module called command signals that receives the service configuration vector from the adaptation module of the core agent and sends command signals to each equipment agent. In order to minimize the communication stream, the actuator central agent holds a cache vector containing the last services configuration. This cache vector contains the current state of the equipment operation in the smart living room. The central actuator agent sends command signals only to equipment agents that have to change their form of services. The equipment agents have the responsibility to translate the interpreted value to a quantitative value. For example, if the light bulb agent receives a command signal with a value that represents low light, it should translate it to the quantitative value of 10 watts.
Hardware Infrastructure of the Smart Living Room
The smart living room is based on a hardware infrastructure ( Figure 6 ) that is composed of the following elements:
 A set of sensor nodes to perceive the context elements' values where some of them are specialized to sense one particular context type (e.g., a temperature sensor), and others are grouped together in order to sense one context (e.g., a user's presence that can be sensed by combining a motion sensor and entry/exit sensor). Some sensors are logical, for example, the time and day type sensors, which can be perceived using a simple software calendar and clock. All physical sensors have the ability to wirelessly communicate to sensed context values.
 A sensor gateway sensor, which plays the role of coordinator between all physical sensor nodes. It receives the sensed values of context using a wireless connection with the set of physical sensors. It communicates the vector of sensed context to a dedicated computer using a cabled USB connection.
 The IR transceiver is a USB connected IR (Infra-Red) receiver and transmitter, which has the role to control the set of equipment of the smart living room. Knowing that all the equipment are controlled using a remote control in addition to the manual control, the IR transceiver has the ability to learn IR code of each equipment in order to operate as a universal remote control.
 A dedicated computer that contains the smart living room application; its role is to keep the application running.
 The set of equipment of the smart living room, as mentioned before.
Synthesis
The proposed architecture enables developers to build a real context-aware application for smart closed spaces in general and smart living rooms in particular. One of its major components is the context modeling and reasoning module, which assures ontology-based context modeling. Such a modeling approach is a powerful tool for knowledge sharing, reuse, and expression of complex situations compared to other data modeling techniques. In addition, it supports formal logical reasoning, which permits the system to deduce new contextual information that cannot be explicitly provided by sensors embedded in the living room. The context elements are generated based on a clear and concise definition of context that helps to limit the set of context information and covers all aspects of context.
Figure 6. Hardware Infrastructure of the Smart Living Room
The used approach to generate context elements is based on clear steps. The architecture has a high level of modularity and loosely coupled modules with high cohesion, which enhances their reusability in other applications and ease their modifiability (maintenance). The tasks of the smart living room are divided into three main modules: a) sensing current context assured by the multi-agent sensor system, b) context modeling/reasoning and context-aware services adaptation assured by the core agent, and c) command of equipment of the smart living room assured by the actuator multi-agent system. The interaction between the three main modules of the architecture is minimal in the sense that the core agent module receives a vector of current context from the sensor multi-agent system and sends a service configuration vector to the actuator multi-agent system; there is no direct interaction between the sensor multi-agent system and the actuator multi-agent system. Each of the three modules can be developed separately and independently from other modules, which improves the development time of applications using this architecture.
New equipment can be easily added to the smart living room without affecting the whole operation of the system. This is accomplished by simply adding a new agent for that equipment in the actuator multi-agent system and by establishing and adding the set of context information that trigger the service, and finally add sensor agents to the sensor multi-agent system. Such simplicity of adding new equipment considerably enhances the scalability and extensibility of the application.
We have proposed a system architecture for a smart living room rather than a pure software or hardware architecture. The context-awareness of the system such as context modeling/reasoning and services adaptation are assured by the software part of the architecture. The context sensing is assured by the set of physical sensors, and the equipment command is assured by the IR transceiver.
Conclusion
The field of smart spaces has attracted considerable attention in the past few years due to the ever increasing availability of cheap sensors, actuators, and the appearance of home appliances with computing power. Most proposed architectures that support the development of such spaces suffer from either not being context-aware or being hardware-oriented, which limits their use. In this paper, we presented a context-aware multi-agent architecture for a smart living room. The proposed architecture focuses on the context-awareness aspect, which is a key enabler for service adaptation in smart spaces. We proposed an ontology-based context modeling approach based on a clear and concise definition of context, which helps limit the set of context information in a few clear steps. The proposed architecture does not consist only of software but also of hardware. It has a high level of modularity with low coupling and high cohesion inside modules, which improves its reusability and maintainability. In addition, it has good extensibility and scalability. Currently, we are implementing the three modules of the architecture in addition to the hardware infrastructure of the smart living room; then, we will proceed to achieve the necessary tests and evaluation of the implementation.
