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Este trabajo consiste en realizar una aplicación capaz de interpretar ficheros binarios de 
tacógrafo digital, resultado de la descarga de las tarjetas de los conductores, para una empresa 
especializada en el transporte de mercancía por carretera, respetando la normativa europea que 
rige la estructura de estos ficheros, asegurando la integridad y autenticidad de los datos, y 
comprobando que sean correctos.  
A través de esta aplicación también almacenaremos los datos interpretados para análisis 
posteriores cumpliendo con la nueva normativa europea de protección de datos, y podremos 












      This work consists of making an application capable of interpreting digital tachograph binary 
files, resulting from the download of drivers' cards, for a company specialized in the transport of 
merchandise by road, respecting the European regulations that govern the structure of these files, 
ensuring the integrity and authenticity of the data, and checking that they are correct. 
 
Through this application we also store the interpreted data for subsequent analyzes that comply 
with the new European data protection regulations, and we can show or export them. 
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La realización de este trabajo está pensado como un proyecto para una empresa que se dedica 
al transporte de mercancías por carretera, la cual dispone de los elementos indispensables para 
su realización, esto es: el tacógrafo digital, las tarjetas de los conductores, el lector de 
tarjetas y los ficheros binarios de tacógrafo, objeto clave de este proyecto, resultado de la 
descarga individual de las tarjetas de los conductores de vehículos dedicados al transporte por 
carretera que contiene los datos del propietario de la tarjeta, más su actividad desde la última 
descarga. 
 
El resultado de este proyecto es una aplicación intuitiva orientada a un usuario básico, que 
interpreta los archivos binarios de tacógrafo digital de los conductores, siguiendo el criterio del 
reglamento europeo1 que describe su estructura y métodos de acceso e interpretación de los 
datos. 
 
La aplicación de este trabajo cumple una serie de requisitos, haciendo posible que sea la base 
de integraciones o implementaciones añadidas en el futuro, como, por ejemplo: añadir opciones 
de análisis que se requieran o diferentes tipos de exportación de la interpretación de los datos 
del archivo a documentos de texto, etc. 
El método de descarga de estos archivos y su estructura se rigen en base a la normativa europea, 
disponible públicamente. 
Además, se tiene en cuenta si el archivo es seguro: se comprueba la integridad y autenticidad 
de los datos, en base a lo estipulado en el reglamento europeo y estatal. Y se cuida el 
almacenamiento de los datos sensibles, como datos personales de los conductores. Éstos se 
cifran para que en caso de que alguien externo a la red de la empresa acceda a ellos no pueda 
extraer ninguna información confidencial de los mismos. 
1.1   Motivación 
 
La elección del tema de este trabajo tiene relación con el interés de la empresa, a quien va 
dirigido este proyecto, en realizar una aplicación que sea capaz de interpretar y almacenar la 
información de archivos binarios de tacógrafo sin tener que recurrir a la web del Ministerio de 
Fomento2, ni a adquirir aplicaciones de terceros dedicadas a este fin de las que no tenemos 
control de desarrollo y cuyas licencias de instalación pueden ser limitadas. 
La razón es que, aunque se adquiera una aplicación en un determinado momento que sí cubra 
con las necesidades de la empresa, al ser la normativa del sector del transporte un área que está 
casi en constante cambio o actualización, las necesidades de la empresa después de un cambio 
de regulación en el sector pueden ya no estar cubiertas por esa supuesta aplicación. 
                                                        





Aun teniendo disponible la web del Ministerio de Fomento con la que sí podemos interpretar 
ficheros de Tacógrafo, no podemos almacenar la información en una Base de Datos para realizar 
un análisis posterior. 
Además, en la búsqueda de una aplicación de esta índole que se adaptara a las necesidades de 
la empresa no se ha encontrado ninguna que fuera conveniente. Por el contrario, todas han 
carecido de algún aspecto que otra sí cubría. Es decir, cada aplicación tiene alguna falta, por lo 
que la opción más plausible es implementar una propia que cubra todas las necesidades y 
funciones que se requieran, haciendo que sea fácilmente escalable. Por esta razón, hoy en día 
la empresa utiliza más de una aplicación que interpreta y analiza los ficheros binarios de 
tacógrafo. 
La información que se extrae de estos ficheros binarios de tacógrafo es absolutamente toda la 
actividad que ha realizado o ha afectado a un conductor en su jornada laboral. A partir de ellos 
se realizan informes periciales, para la Administración pública y para recursos administrativos de 
la empresa, como el cálculo de dietas y horas extra. De esto se infiere en la importancia que 
tiene que el fichero que vamos a interpretar esté identificado y se verifique que los datos no han 
sido corrompidos o manipulados de ninguna manera, ya que podría tener consecuencias directas 
en un conductor y en la empresa. 
Por todo lo anteriormente expuesto, este trabajo converge en realizar una aplicación propia para 
la empresa que interprete los datos de un fichero binario de tacógrafo, asegurando su integridad 
y autenticidad, y en la que sea posible añadir o quitar requerimientos determinados, bien por las 
necesidades de los usuarios y también por lo que rige el Reglamento Europeo y el Ministerio de 
Fomento, sin tener que depender de terceros. 
1.2   Objetivos 
 
El objetivo principal es construir un sistema con una aplicación que conecte a una base de datos 
donde contener los datos de las tarjetas de los conductores y refleje su actividad a través del 
tiempo, cumpliendo con lo siguiente: 
- Instalar la aplicación en todos los equipos del dominio de la empresa. 
- Acceder a la información de un fichero de tacógrafo digital. 
- Verificar la autenticidad e integridad de los datos del fichero. 
- Saber decodificar e interpretar esta información según su estructura en bloques de bytes. 
- Crear y mantener en el sistema de la empresa una base de datos que refleje la realidad 
de la actividad de los conductores. 
- Cifrar los datos personales de los conductores en la Base de Datos, de acuerdo con la 
ley de protección de datos actual: REGLAMENTO (UE) 2016/679 DEL PARLAMENTO 
EUROPEO Y DEL CONSEJO de 27 de abril de 2016 3. 
- Exportar datos en Excel como informes a partir del análisis de la Base de Datos. 
 
 
                                                        
3 https://www.boe.es/doue/2016/119/L00001-00088.pdf 
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1.3   Impacto Esperado 
 
Esta aplicación puede instalarse en todos los equipos Windows 10 donde se requiera. De esta 
manera, pasamos de depender de las licencias de instalación que nos daría una aplicación de 
pago, consiguiendo que cualquier usuario que lo necesite pueda tener instalada la aplicación en 
su equipo, ahorrándonos las conexiones a escritorios remotos y demás. 
Además, teniendo el control total de la aplicación podemos gestionar toda la información que 
ésta maneja de manera que podemos analizar y visualizar los datos de acuerdo con las 
necesidades que se tengan. 
1.4   Metodología 
 
Haremos uso de la documentación ofrecida públicamente por el Ministerio de Fomento para 
realizar la interpretación de los archivos binarios de tacógrafo4. 
Nos valdremos de esta documentación para comprobar que el contenido del archivo no ha sido 
corrompido ni dañado. 
Por otro lado, para poder interpretar, analizar y mostrar los datos implementaremos una 
aplicación basada en lenguaje C# con una interfaz intuitiva para el usuario final: accederemos a 
los datos del archivo y trataremos su información decodificando los bloques de bytes según el 
método de acceso y estructura descritos en la normativa europea y estatal para, posteriormente, 
integrarlos en el sistema donde se almacenarán. 
Instalaremos un servidor SQL donde introducir los datos para poder realizar los análisis 
posteriores; y mostraremos los resultados mediante la exportación de la información a 
documentos Excel. 
1.5   Estructura de la memoria 
 
Para facilitar la organización y comprensión de la memoria, se ha realizado un índice de 
imágenes utilizadas a lo largo de la realización del trabajo. 
En los capítulos posteriores se va a describir el planteamiento del desarrollo de la aplicación, así 
como la adaptación que se ha hecho de la normativa vigente sobre el transporte por carretera 
para la interpretación y decodificación del fichero binario de tacógrafo (en adelante Fichero 
TGD). 
Describiremos el desarrollo del diseño de la solución, los métodos elegidos para realizar distintas 
operaciones y su funcionalidad en el sistema. 
Se detallarán los aspectos referentes a la seguridad e integridad de los datos y su comprobación 
haciendo uso de certificados y firma digital, y se mostrará el resultado de la aplicación del 
proyecto.  




Posteriormente, sacaremos conclusiones y proporcionaremos evidencia de que los datos 
interpretados por la aplicación son correctos.  
También se proporcionará al final del documento un Glosario de términos para su consulta y dos 
anexos, el primero es un extracto muy consultado en la realización de este proyecto de la 
normativa empleada y el segundo es un script para la construcción dela Base de Datos en SQL. 
1.6 Convenciones 
 
En la memoria podemos encontrar los siguientes convencionalismos en cuanto al significado 
del marcado de algunas oraciones o palabras: 
● Los elementos incluidos en el Glosario de términos están destacados en negrita. 
 
● Las referencias a documentos externos se ubicarán en el apartado de Referencias 
bibliográficas de este mismo documento. Se encuentran como números entre paréntesis 
acompañando al término al que se refieren. En algunos casos, también se acompaña del 
número de página de la referencia bibliográfica al que se refiere.  
 
● Las notas a pie de página se pueden encontrar como números superíndices que 
acompañan al término al que hacen referencia. 
 
● Las citas textuales externas a la obra aparecen entrecomilladas. 
 
● El código presente se muestra en letra “Consolas” número 10. Se empleará esta tipología 
de letra para este tipo de contenido y para aquellos términos que también hagan 
referencia al código. 
 
● El texto que se corresponde a títulos o apartados de la memoria también tendrá una 
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CAPÍTULO 2 
Planteamiento del Intérprete 
 
Actualmente la estructura, la descarga y el almacenamiento de los ficheros TGD viene regulado 
por ley, según el Reglamento de las Comunidades Europeas5. 
Para acceder a los datos del fichero TGD se sigue la estructura que define el Reglamento 
Europeo5 para las tarjetas de tacógrafo, ya que los ficheros TGD que se descargan a través de 
ellas siguen la misma estructura de datos. 
El fichero TGD tiene una estructura permanente de archivos y condiciones de acceso6:  
 
En la imagen anterior se describe cómo para acceder a cada archivo de los que se compone el 
fichero TGD se debe cumplir una condición de acceso, esto es: debemos buscar la condición de 
acceso de cada fichero para tener acceso a sus datos. 
Estos archivos se componen, a su vez, de otros archivos formados por bloques de bytes de 
tamaño variable entre mínimo y máximo estipulado y número de registros existentes; y cada uno 
de los cuales representa un tipo de dato que se ha de interpretar.  
Según los tipos de cada bloque de bytes [1, p. 55], podremos tratar e interpretar cada bloque de 
bytes y representarlo con un formato legible y adecuado para utilizarlo de manera más sencilla. 
El almacenamiento de los datos interpretados se hace en un servidor básico llamado SQL Server 
2017 Express7 que incluye motor de base de datos, disponible de forma gratuita e ideal para 
entornos pequeños. En este caso, lo utilizamos para realizar el entorno de prueba en una 
máquina de forma local, pero ya que la empresa dispone de servidores SQL, la migración de la 
base de datos posteriormente no sería complicada. Además, en el Anexo II se encuentra el script 
necesario para crear la base de datos en el entorno SQL desde cero. 
El lenguaje de programación de la aplicación es C#. Aunque se tuviera un conocimiento más 
amplio del lenguaje Java, se ha elegido C# que también es orientado a objetos porque se han 
valorado las ventajas que el último ofrece, como, por ejemplo: 
                                                        
5 Punto 2.2 Reglamento Europeo 




● Genera aplicaciones sobre la plataforma Microsoft .NET [2], permitiendo un rápido 
desarrollo de aplicaciones sobre Windows y la creación del fichero .exe. 
 
● Organización de clases según los espacios de nombres que ya vienen con .NET 
Framework, otros que se pueden añadir y los que se pueden crear en el desarrollo, 
ayudando a controlar el ámbito de nombres de clase, métodos y organizando el código. 
● Facilidad de crear las interfaces gráficas a través de Windows Forms [3]: API [4] que se 
incluye en Microsoft .NET Framework [5]. 
● Concepto formalizado de los métodos get y set, consiguiendo código más legible. 
● Gestión de eventos sencilla y amplia para el control de la interfaz y operaciones. 
● Se puede acceder a un objeto como si se tratase de un array, gracias a la funcionalidad 
del Language-Itegrated Query (LINQ) [6] 
● Facilidad en la gestión de listas. 
Además de Windows Forms, se han integrado también en la implementación del proyecto las 
herramientas para el desarrollo de interfaces de usuario de Infragistics 8 , que proporcionan 
controles y funciones de las herramientas que ofrecen mucho más amplias que Windows Forms. 
Por otro lado, el entorno de desarrollo elegido es Microsoft Visual Studio 2017 [6] porque permite 
crear aplicaciones que soporten cualquier entorno .NET y su integración con el servicio cloud de 
Microsoft Visual Studio Team Services9, plataforma utilizada en la empresa para facilitar el 
desarrollo de aplicaciones en grupo de manera concurrente. 
 
2.1   Reglamento Europeo 
 
Para la realización de este proyecto se han ido consultado diferentes reglamentos y normativas 
de la Comunidad Europea con el objetivo de conocer cómo se transfieren los datos a la tarjeta 
de un conductor desde el tacógrafo, cómo está formada la estructura de un fichero TGD, qué tipo 
de datos guarda y cómo los codifica, para así poder interpretarlos, y que a continuación se 
exponen por orden de prioridad: 
● REGLAMENTO (CE) No 1360/2002 DE LA COMISIÓN de 13 de junio de 2002 [1] por 
el que se adapta por séptima vez al progreso técnico el Reglamento (CEE) no 3821/85 
del Consejo relativo al aparato de control en el sector de los transportes por carretera 
En vigor y disponible desde la web del Ministerio de Fomento. Este ha sido el documento principal 
consultado para el tema de este proyecto.  
● CORRECCIÓN DE ERRORES Corrección de errores del Reglamento (CE) no 
1360/2002 de la Comisión, de 13 de junio de 2002 [7], por el que se adapta por séptima 
vez al progreso técnico el Reglamento (CEE) no 3821/85 del Consejo relativo al aparato 
de control en el sector de los transportes por carretera 
Actualización y corrección del reglamento anterior. 
                                                        
8 https://www.infragistics.com/ 
9 https://visualstudio.microsoft.com/es/team-services/ 
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● REGLAMENTO DE EJECUCIÓN (UE) 2016/799 DE LA COMISIÓN de 18 de marzo de 
2016 [8] por el que se ejecuta el Reglamento (UE) n.o 165/2014 del Parlamento Europeo 
y del Consejo, que establece los requisitos para la construcción, ensayo, instalación, 
funcionamiento y reparación de los tacógrafos y de sus componentes 
Se consultaron los apartados que actualizan a lo que estipula reglamento anterior. 
● REGLAMENTO (UE) No 1266/2009 DE LA COMISIÓN de 16 de diciembre de 2009 [9] 
por el que se adapta por décima vez al progreso técnico el Reglamento (CEE) no 3821/85 
del Consejo relativo al aparato de control en el sector de los transportes por carretera 
En este reglamento se introducen condiciones que puedan afectar a los datos que se almacenan 
en la tarjeta del conductor y, por tanto, en el TGD; pero como lo único que atañe a este proyecto 
son los datos ya guardados en el TGD y no las condiciones en que lo hayan hecho, se descartó 
la utilización de este reglamento. 
● COUNCIL REGULATION (EEC) No 3821/85 of 20 December 1985 [10] on recording 
equipment in road transport 
Al realizar una consulta a un Responsable de Políticas de la Comunidad Europea, este fue uno 
de los documentos a los que se nos refirió. Sin embargo, tras su lectura quedó descartado al 
comprobar que estaba obsoleto.  
 
2.2   Interpretación de los Tipos de Datos 
 
El planteamiento que utiliza el Reglamento para describir los tipos de datos con los que se puede 
interpretar cada bloque de datos [1, p. 55] sigue la Notación de Sintaxis Abstracta Uno (ASN.1) 
[11], usando solo los siguientes tipos de su representación [12]: 
● Tipos primitivos: almacenan un único valor, como una cadena de texto o un entero. 
 
Tipo Representa 
INTEGER Número entero 
OCTET STRING Secuencia de bytes 
CHARACTER STRING [10] Transformación a cadena de texto del valor de otro tipo de 
character string codificado, como puede ser: [IA5String | 
UTF8String | BCDString] 
 
● Tipos construidos: son tipos compuestos, usados para arrays y tablas 
 
Tipo Representa 
SEQUENCE lista ordenada de tipos de datos diferentes 
SEQUENCE OF lista ordenada de tipos de datos iguales 
CHOICE lista predefinida de valores que puede tener 




● Tipos definidos: tipos derivados de los anteriores, pero más restrictivos 
 
Tipo Representa 
IA5String International ASCII Caracters (International Alphabet 5) 
 
 
● Tipos de datos que no son parte del estándar ASN.1 
 
Tipo Representa 
BCDString Representa un dígito decimal según la representación decimal 




2.3   Seguridad 
 
Al descargarse un fichero TGD, los datos que este contiene se transfieren con una firma añadida 
[1, p. 150], más la identificación del equipo de origen (el tacógrafo o la tarjeta del conductor) y 
los certificados de seguridad (del Estado miembro y del tacógrafo o la tarjeta).   
Además, para verificar la autenticidad e integridad de los datos se debe tener una clave pública 
europea. 
Por otra parte, para cumplir con la nueva normativa de protección de datos se han de cifrar los 
datos más sensibles de los conductores en la base de datos para que en caso de que una 
empresa externa tenga que trabajar con una copia de nuestra base de datos o acceda al sistema 
por cualquier razón, no pueda visualizar los datos más sensibles de los conductores. [14] Sin 
embargo, se han de descifrar para la correcta visualización de los datos por parte de los usuarios 
que vayan a utilizar la aplicación, ya que éstos sí que tienen derecho de tratamiento de datos 
personales de los conductores manera profesional. 
 
2.4   Propuesta 
 
Se propone realizar una aplicación que realice la interpretación de los bloques de bytes de un 
fichero TGD, para después añadir esos datos ya decodificados a una base de datos cumpliendo 
con la nueva ley de protección de datos europea, y que además dé la opción a mostrarlos o 
exportarlos a un formato de fichero legible por cualquier usuario, como es el Excel. Todo ello 
siguiendo lo estipulado en los reglamentos europeos en cuanto a los tipos de datos que forman 
los bloques, el método de acceso a ellos y la protección de éstos, que aseguren su autenticidad 
e integridad, validándolos. 
Aunque ya existen aplicaciones que realizan esta tarea, el fundamento de este proyecto sería 
realizar una aplicación que asiente la base para realizar futuras implementaciones en función de 
cualquier análisis que se quiera realizar sobre los datos a posteriori.  
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CAPÍTULO 3 
Planteamiento de la solución 
 
En este apartado se describen los puntos específicos que debe abarcar la aplicación de este 
trabajo, basándonos en algunos aspectos de las Especificación de Requisitos Software 
contemplado en la norma IEEE-830 [15] 
3.1   Características de los usuarios 
 
El desarrollo de la aplicación está enfocado para los usuarios de la empresa. Estos son, en mayor 
medida, usuarios básicos que tienen conocimientos limitados sobre el manejo de ordenadores y 
sistemas, necesitan permisos de administrador para instalar cualquier aplicación, pero tienen 
mucha experiencia en el área de aplicaciones ofimáticas y programas de gestión. 
 
3.2   Restricciones 
 
Sobre el desarrollo del trabajo se imponen las siguientes restricciones: 
- Todo el sistema de la empresa tiene Windows como Sistema Operativo, esto influye en 
el lenguaje de programación elegido. 
- Un punto muy importante es la verificación y autenticación e integridad de los datos, ya 
que en temas legales deberíamos poder probar que los datos son correctos a todos los 
efectos. 
- Por funciones de auditoría, control y en cumplimiento de la nueva ley de protección de 
datos, la información personal de los conductores debe ser almacenada de forma segura. 
- La aplicación va dirigida a usuarios básicos, haciendo necesaria una interfaz gráfica lo 
más intuitiva posible. 
- Por política de empresa, los usuarios que accedan a la aplicación deben de quedar 
registrados. 
- La comunicación entre la aplicación y el servidor SQL debe permitirse a través del 
Firewall y Antivirus. 
3.3   Dependencias 
 
La aplicación dependerá de la conexión con la base de datos y, por tanto, de la arquitectura de 
red. Si el servidor de la base de datos cambiase afectaría a las instalaciones de la aplicación en 
producción de todos los equipos, ya que quedarían inservibles al no poder conectar con la base 
de datos para hacer inserciones o Querys para los análisis y exportaciones de los datos. 
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Por otra parte, la implementación de la aplicación dependerá de la regulación europea que 
estructura las tarjetas de los conductores. Un cambio en la regulación de este aspecto afectaría 
directamente al código o función de algún algoritmo de la aplicación. 
3.4   Requisitos específicos 
 
- La aplicación debe ser ejecutable en todos los equipos de la empresa (Windows). 
 
- Interfaz gráfica debe ser intuitiva y sencilla, mostrándose mensajes de error o éxito en 
una operación. 
 
- El ciclo de vida de la aplicación será evolutivo, de manera que se puedan incorporar 
fácilmente cambios y nuevas funciones. 
 
- Se debe respetar, en la medida que se pueda, los nombres de los elementos del 
documento que rige la estructura de un fichero TGD con la implementación del código, 
para favorecer su interoperabilidad. 
 
3.5   Planificación del diseño 
 
El diseño de la solución planteada seguiría un esquema como el siguiente: 
 
 
Ilustración 1Esquema de la solución 
 
En la imagen se describe el proceso que lleva a cabo la solución: a través de la interfaz de la 
aplicación cogeríamos el fichero TGD, será decodificado e interpretado y se insertarán los datos 
ya interpretados en la base de datos, cifrando los datos personales. 
 
Por otra parte, para extraer un informe de p. ej. un conductor, se conectará a través de la 
aplicación a la base de datos, filtrando los datos requeridos por ese conductor, descifrando los 
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datos personales y exportando finalmente un archivo en formato Excel que podemos guardar, 
etc. 
En cuanto al desarrollo del código del proyecto, se ha organizado una estructura aprovechando 
la característica de los namespaces [16] que tiene el lenguaje C#, para hacer que la 
comprensión del código y su disposición sea más clara. Así, creamos un ámbito para objetos, 
clases o funciones relacionados. 
 
3.6   Planificación de la estructura del código 
A continuación, se muestra la estructura de namespaces o ámbitos de la aplicación planteada 
para la solución final: 
 
Ilustración 2 Ámbitos de la aplicación 
 
 
● InterpreteTGD: es el namespace raíz del proyecto. Lo que esté dentro de este ámbito 
engloba todo lo demás.  
○ Properties: contiene funciones para configurar la cadena de conexión a la base 
de datos, versión del ensamblado, opciones de compilación, etc. 
○ Structure: ámbito para los tipos de elementos y tipos de datos  
○ Core: lo forman las clases principales que contienen los métodos troncales del 
proyecto. La clase Program.cs junto con su método Main() pertenecerán a este 
ámbito. 
○ Data: espacio para todo lo relacionado con la Base de Datos del proyecto, donde 
crearemos los TableAdapters, Querys, etc. 
○ IU: espacio para la Interfaz de Usuario. Contendrá los Forms, controles, gestión 
de eventos y todo lo que tenga que ver con el diseño y gestión de la interfaz de 
usuario y sus eventos. 
○ Utils: funciones de apoyo y constantes estáticas. 




3.7 Planteamiento de la Base de Datos 
La base de datos se llamará InterpreteTGD. Utilizaremos el gestor de base de datos SQL Express 
2017 y Microsoft SQL Server Management Studio.  
Llamamos a las tablas de manera similar al nombre de los Archivos del Anexo I. 
 
Ilustración 3 Esquema de la Base de Datos 
 
La integridad referencial la controlaremos nosotros a nivel de aplicación. De esta manera, cada 
nueva integración está identificada por un identificador de fichero (ID_FILE) y un identificador de 
la tarjeta de conductor (ID_CARD). 
Todos los registros relacionados con una misma integración serán insertados en las tablas 
correspondientes, pudiendo ser identificados por los identificadores nombrados anteriormente. 
 











Intérprete de ficheros de Tacógrafo Digital 
22 
CAPÍTULO 4 
Análisis de la solución 
 
Una vez sabemos qué información queremos guardar y tratar según la definición de la base de 




Ilustración 4 Estructura en Archivos de la tarjeta del conductor 
Los archivos tachados en rojo no los vamos a interpretar ni utilizar porque incluyen datos 
técnicos de la tarjeta del conductor que no son importantes en este caso. Además estos archivos 
son opcionales, con lo que puede que no estén en el fichero TGD y tampoco están protegidos 
por firma digital. 
 
Por otro lado, los archivos encuadrados en azul no se van a visualizar ni almacenar en la base 
de datos, se utilizarán sólo para comprobar la autenticidad del fichero y verificar los datos. 
 
Para interpretar un fichero TGD seguiremos los pasos recogidos en los puntos siguientes para 
mayor claridad. 
 
4.1 Esquema de un Fichero TGD 
Un fichero TGD puede verse como una tabla o matriz cuyo tamaño puede ser variable, 
dependiendo de que el tamaño del array o  bloque de la matriz se especifique en la estructura 
del documento (Anexo I) o bien, el tamaño viene definido por el valor de un bloque anterior. 
Por ejemplo, si vemos el Archivo EF Application Identification, está compuesto del elemento 





Ilustración 5 Archivo EF ApplicationIdentification del Fichero TGD 
 
Ilustración 6 Disposición de bytes del Arvivo EF ApplicationIdentification 
Como vemos en la imagen5 y 6, el archivo EF ApplicationIdentification está compuesto por el 
elemento DriverCardApplicationIdentification, que no es más que la secuencia de arrays de bytes 
de distintos tamaños que conjuntamente forman la tabla o elemento. 
De esta manera se distribuyen los bloques o arrays de bytes en el fichero TGD, teniendo en 
cuenta que pueden darse casos en los que un elemento esté formado, a su vez, de varios 
elementos. Estos casos los veremos en los apartados siguientes. 
 
4.2 Lectura del Fichero TGD 
 
Para abrir el fichero TGD y acceder a su contenido necesitamos el espacio de nombres 
System.IO10 para crear un Stream11 donde cargar los datos del fichero, es decir, todo el bloque 
de bytes que contiene el fichero para luego dividir ese gran bloque en bloques más pequeños 
(archivos) según la estructura vista en la Imagen 4. 
 
                                                        
10 Espacio de nombres para leer y escribir en archivos y secuencias de datos. 
11 Vista genérica de una secuencia de bytes 
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Crearemos un tipo o clase FileReader, cuyo objeto de ese tipo será el bloque de bytes del 
fichero, resultado de: 
● Abrir el flujo de datos mediante un Stream. 
● Escribir cada byte del fichero TGD en un array de bytes. 
● Cerrar el flujo de datos 
● Realizar las operaciones pertinentes sobre el bloque resultante de bytes: interpretarlo e 
integrarlo en la base de datos. 
 
4.3 División en Archivos 
Siguiendo la estructura de la Imagen 4, debemos dividir el bloque de bytes de FileReader en 
los distintos archivos. Para ello, debemos buscar el ID Archivo de cada uno partiendo de las 
siguientes premisas: 
● Los Archivos se encuentran en el mismo orden secuencial de la Imagen 4. 
 
● El ID Archivo se compone de 2 bytes consecutivos 
● Los tamaños de los Archivos no son fijos. 
● Puede que el ID Archivo encontrado no sea el correcto por las siguientes razones: 
○ No exista el Archivo porque no es obligatoria su transferencia, por lo que si lo 
encontramos resultaría que dos bytes del contenido de otro Archivo coinciden 
con el ID Archivo buscado. 
○ Ya hayamos encontrado el ID Archivo, pero existan otros dos bytes dentro del 
contenido de otro Archivo que coinciden con él. 
 
Por esto, necesitamos solucionar varios problemas: 
● Recorrer todo el bloque de bytes buscando los dos bytes codificados en hexadecimal 
que coincidan con el ID Archivo que tengan. 
 
● Cada byte es tratado como si fuera un decimal, por tanto, tenemos dos opciones: 
1. Transformar el ID Archivo de hexadecimal a decimal y buscar las equivalencias. 
 
2. Ir transformando los bytes del bloque de bytes de dos en dos a hexadecimal y 
comprobar las equivalencias. 
 
● Necesitamos mantener un control del tamaño de Archivos, para que cuando busquemos 
el siguiente no encontremos 2 bytes en el contenido del Archivo en el que estamos que 





4.4 División en Elementos de Datos 
Una vez encontrado el Archivo, hay que pasar a dividirlo en los diferentes elementos de datos 
según lo que establece el Reglamento [17, p. 119]12 para poder interpretar correctamente cada 
elemento de datos según su tipo. 
Este punto está estrechamente relacionado con el punto anterior para conocer el tamaño total 
que tiene el Archivo en el que estamos para poder pasar a buscar el siguiente. 
Para tratar de organizar este punto, crearemos los tipos o clases  de los diferentes elementos de 
datos respetando el nombre que tienen en el Reglamento para tratar de mantener una 
interoperabilidad entre la estructura de clases de la aplicación y la estructura de los elementos 
de datos del fichero TGD que describe el documento. De este modo, si en el futuro cambiase la 
estructura del fichero definida por la Comunidad Europea sería fácilmente implementado en la 
aplicación. 
 
4.4.1 Definición de los Tipos de Datos 
Un tipo de datos puede verse como la manera de tratar la unidad mínima de división de un bloque 
para interpretar el significado de esos bytes. 
Crearemos los Tipos de Datos como clases a las que recurren los Tipos de Elementos de Datos 
para crear los objetos y propiedades pertinentes. 
 
4.4.2 División de los Bytes 
Uno de los principales problemas al plantear el desarrollo del proyecto es cómo dividir el fichero 
en los diferentes bloques de bytes que han de ser interpretados. Para esto, recurrimos en un 
primer momento a la función de Java.util.Arrays.copyOfRange() [18] que tiene la 
declaración siguiente: 
 
public static short[] copyOfRange(short[] original, int from, int to) 
 
Este método devuelve un short[] que contiene la copia de bytes del array de bytes original (el 
bloque de bytes completo en este caso) desde una posición inicial (from) a una posición final 
(to). 
Este método es el idóneo para dividir y tratar el fichero TGD, porque manteniendo un control 
del índice del array original y sabiendo el tamaño del nuevo bloque podemos ir dividiéndolo sin 
mayor complicación. 
El problema es que este método no existe en la API de C#, por lo que pensamos una manera 
de conseguir realizar la misma función de copyOfRange() creando un nuevo método: 
 
 public static byte[] CopyOfRange(byte[] pt_bytes, int pt_start, int pt_end){ 
                                                        
12 Véase Anexo I. 
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      int len = pt_end - pt_start; 
      byte[] dest = new byte[len]; 
      Array.Copy(pt_bytes, pt_start, dest, 0, len); 
      return dest; 
  } 
 
 
Este método devuelve un array de bytes igual que lo haría copyOfRange(), aunque también 
utilizamos una función para realizar la copia de los bytes que sí existe en la API de C#: 
Array.Copy() [19], que copia los bytes desde una posición inicial del array original a una 
posición final a un array destino a partir de una posición inicial y tiene la siguiente declaración: 
 
 Array.Copy(Array src, Int32 scrPos, Array dest, Int32 destPos, Int32 length) 
 
Esta función lo que hace es crear una copia del array original en otro (src) que contendrá lo 
que le digamos en sus parámetros, donde: 
 
● src es el array de bytes origen 
● srcPos es la posición del byte[] origen a partir de la cual se quiere empezar a copiar al 
byte[] destino 
● dest es el byte[] destino 
● destPos es la posición del byte[] destino desde donde se empieza la copia 
● length es el número de bytes de src que se van a copiar a dest 
 
De una manera más gráfica podemos interpretarlo de la manera siguiente: 
 
 
Ilustración 7 Funcionamiento ArrayCopyOfRange 
 
len = pt_end – pt_start porque: pt_end = start + bloque_size(bytes). 
 
Este es el fundamento para ir dividiendo y factorizando en bloques que serán interpretados 







Diseño de la Solución 
Según el análisis expuesto y siguiendo con la estructura del proyecto pensada, el planteamiento 
de la solución según los ámbitos de la aplicación y sus relaciones quedaría tal como y sigue: 
 
Ilustración 8 Estructura del proyecto 
El proceso que realiza la aplicación es el siguiente: 
Coge el fichero TGD y lo parte en los distintos bloques de bytes según la definición del tamaño 
de bloques del Documento Oficial13. Luego reparte esos bytes en los diferentes Elementos y 
Subelementos de Datos según corresponda. Aquí es donde se construye cada objeto con sus 
elementos de datos ya decodificado, según su Tipo de Datos, para luego insertarse (cifrado o 
no) en la Base de Datos, mostrarlos, exportarlos, etc. 
 




5.1   Estructura del código 
 
5.1.1 Properties 
Cada proyecto de Visual Studio contiene este componente que facilita la configuración de 
opciones de aplicación, compilación, depuración, uso de recursos, servicios, referencias, 
publicación de la aplicación, análisis del código y opciones de seguridad, como la aplicación de 
una firma al ensamblado de la aplicación. 
 
Ilustración 9 Properties 
                                                        
13 Véase Anexo I 
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La clase AssemblyInfo.cs especifica las opciones de configuración del ensamblado: podemos 
cambiar la información asociada al ensamblado modificando el valor de los atributos, como por 
ejemplo: el título del ensamblado, asociarle una descripción, la compañía a la que pertenece, el 
nombre del producto, su versión, etc. 
Licenses.licx contiene la información de las licencias del producto Infragistics14. 
Resources.resx contiene las imágenes utilizadas en la interfaz de la aplicación. 
Settings.settings contiene la cadena de conexión a la base de datos utilizada en el ámbito 
de toda la aplicación.  
 
5.5.2 Core 
Contiene las clases con las funciones principales del programa. 
 
Ilustración 10 Core 
Program.cs es el punto principal de entrada para la aplicación. Contiene el método Main() que 
lanza el Form principal: FormMain a partir del cual comienza la interacción con la aplicación. 
FileReader.cs se encarga de leer el fichero y cargar todo el bloque de bytes utilizando un 
stream. 
BlockFinder.cs contiene 3 métodos:  
1. DivideInBlock(): busca el índice a partir del byte en el que empieza cada Archivo del 
bloque según su ID Archivo, pasando a DistributeBlock(índice_byte, 
ID_Archivo) 
 
2. DistributeBlock(int pt_start, string pt_ref) divide el bloque entero principal 
en bloques más pequeños según el índice pt_start y el ID Archivo pt_ref, creando 
objetos de cada Elemento de Structure.Elements según corresponda.  
Además, actualiza el índice global con el que debe seguir buscando otros Archivos el 
método DivideInBlock(). 
 
3. InsertInBDA(string pt_filename): inserta la interpretación de cada Archivo en la 













Contiene todo lo referente a la conexión con la Base de Datos. 
 
Ilustración 11 Data 
ControlRegistros.cs es la clase cuyos métodos se utilizan para asegurar la integridad en la 
base de datos, contiene los siguientes métodos: 
• Existe(string,string):bool. Controla que no se dé de alta una misma tarjeta de 
conductor en la base de datos, ni que un fichero que ya está integrado se vuelva a 
integrar. 
 
• GetMaxId(string):int. Devuelve el identificador de la última tarjeta de conductor 
integrada (+1) para insertar una nueva. 
 
• GetIdCard(string):long. Devuelve el identificador de una tarjeta según el 
parámetro string (cardNumber). 
 
• GetIdFile(string):long. Devuelve el identificador de un fichero integrado según el 
parámetro string (nombre del fichero). 
 
InterpreteDataSet.xsd es el DataSet15 que conecta con la Base de Datos SQL llamada 
InterpreteTGD y que contiene los DataTables16 de cada tabla de la Base de Datos para 
realizar la integración del fichero en ella. Además, los DataTables también poseen Querys 




Localización de las imágenes utilizadas en los Forms de la interfaz de la aplicación. 
 




                                                        
15 Representación residente en memoria de la Base de Datos, ordenando y restringiendo los 
datos. 
16 Representación residente en memoria de una tabla de la Base de Datos. 




Este ámbito de aplicación se compone, a su vez, de otros dos: 
 
Ilustración 13 Structure 
• Element: se compone de todos los tipos de elementos y subelementos de un Archivo. 
• Types: se compone de todos los tipos de datos que utilizan los elementos para realizar 
la interpretación de los bytes. 
 
5.5.5.1 Element & SubElement 
Cada clase o tipo de elemento contenido en este ámbito sigue una estructura: 
• Variables privadas, cuyos valores solo son alcanzables para su modificación o acceso 
mediante el uso de sus propiedades. 
 
• Propiedades públicas: encapsulado de las variables privadas para poder leer, escribir o 
calcular sus valores. 
 
• Método constructor que recibe su bloque de bytes o Archivo correspondiente y, mediante 
el uso de las propiedades, da valor a las variables privadas utilizando, además, los tipos 
de datos adecuados. 
 
• Método ToString() : string. Este método tiene la particularidad de tener el 
modificador override en su declaración, con el objetivo de invalidar el método 
ToString() que C# hereda implícitamente de la clase Object. 
Por ejemplo, para el Elemento LastCardDownload: 
 
Ilustración 14 Elemento CardDownload 
La clase LastCardDownload, dentro del namespace InterpreteTGD.Structure.Element, 
siguiendo la estructura definida anteriormente queda: 
 
 class LastCardDownload 
 { 
  // Definición de las variables privadas        
   private DateTime? _cardDownload; 
 
        #region PROPIEDADES 
        public DateTime? CardDownload { get => _cardDownload;  
                              set => _cardDownload = value; } 




        public LastCardDownload(byte[] pt_bytes) 
        { 
            CardDownload = new TimeReal(pt_bytes).VarTimeReal; 
        } 
 
        public override string ToString() 
        { 
            return "LastCardDownload: " + CardDownload; 
 
        } 
    } 
 
 
De forma análoga son creados los Subelementos. 
 
5.5.6 UI 
Contiene todo lo referente a la interfaz de usuario: 
 
Ilustración 15 UI 
FormCommands se utiliza para albergar métodos útiles para los objetos y eventos de los 
formularios. Contiene un método llamado LlenarCombo(string, ComboBox):void, que rellena 
un ComboBox de chóferes (de FormOpDisplayData), guardando su identificador para mostrar 
sus datos. 
FormMain es el Form principal lanzado por el Main() de Program.cs, donde se pueden 
seleccionar las operaciones que actualmente se pueden realizar en la aplicación, generando un 
evento que lanza o bien FormOpDisplayData.cs o FormOpIntegrar.cs 
FormOpDisplayData.cs es el Form con el que podemos ver los datos de un conductor y realizar 
la exportación de informes. 
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5.5.7 Utils 
Contiene métodos y herramientas de ayuda para el ámbito global de la aplicación: 
 
Ilustración 16 Utils 
AppSetings tiene tres métodos estáticos: 
• CurrentUserName:string. Devuelve el nombre de usuario del equipo. 
• VersionProd:string. Devuelve el número de versión de la aplicación 
• NombreEquipo:string.Devuelve el nombre del equipo donde se está usando la 
aplicación. 
Arrays, con dos métodos estáticos cuya función está descrita anteriormente: 
• CopyOfRange(byte[], int, int):byte[] 
• CopyOfRangeBlock(byte[], int, int):byte[] 
Constantes es una relación de todas las constantes públicas fijas utilizadas en la solución, como 
son los tamaños de los bloques de bytes y número de registros que se describen en el Anex I 
para la estructura de la tarjeta del conductor. 
IdBlock crea un Dictionary con los ID Achivo (claves) y el nombre asociado como values. De 
esta manera buscamos las claves coincidentes de cada Archivo en el fichero TGD en el método 
DivideInBlock() de la clase BlockFinder.cs.  
Seguridad.cs contiene los métodos estáticos necesarios para cifrar y descifrar un string y 
comprobar la firma del fichero. 
 
5.2   Realización de la implementación 
 
En la mayoría de las clases creadas para cada Elemento de Datos no ha habido mayor 
complicación que crear un método constructor que divida el bloque de bytes que se pasa desde 
la clase principal y forme el Tipo de Elemento según el Tipo de Datos que corresponda, utilizando 
para ello el método más recurrido del programa: Arrays.CopyOfRange. 
 
Sin embargo, existen unos Elementos de Datos que no cumplen lo anterior y necesitan de una 
implementación especial debido a varios factores, como pueden ser: 
 
● El tamaño del bloque de bytes y/o número de registros es variable, entre un mínimo y un 
máximo establecido según el Anexo I, pero el tamaño exacto lo indica una instancia de 
otro Elemento de Datos. 
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● El Elemento de Datos en cuestión está formado, a su vez, por otro tipo de Elemento de 
Datos (llamados SubElementos en la estructura de la implementación del código). 
● Se cumple lo anterior, y además, existe uno o varios punteros que indican a partir de qué 
posición del byte vamos a encontrar los registros o datos esperados. Por ejemplo, se nos 
indica el valor del puntero que tiene el registro más nuevo y otro valor para el puntero 
que tiene el registro más antiguo. Es decir, a partir de la posición que indica el puntero 
del registro más antiguo encontramos los datos más antiguos, luego hay que volver a la 
posición del puntero más nuevo para encontrar los datos más nuevos. 
● El bloque de bytes es muy extenso, y está formado por otros bloques de bytes que hay 
que recorrer para ir formando los Elementos de Datos como conjuntos de SubElementos, 
lo que hace que el coste computacional sea bastante elevado. 
 
5.3 Desarrollo del Diccionario de Tipos 
 
A continuación, se exponen solo los tipos de datos que se utilizan para la interpretación de 
ficheros TGD a partir de la descarga de las tarjetas del conductor, que define el documento de 
consulta [17, p. Anexo I], y la interpretación que se les ha dado para realizar la implementación 
en código C# en la solución del proyecto. 
 
Cada estructura de un Tipo de Elemento viene definida por un Tipo de Dato, por esta razón 
veremos primero los tipos de datos que vendrán a buscar cada estructura de los tipos de 
elemento.  
 
Se van a enumerar los tipos utilizados y creados, proporcionando un pequeño resumen de la 
función de cada uno extraído del documento para contextualizar el tratamiento de los datos. 
 
Estos son los Tipos de Elemento presentes en la solución: 
 
 
Ilustración 17 Tipos de Elemento de la solución 
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5.3.1 ActivityChangeInfo 
“Este tipo de datos permite codificar, en una palabra de dos bytes, el estado de la ranura a las 
00.00 o el estado del conductor a las 00.00 y/o los cambios de actividad y/o los cambios del 
régimen de conducción y/o los cambios del estado de la tarjeta para un conductor o un segundo 
conductor.” (R (UE) nº 1360/2002, de 13 de junio de 2002)  
 
Donde: 
● ‘s’: Ranura 
● ‘c’:Régimen de conducción 
● ‘p’: Estado de la tarjeta 
● ‘aa’: Actividad 
● ‘ttttttttttt’: Hora del cambio 
Creamos el tipo ActivityChangeInfo en el ámbito Structure.Types cuyo constructor realiza 
lo siguiente: 
    
  public ActivityChangeInfo(byte[] pt_bytes, DateTime pt_date) 
  { 
             // creo array de bits y lo relleno con pt_bytes 
            // creo array de bits para los minutos(‘tttttttttt’) de length = 11 
            // creo array de 2 bytes para los minutos 
            if (BitConverter.IsLittleEndian) 
                Array.Reverse(pt_bytes); 
 
            BitArray bits = new BitArray(pt_bytes); 
            BitArray minutes = new BitArray(11); 
            byte[] b_minutes = new byte[2]; 
 
            // Meto los 11 bits del array bits en minutes 
            for (int i=0;i<11;i++) 
                minutes[i] = bits[i]; 
 
            // Copio los bits de los minutes a su array de bytes de minutos 
            minutes.CopyTo(b_minutes, 0); 
            Array.Reverse(b_minutes); 
 
            // 's' RANURA: 
            if (bits.Get(bits.Count - 1)) 
                S = "2do CONDUCTOR"; 
            else S = "CONDUCTOR"; 
 
            // 'c' Regimen Conduccion: 
            if (bits.Get(bits.Count - 2) || !bits.Get(bits.Count - 4) && 
!bits.Get(bits.Count - 5)) 
                C = "EN EQUIPO"; 
            else C = "EN SOLITARIO"; 
 
            // 'p' Estado tarjeta conductor: 
            if (bits.Get(bits.Count - 3)) 
                P = "NO INSERTADA"; 




            // 'aa' Actividad: 
            if (!bits.Get(bits.Count - 4) && !bits.Get(bits.Count - 5)) 
                Aa = "PAUSA/DESCANSO"; 
            else if (!bits.Get(bits.Count - 4) && bits.Get(bits.Count - 5)) 
                Aa = "DISPONIBILIDAD"; 
            else if (bits.Get(bits.Count - 4) && !bits.Get(bits.Count - 5)) 
                Aa = "TRABAJO"; 
            else 
                Aa = "CONDUCCION"; 
 
            //Sumo los minutos a la fecha que corresponde ese día 
            Min = new Integer(b_minutes).Entero.ToString(); 
            Tt = pt_date.AddMinutes(Convert.ToDouble(Min));         





Representa un decimal en un semiocteto (4bits) a partir de codificación binaria (BCD). Emplea 
notación “hstring”: el dígito hexadecimal más a la izquierda del primer octeto es el más 
significativo.  
Para representar este tipo de datos, creamos un tipo BCDString en el ámbito Structure.Types, 
cuyo constructor crea un string con el número decimal decodificado a partir de un array de bytes: 
 
   
  public BCDString(byte[] pt_bytes) 
        { 
 
            StringBuilder temp = new StringBuilder(pt_bytes.Length * 2); 
 
            for (int i = 0; i < pt_bytes.Length; i++) 
            { 
                temp.Append((byte)((pt_bytes[i] & 0xf0) >> 4)); 
                temp.Append((byte)(pt_bytes[i] & 0x0f)); 
            } 
 
            if (temp.ToString().Substring(0, 1).Equals("0")) 
                ByteString = temp.ToString().Substring(1); 
            else 
                ByteString = temp.ToString(); 
        } 
 
A grandes rasgos la función que hace es partir cada byte entre dos y concatena la parte derecha 
con la izquierda en el string en hexadecimal. Por ejemplo: 
 
Si pt_bytes tiene 2 bytes: 
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● pt_bytes[0] = 8 
● pt_bytes[1] = 119 
temp tendrá una longitud de pt_bytes.Length * 2 porque la codificación hexadecimal se 
representa mediante dos caracteres (incluyendo el 0). 
Para cada byte de pt_bytes: 
● Nos quedamos con el semiocteto de la izquierda y lo concatenamos a temp mediante 
(pt_bytes[i] & 0xf0) >> 4): 
 
○ byte[0] = 8 = 0000 1000 
○ byte[0] AND 0xF0 = 0000 0000 
○ >> 4: desplazamos a la derecha 4 bits poniendo 0 a la izquierda, con lo cual 
nos quedamos con el primer semiocteto  
○ temp = 0 
 
● Nos quedamos con el semiocteto de la derecha y lo concatenamos a temp mediante 
(pt_bytes[i] & 0x0f) 
 
○ byte[0] = 8 = 0000 1000 
○ byte[0] AND 0x0F = 0000 1000 
○ temp = 08 
 
● Con pt_bytes[1] se realizan las mismas operaciones, para el primer semiocteto: 
 
○ byte[1] = 119 = 0111 0111 
○ byte[1] AND  0xF0 = 0111 0000 
○ >> 4: 0000 0111 
○ temp = 087 
 
● Segundo semiocteto: 
 
○ byte[1] = 119 = 0111 0111 
○ byte[1] AND 0x0F = 0000 0111 
○ temp = 0877 
Por último: 
● Si temp empieza por 0, lo quitamos: ByteString = 877 




Es un tipo de dato que representa un número decimal entre 0 y un número máximo establecido. 
En este caso basta con comprobar el tamaño de la estructura que utiliza este tipo para saber si 
el número máximo es representable por un byte, dos o tres. Se han desarrollado un tipo Integer 
para, dependiendo del tamaño de bytes, puedan representar el número contenido en decimal: 
 
 public Integer(byte[] pt_bytes) 
  { 
 
37 
      if(pt_bytes.Length==1) // entero representable por un byte 
           Entero = ((pt_bytes[0] << 0) & 0x000000ff); 
 
       else if(pt_bytes.Length == 2) 
           Entero = ((pt_bytes[0] << 8) & 0xff00 | 
                       (pt_bytes[1] << 0) & 0x00ff); 
 
       else if (pt_bytes.Length == 3) 
           Entero = (pt_bytes[0] << 16) & 0xff0000 | 
                (pt_bytes[1] << 8) & 0x00ff00 | 
                (pt_bytes[2] << 0) & 0x0000ff; 
   } 
 
El funcionamiento del constructor dado el caso de que pt_bytes contenga los datos siguientes 
es: 
● pt_bytes[0] = 48 (dec) = 00110000 
● pt_bytes[1] = 200 (dec) = 11001000 
Para representar el dato debemos concatenar (OR) el contenido de ambos bytes: 
● Desplazamos pt_bytes[0] (operador <<) hacia la izquierda 8 posiciones y hacemos AND 
con 0xFF00: 
 
pt_bytes[0] = 00110000 00000000 
 AND          11111111 00000000 
                       Operación:    00110000 00000000 
 
 
● pt_bytes[1] se queda igual, pero hacemos AND con 0x00FF: 
 
pt_bytes[1] = 00000000 11001000 
AND        00000000 11111111 
Operación:    00000000 11001000 
 
 
● Finalmente, el resultado devuelto x contiene el OR (operador | ) de ambas operaciones, 
quedando como una concatenación: 
○ x = 00110000 00000000 (OR) 00000000 11001000 = 00110000 11001000 
○ x = 12488 
 
5.3.4 TimeReal 
Este tipo de datos tiene un tamaño fijo de 4 bytes, según el Anexo I y define un “campo 
combinado de fecha y hora, donde ambos parámetros se expresan como los segundos 
transcurridos desde las 00:00:00 del 1 de enero de 1970, tiempo medio de Grenwich.” (R (UE) 
nº 1360/2002, de 13 de junio de 2002) 
 
Es decir, este tipo de dato expresa los segundos que han pasado desde la medianoche del día 
1 de enero de 1970. Esta forma de expresar el tiempo se conoce como Tiempo Unix o Epoch 
[14]. 
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Se ha creado una clase TimeReal cuyo constructor crea la fecha y hora interpretada a partir del 
valor de los 4 bytes pasados: 
 
  
 public TimeReal(byte[] pt_bytes) { 
 
    long result; 
 
     if (BitConverter.IsLittleEndian) 
          Array.Reverse(pt_bytes); 
 
     result = (long)BitConverter.ToInt32(pt_bytes, 0); 
     result = result * 1000; 
 
     DateTimeOffset date =   DateTimeOffset.FromUnixTimeMilliseconds(result); 
     VarTimeReal = date.DateTime; 
   } 
 
 
De este método hay que destacar el uso de Array.Reverse() para pasar el array de bytes de 
little-endian a big-endian17, luego convertimos esos bits a un long que multiplicamos por 1000 
para pasar de segundos a milisegundos y convertimos el resultado a formato DateTime con 




Este tipo de datos denota una fecha expresada en formato numérico. 
 
Se ha creado el tipo Datef que construye un DateTime a partir del valor de los bytes pasados a 
través de un string que contiene el valor en hexadecimal de cada uno concatenado para luego, 
según la posición que ocupen, poder transformar cada dato en año, mes y día: 
 
 
 public Datef(byte[] pt_bytes) { 
 
     string str = ""; 
 
      foreach (byte b in pt_bytes) 
      { 
           int high = (b & 0xf0) >> 4; 
           str += high.ToString(); 
           int low = b & 0xf; 
           str += low.ToString(); 
      } 
 
           int yyyy = Convert.ToInt32(str.Substring(0, 4)); 
                                                        




           int mm = Convert.ToInt32(str.Substring(4, 2)); 
           int dd = Convert.ToInt32(str.Substring(6, 2)); 
        
           if (yyyy > 0 && mm > 0 && mm < 13 && dd > 0 && dd < 32) 
                VarDatef = new DateTime(yyyy, mm, dd); 




Para codificar una cadena de caracteres, se utilizan tipos que utiliza los caracteres ASCII para 
ello. [17, p. 96] 




• VehicleRegistrationNumber, etc. 
Para estos casos se ha creado un método estática en la clase ByteToType, llamado 
ByteToString. 
 
Este método pasa un array de bytes a su representación en formato alfanumérico, en este caso 
en codificación UTF-8, porque es compatible con la representación ASCII: 
 
 
 public static string ByteToString(byte[] pt_bytes) 
 { 





“Número de bytes disponibles en una tarjeta de conductor o en una tarjeta del centro de ensayo 
para almacenar registros sobre las actividades del conductor.” (R (UE) nº 1360/2002, de 13 de 
junio de 2002) 
 
La asignación de valor depende del valor del entero. 
 
5.3.8 CardStructureVersion 
“Código que indica la versión de la estructura empleada en una tarjeta de tacógrafo.” (R (UE) nº 
1360/2002, de 13 de junio de 2002) 
 
En este caso para solucionar el tipo OCTET STRING no se ha creado un tipo nuevo OCTET 
STRING porque la codificación en hexadecimal de estos bytes también nos proporciona una 
Intérprete de ficheros de Tacógrafo Digital 
40 
solución válida. Por esta razón, se ha creado un método estático en la clase ByteToType, 
llamado ByteToHex que codifica en hexadecimal el contenido de los bytes. 
 
5.3.9 ControlType 
“Código que indica las actividades realizadas durante un control” (R (UE) nº 1360/2002, de 13 
de junio de 2002) 
 
Se ha creado un tipo ControlType que crea un tipo de control según el valor de cada bit 
(c,v,p,d,x,x,x) del octeto de acuerdo con el documento, por lo que no ha sido necesario la 
creación de un nuevo tipo OCTET STRING. 
 
5.3.10 EntryTypeDailyWorkPeriod 
“Código para distinguir entre el comienzo y el final cuando se introduce un período diario de 
trabajo, el lugar y la condición de la entrada.” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
Se ha creado un tipo EntryTypeDailyWorkPeriod, donde según el valor en decimal del byte (1, 
2, 3, 4 o 5) asigna el valor descrito en la imagen anterior. 
 
5.3.11 EquipmentType 
“Código para distinguir diferentes tipos de equipos para la aplicación de tacógrafo.” (R (UE) nº 
1360/2002, de 13 de junio de 2002) 
 




“Código que califica un incidente o un fallo.” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
No es necesario crear un tipo OCTET STRING porque se soluciona decodificando el byte y 




“Código que identifica un idioma.” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
En este caso no ha sido necesario crear un tipo IA5String, puesto que el método estático   
ArrayToString de la clase ByteToType decodifica estos bytes satisfactoriamente. 18 
 
5.3.13 NationNumeric 
“Referencia numérica a un país.” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
El valor de NationNumeric se establece según el valor del byte codificado como INTEGER de 
acuerdo con el documento. 
 
5.3.14 NoOfCardPlaceRecords 
“Número de registros de lugares que puede almacenar una tarjeta de conductor” (R (UE) nº 
1360/2002, de 13 de junio de 2002) 
 
Asigna valor según el entero.  
 
5.3.15 NoOfCardVehicleRecords 
“Número de registros sobre vehículos usados que puede almacenar una tarjeta de conductor” 
(R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
                                                        
18 Punto 5.3.6 ByteToString 
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Asigna valor según el entero.  
 
5.3.16 NoOfEventsPerType 
“Número de incidentes de cada tipo que puede almacenar una tarjeta.” (R (UE) nº 1360/2002, de 
13 de junio de 2002) 
 
Asigna valor según el entero.  
 
5.3.17 NoOfEventsPerType 
“Número de fallos de cada tipo que puede almacenar una tarjeta.” (R (UE) nº 1360/2002, de 13 
de junio de 2002) 
 
Asigna valor según el entero. 
 
5.3.18 RegionNumeric 
“Referencia numérica a una región perteneciente a un país especificado.” (R (UE) nº 1360/2002, 
de 13 de junio de 2002) 
 
No ha sido necesario crear el tipo OCTET STRING porque la decodificación de ese byte en 
hexadecimal es efectiva. Según el valor del hexadecimal se establece el valor de RegionNumeric 
de acuerdo con el documento. 
5.3.19 SpecificConditionType 
“Código que identifica una condición específica” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
Asigna valor según el entero. 
 
5.4 Desarrollo del Diccionario de Elementos 
 
Cada elemento de datos es una clase que se llama igual que el elemento de datos que define el 
Anexo I para facilitar la interoperabilidad.  
Un elemento de datos está formado por estructuras y algunas de estas estructuras pueden ser a 
su vez otros elementos de datos, pero que nosotros hemos clasificado como subelementos. 
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Cada estructura está definida por un tipo de datos (descrito en el apartado anterior del Diccionario 
de Tipos). 
 
A continuación, se van a listar los elementos de los que hace uso la solución para interpretar un 
fichero TGD, clasificándolos por elementos y subelementos que utiliza, si es el caso.  
Se muestra, además, el método constructor que crean los tipos que requieren un mayor análisis 
y asigna las propiedades correspondientes.  
Si no se indica lo contrario, no se incluyen los métodos constructores de algunos tipos listados a 
continuación debido a la simplicidad con la que son construidos, como por ejemplo, aquellos 
creados a partir de un solo tipo de datos. 
Estos son los Elementos y Subelementos creados: 
 
Ilustración 18 Elementos y subelementos 
Se va a incluir una pequeña descripción de cada elemento sacada de su especificación en el 
documento. Para más información y método de asignación de valores véase la referencia que lo 
acompaña. 
5.4.1 CardCertificate 
“Certificado de la clave pública de una tarjeta.” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 




“El certificado de una clave pública expedido por una autoridad de certificación.” (R (UE) nº 
1360/2002, de 13 de junio de 2002) 
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Subelemento de CardCertificate compuesto de CertificateContent, que tiene el contenido 




“Información almacenada en una tarjeta de conductor o en una tarjeta del centro de ensayo y 




“Identificación de un vehículo, exclusiva para Europa” (R (UE) nº 1360/2002, de 13 de junio de 
2002) 
 
Subelemento de CardControlActivityDataRecord. 
 
5.4.3 CardCurrentUse 





Subelemento de CardCurrentUse. 
 
5.4.4 CardDownload 
“Fecha y hora, almacenadas en la tarjeta del conductor, de la última transferencia de los datos 




“Información almacenada en una tarjeta de conductor o en una tarjeta del centro de ensayo y 
relativa a las actividades del conductor” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
Este tipo de Elemento necesita un mayor análisis, descrito a continuación: 
 
Ilustración 19 Elemento CardDriverActivity 
En la imagen 19 vemos que el elemento CardDriverActivity, que contiene toda la información 
de la actividad de un conductor durante una duración máxima de 28 días, tiene un tamaño 
variable, dependiendo del fichero TGD, entre un mínimo de 5548 bytes y 13780 bytes.  
Está formado por tres bloques de bytes: 
● activityPointerOldestDayRecord: ocupa 2 bytes. Señala el comienzo del espacio de 
almacenamiento (número de bytes a partir del principio de la cadena) que corresponde 
al registro completo más antiguo de ese día en la cadena activityDailyRecords. 
 
● activityPointerNewestRecord: ocupa 2 bytes. Señala el comienzo del espacio de 
almacenamiento (número de bytes a partir del principio de la cadena) que corresponde 
al registro más reciente de ese día en la cadena activityDailyRecords. 
 
● activityDailyRecords: puede ocupar entre 5544 y 13776 bytes. Almacena los datos 
sobre la actividad del conductor. El tamaño viene indicado por el número de registros 
que puede contener (n6): 
 
Si vemos luego la descripción del Elemento de Datos de CardDriverActivity 
activityPointerOldestDayRecord y activityPointerNewestRecord son de tipo INTEGER, 
mientras que activityDailyRecords aunque es de tipo OCTET STRING vamos a tratarlo de 
otra manera.  
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El tamaño de este bloque de bytes será el valor de CardActivityLengthRange que habremos 




El bloque activityDailyRecords, que en la imagen es de tipo OCTET STRING, podemos verlo 
como un SubElemento de CardDriverActivity. 
El método constructor de CardDriverActivity realizará lo siguiente: 
 
Construimos un arrayActividad, que tendrá los bytes de todo el bloque que comprende las 
actividades del conductor, sabiendo que la distribución de datos se hace de la siguiente manera: 
● Desde el byte 0 hasta ActivityPointerNewestRecord, siendo en esta posición donde 
estaría la última actividad: la más nueva. 
● Desde el byte ActivityPointerOldestRecord hasta pt_bytes.Length, siendo 
ActivityPointerOldestRecord la posición donde estaría la actividad más antigua. 
Es decir, entre ActivityPointerNewestRecord y ActivityPointerOldestRecord no se 
recogen datos. 
A continuación, son posibles dos casos: 
1. Los registros más antiguos se localizan hacia el final del arrayActividad, por tanto: 
a. arrayOrdenado = arrayPrimero + arraySegundo 
i. arrayPrimero: contiene los datos más antiguos 
ii. arraySegundo: contiene los datos más nuevos 
 
2. Los registros más nuevos se localizan hacia el final del array, por tanto: 
a. arrayOrdenado = arrayActividad desde la posición del puntero más antiguo 




La última cuestión es saber cuánto mide cada CardActivityDailyRecord, ya que un día puede 
tener entre 0 y varias actividades, sin límite específico. Para resolver esto, en el detalle de 
CardActivityDailyRecord (imagen del punto 5.4.5.1 CardActivityDailyRecord) se especifica 
un campo activityRecordLength que expresa la longitud en bytes del registro actual. Por tanto, 
accederemos al valor de ese campo para saber cuánto ocupa el registro actual y crear el 
CardActivityDailyRecord con el tamaño de bytes especificado por activityRecordLength. 
Finalmente, recorremos arrayOrdenado de principio a fin creando los bloques de cada una de 
las actividades que se tratarán en el subelemento CardActivityDailyRecord, teniendo en 
cuenta el valor del tamaño del registro actual (activityRecordLength), guardándolo como un 
elemento nuevo de una lista de tipo CardActivityDailyRecord, que es la estructura de datos 
que lo define (subelemento). 
Utilizamos las listas tipificadas para la extracción de estos datos, en este ejemplo: 
 List <CardActivityDailyRecord> activityDailyRecords;   
porque cada fichero tendrá un bloque de datos de actividades diferente y con las listas podemos 
asegurarnos de que se mantenga esa capacidad de dinamismo para todos.  
Si supiéramos que el tamaño de estos bloques no varía nos podríamos plantear la utilización de 
arrays de estructura (arrays tipificados). Además, el lenguaje integrado LINQ hace que las 
consultas en listas fuertemente tipificadas sean muy sencillas. 
Con todo lo explicado anteriormente, el método constructor de CardDriverActivity queda 
como sigue: 
  
 public CardDriverActivity (byte[] pt_bytes){            
      int index = 0; 
      byte[] ArrayActividad; 
 
      ActivityPointerOldestRecord = new Integer(Arrays.CopyOfRange(pt_bytes, index, 
index += Constantes.BTAM_ACTIVITYPOINTEROLDESTDAYRECORD)).Entero;  
         
      ActivityPointerNewestRecord = new Integer(Arrays.CopyOfRange(pt_bytes, index, 
index += Constantes.BTAM_ACTIVITYPOINTERNEWESTDAYRECORD)).Entero; 
 
      ArrayActividad = Arrays.CopyOfRange(pt_bytes, index, pt_bytes.Length); 
      byte[] arrayOrdenado; 
 
      // arrayOdenado = arrayPrimero + arraySegundo.  
      if (ActivityPointerNewestRecord < ActivityPointerOldestRecord) 
      {               
         byte[] arrayPrimero = Arrays.CopyOfRange(ArrayActividad, 
ActivityPointerOldestRecord, pt_bytes.Length-4); 
           
         byte[] arraySegundo = Arrays.CopyOfRange(ArrayActividad, 0, 
ActivityPointerNewestRecord); 
 
         arrayOrdenado = new byte[arrayPrimero.Length + arraySegundo.Length]; 
         Array.Copy(arrayPrimero, 0, arrayOrdenado, 0, arrayPrimero.Length); 
         Array.Copy(arraySegundo, 0, arrayOrdenado, arrayPrimero.Length, 
arraySegundo.Length - 1); 
      } 
 
      // Sumo los 4 bytes porque lo hago sobre los bytes totales, no sobre el 
ArrayActividad. 
      else 
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      { 
         arrayOrdenado = Arrays.CopyOfRange(pt_bytes, ActivityPointerOldestRecord + 
4, ActivityPointerNewestRecord + 4 - ActivityPointerOldestRecord + 4); 
      } 
 
      int start = 0; 
      int longBlock = 0; 
 
      CardActivityDailyRecord newActivityDailyRecord; 
      ActivityDailyRecords = new List<CardActivityDailyRecord>(); 
 
      // longBlock tiene el valor del tamaño del registro actual = 
activityRecordLength, que está en la posición Constantes.BTAM_ACTIVITYRECORDLENGTH 
(2) 
      // de cada bloque de actividad. Se forma el Array según el valor de longBlock y 
se pasa a ActivityDailyRecord, que lo trata. 
       while (start < arrayOrdenado.Length) 
       { 
          longBlock = new Integer(Arrays.CopyOfRangeBlock(arrayOrdenado, start + 
Constantes.BTAM_ACTIVITYRECORDLENGTH, Constantes.BTAM_ACTIVITYRECORDLENGTH)).Entero; 
 
           byte[] arrayDesde = Arrays.CopyOfRange(arrayOrdenado, start, start += 
longBlock); 
           newActivityDailyRecord = new CardActivityDailyRecord(arrayDesde); 
 
           ActivityDailyRecords.Add(newActivityDailyRecord); 
        } 
} 
5.4.5.1 CardActivityDailyRecord 
“Información almacenada en una tarjeta y relativa a las actividades del conductor en un día civil 
concreto.” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
Subelemento de CardDriverActivity. Forma la lista de activityDailyRecords de tipo 
CardActivityDailyRecord. 
 
De la definición de cada estructura de datos anterior19 nos interesan: 
● activityPreviousLength: expresa la longitud en bytes del registro anterior y si es el 
más antiguo, valdrá 0. 
● activityRecordLength: expresa la longitud en bytes del registro actual. Este punto no 
existe en el esquema de la definición de la Imagen que describe su estructura, pero sí 
que está en su definición. 
● activityChangeInfo: estructura del tipo ActivityChangeInfo cuyo tamaño puede 
tener un máximo de 1440 bytes a razón de 2 octetos. 
 
                                                        
19 R (UE) nº 1360/2002, de 13 de junio de 2002 p. 57 
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Al campo activityRecordLength accedemos desde CardDriverActivity para saber qué 
tamaño tiene el actual cardActivityDailyRecord, pero también lo tenemos en cuenta para 
saber cuánto ocupa el bloque de ActivityChangeInfo de cada registro, ya que como puede 
apreciarse en la imagen su tamaño tampoco es exacto. 
 
activityChangeInfo también es una lista de tipo ActivityChangeInfo que tendrá los cambios 
de actividad de ese registro. 
 
El método constructor de CardActivityDailyRecord, por tanto, queda: 
        
 // Lista de los cambios de actividad de cada registro. Estos cambios ocupan 2 
bytes cada uno, el total de la información del registro ocupa los bytes que dice 
ActivityRecordLength, a esto hay que restarle los bytes que ocupa la anterior 
información: ActivityPreviousRecordLength, ActivityRecordLength, 
ActivityRecordDate, ActivityDailyPresenceCounter y ActivityDayDistante.  
         
// Esto lo hacemos empezando a recorrer los bytes con los cambios de actividad a 
partir de "index" en el bucle. 
   
 public CardActivityDailyRecord(byte[] pt_bytes){ 
   int index = 0; 
 
            
   ActivityPreviousRecordLength = new Integer(Arrays.CopyOfRange(pt_bytes, index, 
index += Constantes.BTAM_ACTIVITYPREVIOUSRECORDLENGTH)).Entero; 
    ActivityRecordLength = new Integer(Arrays.CopyOfRange(pt_bytes, index, index 
+= Constantes.BTAM_ACTIVITYRECORDLENGTH)).Entero; 
 
    ActivityRecordDate = new TimeReal(Arrays.CopyOfRange(pt_bytes, index, index 
+= Constantes.BTAM_ACTIVITYRECORDDATE)).VarTimeReal; 
 
    ActivityDailyPresenceCounter = new BCDString(Arrays.CopyOfRange(pt_bytes, 
index, index += Constantes.BTAM_ACTIVITYDAILYPRESENCECOUNTER)).ByteString; 
 
    ActivityDayDistance = new Integer(Arrays.CopyOfRange(pt_bytes, index, index 
+= Constantes.BTAM_ACTIVITYDAYDISTANCE)).Entero; 
 
    ChangeInfo = new List<ActivityChangeInfo>(); 
 
    for (int i = index; i < ActivityRecordLength; i += 
Constantes.BTAM_ACTIVITYCHANGEINFO) 
    { 
        ActivityChangeInfo activityChangeInfo = new 
ActivityChangeInfo(Arrays.CopyOfRange(pt_bytes, index, index += 
Constantes.BTAM_ACTIVITYCHANGEINFO), ActivityRecordDate); 
 
         ChangeInfo.Add(activityChangeInfo); 





“Información almacenada en una tarjeta de conductor y relativa a los datos correspondientes al 
permiso de conducir del titular de la tarjeta” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
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Crea un objeto CardDrivingLicenceInformation y asigna las propiedades: 
● DrivingLicenceIssuingAuthority: autoridad expedidora de la licencia de 
conducción. El tipo Name se soluciona mediante el método estático 
ByteToType.ByteToString(byte[] pt_bytes);20 
 
● DrivingLicenceIssuingNation: país expedidor de la licencia de conducción. 
 





“Información almacenada en una tarjeta de conductor relativa a los incidentes asociados al titular 
de la tarjeta” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
 
CardEventData está formado por 6 registros de cardEventRecords de tipo CardEventRecord 
(subelemento), pero cuyo tamaño es variable y depende de la propiedad del objeto 
DriverCardApplicationIdentification.NoOfEventsPerType.  
 
Por tanto, la estructura cardEventRecords será una lista de elementos de CardEventRecords 
a la que solo se añadirán los elementos en caso de que contengan alguna información relevante: 
 
 
 public CardEventData(byte[] pt_bytes){ 
    int end = pt_bytes.Length / Constantes.NREG_CARDEVENTDATA; 
    int index = 0; 
    CardEventRecords = new List<CardEventRecord>(); 
 
    /* Si hay NREG_CARDEVENTDATA (6) registros. El tamaño de los bloques a iterar 
será BloqueCardEventRecord = pt_bytes.Length / Constantes.NREG_CARDEVENTDATA  
    (ej. 1728 / 6 = 288 bytes tendrán cada CardEventRecord).  
    De los 6 CardEventRecords, solo se insertarán en la lista aquellos que 
contengan información. */ 
     for (int i = 0; i < Constantes.NREG_CARDEVENTDATA; i++) 
     { 
        CardEventRecord newCardEventRecord = new 
CardEventRecord(Arrays.CopyOfRange(pt_bytes, index, index += end)); 
 
        if (newCardEventRecord.EventType != "No hay más información") 
                                                        
20 Punto 5.3.6 ByteToString 
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              CardEventRecords.Add(newCardEventRecord); 






“Información almacenada en una tarjeta de conductor relativa a un incidente asociado al titular 
de la tarjeta” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
 
Crea un objeto CardEventRecord y asigna  las propiedades, formará los elementos de la lista 
CardEventRecords, tipificada con CardEventRecord. 
 
5.4.8CardFaultData 
“Información almacenada en una tarjeta de conductor relativa a los fallos asociados al titular de 
la tarjeta” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
El funcionamiento de esta clase es análogo a CardEventData, pero con solamente 2 registros. 
 
5.4.8.1 CardFaultRecord 
“Información almacenada en una tarjeta de conductor relativa a un fallo asociado al titular de la 
tarjeta” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
 
Funcionamiento de este subelemento igual que CardEventRecord. 
5.4.9 CardIdentification 
“Información almacenada en una tarjeta y relativa a la identificación de la tarjeta” (R (UE) nº 
1360/2002, de 13 de junio de 2002) 
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Crea un objeto CardIdentification y asigna las propiedades. 
5.4.10 CardPlaceDailyWorkPeriod 
“Información almacenada en una tarjeta de conductor o en una tarjeta del centro de ensayo y 
relativa a los lugares donde comienzan y/o terminan los períodos de trabajo diarios” (R (UE) nº 
1360/2002, de 13 de junio de 2002) 
 
En este caso, la interpretación de los registros depende de placePointerNewestRecord. el cual 
indica la posición del byte del último registro actualizado. 
 
PlaceRecords es una lista de elementos de tipo PlaceRecord: 
  
 public CardPlaceDailyWorkPeriod(byte[] pt_bytes){ 
    int index = 0; 
    PlacePointerNewestRecord = new Integer(Arrays.CopyOfRange(pt_bytes, index, 
index += Constantes.BTAM_PLACEPOINTERNEWESTRECORD)).Entero; 
    PlaceRecords = new List<PlaceRecord>(); 
 
// Cada registro ocupa BLSIZE_PLACERECORD. Pueden haber hasta NOfCardPlaceRecords 
registros. 
// El índice por el que empezaremos a buscar será a partir del primer byte, 
porque este lo ocupa PlacePointerNewestRecord 
// recorreremos el array hasta el índice que nos dice PlacePointerNewestRecord: 
recorremos el array hasta el final y volvemos al principio (empezando por el 
índice 1) hasta llegar al índice PlacePointerNewstRecord. 
     
    PlaceRecord newPlaceRecord; 
 
    for (int i = 0; i < PlacePointerNewestRecord; i++) 
    { 
         newPlaceRecord = new PlaceRecord(Arrays.CopyOfRange(pt_bytes, index, 
index += Constantes.BLSIZE_PLACERECORD)); 
         PlaceRecords.Add(newPlaceRecord); 
 
         if (index >= pt_bytes.Length) 
             index = 1; 







“Información relativa al lugar donde comienza o termina un período de trabajo diario” (R (UE) nº 
1360/2002, de 13 de junio de 2002) 
 
Crea un objeto PlaceRecord y asigna las propiedades. 
 
5.4.11 CardVehiclesUsed 
“Información almacenada en una tarjeta de conductor o en una tarjeta del centro de ensayo y 
relativa a los vehículos utilizados por el titular de la tarjeta” (R (UE) nº 1360/2002, de 13 de junio 
de 2002) 
 
Crea la lista de registros de cardVehicleRecords como una lista de tipo CardVehicleRecord.  
 
El bucle se recorre de forma cíclica hasta llegar a VehiclePointerNewestRecord, que es el 
índice del último registro actualizado. Si se llega al final del array, se vuelve al principio, siempre 
hasta llegar a ese puntero.  
 
Si VehiclePointerNewestRecord es el índice del último registro actualizado, en total habrá 
VehiclePointerNewestRecord registros, lo que significa que el bucle se repetirá 
VehiclePointerNewestRecord veces. 
 
El índice por el que se empieza a recorrer el bucle es 2, porque VehiclePointerNewestRecord 
ocupa 2 bytes y se empieza a recorrer el array a partir de ahí. 
   
  public CardVehiclesUsed(byte[] pt_bytes){ 
      int index = 0; 
      VehiclePointerNewestRecord = new Integer(Arrays.CopyOfRange(pt_bytes, 
index, index += Constantes.BTAM_VEHICLEPOINTERNEWESTRECORD)).Entero; 
        
CardVehicleRecords = new List<CardVehicleRecord>(); 
 
       int start = 2; 
       CardVehicleRecord newCardVehicleRecord; 
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       for (int i = 0; i < VehiclePointerNewestRecord; i++) 
       { 
           if (start + Constantes.BLSIZE_CARDVEHICLERECORD >= pt_bytes.Length) 
                  start = 0; 
           else 
           { 
                    newCardVehicleRecord = new 
CardVehicleRecord(Arrays.CopyOfRange(pt_bytes, start, start += 
Constantes.BLSIZE_CARDVEHICLERECORD)); 
                    CardVehicleRecords.Add(newCardVehicleRecord); 
                } 
 
            } 





“Información almacenada en una tarjeta de conductor o en una tarjeta del centro de ensayo y 
relativa a un período de uso de un vehículo durante un día civil” (R (UE) nº 1360/2002, de 13 de 
junio de 2002) 
 
Crea un objeto CardVehicleRecord y asigna las propiedades. 
 
5.4.12 DriverCardApplicationIdentification 
“Información almacenada en una tarjeta de conductor y relativa a la identificación de la aplicación 
de la tarjeta” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 




“Información almacenada en una tarjeta de conductor y relativa a la identificación del titular de 
dicha tarjeta” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
Crea un objeto DriverCardHolderIdentification y asigna las propiedades. 
 
5.4.13.1 HolderName 
“El nombre y apellidos del titular de una tarjeta” (R (UE) nº 1360/2002, de 13 de junio de 2002) 
 
Crea un objeto HolderName y asigna las propiedades. 
 
5.4.14 SpecificConditionRecord 
“Información almacenada en una tarjeta de conductor, una tarjeta del centro de ensayo o una 
unidad intravehicular y relativa a una condición específica” (R (UE) nº 1360/2002, de 13 de 
junio de 2002) 
 
Crea un objeto SpecificConditionRecord y asigna las propiedades. 
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CAPÍTULO 6 
Análisis de la Seguridad 
 
A continuación se analizan los dos temas principales de seguridad que debe tratar la solución. 
6.1    Cifrado de Datos Personales 
 
Como ya se ha expuesto anteriormente, para cumplir con el nuevo reglamento europeo sobre 
protección de datos respecto a aquella información que puedan identificar a una persona [16], 
vamos a añadir un mínimo de seguridad sobre los datos sensibles de los conductores en su 
almacenamiento en nuestra red.  
Para esto, en el momento de integrar el fichero TGD en la red, ciframos aquellos datos que 
entrañan un peligro en el caso de que se diera una amenaza de ataque a la red.  En este caso 
los datos más susceptibles serán: 
- Nombre y apellidos del conductor 
- Documento de identificación y Licencia de Conducción 
 
Ciframos estos datos a la hora de insertarlos en la Base de Datos y los desciframos para hacer 
consultas e informes sobre ellos, utilizando funciones de encriptación de .NET para realizar estas 
operaciones, por lo que necesitaremos utilizar un espacio de nombres dedicado a esto: 
System.Security.Criptography; [20] 
 
Ilustración 20 Esquema cifrado y descifrado 
 
 
Creamos dos métodos estáticos sencillos para cifrar y descifrar strings. 
Método de cifrado que recoge el string (datos personales) y saca su codificación Unicode [21] en 
un array de bytes que luego se devuelve como un string codificada con dígitos de base 64: 
 
  
 public static string Cifrar(string pt_cadena) 
  { 
       string result = “”; 
       byte[] cifrado = Encoding.Unicode.GetBytes(pt_cadena); 
       return Convert.ToBase64String(cifrado);  






Como ejemplo, en la base de datos veremos el nombre y apellidos de un conductor de esta 
manera: 
 
Método de descifrado que hace exactamente lo contrario, cogiendo los datos de la base de datos: 
  
 public static string Descifrar(string pt_cadena) 
  { 
      string result = “”; 
      byte[] descifrado = Convert.FromBase64String(pt_cadena); 
      return  Encoding.Unicode.GetString(descifrado);           




6.2   Autentificación y verificación del fichero 
Para verificar y autentificar el fichero, se pretende comprobar dos cosas: 
1. Los dos certificados digitales que contiene el fichero han de ser válidos, con el fin de 
asegurar la identidad del fichero (la tarjeta del conductor). 
 
2. Cada archivo de datos contiene una firma digital que asegura que nadie haya modificado 
la información. Una excepción de estos son los archivos EF ICC y IC, porque su descarga 
es opcional. Tampoco vendrán firmados digitalmente los elementos Card_Certificate y 
CA_Certificate, que contienen el certificado de la clave pública de una tarjeta y el 
certificado de la clave pública del Estado miembro expedido por la Autoridad de 
Certificación europea. Si un archivo no supera la comprobación de la firma digital, se 
descartará el fichero, ya que no se podrá asegurar su integridad. 
 
El problema a la hora de verificar los certificados viene dado en el detalle del contenido de los 
certificados descrito en el documento del Reglamento, su localización y el tamaño de los bytes. 
Los certificados son de clave pública RSA [22] e incluyen los siguientes datos: [17, p. 243] 
• Identificador de perfil del certificado (1 byte): su valor será ‘01’. 
• Referencia a la autoridad de certificación (8 bytes): identifica la CA que expide el 
certificado. 
• Autorización del titular del certificado (7 bytes): identifica los derechos del titular del 
certificado. 
• Fin de la validez del certificado (4 bytes) 
• Referencia al titular del certificado (8 bytes) 
• Clave pública (módulo) (128 bytes) 
• Clave pública (exponente público) (8 bytes) 
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El total, pues, según lo dispuesto en este apartado del documento es un certificado de 164 bytes. 
Según el documento, el certificado expedido por la CA se puede recuperar a partir de la firma 
digital, que incluye también la referencia a la CA que le corresponde. Por esta razón, verificar la 
firma consistirá en abrirla y verificarla con arreglo a la norma ISO/IEC 9795-2 [23], verificar el 
certificado y su validez, y recuperar la clave pública. 
Su estructura sería la siguiente:  
Certificado expedido a un conductor por una CA = Firma (128 bytes) || resto de la clave pública 
(58 bytes) || referencia a la CA (8 bytes).  21 Dando un total de 194 bytes. 
Mediante la referencia a la CA añadida podemos seleccionar la clave pública de la CA para 
verificar el certificado. 
El proceso que se ha de seguir para la verificación del certificado se describe a continuación: 
Dividir el certificado en:  
• Firma (128 bytes) 
• Resto de clave pública (58 bytes) 
• Referencia a la CA (8 bytes) 
Con la referencia a la CA, seleccionar la clave pública de la CA y abrir la firma con la clave pública 
de la CA, comprobando que empieza con ‘6A’ y termina con ‘BC’.22 
Sacar el contenido del certificado concatenando los 106 primeros bytes desde ‘6A’, más los 58 
primeros bytes después de ‘BC’ = ”ContenidoCertificado” = 164 bytes. 
Realizar la comprobación aleatoria del certificado y comprobar que resulta en los 20 primeros 
bytes a partir del byte 107. 
Si el resultado es positivo: el certificado es genuino y su contenido es “ContenidoCertificado”. 
Verificar la validez comprobando la fecha de validez de “ContenidoCertificado” y nos quedamos 
con que: 
• Clave pública RSA de un conductor es la concatenación del módulo y el exponente 
público de la clave pública RSA. 
 
• Repartimos los bytes restantes según la estructura de los certificados de clave pública 
RSA detallada anteriormente [17, p. 243]. 
Sin embargo, al tratar de realizar este proceso nos encontramos el siguiente problema: 
El documento expone que cada fichero TGD contiene dos certificados que estarían contenidos 
en dos archivos consecutivos (EF Card_Certificate y EF CA_Certificate), ambos ocupando 194 
bytes y cuyo elemento es “Certificate”, de tipo “CertificateContent” [17, pp. 57, 64] 
La ambigüedad viene a la hora de acceder al contenido del certificado, ya que 
“CertificateContent” tiene esta estructura: 
                                                        
21 Donde || es un símbolo que significa concatenación. 




Ilustración 21 Tipo CertificateContent 
Esta estructura encaja con la estructura detallada anteriormente de los certificados de clave 
pública RSA, donde publicKey sería la concatenación del módulo y el exponente de la clave 
pública RSA. 
La problemática reside en que tenemos 194 bytes de los archivos de los certificados, que 
contienen la firma digital con recuperación parcial del ContenidoCertificado. Es decir, de entre 
estos 194 deberíamos hacer el proceso para verificar la firma digital sacando el 
ContenidoCertificado, que ocupa 164 bytes… Pero, además, en otro apartado del documento 
[17, p. 244] se indica que la longitud del certificado es de 206 bytes. 23 
 
Ilustración 22 Esquema de un certificado 
• ContenidoCertificado = ContenidoCertificado1 || ContenidoCertificado2 
 
• Si Hash(ContenidoCertificado) = Hash(ContenidoCertificado1y2) → Certificado correcto 
y comprobamos validez. 
 
• Verificar Firma = abrir la firma y confirmar que es correcta con arreglo a la norma  ISO/IEC 
9795-2, donde se describe el proceso para la verificación de la firma. 







                                                        
23 Véase el Capítulo 9: Comprobación de resultas y Conclusiones. 




La interfaz está controlada por las clases de los Forms. Al lanzarse la aplicación, se ejecuta 
primero el Form principal, llamado MainForm: 
 
Ilustración 23 MainForm 
Se muestran tres botones para realizar distintas operaciones y al hacer click sobre ellos se 
generan los eventos que lanzan el Form correspondiente. 
 
7.1   Integrar Archivo 
 
 
Ilustración 24 FormOpIntegrar 
En este Form solo se puede interactuar mediante los botones de Examinar, Aceptar y Cancelar. 
• Examinar: selecciona archivo TGD a integrar. 
• Aceptar: realiza la integración en la Base de Datos. 





Al seleccionar un fichero TGD válido, se muestra la siguiente pantalla: 
 
Ilustración 25 Proceso de Integración de un fichero TGD 
Si la integración ha sido exitosa aparece el siguiente mensaje, permitiendo realizar otra 
integración sin salir del Form: 
 
Ilustración 26 FormOpIntegrar - éxito 
 
Si, por el contrario, el archivo ya ha sido integrado (existe el nombre del fichero en la Base de 
Datos), aparece el siguiente mensaje de error, permitiendo volver a realizar la integración: 
 
Ilustración 27 FormOpIntegrar - error 
7.2   Mostrar Datos 
 
Mediante esta opción, podemos mostrar todos los datos de un conductor que hayan tenido 
actividad dentro de un periodo de tiempo. Se controla mediante FormOpDisplayData: 
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La pantalla principal sería la siguiente: 
 
Ilustración 28 Pantalla principal Mostrar Datos 
En el módulo Filtrar, aparece un combobox con todos los conductores cuyos archivos han sido 
integrados en la base de datos.  
 
 
Ilustración 29 Módulo filtro 
 
Si hacemos click en el botón “Buscar”, nos aparecerán todos los datos del conductor dentro de 





Ilustración 30 Mostrar Datos: Actividades 
 
Para mostrar la información del conductor se utiliza un menú con pestañas, donde cada una 
muestra unos datos determinados, aunque si no se encuentran datos el cuadro de texto quedará 
vacío.  
 
Algunos ejemplos más para el mismo conductor: 
 
Ilustración 31 Mostrar Datos: Vehículos 
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Ilustración 32 Mostrar Datos: Lugares 
 
Si clickamos en “Exportar”, los datos mostrados se guardan en un documento Excel en el 
directorio que le indiquemos. El documento que se genera en Excel contiene los datos tal y como 
los vemos en la aplicación. Es decir, si hay un filtro aplicado, los datos que se exportarán serán 
los mismos y se clasificarán en “Hojas” de la siguiente manera: 
 
 
Ilustración 33 Vista de las "Hojas" generadas en la exportación de un documento Excel 
La localización de las celdas la hemos controlado, de esta manera los datos siempre están en el 
mismo sitio. Por ejemplo, la hoja de “Datos” tiene está disposición: 
 
Ilustración 34 Muestra de la hoja "Datos" del documento Excel 
Y las siguientes hojas siguen el mismo ejemplo: 
 
Ilustración 35 Muestra de la hoja "Actividades" del documento Excel 
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7.3   Realizar Informes 
 






                                                        
24 Véase apartado Capítulo 8: Futuras Implementaciones 




Para la comprobación de que la información interpretada de un fichero TGD es correcta, se ha 
tomado como referencia un informe del mismo fichero TGD generado por una aplicación 
adquirida por la empresa con el mismo propósito.  
De esta manera, se ha podido comprobar que todos los datos que íbamos interpretando eran 
correctos.  
Por ejemplo, para la actividad de un conductor confirmamos que los datos son correctos. Para 
ello comparamos los datos del informe generado a partir del mismo fichero TGD desde una 
aplicación adquirida por la empresa (Imagen 36) con los datos que interpretamos nosotros a 
partir de la solución de este proyecto para el mismo día (Imagen 37): 
 
Ilustración 36 Actividad del conductor durante un día 
 
 
Ilustración 37 Muestra de actividad de un día del interprete 
De esta forma nos hemos ido asegurando de que el proceso de interpretación que se iba 
realizando era correcto. 
Por otro lado, en algunos aspectos la documentación ha sido un poco ambigua y se ha recurrido 
a hacer una consulta a un Responsable de Políticas de la Comunidad Europea para resolver 
algunas dudas.  
Por ejemplo, en el documento más completo y que mayoritariamente se ha consultado para la 
realización de este proyecto: Reglamento Europeo nº 1360/2002, de 13 de junio de 2002 [17], 
no especifica que los bytes de ID Archivo no están comprendidos dentro del archivo que 
corresponda, por lo que el índice del byte de todo el bloque de bytes del fichero donde se 
encuentra ese ID Archivo no es donde debemos empezar a interpretar el archivo. Con lo cual, el 
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dato que esperábamos encontrar en un determinado índice no encajaba con el dato real 
encontrado.  
Trasladamos esta consulta poniéndonos en contacto con el teléfono de la web del Ministerio de 
Fomento y tras insistir en ello, al final se nos remitió a un Responsable de Políticas de la 
Comunidad Europea, que al final nos mandó a la documentación citada en el apartado “2.1: 
Reglamento Europeo” de esta memoria.  
Al final, resultó en que tan solo hay que sumar 4 bytes al índice resultado en todos los casos, 
que sería lo que ocuparía ese ID Archivo y no 2 bytes que es lo que debería de ocupar, en 
teoría, en hexadecimal. Esto no está descrito en ningún apartado de la documentación. 
Tampoco se detalla en el documento que hay elementos de datos dentro del fichero cuyos bytes 
no están dispuestos de la forma esperada. Es decir, todos los bytes que constituyen los 
elementos vienen almacenados siguiendo el criterio big-endian (siguiendo el orden “natural”: de 
izquierda a derecha). No ocurre así con algunos elementos, por lo que se han tenido que adaptar 
los tipos de datos que los tratan25. Este hecho tampoco está descrito en los documentos. 
Con todo, el resultado final del proyecto ha sido una aplicación que permite interpretar y 
almacenar los ficheros binarios de tacógrafo, siendo la base para futuros desarrollos agregados 
y cumpliendo su objetivo principal.  
Sin embargo, debido a la ambigüedad en la documentación sobre la apertura y verificación de la 
firma digital y certificados (respecto a los bytes utilizados y su localización), este punto queda 
pendiente para desarrollarlo en un futuro aunque, según la empresa, no es un requisito 
indispensable que deba tener la aplicación de momento para su funcionamiento, pero sí algo que 
a medio o largo plazo debe resolverse. 
Concluyendo, la solución de este proyecto ha resultado en una aplicación que podrá instalarse 
en cualquier equipo de la empresa, lanzándose desde un repositorio en un servidor, desde donde 
podremos ir actualizando las versiones de la aplicación de manera transparente para el usuario 
final, que solo deberá aceptar la actualización cuando al iniciar la aplicación se genere el diálogo 
para instalar la actualización. Y cumple con los requisitos de privacidad, protección y tratamiento 
de datos personales que atañen al nuevo Reglamento Europeo sobre protección de datos [14], 
asegurando los datos sensibles de los conductores cifrándolos en el sistema de almacenamiento 
y descifrándolos en la aplicación. 
Con esta aplicación somos capaces de interpretar, almacenar, mostrar y exportar los datos de 
un fichero binario de tacógrafo digital. Constituye el núcleo del desarrollo de funcionalidades 
futuras, siguiendo su ciclo de vida evolutivo, que se irán añadiendo fácilmente a ella, siguiendo 
los ámbitos de la aplicación definidos para cada área, según las necesidades de la empresa y 
adaptándose a los requerimientos de los usuarios, seguridad, política, etc., cumpliendo los 
requisitos de interoperabilidad entre la el Reglamento Europeo y el código de la aplicación que 
también se ha cumplido hasta ahora en cuanto a nombres de elementos, tipos, estructuras, etc., 
haciendo que los cambios sean fácilmente reconocibles y añadidos. 
Además, si en un futuro el reglamento que rige la estructura de las tarjetas de los conductores y 
los ficheros TGD cambiara, tenemos absoluto control para realizar los cambios o adaptaciones 
pertinentes en el código sin tener que pasar por ninguna intermediación ni depender de terceros. 
                                                        
25 Tipos de datos que transforman los bits de Little-endian a big-endian: TimeReal y 
ActivityChangeInfo. 





En un futuro se aumentará la utilidad de la aplicación añadiendo distintas funciones que muy 
probablemente se añadan al Form principal. Por ejemplo, en el FormMain() ya se encuentra 
creado un botón de “Realizar Informes” que por el momento no tiene ninguna función, pero que 
está pensado para que muestre un Form con el fin de realizar distintos informes de varios tipos. 
Por ejemplo, informes sobre vehículos utilizados, kilometraje de conductores, etc. Este punto se 
adaptará a las necesidades de la empresa. 
 
Por otro lado, un requisito de seguridad en la empresa es conocer quién y cuándo ha hecho qué. 
Por este motivo, para saber quién tiene acceso a la aplicación y, por tanto, a los datos personales 
de los conductores, se creará un registro de usuarios mediante el cual para acceder a la 
aplicación el usuario deberá de estar registrado en el sistema, bien como usuario del dominio o 
bien como usuario dado de alta en una tabla de la Base de Datos que se creará para tal fin, 
guardando también el momento del acceso. 
 
Además, se crearán permisos de la aplicación para cada usuario para controlar a qué áreas tiene 
acceso cada uno. Por ejemplo, la función de integrar ficheros TGD será solo un área accesible 
por uno o varios usuarios administradores determinados, mientras que diferentes departamentos 
de la empresa podrán tener acceso a la realización de informes o búsquedas de datos que 
convengan. 
 
Otro requisito a cumplir es la realización de un registro de log de errores, para el cual 
necesitaremos tratar adecuadamente las excepciones que lanza la aplicación, manteniendo un 
registro en la Base de Datos de la excepción producida, el usuario, momento, etc. Y agregar un 
control en la interfaz para tener acceso a este registro sin necesidad de tener que conectarse a 
la Base de Datos para verlo. 
 
Por último, se desarrollarán otros aspectos para mejorar la usabilidad de la aplicación, como 
puede ser:  
 
• Añadir un control “Wizard” que nos permita mostrar o exportar los datos de un fichero 
en concreto acabado de integrar, porque en el estado actual de la aplicación no 
trabajamos con los datos directamente del fichero; sino que primero se integran en el 
sistema y luego se hace una consulta sobre ellos. 
 
• Permitir seleccionar varios ficheros a la vez para realizar la integración y eliminarlos una 
vez realizada exitosamente. 
 
• Crear una carpeta compartida donde se descargarían los ficheros y donde se conectaría 
la aplicación para realizar la integración de los ficheros automáticamente. 
 
• No permitir la selección de un fichero ya integrado. Actualmente esta comprobación se 
realiza en el momento de “aceptar la integración” mediante el evento de hacer click en 
el botón “Aceptar”. La solución consistiría en, por ejemplo, activar el botón “Aceptar” solo 
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GLOSARIO 
Archivos: grupos de bytes en los que se divide un fichero TGD, según la tipología de datos que 
almacenen e identificados mediante un ID Archivo para tener acceso a ellos. 
CA: Autoridad Certificadora que expide los certificados. 
Ficheros binarios de tacógrafo: resultado de la descarga de la tarjeta de los conductores, que 
pueden tener tres formatos según su país de origen: “.TGD” para España, “.A1B” para Francia y 
“.DDD” para el resto de Europa. 
Fichero TGD: fichero binario de tacógrafo en formato español, resultado de cada descarga de 
la tarjeta de un conductor a través de un lector de tarjetas, el cual contiene todos los datos del 
propietario de la tarjeta, más su actividad desde la última descarga que se han ido almacenando 
a través de la comunicación y transferencia de datos con el Tacógrafo. Esta información está 
codificada y protegida en base al Reglamento de las Comunidades Europeas.  
Lector de tarjetas: aparato que lee los datos de la tarjeta inteligente y hace posible su descarga 
en formato de ficheros binarios de tacógrafo digital. 
Namespace: ámbito de la aplicación que contiene un conjunto de objetos relacionados. Utilizado 
para la organización de los elementos del código y crear tipos únicos globales. 
Tacógrafo digital: sistema compuesto por un sensor que conecta con una unidad de vehículo 
instalada en la cabina de un conductor con la finalidad de almacenar información de conducción 
y dar acceso a determinadas funciones según el perfil de usuario. Sustituye al antiguo tacógrafo 
analógico, con la ventaja de que es casi imposible manipular la información. 
Tarjeta de los conductores: son tarjetas inteligentes basadas en chip, con el tamaño de una 
tarjeta de crédito. El chip incluye un programa que protege los datos almacenados en él durante 
al menos los últimos 28 días de actividad, y que permite que la tarjeta se comunique con el 
tacógrafo digital de forma segura. Las tarjetas españolas tienen una capacidad de almacenar al 
menos 31 días de actividad.   
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ANEXO 1 
Estructura de la tarjeta de un conductor 
El presente anexo es una extracción del esquema de la estructura de la tarjeta de un conductor, 
presente en el REGLAMENTO (CE) No 1360/2002 DE LA COMISIÓN de 13 de junio de 
2002, pp. 119-121, mostrado como anexo a este documento por la gran cantidad de 
consultas que se hace a este apartado para la realización de este proyecto. 
Composición de Archivos: 
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Generación de la Base de Datos 




/****** Object:  Database [InterpreteTGD]    Script Date: 02/09/2018 15:03:19 ******/ 
CREATE DATABASE [InterpreteTGD] 
 CONTAINMENT = NONE 
 ON  PRIMARY  
( NAME = N'InterpreteTGD', FILENAME = N'C:\Program Files\Microsoft SQL 
Server\MSSQL14.SQLEXPRESS\MSSQL\DATA\InterpreteTGD.mdf' , SIZE = 8192KB , MAXSIZE = 
UNLIMITED, FILEGROWTH = 65536KB ) 
 LOG ON  
( NAME = N'InterpreteTGD_log', FILENAME = N'C:\Program Files\Microsoft SQL 
Server\MSSQL14.SQLEXPRESS\MSSQL\DATA\InterpreteTGD_log.ldf' , SIZE = 73728KB , 
MAXSIZE = 2048GB , FILEGROWTH = 65536KB ) 
GO 
ALTER DATABASE [InterpreteTGD] SET COMPATIBILITY_LEVEL = 140 
GO 
IF (1 = FULLTEXTSERVICEPROPERTY('IsFullTextInstalled')) 
begin 
EXEC [InterpreteTGD].[dbo].[sp_fulltext_database] @action = 'enable' 
end 
GO 
ALTER DATABASE [InterpreteTGD] SET ANSI_NULL_DEFAULT OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET ANSI_NULLS OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET ANSI_PADDING OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET ANSI_WARNINGS OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET ARITHABORT OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET AUTO_CLOSE OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET AUTO_SHRINK OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET AUTO_UPDATE_STATISTICS ON  
GO 
ALTER DATABASE [InterpreteTGD] SET CURSOR_CLOSE_ON_COMMIT OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET CURSOR_DEFAULT  GLOBAL  
GO 
ALTER DATABASE [InterpreteTGD] SET CONCAT_NULL_YIELDS_NULL OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET NUMERIC_ROUNDABORT OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET QUOTED_IDENTIFIER OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET RECURSIVE_TRIGGERS OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET  DISABLE_BROKER  
GO 
ALTER DATABASE [InterpreteTGD] SET AUTO_UPDATE_STATISTICS_ASYNC OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET DATE_CORRELATION_OPTIMIZATION OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET TRUSTWORTHY OFF  
GO 
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ALTER DATABASE [InterpreteTGD] SET ALLOW_SNAPSHOT_ISOLATION OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET PARAMETERIZATION SIMPLE  
GO 
ALTER DATABASE [InterpreteTGD] SET READ_COMMITTED_SNAPSHOT OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET HONOR_BROKER_PRIORITY OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET RECOVERY SIMPLE  
GO 
ALTER DATABASE [InterpreteTGD] SET  MULTI_USER  
GO 
ALTER DATABASE [InterpreteTGD] SET PAGE_VERIFY CHECKSUM   
GO 
ALTER DATABASE [InterpreteTGD] SET DB_CHAINING OFF  
GO 
ALTER DATABASE [InterpreteTGD] SET FILESTREAM( NON_TRANSACTED_ACCESS = OFF )  
GO 
ALTER DATABASE [InterpreteTGD] SET TARGET_RECOVERY_TIME = 60 SECONDS  
GO 
ALTER DATABASE [InterpreteTGD] SET DELAYED_DURABILITY = DISABLED  
GO 




ALTER DATABASE SCOPED CONFIGURATION SET IDENTITY_CACHE = ON; 
GO 
ALTER DATABASE SCOPED CONFIGURATION SET LEGACY_CARDINALITY_ESTIMATION = OFF; 
GO 
ALTER DATABASE SCOPED CONFIGURATION FOR SECONDARY SET LEGACY_CARDINALITY_ESTIMATION = 
PRIMARY; 
GO 
ALTER DATABASE SCOPED CONFIGURATION SET MAXDOP = 0; 
GO 
ALTER DATABASE SCOPED CONFIGURATION FOR SECONDARY SET MAXDOP = PRIMARY; 
GO 
ALTER DATABASE SCOPED CONFIGURATION SET PARAMETER_SNIFFING = ON; 
GO 
ALTER DATABASE SCOPED CONFIGURATION FOR SECONDARY SET PARAMETER_SNIFFING = PRIMARY; 
GO 
ALTER DATABASE SCOPED CONFIGURATION SET QUERY_OPTIMIZER_HOTFIXES = OFF; 
GO 





/****** Object:  Table [dbo].[CARD_DOWNLOAD]    Script Date: 02/09/2018 15:03:21 
******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[CARD_DOWNLOAD]( 
 [ID_FILE] [bigint] IDENTITY(1,1) NOT NULL, 
 [ID_CARD] [bigint] NULL, 
 [FILENAME] [varchar](50) NULL, 
 [LASTCARDDOWNLOAD] [date] NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[CARD_IDENTIFICATION]    Script Date: 02/09/2018 
15:03:24 ******/ 
SET ANSI_NULLS ON 
GO 




CREATE TABLE [dbo].[CARD_IDENTIFICATION]( 
 [ID_CARD] [bigint] IDENTITY(1,1) NOT NULL, 
 [CARDNUMBER] [varchar](50) NULL, 
 [ISSUECOUNTRY] [varchar](50) NULL, 
 [ISSUEAUTHORITY] [varchar](100) NULL, 
 [ISSUEDATE] [date] NULL, 
 [VALIDYBEGIN] [date] NULL, 
 [VALIDYEND] [date] NULL, 
 [HOLDERNAME] [varchar](200) NULL, 
 [HOLDERBIRTHDATE] [date] NULL, 
 [HOLDERLANGUAGE] [varchar](25) NULL, 
 [LICENCEISSUEAUTHORITY] [varchar](100) NULL, 
 [LICENCEISSUENATION] [varchar](50) NULL, 
 [DRIVINGLICENCE] [varchar](50) NULL, 
 [TYPECARD] [varchar](25) NULL, 
 [STRUCTUREVERSION] [varchar](25) NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[CONTROL_ACTIVITY_DATA]    Script Date: 02/09/2018 
15:03:24 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[CONTROL_ACTIVITY_DATA]( 
 [ID_CONTROL] [bigint] IDENTITY(1,1) NOT NULL, 
 [ID_CARD] [bigint] NOT NULL, 
 [ID_FILE] [bigint] NOT NULL, 
 [CARDDATATRANS] [varchar](100) NULL, 
 [VUDATATRANS] [varchar](100) NULL, 
 [PRINT] [varchar](100) NULL, 
 [DISPLAY] [varchar](100) NULL, 
 [CONTROLTIME] [smalldatetime] NULL, 
 [CARDTYPE] [varchar](20) NULL, 
 [CARDMEMBERSTATE] [varchar](50) NULL, 
 [CARDNUMBER] [varchar](25) NULL, 
 [VEHICLEREGISTRATIONNATION] [varchar](150) NULL, 
 [VEHICLEREGISTRATIONNUMBER] [varchar](25) NULL, 
 [CONTROLDOWNLOADBEGIN] [smalldatetime] NULL, 
 [CONTROLDOWNLOADEND] [smalldatetime] NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[CURRENT_USAGE]    Script Date: 02/09/2018 15:03:24 
******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[CURRENT_USAGE]( 
 [ID_USAGE] [bigint] IDENTITY(1,1) NOT NULL, 
 [ID_FILE] [bigint] NOT NULL, 
 [SESSIONOPENTIME] [smalldatetime] NULL, 
 [VEHICLEREGISTRATIONNATION] [varchar](50) NULL, 
 [VEHICLEREGISTRATIONNUMBER] [varchar](50) NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[DRIVER_ACTIVITY_DATA]    Script Date: 02/09/2018 
15:03:24 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[DRIVER_ACTIVITY_DATA]( 
 [ID_ACT] [bigint] IDENTITY(1,1) NOT NULL, 
 [ID_FILE] [bigint] NOT NULL, 
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 [ID_CARD] [bigint] NOT NULL, 
 [ACTIVITYRECORDDATE] [date] NULL, 
 [ACTIVITYDISTANCE] [int] NULL, 
 [RANURA] [varchar](25) NULL, 
 [ESTADOTARJETA] [varchar](25) NULL, 
 [MODO] [varchar](25) NULL, 
 [ACTIVIDAD] [varchar](25) NULL, 
 [ACTIVITYDATE] [smalldatetime] NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[EVENT_DATA]    Script Date: 02/09/2018 15:03:25 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[EVENT_DATA]( 
 [ID_EVENT] [bigint] IDENTITY(1,1) NOT NULL, 
 [ID_CARD] [bigint] NULL, 
 [ID_FILE] [bigint] NOT NULL, 
 [EVENTTYPE] [varchar](50) NULL, 
 [EVENTBEGINTIME] [smalldatetime] NULL, 
 [EVENTENDTIME] [smalldatetime] NULL, 
 [VEHICLEREGISTRATIONNATION] [varchar](50) NULL, 
 [VEHICLEREGISTRATIONNUMBER] [varchar](25) NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[FAULT_DATA]    Script Date: 02/09/2018 15:03:25 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[FAULT_DATA]( 
 [ID_FAULT] [bigint] IDENTITY(1,1) NOT NULL, 
 [ID_CARD] [bigint] NOT NULL, 
 [ID_FILE] [bigint] NOT NULL, 
 [FAULTTYPE] [varchar](50) NULL, 
 [FAULTBEGINTIME] [smalldatetime] NULL, 
 [FAULTENDTIME] [smalldatetime] NULL, 
 [VEHICLEREGISTRATIONNATION] [varchar](50) NULL, 
 [VEHICLEREGISTRATIONNUMBER] [varchar](25) NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[PLACES]    Script Date: 02/09/2018 15:03:25 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[PLACES]( 
 [ID_PLACE] [bigint] IDENTITY(1,1) NOT NULL, 
 [ID_CARD] [bigint] NULL, 
 [ID_FILE] [bigint] NOT NULL, 
 [ENTRYTIME] [smalldatetime] NULL, 
 [TYPEDAILYWORKPERIOD] [varchar](50) NULL, 
 [DAILYWORKPERIODCOUNTRY] [varchar](50) NULL, 
 [DAILYWORKPERIODREGION] [varchar](50) NULL, 
 [VEHICLEODOMETERVALUE] [int] NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[SPECIFIC_CONDITIONS]    Script Date: 02/09/2018 
15:03:26 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[SPECIFIC_CONDITIONS]( 
 [ID_FILE] [bigint] NOT NULL, 
 
81 
 [ENTRYTIME] [datetime] NULL, 
 [SPECIFICCONDITIONTYPE] [varchar](50) NULL 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[VEHICLES_USED]    Script Date: 02/09/2018 15:03:27 
******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[VEHICLES_USED]( 
 [ID_VEHUSED] [bigint] IDENTITY(1,1) NOT NULL, 
 [ID_CARD] [bigint] NULL, 
 [ID_FILE] [bigint] NULL, 
 [VEHICLENUMBER] [varchar](50) NULL, 
 [VEHICLEODOMETERBEGIN] [int] NULL, 
 [VEHICLEODOMETEREND] [int] NULL, 
 [VEHICLEFIRSTUSE] [smalldatetime] NULL, 
 [VEHICLELASTUSE] [smalldatetime] NULL, 
 [VEHICLENATION] [varchar](50) NULL, 
 [VUDATABLOCKCOUNTER] [varchar](10) NULL 




ALTER DATABASE [InterpreteTGD] SET  READ_WRITE  
GO 
 
 
