Deep neural networks (DNN) and Gaussian processes (GP) are two powerful models with several theoretical connections relating them, but the relationship between their training methods is not well understood. In this paper, we show that certain Gaussian posterior approximations for Bayesian DNNs are equivalent to GP posteriors. As a result, we can obtain a GP kernel and a nonlinear feature map simply by training the DNN. Surprisingly, the resulting kernel is the neural tangent kernel which has desirable theoretical properties for infinitely-wide DNNs. We show feature maps obtained on real datasets and demonstrate the use of the GP marginal likelihood to tune hyperparameters of DNNs. Our work aims to facilitate further research on combining DNNs and GPs in practical settings.
shows 100 two-dimensional inputs x i with two classes, along with the predictions of DNN using 513 parameters. We use a variational Gaussian approximation. Our theoretical results show that the approximation is equivalent to the posterior of a GP regression model with kernel k(x i , x j ) := J * (x i )J * (x j ) where J * (x) ∈ R 513 is the Jacobian of the DNN (see Theorem 2) . approximate inference methods. See Fig. 1 for an illustrative example. Surprisingly, the GP kernel we derive is equivalent to the recently proposed neural tangent kernel (NTK) [8] which has desirable theoretical properties for infinitely-wide DNNs. We present empirical results where we visualize the feature-map obtained on benchmark datasets such as MNIST and CIFAR, and demonstrate their use for tuning the hyperparameters of DNNs. The work presented in this paper aims to facilitate further research on combining the strengths of DNNs and GPs in practical settings.
Related Work
The equivalence between infinitely-wide neural networks and GPs was originally discussed by Neal [15] . Subsequently, many works derived explicit expressions for the GP kernel corresponding to neural networks [3, 7, 15] and their deep variants [5, 6, 12, 17] . These works use a prior distribution on weights and derive kernels by averaging over the prior. Our work differs from these works in the fact that we use the posterior approximations to relate DNNs to GPs. Unlike these previous results, our results hold for DNNs of finite width.
A GP kernel we derive is equivalent to the recently proposed neural Tangent Kernel (NTK) [8] , which is obtained by using the Jacobian of the DNN outputs. For randomly initialized trajectories, as the DNN width goes to infinity, the NTK converges in probability to a deterministic kernel and remains asymptotically constant during training. Jacot et al. [8] motivate the NTK by using kernel gradient descent, and surprisingly the NTK appears in our work with an entirely different approach. Due to connections to the NTK, we expect similar properties for our kernel. Our approach additionally shows that by using different approximate inference methods we can obtain other types of kernels.
In a recent work, Lee et al. [13] derive the mean and covariance function corresponding to the GP induced by the NTK. Unfortunately, the model does not really correspond to inference in a GP model (see Section 2.3.1 in their paper). Our approach does not have this issue and we can express Gaussian approximations on DNN as inference in a GP regression model.
Deep Neural Networks (DNNs) and Gaussian Processes (GPs)
The goal of this paper is to present a theoretical relationship between training methods of DNNs and GPs. DNNs are typically trained by minimizing an empirical loss between the data and the predictions. For example, in supervised learning with a dataset
of N examples of input x i ∈ R D and output y i ∈ R K , we can minimize a loss of the following form:
where f w (x) ∈ R K denotes the DNN outputs with weights w ∈ R P , (y,ŷ) denotes a loss function between an output y and its predictionŷ which is twice differentiable and strictly convex inŷ (e.g., squared loss and cross-entropy loss), and δ is a small L 2 regularizer. 2 An attractive feature of DNNs is that they can be trained using stochastic-gradient (SG) methods, e.g., stochastic-gradient descent (SGD), RMSprop, and Adam [10] . These methods can train large networks on a large amount of data. GP models use an entirely different modeling approach which is based on directly modeling the functions rather than the parameters. For example, for regression problems with scalar outputs y i ∈ R, consider the following linear basis-function model with a nonlinear feature-map φ(x) : R D → R P :
where I P is a P × P identity matrix and σ 2 is the output noise variance. The predictive distribution of this model is equivalent to that of the following model directly defined with a GP prior on the function f (x) := φ(x) w [20] :
where
is the covariance function or kernel of the GP. The function-space model is more general in the sense that it can also deal with infinite-dimensional vector feature maps φ(x), giving us a nonparametric model. This view has been used to show that as a DNN becomes infinitely wide it tends to a GP, by essentially showing that averaging over p(w) with the feature map induced by a DNN leads to a GP covariance function.
An attractive property of the function-space formulation as opposed to the weight-space formulation, such as (1) , is that the posterior distribution has a closed-form expression. Therefore, unlike DNNs, once the feature map φ(x) is fixed then the posterior distribution over f (x i ) is simply a multivariate Gaussian. Another attractive proeprty is that the posterior is usually unimodal, in contrast to the lossl which is typically nonconvex. Unfortunately, this takes O(N 3 ) which is infeasible for large datasets, and also require choosing a good kernel. Unlike DNNs, inference in GPs is more difficult in general.
To summarize, the training methods for DNNs and GPs seem to be fundamentally different from each other. DNNs employ stochastic optimization, while GPs use closed-form updates. How can these two approaches be related? In this paper, we provide an answer to this question. Our key idea is to use approximate inference on Bayesian DNNs. Approximations such as the Laplace approximation can be obtained by using the solutions found by standard deep learning methods. By showing an equivalence between the DNN posterior approximation and a GP posterior, we can relate solutions and iterations of inference on DNNs to inference in GP. We start with the Laplace approximation in the next section.
Laplace Approximation as GP Inference
The loss (1) corresponds to a Bayesian model
We can therefore compute a posterior distribution p(w|D) = p(D, w)/p(D). This is computationally intractable due to the normalization constant p(D). Approximate inference methods find an approximation to the posterior p(w|D) by using a parametric model. For example, the Laplace approximation uses Gaussian distributions to approximate the posterior. Denoting a minimum of¯ (w) by w * , the Laplace approximation is defined as follows:
where I P is a P × P identity matrix. The posterior approximation is directly built using the minima found by a deep-learning optimizer.
Our goal is to relate the Laplace approximation to the posterior of a GP model. To do so, we employ a further approximation to the Hessian of the loss i (w * ) by using a Generalized-Gauss Newton (GGN) approximation [16, 14, 1] . First, note the special structure of the gradient and Hessian:
where J w (x i ) := ∇ w f w (x i ) is a K × P Jacobian matrix, r i := ∇ŷ (y i ,ŷ) is the residual vector evaluated atŷ = f w (x i ), and Λ i := ∇ 2 yŷ (y i ,ŷ) is the K × K Hessian of the loss evaluated at the same point as the residual vector. The GGN approximation ignores the second term in the Hessian:
This is justified when the DNN f w (x) is a powerful model and can fit the data very well, in which case the residuals r i are close to zero. For example, for the least-square loss (y,ŷ) =
with σ 2 as the noise variance, the residuals are simply r i := σ −2 (f w (x i ) − y i ) and Λ i := σ −2 I K . As the fit becomes more accurate, the residuals go to zero, justifying the approximation.
Using the GGN approximation in (4), we get the following modified version of Laplace approximation which we refer to as the Laplace-GGN approximation:
where J * (x i ) and Λ i, * are evaluated at w * . The following theorem states the equivalence between the Laplace-GGN approximation and the posterior distribution of a GP model. 
where the observations are defined asỹ i := J * (x i )w * − Λ −1 i, * r i, * and the feature maps are defined as J * (x i ) with J * (x i ), r i, * , and Λ i, * being the Jacobian, residual, and noise precision evaluated at w * . The predictive distribution of this model is equivalent to that of a GP regression model defined with a multi-dimensional K × K kernel:
A proof is given in Appendix A.1. The above equivalence is similar to the equivalence between the weight-space view shown in (2) and the function-space view shown in (3). Our theorem converts a DNN defined in the weight-space to a GP defined in the function-space. The feature map used to do so is the Jacobian J * (x) defined at the solution w * of the loss (1), and the precision matrix Λ i for the noise is the Hessian of the loss. Therefore, by using the Laplace-GGN approximation, we can turn a DNN into a GP where the two are related through the Jacobian feature map.
The GP kernel above is the Neural Tangent Kernel 4 (NTK) [8] which has desirable theoretical properties. As the width of the DNN is increasing to infinity, the kernel converges in probability to a deterministic kernel and also remains asymptotically constant during training. Our kernel is the NTK defined at w * and is expected to have similar properties. It is also likely that, as the DNN width is increased, the Laplace-GGN approximation behaves like a GP posterior, and can be potentially used to improve the performance of DNNs. For example, we can use GPs to tune hypeparameters of DNNs, as demonstrated in our experiments. Such applications would make approximate inference methods desirable for overparametrized DNNs.
An advantage of our approach is that we can derive kernels other than the NTK. One way to do so is to employ a Hessian approximation different from the GGN approximation. In general, analogous to the exact derivatives (5), any approximation of the following form will always result in a linear basis-function model similar to (8) :
where U i is a Q × P matrix, v i is a Q length vector, and S i is a Q × Q symmetric positive-definite matrix. Other versions where Jacobians are replaced by gradients g i := ∇ w i (w) are also possible, e.g., ∇ w i (w) := g i and ∇ 2 ww i (w) ≈ g i g i in which case Q = 1. Such modifications can be useful to reduce the cost of computing the feature map and kernel, although this is at the cost of increasing the approximation error. Another way to derive other types of GP formulation is to change the posterior approximation. We will now show a similar result for variational inference.
Variational Inference as GP Inference
In this section, we present a result similar to Theorem 1 but for variational inference (VI). In VI, we can estimate Gaussian approximation q(w) := N (w|µ, Σ) to the posterior distribution p(w|D) by minimizing the following variational objective:
, a minimum of this objective, denoted by µ * and Σ * , satisfies the following condition as shown by [18] :
where q * (w) := N (w|µ * , Σ * ) is the Gaussian approximation corresponding to the minimum. Similar to Laplace approximation, the variational approximation is also specified using the gradients and Hessian of the loss i (w). We can therefore approximate the covariance by using the GGN approximation (6) . We call this the variational-GGN approximation. Since there are no closed-form expressions for the expectations, it is a standard practice to use S number of samples w (s) ∼ q * (w) and use the Monte Carlo approximation. We refer to this approximation as the variational-GGN-MC approximation, denoted byq * (w). The following theorem shows the equivalence of the variational-GGN-MC and GP posterior distribution. 
where the observations are defined asỹ i,s := J s (x i )µ * − Λ −1 i,s r i,s and the feature maps are defined as J s (x i ) with J s (x i ), r i,s , and Λ i,s denoting the Jacobian, residual, and noise precision evaluated at the sampled weight w (s) drawn fromq * (w). The predictive distribution of this model is equivalent to that of the following GP regression model:
The proof appears in Appendix A.2. Similar to Theorem 1, we see that we can use VI to convert DNNs into GPs. The feature map now is the Jacobian J s (x) evaluated at the samples from q * (w), instead of being evaluated at the minimum w * of the loss. This result is a direct consequence of VI being a global approximation where the conditions of the Laplace approximation hold on average [18] which can also be observed by comparing (11) and (4). Samples from q * (w) are used to generate additional data points and can improve the quality of the posterior approximation.
So far, we have only related minima of¯ and L to GP inference. However, we can further show that the iterations minimizing L possess similar properties. To do so, we consider natural-gradient methods for VI. In particular, the Variational Online Newton (VON) updates proposed in [9] take the following form: [19] , we compare the predictive distribution of the exact GP corresponding to the infinitely-wide NN to the GP obtained using Laplace-GGN on a finite-width NN. For larger widths, the two distributions match more.
where t denotes the iterations and β t is the learning rate. Clearly, once converged, the updates satisfy the stationarity condition (11). For our purpose, this is useful because the updates are expressed using the gradient and Hessian of i (w). Therefore, we can apply approximations to establish equivalence to GP inference. We refer to the update (14) and (15) with the GGN approximation (and a MC approximation) as the VOGGN update. Equivalence to GP inference is discussed below.
Theorem 3. (Iterations of a VI algorithm as a GP) :
At each iteration t of the VOGGN update, i.e. (14) and (15) but with the GGN approximation to the Hessian, the posterior approximation q t (w) := N (w|µ t , Σ t ) is equivalent to the posterior distribution of the following linear basisfunction model:
where S
i,s r i,s and the feature maps are defined as J s (x i ) with J s (x i ), r i,s , and Λ i,s denoting the Jacobian, residual, and noise precision evaluated at the sampled weight w drawn from q t (w). The predictive distribution of this model is equivalent to that of the following GP regression model:
A proof is given in Appendix A.3. The above result differs from Theorem 2 in the fact that the prior over w is now a correlated multivariate normal distribution as it is obtained using the Gaussian approximation at iteration t. Therefore, the mean and the covariance function of the GP are modified.
To conclude, we show that iterations and solutions of a VI algorithm on Bayesian DNNs correspond to inference in a GP model. The GP update can be seen as a mirror-descent step in the function space [4] , but the kernel in our update changes at every time step. This is similar to the functional gradient-descent discussed in [8] but for infinitely-wide DNNs the kernel remains the same throughout training. It is possible that this is also the case for our update and such theoretical properties need to be studied in the future.
Experiments and Results

Comparison with the Exact GP corresponding for an Infinitely-Wide DNN
Several works have shown that as the width of a DNN is increased, it converges to a GP. We compare the predictions of our GP model to those of the exact GP corresponding to an infinitely-wide DNN.
We consider a neural network with a sigmoidal transfer function. An exact expression for the GP is available when the width goes to infinity [19] . Using this, we compute predictive distribution of the exact GP. We compare it to the posterior predictive distribution of the GP obtained due to Theorem 1 (see details for the computation of the predictive distribution in Appendix B). We increase the width of the neural network from 2 to 64. Figure 2 shows the results on a synthetic dataset, where we see that the two predictive distributions match well for large width. figure) , which reflects the good accuracy obtained by the DNN (99%). For CIFAR, the accuracy is only 68%, as a result, the patter is a bit unclear reflecting the uncertainty in the predictions. We clearly see that the in-class digits are assigned higher posterior mean and the correlation learned is also significant. There are plenty of other correlations learned by the network due to which we get many overconfident predictions for out-of-training classes, especially on the harder 4 vs. 9 task.
GP Kernel and Feature Map for Classification Datasets
In this section, we show the GP kernel and feature maps for DNNs trained on CIFAR-10 and MNIST. Our goal is to show that our GP kernel and its predictions enhance our understanding of DNN's performance on classification tasks. We consider LeNet-5 [11] on both MNIST and CIFAR-10 and compute Gaussian approximations by using the Laplace approximation and VI methods discussed in Section 3 and 4. For Laplace, we obtain local minima using Adam [10] . For VI, we use a diagonal version of VOGGN called VOGN [9] and only compute Jacobians at the optimum. For both, we show the visualization at the posterior mean in Eq. (4) and (11).
We visualize the K × K GP kernel κ * (x, x ) := J * (x)J * (x ) for the Laplace approximation.
The resulting kernel matrix is N K × N K which makes it difficult to visualize for our datasets.
To simplify, we sum the diagonal entries of κ * (x, x ) up and form an N × N matrix which we refer to as the GP kernel matrix. We also visualize the GP posterior mean defined as follows:
If the true label is k, then we want the k'th entry of the posterior mean to be the highest. This is because we expect the GP function f (x) to be related to the DNN function f w (x) at training data points. classified (DNN test accuracy is 99%). Figure 3b shows the GP posterior mean for CIFAR-10 where we see the same pattern but a bit unclear, which is due to a lower accuracy of around 68% on this task. Due to space constraints, the corresponding results for VI are shown in Appendix C.
In Fig. 4 , we study the kernel for classes outside of the training data set using VI. We train LeNet-5 using VOGN on two binary-classification problems on MNIST. In both figures, the data examples are sorted according to the digits (0 is on top/left and 9 is at bottom/right).
Within the MNIST data set, the pair 4 and 9 is one of the hardest to distinguish while pair 0 and 1 forms a simple task. Fig. 4 shows that the kernel obtained for the simpler task leads to much less correlations with unseen classes and the posterior mean does not produce confident predictions on other classes. However, training on the harder task yields a potentially more complex feature map that leads to overconfident out-of-class predictions and high correlations. These observations are in line with confusion metrics typically obtained on the MNIST data set. 5 
Tuning the Hyperparameters of a DNN using the GP Marginal Likelihood
In this section, we demonstrate the tuning of a DNN hyperparameter by using the GP marginal likelihood on a synthetic dataset. In the DNN literature, this is usually done by analyzing loss on the validation set. Our goal is to demonstrate that, using our GP formulation, we can do so by simply computing marginal likelihoods on the training set alone.
We generate a synthetic regression dataset (N = 100) with 1 dimensional inputs and a single output (see Fig. 5a ) where there are a few data points around x = 0 but plenty away from it. We fit the data by using a neural network with single hidden layer of 20 units and tanh-nonlinearity. Our goal is to tune the regularization parameter δ to trade-off underfitting vs overfitting.
We compute the train and test mean-square error (MSE) obtained by using only the maximuma-posterior (MAP) estimate, and compare it to the log marginal-likelihood obtained by our GP formulation. Fig. 5b and 5c show these for Laplace and VI respectively. Black stars show the hyperparameters chosen by using test loss and log marginal likelihood, respectively. We clearly see that the train marginal-likelihood chooses hyperparameters that generalize well. The train MSE on the other hand overfits as δ is reduced.
Discussion and Future Work
In this paper, we present theoretical results connecting approximate inference on DNNs to GP posteriors. Our work enables the extraction of feature maps and GP kernels by simply training DNNs. It provides a natural way to combine the two different models.
Our hope is that our theoretical results will facilitate further research on combining strengths of DNNs and GPs. A computational bottleneck is the Jacobian computation which prohibits application to large problems. There are several ways to reduce this computation, e.g., by choosing a different type of GGN approximation that uses gradients instead of the Jacobians. Exploration of such methods is a future direction that needs to be pursued.
Exact inference on the GP model we derive is still computationally infeasible for large problems. However, further approximations could enable inference on bigger datasets. Our theoretical connections do indicate this to certain degree. It is likely that, as the DNN width is increased, approximate inference behaves like the posterior of a GP which is an interesting future direction to pursue.
Finally, our work opens many other interesting avennues where a combination of GPs and DNNs can be useful. For example, hyperparameter tuning, Bandits, deep reinforcement learning, Bayesian optimization, active learning, interpretation, etc. We hope that our work enables the community to conduct further research on such problems.
A Proofs
This appendix is dedicated to proving the theorems in the main text.
A.1 Proof of Theorem 1 Theorem 1. (Laplace approximation as a GP): The Laplace-GGN approximation (7) is equivalent to the posterior distribution of a linear basis-function model with observationsỹ i ∈ R K :
Proof. We first find the natural-parameters of the Laplace approximation (4) which we denote by
For the second natural parameter, we can write the following:
Similarly, for the first natural parameter, we can use the first-order stationary condition, that is, ∇ w¯ (w * ) = 0, to get the following:
Using (18) and (21), we obtain the Laplace approximation, denoted by q L (w) := N (w|µ, Σ),
The above result is exact for Laplace approximation corresponding to the loss function (1). Now we employ the GGN approximation (6) and find that the Laplace-GGN approximation, denoted bỹ q L (w) := N (w|µ, Σ) with parameters (7), is proportional to
(24) The crucial point here is that each term in the product (24) can be written as a Gaussian distribution, provided that Λ i, * 0.
The right hand side of the above equation is proportional to the posterior distribution of a linear basis-function modelỹ i = J * (x i )w + i with Gaussian noise i ∼ N (0, Λ −1 i, * ) and prior distribution w ∼ N (0, δ −1 I P ). The predictive distribution of this model can be equivalently written in the function space, giving rise to a GP regression model with kernel δ −1 J * (x)J * (x ) .
A.2 Proof of Theorem 2 Theorem 2. (Minima of the variational objectives as a GP) :
The Variational-GGN-MC approximationq * (w) as defined above is equivalent to the posterior distribution of a linear basis-function model with observationsỹ i,s ∈ R K :
Proof. We prove this theorem in the same way as we did for the previous one. Let η * := {Σ −1 * µ * , − 1 2 Σ −1 * } denote the natural-parameters of the Variational approximation q * (w) := N (w|µ * , Σ * ) that satisfies the condition (11) . We first find η * and then obtain the distribution. For the expectations in (11), we use Monte Carlo sampling. The second natural parameter then is
Using the first condition of (11), the first natural parameter can be written as
The equations above are similar to the natural parameters of the Laplace approximation (18) and (21) except that we have another sum which is taken over the samples (s). We can treat them as observations. Given (26) and (29), the Variational-MC approximation q * (w) is thus proportional to
Here again, the key step is that we can use the GGN approximation (6) to show that the Variational-GGN-MC approximationq * (w) is proportional to
which can be expressed as a product of Gaussian distributions, provided that Λ i,s 0. Here we define N × S observations asỹ i,s := J s (x i )µ * − Λ −1 i,s r i,s and get drawn from q t (w). The predictive distribution of this model is equivalent to that of the following GP regression model:
Proof. To prove this theorem, we first need to derive an update formula for the natural-parameters of the approximation q t (w) := N (w|µ t , Σ t ), denoted by η t := {Σ −1
t }, based on equations (14) and (15) which provides an update formula for the µ t and Σ −1 t , respectively. As before, we use Monte Carlo sampling for the expectations. Given (15) , the update corresponding to the second natural-parameter is obvious
For the first natural-parameter update, we multiply (14) by Σ −1 t+1 and get
where in the second step, we replaced Σ −1 t+1 in the first term by (15) . Note that at convergence (34) and (37) correspond to (26) and (29), respectively. The posterior approximation q t+1 (w) at time t + 1 is hence proportional to
where p(w) = N (w|0, δ −1 I P ) is the prior distribution (the dependence of p(w) and q t (w) on w have been dropped in equation above). For the product of posterior approximation at time t and prior in (38), we obtain the following unnormalized Gaussian:
Next, for the product over i and s in (38), we employ the GGN approximation (6), as we did before in proofs, to obtain the following
We useq t (w) to denote the resulting distribution. We complete the proof by expressing each term in the product above as a Gaussian distribution, provided that Λ i,s 0, and defining N ×S observations asỹ i,s := J s (x i )µ t − Λ −1 i,s r i,s to get
Note that the right hand side of the above equation is proportional to the posterior distribution of a linear basis-function modelỹ i,s = J s (x i )w + i,s with Gaussian noise i,s ∼ N (0, S(β t Λ i,s ) −1 ) and prior distribution N (w|m t , S t ). The predictive distribution of this model can be equivalently written in the function space with a GP kernel. To sum up, we have shown that a step in the VOGGN update (14) and (15) with GGN approximations and MC sampling is equivalent to inference in a GP regression model.
B Computation of Posterior Predictive using GP regression
Typically, we can always predict using Monte Carlo sampling from the Gaussian approximation, however this might be too noisy sometimes. In this section, we show how we can directly use the GP regression model to approximate the posterior predictive distribution. We only describe the method for Laplace approximation. This can be generalized to VI.
Given a test input, denoted by x test , we first compute the feature map J * (x test ) . Using the linear model, we can compute the posterior predictive mean of the output which we denote byỹ test . However, to be able to compute the predictive distribution of the actual output y test , we need to invert the map from y test toỹ test . The expressions for this map are illustrated below for the squared loss. 
Using the expression above in (44), we can compute the predictive mean and variance of y test as it is displayed in Fig. 2 .
C Additional Results
In this appendix, we provide additional figures to the ones presented in Sec. 5.2. Fig. 6 is parallel to Fig. 3 but uses the variational approximation instead of a Laplace approximation. While the posterior mean on MNIST shows very similar structure for both approximations, the kernel shows some interesting differences. There are many more negative correlations between examples from different classes in the kernel corresponding to the variational approximation. The posterior mean on CIFAR-10 has similar structure yet it appears to exhibit higher uncertainty. In Fig. 7 , we show the kernel matrix on 300 data points of CIFAR-10 with the respective class labels. The kernel is computed for both the Laplace and variational approximation but shows less structure than that of the MNIST dataset.
To analyze the structure of the posterior mean E(f (x)|D), in Fig. 8 we visualize the first 4 principal components of the posterior mean obtained with both variational and Laplace approximation on MNIST and CIFAR-10. For MNIST, the classes are clearly separable corresponding to the high accuracy attained. On CIFAR-10 the representation does not allow to identify simple classification boundaries. The kernels show slight traces of structure but are not as significant as the ones presented on MNIST in Sec. 5.
