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Abstract
In 1968 Edsger Dijkstra wrote a letter to the editor of Communications of the ACM
(CACM) stating his opinion about using the goto statement in programs. This letter
would serve to begin a hot-headed debate within the programming community. This
topic, however, would eventually stop being the subject of discussion as computer sci-
entists shifted their attention to the structured programming paradigm, which forbids
the use of the goto statement. This is especially manifested in the fact that some high
level programming languages don’t even include the goto statement as part of their syn-
tax. This literature review aims to expose the different perspectives on the use of goto.
Although many computer scientists believe that goto can be useful in increasing the ef-
ficiency of a program, few are really convinced that the enhanced performance is worth
the extra complexity. Here Dijkstra’s letter will be reviewed and further opinions will be
discussed to give a comprehensive view on the current state of this debate.
1 Introduction
In his famous letter ”Go To Statement Con-
sidered Harmful” [1] Dijkstra argued that it
should always be possible to predict a value of
a variable based on the program’s coordinate
system. However, when a goto is used it be-
comes quite difficult to keep track of the pro-
gram flow. A remedy to this problem, accord-
ing to Dijkstra, would be to substitute the use
of gotos with conditional and branch state-
ments. This was justified on the basis that the
latter kind of statements conserves the posi-
tion of variables in the program’s coordinate
system. Take as example a sequential pro-
gram, where the coordinate system is denoted
by the the line number, adding loops would in-
troduce a loop counter but the possibility of
predicting the variable values would be pre-
served. Building on that, Dijkstra concluded
that a proper program construct must not de-
stroy such a coordinate system for the pro-
grammer, and thus the goto construct must
fall out of favor. Dijkstra’s letter sparked a
revolution in programming methods. It gave
rise to terms as ”goto-less programming” and
significantly influenced trends as ”structured
programming”. And now, as we move on in
1
time, programmers and computer science stu-
dents are becoming more unfamiliar with the
goto construct, as it is neither emphasized in
the teaching curricula nor is it taught as a
good programming practice at work. There
remains, however, computer scientists who
are sceptical about the harm of a goto and
regard it rather as a benefit to languages that
offer the possibility of using it.
2 Discussion
2.1 Pro Goto
As a response to Dijkstra’s letter, Frank Ru-
bin likewise wrote to CACM almost 20 years
later [2]. He argued that goto-less program-
ming has cost businesses ”hundreds of mil-
lions of dollars.” He also provided a code frag-
ment explicitly showing the extent to which
a goto statement could simplify a program.
Rubin thus raised the complaint that the be-
lief that goto statements are harmful had
become more of a religious doctrine without
any proven evidence. A quote by Frank Ru-
bin about the goto statement emphasizes his
point of view:
’It is like butchers banning knives because
workers sometimes cut themselves.’
Rubin thus conjectured that programs us-
ing goto are less complex, with fewer lines
of code and operations, than goto-less pro-
grams. Furthermore, he mentioned his obser-
vations that programmers needed less time to
come up with a solution when allowed to use
the goto.
The opinion of goto statement being evil
appeared when Fortran was the most popu-
lar language. Since Fortran did not provide
loop structures yet, programmers tended to
produce unstructured spaghetti code. But ac-
cording to Donald Knuth’s article from 1974
[3] where he presents the pros and cons of the
goto, using it can result in faster and smaller
code in some cases. By providing a collection
of programming examples with a goto state-
ment, Knuth explains that a goto statement
does not differ from variables or other identi-
fiers when given a meaningful name.
Kondoh and Futatsugi wrote a similar arti-
cle in 2006 [4], where they assert in contradic-
tion to Dijkstra that the goto programming
styles are more suitable for proving correct-
ness in Hoare Logic than the goto-less ones.
In their article they agree with Rubin that re-
moving the goto introduced new variables to
the program and made it more complicated.
2.2 Contra Goto
Figure 1: An illustration by Leo Brodie from his
book about the ’Thinking Forth’ pro-
gramming language [5].
As we have seen, the most common claim
against the use of gotos is that code contain-
ing them tends to deteriorate into low-quality
code. Dijkstra even ventured to say that the
quality of a program is inversely proportional
to the number of gotos used. Another claim
is that it makes programs’ behavior hard to
predict as was illustrated in a humorous way
by Leo Brodie in Figure 1.
In their article [6], Ryder et al. approach
the debate about the use of gotos by in-
terviewing programming language designers.
Jean Ichbiah, the principal designer of Ada,
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states in this interview that when developing
a program the key emphasis lies in making it
readable. According to him, readability is the
most important issue, as it is the driving fac-
tor behind both the reliability and the future
maintainability of a program.
Another side of the argument comes from
Wulf, who presents a series of arguments
against the use of gotos [7]. Wulf states that
gotos obscure the logical structure of a pro-
gram and make it difficult to understand and
modify it. He mentions that although not all
uses of the goto are to be considered harmful,
the ”good” uses apply only to a small number
of specific cases and may be handled by other
constructs in favor of readability.
Another aspect mentioned by Wulf is com-
piler optimization. Flow analysis of programs
including goto statements are hard. Thus,
since flow analysis is necessary for global opti-
mization, it must be taken into consideration
as well.
3 Conclusion
Edsger Dijkstra’s opinion on the use of goto
statements contributed to the way of how pro-
grams are designed today. Now it seems to
be common understanding that a goto is a
confusing language construct and most pro-
grammers lack the knowledge of its proper
use. Extensive use of the goto statement
might produce unreadable and complicated
code, which in addition to that, is hard to
maintain and modify. In today’s applications,
readability of a program plays a major role
in software development, especially in large
projects with thousands lines of code and big
teams of programmers. I can thus conclude
in favor of structural programming as it sat-
isfies the above mentioned properties. To-
day’s highest quality codes are based heavily
on structural programming paradigms with-
out making use of the goto statement. And
that clearly rests the case in favor of goto-less
programming.
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