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ABSTRAKT
Pra´ce se zaby´va na´vrhem a implementac´ı specializovane´ho interpretu joysticku v prostˇred´ı
Microsoft Robotic Developer Studio. V pra´ci je popsa´no vy´vojove´ prostˇred´ı Microsoft
Robotics Developer Studio a take´ podrobneˇji popsana´ jeho simulacˇn´ı soucˇa´st Visual
Simulation Environment. V pra´ci je navrzˇeno nekolik specializovany´ch interpret˚u pro
u´lohu pr˚ujezd bludiˇsteˇ. Ve vy´sledku pra´ce jsou vyhodnocene´ experimenty s univerza´ln´ım
a specializovany´m interpretem.
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ABSTRACT
The main subjects of this bachelor thesis is implementation of specialized joystick in-
terpret in environment Microsoft Robotics Developer Studio. The work describes envi-
ronment of Microsoft Robotics Developer Studio and also described in more detail the
simulation part the Visual Simulation Environment. The work propose several specialized
interpreter for the passage of the maze. As a result, work is evaluated by experiments
with universal and specialized interpreter.
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U´VOD
Specializovany´ interpret joysticku je softwarove´ upraven´ı dat prˇij´ımany´ch od uzˇivatele
pro efektivneˇjˇs´ı a rychlejˇs´ı rˇesˇen´ı specificke´ u´lohy. Specializace v prˇ´ıpadeˇ zadane´
u´lohy spocˇ´ıva´ v u´praveˇ dat prˇij´ımany´ch z ovladacˇe tak, aby bylo pro uzˇivatele
jednodusˇsˇ´ı splnit u´lohu projet´ı bludiˇsteˇ jednoosy´m diferencia´lneˇ rˇ´ızeny´m robotem.
Specializovany´ interpret vyuzˇ´ıva´ trˇ´ı stupnˇ˚u volnosti joysticku X,Y a 𝑅𝑍 . Pro reali-
zaci bude pouzˇit Microsoft Robotic Developer Studio. Pra´ce obsahuje popis tohoto
prostrˇed´ı a na´vod na pra´ci v simulacˇn´ım prostrˇed´ı Visual Simulation Environment
(VSE). Bude navrzˇeno neˇkolik specializovany´ch interpret˚u a testovac´ı dra´ha, ktera´
bude prˇedstavovat cestu bludiˇsteˇm. Testovac´ı u´lohou bude projet tuto dra´hu v co
nejkratsˇ´ım cˇase s co nejmensˇ´ım pocˇtem koliz´ı. Uzˇivatel bude otestova´n jak na uni-
verza´ln´ım tak i na specializovane´m interpretu a vy´sledky budou porovna´ny. C´ılem
pra´ce je sezna´mit se s prostrˇed´ım Robotic Developer Studio (RDS), vypracovat
manua´l popisuj´ıc´ı tvorbu sce´ny a objektu a navrhnout a otestovat r˚uzne´ specializo-
vane´ interprety joysticku.
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1 SIMULA´TORY
1.1 Microsoft Robotics Developer Studio
Microsoft Robotic Developer Studio (MRDS) (viz. [4]) je vy´vojove´ prostrˇed´ı pro
operacˇn´ı syste´m Windows. Je urcˇeno pro univerzitn´ı a amate´rsky´ vy´voj roboticky´ch
aplikac´ı pro velkou sˇka´lu robot˚u. Skla´da´ se ze dvou programovy´ch soucˇa´sti: z Visual
Programming Language (VPL) a VSE. VPL slouzˇ´ı k blokove´mu programova´n´ı ro-
boticky´ch aplikac´ı. VSE slouzˇ´ı k vytvorˇen´ı simulacˇn´ı sce´ny a testova´n´ı roboticky´ch
aplikac´ı.
Obr. 1.1: MRDS
1.2 Simbad
Simbad [6](obr. 1.2) je 3D roboticky´ simula´tor vyuzˇ´ıvaj´ıc´ı prostrˇed´ı Java. Je urcˇen
pro vzdeˇla´vac´ı a veˇdecke´ u´cˇely, programova´n´ı a vy´zkumu umeˇle´ inteligence a stro-
jove´ho ucˇen´ı. Simbad umozˇnˇuje programa´tor˚um vytvorˇit vlastn´ı ovla´da´n´ı robota,
upravovat prostrˇed´ı a pouzˇ´ıvat dostupne´ senzory.
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Obr. 1.2: simbad
1.3 Gazebo
Gazebo [7] je roboticky´ simula´tor ktery´ doka´zˇe simulovat v´ıce robot˚u a objekt˚u ve
venkovn´ım prostrˇed´ı. Vytva´rˇ´ı realistickou odezvu senzor˚u a fyzickou interakci mezi
objekty
Obr. 1.3: gazebo
1.4 anyKode Marilou
anyKode Marilou [1](obr. 1.4) je modelovac´ı simulacˇn´ı prostrˇed´ı, ktere´ simuluje pra´ci
robota v rea´lne´m sveˇteˇ. Je pouzˇ´ıva´n ve vy´zkumny´ch centrech a take´ v pr˚umyslu pro
simulova´n´ı r˚uzny´ch projekt˚u.
12
Obr. 1.4: Marilou
13
2 MICROSOFT ROBOTIC DEVELOPER STU-
DIO
2.1 Seznam programu˚ a sluzˇeb
Visual Programming Language (VPL) je vy´vojove´ prostrˇed´ı zalozˇene´ na grafi-
cke´m programova´n´ı, ktere´ je pouzˇito k vy´voji aplikac´ı pro programova´n´ı a
simulova´n´ı robot˚u.
Visual Simulation Environment (VSE) umozˇnˇuje vytva´rˇet a testovat vytvorˇe-
ne´ roboticke´ aplikace ve vizua´ln´ım engine a s fyzika´ln´ım modelem.
Decentralized Software Services (DSS) umozˇnˇuje vytva´rˇet programove´ modu-
ly, ktere´ spolupracuj´ı s robotem a prˇipojeny´m PC pouzˇit´ım jednoduche´ho ote-
vrˇene´ho protokolu.
DSS Manifest Editor (DSSME) je na´stroj slouzˇ´ıc´ı k vytva´rˇen´ı nebo u´praveˇ si-
mulacˇn´ıch sce´n a dalˇs´ıch manifest˚u
Concurency and Coordination Runtime (CCR) umozˇnˇuje aplikac´ım vytva´-
rˇet asynchronn´ı vla´kna bez programove´ u´pravy.
2.2 Spusˇteˇn´ı Microsoft Visual Simulation Envi-
ronment
Tato kapitola cˇerpa´ ze zdroj˚u [5] [3]. V te´to kapitole jsou popsa´ny za´kladn´ı zp˚usoby
spusˇteˇn´ı VSE a postupy pro vytvorˇen´ı za´kladn´ı simulacˇn´ı sce´ny v tomto prostrˇed´ı.
VSE je prostrˇed´ı ve ktere´m se odehra´va´ samotna´ simulace. Toto prostrˇed´ı pracuje
pod aplikacˇn´ım rozhran´ı Directx 9 a fyziku zpracova´va´ Aegia PhysX spolecˇnosti
Nvidia.
2.2.1 Microsoft DSS Manifest Editor
Jedn´ım ze zp˚usob˚u jak spustit VSE je pouzˇit´ı programu Microsoft DSS Manifest
Editor. Tento zp˚usob je rychly´ a nen´ı zapotrˇeb´ı mı´t prˇedem vytvorˇeny´ projekt ve
VPL. Po spusˇteˇn´ı Manifest Editoru se zobraz´ı okno, ktere´ slouzˇ´ı k u´prava´m mani-
fest˚u. Pro pra´ci je vy´hodneˇjˇs´ı otevrˇ´ıt si jizˇ vytvorˇenou pra´zdnou sce´nu (prostrˇed´ı
vytvorˇene´ ve VSE). Pro u´pravu je vhodny´ IRobot.Create.Simulation.Manifest.xml ve
slozˇce s nainstalovany´m RDS \samples\Config (viz Obr. 2.1)
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Obr. 2.1: Simulation IRobot manifest
Po nacˇten´ı tohoto souboru se spust´ı za´kladn´ı manifest, ktery´ slouzˇ´ı k zobrazen´ı
sce´ny v prostrˇed´ı VSE. Po spusˇteˇn´ı simulace (tlacˇ´ıtkem F5) se zobraz´ı prostrˇed´ı, ve
ktere´m budeme da´le pracovat.viz Obr. 2.2
Obr. 2.2: Visual Simulation Environment
2.2.2 Visual Programming language
Dalˇs´ım zp˚usobem jak otevrˇ´ıt VSE pro u´cˇely u´pravy simulacˇn´ıho prostrˇed´ı je pouzˇi-
t´ım programu VPL. Pro spusˇteˇn´ı VSE v prostrˇed´ı VPL je nejjednodusˇsˇ´ı vlozˇit dva
bloky z nab´ıdky sluzˇeb a to DesktopJoystick a GenericDifferentialDrive. Po propojen´ı
dle obra´zku.2.3 se zobraz´ı menu. Toto menu slouzˇ´ı k nastaven´ı nacˇ´ıtany´ch dat z
joysticku a jejich pouzˇit´ı v simulaci.
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Obr. 2.3: Generic Differential drive
Pro simulaci je vhodne´ nacˇ´ıtat z joysticku zmeˇnu os (Update Axes) a tuto hod-
notu reprezentovat v simulaci jako rychlost (set drive speed), viz Obr. 2.4
Obr. 2.4: Connections
Da´le je nutne´ nastavit prˇevodn´ı vztah mezi bloky na hodnoty uvedene´ na Obr.2.5,
cozˇ se provede v bloku Data Connections. Prˇed spusˇteˇn´ım simulace je nezbytne´ na-
stavit manifest, ve ktere´m se bude simulace odehra´vat. Pro vy´beˇr manifestu je za-
potrˇeb´ı otevrˇ´ıt nab´ıdku bloku SimpleDifferentialDrive(dvojklikem) a v kolonce Set
Configuration je trˇeba zvolit mozˇnost Use a manifest. Tlacˇ´ıtkem Import Manifest lze
vybrat naprˇ. IRobot.Create.Simulation.Manifest.xml, jeden z uka´zkovy´ch manifest˚u
nab´ızeny´ch firmou Microsoft.
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Obr. 2.5: Data Connections
Po spusˇteˇn´ı,stiskem tlacˇ´ıtka F5, se spust´ı simulacˇn´ı prostrˇed´ı VSE. Nyn´ı i s
robotem ktere´ho lze ovla´dat (Obr. 2.6).
Obr. 2.6: Simulated differencial drive
Dı´ky bloku Desktop Joystick je mozˇne´ nyn´ı robota ovla´dat i bez prˇipojene´ho
ovladacˇe (Joysticku, gamepadu). Robota lze ovla´dat s pomoc´ı kla´vesnice, nebo mysˇi.
Prˇi pouzˇit´ı kla´vesnice tlacˇ´ıtkem
”
w“ robot akceleruje, tlacˇ´ıtko
”
s“ robota zabrzd´ı a
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pote´ reverzuje jeho chod, tlacˇ´ıtka
”
a“ a
”
d“ zata´cˇ´ı s robotem doleva a doprava.
K ovla´da´n´ı lze take´ pouzˇ´ıt mysˇ, kde pohybem na virtua´ln´ım ovladacˇi lze v okneˇ
Desktop Joystick ovla´dat pohyb robota.
2.3 Vytvorˇen´ı za´kladn´ı simulacˇn´ı sce´ny
Nejjednodusˇsˇ´ı zp˚usobem vytvorˇen´ı za´kladn´ı simulacˇn´ı sce´ny je otevrˇen´ım souboru
∖Microsoft Robotics Dev Studio 2008 R3∖samples∖Config∖Simulation
EmptyProject.manifest.xml v Manifest editoru. Po spusˇteˇn´ı se otevrˇe pra´zdna´
sce´na do ktere´ je zapotrˇeb´ı vlozˇit za´kladn´ı prvky jako jsou podlaha a obloha. Tyto
prvky lze do simulace vlozˇit pomoc´ı EntityUI.manifest.xml. Manifesty se v prostrˇed´ı
VSE otev´ıraj´ı rozkliknut´ım kontextove´ nab´ıdky v hlavn´ım menu pod polozˇkou File
volbou Open Manifest. EntityUI.manifest.xml se nacha´z´ı ∖config∖EntityUI.mani-
fest.xml (obr.2.7).
Obr. 2.7: EntityUI.manifest
Po nacˇten´ı se zobraz´ı menu EntityUI (obr.2.8). Pro vytvorˇen´ı za´kladn´ıch prvk˚u
v simulaci (podlaha, obloha) je zapotrˇeb´ı vybrat polozˇku Add Default Scene. Prˇes
toto menu je mozˇne´ prˇidat do simulace i robota, ale takto vytvorˇene´ho robota by
nebylo mozˇne´ ovla´dat, proto se robot prˇida´va´ do simulace pozdeˇji. Ve vy´sledku by v
simulacˇn´ı sce´neˇ meˇly by´t prˇ´ıtomny prvky: Podlaha (Ground), Obloha(Sky) a kamera
(maincamera) viz Obr.2.9
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Obr. 2.8: EntityUI
Obr. 2.9: Empty Scene
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A sˇipka vlevo Num Pad 4 Pohyb vlevo
D sˇipka vpravo Num Pad 6 Pohyb doprava
W sˇipka nahoru Num Pad 8 Pohyb vprˇed
S sˇipka dol˚u Num Pad 2 Pohyb zpeˇt
Q Page Up Num Pad 9 Vertika´ln´ı pohyb nahoru
E Page Down Num Pad 3 Vertika´ln´ı pohyb dol˚u
Levy´ shift pravy´ shift Prˇidrzˇen´ım urychluje pohyb
Home Reset kamery do pocˇa´tecˇn´ı pozice
Tab. 2.1: Ovla´da´n´ı
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3 VYTVORˇENI´ SIMULACˇNI´HO PROSTRˇEDI´
POMOCI´ VSE
3.1 Editace sce´ny VSE
Prostrˇed´ı VSE slouzˇ´ı nejenom pro spousˇteˇn´ı simulace, ale take´ k editaci simulace,
prˇida´va´n´ı objektu a k u´praveˇ jejich fyzika´ln´ıch vlastnost´ı. Pro u´pravu objekt˚u v
simulaci je trˇeba simulaci prˇepnout do tzv. editacˇn´ıho mo´du. Polozˇka pro prˇepnut´ı
simulace do editacˇn´ıho modu v menu je MODE→EDIT (Obr.3.1). Po prˇepnut´ı do
editacˇn´ıho rezˇimu se simulace automaticky pozastav´ı a objev´ı se nab´ıdka s jizˇ exis-
tuj´ıc´ımi entitami a nab´ıdka se za´kladn´ımi vlastnostmi pra´veˇ vybrane´ entity.
Obr. 3.1: Edit VSE
V leve´m horn´ım rohu editacˇn´ıho okna je zobrazeny´ seznam jizˇ vlozˇeny´ch entit
v simulacˇn´ım prostrˇed´ı. Prˇi oznacˇen´ı neˇktere´ z vlozˇeny´ch entit se zobraz´ı v leve´m
doln´ım rohu nab´ıdka, ktera´ zobrazuje aktua´ln´ı pozici pra´veˇ vybrane´ho objekt˚u a
mozˇnost zmeˇny jeho pozice (obr.3.2). Pozici objektu lze meˇnit dveˇma r˚uzny´mi
zp˚usoby, jedn´ım z nich je prˇ´ıme´ zada´va´n´ı sourˇadnic v osa´ch x, y, z a rotace ve
smeˇru os x, y a z. Dalˇs´ım zp˚usobem zmeˇny pozice objektu pomoc´ı te´to nab´ıdky
je ovla´dan´ı pomoc´ı kombinace kla´vesnic´ı a mysˇi. Nejprve se vol´ı osa, ve ktere´ se
bude objekt prˇesunovat nebo rotovat. Po vy´beˇru osy z menu (naprˇ´ıklad Move Y) se
prˇidrzˇen´ım tlacˇ´ıtka
”
CTRL“ a pohybem mysˇi pohybuje pra´veˇ vybrany´m objektem
ve zvolene´ ose (obr.3.3).
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Obr. 3.2: Move Menu
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Obr. 3.3: VSE Edit Mode
3.2 Vytvorˇen´ı vlastn´ı entity v VSE
Pro prˇida´n´ı jednoho z elementa´rn´ıch tvar˚u do simulace, naprˇ´ıklad krychle, se mus´ı
do simulace vlozˇit nova´ entita. Prˇed prˇida´va´n´ım objekt˚u je nutne´ nejprve vytvorˇit
za´kladn´ı prvky simulace, o tom pojedna´va´ kapitola 2.3. Nova´ Entita se do simulace
vkla´da´ v menu Entity→New, po nacˇten´ı databa´ze entit je mozˇne´ vybrat SingleShape-
Entity (objekt jednoduche´ho tvaru) (obr.3.4). T´ım je do simulacˇn´ıho prostrˇed´ı vlozˇen
bezrozmeˇrny´ objekt.
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Obr. 3.4: New Entity
Da´le je mozˇne´ upravit jme´no objektu a take´ urcˇit rodicˇe objektu. Rodicˇe slouzˇ´ı
k snadne´mu slucˇova´n´ı a spojova´n´ı objekt˚u do jednoho celku. Rodicˇem hmotne´ho
objektu mu˚zˇe by´t pouze hmotny´ objekt, cozˇ objekt ground ani sky nen´ı. Po potvrzen´ı
se zobraz´ı okno editace fyzicky´ch vlastnosti objektu (Obr.3.5).
Obr. 3.5: Construction Parameteres
Polozˇka construction parameters slouzˇ´ı k zada´va´n´ı pocˇa´tecˇn´ıch sourˇadnic objektu
a take´ urcˇujeme tvar objektu. Menu k nastavova´n´ı tvaru objektu se nacha´z´ı v polozˇce
shape (Obr.3.6)
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Obr. 3.6: Shape
Mass urcˇuje hmotnost objektu, hmotnost je zada´vana´ v kilogramech.
Dimensions urcˇuje de´lku stran prˇi pouzˇit´ı tvaru Box, prˇi zada´n´ı 1 lze srovnat s
1m (nastavit na 1;1;1).
Radius urcˇuje polomeˇr prˇi pouzˇit´ı tvaru Sphere.
Shapeld vy´beˇr tvaru objektu.
TextureFileName vy´beˇr textury objektu, roz-klikneme a z nab´ıdky vybereme
jednu texturu.
Po zada´n´ı parametr˚u by meˇl vy´sledek vypadat takto (Obr.3.7). Da´le je zde mozˇne´
uprˇesnit vlastnosti materia´lu, naprˇ´ıklad nastavit staticke´ trˇen´ı polozˇkou StaticF-
riction nebo dynamicke´ trˇen´ı objektu polozˇkou DynamicFriction, nebo take´ restituci
materia´lu (odrazivost materia´lu). Polozˇka position nastavuje posunut´ı od vy´choz´ı po-
zice (vy´chylka), rotation nastavuje vy´chylku od vy´choz´ı polohy. Polozˇka diffuze color
nastavuje zbarven´ı objektu v RGB, dimension nastavuj´ı proporciona´ln´ı zveˇtsˇen´ı ob-
jektu v meˇrˇ´ıtku smeˇrovy´ch os, naprˇ´ıklad prˇi zada´n´ı (2;2;2) bude objekt zveˇtsˇen ve
vsˇech osa´ch v pomeˇru 2:1.
Po potvrzen´ı se vykresl´ı krychle, ktera´ je zapusˇteˇna´ do podlahy(viz Obr.3.8).
Aby tomu tak nebylo, lze upravit pozici v nab´ıdce objektu nebo kliknut´ım na objekt
pravy´m tlacˇ´ıtkem mysˇi a vy´beˇrem moveY. Nyn´ı je mozˇne´ prˇidrzˇen´ım tlacˇ´ıtka CTRL
a pohybem mysˇi pohybovat cely´m objektem. Pokud je zapotrˇeb´ı vytvorˇit slozˇiteˇjˇs´ı
objekty prˇ´ımo ve VSE, lze je vytvorˇit vhodny´m slozˇen´ım za´kladn´ıch tvar˚u a jejich
spojen´ı, nebo pouzˇ´ıt multishape entity v nab´ıdce entit. Je zde ale take´ mozˇnost
importovat objekty vytvorˇene´ v 3D modelovac´ıch studi´ıch ve forma´tu .xml a .dae
pro fyzicke´ modely, nebo .obj a .x pro graficke´ objekty. Tyto objekty se importuj´ı
do VSE pomoc´ı tlacˇ´ıtka load entity v hlavn´ım menu pod za´lozˇkou Entity. Takto lze
importovat pouze fyzicke´ objekty typu .xml a .dae
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Obr. 3.7: Shape Completed
Obr. 3.8: Box
Po spusˇteˇn´ı simulace mode→run zacˇnou p˚usobit na simulovane´ prostrˇed´ı fy-
zika´ln´ı za´kony. Pro prˇida´n´ı robota, ktery´ mu˚zˇe by´t rˇ´ızen, je zapotrˇeb´ı stejny´m postu-
pem prˇidat Entitu jme´nem MotorBaseWithDrive. Aby bylo mozˇne´ vytvorˇenou sce´nu
pouzˇ´ıt, je nutne´ ulozˇit pra´veˇ vytvorˇeny´ manifest File→ Save Scene As do slozˇky s
nainstalovany´m RDS.
3.3 Spusˇteˇn´ı simulace a mo´dy zobrazen´ı
Po spusˇteˇn´ı simulace (Obr.3.9) se automaticky aktivuje i vy´pocˇet fyziky. Fyzika
ovlivnˇuje vsˇechny aktivn´ı objekty na sce´neˇ. Graficky zna´zorneˇny´ vy´pocˇet fyziky
lze zobrazit pomoc´ı r˚uzny´ch zobrazovac´ıch mo´d˚u. K cˇiste´mu zobrazen´ı aktua´lneˇ
p˚usob´ıc´ıch sil na objekty slouzˇ´ı rezˇim Physics viz Obr.3.10. S takto zna´zorneˇny´mi
modely prob´ıha´ vy´pocˇet vza´jemny´ch interakc´ı objekt˚u. Dalˇs´ım pouzˇ´ıvany´m mo´dem
zobrazeni je dra´tovy´ model (wireframe), zjednodusˇeneˇ by se dalo rˇ´ıci, zˇe toto zobra-
zen´ı zobrazuje hrany vsˇech objekt˚u (Obr.3.11), ale tento mo´d zobrazen´ı neodpov´ıda´
fyzicke´mu modelu objektu.
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Obr. 3.9: Run VSE
Obr. 3.10: Physic Render
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Obr. 3.11: Wireframe
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4 VYTVORˇENI´ SIMULACˇNI´HO PROSTRˇEDI´
POMOCI´ KO´DU V C#
4.1 Simulace vytvorˇena´ pomoc´ı sluzˇby
Tato kapitola cˇerpa´ ze zdroje [2]. Prˇi vytva´rˇen´ı projektu ve VPL lze tento projekt
zkompilovat jako sluzˇbu. Kompilaci lze spustit pomoc´ı polozˇky Compile As a Service
v nab´ıdce menu Build. T´ımto lze sloucˇit jednotlive´ bloky programu do jednoho celku.
Tato sluzˇba se po kompilaci zobraz´ı v nab´ıdce sluzˇeb a take´ ji bude mozˇne´ editovat
v jazyce C# v Microsoft Visual Studio. Simulacˇn´ı sce´nu lze take´ vytvorˇit progra-
moveˇ v Microsoft Visual Studiu. Nejprve je zapotrˇeb´ı vytvorˇit novou sluzˇbu pomoc´ı
Microsoft Visual Studia. Pro vytvorˇen´ı nove´ sluzˇby je zapotrˇeb´ı vytvorˇit novy pro-
jekt v Microsoft Visual Studio. Pro programova´n´ı v prostrˇed´ı VPL je prˇi vytva´rˇen´ı
projektu zapotrˇeb´ı zvolit polozˇku Microsoft Robotics a jazyk C# a take´ je zde nutne´
vybrat sˇablonu DSS Service. Po vytvorˇen´ı nove´ho projektu je zapotrˇeb´ı prˇidat refe-
rence. Reference se projektu prˇiˇrazuj´ı pravy´m kliknut´ım na polozˇku References→Add
Reference. Aby se program zkompiloval bez chyb, je nutne´ mu prˇiˇradit na´sleduj´ıc´ı
reference :
PhysicsEngine - pˇr´ıstup do fyzika´ln´ıho engine
RoboticsCommon - definice fyzika´ln´ıch charakteristik robot˚u.
SimulationCommon - reference pouzˇ´ıvane´ fyzika´ln´ım enginem a simula´torem.
SimulationEngine - komunikuje se simulac´ı.
SimulationEngine.proxy
SimulatedDifferentialDrive.2006.M06
SimulatedDifferentialDrive.2006.M06.Proxy
Tyto reference je zapotrˇeb´ı deklarovat na zacˇa´tku souboru s implementac´ı trˇ´ıd
using Microsoft.Robotics.Simulation.Physics;
using Microsoft.Robotics.PhysicalModel;
using Microsoft.Robotics.Simulation;
using Microsoft.Robotics.Simulation.Engine;
using engineproxy = Microsoft.Robotics.Simulation.Engine.Proxy;
4.2 Pouzˇite´ sluzˇby
Pro rˇesˇen´ı pra´ce byly pouzˇity a upraveny sluzˇby MyRobot a SimpleDashboard.
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4.2.1 MyRobot
MyRobot spousˇt´ı vsˇechny soucˇa´sti potrˇebne´ pro beˇh programu jako i ostatn´ı sluzˇby
pouzˇite´ v tomto programu. Vytva´rˇ´ı vsˇechny entity v simulaci jako podlahu, oblohu,
kameru a robota. Sluzˇba je pouzˇita prˇi vytva´rˇen´ı projektu v VPL.
4.2.2 SimpleDashboard
SimpleDashboard je soucˇa´st´ı RDS, ale byla upravena pro potrˇeby pra´ce. Obsahuje
funkce jako komunikace s joystickem, zjiˇst’ova´n´ı pozice robota, funkce meˇrˇen´ı cˇasu a
vy´beˇr typu rˇ´ızen´ı. Tato sluzˇba obsahuje i uzˇivatelske´ rozhran´ı, ktere´ bylo upraveno
pro obsluhu teˇchto funkci (obr. 7.1).
4.3 Vytvorˇen´ı vlastn´ı entity v C#
Prˇi vytva´rˇen´ı simulacˇn´ıho prostrˇed´ı je nutne´ si nejprve vytvorˇit trˇ´ıdy objekt˚u, ktere´
v n´ı budou pouzˇity. Vytvorˇene´ trˇ´ıdy reprezentuj´ı vsˇechny objekty pouzˇite´ v simulaci.
Vytvorˇen´ı za´kladn´ıch prvk˚u prostrˇed´ı se realizuje pomoc´ı trˇ´ıd AddSky() a Add-
Ground(), ktere´ jsou soucˇa´st´ı RDS.
1 private void AddBoxKinematic ( Vector3 shape , Vector3 po s i t i o n )
2 {
3 BoxShapePropert ies cBoxShape = nu l l ;
4 S ing leShapeEnt i ty cBoxEntity = nu l l ;
5
6 cBoxShape = new BoxShapePropert ies (10 f ,new Pose ( ) , shape ) ;
7 cBoxShape . Mater ia l = new Mate r i a lP rope r t i e s ( ”gbox” , 0 . 5 f , 0 . 4 f , 0 . 5 f ) ;
8 cBoxShape . D i f f u s eCo lo r = new Vector4 ( 0 . 5 f , 0 . 5 f , 0 . 5 f , 1 . 0 f ) ;
9 cBoxShape . TextureFileName = ”Concrete . jpg ” ;
10
11 cBoxEntity = new Sing leShapeEnt i ty (new BoxShape ( cBoxShape ) , p o s i t i o n ) ;
12 cBoxEntity . State . Flags = Ent i tyS imu la t i onMod i f i e r s . Kinematic ;
13 cBoxEntity . State .Name = ”greybox”+(++boxes ) ;
14 Simulat ionEngine . Globa l InstancePort . I n s e r t ( cBoxEntity ) ;
15 }
Ko´d 4.1: Vytvorˇen´ı nepohyblive´ho materia´lu ve tvaru kva´dru.
Tato metoda byla pouzˇita k vytvorˇen´ı podlahy v konecˇne´ simulaci. Rˇa´dek 11 urcˇuje,
ktera´ entita bude pouzˇita pro vytvorˇen´ı objektu. 12. rˇa´dek ko´du zp˚usob´ı, zˇe objekt
vytvorˇeny´ touto trˇ´ıdou bude kinematicky´. To znamena´, zˇe bude fyzicky reagovat na
kolize s okoln´ımi prˇedmeˇty, ale nebude pohyblivy´. Dalˇs´ı d˚ulezˇita´ cˇa´st ko´du je rˇa´dek
13, ktery´ pojmenuje vytvorˇeny´ objekt na´zvem greybox a cˇ´ıslo ktere´ urcˇuje porˇadove´
cˇ´ıslo.
1 private void CreateWorld ( )
2 {
30
3 AddSky ( ) ;
4 AddGround ( ) ;
5 AddBoxKinematic (new Vector3 (1 f , 1 f , 1 f ) , new Vector3 (0 f , 0 . 5 f , 0 f ) ) ;
6 }
Ko´d 4.2: Create World
Po vytvorˇen´ı metody AddBoxKinematic je mozˇne´ nyn´ı vytvorˇit simulacˇn´ı sce´nu stej-
nou jako v kapitole 3.2
Obr. 4.1: Simulovana´ sce´na
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5 VYTVORˇENI´ TESTOVACI´HO PROSTRˇEDI´
5.1 Vytvorˇen´ı bludiˇsteˇ
Prˇi vytva´rˇen´ı simulacˇn´ıho prostrˇed´ı je nutne´ si nejprve vytvorˇit trˇ´ıdy objekt˚u, ktere´
v n´ı budou pouzˇity. Vytvorˇene´ trˇ´ıdy reprezentuj´ı vsˇechny objekty pouzˇite´ v simulaci.
Vytvorˇen´ı za´kladn´ıch prvk˚u prostrˇed´ı se realizuje pomoc´ı trˇ´ıd AddSky() a Add-
Ground(), ktere´ jsou soucˇa´st´ı RDS.
Dalˇs´ı trˇ´ıdou pouzˇitou na vytvorˇen´ı steˇn je AddBoxKinematicWall. Tato trˇ´ıda je
shodna´ s trˇ´ıdou AddBoxKinematic (viz. 4.1) pouze pouzˇ´ıva´ jinou texturu povrchu.
Metoda pro vytvorˇen´ı robota
1 void AddRobot ( Vector3 po s i t i o n )
2 {
3 robotBase=CreateMotorBase ( r e f p o s i t i o n ) ;
4 Simulat ionEngine . Globa l InstancePort . I n s e r t ( robotBase ) ;
5 }
6 private Di f f e r e n t i a lD r i v eEn t i t y CreateMotorBase ( r e f Vector3 po s i t i o n )
7 {
8 D i f f e r e n t i a lD r i v eEn t i t y robotBase=new MotorBase ( p o s i t i o n ) ;
9 robotBase . State . Flags=Ent i tyS imu la t i onMod i f i e r s . LockCenterOfMass ;
10 robotBase . ChassisShape . State . D i f f u s eCo lo r = new Vector4 ( 0 . 5 f , 0 . 5 f 0 . 5 f , 1 . 0 f ) ;
11 robotBase . ChassisShape . State . TextureFileName=” c e l l f l o o r . jpg ” ;
12 robotBase . ChassisShape . State . Dimensions=new Vector3 ( 0 . 08 f , 0 . 0 8 f , 0 . 0 8 f ) ;
13 robotBase . LeftWheel . WheelShape . WheelState . LocalPose . Po s i t i on=new Vector3 (−0.05 f
, 0 . 1 f ,−0.0 f ) ;
14 robotBase . LeftWheel . WheelShape . WheelState . Radius=0.03 f ;
15 robotBase . RightWheel . WheelShape . WheelState . LocalPose . Po s i t i on=new Vector3 ( 0 . 05 f
, 0 . 1 f ,−0.0 f ) ;
16 robotBase . RightWheel . WheelShape . WheelState . Radius=0.03 f ;
17 robotBase . CasterWheelShape . State . LocalPose . Pos i t i on=new Vector3 (0 f , 0 . 0 855 f
,−0.025 f ) ;
18 robotBase . CasterWheelShape . State . Radius=0.015 f ;
19 robotBase . Rotation = new Microso f t .Xna . Framework . Vector3 (0 f , 90 f , 0 f ) ;
20 robotBase . MotorTorqueScaling=15 f ;
21 robotBase . Flags=Vi sua lEnt i t yPrope r t i e s . DoCompletePhysicsShapeUpdate ;
22 robotBase . State .Name=”MotorBase” ;
23 dr i v e . Contract . Crea teSe rv i c e ( ConstructorPort ,
24 Microso f t . Robot ics . S imulat ion . Partners . CreateEnt i tyPartner (
25 ”http :// l o c a l h o s t /”+robotBase . State .Name)
26 ) ;
27 return robotBase ;
28 }
Ko´d 5.1: Add Robot
Tato metoda slouzˇ´ı k vytvorˇen´ı robota, ktery´ bude pouzˇit v simulaci. Pouzˇity´ robot
mus´ı mı´t sve´ parametry jako rozmeˇry, rozchod kol, ota´cˇky motoru a r˚uzne´ fyzika´ln´ı
vlastnosti. Pro urcˇen´ı velikosti za´kladny robota slouzˇ´ı rˇa´dek 12, ve ktere´m je urcˇeno
zˇe za´kladna robota je krychle o rozmeˇrech 8 centimetru. Da´le je nutne´ urcˇit rozmeˇry
a pozici kol v˚ucˇi za´kladneˇ robota. Toto obstara´va´ rˇa´dek 13.-16. Tyto rˇa´dky urcˇuj´ı,
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zˇe kola robota budou mı´t polomeˇr 3 centimetry a zˇe budou vzda´leny 5 centimetr˚u
v ose X a 1 centimetr v ose Y od strˇedu jeho za´kladny. Kv˚uli stabiliteˇ robota je
nutne´ do jeho konstrukce zahrnout i samostavne´ kolecˇko. Velikost tohoto kolecˇka a
jeho pozici urcˇuj´ı rˇa´dky 17 a 18. Pro u´pravu rychlosti (ota´cˇek motoru) robota slouzˇ´ı
rˇa´dek 20. Toto je bohuzˇel jedine´ nastaven´ı pohonu robota v RDS, nelze zde nastavit
tocˇivy´ moment, zrychlen´ı ani brzdeˇn´ı tud´ızˇ robot svy´mi pohonny´mi vlastnostmi sp´ıˇse
prˇipomı´na´ tank. Da´le je vhodne´, kv˚uli vlastnostem pohonu, uzamknout teˇzˇiˇsteˇ, cozˇ
zp˚usob´ı, zˇe robota nen´ı mozˇne´ prˇevrhnout.
Po vytvorˇen´ı vsˇech potrˇebny´ch trˇ´ıd jednotlivy´ch objekt˚u simulace je nyn´ı mozˇne´
jejich vhodny´m poskla´da´n´ım vytvorˇit simulacˇn´ı dra´hu (Bludiˇsteˇ).
1 private void SetupCamera ( )
2 {
3 CameraView view = new CameraView ( ) ;
4 view . EyePos it ion = new Vector3 ( 0 . 03 f , 2 .02 f , 1 .55 f ) ;
5 view . LookAtPoint = new Vector3 ( 0 . 02 f , 1 .19 f , 1 .03 f ) ;
6 Simulat ionEngine . Globa l InstancePort . Update ( view ) ;
7 }
8
9 private void CreateWorld ( )
10 {
11 AddSky ( ) ;
12 AddGround ( ) ;
13
14 AddRobot (new Vector3 ( 1 . 36 f , 0 .01 f , 0 f ) ) ;
15
16 AddBoxKinematic (new Vector3 (3 f , 0 . 0 1 f , 2 . 5 f ) ,new Vector3 (0 f , 0 . 0 0 5 f , 0 f ) ) ;
17 AddBoxKinematicWall (new Vector3 ( 1 . 17 f , 0 . 0 7 f , 0 . 0 1 f ) ,new Vector3 ( 0 . 9 f , 0 . 0 5 f ,−0.09 f ) )
18 :
19 :
20 :
21 AddBoxKinematicWall (new Vector3 (0 . 975 f , 0 . 0 7 f , 0 . 0 1 f ) ,new Vector3(−1 f , 0 . 0 5 f , 0 . 1 2 f ) ) ;
22 }
Ko´d 5.2: Create World
Prˇed vytvorˇen´ım simulovane´ sce´ny je vhodne´ umı´stit kameru a urcˇit smeˇr jej´ıho
pohledu. To obstara´va´ trˇ´ıda SetupCamera. Tato trˇ´ıda na 4. rˇa´dku nastavuje pozici
kamery a na 5. rˇa´dku smeˇr jej´ıho pohledu. Prˇi vola´n´ı vytvorˇeny´ch trˇ´ıd se do je-
jich parametr˚u zada´vaj´ı rozmeˇry objekt˚u, zada´vane´ podle velikosti v jednotlivy´ch
dimenz´ıch, a jako druhy´ parametr je pozice v simulacˇn´ım prostrˇed´ı zada´vana´ jako
sourˇadnice (X,Y,Z). Spra´vny´m poskla´da´n´ım objekt˚u spra´vny´ch rozmeˇr˚u lze vytvorˇit
bludiˇsteˇ (viz. rˇa´dek 16 azˇ 21).
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Obr. 5.1: Simulovana´ sce´na
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6 JOYSTICK V RDS
6.1 Obsluha joysticku v RDS
Joystick komunikuje s RDS tak, zˇe nastavuje celocˇ´ıselne´ promeˇnne´ X,Y a Rz
(Obr.6.1) v rozmez´ı -1000 azˇ 1000. S daty nacˇteny´mi z joysticku pracuje trˇ´ıda
input.JoystickState. Tato trˇ´ıda je soucˇa´st´ı instalace RDS. V klidove´ pozici joysticku
jsou hodnoty dat prˇecˇteny´ch z jeho os nulove´, po nakloneˇn´ı doprˇedu se okamzˇiteˇ v
trˇ´ıdeˇ input.JoystickState zmeˇn´ı hodnota public int Y; na -1000.
Y
-Y
-X
X
R.z
-R.z
Obr. 6.1: Popis os joysticku
6.2 Na´vrh specializovane´ho interpretu pro
joystick
6.2.1 Za´kladn´ı rˇ´ızen´ı
Jedna´ se o rˇ´ızen´ı, kdy je robot ovla´da´n prˇ´ımo nakloneˇn´ım joysticku. V za´kladn´ım
ovla´da´n´ı nen´ı obsazˇena osa 𝑅𝑍
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6.2.2 Integra´ln´ı rˇ´ızen´ı
Jedna´ se o klasicke´ rˇ´ızen´ı, kdy je rychlost robota ovla´da´na osou Y a pohyb do stran
osami X a 𝑅𝑍 s upravenou citlivost´ı.
Obr. 6.2: Integra´ln´ı rˇ´ızeni
Zp˚usob ovla´da´n´ı robota zna´zornˇuje obra´zek 6.2. Prˇi nakloneˇn´ı joysticku v kla-
dne´m smeˇru osy Y (modra´ sˇipka) zacˇne robot akcelerovat v prˇ´ıme´m smeˇru. Velikost
nakloneˇn´ı osy Y urcˇuje rychlost. Prˇi za´porne´m smeˇru nakloneˇn´ı joysticku zacˇne
robot nejprve brzdit a prˇi nulove´ rychlosti couvat. Prˇi vychy´len´ı joysticku v ose X
(zˇluta´ sˇipka) zacˇne robot rotovat ve smeˇru, ve ktere´m byl joystick vychy´len, stejnou
u´lohu ma´ i osa 𝑅𝑍 (cˇervena´ sˇipka). Prˇi soucˇasne´m vychy´len´ı osy Y a osy X (zelena´
sˇipka) zacˇne robot opisovat kruh, jehozˇ velikost je urcˇena rychlost´ı robota a meˇrou
vychy´len´ı osy X. Pokud je joystick vychy´len z osy Y a za´rovenˇ je s n´ım i rotova´no
(Osa 𝑅𝑍) (fialova´ sˇipka), robot se bude chovat stejneˇ jako v prˇedesˇle´m prˇ´ıpadeˇ. Osy
𝑅𝑍 a X jsou zameˇnitelne´ a v tomto typu rˇ´ızen´ı vykona´vaj´ı stejnou u´lohu.
Rˇ´ızen´ı je prˇizp˚usobene´ na hladke´ projet´ı pravou´hle´ zata´cˇky prˇi plne´ vy´chylce osy
Y. Rovnice 6.1 popisuje vy´kon leve´ho a prave´ho kola robota prˇi pohybu vprˇed nebo
vzad. Rovnice 6.2 popisuje vy´kon kol prˇi nulove´ nebo male´ vy´chylce osy Y (rotace
na mı´steˇ).
|Y| ≥ 10:
𝐿𝑒𝑓𝑡, 𝑅𝑖𝑔ℎ𝑡 = 𝑌 ± 𝑋
3.0
± 𝑅𝑍
3.0
(6.1)
|Y| ≤ 10:
𝐿𝑒𝑓𝑡, 𝑅𝑖𝑔ℎ𝑡 = 0± 𝑅𝑍
2.0
± 𝑋
2.0
(6.2)
36
Left . . . . . vy´kon leve´ho motoru
Right . . . vy´kon prave´ho motoru
Y . . . . . . . . vy´chylka joysticku v ose Y
X . . . . . . . . vy´chylka joysticku v ose X
RZ . . . . . . . vy´chylka rotace joysticku
Pokud nen´ı osa Y joysticku vychy´lena dostatecˇneˇ, uplatnˇuje se oblast necitlivosti.
Oblast necitlivosti je pouzˇ´ıvana´ prˇi ovla´da´n´ı pa´kovy´mi ovladacˇi, kde je vyzˇadova´na
prˇesnost ovla´da´n´ı. Prˇi male´m vychy´len´ı osy Y simulovany´ robot na tuto osu nebude
reagovat, jelikozˇ se mu˚zˇe jednat o chybu zp˚usobenou naprˇ´ıklad sˇpatnou kalibrac´ı
ovladacˇe.
6.2.3 Integra´ln´ı rˇ´ızen´ı s deaktivovanou osou X
Jedna´ se o klasicke´ rˇ´ızen´ı, kdy je rychlost robota ovla´da´na osou Y a pohyb do stran
osou 𝑅𝑍 s upravenou citlivost´ı.
Obr. 6.3: Pouze Rz rˇ´ızeni
Ovla´da´n´ı zna´zornˇuje obra´zek 6.3. Rˇ´ızen´ı je obdobne´ jako v 6.2.2 s t´ım rozd´ılem,
zˇe je vyrˇazena osa X. Prˇi nakloneˇn´ı joysticku v kladne´m smeˇru osy Y (modra´ sˇipka)
zacˇne robot akcelerovat v prˇ´ıme´m smeˇru. Prˇi soucˇasne´m vychy´len´ı osy Y a osy 𝑅𝑍
(zˇluta´ sˇipka) zacˇne robot opisovat kruh, kde je jeho velikost urcˇena rychlost´ı robota
a meˇrou vychy´len´ı osy 𝑅𝑍 . Prˇi vychy´len´ı joysticku v ose 𝑅𝑍 (cˇervena´ sˇipka) zacˇne
robot rotovat ve smeˇru ve ktere´m byl joystick vychy´len.
|Y| ≥ 100:
𝐿𝑒𝑓𝑡, 𝑅𝑖𝑔ℎ𝑡 = 𝑌 ± 𝑅𝑍
3.0
(6.3)
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|Y| ≤ 100:
𝐿𝑒𝑓𝑡, 𝑅𝑖𝑔ℎ𝑡 = 0± 𝑅𝑍
2.0
(6.4)
Left . . . . . vy´kon leve´ho motoru
Right . . . vy´kon prave´ho motoru
Y . . . . . . . . vy´chylka joysticku v ose Yu
RZ . . . . . . . vy´chylka rotace joysticku
Vzhledem k na´vyk˚um neˇktery´ch uzˇivatel˚u byl vytvorˇen tento rezˇim rˇ´ızen´ı, ktery´
odstranˇuje jednu z os joysticku. Nepouzˇ´ıvana´ osa vna´sˇela neprˇesnosti do rˇ´ızen´ı.
6.2.4 Ortogona´ln´ı rˇ´ızen´ı
Jedna´ se o rˇ´ızen´ı kde je na´klonem joysticku rˇ´ızen prˇ´ımo smeˇr ktery´m se robot po-
hybuje.
Obr. 6.4: Ortogona´ln´ı rˇ´ızen´ı
Ovla´da´n´ı zna´zornˇuje obra´zek 6.4. Prˇi nakloneˇn´ı joysticku v kladne´m smeˇru osy
X (zˇluta´ sˇipka) se robot nejprve natocˇ´ı t´ımto smeˇrem a pokud je vyhodnoceno, zˇe
robot je spra´vneˇ natocˇen, zacˇne pomalu zrychlovat vprˇed. Obdobneˇ se robot chova´
prˇi nakloneˇn´ı do vsˇech cˇtyrˇ os. Ota´cˇky kol robota jsou za´visle na smeˇru, kam se ma´
robot otocˇit a z jake´ho kvadrantu. Rovnice 6.5 azˇ 6.7 popisuj´ı vy´kon prˇideˇlovany´
kol˚um robota prˇi pohybu vprˇed (modra´ sˇipka) v za´vislosti na kvadrantu, do ktere´ho
je robot natocˇen. Obdobne´ rovnice plat´ı i prˇi pohybu do ostatn´ıch smeˇr˚u.
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Y ≥ 500, 1.kvadrant:
𝐿𝑒𝑓𝑡, 𝑅𝑖𝑔ℎ𝑡 = ±
(︃
975
3.14
2
(−0.01 + Θ) + 25
)︃
(6.5)
Y ≥ 500, 2.kvadrant:
𝐿𝑒𝑓𝑡, 𝑅𝑖𝑔ℎ𝑡 = ±1000 (6.6)
Y ≥ 500, 3.kvadrant:
𝐿𝑒𝑓𝑡, 𝑅𝑖𝑔ℎ𝑡 = ±1000 (6.7)
Y ≥ 500, 4.kvadrant:
𝐿𝑒𝑓𝑡, 𝑅𝑖𝑔ℎ𝑡 = ±
(︃
975
3.14
2
(6.26−Θ) + 25
)︃
(6.8)
Left . . . . . vy´kon leve´ho motoru
Right . . . vy´kon prave´ho motoru
Θ . . . . . . . . u´hel natocˇen´ı robota v radia´nech
Pokud dojde ke kolizi robota, nen´ı mozˇne´ robota otocˇit. Kv˚uli osˇetrˇen´ı kolize
byla do rˇ´ızen´ı prˇidana´ reverzace. Reverzace prˇi male´ vy´chylce joysticku ve smeˇru
couva´n´ı neotocˇ´ı robotem ny´brzˇ jenom otocˇ´ı chod kol.
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7 DOSAZˇENE´ VY´SLEDKY
7.1 Testova´n´ı
Testova´n´ı spocˇ´ıva´ v projet´ı bludiˇsteˇ (obr. 5.1) s r˚uzny´mi typy rˇ´ızen´ı (viz obr.7.1).
U kazˇde´ testovane´ osoby je zaznamena´va´n cˇas potrˇebny´ k projet´ı bludiˇsteˇ, pocˇet
koliz´ı robota se steˇnami bludiˇsteˇ a zkusˇenost s joystickem. Po kliknut´ı na tlacˇ´ıtko
start (viz obr.7.1) je program prˇipraven meˇrˇit cˇas. Cˇasomı´ra se spust´ı automaticky
prˇi jake´mkoliv pohybu joysticku a ukoncˇuje j´ı uzˇivatelem sepnut´ım prvn´ıho tlacˇ´ıtka
joysticku.
Obr. 7.1: User Dashboard
7.2 Vy´sledky testova´n´ı
V Tabulce 7.1 jsou shrnuty vy´sledky testova´n´ı. Z vy´sledk˚u je patrne´, zˇe prˇi pouzˇit´ı
jake´hokoliv specializovane´ho ovla´da´n´ı se vy´razneˇ sn´ızˇ´ı pocˇet koliz´ı a zkra´t´ı cˇas
potrˇebny´ k projet´ı bludiˇsteˇ. Prˇi pouzˇit´ı Integra´ln´ıho rˇ´ızen´ı bylo dosazˇeno nejkratsˇ´ıch
cˇas˚u. Integra´ln´ı rˇ´ızen´ı bylo preferova´no osobami, ktere´ jizˇ meˇli zkusˇenost s pa´kovy´mi
ovladacˇi. Pokud bylo integra´ln´ı rˇ´ızen´ı pouzˇito osobami, ktere´ nemaj´ı zkusˇenost
s pa´kovy´mi ovladacˇi, docha´zelo k cˇasty´m koliz´ım a t´ım pa´dem i zhorsˇen´ı cˇasu
pr˚ujezdu. Prˇi pouzˇit´ı ortogona´ln´ıho rˇ´ızen´ı trvalo projet´ı dra´hy sice delˇs´ı cˇas oproti
integra´ln´ımu rˇ´ızeni, ale docha´zelo k vy´razneˇ mensˇ´ımu pocˇtu koliz´ı. Toto rˇ´ızen´ı bylo
preferova´no nova´cˇky, kterˇ´ı nemeˇli zkusˇenosti s pa´kovy´mi ovladacˇi.
Ortogona´ln´ı rˇ´ızen´ı sice v pr˚umeˇru nedosahuje nejlepsˇ´ıho cˇasu pr˚ujezdu dra´hy,
ovsˇem prˇi srovna´n´ı smeˇrodatny´ch odchylek je patrne´, zˇe dosahuje nejmensˇ´ıch odchy-
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lek. Prˇi srovna´n´ı ortogona´ln´ıho rˇ´ızeni s origina´ln´ım rˇ´ızen´ım je zrˇejme´, zˇe pr˚umeˇrny´
cˇas projet´ı dra´hy je o 28 s delˇs´ı u origina´ln´ıho rˇ´ızen´ı a toto rˇ´ızen´ı ma´ take´ o 23 s
veˇtsˇ´ı smeˇrodatnou odchylku. Prˇi stejne´m srovna´n´ı integra´ln´ıho rˇ´ızen´ı s origina´ln´ı je
pr˚umeˇrny´ cˇas projet´ı dra´hy o 32 s delˇs´ı u origina´ln´ıho rˇ´ızen´ı a take´ jeho smeˇrodatna´
odchylka je 9,03 s veˇtsˇ´ı. Rozd´ıl pr˚umeˇrny´ch cˇas˚u projet´ı dra´hy mezi integra´ln´ım
rˇ´ızen´ım s deaktivovanou osou X a origina´ln´ıho rˇ´ızen´ı je o 29 s delˇs´ı v prˇ´ıpadeˇ ori-
gina´ln´ıho rˇ´ızen´ı a jeho smeˇrodatna´ odchylka je take´ o 18,32 s veˇtsˇ´ı.
Prˇi porovna´n´ı pocˇtu koliz´ı u jednotlivy´ch rˇ´ızen´ı nejlepsˇ´ıch vy´sledk˚u dosahuje
ortogona´ln´ı rˇ´ızen´ı s pr˚umeˇrem 0,64 kolize na jedno projet´ı dra´hy se smeˇrodatnou
odchylkou 0,77. Podobne´ vy´sledky dosahovaly integra´ln´ı rˇ´ızen´ı a integra´ln´ı rˇ´ızen´ı
s deaktivovanou osou X kde pr˚umeˇrny´ pocˇet koliz´ı byl 3,5 a 3,89, ale rozd´ıl jejich
smeˇrodatny´ch odchylek byl 4,5 a 2,08 cˇili dvojna´sobny´. Nejhorsˇ´ıch vy´sledk˚u v pocˇtu
koliz´ı bylo dosahova´no origina´ln´ım rˇ´ızen´ım kde pr˚umeˇrny´ pocˇet koliz´ı byl 18,36 se
smeˇrodatnou odchylkou 9,55.
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Tab. 7.1: Test
Osoba cˇ. Zkusˇenosti
Cˇas pr˚ujezdu [s] Pocˇet koliz´ı
Univerza´ln´ı
interpret
Specializovany´ interpret Univerza´ln´ı
interpret
Specializovany´ interpret
Integra´ln´ı Pouze Rz Ortogona´ln´ı Integra´ln´ı Pouze Rz Ortogona´ln´ı
1 Zkusˇeny´ 44 32 ——— 48 7 3 — 0
2 Nezkusˇeny´ 58 62 ——— 53 15 9 — 0
3 Nezkusˇeny´ 117 ——— 50 47 34 — 4 1
4 Nezkusˇeny´ 105 67 57 52 33 6 4 1
5 Zkusˇeny´ 66 25 34 42 23 1 3 0
6 Zkusˇeny´ 61 25 43 40 17 0 2 0
7 Zkusˇeny´ 51 35 54 48 4 1 6 2
8 ——— 65 36 61 51 10 0 5 1
9 Zkusˇeny´ 69 31 33 43 19 1 2 0
10 Zkusˇeny´ 62 40 37 52 13 0 1 2
11 Nezkusˇeny´ 135 84 54 54 27 14 8 0
Pr˚umeˇr 75,81 43,66 47,06 48,15 18,36 3,50 3,89 0,64
Smeˇrodatna´ odchylka 28,16 19,13 9,84 4,82 9,59 4,50 2,08 0,77
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8 ZA´VEˇR
C´ılem te´to bakala´rˇske´ pra´ce bylo d˚ukladneˇ se sezna´mit s prostrˇed´ım RDS a navrh-
nout v neˇm specializovany´ interpret joysticku pro ovla´da´n´ı jednoose´ho diferencia´lneˇ
rˇ´ızene´ho robota.
V prvn´ı kapitole byl vypracova´n prˇehled roboticky´ch simula´tor˚u, ve ktery´ch by
bylo mozˇne´ testovat r˚uzne´ interprety ovla´da´n´ı jednoose´ho diferencia´lneˇ rˇ´ızene´ho ro-
bota. Prˇi rˇesˇen´ı semestra´ln´ı pra´ce byl vybra´n program Robotics Developer Studio
spolecˇnosti Microsoft. K tomuto programu byl vypracova´n manua´l popisuj´ıc´ı tvorbu
simulacˇn´ı sce´ny a objekt˚u v simulaci.
Beˇhem rˇesˇen´ı te´to pra´ce bylo navrhnuta testovac´ı dra´ha reprezentuj´ıc´ı bludiˇsteˇ.
Toto bludiˇsteˇ bylo vyuzˇ´ıva´no pro na´vrh a testova´n´ı jednotlivy´ch specializovany´ch
interpret˚u.
V pra´ci byly navrzˇeny trˇi specializovane´ interprety joysticku (Integra´ln´ı, In-
tegra´ln´ı bez osy X, ortogona´ln´ı rˇ´ızen´ı). Integra´ln´ı rˇ´ızeni bylo navrzˇeno na za´kladeˇ
origina´ln´ıho rˇ´ızen´ı s prˇida´n´ım rotacˇn´ı osy 𝑅𝑍 a s upravenou citlivosti jednotlivy´ch
os. Take´ bylo navrzˇeno Integra´ln´ı rˇ´ızen´ı bez osy X. Ortogona´ln´ı rˇ´ızen´ı bylo specia´lneˇ
navrzˇeno pro u´lohu pr˚ujezdu bludiˇsteˇ. Jedna´ se o rˇ´ızen´ı kdy smeˇr nakloneˇn´ı joysticku
urcˇuje prˇ´ımo jeden ze cˇtyrˇ mozˇny´ch smeˇr˚u pohybu robota v bludiˇsti.
Prˇi testova´n´ı pr˚ujezdu bludiˇsteˇ s pouzˇit´ım jednotlivy´ch interpret˚u byl sledova´n
cˇas potrˇebny´ k pr˚ujezdu dra´hy a pocˇet koliz´ı se steˇnami bludiˇsteˇ. Z tabulky 7.1
plyne, zˇe nejstabilneˇjˇs´ıch cˇas˚u pr˚ujezdu bylo dosazˇeno s ortogona´ln´ım rˇ´ızen´ım, ktere´
take´ vynika´ nejmensˇ´ım pocˇtem koliz´ı prˇi obsluze jaky´mkoliv uzˇivatelem (zkusˇeny´m
nebo zacˇa´tecˇn´ıkem). Nejlepsˇ´ıho cˇasu bylo dosazˇeno integra´ln´ım rˇ´ızen´ım, ale toto
rˇ´ızen´ı dosahovalo dobry´ch vy´sledk˚u pouze prˇi pouzˇit´ı osobami, ktere´ jizˇ meˇli neˇjake´
zkusˇenosti s pa´kovy´mi ovladacˇi.
Souhrnneˇ lze rˇ´ıct, zˇe prˇi pouzˇit´ı ortogona´ln´ıho rˇ´ızen´ı je dosazˇeno nejmensˇ´ıho
pocˇtu koliz´ı s cˇasy, ktere´ meˇly malou smeˇrodatnou odchylku, tud´ızˇ je pro tuto u´lohu
nejvhodneˇjˇs´ı.
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SEZNAM SYMBOLU˚, VELICˇIN A ZKRATEK
MRDS Microsoft Robotic Developer Studio
RDS Robotic Developer Studio
VSE Visual Simulation Environment
VPL Visual Programming Language
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