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Tato práce se zabývá návrhem a tvorbou optimalizací v zadní části zpětného překladače.
Úlohou těchto optimalizací je vylepšit čitelnost produkovaného zdrojového kódu. V úvodu
jsou poskytnuty základní informace o reverzním inženýrství a zpětných překladačích, které
slouží pro účel uvedení do dané problematiky. Poté následuje analýza produkovaného kódu
zpětným překladačem s cílem obeznámit čtenáře s navrženými optimalizacemi pomocí ná-
zorných ukázek. Dále následuje hlavní část této práce, která se věnuje popisu návrhu a im-
plementace jednotlivých navržených optimalizací. Poté následuje popis technik, které byly
využity při testování. V závěru práce jsou shrnuty dosažené výsledky a jejich přínos.
Abstract
This bachelor’s thesis describes the design and implementation of optimizations in the re-
targetable decompiler’s back-end. The purpose of these optimizations is to improve rea-
dability of the produced source code. In the introduction, basic information about reverse
engineering and decompilation is provided. Then, there is an analysis of the source code
produced by the decompiler to familiarize the reader with the proposed optimizations. Af-
ter that, there is the main part of this work, which describes the design and implementation
of the proposed optimizations. It is followed by mentioning the techniques that were used
for testing. The present work is concluded by a summary of the achieved results and their
benefits.
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Dôležitým pojmom v rámci informačných technológií je v dnešnej dobe bezpečnosť. Me-
dzi jedno z najväčších rizík je možné zaradiť rôzne druhý škodlivého softvéru. Typickými
príkladmi sú klasické počítačové vírusy, trójske kone, internetové červy a iné. Všeobecné
označenie takýchto programov je možne pomocou pojmu malvér. Typické úlohy škodli-
vého softvéru je najčastejšie získavanie citlivých dát od užívateľov, poškodzovanie súborov,
znepríjemňovanie práce na počítači a podobné [15]. Príkladom možnej obrany je nespúšťa-
nie a otváranie nedôveryhodných materiálov. Ďalšou osvedčenou technikou je využívanie
antivírusových programov. Antivírusové programy prehľadávajú súbory, sledujú správa-
nie sa aplikácií a aktivitu systému na pozadí. Pri týchto činnostiach súčasne porovnávajú
či napríklad chovanie niektorej aplikácie neodpovedá správaniu sa napadnutého programu.
V súboroch zase hľadajú sekvenciu inštrukcií, ktorá odpovedá nejakému malvéru [6]. Jednou
z techník, ktorú môžu použiť tvorcovia aplikácii proti malvéru, je softvérové reverzné inži-
nierstvo. Ako príklad je možne uviesť využitie spätného prekladu nad získaným binárnym
súborom. O spätný preklad sa postará spätný prekladač, pričom jeho úlohou je z tohto
súboru vygenerovať program vo vysokoúrovňovom jazyku. Následne je možné tento kód
preskúmať a vyhodnotiť jeho činnosť [19]. Táto technika je výhodná v tom, že daný súbor
nie je potrebné ani spustiť.
V tejto práci je možné nájsť základné informácie o reverznom inžinierstve a jeho pou-
žití v rámci informačných technológii, ako aj informácie o spätnom preklade. Hlavná časť
práce je venovaná optimalizáciám v zadnej časti spätného prekladača vyvíjaného v rámci
projektu Lissom. Cieľom práce bolo navrhnúť a vytvoriť optimalizácie, pričom hlavnou mo-
tiváciou tejto činnosti bolo zlepšiť čitateľnosť produkovaného výsledného kódu. Ako prvé
bolo však potrebné vykonať analýzu produkovaného kódu. Následne na základe získaných
poznatkov a postrehov bolo možné navrhnúť jednotlivé optimalizácie. Po dokončení návrhu
nasledovala implementácia. Táto implementácia bola priebežne testovaná jednotkovými tes-
tami (angl. unit tests) a referenčnými testami.
Kapitola 2 obsahuje základné informácie o reverznom inžinierstve a spätných prekladačoch.
Popis spätného prekladača vyvíjaného v rámci projektu Lissom sa nachádza v kapitole 3.
Analýze produkovaného kódu pred vytvorenými optimalizáciami v tejto práci sa venuje
kapitola 4. Návrhu a popisu jednotlivých optimalizácií sa venuje kapitola 5. Kapitola 6 po-
pisuje implementáciu navrhnutých optimalizácií. Popis techník, ktoré boli využité pri tes-
tovaní optimalizácií, sa nachádza v kapitole 7. Záverečná kapitola 8 obsahuje zhodnotenie
dosiahnutých výsledkov a diskutovanie o budúcom možnom vývoji.
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Kapitola 2
Reverzné inžinierstvo a spätný
preklad
Táto kapitola obsahuje základne informácie o reverznom inžinierstve. Okrem toho je mo-
žné dočítať sa o princípoch spätného prekladu, pretože sa jedná o jednu z techník, ktoré
reverzné inžinierstvo využíva. Prvá podkapitola sa venuje softvérovému reverznému inžinier-
stvu a jeho použitiu v praxi. Druhá podkapitola obsahuje popis a štruktúru spätného pre-
kladača. V tejto podkapitole sú uvedené aj výhody využitia spätného prekladača oproti di-
sassembleru. Cieľom tejto kapitoly je uviesť čitateľa do danej problematiky.
Pod pojmom reverzné inžinierstvo chápeme proces, ktorého úlohou je získať chýbajúce
znalosti o skúmanom predmete. Najčastejšie sa jedná o znalosti, ktoré nie sú voľne šírené.
V niektorých prípadoch sa môže jednať o informácie, ktoré boli zničené alebo stratené.
Tento pojem sa datuje už od dôb priemyslovej revolúcie a nie je striktne viazaný na mo-
dernú dobu. S modernou dobou však prichádza softvérové reverzné inžinierstvo. Dôležitá je
aj otázka právnej legálnosti. V niektorých štátoch sú určité aktivity spadajúce pod reverzné
inžinierstvo považované za nezákonné [5].
2.1 Softvérové reverzné inžinierstvo a jeho použitie
Softvérové reverzné inžinierstvo (SRE) a jeho použitie môžeme rozdeliť na dva prípady.
V prvom prípade je v praxi používané ako analýza určitého softvérového systému s cieľom
získať implementačné detaily prípadne jeho návrh. Môže byť aplikovaná buď iba na jeho
určitú časť alebo na celý systém [2].
V druhom prípade sa jedná o prevod informácie z nízkoúrovňového formátu (napr. ap-
likačného binárneho kódu) na čitateľnejšiu formu na určitej úrovni abstrakcie. Typickými
príkladmi nástrojov využívané pri SRE je spätný prekladač a disassembler1 [1]. Spätný
preklad je reverzný proces bežného prekladu, pričom jeho cieľom je vytvorenie vysokoúro-
vňového kódu z binárneho kódu [3].
Dnešné použitie týchto techník sa najčastejšie využíva na detekciu malvéru, prípadne vyhľa-
dávanie bezpečnostných chýb. Niektoré organizácie ho však zneužívajú aj na vylepšovanie
1Prevádza strojový kód do symbolického zápisu v assembleru [13].
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vlastných technológií analyzovaním technológií vyvinutých konkurenciou. Ku skomplikova-
niu využitia SRE je možné použiť tzv. obfuskátor2 kódu [14]. Ďalšou možnosťou je využitie
tzv. protektorov. Tieto protektory napríklad na výsledný binárny kód použijú kompresie
alebo ho pomocou šifrovacích techník zašifrujú a vložia kód na jeho rozšifrovanie [12].
2.2 Spätný prekladač
Cieľom spätného prekladača je preklad binárneho kódu závislého na určitej platforme
do zdrojového kódu vysokoúrovňového jazyka. S týmto procesom je však spojený jeden vý-
znamný problém. Kód v binárnej podobe obvykle neobsahuje explicitné informácie akými sú
napríklad definície dátových štruktúr, názvy premenných, prípadne informácie o iných dá-
tových typoch. Často sa vedú polemiky o tom či je vôbec možné zostrojiť kvalitný spätný
prekladač [5]. Vytvorenie zdrojového kódu vysokoúrovňového jazyka, ktorý identicky vy-
konáva funkcie pôvodného programu, je pre niektoré jazyky možné [3]. Tento kód sa však
vo väčšine prípadoch nepodobá na originálny zdrojový kód a býva veľmi ťažko čitateľný.
Vo výslednom kóde chýbajú napríklad komentáre, názvy pôvodných premenných, deklará-
cie dátových štruktúr. Takisto jedným z dôvodov, prečo výsledný kód po spätnom preklade
neodpovedá štruktúre pôvodného kódu, sú optimalizácie vykonávané prekladačom [5].
Jedna z možných štruktúr spätného prekladača je uvedená na obrázku 2.1. Táto štruk-
túra je veľmi podobná prekladaču. Jednotlivé časti však pracujú v opačnom poradí. Úlohou
prednej časti je dekódovať inštrukcie v nízkoúrovňovom jazyku a ich prevod do prechodnej
reprezentácie. Prechodná reprezentácia predstavuje vyššiu formu abstrakcie, než pôvodný
nízkoúrovňový jazyk. Jednou z jej hlavných výhod je, že obsahuje menší počet inštruk-
cií, než pôvodný jazyk závislý na architektúre. Nezávislosť tejto reprezentácie na nejakej
konkrétnej architektúre je možno chápať ako ďalšiu veľkú výhodu. Kód generovaný v pred-
nej časti môžeme prezentovať pomocou tzv. grafu toku riadenia. Základným prvkom tohto
grafu je blok. Na každý blok sa dá odkázať a je ukončený skokovou inštrukciou. Tieto ne-
štruktúrované grafy sú neskôr využívane v analýze tokov riadenia, ktorá z nich vytvára
štruktúrované grafy konštrukcií typických pre vysokoúrovňové jazyky. Zadná časť následne
z prechodnej reprezentácie vygeneruje zvolený vysokoúrovňový jazyk [5].
Spätný prekladač je možné považovať za ďalší vývojový stupeň po disassembleru. Vstupom
disassembleru je spustiteľný binárny súbor a výstupom je kód v jazyku assembler. Úlo-
hou spätného prekladača je vytvoriť kód na vyššej úrovni abstrakcie než assembler. Kód
na vyššej úrovni abstrakcie je jednoduchšie čitateľný a analyzovateľný. Hlavnou myšlienkou
spätného prekladu je získať čo najpodobnejší výstupný kód s kódom, ktorý bol preložený
do binárnej podoby. Spätný prekladač je však možné použiť aj na vytvorenie výstupného
kódu v inom jazyku, než v akom bol pôvodný kód napísaný [17].
Obr. 2.1: Štruktúra spätného prekladača.
2Slúži k prevodu zdrojového kódu do zdrojového kódu v tom istom jazyku, avšak vykoná na ňom niekoľko
zmien tak, aby bol takýto kód ťažko čitateľný. Obidva kódy sú však funkčne ekvivalentné. [14].
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Kapitola 3
Spätný prekladač vyvíjaný v rámci
projektu Lissom
Táto kapitola sa venuje popisu spätného prekladača vyvíjaného v rámci projektu Lissom.
Prvá podkapitola obsahuje krátku zmienku o LLVM a prechodnej reprezentácii LLVM IR,
ktorá je využívaná v tomto spätnom prekladači. V druhej podkapitole je možné nájsť in-
formácie o BIR reprezentácii, ktorá predstavuje základnú reprezentáciu používanú v zadnej
časti spätného prekladača [16]. Predposledná podkapitola obsahuje informácie o štruktúre
spätného prekladača vyvíjaného v rámci projektu Lissom, pričom najväčší dôraz bude kla-
dený na zadnú časť spätného prekladača, pretože obsahuje optimalizácie navrhnuté v tejto
bakalárskej práci. Posledná kapitola popisuje optimalizácie, ktoré boli navrhnuté pred touto
prácou a popisuje triedy, ktoré využívajú k svojej funkčnosti. Tieto triedy budú používané
i v optimalizáciách navrhnutých v tejto práci.
Jedným z hlavných cieľov projektu Lissom je vytvoriť spätný prekladač nezávislý na archi-
tektúre (MIPS, ARM, Intel x86, atď.) a súborových formátoch (ELF, PE, Mach-O, atď.),
generujúci zvolený vysokoúrovňový jazyk. Jeho využitie je plánované pri analýze malvéru
napríklad pre mobilné zariadenia, tablety a iné podobné zariadenia. Momentálne sú pod-
porované architektúry MIPS, ARM a Intel x86. Medzi podporované objektové formáty
patrí ELF a PE. Výstup je možný v jazyku C alebo v modifikovanej verzii jazyka Pyt-
hon [16].
3.1 LLVM a LLVM IR
LLVM systém bol pôvodne navrhnutý ako inovatívny framework pre prekladače. Obsahuje
množinu jazykovo nezávislých inštrukcií, veľké množstvo vstavaných optimalizačných algo-
ritmov a prechodnú reprezentáciu LLVM IR [18]. Pre prechodnú reprezentáciu LLVM IR
platí, že každá premenná je priradená iba raz na jednom mieste v programe. Jedná sa
o základnú reprezentáciu, ktorá poskytuje typovú bezpečnosť, nízkoúrovňové operácie, fle-
xibilitu a schopnosť prevodu z množstva vysokoúrovňových jazykov. Cieľom jeho tvorcov
bolo dosiahnuť jednoduchý nízkoúrovňový jazyk, ktorý je typovaný a rozšíriteľný [11]. Prí-
klad tohto jazyka je na obrázku 3.1.
5
%1 = load i32* %a, align 4
%2 = add i32 %a, 1
ret i32 %2
Obr. 3.1: LLVM IR reprezentácia return a + 1 [16].
3.2 BIR
Obsah tejto podkapitoly je klasifikovaný ako utajený, viz licenčné ujednanie.
3.3 Štruktúra spätného prekladača
Obsah tejto podkapitoly je klasifikovaný ako utajený, viz licenčné ujednanie.
3.4 Optimalizácie v zadnej časti spätného prekladača
Obsah tejto podkapitoly je klasifikovaný ako utajený, viz licenčné ujednanie.
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Kapitola 4
Výstup spätného prekladača pred
vytvorenými optimalizáciami
Táto kapitola je úvodom do hlavnej časti obsahu tejto práce. Obsahuje porovnanie a analýzu
výstupov produkovaných spätným prekladačom pred optimalizáciami navrhnutých v tejto
práci a po nich. Tieto ukážky budú ukázané na jednoduchých a názorných častiach zdrojo-
vého kódu. Uvedené príklady sú prevzaté z reálneho kódu a sú dostupné na priloženom CD.
V ukážkach sú pomenované názvy premenných pomocou anglických názvov ovocia. Takéto
názvy sú čitateľnejšie a prehľadnejšie, než názvy premenných typu var1, var2 a podobne.
Z tohto dôvodu sa v spätnom prekladači využíva tento spôsob pomenovania premenných.
Podrobný popis návrhu konkrétnych uvedených optimalizácií sa nachádza v kapitole 5.
Implementačné riešenia sú uvedené v kapitole 6. Kapitola 7 popisuje spôsob testovania
navrhnutých optimalizácií.
Medzi jednu z prvých činností, ktorú bolo potrebné vykonať, bola analýza produkova-
ného kódu pred navrhnutými optimalizáciami v tejto práci. Tento kód bol už čiastočne
optimalizovaný pomocou niektorých navrhnutých optimalizácií a pomocou postprocesoru.
Ten je založený na textovej úprave, takže nezvláda zložitejšie konštrukcie. Jedným z cieľov
optimalizácií bolo nahradiť tento postprocesor do univerzálnejšej podoby tak, aby navr-
hnuté optimalizácie zvládali zložitejšie konštrukcie a boli použiteľné i pre jazyk C, prípadne
ďalšie jazyky.
Ako prvá uvedená optimalizácia je optimalizácia redundantných zátvoriek. Jej hlav-
ným cieľom je odstrániť redundantné zátvorky v čo najväčšom množstve. Vzor výstupu
pred vytvorením optimalizácie a po vypnutí postprocesoru je vidieť na obrázku 4.1.
1 banana = (((v4 + (v3 + (v2 + v12))) - v5) - v6)
2 plum = (1.23e+2 * ((((8.0e+0 * apple) + 3.2e+1) << 1) & 2046))
Obr. 4.1: Ukážka kódu výstupu spätného prekladača pred odstránením redundantných zát-
voriek. Uvedený kód je v jazyku Python.
Prostredníctvom priority operátorov a rôznych matematických pravidiel, ako je napríklad
asociativita a komutativita operátorov, je možné redukovať počet zátvoriek. Výsledok je
vidieť na obrázku 4.2. Podrobný popis tejto problematiky sa nachádza v podkapitole 5.1
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1 banana = v4 + v3 + v2 + v12 - v5 - v6
2 plum = 1.23e+2 * (8.0e+0 * apple + 3.2e+1 << 1 & 2046)
Obr. 4.2: Ukážka kódu výstupu spätného prekladača po odstránení redundantných zátvo-
riek. Uvedený kód je v jazyku Python.
Ďalšia optimalizácia je zameraná na zjednodušenie aritmetických výrazov. Kód na ob-
rázku 4.3 ukazuje niekoľko výrazov, ktoré môžu byť zjednodušené. Úlohou tejto optimalizá-
cie je takisto nahradiť funkčnosť zmieňovaného postprocesoru a vylepšiť ju. Uvedená ukážka
zobrazuje výstup po vypnutí postprocesoru.
1 peach = 0 + 1 + 5;
2 jambul = damson + -48;
3 result = 1 * lemon;
4 plum = apple * 4;
5 banana = apple + apple;
Obr. 4.3: Ukážka kódu výstupu spätného prekladača pred optimalizáciou zjednodušenia
aritmetických výrazov.
Riadok 1 obsahuje numerický výraz, ktorý je možné jednoducho sčítať a tým dosiahnuť
zmenšenie výrazu. Na riadku 2 je uvedený príklad na kombináciu operátoru plus a unár-
neho mínusu. Tieto dva operátory sa dajú nahradiť za odčítanie. Na riadku 3 je vidieť
prípad násobenia číslom 1. Takéto násobenie neovplyvňuje výsledok, preto výsledný výraz
bude bez tohto násobenia. Na riadku 4 ide len o kozmetickú úpravu. Prirodzenejší zápis
pri násobení je taký, že číslo je prvý operand a premenná druhý operand. V poslednom
riadku ide o sčítanie dvoch rovnakých operandov. Takýto výraz je možné nahradiť výrazom
typu 2 * operand. Výsledok uvedených úprav je ukázaný na obrázku 4.4.
1 peach = 6;
2 jambul = damson - 48;
3 result = lemon;
4 plum = 4 * apple;
5 banana = 2 * apple;
Obr. 4.4: Ukážka kódu výstupu spätného prekladača po optimalizácii zjednodušenia arit-
metických výrazov.
Ako je vidieť, tak vďaka týmto úpravám dochádza k zlepšeniu čitateľnosti aritmetických
výrazov. Uvedené úpravy nie sú všetky, ktoré boli navrhnuté v tejto optimalizácii. Jej návrh
a kompletný popis sa nachádza v podkapitole 5.2.
Optimalizácia zameraná na presun definícií premenných k najbližšiemu prvému
použitiu definovanej premennej produkuje veľký prínos pre čitateľnosť produkova-
ného kódu. Pôvodný výstup vo väčšine prípadoch obsahoval definície lokálnych premenných
na začiatku funkcie, ako je uvedené na obrázku 4.5.
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1 uint32_t factorial(uint32_t apple) {
2 int32_t banana;
3 int32_t result;
4 if (apple < 0) {
5 return -1;
6 }
7 if (apple == 0) {
8 result = 1;
9 } else {
10 if (apple >= 1) {
11 banana = 1;





Obr. 4.5: Ukážka kódu výstupu spätného prekladača pred optimalizáciou zameranou na pre-
sun definícií premenných k najbližšiemu prvému použitiu definovanej premennej.
Vo veľmi veľa prípadoch je možné tieto definície presunúť rovno do priradenia hodnoty
pre definovanú premennú, prípadne čo najbližšie k jej prvému použitiu. Výsledok tejto
optimalizácie je zobrazený na obrázku 4.6. Ako je možné vidieť, tak vďaka tejto optima-
lizácii sa nenachádza veľké množstvo definícií premenných na začiatku funkcie. Výstupný
kód je takto pre programátora jednoduchšie analyzovateľný. Na riadku 5 je vidieť, že došlo
k presunu definície premennej result. Je to najvhodnejšie miesto, kde mohla byť umiest-
nená, pretože táto premenná je použitá v tele podmienky if, ale aj vo vetve else. Definícia
premennej banana bola presunutá na riadok 10 rovno do priradenia hodnoty, pretože táto
premenná už nie je použitá nikde mimo vetvy else. Viac o tejto optimalizácii je možné
dočítať sa v podkapitole 5.3.
1 uint32_t factorial(uint32_t apple) {




6 if (apple == 0) {
7 result = 1;
8 } else {
9 if (apple >= 1) {
10 int32_t banana = 1;





Obr. 4.6: Ukážka kódu výstupu spätného prekladača po optimalizácii zameranej na presun
definícií premenných k najbližšiemu prvému použitiu definovanej premennej.
Cieľom optimalizácie zámeny bitových operácií za logické operácie je zameniť bi-
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tový súčet za logický súčet [9] a bitový súčin za logický súčin [8]. Výskyt bitového súčtu
a bitového súčinu v kóde pred optimalizáciou je z toho dôvodu, že LLVM IR nepodpo-
ruje logické súčet a logický súčin [11]. Táto zámena však má význam len pre podmienku
v príkazoch while, if, prípadne else if a v príkaze switch. Je to z toho dôvodu, že lo-
gické operátory sú práve najčastejšie používané v podmienkach, oproti tomu bitové zase
vo výrazoch. Výstupný kód pred vytvorením tejto optimalizácie je uvedený na obrázku 4.7.
1 if (plum > orange | orange == 0) {}
2 if (jambul > 9 & durian > 25) {}
Obr. 4.7: Ukážka kódu výstupu spätného prekladača pred optimalizáciou zámeny bitových
operácií za logické operácie.
Riadok 1 obsahuje podmienku, v ktorej môže byť bitový súčet nahradený za logický súčet.
Na riadku 2 je možné zase uskutočniť náhradu bitového súčinu za logický súčin. Tieto
náhrady však nie je možné uskutočniť v každom prípade. Podrobný popis tejto problematiky
je uvedený v podkapitole 5.4. Ukážka na obrázku 4.8 obsahuje výstupný kód vyprodukovaný
spätným prekladačom po aplikovaní tejto optimalizácie.
1 if (plum > orange || orange == 0) {}
2 if (jambul > 9 && durian > 25) {}
Obr. 4.8: Ukážka kódu výstupu spätného prekladača po optimalizácii zámeny bitových
operácií za logické operácie.
Ako posledná uvedená optimalizácia je optimalizácia bitových posunov. Jej užitočnosť
je z toho dôvodu, že pri preklade zo zdrojového kódu často dochádza vďaka prekladaču
ku zámene operácii násobenia a delenia za bitové posuny, ktoré sú jednoznačne rýchlejšie [7].
Vo výslednom kóde produkovanom spätným prekladačom sú však tieto bitové posuny menej
čitateľnejšie, než ich pôvodná podoba v tvare násobenia a delenia. Časť kódu uvedená
na obrázku 4.9 demonštruje výstup spätného prekladača pred touto optimalizáciou.
1 return apple >> 4;
2 return apple << 2;
Obr. 4.9: Ukážka kódu výstupu spätného prekladača pred optimalizáciou bitových posunov.
Riadok 1 v ukážke obsahuje bitový posun doprava, pre ktorý platí nasledujúce: bitový posun
doprava o n bitov je rovný deleniu 2n. Pre bitový posun doľava uvedený na riadku 2 odpo-
vedá vzťah: bitový posun doľava o n bitov je rovný vynásobeniu o 2n [4]. Tieto substitúcie
však nie je možné vykonať v každom prípade. Podrobnejší popis tejto problematiky je
uvedený v podkapitole 5.5. Výsledný kód po aplikovaní optimalizácie je uvedený na ob-
rázku 4.10. Je vidieť, že tento výstup je čitateľnejší než pôvodný s bitovými posunmi.
1 return apple / 16;
2 return apple * 4;
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Cieľom tejto práce bolo preniknúť do tematiky reverzného inžinierstva a spätného prekladu.
Ďalším cieľom bolo zoznámiť sa so spätným prekladačom vyvíjaným v rámci projektu Lis-
som a takisto jazykom LLVM IR, ktorý predstavuje základnú prechodnú reprezentáciu.
Pre tento spätný prekladač boli v tejto práci navrhnuté optimalizácie za účelom zvýše-
nia čitateľnosti produkovaného kódu. Všetky navrhnuté optimalizácie boli otestované vy-
tvorenými jednotkovými testami a skontrolované výstupy referenčných testov využívaných
pri prvom spôsobe testovania.
V tejto práci bola popísaná problematika reverzného inžinierstva a popis princípu spätného
prekladača. Ďalej sa v nej nachádza popis spätného prekladača vyvíjaného v rámci projektu
Lissom. Pre tento spätný prekladač boli v tejto práci navrhnuté optimalizácie, ktorých cie-
ľom je odstraňovanie redundantných zátvoriek, zjednodušovanie aritmetických výrazov, pre-
sun definícií premenných čo najbližšie k prvému použitiu, nahradzovanie bitových operácií
za logické a nahradenie bitových posunov za operácie súčinu a podielu. Boli popísané všetky
návrhy a implementačné riešenia týchto navrhnutých optimalizácií. Pre tieto optimalizácie
bolo vytvorené množstvo jednotkových testov a niekoľko referenčných testov. K tejto práci
bol napísaný odborný článok, s ktorým som sa zúčastnil súťaže EEICT [10] a umiestnil sa
na druhom mieste v rámci informačných sýstémov bakalárskej formy štúdia.
Aktuálne produkovaný kód spätným prekladačom ešte obsahuje veľa námetov na možné
optimalizácie. Vytvorením novej optimalizácie občas dochádza k možnosti vzniku inej. Pri-
dávaním nových konštrukcií a jazykov do vyvíjaného spätného prekladača sa otvárajú ta-
kisto ďalšie nové možnosti. Jedna z ďalších možností budúceho vývoja je vylepšenie algo-
ritmu optimalizácie, ktorej úlohou je presun definícií premenných k najbližšiemu použitiu
definovanej premennej. Vďaka tomuto vylepšeniu by dochádzalo k bližšiemu umiestneniu
definície premennej k jej prvému použitiu, pretože súčasný algoritmus v ojedinelých prí-
padoch označí uzol umiestnenia definície predčasne, čim nedôjde k umiestneniu definície
premennej najbližšie ako je možné.
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• Text práce v elektronickej podobe.
• Zdrojové kódy implementácie optimalizácií navrhnutých v tejto práci.
• Spustiteľná verzia spätného prekladača.
• Referenčné testy využívané v spätnom prekladači pre globálne testovanie spätného
prekladu.
• Referenčné testy vytvorené v rámci tejto práce pre optimalizáciu bitových posunov.
• Zdrojové kódy jednotkových testov k navrhnutým optimalizáciám v tejto práci.
• Súbor README s pokynmi pre spustenie spätného prekladu, spustenie testov a in-
formáciami o adresároch na DVD.
• Skript, ktorý zjednodušuje prácu pri zobrazovaní výsledkov jednotkových a refere-
nčných testov.
• Skript slúžiaci na generovanie precedenčnej tabuľky pre optimalizáciu redundantných
zátvoriek.
• Rôzne balíčky ako sú gnuarm, pspsdk, LLVM-clang a iné, potrebné k spätnému pre-
kladu.
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