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Abstrakt
Tato pra´ce pojedna´va´ o mozˇnostech programova´n´ı robot˚u LEGO Mindstorms NXT v na´-
stroji Microsoft Robotics Developer Studio (MRDS). Krom tohoto na´stroje jsou popsa´ny
na´stroje RobotC a LEGO Mindstorms (NXT–G). Jsou zde vycˇteny vy´hody a nedostatky
jednotlivy´ch na´stroj˚u a vytvorˇena aplikace s rˇesˇen´ım bludiˇsteˇ pro robota LEGO NXT.
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Abstract
This thesis describes the possibilities of programming LEGO Mindstorms NXT robots
with Microsoft Robotics Developer Studio (MRDS). Besides this tool, two other tools are
described here, namely RobotC and LEGO Mindstorms (NXT–G). There are lists of pros
and cons for particular tools and a ready–made application solving the labyrinth for LEGO
NXT robot.
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Seznam pouzˇity´ch zkratek a symbol˚u
API – Application Programming Interface
CLR – Common Language Runtime
CRR – Concurrency and Coordination Runtime
DSS – Decentralized Software Services
DSSME – DSS Manifest Editor
EOPD – Electro – Optical Proximity Detector
HTTP – Hypertext Transfer Protocol
I2C – Inter – Integrated Circuit
IDE – Integrated Development Environment
IR – Infra Red
LED – Light – Emitting Diode
MRDS – Microsoft Robotics Developer Studio
PDF – Portable Document Format
REST – Representational State Transfer
RF – Radio frequency
RIS – Robotics Invention System
RPC – Remote Procedure Call
SOAP – Simple Object Access Protocol
SVN – Subversion
URI – Uniform Resource Identifier
URL – Uniform Resource Locator
USB – Universal Serial Bus
VPL – Visual Programming Language
VSE – Visual Simulation Environment
WWW – World Wide Web
XML – Extensible Markup Language
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1 U´vod 1
1 U´vod
Na´stroje na programova´n´ı robot˚u lze obecneˇ deˇlit do dvou skupin, prvn´ı skupina nahra´va´
programy do pameˇti robota a druha´ skupina vyuzˇ´ıva´ vzda´lene´ vola´n´ı procedur (RPC)
robota. Prˇedstav´ıme za´stupce z obou skupin. Z prvn´ı LEGO Mindstorms NXT a RobotC,
z druhe´ Microsoft Robotics Developer Studio (MRDS). Da´le lze deˇlit na´stroje na na´stroje
s graficky´m programovac´ım jazykem a na na´stroje se strukturovany´m programovac´ım ja-
zykem. Do na´stroj˚u s graficky´m jazykem patrˇ´ı LEGO Mindstorms NXT, do na´stroj˚u se
strukturovany´m jazykem RobotC. MRDS patrˇ´ı do obou skupin.
C´ılem te´to pra´ce je navrhnout a implementovat u´lohy pro robota LEGO Mindstorms
NXT v prostrˇed´ı MRDS. Tato pra´ce popisuje architekturu MRDS, z cˇeho se skla´da´ a jak
pomoc´ı MRDS programovat roboty. Acˇkoli MRDS umı´ programovat nespocˇet druh˚u ro-
bot˚u, zameˇrˇ´ıme se pouze na roboty LEGO NXT. Uka´zˇeme zde neˇktere´ mozˇnosti pro-
gramova´n´ı LEGO NXT v prostrˇed´ıch RobotC a LEGO Mindstorms NXT, jejich klady
a za´pory, mozˇnosti kooperace mezi jazyky. Ve Visual Programming Language (VPL) vy-
tvorˇ´ıme kopie jednoduchy´ch u´loh napsany´ch v RobotC pro porovna´n´ı mezi graficky´m
a strukturovany´m programovac´ım jazykem. Pop´ıˇseme taky senzory, ktere´ LEGO NXT
vyuzˇ´ıva´. Nakonec uka´zˇeme tvorbu aplikace pro prohleda´va´n´ı bludiˇsteˇ a nalezen´ı nejkratsˇ´ı
cesty s robotem LEGO NXT.
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2 LEGO Mindstorms
Kazˇdy´ z na´s jisteˇ prosˇel obdob´ım, kdy dostal od rodicˇ˚u do ruky neˇjakou stavebnici Merkur
nebo LEGO. Mohl svou tv˚urcˇ´ı cˇinnost´ı vytvorˇit neˇjakou vlastn´ı hracˇku. Bud’ sˇlo o hracˇku
z neˇjake´ prˇedlohy nebo o vlastn´ı na´pad. Tato hracˇka mohla umeˇt spoustu veˇc´ı, ale pokazˇde´
j´ı neˇco chybeˇlo. To neˇco byla inteligence. Spolecˇnost LEGO sˇla ovsˇem s dobou. Chybeˇj´ıc´ı
inteligenci doplnila pomoc´ı programovatelny´ch procesor˚u skry´vaj´ıc´ıch se v u´troba´ch teˇchto
hracˇek. LEGO Mindstorms je rˇada programovatelny´ch roboticky´ch stavebnic, ktere´ firma
LEGO vyra´b´ı.
Nejprve v roce 1998 vytvorˇila prvn´ı programovatelnou hracˇku pojmenovanou Robotics
Invention System (RIS), pozdeˇji v roce 2006 vytvorˇila verzi LEGO NXT, ktera´ byla pouzˇita
v te´to diplomove´ pra´ci. V roce 2009 vysˇla nova´ verze nazvana´ NXT v2.0, ktera´ obsahuje
nav´ıc senzor rozpozna´vaj´ıc´ı barvy a novou verzi softwaru a firmwaru. Prˇi popisu NXT
cˇerpa´me z [9].
2.1 LEGO NXT
LEGO NXT kit se skla´da´ z neˇkolika cˇa´st´ı:
• NXT inteligentn´ı kostka,
• NXT senzory,
• NXT komponenty pro stavbu robota (klasicke´ LEGO soucˇa´stky),
• software pro programovan´ı robota v jazyce NXT–G.
Inteligentn´ı kostka obsahuje 32 bitovy´ mikroprocesor s FLASH pameˇt´ı a 100x64 pixel˚u
velky´ monochromaticky´ displej. Pod displejem nalezneme cˇtyrˇi tlacˇ´ıtka pro nastaven´ı ro-
bota a spousˇteˇn´ı programu˚. Mu˚zˇeme je vyuzˇ´ıt v programu a prˇiˇradit jim neˇjakou funkci.
Shora nalezneme trˇi vy´stupn´ı porty a jeden USB 2.0 port, zdola cˇtyrˇi vstupn´ı porty. Na-
pa´jen´ı je mozˇno bud’ 6 AA 1.5V bateriemi nebo Li-Ion bateri´ı. Krom toho disponuje
integrovany´m reproduktorem, ktery´m je schopen prˇehra´t zvukove´ soubory s vzorkovac´ı
frekvenc´ı azˇ 8kHz a Bluetooth v2.0. Inteligentn´ı kostka je zobrazena viz Obra´zek 1 na
na´sleduj´ıc´ı straneˇ.
LEGO uvolnilo firmware pro NXT jako OpenSource, proto jsou k dispozici API pro
r˚uzne´ jazyky. Veˇtsˇina programovac´ıch jazyk˚u pracuje s origina´ln´ım firmwarem, neˇktere´
pouzˇ´ıvaj´ı jeho r˚uzne´ modifikace naprˇ. RobotC[7] (zalozˇeno na C). V te´to pra´ci je pouzˇita
nejnoveˇjˇs´ı verze firmware 1.28.
Vstupn´ı a vy´stupn´ı porty jsou osazeny konektory RJ12 s sˇesti vodicˇi. Jsou podobne´
telefonn´ım RJ11, ale vza´jemneˇ nekompatibiln´ı. Firma LEGO mozˇna´ chteˇla zabra´nit prˇi-
pojen´ı jiny´ch zarˇ´ızen´ı, ktere´ by mohly kostku posˇkodit. Vy´stupn´ı porty oznacˇene´ A, B,
C slouzˇ´ı k prˇipojen´ı motor˚u. Motory jsou kvalitn´ı krokove´ motory s nejmensˇ´ım krokem
1◦. Vstupn´ı porty jsou oznacˇene´ cˇ´ısly 1 – 4, ty slouzˇ´ı k prˇipojen´ı senzor˚u. V za´kladn´ım
kitu nalezneme dotykovy´ senzor, pomoc´ı ktere´ho mu˚zˇeme naprˇ´ıklad zaznamenat na´raz
robota na prˇeka´zˇku. Da´le pak sveˇtelny´ senzor, rozezna´vaj´ıc´ı stupneˇ sˇedi, mikrofon naprˇ.
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Obra´zek 1: NXT inteligentn´ı kostka [9]
pro reakci robota na potlesk a nakonec ultrazvukovy´ senzor pro meˇrˇen´ı vzda´lenosti. Na
prvn´ı pohled se zda´, zˇe k robotovi mu˚zˇeme prˇipojit jen 4 vstupn´ı zarˇ´ızen´ı, zda´n´ı ale klame.
Tyto porty podporuj´ı totizˇ sbeˇrnici I2C a RS-485. I2C sbeˇrnice umozˇnˇuje prˇipojit azˇ 127
zarˇ´ızen´ı v se´rii. Tato sbeˇrnice norma´lneˇ vyuzˇ´ıva´ 4 vodicˇe – napa´jen´ı, zem, hodinovy´ sig-
na´l a data. NXT pouzˇ´ıva´ 6 vodicˇ˚u, protozˇe vyva´d´ı z kostky dveˇ r˚uzna´ napeˇt´ı +9V jako
analogovy´ interface (kv˚uli zpeˇtne´ kompatibility se starsˇ´ım RIS) a +4.3V. Takto mu˚zˇeme
prˇipojit k robotovi cokoliv, pak jen stacˇ´ı naprogramovat komunikaci s t´ımto zarˇ´ızen´ım.
Ned´ılnou soucˇa´st´ı jsou mechanicke´ komponenty pro sestaven´ı robota. LEGO prˇikla´da´
neˇkolik na´vod˚u pro r˚uzne´ konstrukce robota. Dalˇs´ı konstrukce lze vytvorˇit zkombinova´n´ım
v´ıce kit˚u a komponent rozsˇiˇruj´ıc´ıch kit. Lze vytvorˇit prakticky cokoliv, od chod´ıc´ıho robota
azˇ po tiska´rnu.
2.2 Senzory
Bez senzor˚u by byl robot NXT jen obycˇejna´ hracˇka s programovatelny´m displejem. Senzory
deˇlaj´ı z NXT neˇco v´ıc, neˇco co mu˚zˇe prozkouma´vat prostor nebo reagovat na r˚uzne´ pod-
neˇty. LEGO vytvorˇilo neˇkolik senzor˚u, seznam se neusta´le rozsˇiˇruje. Kromeˇ firmy LEGO
vytva´rˇej´ı senzory i jine´ firmy, jako naprˇ. firma HiTechnic [2]. Dı´ky komunikaci prˇes I2C si
sve´ senzory vytva´rˇej´ı i doma´c´ı kutilove´ a zverˇejnˇuj´ı je na internetu. To da´va´ podneˇt fir-
ma´m, tvorˇ´ıc´ım tyto senzory, inspiraci k hromadne´ vy´robeˇ. Neˇktere´ senzory LEGO doda´va´
prˇ´ımo s kitem, ostatn´ı lze objednat prˇes internet. Ne vsˇechny senzory jsem meˇl mozˇnost
otestovat.
2.2.1 NXT Touch Sensor
Asi jeden z nejza´kladneˇjˇs´ıch senzor˚u obsahuj´ıc´ı pouze tlacˇ´ıtkovy´ sp´ınacˇ. Mu˚zˇe by´t pouzˇit
jako detekce na´razu robota do neˇjake´ prˇeka´zˇky nebo jako kontrola uchycen´ı mı´cˇku. Ze
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dvou teˇchto senzor˚u lze udeˇlat dra´tove´ da´lkove´ ovla´da´n´ı (jedno tlacˇ´ıtko smeˇr doleva nebo
doprava, druhe´ smeˇr doprˇedu nebo dozadu).
2.2.2 NXT Light Sensor
Za´kladem sveˇtelne´ho senzoru je fotocitliva´ dioda. Ta umozˇnˇuje sn´ımat osveˇtlen´ı. Pro mozˇ-
nost testovan´ı odst´ın˚u povrchu prˇedmeˇt˚u obsahuje senzor jesˇteˇ sveˇtlo vyzarˇuj´ıc´ı diodu LED
(Light – Emitting Diode), ktera´ je umı´steˇna´ hned vedle diody fotocitlive´. Pak senzor fun-
guje na´sledovneˇ: LED vyzarˇuje sveˇtlo, to se odra´zˇ´ı od sn´ımane´ho objektu zpeˇt do senzoru.
T´ım lze rozeznat stupneˇ sˇedi barvy objektu. Za´lezˇ´ı samozrˇejmeˇ na povrchu objektu, jestli
je matny´ nebo leskly´, plochy´ nebo cˇlenity´. Senzor doka´zˇe pracovat ve dvou rezˇimech:
1. aktivn´ı – s rozsv´ıcenou LED diodou,
2. pasivn´ı – se zhaslou LED diodou.
Aplikac´ı pro aktivn´ı rezˇim mu˚zˇe by´t naprˇ´ıklad rozpozna´n´ı povrchu sebrane´ho teˇlesa nebo
sledova´n´ı cˇa´ry. Pasivn´ı rezˇim mu˚zˇe by´t pouzˇit naprˇ´ıklad pro zmeˇnu rychlosti j´ızdy robota
v za´vislosti na osveˇtlen´ı v mı´stnosti.
2.2.3 NXT Sound Sensor
Senzor s mikrofonem meˇrˇ´ı intenzitu okoln´ıho zvuku v dB a dBA. Sn´ıma´ frekvenci kolem
3 – 6kHz (lidske´ ucho slysˇ´ı cca 0 – 16kHz). Mu˚zˇe by´t pouzˇit naprˇ´ıklad pro zastaven´ı robota
potleskem.
2.2.4 NXT RF (Radio frequency) ID Sensor
Tento senzor je novinkou z d´ılen LEGA. Umozˇnˇuje bezdra´toveˇ cˇ´ıst ko´dy cˇip˚u. Je doda´va´n
se dveˇma bezdra´tovy´mi cˇipy. Vyuzˇit´ı je libovolne´, naprˇ. po prˇilozˇen´ı prvn´ıho cˇipu proved’
jednu rotaci kolem sve´ osy, po prˇilozˇen´ı druhe´ho cˇipu proved’ dveˇ rotace.
2.2.5 NXT Ultrasonic Sensor
Ultrazvukovy´ senzor je asi jeden z nejuzˇitecˇneˇjˇs´ıch senzor˚u. Umozˇnˇuje robotovi rozeznat
vzda´lenost od prˇeka´zˇky v rozmez´ı od 0 – 250cm. Funguje na principu odrazu zvuku.
Dı´ky zna´me´ rychlosti sˇ´ıˇren´ı zvuku se zaznamena´ cˇas vysla´n´ı zvuku a cˇeka´ se, dokud se
odrazˇeny´ zvuk nevra´t´ı zpeˇt. Pak se z rozd´ılu teˇchto dvou cˇas˚u vypocˇte vzda´lenost. Funguje
prˇesneˇ, ale za´lezˇ´ı opeˇt na povrchu teˇlesa a u´hlu, ktery´ sv´ıra´ senzor a sn´ımany´ objekt.
Neˇktere´ teˇlesa zvuk pohlt´ı a neodraz´ı v˚ubec zpeˇt, pak se zda´, zˇe je teˇleso prˇ´ıliˇs daleko.
Nebo naopak u teˇles s dobrou odrazivost´ı mu˚zˇe doj´ıt k odrazu mimo, pokud nen´ı teˇleso
prˇiblizˇneˇ kolmo k sn´ımacˇi. Cˇastou aplikac´ı je prohleda´va´n´ı bludiˇsteˇ tvorˇene´ho zdmi nebo
rozezna´va´n´ı vzda´lenosti.
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2.2.6 HiTechnic EOPD (Electro – Optical Proximity Detector) Sensor
Tento senzor je urcˇen stejneˇ jako ultrazvukovy´ senzor pro sn´ıma´n´ı vzda´lenosti od objektu.
Je zalozˇen na podobne´m principu jako sveˇtelny´ senzor, ale pracuje jen v aktivn´ım rezˇimu
(pouze s rozsv´ıcenou LED diodou). Fotocitliva´ dioda je za´visla´ pouze na sveˇtle specia´ln´ı
LED diody. Proto sn´ımacˇ funguje bez ohledu na okoln´ı osveˇtlen´ı. T´ım je mozˇno ho pouzˇ´ıt
za r˚uzny´ch sveˇtelny´ch podmı´nek. Oproti ultrazvukove´mu senzoru je mnohona´sobneˇ citli-
veˇjˇs´ı, ale meˇrˇ´ı jen do vzda´lenosti cca 20cm. Nevrac´ı hodnotu v centimetrech, pouze jen
bezrozmeˇrne´ cˇ´ıslo v rozsahu 0 – 100 nebo jako nezpracovana´ data 0 – 1023. Vy´hoda je, zˇe
funguje i pod veˇtsˇ´ımi u´hly sv´ırany´mi s objektem neˇzˇ ultrazvukovy´ senzor.
2.2.7 HiTechnic Acceleration Sensor
Senzor sn´ıma´ pohyb v sourˇadnic´ıch x,y,z. Pouzˇit´ı: naprˇ. robot s t´ımto senzorem mu˚zˇe
odes´ılat informace o sve´m pohybu druhe´mu robotovi, a ten bude kop´ırovat jeho pohyb.
2.2.8 HiTechnic Compass Sensor
Kompas senzor umozˇnˇuje robotovi sn´ımat sever. Vrac´ı hodnoty v rozmez´ı 0 – 359◦, sever
je 0◦. Aby se omezily nezˇa´douc´ı vlivy (motor˚u, bateri´ı), mus´ı by´t umı´steˇn alesponˇ 10cm
od kostky a 15cm od motor˚u. V okol´ı senzoru samozrˇejmeˇ nesmı´ by´t zˇa´dne´ magnety. Mu˚zˇe
by´t pouzˇit pro ota´cˇen´ı robota na sever, nebo ota´cˇen´ı o urcˇity´ u´hel. Rychlost sn´ıma´n´ı je
prˇiblizˇneˇ 100kra´t za vterˇinu. Senzor je mozˇno taky kalibrovat pro sn´ızˇen´ı nezˇa´douc´ıch
u´cˇink˚u magneticke´ho rusˇen´ı (motor˚u aj.).
2.2.9 HiTechnic Color Sensor
Doka´zˇe detekovat v´ıce jak 15 barev, je nastaven na rozpozna´va´n´ı standardn´ıch LEGO
barev (naprˇ. barvy mı´cˇk˚u v kitu aj.). Funguje na podobne´m principu jako sveˇtelny´ senzor,
ale cˇervena´ LED dioda byla nahrazena b´ılou LED diodou.
2.2.10 HiTechnic Gyro Sensor
Jedna´ se o maly´ gyroskop. Zaznamena´va´ velikost zmeˇny u´hlu za vterˇinu v rozsahu +/-
360◦. Pouzˇit´ı mu˚zˇe by´t naprˇ´ıklad pro udrzˇen´ı rovnova´hy robota na dvou kolech. Rychlost
sn´ıma´n´ı je prˇiblizˇneˇ 300kra´t za vterˇinu.
2.2.11 HiTechnic IRLink Sensor
Jde o infracˇerveny´ modul, jaky´ je mozˇno nale´zt v neˇktery´ch mobilech. Pomoc´ı neˇj mu˚zˇe
NXT ovla´dat rychlost a smeˇr neˇktery´ch LEGO zarˇ´ızen´ı podporuj´ıc´ı IR komunikaci naprˇ.
LEGO vla´cˇky(7897 a 7898), buldozer (8275) a Monster Dino (4958)[3].
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2.2.12 HiTechnic IRReceiver Sensor
Tento senzor je urcˇen pro prˇ´ıjem a deko´dova´n´ı IR signa´l˚u z da´lkove´ho ovla´da´n´ı LEGO
(8879 a 8885). Pomoc´ı da´lkove´ho ovla´da´n´ı pak lze ovla´dat smeˇr a rychlost robota, poprˇ´ı-
padeˇ jinou funkci programu.
2.2.13 HiTechnic IRSeeker V2 Sensor
Tento senzor umozˇnˇuje detekovat IR signa´ly standardn´ıch da´lkovy´ch ovladacˇ˚u nebo Hi-
Technic IRBallu a urcˇit jejich s´ılu a smeˇr, ze ktere´ho vycha´zej´ı. Realizovat tak lze fotbal
robot˚u nebo robota, ktery´ Va´s sleduje, kdyzˇ macˇka´te tlacˇ´ıtko ovladacˇe od televize.
2.3 LEGO Mindstorms NXT (NXT–G)
LEGO prˇikla´da´ ke kitu vy´vojove´ prostrˇed´ı na programova´n´ı robot˚u, ktere´ vytva´rˇ´ı pro-
gramy jazykem NXT–G. Jedna´ se o graficky´, snadno pochopitelny´ jazyk kompilovany´
prˇ´ımo do FLASH pameˇti kostky. Po kompilaci se spousˇt´ı prˇ´ımo na kostce pomoc´ı tlacˇ´ıtek.
Za´kladem graficke´ho programova´n´ı je skla´da´n´ı existuj´ıc´ıch blok˚u syste´mem drag and drop
(ta´hni a pust’) dohromady. LEGO prˇipravilo neˇkolik za´kladn´ıch blok˚u, ktere´ postacˇuj´ı pro
vytvorˇen´ı jednoduchy´ch programu˚. Mezi bloky nalezneme bloky pro:
• vsˇechny doda´vane´ senzory LEGO a ovla´da´n´ı motor˚u,
• rˇ´ızen´ı toku programu (cykly, podmı´nky),
• za´pis na displej, konverzi cˇ´ısla na text,
• za´kladn´ı matematicke´ operace a promeˇnne´.
Na LEGO [4] stra´nka´ch jsou k dispozici nove´ verze blok˚u. Funkci maj´ı stejnou jako
prˇedchoz´ı bloky, ale jsou optimalizova´ny tak, zˇe po kompilaci nezab´ıraj´ı moc mı´sta ve
FLASH pameˇti NXT. Krom oficia´ln´ıch LEGO blok˚u lze sta´hnout i jine´ bloky naprˇ. pro
senzory vyra´beˇne´ jiny´mi firmami, bloky pro komunikaci prˇes I2C aj. Obra´zek 2 na na´sle-
duj´ıc´ı straneˇ zobrazuje vy´vojove´ prostrˇed´ı.
Bloky lze libovolneˇ kombinovat a seskupen´ım neˇkolika blok˚u mu˚zˇeme vytvorˇit vlastn´ı
blok, ktery´ pozdeˇji znovu pouzˇijeme. To provedeme tak, zˇe kurzorem vybereme bloky, ze
ktery´ch chceme vytvorˇit vlastn´ı blok. V menu zvol´ıme Edit → Make A New My Block.
Pouzˇ´ıva´n´ı vlastn´ıch blok˚u sˇetrˇ´ı pameˇt’. Pokud v jednom sche´matu pouzˇijeme v´ıce stejny´ch
blok˚u, zabere pameˇt’ pouze jeden. Pokud vsˇak ve sche´matu blok pouzˇijeme jen jednou,
zabere v´ıc mı´sta v pameˇti, nezˇ kdyby bylo sche´ma tvorˇeno jen za´kladn´ımi bloky. Bloky se
prova´deˇj´ı postupneˇ tak, jak jsou poskla´da´ny za sebou. Lze ale vytvorˇit trˇi paralelneˇ beˇzˇ´ıc´ı
veˇtve. Bloky se napojuj´ı rovnobeˇzˇneˇ a vytva´rˇej´ı tak prˇehledne´ sche´ma. Neˇktere´ bloky se
mus´ı propojit pomoc´ı
”
dra´tovy´ch“ propojek ( Obra´zek 4 na straneˇ 9) pro prˇenos hodnot
promeˇnny´ch.
Mezi velke´ nedostatky patrˇ´ı nemozˇnost rekurze blok˚u. Pokud naprˇ. chceme v jednom
bloku volat stejny´ blok, mus´ıme vytvorˇit kopii bloku a prˇejmenovat ji. To ovsˇem nerˇesˇ´ı
mozˇnost rekurzivn´ıho vola´n´ı stejne´ho bloku, pouze da´va´ mozˇnost volat znova tenty´zˇ blok
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Obra´zek 2: LEGO Mindstorms NXT (NXT–G) vy´vojove´ prostrˇed´ı
pod jiny´m na´zvem. Dalˇs´ım nedostatkem je to, zˇe prˇi vytvorˇen´ı veˇtsˇ´ıho sche´matu se stane
vy´vojove´ prostrˇed´ı naprosto neovladatelne´. Potom je proble´m s bloky manipulovat a prˇe-
ta´hnout neˇkam jinam. Rˇesˇen´ım je velke´ sche´ma rozdeˇlit pomoc´ı vlastn´ı blok˚u do neˇkolika
mensˇ´ıch. Dalˇs´ım proble´mem byl prˇechod na noveˇjˇs´ı verzi 2.0. Prˇi neˇm se smazaly defi-
nice promeˇnny´ch z blok˚u nadrˇazeny´ch. Promeˇnne´ se pak chovaly jako znova nadefinovane´
a neprˇenesly hodnotu ulozˇenou v bloku o u´rovenˇ vy´sˇ.
2.3.1 Sezna´men´ı s vy´vojovy´m prostˇred´ım
Po spusˇteˇn´ı vy´vojove´ho prostrˇed´ı LEGO Mindstorms NXT se na´m objev´ı u´vodn´ı obra-
zovka, na ktere´ si mu˚zˇeme vybrat, jestli chceme zalozˇit novy´ projekt nebo otevrˇ´ıt starsˇ´ı.
Krom toho LEGO na te´to obrazovce nab´ız´ı prohle´dnut´ı dvou vide´ı pro sezna´men´ı s pro-
strˇed´ım a uzˇivatelsky´ manua´l. Vrˇele doporucˇuji tato videa shle´dnout. Zvol´ıme vytvorˇen´ı
nove´ho projektu. Uprostrˇed se na´m objev´ı pra´zdne´ pla´tno, na ktere´ mu˚zˇeme da´vat bloky.
Bloky nalezneme vlevo od pla´tna, jsou rozdeˇleny do trˇech za´lozˇek. Prvn´ı obsahuje beˇzˇneˇ
pouzˇ´ıvane´ bloky, druha´ kompletn´ı seznam blok˚u a trˇet´ı uzˇivatelske´ bloky a bloky stazˇene´
z internetu. Horn´ı liˇsta obsahuje ikony pro standardn´ı pra´ci s dokumentem, pak ikony
pro prˇep´ınan´ı rezˇimu kurzoru – vy´beˇr nebo posuv. Vpravo nalezneme ikonu, ktera´ ukry´va´
na´vody na sestaven´ı r˚uzny´ch tvar˚u robota a ikonu s novinkami na internetu. Na pla´tneˇ
jsou ikony pro stazˇen´ı programu do robota, spusˇteˇn´ı nebo zastaven´ı programu a informace
o kostce. Pod pla´tnem je na´hled na cele´ sche´ma a na´poveˇdu. Menu nahorˇe obsahuje kla-
sicke´ polozˇky jako File, da´le Edit – zde jsou polozˇky pro vytva´rˇen´ı a editaci vlastn´ıch
blok˚u, vytva´rˇen´ı vlastn´ıch promeˇnny´ch. V menu Tools nalezneme polozˇky pro kalibraci
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senzor˚u, aktualizaci firmware, vytva´rˇen´ı vlastn´ıch bal´ık˚u, import a export blok˚u, editor
obra´zk˚u a zvuku pro NXT a da´lkove´ ovla´da´n´ı robota.
2.3.2 Instalace firmware
Nejprve je d˚ulezˇite´ nale´zt nejnoveˇjˇs´ı firmware, ten je k dispozici na LEGO[4] stra´nka´ch
v sekci Support → Files. Novy´ firmware mu˚zˇe opravovat r˚uzne´ chyby a prˇina´sˇet nove´
funkce. Po stazˇen´ı firmwaru do pocˇ´ıtacˇe zvol´ıme Tools → Update NXT Firmware. Objev´ı
se okno, viz Obra´zek 3, kde vybereme cestu k firmwaru a stiskneme tlacˇ´ıtko download.
Obra´zek 3: LEGO Mindstorms NXT – Update NXT Firmware
2.3.3 Tvorba programu pro robota
Vytvorˇ´ıme jednoduchy´ program na zobrazen´ı vzda´lenosti ultrazvukove´ho senzoru na dis-
pleji a detekci prˇeka´zˇky. Pokud bude vzda´lenost mensˇ´ı nezˇ 20cm, spust´ı se vy´strazˇny´
zvuk. Nejprve prˇipoj´ıme k robotovi ultrazvukovy´ senzor k portu cˇ.1. Program mus´ı beˇzˇet
ve smycˇce, jinak by robot z´ıskal hodnotu ze senzoru a program by se ukoncˇil. Proto vlo-
zˇ´ıme do sche´matu cyklus – klikneme na za´lozˇku Complete Palette, tam vybereme Flows
→ Loop a prˇeta´hneme do sche´matu. Prˇida´me ultrazvukovy´ senzor Sensor → Ultrasonic
Sensor. Klikneme na senzor a nastav´ıme ho na port 1, nastav´ıme jednotky na cm, vzda´le-
nost na mensˇ´ı nezˇ 20. Blok ultrazvukovy´ senzor ma´ porovna´vaj´ıc´ı blok prˇ´ımo v sobeˇ, takzˇe
nemus´ıme vkla´dat do sche´matu porovna´vaj´ıc´ı blok a mu˚zˇeme vyuzˇ´ıt vy´stupu porovna´n´ı.
Klikneme proto na spodn´ı cˇa´st bloku, t´ım se rozbal´ı vstupy a vy´stupy bloku. Vlozˇ´ıme
konverzi cˇ´ısla na text Advanced → Number to Text a displej Action → Display. Propoj´ıme
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vy´stup Distance se vstupem Number konvertoru, obdobneˇ vy´stup Text se vstupem Text
displeje. T´ım se na´m bude zobrazovat hodnota vzda´lenosti na displeji. Prˇehra´n´ı zvuku je
za´visle´ na podmı´nce (vzda´lenost je mensˇ´ı nezˇ 20cm), vlozˇ´ıme do sche´matu tedy podmı´nku
Flow → Switch. Klikneme na blok podmı´nky a zmeˇn´ıme Control na Value – Logic. Pro-
poj´ıme vy´stup bloku ultrazvukove´ho senzoru Yes/No s vstupem podmı´nky. Do podmı´nky
vlozˇ´ıme zvukovy´ blok Action → Sound a nastav´ıme zvuk na Object detected. Vy´sledek
by meˇl vypadat prˇiblizˇneˇ jako Obra´zek 4. T´ım je program hotov. Stacˇ´ı propojit robota
a stisknout na pla´tneˇ tlacˇ´ıtko Download and run.
Obra´zek 4: LEGO Mindstorms NXT – Detekce objektu
2.3.4 Zhodnocen´ı
Jazyk NXT–G je snadno pochopitelny´, a proto je to urcˇiteˇ nejlepsˇ´ı volba pro zacˇa´tecˇn´ıky
v programova´n´ı robot˚u NXT. Nav´ıc je prˇ´ımo od vy´robce, t´ım by meˇlo by´t zarucˇeno, zˇe
nedojde k posˇkozen´ı NXT naprˇ. chybou v ciz´ım firmware. Protozˇe se program stahuje
prˇ´ımo do pameˇti robota, nen´ı potrˇeba k spousˇteˇn´ı programu˚ pocˇ´ıtacˇ a reakce na stav
senzor˚u je rychlejˇs´ı. Nevy´hodou je absence debuggeru. Bez neˇj by byl pro komplikovany´
projekt tento na´stroj mozˇna´ nedostacˇuj´ıc´ı.
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3 RobotC
RobotC[7] je vy´vojove´ prostrˇed´ı a programovac´ı jazyk (zalozˇeny´ na jazyku C) pro pro-
gramova´n´ı robot˚u LEGO Mindstorms NXT, RCX a Innovation FIRST VEX (pro kazˇ-
dou platformu existuje jiny´ instalacˇn´ı bal´ık). Vytvorˇila jej univerzita Carnegie Mellon,
30 denn´ı demoverze je k stazˇen´ı na domovsky´ch stra´nka´ch. Stejneˇ jako NXT–G nahra´va´
sve´ programy prˇ´ımo do pameˇti NXT, k jejich spusˇteˇn´ı je ale potrˇeba nahra´t RobotC fir-
mware. Tento firmware ovsˇem prˇina´sˇ´ı mnoho vy´hod oproti origina´ln´ımu firmware. Mezi
velke´ prˇednosti patrˇ´ı veˇtsˇ´ı rychlost prova´deˇn´ı operac´ı, a t´ım rychlejˇs´ı cˇten´ı dat ze sen-
zor˚u, v´ıce rozhodnut´ı nebo vy´pocˇt˚u za sekundu. Da´le je rychlejˇs´ı i pos´ıla´n´ı zpra´v mezi
PC a NXT, uda´va´ se o 50 – 500% oproti origina´ln´ımu firmwaru. Jedinou nevy´hodou je
nekompatibilita s MRDS. Prostrˇed´ı obsahuje taky interaktivn´ı real-time debugger, ktery´
deˇla´ z tohoto prostrˇed´ı opravdu kvalitn´ı na´stroj pro programova´n´ı robot˚u. K dispozici
jsou take´ prˇipravene´ uka´zkove´ u´lohy a rychly´ pr˚uvodce s na´poveˇdny´mi videy. Obra´zek 5
ukazuje vy´vojove´ prostrˇed´ı RobotC.
Obra´zek 5: RobotC vy´vojove´ prostrˇed´ı
3.1 Sezna´men´ı s vy´vojovy´m prostˇred´ım
V dobeˇ psan´ı te´to pra´ce jsem meˇl k dispozici vy´vojove´ prostrˇed´ı ve verzi 1.05. Po spusˇteˇn´ı
prostrˇed´ı RobotC se objev´ı okno rozdeˇlene´ do dvou cˇa´st´ı. Prava´ cˇa´st je urcˇena pro psan´ı
ko´du tak, jak jsme zvykl´ı z ostatn´ıch vy´vojovy´ch prostrˇed´ı (IDE). Leva´ cˇa´st je tvorˇena
knihovn´ımi RobotC API funkcemi, ktere´ mu˚zˇeme syste´mem drag and drop prˇeta´hnout
do ko´du. Ko´d se skla´da´ obdobneˇ jako ko´d jazyka C z hlavn´ı spousˇteˇc´ı metody main.
V RobotC zacˇ´ına´ kazˇda´ u´loha kl´ıcˇovy´m slovem task. Prvn´ı rˇa´dky oznacˇene´ jako auto jsou
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tvorˇeny nastaven´ım port˚u, ty se ale needituj´ı prˇ´ımo v editoru, ny´brzˇ ve specia´ln´ım okneˇ
k tomu urcˇene´m. Pak se v prˇ´ıpadeˇ zmeˇny automaticky prˇegeneruj´ı.
Nahorˇe v menu File nalezneme kromeˇ klasicky´ch polozˇek polozˇku pro otevrˇen´ı uka´zko-
vy´ch prˇ´ıklad˚u a otevrˇen´ı s kompilac´ı. V menu Edit nalezneme nav´ıc kop´ırova´n´ı konfigurace
prˇipojeny´ch port˚u do schra´nky. Dalˇs´ı menu polozˇky jsou za´visle´ na rezˇimu zobrazen´ı. Na
vy´beˇr ma´me Basic nebo Expert. Nastaven´ı nalezneme v menu Window → Menu Level.
Budeme popisovat expertn´ı rezˇim. Na´sleduje polozˇka View. Tady nalezneme polozˇky pro
zobrazen´ı a smaza´n´ı logu zpra´v, nastaven´ı editoru a rychle´ nastaven´ı editoru do dvou pro-
fil˚u – debug a release. Dalˇs´ı polozˇka je pro smaza´n´ı vsˇech hodnot z registr˚u. Na´sleduj´ıc´ı
polozˇky slouzˇ´ı k zobrazen´ı a skryt´ı panel˚u. Asi nejd˚ulezˇiteˇjˇs´ı polozˇkou menu je polozˇka Ro-
bot. V n´ı se ukry´vaj´ı za´kladn´ı funkce vy´vojove´ho prostrˇed´ı jako naprˇ. kompilace a sta´hnut´ı
programu do nasˇeho NXT. Je zde i polozˇka pro stazˇen´ı firmware, doporucˇuji ale pouzˇ´ıt
origina´ln´ı LEGO software pro stazˇen´ı firmwaru, viz kapitola 2.3.3. Obcˇas se totizˇ stalo,
zˇe se firmware stahoval prˇ´ıliˇs dlouho nebo se stahovan´ı nedokoncˇilo. V menu nalezneme
i debugger, ktery´ poskytuje krokova´n´ı programu. V polozˇce Robot → NXT Brick nalez-
neme na´stroje pro spra´vu soubor˚u v NXT, test I2C sbeˇrnice, nastaven´ı prˇipojen´ı NXT a
na´stroj s informacemi o aktua´ln´ım stavu senzor˚u a motor˚u. Da´le na´sleduje polozˇka pro
nastaven´ı roboticke´ platformy RCX nebo NXT. Jako dalˇs´ı je polozˇka pro nastaven´ı motor˚u
a senzor˚u viz Obra´zek 6. Zde nastav´ıme prˇipojene´ senzory a motory, potvzen´ım tlacˇ´ıtka
Ok si necha´me vygenerovat konfiguraci do zdrojove´ho ko´du.
Obra´zek 6: RobotC vy´vojove´ prostrˇed´ı – nastaven´ı motor˚u a senzor˚u
3.2 Tvorba programu pro robota
Nejprve je potrˇeba nahra´t RobotC firmware z instalacˇn´ı slozˇky RobotC/firmware, bud’
prˇes origina´ln´ı software viz kapitola 2.3.3, anebo prˇes menu Robot → Download Firmware.
Pro prvn´ı program doporucˇuji pouzˇ´ıt jako vzor neˇjaky´ z uka´zkovy´ch prˇ´ıklad˚u. Zvol´ıme
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proto v menu File → Open Sample Program, tam otevrˇeme slozˇku Sonar a v n´ı program
nxt obstacle detect. RobotC nedovol´ı editaci uka´zkovy´ch prˇ´ıklad˚u, proto si ulozˇ´ıme kopii
programu neˇkam jinam – File → Save as .... Mus´ıme nastavit porty, kde ma´me prˇipojeny
motory a ultrazvukovy´ senzor. To provedeme v menu Robot → Motors and Sensors Setup.
Zdrojovy´ ko´d programu viz Vy´pis 1.
task main()
{
do{
motor[motorA] = 75;
motor[motorB] = 75;
}while(SensorValue(sonarSensor) > 20);
}
Vy´pis 1: RobotC – program pro detekci prˇeka´zˇky
Uka´zkovy´ program funguje na´sledovneˇ. Nejprve se spust´ı task main. V neˇm je cyklus
typu do – while, nejprve se provede blok do. V neˇm je nastaven´ı rychlosti obou motor˚u
na 75%. Pak dojde k porovna´n´ı hodnot z ultrazvukove´ho senzoru se zadanou hodnotou
(hodnota je v palc´ıch). Pokud podmı´nka plat´ı, cyklus se opakuje. V opacˇne´m prˇ´ıpadeˇ dojde
k ukoncˇen´ı cyklu, a t´ım k ukoncˇen´ı programu a robot se zastav´ı.
My bychom chteˇli, aby robot na displej vypsal Obstacle (prˇeka´zˇka), zahra´l neˇjaky´
vy´strazˇny´ zvuk a zastavil se. Po odstraneˇn´ı prˇeka´zˇky by se opeˇt rozjel. Z p˚uvodn´ıho
cyklu udeˇla´me klasicky´ while cyklus a vlozˇ´ıme cely´ cyklus do nove´ho nekonecˇne´ho cyklu
while(true). Pokud bude bl´ızko prˇeka´zˇky, chceme aby se zastavil, proto vlozˇ´ıme za cyklus
testuj´ıc´ı vzda´lenost, nastaven´ı rychlosti obou motor˚u na 0. Pak chceme, aby se na displeji
zobrazilo Obstacle. Z leve´ho menu s knihovn´ımi funkcemi vlozˇ´ıme Display → Intrinsics
→ nxtDisplayStringAt. Nakonec chceme zahra´t vy´strazˇny´ zvuk. Obdobneˇ z leve´ho menu
vybereme Sound → Intrinsics → playSoundFile. Zvukove´ soubory k prˇehra´n´ı nalezneme
v menu Robot → NXT Brick → File Management. Jesˇteˇ je potrˇeba do p˚uvodn´ıho cyklu
vlozˇit vymaza´n´ı displeje – Display → Intrinsics → eraseDisplay. Zdrojovy´ ko´d programu
viz Vy´pis 2.
task main()
{
while(true){
while(SensorValue(sonarSensor) > 20){
eraseDisplay () ;
motor[motorA] = 75;
motor[motorB] = 75;
}
motor[motorA] = 0;
motor[motorB] = 0;
nxtDisplayStringAt (7, 7, ”Obstacle”) ;
PlaySoundFile(”Obstacle detected . rso ”) ;
}
}
Vy´pis 2: RobotC – upraveny´ program pro detekci prˇeka´zˇky
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Nakonec stacˇ´ı program zkompilovat a nahra´t do FLASH pameˇti robota. To provedeme
prˇes menu Robot → Compile and Download Program.
3.3 Zhodnocen´ı
Jedna´ se o velice propracovany´ na´stroj, ve ktere´m jdou rˇesˇit komplikovane´ projekty. Po-
dobnost programovac´ımu jazyku C je velkou vy´hodou. Dı´ky znalosti jazyka C a spousty
uka´zkovy´ch prˇ´ıklad˚u se lze v RobotC rychle naucˇit programovat. Knihovn´ı funkce neznaj´ı
mez´ı a lze si naprogramovat I2C komunikaci s prakticky libovolny´m, i vlastnorucˇneˇ vyro-
beny´m zarˇ´ızen´ım. Dı´ky debuggeru a propracovany´m na´stroj˚um na sledova´n´ı stavu senzor˚u
a motor˚u ma´me naprostou kontrolu nad t´ım, co se aktua´lneˇ prova´d´ı. Vy´hodou mu˚zˇe, ale
nemus´ı by´t, optimalizovany´ firmware (d´ıky nekompatibiliteˇ s MRDS). Celkoveˇ hodnot´ım
RobotC jako nejlepsˇ´ı na´stroj k programovan´ı NXT, ktery´ jsem meˇl mozˇnost poznat.
4 MRDS 14
4 Microsoft Robotics Developer Studio (MRDS)
Microsoft prˇiˇsel s revolucˇn´ı mysˇlenkou – oprostit se od hardware, pro ktery´ jsou IDE pro
roboticka´ zarˇ´ızen´ı psa´na a s pomoc´ı sluzˇeb vytvorˇit na´stroj neza´visly´ platformeˇ. V podstateˇ
jde o to, zˇe pro kazˇdy´ hardware se nap´ıˇse sluzˇba poskytuj´ıc´ı prˇ´ıstup ke svy´m port˚um, se
ktery´mi pak ostatn´ı sluzˇby komunikuj´ı. Sjednocen´ı vy´vojove´ho prostrˇed´ı pro v´ıce platforem
meˇlo jediny´ c´ıl – a to u´sporu cˇasu a peneˇz znovupouzˇit´ım existuj´ıc´ıch knihoven a jednotny´
prˇ´ıstup ke vsˇem roboticky´m zarˇ´ızen´ım. Na´sleduj´ıc´ı informace jsou cˇerpa´ny z [8, 10, 11].
Hlavn´ımi pozˇadavky pro vznik te´to technologie byly:
• Snadne´ nastaven´ı senzor˚u a motor˚u, mozˇnost je spousˇteˇt asynchronneˇ.
• Spousˇteˇn´ı a zastavova´n´ı softwarovy´ch komponent dynamicky.
• Interaktivn´ı sledova´n´ı robota a jeho rˇ´ızen´ı.
• Dovolen´ı v´ıce uzˇivatel˚um sd´ılet prˇ´ıstup k jednomu robotovi nebo jednomu uzˇivateli
povolit prˇ´ıstup k v´ıce robot˚um.
• Znovupouzˇit´ı softwarovy´ch komponent naprˇ´ıcˇ roboticky´mi platformami.
Microsoft doda´va´ vy´vojove´ prostrˇed´ı v neˇkolika verz´ıch. Zdarma je k dispozici Express
verze, ktera´ ale ma´ r˚uzna´ omezen´ı ve vsˇech na´stroj´ıch. Naprˇ. z VPL nelze generovat do C#
ko´du, nen´ı podpora .NET Compact Frameworku a dalˇs´ı omezen´ı. Vı´ce informac´ı nalezneme
v [5]. Pro komercˇn´ı u´cˇely je dostupna´ placena´ verze Standard v ceneˇ 500$. Microsoft uvolnil
pro akademicke´ u´cˇely zdarma verzi Academic bez omezen´ı, kterou lze sta´hnout prˇes MSDN
Academic Alliance nebo DreamSparkTM. MRDS obsahuje na´stroje:
• Visual Programming Language (VPL),
• Visual Simulation Environment (VSE),
• DSS Manifest Editor (DSSME),
• DSS Log Analyzer,
• a dalˇs´ı.
VPL je graficky´ na´stroj na programova´n´ı roboticky´ch aplikac´ı. Na´stroj VSE slouzˇ´ı
k simulaci a testova´n´ı roboticky´ch aplikac´ı ve 3D s podporou fyziky. DSS Manifest Editor
slouzˇ´ı pro vytva´rˇen´ı a editaci konfigurac´ı aplikace. DSS Log Analyzer, jak na´zev napov´ıda´,
slouzˇ´ı k analy´ze toku zpra´v mezi sluzˇbami s mozˇnost´ı detailn´ıho zobrazen´ı zpra´vy.
Krom na´stroj˚u prˇikla´da´ Microsoft k MRDS spoustu uka´zkovy´ch prˇ´ıklad˚u a tutori-
a´l˚u. Prˇ´ıklady popisuj´ı jak vytva´rˇet sluzˇby, da´le jsou to prˇ´ıklady pro sezna´men´ı s na´stroji
VPL a VSE a uka´zky sluzˇeb pro platformy jako je Fischertechnik, iRobot, Kondo, LEGO
a MobileRobots.
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4.1 Architektura
MRDS je zalozˇeno na .NET, proto pro programova´n´ı mu˚zˇeme vyuzˇ´ıt libovolny´ z jazyk˚u
podporovany´ch v .NET (C++, C#, Visual Basic .NET, Dephi, Python aj.), ale veˇtsˇina
uka´zkovy´ch prˇ´ıklad˚u je psana´ v C# a Visual Basic .NET. Nav´ıc VPL umı´ sche´ma prˇege-
nerovat pouze do C# ko´du.
Beˇhove´ prostrˇed´ı MRDS je zalozˇeno na Common Language Runtime (CLR). Vyu-
zˇ´ıva´ dvou kl´ıcˇovy´ch prvk˚u Concurrency and Coordination Runtime (CCR) a Decentra-
lized Software Services (DSS) k vytvorˇen´ı mnozˇiny podporuj´ıc´ı centra´ln´ı objekt MRDS
– sluzˇby. Obra´zek 7 ukazuje beˇhove´ prostrˇed´ı MRDS. CLR poskytuje obeˇma knihovna´m
prˇ´ıstup k .NET Frameworku.
Obra´zek 7: MRDS beˇhove´ prostrˇed´ı [11]
4.1.1 Concurrency and Coordination Runtime (CCR)
CCR je hlavn´ı knihovna MRDS staraj´ıc´ı se o koordinaci jednotlivy´ch aktivit (naprˇ. in-
formace ze sn´ımacˇ˚u, pohyb robota aj.). Poskytuje asynchronn´ı beˇh teˇchto aktivit pomoc´ı
vla´ken (naprˇ. beˇhem ota´cˇen´ı robota se prova´d´ı cˇten´ı hodnot neˇjake´ho senzoru). CCR
je .NET knihovna, kterou mu˚zˇe vyuzˇ´ıt libovolna´ .NET aplikace vyzˇaduj´ıc´ı asynchronn´ı
zpracova´n´ı. Knihovna zakry´va´ pra´ci s vla´kny a t´ım zjednodusˇuje programova´n´ı aplikac´ı
s asynchronn´ım zpracova´n´ım. Za´kladem knihovny jsou porty reprezentovane´ trˇ´ıdou Port.
Port mu˚zˇe by´t libovolny´ sn´ımacˇ nebo motor robota. Kazˇdy´ port si udrzˇuje frontu zpra´v
nebo dat urcˇite´ho typu. Ze senzor˚u aplikace data cˇte a do motor˚u je zapisuje. Sche´ma
CCR viz Obra´zek 8 na na´sleduj´ıc´ı straneˇ.
Dalˇs´ı d˚ulezˇitou trˇ´ıdou je trˇ´ıda Arbiter. Tato trˇ´ıda umozˇnˇuje vytva´rˇet handlery na uda´-
losti port˚u (pokud prˇijde zpra´va do neˇjake´ho portu). S pomoc´ı te´to trˇ´ıdy se daj´ı uda´losti
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Obra´zek 8: MRDS architektura CCR [10]
propojovat, a vytva´rˇet tak neˇjake´ podmı´neˇne´ uda´losti (naprˇ. proved’ neˇjakou akci pokud
prˇijdou zpra´vy na tyto dva porty). Toto propojen´ı se v CCR nazy´va´ join. Prˇ´ıkladem joinu
mu˚zˇe by´t j´ızda robota s ultrazvukovy´m a sveˇtelny´m senzorem. Pokud bude vzda´lenost
prˇeka´zˇky mensˇ´ı jak 20cm a za´rovenˇ sveˇtelny´ senzor bude sn´ımat cˇernou barvu, pak se
robot zastav´ı. Dalˇs´ım propojen´ım je propojen´ı typu choice. To naopak cˇeka´ na prˇ´ıjem
zpra´vy z libovolne´ho portu ze skupiny vybrany´ch port˚u, a pak provede urcˇitou akci. Tak
jako v prˇedchoz´ım prˇ´ıkladeˇ, tentokra´t by robotovi k zastaven´ı stacˇila bud’ vzda´lenost od
prˇeka´zˇky mensˇ´ı jak 20cm, anebo sejmut´ı cˇerne´ barvy sveˇtelny´m senzorem. Kazˇdy´ han-
dler vrac´ı na´vratovou hodnotu IEnumerator<ccr.ITask>, d´ıky tomu mu˚zˇe postupneˇ asyn-
chronneˇ vracet prˇ´ıkazy, ktere´ se maj´ı v ra´mci osˇetrˇen´ı uda´losti vykonat (vrac´ı se pomoc´ı
kl´ıcˇove´ho slova yield return).
4.1.2 Decentralized Software Services (DSS)
DSS je aplikacˇn´ı model, ktery´ umozˇnˇuje vy´voja´rˇ˚um interaktivneˇ sledovat sluzˇby v rea´l-
ne´m cˇase. Je zalozˇen na REST (Representational State Transfer). REST je architektura
rozhran´ı pro webove´ aplikace, navrzˇena´ pro distribuovane´ prostrˇed´ı. V prostrˇed´ı WWW
(World Wide Web) se prˇi kazˇde´m nove´m pozˇadavku na zobrazen´ı stra´nky ztra´c´ı infor-
mace o prˇedesˇle´m pozˇadavku. Vy´voja´rˇi .NET sice mohou pouzˇ´ıt session promeˇnne´ pro
ulozˇen´ı stavu mezi pozˇadavky, ale kazˇdy´ pozˇadavek je neza´visly´ na dalˇs´ım pozˇadavku.
REST umozˇnˇuje a definuje efektivn´ı zp˚usob prˇ´ıstupu k teˇmto dat˚um. Vyuzˇ´ıva´ Hypertext
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Transfer Protocol (HTTP) a skrz neˇj pomoc´ı Extensible Markup Language (XML) vrac´ı
rychle strukturovana´ XML data. Dı´ky tomu mu˚zˇeme ovla´dat a sledovat roboty vzda´leneˇ
a efektivneˇ.
DSS umozˇnˇuje sluzˇba´m komunikovat s jiny´mi sluzˇbami neza´visle na tom, kde sluzˇba
beˇzˇ´ı. Kazˇda´ sluzˇba ma´ jednoznacˇny´ identifika´tor Uniform Resorce Identifier (URI) v ra´mci
MRDS. Kazˇda´ sluzˇba, ktera´ komunikuje s jiny´mi partnersky´mi sluzˇbami, zna´ jejich URI.
Zjednodusˇene´ sche´ma sluzˇeb je zobrazeno viz Obra´zek 9.
Obra´zek 9: MRDS architektura sluzˇeb [10]
4.2 DSS Manifest Editor (DSSME)
Soubory typu Manifest (prˇ´ıpona .Manifest.xml nebo .xml) lze sice editovat v libovolne´m
textove´m editoru, jsou to pouhe´ textove´ soubory v XML. Je ale potrˇeba zna´t prˇesny´
forma´t jednotlivy´ch polozˇek. Proto je vhodneˇjˇs´ı pouzˇ´ıt DSSME viz Obra´zek 10 na na´sle-
duj´ıc´ı straneˇ. Pokud pouzˇ´ıva´me k vytva´rˇen´ı aplikace na´stroj VPL, nen´ı pouzˇit´ı DSSME
nutne´. VPL za na´s vygeneruje potrˇebny´ manifest a poskytuje graficke´ rozhran´ı k editaci
manifest˚u partnersky´ch sluzˇeb.
Na leve´ straneˇ je rolovac´ı seznam se vsˇemi dostupny´mi sluzˇbami. Sluzˇby se nacˇ´ıtaj´ı
z adresa´rˇe bin. Pokud chceme prˇidat do manifestu svoji sluzˇbu, mus´ıme ji do tohoto adre-
sa´rˇe nahra´t a pak v menu zvolit View → Reload Services. Sluzˇby lze jednodusˇe prˇida´vat
do manifestu syste´mem drag and drop, uprostrˇed pak vid´ıme cely´ diagram manifestu se
vsˇemi vlozˇeny´mi sluzˇbami. Pokud na neˇkterou klikneme, uvid´ıme vpravo jej´ı vlastnosti,
ktere´ mu˚zˇeme snadno editovat.
Krom editace manifest˚u umı´ DSSME vygenerovat samorozbalovac´ı arch´ıv cele´ aplikace
na za´kladeˇ jej´ıho manifestu. To lze jednodusˇe prove´st v menu Deploy→ Create Deployment
Package.
4.3 VPL 18
Obra´zek 10: MRDS DSSME
4.3 Visual Programming Language (VPL)
Je to graficky´ programovac´ı na´stroj zalozˇeny´ na syste´mu drag and drop, viz Obra´zek 11
na na´sleduj´ıc´ı straneˇ. Je urcˇen pro zacˇ´ınaj´ıc´ı vy´voja´rˇe v MRDS. Oproti NXT–G umozˇnˇuje
rekurzi, a t´ım mohou by´t programy vyuzˇ´ıvaj´ıc´ı stejne´ funkce jednodusˇsˇ´ı.
4.3.1 Sezna´men´ı s vy´vojovy´m prostˇred´ım
Na´stroj VPL je dosti podobny´ DSSME, jen uprostrˇed mı´sto manifestu ma´me diagram
aplikace v za´lozˇce, a vlevo je krom rolovac´ıho seznamu sluzˇeb seznam blok˚u za´kladn´ıch
aktivit. Aktivitami se rozumı´ prvky programova´n´ı, jejichzˇ vy´cˇet je na´sleduj´ıc´ı: Activity,
Variable, Calculate, Data, Join, Merge, If, Switch, List, List Functions, Comment.
Pomoc´ı bloku Activity mu˚zˇeme vytva´rˇet nove´ sluzˇby z existuj´ıc´ıch sluzˇeb a z blok˚u
za´kladn´ıch aktivit. Po prˇetazˇen´ı bloku Activity do diagramu dvojklikem otevrˇeme novy´
diagram (jako novou za´lozˇku) te´to aktivity. Aktivita ma´ vstup pro prˇ´ıjem dat, vy´stup
pro odesla´n´ı vy´sledku a vy´stup pro notifikaci o neˇjake´ uda´losti. Kazˇda´ aktivita se mu˚zˇe
skla´dat z neˇkolika akc´ı. Ke kazˇde´ akci definujeme typ vstupu a vy´stupu prˇes ikonu na-
horˇe nad diagramem. Variable slouzˇ´ı k ukla´da´n´ı a nacˇ´ıtan´ı promeˇnny´ch. Pro jednoduche´
matematicke´ operace (jako +,−, ∗, /,%) vyuzˇijeme blok Calculate, v prˇ´ıpadeˇ slozˇiteˇjˇs´ıch
operac´ı je k dispozici sluzˇba Math Functions. Pomoc´ı bloku Data nastavujeme hodnotu
promeˇnny´ch jako vstup do bloku. Blokem Join cˇeka´me, dokud neprˇ´ıjdou data ze vsˇech
prˇipojeny´ch vstup˚u. Merge na´m poslouzˇ´ı k vytva´rˇen´ı cykl˚u. Spojuje datove´ toky do jed-
noho. Na´sleduje blok If, vy´sledkem kazˇde´ podmı´nky mus´ı by´t hodnota True nebo False.
Podobny´m blokem je Switch, ten oproti bloku If nemus´ı mı´t vy´sledek kazˇde´ podmı´nky
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Obra´zek 11: MRDS VPL
True nebo False, ale mus´ı by´t porovnatelny´ se vstupem. Pokud budeme potrˇebovat data
ukla´dat do seznamu, mu˚zˇeme pouzˇ´ıt blok List. K neˇmu existuje blok List Functions, ktery´
obsahuje za´kladn´ı operace se seznamem (jako prˇ´ıda´n´ı prvku na konec a na urcˇity´ index,
smaza´n´ı prvku, spojen´ı dvou seznamu˚, obra´cen´ı porˇad´ı prvk˚u, setrˇ´ızen´ı prvk˚u, zjiˇsteˇn´ı in-
dexu prvku). Posledn´ım blokem je blok Comment, pomoc´ı neˇj vytvorˇ´ıme textove´ pole, do
ktere´ho mu˚zˇeme vlozˇit komenta´rˇ k diagramu.
Menu File disponuje nav´ıc mozˇnost´ı prˇida´n´ı diagramu do otevrˇene´ho projektu, ten
se zobraz´ı jako nova´ za´lozˇka. V menu Edit se ukry´vaj´ı funkce jako editace akc´ı a no-
tifikac´ı, promeˇnny´ch, prˇ´ıpojen´ı, datove´ prˇipojen´ı, ale ty jsou aktivn´ı jen v urcˇity´ch prˇ´ı-
padech. Neˇkdy je potrˇeba znovu nacˇ´ıst sluzˇby, to nalezneme v menu View. Tam jsou
take´ uzˇitecˇne´ polozˇky pro zobrazen´ı mrˇ´ızˇky a zarovna´va´n´ı blok˚u horizonta´lneˇ cˇi verti-
ka´lneˇ. Jedina´ polozˇka se nacha´z´ı v menu Build, a to kompilace do C#. Pro spusˇteˇn´ı
mu˚zˇeme pouzˇ´ıt menu Run, jina´ mozˇnost je pouzˇit´ı prˇ´ıkazove´ rˇa´dky MRDS, nebo pokud
ma´me diagram zkompilovany´ jako sluzˇbu, mu˚zˇeme vyuzˇ´ıt Visual Studio. V menu Run
nalezneme spusˇteˇn´ı programu, spusˇteˇn´ı programu jako kompilovane´ sluzˇby (pokud byl
diagram pozmeˇneˇn nebo dosˇlo k prˇekompilova´n´ı ve Visual Studiu, budeme vyzva´ni k opeˇ-
tovne´ kompilaci). Da´le je mozˇnost spusˇteˇn´ı v debug mo´du nebo spusˇteˇn´ı distribuovaneˇ na
v´ıce pocˇ´ıtacˇ´ıch. Zde nalezneme i nastaven´ı portu (vy´choz´ı hodnota je 50000 pro HTTP
a 50001 pro TCP), pod ktery´m sluzˇba beˇzˇ´ı a je mozˇno zobrazit ji v prohl´ızˇecˇi na URL
http://localhost:CˇI´SLO PORTU HTTP/.
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4.3.2 Tvorba programu pro robota
Opeˇt jako v kapitole 3.2 a v kapitole 2.3.3 budeme vytva´rˇet program pro detekci prˇeka´zˇky.
Zde si budeme muset vystacˇit se zahra´n´ım to´nu po prˇibl´ızˇen´ı k prˇeka´zˇce (zobrazen´ı textu
na displej a prˇehra´n´ı zvukove´ho souboru nen´ı k dispozici).
Po otevrˇen´ı nove´ho projektu vlozˇ´ıme do diagramu sluzˇbu LEGO NXT Brick (mu˚zˇeme
do vyhleda´vacˇe zadat NXT), klikneme na ni a ve vlastnostech nastav´ıme cˇ´ıslo portu (Set
initial configuration), se ktery´m ma´me kostku spa´rovanou. Pote´ vlozˇ´ıme sluzˇbu LEGO
NXT Drive, ta na´m zajist´ı zˇe robot pojede doprˇedu. Je potrˇeba u n´ı nastavit, ke ktery´m
port˚um jsou motory prˇipojeny (pro spra´vne´ ota´cˇen´ı take´ roztecˇ a velikost kol). Je potrˇeba
nastavit rychlost motor˚u, to provedeme vlozˇen´ım aktivity Data a Variable. Data nastav´ıme
na hodnotu 0.75, kliknut´ım na Variable vytvorˇ´ıme novou promeˇnnou DrivePower, typu
int. Propoj´ıme blok Data s blokem Variable a nastav´ıme Set. Pak propoj´ıme blok Variable
s blokem LEGO NXT Drive a nastav´ıme SetDrivePower na hodnotu value.DrivePower
(nasˇe promeˇnna´). Mu˚zˇeme zkusit spustit program v menu Run → Start, robot by meˇl
jet bez zastaven´ı (proto ho chyt’te nezˇ do neˇcˇeho naraz´ı). Ted’ je potrˇeba udeˇlat detekci
prˇeka´zˇky, to provedeme vlozˇen´ım sluzˇby LEGO NXT Ultrasonic Sensor a nastav´ıme ji
na port, kde je prˇipojen ultrazvukovy´ senzor. Vlozˇ´ıme aktivitu If a propoj´ıme ultrazvu-
kovy´ senzor s touto aktivitou. Nastav´ıme AnalogSensorUpdate a v bloku If nastav´ıme
RawMeasurement < 20. Oznacˇ´ıme bloky LEGO NXT Drive, Data a Variable a vlozˇ´ıme
znova jejich kopii (stacˇ´ı CTRL+C a CTRL+V na vlozˇene´ sluzˇbeˇ). Spoj´ıme blok If se
vstupem Data a nastav´ıme data na 0. Udeˇla´me kopii LEGO NXT Brick a spoj´ıme If
s t´ımto blokem, nastav´ıme PlayTone, hodnoty nastav´ıme rucˇneˇ (Edit values directly) na
1000ms pro trva´n´ı a 1000Hz pro frekvenci. Obra´zek 12 na na´sleduj´ıc´ı straneˇ ukazuje jak by
meˇl vypadat vy´sledek. Nakonec da´me program zkompilovat jako sluzˇbu Build → Compile
as Service a spust´ıme Run → Compiled Services. Mu˚zˇeme si prohle´dnout zkompilovanou
sluzˇbu ve Visual Studiu a upravit ji podle libosti, ale pozor – nen´ı mozˇne´ z upravene´
sluzˇby vygenerovat zpeˇt VPL diagram. Proto doporucˇuji prˇi tvorbeˇ programu˚ udeˇlat po-
kud mozˇno co nejv´ıce funkc´ı ve VPL, a funkce, ktere´ se komplikovaneˇ vytva´rˇ´ı ve VPL, pak
dopsat v C#. Prˇi tvorbeˇ programu˚ pro robota se mu˚zˇeme nechat inspirovat prˇipraveny´mi
uka´zkami diagramu˚ od Microsoftu, ktere´ nalezneme v MRDS\samples\V plExamples\.
4.3.3 Zhodnocen´ı
VPL je sice urcˇen pro zacˇa´tecˇn´ıky, ale dle me´ho na´zoru je komplikovaneˇjˇs´ı nezˇ NXT–G.
Sluzˇby totizˇ beˇzˇ´ı ve vla´knech, a ne vzˇdy je zcela jasne´, kdy se ktera´ provede. V NXT–G
se bloky skla´daj´ı za sebe a je prˇesneˇ da´no, kdy se provede urcˇity´ blok. Zde bloky sice lze
zarovnat do roviny, ale propojen´ı mezi bloky je tvorˇeno krˇivkou a slozˇiteˇjˇs´ı diagramy pak
vypadaj´ı trochu neprˇehledneˇ. Dalˇs´ı nevy´hodou je nemozˇnost kompilace prˇ´ımo do pameˇti
robota, to ale prˇina´sˇ´ı vy´hodu mozˇnosti vyuzˇit´ı dokonalejˇs´ıch knihoven a spusˇteˇn´ı distribu-
ovaneˇ na v´ıce pocˇ´ıtacˇ´ıch. Bohuzˇel pra´veˇ tato vlastnost zp˚usobuje u NXT nemozˇnost cˇten´ı
hodnot ze senzor˚u v rea´lne´m cˇase. Velkou vy´hodou je mozˇnost kompilace do strukturo-
vane´ho jazyka C#, to zat´ım zˇa´dny´, meˇ zna´my´ na´stroj s graficky´m jazykem pro roboty
neumozˇnˇuje. Cˇa´stecˇneˇ lze dosa´hnout opacˇne´ho smeˇru a zkompilovanou sluzˇbu znovu po-
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Obra´zek 12: MRDS VPL – program pro detekci prˇeka´zˇky
uzˇ´ıt v dalˇs´ım VPL diagramu. Ale pouze bez mozˇnosti zobrazen´ı vnitrˇn´ı struktury bloku.
Dalˇs´ı obrovskou vy´hodou je mozˇnost rekurze, uvnitrˇ sluzˇby mu˚zˇeme volat znovu tuto
sluzˇbu. T´ım se zjednodusˇ´ı na´vrh sluzˇby.
4.4 Visual Simulation Environment (VSE)
Tento na´stroj umozˇnˇuje simulovat sluzˇby vytvorˇene´ v MRDS bez nutnosti vlastnit jaky´ko-
liv roboticky´ hardware. Simulace ve 3D podporuje za´kladn´ı fyzika´ln´ı vlastnosti. K dispozici
jsou r˚uzne´ 3D prostrˇed´ı a 3D modely robot˚u. Proble´mem mohou by´t specia´ln´ı konstrukce
robot˚u, kdy je nutno vytvorˇit si vlastn´ı model nebo sehnat jizˇ vytvorˇeny´ neˇkde na inter-
netu. Ve slozˇce MRDS\samples\SimulationTutorials\ nalezneme tutoria´ly jak vytvorˇit
simulaci. Neˇktere´ prˇipravene´ simulace lze spustit prˇ´ımo z nab´ıdky Start → Vsˇechny pro-
gramy → MRDS → Visual Simulation Environment 2008 R2. V te´to pra´ci se nezaby´va´m
simulacemi vytvorˇeny´ch sluzˇeb, proto nebudu podrobneˇ popisovat tento na´stroj. Uka´zka
na´stroje se simulac´ı sluzˇby s robotem NXT, viz Obra´zek 29 na straneˇ i v prˇ´ıloze.
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5 Jednoduche´ u´lohy ve VPL
Soucˇa´st´ı te´to pra´ce jsou uka´zky vytva´rˇen´ı jednoduchy´ch programu˚ ve VPL. Jako vzor
byly vybra´ny neˇktere´ uka´zkove´ programy napsane´ v jazyce RoborC, popsane´m v kapitole
3. Mu˚zˇeme tak porovnat rozd´ıl slozˇitosti mezi graficky´m a strukturovany´m programovac´ım
jazykem. Obecneˇ lze povazˇovat graficke´ programova´n´ı pro zacˇa´tecˇn´ıky za snadneˇjˇs´ı. Neˇkdy
ale slozˇiteˇjˇs´ı veˇci se snadneˇji rˇesˇ´ı pomoc´ı strukturovane´ho programova´n´ı. Je nutne´ ovsˇem
strukturovany´ jazyk dobrˇe zna´t. Acˇkoliv RoborC doda´va´ spoustu vzorovy´ch u´loh, neˇktere´
byly prˇ´ıliˇs komplikovane´ na to, aby sˇly vytvorˇit ve VPL.
5.1 U´lohy s vyuzˇit´ım motor˚u
Tyto u´lohy sice popisuj´ı uka´zku vyuzˇit´ı motor˚u, prima´rneˇ ale slouzˇ´ı jako uka´zka pouzˇit´ı
cykl˚u a za´kladn´ıch konstrukc´ı programu.
5.1.1 Program
”
nxt moving forward“
Asi nejjednodusˇsˇ´ı program, ktery´ jen spust´ı oba motory maxima´ln´ı rychlost´ı vprˇed a po
8s se zastav´ı. Zdrojovy´ ko´d programu viz Vy´pis 3.
task main(){
motor[motorA] = 100;
motor[motorB] = 100;
wait1Msec(8000);
}
Vy´pis 3: Program
”
nxt moving forward“ v RobotC
Pomoc´ı VPL vytvorˇ´ıme podobny´ program konaj´ıc´ı stejnou cˇinnost. Po prˇipojen´ı k NXT
nastav´ıme rychlost motor˚u na maximum a nastav´ıme cˇasovacˇ Timer na 8s. Po tuto dobu
pojede robot rovneˇ, pote´ se zastav´ı a program se ukoncˇ´ı odpojen´ım od NXT, viz Obra´-
zek 13. Nastaven´ı rychlost´ı nen´ı na obra´zku videˇt, jde videˇt azˇ prˇi kliknut´ı na spojovac´ı
linii mezi bloky. Rychlost ve VPL je nutno deˇlit 100.
Obra´zek 13: Program
”
nxt moving forward“ ve VPL
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5.1.2 Program
”
nxt modifiers“
Program ukazuje, jak nastavit motory na r˚uzne´ hodnoty s r˚uzny´mi intervaly cˇeka´n´ı mezi
prˇenastaven´ım rychlosti. Nejprve nastav´ı motory na maxima´ln´ı rychlost vprˇed a prova´d´ı
tento u´kon 2s, pote´ oba motory jedou rychlost´ı 65 ze 100 vzad po dobu 4s. Nakonec se
provede rotace pomoc´ı nastaven´ı jednoho motoru vprˇed a druhe´ho vzad po dobu 2,5s.
Program napsany´ v RoborC, viz Vy´pis 4.
task main(){
motor[motorA] = 100;
motor[motorB] = 100;
wait1Msec(2000);
motor[motorA] = −65;
motor[motorB] = −65;
wait1Msec(4000);
motor[motorA] = 75;
motor[motorB] = −75;
wait1Msec(2500);
}
Vy´pis 4: Program
”
nxt modifiers“ v RobotC
Ve VPL je potrˇeba pouzˇ´ıt trˇi cˇasovacˇe. Program je celkem jednoduchy´, viz Obra´zek 14,
po prˇipojen´ı robota dojde k nastaven´ı maxima´ln´ı rychlosti vprˇed a nastaven´ı cˇasovacˇe Ti-
mer na 2s. Po uplynut´ı doby se spust´ı rutina prova´deˇna´ cˇasovacˇem, ktera´ nastav´ı rychlost
motor˚u na zpeˇtny´ chod a nastav´ı cˇasovacˇ Timer0 na 4s. Pak se obdobneˇ nastav´ı rychlost
a trˇet´ı cˇasovacˇ, po ktere´m dojde k ukoncˇen´ı programu.
Obra´zek 14: Program
”
nxt modifiers“ ve VPL
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5.1.3 Program
”
nxt loop 1 while“
Tento program je jednoduchou uka´zkou pouzˇ´ıva´n´ı cyklu while. Ve VPL ovsˇem cykly ne-
ma´me, proto je trˇeba nahradit je jinou konstrukc´ı. Program napsany´ v RoborC viz Vy´pis 5.
Program v cyklu 5kra´t spust´ı oba motory vprˇed po dobu 2 sekund, na´sledneˇ spust´ı jeden
motor vprˇed a druhy´ vzad a vykona´va´ rotaci 750ms.
task main(){
int count = 0;
while(count < 5){
motor[motorA] = 75;
motor[motorB] = 75;
wait1Msec(2000);
motor[motorA] = 75;
motor[motorB] = −75;
wait1Msec(750);
count++;
}
}
Vy´pis 5: Program
”
nxt loop 1 while“ v RobotC
Ve VPL je situace o neˇco komplikovaneˇjˇs´ı, cyklus while mus´ıme nahradit blokem Merge
a promeˇnne´ inicializovat pomoc´ı bloku Variable. Za´rovenˇ nelze cˇeka´n´ı jednodusˇe realizovat
pomoc´ı wait, ale je nutno prˇidat blok Timer. Cely´ program prˇepsany´ do VPL viz Obra´-
zek 30 na straneˇ ii v prˇ´ıloze.
Na zacˇa´tku dojde k prˇipojen´ı zarˇ´ızen´ı a nastaven´ı rychlost´ı obou motor˚u vprˇed. Mezi
tuto akci je nutno prˇidat blok Merge jako na´hradu cyklu while. Promeˇnnou count pro
cyklus je potrˇeba inicializovat jako samostatny´ blok. Po nastaven´ı rychlosti se nastav´ı
prvn´ı cˇasovacˇ Timer na 2s. Azˇ tato doba uplyne, nastav´ı se rychlost jednoho motoru
vprˇed a druhe´ho motoru vzad. Dojde k nastaven´ı druhe´ho cˇasovacˇe Timer0 na 750ms. Po
uplynut´ı te´to doby dojde k navy´sˇen´ı hodnoty count o jedna. Na´sledneˇ se testuje hodnota
count, na´hrada za testova´n´ı v cyklu while. Pokud je hodnota mensˇ´ı nezˇ peˇt, rˇ´ızen´ı se
prˇeda´va´ do bloku Merge, jinak dojde k ukoncˇen´ı programu. Vsˇimneˇte si, jak se program
zkomplikoval. Naprˇ. jednorˇa´dkove´ prˇicˇten´ı hodnoty count++ je zde nahrazeno trˇemi bloky.
5.2 U´lohy se sveˇtelny´m senzorem
Zde uvedeme uka´zky neˇkolika aplikac´ı pouzˇit´ı sveˇtelne´ho senzoru.
5.2.1 Program
”
nxt line track“
Jedna´ se o jednoduchy´ program pro sledova´n´ı cˇerne´ cˇa´ry pomoc´ı sveˇtelne´ho senzoru po-
psane´ho v kapitole 2.2.2. Pokud robot sn´ıma´ sveˇtelny´m senzorem cˇernou barvu, spust´ı
jeden motor a druhy´ ponecha´ vypnuty´. V opacˇne´m prˇ´ıpadeˇ se prohod´ı nastaven´ı motor˚u
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a t´ım robot tzv. pohybem
”
ZIG – ZAG“ sleduje cˇa´ru. Program je v nekonecˇne´ smycˇce
while, t´ım je zarucˇeno neusta´le´ sledovan´ı cˇa´ry. Program napsany´ v RoborC viz Vy´pis 6.
task main(){
while(true){
if (SensorValue( lightSensor ) < 45){
motor[motorA] = 75;
motor[motorB] = 0;
}
else{
motor[motorA] = 0;
motor[motorB] = 75;
}
}
}
Vy´pis 6: Program
”
nxt line track“ v RobotC
Ve VPL nemus´ıme cyklus while nahrazovat blokem Merge, protozˇe sveˇtelny´ senzor
ma´ nastavenu pooling frekvenci, ktera´ urcˇuje interval nove´ho sn´ıma´n´ı hodnoty. Blok If –
Else se nahrad´ı blokem If. Je nutne´ take´ zapnout senzor do aktivn´ıho rezˇimu nastaven´ım
hodnoty Spotlight na true. Bohuzˇel ve VPL nedosa´hneme stejne´ rychlosti jako u programu
v RoborC. Dı´ky zahlcen´ı fronty zpra´v NXT prˇes bluetooth na´m robot prˇi stejne´ rychlosti
vyjede mimo, tento proble´m je vysveˇtlen v kapitole 6.1. Nezbude nic jine´ho, nezˇ nastavit
rychlost nizˇsˇ´ı, viz Obra´zek 15.
Obra´zek 15: Program
”
nxt line track“ ve VPL
5.2.2 Program
”
nxt wait for dark“
Dalˇs´ı jednoduchy´ program s vyuzˇit´ım sveˇtelne´ho senzoru: zde robot jede neusta´le rovneˇ,
dokud nezaznamena´ senzorem cˇernou barvu. Program napsany´ v RoborC viz Vy´pis 7.
Oproti prˇedesˇle´mu programu je if nahrazen cyklem while.
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task main(){
while((SensorValue( lightSensor ) < 45){
motor[motorA] = 100;
motor[motorB] = 100;
}
motor[motorA] = 0;
motor[motorB] = 0;
}
Vy´pis 7: Program
”
nxt wait for dark“ v RobotC
Zde, acˇkoliv program v RoborC deˇlal neˇco naprosto odliˇsne´ho, jde ve VPL o prakticky
stejnou veˇc. Dokud zaznamena´ b´ılou jede vprˇed, pokud zaznamena´ cˇernou zastav´ı a ukoncˇ´ı
program, viz Obra´zek 16. Rychlosti bohuzˇel nejsou videˇt, proto vypada´ obra´zek dosti
podobneˇ jako prˇedesˇly´.
Obra´zek 16: Program
”
nxt wait for dark“ ve VPL
5.2.3 Program
”
nxt line track timer“
Obdobny´ program na sledova´n´ı cˇa´ry, ale s cˇasovy´m omezen´ım: v RoborC je pouzˇita di-
rektiva time1(T1), cozˇ je prˇ´ımy´ prˇ´ıstup k prvn´ımu cˇasovacˇi mikroprocesoru. Po dokoncˇen´ı
urcˇite´ doby je vyvola´no hardwarove´ prˇerusˇen´ı. Program napsany´ v RoborC viz Vy´pis 8.
task main(){
time1(T1) = 0;
while(time1(T1) < 20000){
if (SensorValue( lightSensor ) < 45){
motor[motorA] = 75;
motor[motorB] = 0;
}else{
motor[motorA] = 0;
motor[motorB] = 75;
}
}
}
Vy´pis 8: Program
”
nxt line track timer“ v RobotC
5.3 U´lohy s ultrazvukovy´m senzorem 27
Ve VPL nahrad´ıme cˇasovacˇ blokem cˇasovacˇe. Jinak je program podobny´ obycˇejne´mu
programu na sledova´n´ı cˇa´ry, viz Obra´zek 17.
Obra´zek 17: Program
”
nxt line track timer“ ve VPL
5.3 U´lohy s ultrazvukovy´m senzorem
Zde si uka´zˇeme pouzˇit´ı ultrazvukove´ho senzoru popsane´ho v kapitole 2.2.5.
5.3.1 Program
”
nxt obstacle detect“
Detekce prˇeka´zˇky je v podstateˇ obdobna´, jako detekce cˇerne´ cˇa´ry. Mı´sto cyklu while je
pouzˇit cyklus do – while. Program napsany´ v RoborC viz Vy´pis 9.
task main(){
do{
motor[motorA] = 75;
motor[motorB] = 75;
}while(SensorValue(sonarSensor) > 30);
}
Vy´pis 9: Program
”
nxt obstacle detect“ v RobotC
Ve VPL je opeˇt detekce prˇeka´zˇky podobna´ jako detekce cˇa´ry. Mı´sto vyuzˇit´ı druhe´ veˇtve
bloku If je pouzˇit blok LegoNXTBrickV2 pro spusˇteˇn´ı obou motor˚u vprˇed. Program ve
VPL viz Obra´zek 18 na na´sleduj´ıc´ı straneˇ.
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Obra´zek 18: Program
”
nxt obstacle detect“ ve VPL
5.3.2 Program
”
nxt sonar display“
Toto je jednoduchy´ program pro zobrazen´ı vzda´lenosti objektu od ultrazvukove´ho senzoru.
V nekonecˇne´m cyklu se nacˇ´ıta´ hodnota ze senzoru, zapisuje se na diplej NXT. Po 1s se
displej smazˇe a akce se opakuje. Program napsany´ v RoborC viz Vy´pis 10.
task main(){
int x=0;
while(true){
x = SensorValue(sonarSensor);
nxtDisplayTextLine (1, ”Sonar Reading:%d”,x);
wait1Msec(1000);
eraseDisplay () ;
}
}
Vy´pis 10: Program
”
nxt sonar display“ v RobotC
RoborC umozˇnˇuje prˇ´ımy´ za´pis na displej. Ve VPL bohuzˇel pro za´pis textu na displej
NXT neexistuje zˇa´dna´ sluzˇba. Mu˚zˇeme vyuzˇ´ıt zobrazen´ı hodnoty prˇ´ımo na monitor po-
moc´ı bloku SimpleDialog. Existuje sice mozˇnost spusˇteˇn´ı programu NXT–G, ktery´ prˇijme
bluetooth zpra´vu a zap´ıˇse jej´ı obsah na displej. To ale nen´ı cˇiste´ rˇesˇen´ı pomoc´ı VPL.
Program ve VPL viz Obra´zek 19.
Obra´zek 19: Program
”
nxt sonar display“ ve VPL
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5.4 U´lohy s rotacemi
Nyn´ı si uka´zˇeme aplikace, ktere´ pro urcˇen´ı u´hlu otocˇen´ı vyuzˇ´ıvaj´ı senzor˚u rotace motor˚u.
Kazˇdy´ motor ma´ sv˚uj senzor rotace, zaznamena´va´ rotaci s prˇesnost´ı na 1◦.
5.4.1 Program
”
nxt point turns enc“
V RoborC pomoc´ı direktivy nMotorEncoder prˇistupujeme k hodnota´m cˇ´ıtacˇe ota´cˇek mo-
toru. Nejprve je ale nutno cˇ´ıtacˇ vynulovat. V jednoduche´m programu vynulujeme cˇ´ıtacˇe
obou motor˚u a necha´me robota tocˇit se kolem sve´ osy, dokud jeden z motor˚u nedosa´hne
ota´cˇen´ım 1800◦. Program napsany´ v RoborC viz Vy´pis 11.
task main(){
nMotorEncoder[motorA] = 0;
nMotorEncoder[motorB] = 0;
while(nMotorEncoder[motorA] < 1800 || nMotorEncoder[motorB] > −1800){
motor[motorA] = 100;
motor[motorB] = −100;
}
}
Vy´pis 11: Program
”
nxt point turns enc“ v RobotC
Ve VPL mus´ıme take´ vynulovat hodnotu cˇ´ıtacˇ˚u, to provedeme pomoc´ı metody Dri-
veEncodersUpdate bloku LegoNXTDriveV2. Pote´ mu˚zˇeme v bloku If prˇistupovat prˇ´ımo
k hodnota´m cˇ´ıtacˇ˚u pomoc´ı promeˇnny´ch RightEncoderCurrent a LeftEncoderCurrent. Pro-
gram ve VPL viz Obra´zek 20.
Obra´zek 20: Program
”
nxt point turns enc“ ve VPL
5.4.2 Program
”
nxt line track rotations“
Tento program ukazuje, jak prˇi sledova´n´ı cˇa´ry omezit dra´hu sledova´n´ı pocˇtem rotac´ı mo-
toru. Sledova´n´ı cˇa´ry prob´ıha´ dokud se motor A neotocˇ´ı o 1800◦. Program napsany´ v Ro-
borC viz Vy´pis 12.
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task main(){
nMotorEncoder[motorA] = 0;
while(nMotorEncoder[motorA] < 1800){
if (SensorValue( lightSensor ) < 45){
motor[motorA] = 75;
motor[motorB] = 0;
}else{
motor[motorA] = 0;
motor[motorB] = 75;
}
}
}
Vy´pis 12: Program
”
nxt line track rotations“ v RobotC
Zde je podobna´ kombinace prˇ´ıkladu sledova´n´ı cˇa´ry a prˇedchoz´ıho prˇ´ıkladu omezen´ı
rotac´ı. Mus´ı se vynulovat cˇ´ıtacˇ ota´cˇek jako v prˇedcha´zej´ıc´ım prˇ´ıpadeˇ. Program ve VPL
viz Obra´zek 21.
Obra´zek 21: Program
”
nxt line track rotations“ ve VPL
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6 Aplikace NXT Labyrinth Solver
Cˇastou aplikac´ı v roboticke´m sveˇteˇ je implementace rˇesˇen´ı bludiˇsteˇ. Typicky´m bludiˇsteˇm
by´va´ bludiˇsteˇ tvorˇene´ steˇnami nebo bludiˇsteˇ slozˇene´ z krˇizˇovatek. Robot se pomoc´ı svy´ch
senzor˚u mus´ı orientovat v bludiˇsti a naj´ıt sa´m bez za´sahu cˇloveˇka cestu k vy´chodu. My
jsme se rozhodli implementovat bludiˇsteˇ tvorˇene´ krˇizˇovatkami s robotem LEGO NXT.
Implementace bludiˇsteˇ je rˇesˇena vyuzˇit´ım dvou prostrˇed´ı MRDS a NXT–G.
6.1 Na´vrh rˇesˇen´ı bludiˇsteˇ
Bylo potrˇeba navrhnout konstrukci robota a na´vrh implementace pro rˇesˇen´ı takove´hoto
bludiˇsteˇ. K dispozici jsme meˇli 2 sveˇtelne´ senzory a samozrˇejmeˇ robota LEGO NXT. Pro
implementaci jsme zvolili na´stroj MRDS VPL popsany´ v kapitole 4.3. Nejprve bylo potrˇeba
implementovat sledova´n´ı cˇa´ry. Pro sledova´n´ı cˇa´ry sice stacˇ´ı jen jeden senzor, ale robot pak
deˇla´ tzv.
”
ZIG – ZAG“ pohyb. Pokud senzor sn´ıma´ cˇernou zata´cˇ´ı doprava, pokud sn´ıma´
b´ılou zata´cˇ´ı doleva. Tak vykona´va´ kyvadlovy´ pohyb, ktery´m se posouva´ vprˇed. Toto se
da´ rˇesˇit r˚uzny´mi algoritmy, ktere´ omezuj´ı tento jev. Elegantn´ı je ale vyuzˇ´ıt dva sveˇtelne´
senzory, jak je popsa´no v [6]. Tam popisuj´ı rˇesˇen´ı pomoc´ı na´sleduj´ıc´ıch peˇti podmı´nek:
1. Pokud oba senzory sn´ımaj´ı b´ılou (naprˇ. > 75%), jed’ rovneˇ.
2. Pokud levy´ senzor sn´ıma´ cˇa´stecˇneˇ cˇernou (naprˇ. 25-75%), jed’ mı´rneˇ doleva.
3. Pokud levy´ senzor sn´ıma´ u´plneˇ cˇernou (naprˇ. < 25%), jed’ prudce doleva.
4. Pokud pravy´ senzor sn´ıma´ cˇa´stecˇneˇ cˇernou, jed’ mı´rneˇ doprava.
5. Pokud pravy´ senzor sn´ıma´ u´plneˇ cˇernou, jed’ prudce doprava.
Po prˇepsan´ı algoritmu do VPL vypadal diagram zhruba na´sledovneˇ, viz Obra´zek 22.
Obra´zek 22: MRDS VPL – Sledova´n´ı cˇa´ry s dveˇma senzory
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Bohuzˇel prˇi spusˇteˇn´ı programu vypadala j´ızda robota dost trhaneˇ, nav´ıc cˇastokra´t robot
prˇejel cˇa´ru a jel mimo dra´hu. Zkousˇeli jsme zvysˇovat pooling frekvenci (rychlost sn´ıma´n´ı)
sn´ımacˇe a snizˇovat rychlosti motor˚u, ale nebylo to dokonale´ rˇesˇen´ı. Robot jel pak prˇ´ıliˇs
pomalu a neˇkdy stejneˇ nezaregistroval cˇa´ru, a proto vyjel mimo. Zkousˇeli jsme obdobny´
program napsat v NXT–G a v RobotC, tam byla rychlost o mnoho vysˇsˇ´ı a bez chyb.
Robot nikdy nevyjel z dra´hy. Po dlouhe´m hleda´n´ı chyby jsme narazili na cˇla´nek s analy´zou
bluetooth komunikacˇn´ıho protokolu LEGO NXT [12], ktery´ napsal Sivan Toledo. V neˇm
se p´ıˇse o tom, zˇe NXT ma´ frontu jen pro peˇt zpra´v a pokud se zahlt´ı, dojde k zahazova´n´ı
nejstarsˇ´ıch zpra´v. Z toho jsme usoudili, zˇe pra´veˇ toto je prˇ´ıcˇinou cele´ho proble´mu. Mozˇna´
zˇe u robot˚u jiny´ch platforem k tomuto proble´mu nedocha´z´ı.
Cele´ to vzniklo t´ım, zˇe robot musel neusta´le cˇ´ıst data ze sveˇtelne´ho senzoru a pos´ılat je
prˇes bluetooth do pocˇ´ıtacˇe. Za´rovenˇ musel neusta´le prˇij´ımat zpra´vy z pocˇ´ıtacˇe s korekcemi
rychlost´ı motor˚u. T´ım se stane aplikace te´meˇrˇ neproveditelna´ v rea´lne´m cˇase. Uvazˇovali
jsme nad t´ım, jaky´m zp˚usobem sn´ızˇit cˇetnost zas´ıla´n´ı zpra´v mezi pocˇ´ıtacˇem a robotem.
Napadlo na´s, zˇe by mozˇna´ stacˇilo, pokud by informace ze sn´ımacˇ˚u nemusel odes´ılat. Jen
by zas´ılal informace o stavu, ve ktere´m se nacha´z´ı. T´ım by byl proble´m vyrˇesˇen, ale porˇa´d
jsme neprˇicha´zeli na zp˚usob, jak to za pomoc´ı VPL vyrˇesˇit.
Posle´ze jsme nasˇli mezi VPL tutoria´ly ve slozˇce MRDS\samples\VplExamples\LEGO\
MsgReadWrite prˇ´ıklad, ktery´ ve VPL text vyplneˇny´ v textove´m poli na pocˇ´ıtacˇi zapisuje
na displej robota. Po podrobne´m prozkouma´n´ı prˇ´ıkladu jsme zjistili, jaky´m zp˚usobem
funguje. Byl rozdeˇlen na dveˇ cˇa´sti. Jedna byla nahra´na v pocˇ´ıtacˇi, druha´ pomoc´ı NXT–G
v pameˇti kostky. Program fungoval na´sledovneˇ. Na zacˇa´tku byl odesla´n prˇes bluetooth
prˇ´ıkaz na spusˇteˇn´ı programu v kostce. Program v kostce obsahoval smycˇku, kde cˇekal na
prˇ´ıchoz´ı zpra´vu z bluetooth, tu zobrazil na displej. Na´sledovalo ve VPL zobrazen´ı dialogu
s textovy´m polem na pocˇ´ıtacˇi, tam uzˇivatel zadal text a stiskl tlacˇ´ıtko OK. Pocˇ´ıtacˇ odeslal
zpra´vu prˇes bluetooth. Cely´ cyklus se pak opakoval. Napadlo na´s podobny´ princip vyuzˇ´ıt
pro omezen´ı zas´ıla´n´ı zpra´v mezi pocˇ´ıtacˇem a robotem.
6.1.1 Na´vrh konstrukce robota
Meˇli jsme robota v konstrukci TriBot, viz Obra´zek 23 na na´sleduj´ıc´ı straneˇ. Ten meˇl pouze
jen jeden sveˇtelny´ senzor, nav´ıc meˇl chapadla na uchopen´ı mı´cˇku, tlacˇ´ıtkovy´ senzor pro
zjiˇsteˇn´ı, zˇe dosˇlo k uchopen´ı mı´cˇku, mikrofon a ultrazvukovy´ senzor pro meˇrˇen´ı vzda´lenosti.
Jeden sveˇtelny´ senzor byl uprostrˇed, my jsme se ale rozhodli pouzˇ´ıt senzory dva.
Bohuzˇel do konstrukce TriBota se nedal nijak prˇipevnit druhy´ sveˇtelny´ senzor. Od-
stranili jsme proto celou prˇedn´ı cˇa´st konstrukce TriBota – chapadlo, ultrazvukovy´ senzor,
tlacˇ´ıtkovy´ senzor a sveˇtelny´ senzor. Nav´ıc jsme nepotrˇebovali mikrofon, tak jsme jej taky
odstranili. Bylo potrˇeba navrhnout vhodne´ uchycen´ı pro dva sveˇtelne´ senzory. Prvn´ı po-
kus byl sice u´speˇsˇny´, ale vy´sledna´ konstrukce nedovolovala zmeˇnu vy´sˇky a roztecˇe mezi
senzory. Kv˚uli mozˇnosti testova´n´ı r˚uzny´ch sestav pro r˚uzne´ sˇ´ıˇrky pa´sek a druhy pa´sek
pouzˇity´ch na cestu pro bludiˇsteˇ, bylo potrˇeba vytvorˇit sˇka´lovatelnou konstrukci uchopen´ı
senzor˚u.
Nova´ konstrukce si vyzˇa´dala neˇkolik hodin zkouma´n´ı pouzˇitelny´ch LEGO soucˇa´stek.
Meˇli jsme k dispozici soucˇa´stky z kompletn´ıho LEGO NXT 1.0 kitu. Vy´sledna´ konstrukce
6.1 Na´vrh rˇesˇen´ı bludiˇsteˇ 33
Obra´zek 23: LEGO NXT – konstrukce TriBot [1]
se dala jednodusˇe posouvat a po dlouhe´m testova´n´ı jsme nechali sveˇtelne´ senzory ve vy´sˇce
cca 4mm nad zemı´ a roztecˇ mezi sveˇtelny´mi senzory pro pa´sku sˇ´ıˇre 15mm byla idea´ln´ı
prˇiblizˇneˇ 350 – 400mm (bra´no strˇed leve´ho senzoru ⇔ strˇed prave´ho senzoru). Existuje
mnoho faktor˚u a nespocˇet mozˇnost´ı nastaven´ı rychlost´ı motor˚u prˇi urcˇite´ intenziteˇ sn´ımane´
hodnoty sveˇtelne´ho senzoru a roztecˇe mezi senzory. Tato cˇa´st testova´n´ı zabrala spoustu
cˇasu a nedoka´zˇeme rˇ´ıct, zda je tou nejlepsˇ´ı variantou.
Katedra z´ıskala novy´ HiTechnic kompas senzor popsany´ v 2.2.8 a rozhodli jsme se ho
takto uplatnit v rˇesˇen´ı bludiˇsteˇ, byt’ to nebylo nezbytneˇ nutne´. Bylo nutne´ ho umı´stit
15cm od motor˚u a 10cm od kostky. Pomoc´ı dlouhe´ho b´ıle´ho d´ılu LEGA jsme ho umı´stili
prˇ´ımo nad sveˇtelne´ senzory. Obra´zek 24 zna´zornˇuje celou konstrukci robota.
Obra´zek 24: LEGO NXT – konstrukce se dveˇma sveˇtelny´mi senzory a kompasem
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6.1.2 Na´vrh konstrukce bludiˇsteˇ
Na´vrh bludiˇsteˇ byl za´visly´ na typu bludiˇsteˇ (v nasˇem prˇ´ıpadeˇ bludiˇsteˇ tvorˇene´ krˇizˇovat-
kami), pouzˇity´ch senzorech a konstrukci robota. Dı´ky dveˇma sveˇtelny´m senzor˚um jsme
sice meˇli robota, ktery´ je schopen rychle sledovat cˇa´ru, ale standardn´ı krˇizˇovatku pro
jeden sveˇtelny´ senzor, viz Obra´zek 25, (sˇeda´ barva je cˇerna´ pa´ska) nen´ı schopen rˇesˇit.
Obra´zek 25: Krˇizˇovatka pro jeden sveˇtelny´ senzor
Robot v bludiˇsti s krˇizˇovatkami pro jeden sveˇtelny´ senzor sleduje cˇa´ru a jakmile uvid´ı
velmi n´ızky´ odst´ın sˇedi (b´ıly´ cˇtverec v krˇizˇovatce), zjist´ı zˇe se jedna´ o krˇizˇovatku. Posune se
doprˇedu a zacˇne prozkouma´vat krˇizˇovatku, do ktery´ch smeˇr˚u vedou cesty. Robot se dveˇma
sveˇtelny´mi senzory by zareagoval chybneˇ. B´ıly´ cˇtverec uprostrˇed by nevideˇl, krˇizˇovatku
by nezaregistroval a mozˇna´ by jen projel rovneˇ nebo zatocˇil do neˇjake´ho smeˇru. Pro dva
sveˇtelne´ senzory musela by´t navrzˇena nova´ krˇizˇovatka. Napadlo na´s, zˇe robot sn´ıma´ dveˇma
senzory vzˇdy jednu ze trˇ´ı kombinac´ı, prˇicˇemzˇ cˇtvrta´ kombinace nebyla vyuzˇita:
1. B´ıla´ levy´ senzor – b´ıla´ pravy´ senzor (jede doprˇedu rychle, pa´sku ma´ prˇ´ımo mezi
senzory).
2. Cˇerna´ levy´ senzor – b´ıla´ pravy´ senzor (jede doleva, pa´sku ma´ pod levy´m senzorem).
3. B´ıla´ levy´ senzor – cˇerna´ pravy´ senzor (jede doprava, pa´sku ma´ pod pravy´m senzo-
rem).
4. Cˇerna´ levy´ a pravy´ senzor – nevyuzˇita´ kombinace.
Napadlo na´s tuto kombinaci vyuzˇ´ıt pro rozpozna´n´ı krˇizˇovatky. Vytvorˇili jsme krˇizˇo-
vatku z cˇerne´ pa´sky ve tvaru cˇtverce, viz Obra´zek 26 na na´sleduj´ıc´ı straneˇ, (sˇeda´ barva
je cˇerna´ pa´ska). Velikost jsme zvolili tak, aby oba senzory zaznamenaly cˇernou barvu. Ve-
likost musela by´t dobrˇe zvolena s ohledem na konstrukci robota. Kdyby byla krˇizˇovatka
prˇ´ıliˇs u´zka´, robot by ji nezaznamenal a jen by zatocˇil. Naopak prˇ´ıliˇs sˇiroka´ krˇizˇovatka
by zp˚usobila, zˇe prˇi pr˚uzkumu cest by robot zaznamenal i rohy krˇizˇovatky. To by vedlo
k chybne´mu urcˇen´ı smeˇru sousedn´ı krˇizˇovatky. Vzda´lenost mezi levy´m vneˇjˇs´ım krajem le-
ve´ho senzoru a pravy´m vneˇjˇs´ım krajem prave´ho senzoru cˇinila 65mm. Rozhodli jsme se
pro rozmeˇr krˇizˇovatky 90×90mm, robot spra´vneˇ registroval krˇizˇovatku a prˇi ota´cˇen´ı kolem
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sve´ osy zaznamena´val pouze cesty vedouc´ı z krˇizˇovatky. Vzda´lenost mezi krˇizˇovatkami byla
stanovena na minima´lneˇ 150mm, aby se robot stihl vyrovnat a nezacˇal pr˚uzkum krˇizˇovatky
sˇikmo. Tak by docha´zelo k chyba´m prˇi urcˇova´n´ı smeˇru cest vycha´zej´ıc´ıch z krˇizˇovatky. Pro
cesty byla pouzˇita pa´ska sˇ´ıˇre 15mm.
Obra´zek 26: Navrzˇena´ krˇizˇovatka pro dva sveˇtelne´ senzory
Krˇizˇovatka mu˚zˇe kromeˇ cesty zpeˇt obsahovat zˇa´dnou, jednu, dveˇ nebo trˇi cesty do dal-
sˇ´ıch krˇizˇovatek. Slepa´ cesta mu˚s´ı by´t zakoncˇena krˇizˇovatkou. Vzda´lenost mezi krˇizˇovatkami
mus´ı by´t vzˇdy jednotkova´ (t´ım je mysˇleno stejna´ vzda´lenost mezi krˇizˇovatkami), protozˇe
robot nepocˇ´ıta´ ujetou vzda´lenost a nemohl by pak zjistit svoji aktua´ln´ı sourˇadnici v matici
bludiˇsteˇ. Matic´ı bludiˇsteˇ rozumı´me dvourozmeˇrne´ pole, ve ktere´m je na sourˇadnici [x,y]
krˇizˇovatka. Posun robota o jednu jednotku (na dalˇs´ı krˇizˇovatku) bude znamenat posun
o jednu sourˇadnici v matici bludiˇsteˇ (naprˇ. z [0,0] na [1,0]). Pokud chceme naprˇ´ıklad udeˇ-
lat cestu vzda´lenosti dvou jednotek, vytvorˇ´ıme mezi dveˇma krˇizˇovatkami dalˇs´ı krˇizˇovatku.
Ta bude mı´t cestu zpeˇt k prvn´ı krˇizˇovatce a cestu rovneˇ k druhe´ krˇizˇovatce.
Dalˇs´ım proble´mem byl typ pouzˇite´ pa´sky, obycˇejna´ pa´ska se prˇ´ıliˇs leskla a obcˇas ji robot
nezaznamenal, pokud se okoln´ı sveˇtlo od n´ı odra´zˇelo. Nakonec jsme pouzˇili elektroizolacˇn´ı
pa´sku, ktera´ je v´ıce matna´ a pomeˇrneˇ dobrˇe se s n´ı pracuje. K chyba´m prˇi sn´ıma´n´ı povrchu
jizˇ nedocha´zelo.
Rozmeˇr matice bludiˇsteˇ mu˚zˇe by´t libovolny´, naprˇ. i 2×2 krˇizˇovatky, cˇ´ım veˇtsˇ´ı rozmeˇr,
t´ım delˇs´ı doba prozkouma´va´n´ı bludiˇsteˇ. My jsme vytvorˇili bludiˇsteˇ o rozmeˇrech matice
4× 6 krˇizˇovatek, viz Obra´zek 27 na na´sleduj´ıc´ı straneˇ. Pozn. startovn´ı krˇizˇovatka a c´ılova´
krˇizˇovatka se nemus´ı od ostatn´ıch nijak liˇsit, protozˇe se zada´vaj´ı do programu jejich pozice
v matici bludiˇsteˇ. Robot si pak pocˇ´ıta´ svou pozici v matici bludiˇsteˇ. Na obra´zku je startovn´ı
a c´ılova´ krˇizˇovatka oznacˇena jen pro lidske´ oko.
6.1.3 Na´vrh implementace aplikace
Z prˇ´ıkladu VPL tutoria´lu jsme zjistili, jaky´m zp˚usobem funguje spousˇteˇn´ı programu˚ ulozˇe-
ny´ch v LEGO NXT prˇes VPL. Napadlo na´s rozdeˇlit aplikaci na dveˇ za´kladn´ı cˇa´sti, prvn´ı
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Obra´zek 27: Navrzˇene´ bludiˇsteˇ
bude ulozˇena v robotovi (napsa´na v NXT–G viz kapitola 2.3), bude obstara´vat pohyb
robota v bludiˇsti a prozkouma´va´n´ı krˇizˇovatek.
Prvn´ı cˇa´st nebude veˇdeˇt nic o tom, jak velike´ je bludiˇsteˇ, jaky´m smeˇrem se vydat, na
jake´ pozici se robot pra´veˇ nacha´z´ı. Bude to jen jaka´si podpora pro beˇh. Bude jen zas´ılat
prˇes bluetooth informace o aktua´ln´ım stavu. Po u´vaze nad t´ım, co vsˇe robot v bludiˇsti
potrˇebuje, bylo sepsa´no neˇkolik za´kladn´ıch programu˚ nutny´ch1 pro tuto aplikaci. Seznam
je na´sleduj´ıc´ı:
• sledova´n´ı cˇa´ry – pro pohyb mezi krˇizˇovatkami,
• pr˚uzkum krˇizˇovatky – prozkouma´n´ı tvaru krˇizˇovatky (ktere´ cesty z n´ı vedou),
• pr˚ujezd jizˇ prozkoumanou krˇizˇovatkou,
• otocˇen´ı vprˇed,
• otocˇen´ı doprava,
• otocˇen´ı doleva,
• otocˇen´ı zpeˇt.
Druha´ cˇa´st bude v pocˇ´ıtacˇi (napsana´ ve VPL/C#), bude se starat o logiku cele´ aplikace,
a t´ım bude tvorˇit
”
mozek“ cele´ aplikace. Bude si pamatovat pozici robota v matici bludiˇsteˇ,
pomoc´ı spousˇteˇn´ı programu˚ ovla´dat smeˇr pohybu robota a pamatovat si, ktere´ krˇizˇovatky
neprozkoumal. To bude prova´deˇt na za´kladeˇ vyhodnocen´ı bluetooth zpra´v, ktere´ od ro-
bota prˇijdou. Po prozkouma´n´ı bludiˇsteˇ vypocˇte d´ıky znalosti kompletn´ı topologie bludiˇsteˇ
nejkratsˇ´ı cestu z pocˇa´tecˇn´ı pozice do c´ılove´ pozice.
Chova´n´ı robota popisuje diagram viz Obra´zek 31 na straneˇ iii v prˇ´ıloze. Cely´ program
bude fungovat na´sledovneˇ. Nejprve se spust´ı program na sledova´n´ı cˇa´ry. Azˇ robot naraz´ı
1Pozdeˇji prˇibyly dalˇs´ı, ale ty prˇ´ımo nesouvis´ı s rˇesˇen´ım bludiˇsteˇ naprˇ. kalibrace aj.
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na krˇizˇovatku, odesˇle prˇes bluetooth zpra´vu, zˇe je na krˇizˇovatce. Hlavn´ı program prˇijme
zpra´vu, pod´ıva´ se do sve´ pameˇti a zjist´ı, zda je krˇizˇovatka prozkoumana´. Pokud ano, za-
sˇle prˇes bluetooth prˇ´ıkaz na spusˇteˇn´ı programu na pr˚ujezd krˇizˇovatkou, pokud ne zasˇle
prˇ´ıkaz na spusˇteˇn´ı programu na pr˚uzkum krˇizˇovatky. Program na pr˚ujezd krˇizˇovatkou ne-
cha´ robota projet krˇizˇovatku a odesˇle zpra´vu, zˇe projel krˇizˇovatku. Program na pr˚uzkum
krˇizˇovatky otocˇ´ı robota jedenkra´t kolem sve´ osy a zasˇle zpra´vy o smeˇrech, ktere´ z krˇizˇo-
vatky vycha´z´ı. Nakonec odesˇle zpra´vu o dokoncˇen´ı pr˚uzkumu. Hlavn´ı program si informace
o smeˇrech vycha´zej´ıc´ıch z krˇizˇovatky ulozˇ´ı do pameˇti a rozhodne smeˇr pr˚uzkumu. Porˇad´ı
prozkouma´va´n´ı je rovneˇ, doleva, doprava, pokud jsou vsˇechny smeˇry prozkouma´ny vra´t´ı
se zpeˇt. Procha´zen´ı prob´ıha´ algoritmem prohleda´va´n´ı do hloubky, dokud robot mu˚zˇe pro-
hleda´vat da´l, nevrac´ı se. Po otocˇen´ı do zvolene´ho smeˇru robot vysˇle zpra´vu, zˇe je otocˇen.
Hlavn´ı program prˇijme zpra´vu a zasˇle prˇ´ıkaz na spusˇteˇn´ı programu sledova´n´ı cˇa´ry. Cely´
cyklus se opakuje azˇ do nalezen´ı c´ıle, tam, pokud je nastaveno hleda´n´ı nejkratsˇ´ı cesty,
pokracˇuje v prohleda´va´n´ı. Pro nalezen´ı nejkratsˇ´ı cesty mus´ı robot prohledat cele´ bludiˇsteˇ
a vra´tit se zpeˇt na startovn´ı pozici. Pak vypocˇte nejkratsˇ´ı cestu pomoc´ı algoritmu pro-
hleda´va´n´ı do sˇ´ıˇrky a vyda´ se po n´ı. Dı´ky jednotkove´ vzda´lenosti je prohleda´n´ı snadneˇjˇs´ı
(cesty do sousedn´ıch krˇizˇovatek maj´ı stejnou de´lku).
6.2 Implementace rˇesˇen´ı bludiˇsteˇ
Implementace te´to aplikace byla trochu nestandardn´ı implementac´ı. Uzˇ proto, zˇe bylo
nutno vytvorˇit programy ve v´ıce programovac´ıch jazyc´ıch. O to horsˇ´ı bylo, zˇe neˇktere´
jazyky byly graficke´ a pouzˇit´ı softwaru pro spra´vu verz´ı, naprˇ. SVN (Subversion) bylo sice
mozˇne´, ale zdrojove´ soubory u neˇktery´ch prostrˇed´ı se ukla´daj´ı na v´ıce mı´st a nav´ıc se
jednotlive´ verze nedaj´ı porovna´vat. Azˇ prˇi pra´ci v C# byla pouzˇita SVN.
6.2.1 Programy v NXT–G
Nejprve jsme zacˇali psa´t programy v NXT–G, ty meˇly jednu obrovskou vy´hodu, daly se
snadno a rychle otestovat na robotovi a spousˇteˇt bez nutnosti mı´t kompletn´ı rˇesˇen´ı. Protozˇe
jsme si rˇesˇen´ı rozdeˇlili do jednotlivy´ch podprogramu˚, stacˇilo je vytva´rˇet postupneˇ. Vznikly
na´sleduj´ıc´ı programy:
• linefollow2s.rxe – sledova´n´ı cˇa´ry,
• explore cross.rxe – pr˚uzkum krˇizˇovatky,
• run over cross.rxe – pr˚ujezd jizˇ prozkoumanou krˇizˇovatkou,
• center straight.rxe – otocˇen´ı vprˇed,
• center right.rxe – otocˇen´ı doprava,
• center left.rxe – otocˇen´ı doleva,
• center back.rxe – otocˇen´ı zpeˇt.
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Nejprve bylo potrˇeba prˇizp˚usobit algoritmus v programu sledova´n´ı cˇa´ry linefollow2s
pro najet´ı na krˇizˇovatku. V NXT–G to znamenalo prˇidat novou podmı´nku pro mozˇnost,
kdy oba senzory zaznamenaj´ı cˇernou barvu. Uvnitrˇ te´to podmı´nky bylo potrˇeba zastavit
motory a vyslat zpra´vu prˇes bluetooth s textem
”
cross“, aby program v pocˇ´ıtacˇi veˇdeˇl, zˇe
robot dorazil na krˇizˇovatku a spustil podle toho dalˇs´ı program.
Asi nejd˚ulezˇiteˇjˇs´ım programem pro rˇesˇen´ı bludiˇsteˇ je program explore cross – pr˚uzkum
krˇizˇovatky. Zde by jaky´koliv nedostatek vedl k fata´ln´ı chybeˇ a nemozˇnosti pokracˇovat v pro-
hleda´va´n´ı bludiˇsteˇ se spra´vny´m vy´sledkem. Jako prˇ´ıklad mu˚zˇeme uve´st nezaregistrova´n´ı
cesty vedouc´ı z krˇizˇovatky, ktera´ mu˚zˇe by´t jedinou vedouc´ı k c´ıli. Robot nejprve mus´ı vjet
prˇ´ımo na krˇizˇovatku, pak mu˚zˇe zacˇ´ıt z pr˚uzkumem. Prvneˇ jsme pouzˇ´ıvali k rozpozna´n´ı
smeˇru cest HiTechnic kompas senzor popsany´ v kapitole 2.2.8. Vzˇdy jsme ulozˇili do pa-
meˇti u´hel na pocˇa´tku rotace a vzhledem k neˇmu vypocˇ´ıta´vali smeˇry okoln´ıch cest. Bohuzˇel
obcˇas docha´zelo k neprˇesnostem a nedoka´zali jsme nastavit spra´vnou hranici mezi dveˇma
sousedn´ımi smeˇry. Jednou robot zjistil smeˇr spra´vneˇ, podruhe´ sˇpatneˇ. Asi to bylo zp˚uso-
beno rusˇen´ım motor˚u, mozˇna´ by pomohlo vzda´leneˇjˇs´ı umı´steˇn´ı kompasu nebo kalibrace.
Rozhodli jsme se vyrˇesˇit tento proble´m pomoc´ı senzoru rotace motoru. Nevy´hodou je, zˇe
pomoc´ı senzor rotace motoru z´ıska´me pouze stupneˇ otocˇen´ı hrˇ´ıdele kola, kdezˇto pomoc´ı
kompas senzoru jsme z´ıskali prˇ´ımo stupneˇ otocˇen´ı robota. Zjistili jsme si u´hel, ktery´ senzor
zaznamena´ prˇi rotaci robota kolem sve´ osy. Ten jsme rozdeˇlili na cˇtyrˇi stejne´ kvadranty
a podle toho urcˇovali smeˇry. K chyba´m jizˇ nedocha´zelo. Pokazˇde´, kdyzˇ robot zjistil smeˇr
cesty z krˇizˇovatky, zaslal jednu zpra´vu podle smeˇru
”
right“,
”
left“ a
”
straight“ (o existenci
zpa´tecˇn´ıho smeˇru nen´ı potrˇeba informovat). Na konci pr˚uzkumu robot odeslal bluetooth
zpra´vu
”
explored“.
Po dokoncˇen´ı pr˚uzkumu jsme potrˇebovali vytvorˇit programy, pomoc´ı ktery´ch by hlavn´ı
program mohl robotu da´t pokyn ke zmeˇneˇ smeˇru. Tyto programy center right, center left,
center straight, center back otocˇily robota do pozˇadovane´ho smeˇru. Zde jsme sice pou-
zˇili kompas senzor. Pokud robot nemeˇl cˇa´ru prˇ´ımo mezi senzory, tak dosˇlo k otocˇen´ı do
sˇpatne´ho smeˇru. Kompas to zjistil a nechal robota otocˇit do spra´vne´ pozice. Pocˇ´ıtali jsme
s t´ım, zˇe krˇizˇovatka ma´ opravdu tvar takovy´, jak ho robot prozkoumal. Naprˇ´ıklad kdyby
se meˇl robot otocˇit doleva a cesta by tam nebyla, otocˇil by se zpeˇt. Samozrˇejmeˇ by to
vedlo k chybne´mu prohleda´va´n´ı, ale to nezaznamenana´ cesta taky. Robot se proto prˇi ota´-
cˇen´ı doleva, doprava a zpeˇt jen otocˇ´ı, a da´l nekontroluje spra´vnost u´hlu otocˇen´ı. Nakonec
dojde k vyrovna´n´ı senzor˚u prˇesneˇ na strˇed cˇa´ry, vyuzˇ´ıva´me absolutn´ı hodnotu z rozd´ılu
hodnot zjiˇsteˇny´ch obeˇma senzory. Pokud je bl´ızka´ nule, centrova´n´ı je ukoncˇeno a robot
zasˇle zpra´vu
”
centred“.
Program na pr˚ujezd prozkoumanou krˇizˇovatkou run over cross byl jednoduchy´, v pod-
stateˇ jde jen o vjet´ı na krˇizˇovatku (stejne´ jako u programu explore cross) a zasla´n´ı zpra´vy
”
over cross“, zˇe byl u´kon ukoncˇen. Diagram komunikace mezi MRDS a NXT–G programy
viz Obra´zek 32 na straneˇ iv v prˇ´ıloze.
Da´le bylo potrˇeba vytvorˇit neˇkolik programu˚ neprˇ´ımo souvisej´ıc´ıch s aplikac´ı prohle-
da´va´n´ı bludiˇsteˇ. Byly to programy pro kalibraci, program pro zviditelneˇn´ı ukoncˇen´ı pro-
hleda´va´n´ı a ukoncˇen´ı nalezen´ı nejkratsˇ´ı cesty. Na kalibraci sveˇtelny´ch senzor˚u jsme vyuzˇili
blok z uka´zkove´ho programu na sledova´n´ı cˇa´ry popsane´ho v [6]. Pro zvy´razneˇn´ı ukoncˇen´ı
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prohleda´va´n´ı a nalezen´ı nejkratsˇ´ı cesty bylo pouzˇito neˇkolik rotac´ı robota kolem sve´ osy
a nakonec prˇehra´n´ı zvuku.
6.2.2 Program ve VPL
Graficky´ na´stroj VPL popsany´ v kapitole 4.3 na straneˇ 18 na´m poslouzˇil k rychle´mu vytvo-
rˇen´ı kostry programu sluzˇby pro prohleda´va´n´ı bludiˇsteˇ. Je sice mozˇno si nechat vygenerovat
kostru sluzˇby v jine´m na´stroji, ale je vytvorˇena pouze pra´zdna´ struktura sluzˇby a vsˇechny
ostatn´ı funkce se mus´ı dopsat v C#. Takto jsme uzˇ meˇli velkou cˇa´st ko´du vygenerovanou.
Za´klad jsme vyuzˇili prvneˇ ze sluzˇby uka´zkove´ho prˇ´ıkladu MsgReadWrite, z neˇhozˇ jsme
pouzˇili sluzˇbu pro spousˇteˇn´ı programu˚ NXT–G v robotovi. Pozdeˇji se ale uka´zalo, zˇe po
neˇkolika cyklech spusˇteˇn´ı programu dosˇlo k zablokova´n´ı kostky. Kostka se tva´rˇila, jakoby
v sobeˇ nemeˇla zˇa´dny´ program, prˇitom po restartu bylo vsˇe v naproste´m porˇa´dku. Asi dosˇlo
k soubeˇhu vola´n´ı prˇ´ıkazu na spusˇteˇn´ı programu˚, prˇi ktere´m dosˇlo k deadlocku (zabloko-
va´n´ı). Jinak si to nedoka´zˇeme vysveˇtlit. Sluzˇbu pro spousˇteˇn´ı programu˚ jsme nahradili
sluzˇbami MRDS pro NXT a k proble´mu jizˇ da´le nedocha´zelo.
Za´kladn´ı program meˇl umeˇt pouze rozhodnout o spusˇteˇn´ı dalˇs´ıho programu na za´kladeˇ
prˇijate´ zpra´vy. Vesˇkerou komplikovanou logiku prohleda´va´n´ı na´m prˇiˇslo jednodusˇsˇ´ı napsat
v C#, nezˇ ve VPL. Proto jsme vytvorˇili za´klad programu, vyzkousˇeli zda se chova´ spra´vneˇ
a nechali jej zkompilovat do C#. Program ve VPL viz Obra´zek 28. Vy´sledny´ program
byl pote´ ale mı´rneˇ upraven v C# (prˇibyla veˇtev pro zpra´vu
”
over cross“ a logika cele´
aplikace), proto toto sche´ma u´plneˇ neodpov´ıda´ realiteˇ.
Obra´zek 28: MRDS VPL – rˇesˇen´ı bludiˇsteˇ
6.2.3 Program v C#
U´prava pomoc´ı C# hra´la kl´ıcˇovou roli, musela se v neˇm vytvorˇit cela´ logika aplikace – pro-
hleda´va´n´ı bludiˇsteˇ, pameˇt’ aktua´ln´ı pozice a vyhleda´n´ı nejkratsˇ´ı cesty. Postupneˇ vznikaly
trˇ´ıdy, ktere´ byly za´kladn´ımi stavebn´ımi kameny te´to aplikace.
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Nejprve bylo potrˇeba ukla´dat informace o prohledany´ch krˇizˇovatka´ch. Pro pozici ro-
bota by sice stacˇilo dvourozmeˇrne´ pole, krˇizˇovatky by take´ stacˇilo ukla´dat do dvouroz-
meˇrne´ho pole, kde vnitrˇn´ı hodnoty by znamenaly tvar krˇizˇovatky. T´ımto zp˚usobem by se
nejsp´ıˇs rˇesˇila implementace cele´ aplikace do pameˇti robota v RobotC. K dispozici jsme
ale meˇli plneˇ objektovy´ jazyk C#, proto jsme se rozhodli pro objektovou reprezentaci
krˇizˇovatek. Vznikla trˇ´ıda Cross.cs, pomoc´ı trˇ´ıdn´ıch promeˇnny´ch udrzˇovala reference na
okoln´ı krˇizˇovatky. Okoln´ı krˇizˇovatky byly opeˇt typu Cross. Kazˇda´ krˇizˇovatka obsahuje na-
v´ıc promeˇnnou typu Point s ulozˇenou pozic´ı, pro pozdeˇjˇs´ı lokaci. Nav´ıc obsahuje Boolean
informaci o tom, zda-li je krˇizˇovatka prozkoumana´. Tak je mozˇno z krˇizˇovatky zjistit, zda
jsou okoln´ı krˇizˇovatky prozkouma´ny. Pro snadneˇjˇs´ı hleda´n´ı chyb jsme krˇizˇovatce prˇidali
atribut Id, ktery´ znamena´ porˇadove´ cˇ´ıslo objeven´ı krˇizˇovatky. Trˇ´ıdn´ı diagram krˇizˇovatky
viz Obra´zek 33 na straneˇ v v prˇ´ıloze.
Da´le jsme vytvorˇili hlavn´ı trˇ´ıdu cele´ aplikace, ktera´ se stara´ o logiku cele´ho prohleda´-
va´n´ı. Nazvali jsme ji Labyrinth.cs. Vytvorˇili jsme v n´ı metody, ktere´ budou vola´ny z vyge-
nerovane´ sluzˇby. Tato trˇ´ıda obsahuje za´kladn´ı informace jako jsou velikost bludiˇsteˇ, na´zvy
programu˚ NXT–G, ktere´ se maj´ı spousˇteˇt. Vektory pro smeˇry pohybu, za´sobn´ık s cestou
procha´zeny´ch krˇizˇovatek. Pameˇt’ vsˇech objeveny´ch krˇizˇovatek je zajiˇsteˇna hash mapou,
kde kl´ıcˇem je pozice krˇizˇovatky. Trˇ´ıda taky ma´ v pameˇti ulozˇenu aktua´lneˇ prozkouma´va-
nou krˇizˇovatku a aktua´ln´ı smeˇr pohybu pro spra´vne´ urcˇen´ı dalˇs´ıho pohybu a dalˇs´ı d˚ulezˇite´
informace, jako je pozice startovn´ı a c´ılove´ krˇizˇovatky, viz Obra´zek 33 na straneˇ v v prˇ´ıloze.
Z vygenerovane´ho ko´du jsme si nasˇli cˇa´st, kde bylo potrˇeba prova´zat sluzˇbu s naleze-
n´ım krˇizˇovatky, viz Vy´pis 13. Stacˇilo prova´zat trˇ´ıdu OnTimerTickHandler, ve ktere´ byla
metoda staraj´ıc´ı se o prˇ´ıjem bluetooth zpra´v. Proto jsme v te´to trˇ´ıdeˇ vytvorˇili staticky´ ob-
jekt trˇ´ıdy Labyrinth a nazvali jej lab. V p˚uvodn´ım vygenerovane´m ko´du po prˇijet´ı zpra´vy
”
cross“ se nastavila promeˇnna´ programu, ktery´ se meˇl spustit na hodnotu explore cross.rxe.
My jsme potrˇebovali, aby v za´vislosti na tom, zda je krˇizˇovatka prozkoumana´ a zda se jedna´
o c´ılovou krˇizˇovatku, spustil program jiny´. Proto jsme v trˇ´ıdeˇ Labyrinth vytvorˇili metodu
cross, ktera´ jako na´vratovou hodnotu vrac´ı jme´no spousˇteˇne´ho programu.
void OnReceiveBluetoothMessageSuccess(io.BluetoothMessage response){
if (response.Message == @”cross”){
string program=lab.cross(); //vola´n´ı metody cross tˇr´ıdy Labyrinth
base.StateChanged = true;
DiagramState a = new DiagramState();
State .program = program;
a.program = State.program; //nastaven´ı spousˇteˇne´ho programu
Increment();
Activate(ccr . Arbiter .Choice(
NxtBrickIOPort.StopProgram(new io.StopLegoProgramRequest()),
OnStopLegoProgramRequestSuccess,
delegate(soap.Fault fault ){ base.FaultHandler( fault , @”NxtBrickIOPort.StopProgram(new
io.StopLegoProgramRequest())”);
Decrement();
}));}
Vy´pis 13: Cˇa´st metody osˇetrˇuj´ıc´ı prˇ´ıjem bluetooth zpra´v
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Metoda cross zjist´ı, zda-li se jedna´ o prvn´ı krˇizˇovatku, pokud ano, vytvorˇ´ı novy´ objekt
typu Cross a nastav´ı jeho sourˇadnice a Id. Pak zap´ıˇse do souboru pr˚ujezd touto krˇizˇo-
vatkou. Pokud byla prozkouma´na, vra´t´ı jme´no programu na pr˚ujezd, pokud nebyla, vra´t´ı
jme´no programu na pr˚uzkum krˇizˇovatky. Prˇenastav´ı hodnotu aktua´ln´ı krˇizˇovatky na pro-
zkoumana´ a ulozˇ´ı informace o krˇizˇovatce do souboru (jen pro potrˇeby ladeˇn´ı). Nakonec
probeˇhne testova´n´ı, jestli se nejedna´ o c´ılovou krˇizˇovatku. Pokud ano a nen´ı nastaveno
nalezen´ı nejkratsˇ´ı cesty, program koncˇ´ı, jinak pokracˇuje v pr˚uzkumu, viz Vy´pis 14.
public string cross (){
if ( lastCross == null){
path.Push(startPoint ) ; // vlozˇen´ı kˇrizˇovatky do za´sobn´ıku procha´zene´ cesty
lastCross = new Cross(startPoint, lastId ) ;
vertexDictionary .Add(startPoint , lastCross ) ; // vlozˇen´ı kˇrizˇovatky do hash mapy objeveny´ch
kˇrizˇovatek
}
bool exploredBackup = lastCross.Explored;
lastCross .Explored = true;
// debug vy´pis do souboru
using (StreamWriter f = new StreamWriter(Path.Combine(OUTPUT PATH, ”path.txt”), true))
{
f .WriteLine(”cross id: ” + lastCross . Id + ” position : ” + lastCross . Position ) ;
};
if (exploredBackup){
return RUN OVER CROSS PROGRAM; //pokud je prozkoumana´ pouze pr˚ujezd kˇrizˇovatkou.
}
if ( lastCross . Position .Equals(endPoint)){
if ( findShortestPath && !goViaShortestPath){
return EXPLORE CROSS PROGRAM;
}
return FINISH PROGRAM; // c´ılova´ kˇrizˇovatka objevena, nehleda´me nejkratˇs´ı cestu
}
return EXPLORE CROSS PROGRAM;
}
Vy´pis 14: Metoda cross trˇ´ıdy Labyrinth
Prˇi prohleda´va´n´ı bludiˇsteˇ bylo nutne´ vytva´rˇet objektovou reprezentaci cele´ topologie.
K tomu bylo zapotrˇeb´ı prova´zat zachycen´ı prˇ´ıjmu zpra´v typu
”
straight“,
”
right“ a
”
left“,
ty bylo potrˇeba da´le zpracovat. Cˇa´st metody sluzˇby zachyta´vaj´ıc´ı zpra´vy byla popsa´na
vy´sˇe, viz Vy´pis 13, tentokra´t ale nebudeme zachyta´vat zpra´vu
”
cross“, ale vsˇechny trˇi
zpra´vy o smeˇru a budeme volat metodu direction trˇ´ıdy Labyrinth, ktera´ dostane jako
parametr zachyceny´ smeˇr. Metoda nic nevrac´ı, jen zpracuje prˇijate´ informace o smeˇrech
krˇizˇovatky. Cˇa´st ko´du te´to metody viz Vy´pis 15.
Tato metoda v za´vislosti na smeˇru, jaky´ byl prˇi prˇ´ıjezdu na krˇizˇovatku, dosad´ı reference
krˇizˇovatky na smeˇr, ktery´ byl zasla´n. Pu˚vodneˇ jsme meˇli za´meˇr, zˇe promeˇnne´ Straight,
Right, Left a Back trˇ´ıdy Cross se budou dosazovat v za´vislosti na smeˇru, ze ktere´ho robot
prˇijel. Cˇili naprˇ. Straight bude vzˇdy znamenat smeˇr rovneˇ tak, jak robot prˇijel. Nakonec
jsme dosˇli k za´veˇru, zˇe bude vhodneˇjˇs´ı, pokud bude kazˇda´ krˇizˇovatka orientovana´ stejneˇ.
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Cˇili naprˇ. Straight bude vzˇdy nahoru vzhledem k bludiˇsti bez ohledu na smeˇr, ktery´m
robot prˇijel. Proto mus´ı by´t osˇetrˇeny vsˇechny smeˇry, zde je videˇt jen smeˇr UP.
public void direction ( String direction ){
//debug vypis
using (StreamWriter f = new StreamWriter(Path.Combine(OUTPUT PATH, ”path.txt”), true))
{
f .WriteLine( direction ) ;
};
//pokud je posledn´ı smeˇr j´ızdy dopˇredu
if ( lastDirection == UP){
// pˇrijato bylo rovneˇ
if ( direction .Equals(”straight ”) && lastCross. Straight == null){
lastCross . Straight = processDirection(vectorUp);
lastCross . Straight .Back = lastCross;
}
else if ( direction .Equals(” left ”) && lastCross.Left == null){
lastCross . Left = processDirection( vectorLeft ) ;
lastCross . Left .Right = lastCross ;
}
else if ( direction .Equals(”right ”) && lastCross.Right == null){
lastCross .Right = processDirection(vectorRight) ;
lastCross .Right. Left = lastCross ;
}
}
...
}
Vy´pis 15: Metoda direction trˇ´ıdy Labyrinth
Metoda processDirection dostane jako parametr vektor smeˇru, ve ktere´m se nacha´z´ı
objevena´ krˇizˇovatka a vypocˇte jej´ı sourˇadnice a vra´t´ı novy´ objekt te´to krˇizˇovatky.
public Cross processDirection (Size direction ){
// Vy´pocˇet souˇradnice sousedn´ı kˇrizˇovatky v˜tomto smeˇru
nextPoint = Point.Add(lastCross . Position , direction ) ;
// Test zda uzˇ nebyla objevena
if (! vertexDictionary .ContainsKey(nextPoint)){
// Vytvoˇren´ı nove´ho objektu
lastId ++;
Cross nextCross = new Cross(nextPoint, lastId ) ;
vertexDictionary .Add(nextPoint, nextCross) ;
return nextCross;
}else{
// Na´vrat kˇrizˇovatky z˜pameˇti objeveny´ch kˇrizˇovatek
Cross oldCross = vertexDictionary [nextPoint ];
return oldCross ;
}
}
Vy´pis 16: Metoda processDirection trˇ´ıdy Labyrinth
Da´le bylo potrˇeba zajistit asi nejd˚ulezˇiteˇjˇs´ı cˇa´st, logiku prohleda´va´n´ı. Po prozkou-
ma´n´ı krˇizˇovatky a prˇ´ıjmu zpra´vy
”
explored“ nebo pr˚ujezdu krˇizˇovatkou a prˇ´ıjmu zpra´vy
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”
over cross“ se mus´ı robot rozhodnout o smeˇru dalˇs´ıho pr˚uzkumu. Opeˇt bylo nutno pro-
va´zat metodu prˇ´ıjmu bluetooth zpra´v s trˇ´ıdou Labyrinth. Pro oba typy zpra´v je funkce
podobna´, vzˇdy se mus´ı vypocˇ´ıst smeˇr dalˇs´ıho prohleda´va´n´ı a vra´tit jme´no programu pro
natocˇen´ı do tohoto smeˇru. Proto obeˇ zpra´vy navazuj´ı na stejnou metodu, pouze maj´ı jiny´
parametr typu boolean prozkouma´no ANO/NE. Prova´za´n´ı je s metodou getCenterPro-
gram, ktera´ stejneˇ jako metoda cross, vrac´ı jme´no spousˇteˇne´ho programu. Tentokra´t jde
ale o jeden z programu˚, ktery´ se stara´ o natocˇen´ı robota do jednoho ze cˇtyrˇ smeˇr˚u. Tato
metoda je prˇ´ıliˇs rozsa´hla´ na to, abych zde da´val jej´ı vy´pis. Proto ji alesponˇ pop´ıˇsi.
Nejprve probeˇhne testova´n´ı zda robot jizˇ nejede nejkratsˇ´ı vypocˇ´ıtanou cestou do c´ıle.
V takove´m prˇ´ıpadeˇ se vra´t´ı krˇizˇovatka vybrana´ ze za´sobn´ıku vypocˇ´ıtane´ nejkratsˇ´ı cesty
(vytvorˇen´ı za´sobn´ıku s vypocˇ´ıtanou nejkratsˇ´ı cestou bude popsa´no pozdeˇji) a z n´ı se vypo-
cˇ´ıta´ smeˇr dalˇs´ı cesty. Pote´ dojde k proveˇrˇen´ı, jestli sousedn´ı krˇizˇovatka nen´ı c´ıl. Pokud se
nehleda´ nejkratsˇ´ı cesta, robot pojede prˇ´ımo k c´ıli. Pokud nenastane ani jedna z mozˇnost´ı, je
vybra´n jeden z neprozkoumany´ch smeˇr˚u v porˇad´ı vzhledem k poloze robota: nejprve rovneˇ,
doleva a nakonec doprava. Smeˇr zpeˇt je jisteˇ prozkoumany´, nen´ı trˇeba jej testovat. Pokud
jsou vsˇechny trˇi smeˇry prozkouma´ny, docha´z´ı k vracen´ı robota po cesteˇ, ze ktere´ prˇijel.
Proto se ze za´sobn´ıku aktua´lneˇ procha´zene´ cesty vybere naposledy procha´zena´ krˇizˇovatka
prˇed aktua´ln´ı krˇizˇovatkou. Pozn. pokud byla posledneˇ procha´zena´ krˇizˇovatka slepa´ ulicˇka,
automaticky byla vyjmuta ze za´sobn´ıku prˇi na´vratu zpeˇt a vybere se krˇizˇovatka procha´zena´
prˇed vyjmutou krˇizˇovatkou. Takto je procha´zen´ım do hloubky prozkouma´va´no bludiˇsteˇ.
Pokud je nastaveno hleda´n´ı nejkratsˇ´ı cesty je prozkouma´no cele´ bludiˇsteˇ a dokud se robot
nevra´t´ı na startovn´ı pozici nezacˇne vy´pocˇet nejkratsˇ´ı cesty. Pokud se nehleda´ nejkratsˇ´ı
cesta, pravdeˇpodobneˇ k nalezen´ı c´ıle nebude potrˇebovat prozkoumat cele´ bludiˇsteˇ.
Hleda´n´ı nejkratsˇ´ı cesty je za´visle´ na prohleda´n´ı u´plneˇ cele´ho bludiˇsteˇ. V opacˇne´m
prˇ´ıpadeˇ by mohlo doj´ıt k tomu, zˇe algoritmus nevra´t´ı nejkratsˇ´ı cestu, protozˇe ji robot
prosteˇ neobjevil. Takzˇe propocˇ´ıta´va´n´ı nejkratsˇ´ı cesty zacˇ´ına´ v momentu, kdy je robot ve
startovn´ı pozici a vsˇechny cesty z n´ı vedouc´ı jsou prozkoumane´. Pro hleda´n´ı nejkratsˇ´ı cesty
jsme vytvorˇili trˇ´ıdu ShortestPath. Ta obsahuje objekt Point, pozici krˇizˇovatky a referenci na
prˇedesˇly´ ShortestPath. Slouzˇ´ı jen jako datova´ struktura vytva´rˇej´ıc´ı zrˇeteˇzeny´ seznam bod˚u
krˇizˇovatek. Tak jsme schopni po procha´zen´ı do sˇ´ıˇrky a nalezen´ı c´ıle zpeˇtneˇ vykonstruovat
nalezenou nejkratsˇ´ı cestu. U prohleda´va´n´ı do sˇ´ıˇrky cest s jednotnou vzda´lenost´ı je zarucˇeno,
zˇe nejprve nalezneme c´ıl tou nejkratsˇ´ı cestou.
Prohleda´van´ı do sˇ´ıˇrky funguje na´sledovneˇ. Zacˇ´ına´me vlozˇen´ım startovn´ıho bodu do
fronty. V nasˇem prˇ´ıpadeˇ jsme vlozˇili do fronty objekt ShortestPath obsahuj´ıc´ı startovn´ı
pozici krˇizˇovatky, neukazuj´ıc´ı na zˇa´dny´ prˇedchoz´ı objekt ShortestPath. Startovn´ı pozici
taky vlozˇ´ıme do mnozˇiny zpracovany´ch bod˚u. Pak, dokud je fronta nepra´zdna´ nebo dokud
nenalezneme c´ıl, vyb´ıra´me objekty ShortestPath z fronty. Z vybrane´ho objektu pomoc´ı
pozice z´ıska´me objekt krˇizˇovatky. Pokud neˇktera´ ze sousedn´ıch krˇizˇovatek nen´ı v mnozˇineˇ
zpracovany´ch, vytvorˇ´ıme ShortestPath objekt s jej´ı pozic´ı a referenc´ı na vyjmuty´ Shor-
testPath z fronty. Takto vytvorˇeny´ objekt prˇida´me do fronty. Po vlozˇen´ı ji oznacˇ´ıme za
zpracovanou. Pokracˇujeme, dokud nenalezneme c´ılovou krˇizˇovatku. V te´to chv´ıli ma´me
nejkratsˇ´ı cestu do c´ıle v obra´cene´m porˇad´ı, tedy z c´ılove´ do startovn´ı krˇizˇovatky. Proto
do za´sobn´ıku s nejkratsˇ´ı cestou budeme postupneˇ prˇida´vat objekty z posledn´ıho objektu
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ShortestPath tak dlouho, dokud odkazuje na dalˇs´ı ShortestPath. Nakonec ma´me nejkratsˇ´ı
cestu ve spra´vne´m porˇad´ı. Ted’ mu˚zˇeme prˇedat smeˇr k dalˇs´ı krˇizˇovatce po nejkratsˇ´ı cesteˇ.
Tak robot pokracˇuje azˇ do doby, kdy je za´sobn´ık pra´zdny´, a t´ım pa´dem se nacha´z´ı na
c´ılove´ krˇizˇovatce, viz Vy´pis 17.
private void calculateShortestPath (){
Dictionary<Point, Cross> processed = new Dictionary<Point, Cross>(VRCHOLU);
Queue<ShortestPath> workingQueue = new Queue<ShortestPath>(VRCHOLU);
workingQueue.Enqueue(new ShortestPath(startPoint, null)) ;
processed [ startPoint ] = null ;
ShortestPath processPath = null ;
ShortestPath nextPath = null;
Cross processCross ;
bool found = false ;
while (workingQueue.Count > 0)
{
processPath = workingQueue.Dequeue();
processCross = vertexDictionary [processPath.LastCrossPoint ];
if (processCross . Straight != null){
if (! processed .ContainsKey(processCross. Straight . Position )){
processed [ processCross . Straight . Position ] = null ;
nextPath = new ShortestPath(processCross.Straight . Position , processPath);
if (processCross . Straight . Position .Equals(endPoint)){
found = true;
break;
}
workingQueue.Enqueue(nextPath);
}
}
if (processCross . Left != null){
...
}
if (processCross .Right != null){
...
}
if (processCross .Back != null){
...
}
if (found){
while (nextPath.PreviousCrossPath != null){
shortestPath .Push(nextPath.LastCrossPoint);
nextPath = nextPath.PreviousCrossPath;
}
}
}
}
Vy´pis 17: Metoda calculateShortestPath trˇ´ıdy Labyrinth
Pro testova´n´ı logiky prohleda´va´n´ı jsme nepotrˇebovali v˚ubec prostrˇed´ı MRDS, stacˇilo
vhodneˇ volat metody trˇ´ıdy Labyrinth a debuggovat ve Visual Studiu. Postupneˇ jsme prˇi-
da´vali vola´n´ı metod a sledovali stav promeˇnny´ch a na´vratove´ hodnoty funkc´ı. Pro velkou
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mapu to byla sice cˇasoveˇ na´rocˇna´ procedura, ale vy´sledek byl uspokojivy´. Bohuzˇel se
tak testovala jen logika aplikace za prˇedpokladu, zˇe NXT–G programy v robotovi budou
fungovat spra´vneˇ (naprˇ. spra´vneˇ detekuje vsˇechny cesty vedouc´ı z krˇizˇovatky). Simulace
prozkouma´n´ı neˇkolika krˇizˇovatek viz Vy´pis 18.
public static void Main(){
Labyrinth l = new Labyrinth(); //Vytvoˇren´ı objektu tˇr´ıdy Labyrinth
string program = l.cross () ; //Simulace pˇr´ıjezdu na kˇrizˇovatku
Console.WriteLine(”ID: ” + l. lastCross . Id + ” ” + l. lastCross . Position ) ;
Console.WriteLine(program);
l . direction (”straight ”) ; //Simulace detekce cesty vedouc´ı rovneˇ
Console.WriteLine( l .getCenterProgram(false)); //Test spra´vnosti smeˇru dalˇs´ıho prohleda´va´n´ı
// Dalˇs´ı kˇrizˇovatka
program = l.cross () ;
Console.WriteLine(”\nID: ” + l. lastCross . Id + ” ” + l. lastCross . Position ) ;
Console.WriteLine(program);
l . direction (”straight ”) ;
l . direction (”right ”) ;
l . direction (”left ”) ;
Console.WriteLine( l .getCenterProgram(false));
...
}
Vy´pis 18: Debbugova´n´ı pr˚uzkumu pa´r krˇizˇovatek
Takto vytvorˇena´ aplikace funguje a je k videˇn´ı na video kana´lu nasˇ´ı katedry informatiky
<http://www.youtube.com/user/informatikaVSB#p/u/0/CFvaKd2C8Mk>.
Tento kana´l zalozˇil Ing. Michal Radecky´. Jemu taky vdeˇcˇ´ım za sestrˇih tohoto videa. Video
je dvakra´t zrychleno, celkoveˇ trvalo prohleda´va´n´ı a nalezen´ı nejkratsˇ´ı cesty neˇco okolo 10
minut. Je to zp˚usobeno prˇedevsˇ´ım nutnou prodlevou mezi ukoncˇen´ım a spusˇteˇn´ım NXT–G
programu˚. Prˇi nizˇsˇ´ıch nezˇ 1,5s intervalech mezi spusˇteˇn´ım docha´zelo k tomu, zˇe se program
nespustil. Tento nedostatek se na´m bohuzˇel doposud nepodarˇilo odstranit. Pu˚vodneˇ jsme
testovali robota na mensˇ´ım bludiˇsti se 6 krˇizˇovatkami, tam nebylo zpozˇdeˇn´ı prˇ´ıliˇs znatelne´.
Prˇi 24 krˇizˇovatka´ch to uzˇ ale byla velka´ cˇasova´ ztra´ta. Prˇi konkre´tn´ı navrzˇene´ topologii
bludiˇsteˇ musel robot projet v´ıce nezˇ 50 krˇizˇovatkami, nezˇ se dostal nejkratsˇ´ı cestou do
c´ıle, a to i prˇes optimalizaci prohleda´va´n´ı. Prˇi pr˚uzkumu projede vsˇechny krˇizˇovatky, ale
neˇkdy nemus´ı projet vsˇechny cesty mezi krˇizˇovatkami. Zjist´ı si, jestli je sousedn´ı krˇizˇovatka
prozkoumana´, pokud ano, uzˇ k n´ı touto cestou nejede. Pokud sousedn´ı krˇizˇovatka ma´ jesˇteˇ
neˇjake´ dalˇs´ı neprozkoumane´ cesty, je zarucˇeno, zˇe se prˇi prohleda´va´n´ı do hloubky neˇkdy
k te´to krˇizˇovatce vra´t´ı a prozkouma´ je.
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C´ıl te´to pra´ce byl splneˇn. Byla implementova´na aplikace pro robota LEGO Mindstorms
NXT v prostrˇed´ı MRDS popsane´m v kapitole 4. Bohuzˇel vznikly proble´my v komuni-
kaci mezi MRDS a LEGO NXT popsane´ v kapitole 6.1, ktere´ znemozˇnily rˇesˇen´ı aplikac´ı
vyzˇaduj´ıc´ı informace ze senzor˚u v rea´lne´m cˇase. Mozˇna´ u robot˚u jiny´ch platforem k to-
muto proble´mu v kombinaci s MRDS nedocha´z´ı. Tento proble´m byl vyrˇesˇen napsa´n´ım cˇa´sti
aplikace v na´stroji LEGO Mindstorms (NXT–G) popsane´m v kapitole 2.3. Prˇesto povazˇuji
MRDS sice jako revolucˇn´ı mysˇlenku podpory programova´n´ı velke´ sˇka´ly platforem robot˚u,
pro LEGO Mindstorms NXT vsˇak dle me´ho na´zoru nejlepsˇ´ı na´stroj na programova´n´ı je
RobotC popsany´ v kapitole 3.
V te´to pra´ci se na´m podarˇilo vytvorˇit aplikaci pro LEGO robota, ktery´ je schopen
rˇesˇit bludiˇsteˇ a najde v neˇm nejkratsˇ´ı cestu. To vsˇe s pouzˇit´ım na´stroj˚u MRDS a LEGO
Mindstorms (NXT–G). Prozkouma´n byl i velmi zdarˇily´ na´stroj RobotC, ktery´ hodnot´ım
asi jako nejlepsˇ´ı z teˇch, co jsem meˇl mozˇnost poznat. Bohuzˇel se na´m nepodarˇilo odstranit
cˇasovou prodlevu mezi spousˇteˇn´ım NXT–G programu˚. To je na´meˇt pro dalˇs´ı pra´ci.
Pozdeˇji jsme prˇemy´sˇleli nad t´ım, jak omezit cˇasovou prodlevu mezi spousˇteˇny´mi pro-
gramy NXT–G. Napadlo na´s, zˇe by se vytvorˇil jeden komplexn´ı NXT–G program, obsa-
huj´ıc´ı vsˇechny potrˇebne´ programy. Jejich spusˇteˇn´ı by pak za´viselo na zpra´veˇ bluetooth
zaslane´ z pocˇ´ıtacˇe. Pak by se spustil NXT–G program pouze jednou, a t´ım by se odstra-
nila cˇasova´ prodleva. Spusˇteˇn´ı podprogramu po zasla´n´ı bluetooth zpra´vy by bylo te´meˇrˇ
okamzˇite´. Nev´ım ovsˇem, zda–li by se sjednocen´ım programu˚ do jednoho bloku v konecˇne´m
d˚usledku nezveˇtsˇila pameˇt’ova´ velikost cele´ho programu. Pak by mohlo nastat to, zˇe se
NXT–G program nevejde do pameˇti robota NXT.
David Turonˇ
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