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Introduction
 SIP telephony services 















• Formal semantics unavailable
• Reference implementation may be unavailable
 Service developers
• Must study reference implementation
• Must not corrupt the underlying platform
 Platform developers
• Difficult to port a language to another run-time system
• Difficult to provide another implementation of a run-time system
How to design and develop a scripting language dedicated to 





































• Simple and expressive







• Raises the abstraction 
level
• Consists of a set of 
events and a state





• Defines SPL runtime 
behavior
• Eases implementation



























1st Step: A SIP Virtual Machine
INVITE





• Introduces SIP VM events







response incoming INVITE() {
[…]
response resp = forward ;
if (resp == /ERROR) {


































response outgoing REGISTER() {




























branch hotline {... }
branch default {... }
}
response BYE() {
branch hotline {... }
branch personal {... }
branch default {... }
}
}











3rd Step: Formal Semantics
Dynamic semantics
• Defines SPL runtime 
behavior
• Eases implementation
• Verifies runtime properties
Static semantics
How to verify properties 


















































response BYE () {
string duration = time_to_string(getTime() – start);




















Static semantics: Service Analyses
Example of property to ensure: forward use
When a positive response is received, no 









response incoming INVITE() {
[…]
response r = forward;
if (r == /ERROR) {






response Some(incoming) INVITE {
response r;
r = fwd None;
cond(r == /ERROR,
r = fwd Some (sip:phoenix.secretary@inria.fr);
return r,
return r)  
}

















response Some(incoming) INVITE {
response r;
r = fwd None;
cond(
r == /ERROR,







response incoming INVITE() {
[…]
response r = forward;
if (r == /ERROR) {
return r;
} else {




response incoming INVITE() {
[…]
response r = forward;
if (r == /ERROR) {






Service Analyses - forward Use Example
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forward Use Analysis for an Invalid Service
response Some(incoming) INVITE {
response r;
r = fwd None;
cond(r == /ERROR, 
return r,


















3rd Step: Formal Semantics
Dynamic semantics
• Defines SPL runtime 
behavior
• Eases implementation
• Verifies runtime properties
Static semantics
How to verify properties 





































let interpret message phi sigma service = 
match message with
(I_INVITE(rid, did), direction, rqid) ->
let address = [service;(Reg, rid);(Dial, did)] in
let branch = lookup_branches(sigma, parent(address) ) in
let sigma' =
create_session(phi, sigma, address, branch, Some(If .UNINVITE)) in
let (m_par, decls, stmts, envs, sigma'') = 
prepare_handler(phi, sigma', address, direction, If .INVITE) in
let tau = (sigma'', address) in
let rho = (envs, (m_par, rqid), []) in
spl_handler_body tau rho ([]::[[T_INITIAL_INVITE(ph i)]]) (decls, stmts)
A Direct Interpreter Implementation
From The Dynamic Semantics
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Dynamic Semantics
 About 100 semantic rules
 Documentation
• To understand program behavior
• To implement the SPL interpreter
• Language independent
 Straightforward implementation
• 1 week in OCaml









• Robust and verifiable services
• Straightforward implementation
 The Session Processing Language
• A call queuing service in about 100 lines
• A SIP application server based on JAIN SIP API
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Ongoing Work




• Inter-event control flow reachability
• Optimizations
 Πανταχου (Pantachou) 
• Composition language for ubiquitous services
• Rely on SIP network
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Thank You For Your Attention !
http://phoenix.labri.fr/software/spl/
