We present the design and implementation of a generic framework for cooperative multi-issue oneto-many negotiations for optimal service provisioning in collaborative disaster management information systems. The framework allows us to define negotiation protocols, negotiation subjects, properties of negotiation subject issues, deal spaces, and utility functions of participant agents. This framework was integrated into a service oriented architecture for complex collaborative processing in distributed information systems.
Introduction
Increasing complexity of real-world problems demand special support for distributed collaborative problem solving. Multi-agent systems (MAS) are a special class of distributed systems that combine interaction and coordination with distribution of computation to improve performance of problem solving processes.
MAS were successfully applied for solving problems that require distributed reasoning, decentralization and collaboration. An example is a collaboration system for helping human experts and population to deal with disasters (see the DIADEM project 1 [1] , [2] ). DIADEM targets crisis management in the context of chemical incidents in industrial and urban areas.
The Dynamic Process Integration Framework (DPIF) [3] is the underlying service-oriented MAS on which the DIADEM system is based. Our service negotiation components are an enhancement of the DPIF for improving the self-configuration based on service discovery and matching, with a finer level of control based on one-to-many negotiation. More specifically, rather than focusing on a perfect matching 1 . DIADEM -Distributed information acquisition and decisionmaking for environmental management: http://www.ist-diadem.eu/ at the service discovery level, negotiation allows us to filter potential links found through service discovery based on additional dynamically-adjustable service parameters.
The design and implementation of our negotiation components follow the conceptual framework for service negotiation that we developed for DIADEM [4] , [5] . Relevant related work introducing other negotiation frameworks are [6] , [7] , [8] , and [9] , but discussion of these frameworks is beyond the scope of this paper.
The paper is structured as follows. In section 2 we briefly review the DPIF framework and the conceptual model of service negotiation. In section 3 we introduce the architecture and design of DPIF negotiation software. Section 4 presents a sample configuration of DPIF negotiation software for a specific type of negotiation. Section 5 concludes and points to future works.
Background
The DIADEM system is based on the DPIF [3] service oriented architecture supporting complex collaborative processing in distributed systems. The DPIF approach is relevant for many contemporary applications that require reasoning about complex processes and phenomena in real world domains [10] .
The DPIF supports seamless integration of heterogeneous domain knowledge and processing capabilities encapsulated by software agents into coherent distributed collaborative processes. The DPIF combines MAS and service oriented paradigms in new ways which facilitate the implementation of hybrid collaborative reasoning systems with emergent problem solving capabilities. In contrast to traditional MAS, the DPIF facilitates integration of human cognitive capabilities right into problem solving processes in workflows; humans are not mere users of an automated system, but contribute as processing resources. From the problem solving perspective, the humans can be viewed as a specific type of processing module, integrated into the overall processing system via assistant agents.
In the DPIF, communication links between local processes in agents are facilitated firstly using service discovery: whenever an agent supplying some service (we will call this service the parent service, and the agent implementing it the manager) in a workflow requires data relating to some other service (we will call this required service the child service, and the agent implementing it the contractor), a communication link needs to be established between the manager agent and the contractor agent. However, there are two important aspects that affect whether and why links are established: i) we might have several agents in the system that provide the same service, i.e. that are able to realize the same task, and ii) we cannot always assume that an agent providing a service will automatically agree to supply the service asked for by a requesting agent. For example, the provider might be overloaded, or it might even consider that establishing a link is inappropriate, given the current context.
In addition, service discovery alone can only offer links between agents based on a broad level of service matching, while for solving a particular problem, a finer level of control is required to match services on additional parameters. Establishing links is based on one-to-many service negotiation. Rather than performing perfect matching with service discovery, negotiation allows us to filter potential links found through service discovery based on additional service parameters.
Negotiation is a process that describes the interaction between one or more participants that must agree on a subject by exchanging deals or proposals about this subject. Negotiation about a service that one or more participants agree to provide to other participants is called service negotiation.
We have developed a conceptual framework for service negotiation that is used in the DPIF. The framework is generic and addresses negotiation protocols, negotiation subjects and decision components. Because of the lack of space we only briefly review the framework here, for details please consult [5] .
Our protocol supports one-to-many negotiations and it defines two roles: manager and contractor. The manager is the agent that requests a service and thus initiates the negotiation. The contractor is the agent that is able to provide the service requested by the manager. A set of generic negotiation steps are defined: (i) subject identification and negotiation announcement (initiation of negotiation), (ii) making proposals and counter-proposals, (iii) deciding whether an agreement Negotiation subject comprises the service description and a subset of the service parameters that are important decision factors during negotiation (i.e. they are taken into consideration when selecting the appropriate service providers). During negotiation, these parameters are considered negotiation issues. Thus, when the negotiation designer configures the service, he also defines the negotiable parameters of the service (negotiation issues). Issues are described by properties including: name, data type, weight. Note that in our current model, negotiation issues are considered independent. This means that the total utility of a negotiation proposal is the weighted sum of partial utilities of each independent negotiation issue.
Architecture and Design
Typical DPIF agents have two plugins: (i) the Processing Engine that deals with service specific processing, and (ii) the Communication Engine that provides external communication facilities with other agents. As negotiations involve message exchanges between agents, the negotiation component requires access to external communication facilities and thus the negotiation module is part of the Communication Engine. Figure 1 shows the integration of the negotiation component (Negotiator) into the DPIF. The Communication Engine routes negotiation messages to the Negotiator, which handles negotiation messages for all negotiations in which the agent is involved.
The conceptual negotiation framework introduced in [5] was mapped to the design and implementation of a software framework for one-to-many, multiissue service negotiations. The software framework describes software engineering design artifacts (interfaces, classes, and their interaction constraints) that form the base of the DPIF negotiation software.
Negotiation issues are represented using Issue objects. The base class Issue contains the following information: (i) the name of the issue, which uniquely identifies the issue in a subject, and (ii) the data type of the issue (e.g. integer, real number, location, time a.o.). The Issue type is extended in order to characterize issues as their are used at different time moments during a negotiation (see Figure 2) .
Descriptions of issues are contained by the negotiation subject that is sent to the contractors by the manager agent when a negotiation is started. These descriptions are represented using SubjectIssue objects. A SubjectIssue type contains the following information: (i) the value type that describes if the issue is negotiable or not, i.e. if the issue value is fixed by the manager or if the contractors can propose different values for this issue; (ii) the set of possible values of this issue established by the manager if the issue is fixed; this is a strict (often singleton) subset of the domain of values of that issue.
The values of an issue of a negotiation deal proposed by a contractor are part of a DealIssue object. The information contained by this type of object represents the value proposed for the issue.
Preferences about issues, that are usually kept private by the manager agent, are represented using IssuePreference objects that contain: (i) a reference value that is considered by the manager as the ideal value of the issue, i.e. the value that it mostly prefers; (ii) the monotony (increasing or decreasing) that describes if the manager prefers values of the issue that are closer to its reference value (decreasing), or values further away from its reference value (increasing); (iii) the weight that describes the relative importance of an issue in the negotiation subject.
Subjects, deals and reference deals (deals with reference values and properties that are private to the manager agent) are represented using objects of type Subject, Deal, and ReferenceDeal. These classes extend the base type IssueSet that represents a generic set of issues. They represent sets of specialized issue objects, as follows: (i) Subject represents a set of SubjectIssue objects, (ii) Deal represents a set of DealIssue objects, and (iii) ReferenceDeal represents a set of IssuePreference objects (see Figure 3) .
Negotiation protocols and strategies are implemented using Negotiation objects (see Figure 4 ). These objects support one-to-many negotiations. Each Negotiation object handles a single negotiation. Negotiation objects are annotated with a role (see the type Role in Figure 4 ) that defines the role that the agent plays in the negotiation. Additionally, Negotiation objects contain placeholders for the following types of objects:
• DealSpace -a class used to represent the space of possible deals that a contractor can propose. The contractor queries this object for determining proposals during negotiations. This object must be extended in order to provide specific functionality. An interesting specialization is a deal space that lets a human user to build a deal using GUIs.
• Subject -a class that describes the negotiation subject so that both manager and contractors know the subject of their negotiation.
• A collection of NegotiationListener objects. A NegotiationListener object is used by any external component that subscribes to automatically get notifications about negotiation events. For exam- Figure 5 : DIADEMNegotiator is a collection of active one-to-many, service negotiations. A negotiation is implemented by an DIADEMServiceNegotiation object that extends the base type Negotiation ple, a component may want to be notified when a negotiation starts or when a negotiation ends.
• A reference to an IUtility object. IUtility is base type for objects implementing utility functions. Utility functions are used by managers to rank proposals and by contractors to choose proposals.
• A collection of issue utility functions. These are functions used to convert an issue value to a real number. For example, an issue utility function can be used to convert locations represented as GPS coordinates to a real number that will be used by a global utility function (typically an implementation of IUtility) to aggregate utility values of all the issues. The Negotiation object contains the implementation of a negotiation protocol. The handleMessage method handles negotiation messages by calling internal functions that implement the logic required by the states of the negotiation protocol. The strategy implementation is usually distributed among the Negotiation object, the deal space and the utility functions. So implementation of a new negotiation protocol is just as easy as providing new implementations for the Negotiation, DealSpace and IUtility types.
The Negotiation object provides support for generic one-to-many negotiations. In order to make Negotiation object compatible with DIADEM negotiations, an extension of this object is provided, DIADEMServiceNegotiation, that supports negotiation for DI-ADEM services. DIADEMServiceNegotiation contains the following additional information: (i) the service that is negotiated; (ii) the identifier of the negotiation; (iii) a reference to the Communication Engine, for communication purposes; (iv) a reference to a Negotiator object that is part of the Communication Engine (not to be confused with the Negotiation object described earlier, that is also part of the negotiation framework). DIADEMServiceNegotiation can be further specialized in order to implement a specific negotiation protocol for the DIADEM system (an example is given in section 4).
Integration of the negotiation framework into DPIF is achieved through Negotiator objects (see Figure 1) . A Negotiator object is created inside the Communication Engine. It implements the logic of creating Negotiation objects and handling of all negotiation messages that are received by the agent.
The type of Negotiator currently in use in DPIF for the DIADEM system is called DIADEMNegotiator. It represents a collection of DIADEMServiceNegotiation objects (see Figure 5 ). This negotiator manages all active negotiations of an agent, irrespective of whether the agent has the role of a manager or a contractor. Each negotiation has a unique identifier that is attached to each negotiation message exchanged during negotiation. Using this identifier, DIADEMNegotiator is able to route negotiation messages to the correct Negotiation objects.
Note that creation of a negotiation process must be distinguished from the creation of corresponding Negotiation objects on manager and contractor sides. A negotiation process is always created by a manager when it autonomously decides that it needs a service and consequently starts a negotiation for it. Each new negotiation must be registered to the Negotiator on both sides (manager and contractor). This is done by creating a new Negotiation object and adding it to the collection of negotiation objects of the Negotiator.
Negotiation objects are created inside DIADEMNegotiator: (i) by the manager agent when it starts the negotiation; (ii) by the contractor agent when a negotiation announcement message is received. Negotiation objects are removed from the set of active negotiations (in DIADEMNegotiator) when their corresponding negotiations end. DIADEMNegotiator is the main subscriber for receiving notifications from all contained Negotiation objects. In this way, it is constantly informed about negotiation events that occur during negotiations, such as receiving a proposal, or ending negotiation.
Sample Implementation
The default negotiation in DPIF is an implementation of Contract Net (CNET hereafter) [11] . A manager agent starts a negotiation for a service by sending a call for proposals (task announcement) to contractor agents. Contractor agents then decide whether to en- If their decision regarding engagement in negotiation is positive, they must set the conditions under which they will be able to provide the required service (compute proposals). Contractors evaluate possible proposals using a utility function that takes into consideration the effort needed to provide the service under the conditions specified in the proposals. After all the proposals have been received or after a given deadline has passed, the manager selects some proposals (zero, one, or more) that give him high utility values and informs the winner agents. The manager uses a weighted sum utility function to evaluate proposals. A connection is created between the manager agent and the contractors that are awarded the service. At this point negotiation ends. Service provisioning will be done at a later step, following the connection created between manager and the winner contractors. Note that although the default negotiation protocol is CNET, the framework allows the use of arbitrary negotiation schemes, supporting domain specific oneto-many negotiation approaches where protocol, negotiation subject and strategies are specified during a configuration phase. Figure 6 shows the objects that comprise the implementation of CNET. Most of them are extensions of the objects in the negotiation framework presented in Figure 4 . In order to create the CNET mechanism, we extended the object that supports service negotiations for DIADEM (DIADEMServiceNegotiation) and created a new negotiation object that supports CNET negotiations: DIADEMCnet. This object contains details specific to the agent negotiation role: (i) for the manager role, it keeps an instance of an object called ManagerDetails that contains: the reference deal, the contractors involved in negotiation with the manager, the contractors that have refused to send proposals, the proposals received, the contractors that have been refused and the contractor that has been selected as the service provider (i.e. the contractor that won the negotiation). Additionally, for the CNET manager role a Negotiation object keeps an instance of a utility function that the manager agent is using to evaluate proposals -AdditiveWeightedUtility; (ii) for the contractor role, it keeps an instance of an object called ContractorDetails that contains: the identifier of the manager agent involved in negotiation with the contractor and the proposal that the contractor has sent to the manager. Additionally, the DIADEMCnet negotiation object keeps an instance of a utility function of the contractor agent -ContractorEffort, see [5] for details, and a reference to a deal space object.
The logic in DIADEMCnet closely follows the CNET protocol, with the exception of deadlines and service provision messages. External messages are handled by the handleMessage method, which triggers internal methods specific to each message type. The strategy for the manager is implemented in AdditiveWeightedUtility by aggregating utility values of all the issues as a weighted sum. The strategy for the contractor is implemented in ContractorUtility and its deal space UIDealSpace (see Figure 6 ). This deal space allows a human expert to manually build a proposal using a GUI. Note that deal spaces that automatically generate proposals can also be implemented. Figure 7 shows the interaction between the components of a manager agent during a negotiation. When a signal to start a negotiation is received from the Communication Engine, the DIADEMCnet negotiation object is initialized and sends call for proposals to all potential contractors. When the manager receives a proposal from a contractor, it evaluates it using the utility function and stored into ManagerDetails. When a refuse message is received, it is just stored into ManagerDetails. When responses from contractor agents have been received, the manager sends them appropriate messages: either accept messages, if their proposals have scored high utility, or reject messages, if their proposals have scored low utility. The same process is shown from the contractor's point of view in Figure 8 . When a contractor receives a "call for proposals" message, a negotiation object is initialized, the manager of the negotiation is registered into ContractorDetails and then the contractor proceeds to generation of a proposal. If a proposal was successfully generated, it is evaluated against the utility function, stored into ContractorDetails and finally sent to the manager. If there is no proposal, a refuse message is sent to the manager meaning that the contractor is not willing or able to supply the service.
Conclusions
We presented a design and implementation of a generic one-to-many service negotiation framework and its integration into DPIF service oriented architecture for distributed collaborative processing. The framework allows the definition of negotiation protocols, negotiation subjects, properties of negotiation subject issues, deal spaces, and utility functions of participant agents. As future work we plan to: (i) configure negotiations for a DIADEM scenario taken from [1] and implemented using DPIF tools; (ii) evaluate negotiations for this scenario using our model introduced in [12] .
