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The ALGOL 60 program, presented in this report, was written essentially 
in the years 1964-1965 at the Mathematical Centre in Amsterdam by 
F.E.J. Kruseman Aretz (now at Philips Research Laboratories, Eindhoven). 
It is able to translate programs, written in the source language ALGOL 60, 
into a target language, being bit-patterns in the memory of an EL-X8 com,-
puter. This ALGOL version of the ALGOL compiler has been used as a blue-
print for a version in ELAN, the symbolic assembly language for the EL-XS 
and has been in operation from november 1965. 
This report is rather late, due to many other obligations on the part of 
one of the authors. However, although the EL-X8 will be obsolete soon, 
publication of this report still seems of some value, because most of it 
is rather machine-independent, and as such it may serve as an illustration 
of compiler techniques. 
For the preparation of this report, P.J.W. ten Hagen updated the ALGOL 60 
version of the compiler and brought it in close correspondence to the ELAN 
version. Later on some further improvements were made, especially in the 
algorithm generating the line number bookkeeping instructions. For the 




0.0 HISTORICAL NOTES 
The ALGOL 60 program presented in this report, constitutes a complete 
ALGOL 60 translator. It is able to read in a text, written in ALGOL 60 
and punched in the so-called MC flexowriter code, and to produce from it 
a machine program for an EL-X8 computer. 
i 
The MC ALGOL 60 system for the EL-X8 has been in development for a couple 
of years, and it had to fulfil a number of (almost contradictory) require-
ments: 
1) it should be adapted to the smallest X8 configuration possible (i.e. 
with a core memory of 16K words of 27 bits, no backing store), 
2) it should have high efficiency at compile-time and 1iroduce reasonably 
efficient o"bject programs, 
3) it should have a modular structure, so that it could be easily adapted 
to future requirements, 
4) it should check against program errors wherever possible, 
5) the compiler should be of educational value so that it could be used 
as an introduction to compiler-writing, 
The development of the system has been the work of a team, in which, among 
others, cooperated: F.J.M. Barning (standard functions, EL-X8 simulator), 
J.A.Th.M. van Berckel (I/0 routines, operating system "PICO"), F.E.J. 
Kruseman J.\.retz (run-time routines, compiler) and J.J.B.M. Nederkoorn (run-
time routines, documentationle The key work, namely the design of the com-
piler output and the development of the run-time routines, was done by 
Nederkoorn and Kruseman Aretz in the years 1963-1964. It was partly 
described by Nederkoorn in a preliminary report [1], of which only a few 
copies were made and distributed. The compiler was written in ALGOL 60 
first. So it could ·be tested out, in parts, using the ALGOL 60 implemen-
tations ( I and II) for the EL-X1 computer at the MC. In this version full 
attention was paid to clarity. Afterwards the compiler was hand-coded into 
ELAJI!, the symbolic assembly language for the EL-X8, and debugged using the 
X8 simulator on the EL-X1 as developed by Barning. 
Using the ALGOL text as a blueprint, the hand-coding took a few months 
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only, and relatively few coding errors occurred. The result was documented 
by Kruseman Aretz and Mailloux [2],together with the run-time routines and 
a simple operating system. 
In the years from 1966 onwards two other documents were produced, one [3] 
defining the compiler output in great detail, the other [4] being written 
as lecture notes to a course given at the University of Amsterdam during 
the academic year 1969-1970. Both documents are in Dutch. Moreover, a very 
special aspect was described in [5]. 
It is hoped that the ALGOL text of the compiler is largely self-explana-
tory, even without any knowledge of either the structure of the EL-X8 in-
struction set or of the object program produced by the compiler. The 
following sections will therefore only sketch very briefly some general 
characteristics of the compiler and present some advice on how to study 
the program. 
0.1 PARSING AND MACRO-GENERATION 
The ALGOL 60-compiler given in this tract applies a top-to-bottom analysis 
which is closely related to the syntax of the language as presented in [6]. 
It is divided into a large number of often rather small procedures, each 
with a specific task. By way of example we discuss in the following a pro-
cedure that analyses and compiles a factor. According to [6] a factor 
either is a primary, or is constructed from (1) a factor, (2) the operator 
"+" and (3) a primary. Each factor preceding a"+" can be composite itself. 
Thus a+b+c is a factor with the following structure: 
a + b + C 
I I 
primary primary primary 
factor I I 
' factor 
The object code for a dyadic arithmetic operation will, apart from optimi-
zation, contain the following components: 
1) code for the evaluation of the first operand, delivering the result in 
a register dedicated to arithmetic results, 
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2) code that puts the result on the top of the stack, 
3) code for the evaluation of the second operand, delivering the result 
in the register mentioned above, 
4) code for the operation, to be carried out on the number on the top of 
the stack and on the result in the register. 
The result of the operation is delivered in the same register. 
We can indicate the code for step 2 by a symbolic instruction S'I'.ACK and 
the code for step 4, in the case of exponentiation, by TTP ( short for "to 
the power''.). Probably, such a symbolic instruction has to be replaced by 
a number of machine instructions in the actual ob,ject program. But the in-
troduction of symbolic instructions (in the next we will often refer to 
them as maCJLo-0) is extremely useful for the separation between the machine-
independent part of the compiler (the syntax analyser and the macro gene-
rator) and its machine-dependent part (the macro processor). They can be 
seen as instructions for some hypothetical machine that can be implemented 
on various equipment. 
If in the expression atb·h:J the identifiers a, b and c correspond to simple 
variables of type real and we introduce a macro TRV (short for "take real 
variable") f'or the action of loading the value of such a variable into the 
arithmetic register, the translation of the given expression in terms of 
macros reads: 
'rRV(a) load the value of a into the register 
STACK save the register in the stack 
TRV(b) load the value of b into the register 
TTP compute (top of' stack)tregister, i.e. atb 
STACK save the register (i.e. atb) in the stack 
TRV(c) load the value of e into the register 
TTP compute (top of stack)tregister, i.e. (atb)to 
The identifiers a, b and c occur here as macro parameters, i.e. as para-
meters to the macro TRV. In the final machine instructions, to be produced 
out of this macro, they will be replaced by addresses, given to them by 
the compiler. 
After these introductory remarks we present a procedure Factor as an 
example of a compiler procedure. This procedure has to analyse and compile 
a factor from an arithmetic expression. It assumes that the first basic 
symbol of that factor is available in the compiler variable last symbol 
(coded in some internal representation), that subsequent basic symbols 
can be read into that variable by means of calls of a procedure next sym-
bol, and that it leaves in that variable the first basic symbol not be-
longing to the factor. F'or the analysis and compilation of primaries a 
procedure Primo;r,y is available with analogous specification. The text of 
Factor reads: 
procedure Factor; 
begin integer ls; 
Pri-mary; 
[or ls;:::: last symbol while ls -- ttp 02... 
begin Macro (STACK); 
end 
end Factor; 
next symbol; Primary; 
Macro ( T'l'P) 
In this procedure the identifier ttp denotes a variable initialised with 
the internal representation of the basic symbol "t". In the translation 
for atb+c given above the macro TRV is produced by (three successive calls 
of) Primary, the macros STACK and TTP by Factor itself. 
We see that the procedure Factor serves two purposes: source text reading 
(and analysis) and macro generation. It uses a procedure Primary to deal 
with its substructures. In its turn, however, a factor is a building block 
for a term, This is reflected in the compiler procedure 'l'eY'm that calls 
Factor for the treatment of factors. Terms are components of arith-
metic expressions and those in turn components of arithmetic expressions 
or of relations, and again these structures can be found back in the co:r-
compiler procedures, 
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The procedure Factor> given on page 46 differs from the one presented above 
in two respects: 
·1) it is divided into two separate procedures called Factor> and Next 
pl'imary, 
2) iteration has been replaced by recursion. 
The existence of a separate procedure Next primary is useful in those si-
tuations in which the first primary i.n an arithmetic expression has been 
read before it is decided to compile an arithmetic expression, either be-
cause this could not be decided in advance or for reasons of' optimization. 
We come back to this point in the next section. The replacement of itera-
tion by recursion has been carried. out at many places throughout the com-
piler for theoretical reasons mainly. 
0.2 LEFT-TO-RIGHT SCANS 
In the previous section we stated that the ALGOL 60 compiler given in this 
tract consists of a large number of' procedures. To most syntactic variables 
( like <statement>, <expression> or <primary>) correspond procedures, which, 
in general, read, analyse and compile a consecutive piece of' source text, 
often calling other procedures for dealing with substructures. In this 
way, the complete source text of a program is read, analysed and compiled 
by one call of' the procedure Program (see page 77). In this process, the 
source text is scanned from left to right by successive calls of next 
symbol, delivering the next basic symbol in the variable last symbol. Each 
basic symbol can, in this way, be inspected several times and from diffe-
rent procedures, until the next basic symbol is read. Then the previous 
one is lost forever, and all decisions to be based on it must have been 
taken; the compiler nowhere uses back-tracking and the syntactic analysis 
is completely a direct process (we will not go into what properties of the 
ALGOL 60 syntax allow for such a compiler). 
In general, the process of analysis is one chain of decisions of how to 
continue and what to do next; those decisions are based on the basic sym-
bol most recently read and on information about the identifier most recent-
ly read. Information about identifiers can be derived from their declara-
tions or, in the case of formal parameters, from specifications and from 
the ways in which they are used elsewhere in the procedure they belong to. 
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As an example we look to the procedure Stat (see page 68). This procedure 
for the analysis of a statement reads essentially: 
procedure Stat; 
begin integer n; 
ii letter last symbol 





then begin Label declaration(n); Stat end 




Decisions are taken here both on basic symbols (letter last symbol or last 
symbol:::: coZonequal) or on properties of an identifier (Designat-ionaUn), 
being true for label identifiers and for switch identifiers, or 
Subscrvar(n), being true for array identifiers and for switch identifiers). 
'J:'he information about identifiers, constituting a non-context-free ele-
ment in the ALGOL 60 grammar, is collected in two separate scans. The com-
piler, therefore, is a three-pass compiler. In all three passes the same 
source text is scanned from left to right, and no "intermediate language" 
is used. In the first scan the source text is read from paper tape; in the 
next two scans the basic symbols are taken from a text array, in which 
they are stored during the first scan. The tasks of the three scans are: 
prescanO (pages 17/24): 
1) construction of a name list ( or symbol table), eontaining all identi-
fiers declared in the program, all formal identifiers and all labels, 
w:i.th all relevant data. The block structure of the program is reflected 
in this list; 
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2) construction of a constant list, containing all unsigned numbers occur-
ring in the program except small unsigned integers; 
3) construction of a text array, containing all basic symbols of the 
source text except those occurring in comments (in this text array 
are also stored all "new-line-carriage-return" symbols for the purpose 
of keeping track of line numbers during the next two scans). 
All three lists are stored in one and the same array called space in the 
following way: 
!constant list text array name list i 
0 1 end of memory j T 
prog base text base nZ base 
prescan1 (pages 25/43): 
1) collection of information about the use of formal parameters within 
their procedure body, e.g., occurrence as left part in an assignment 
statement, about whether they are used as array identifier or as proce-
dure identifier, and if so the number of subscripts or parameters, pos-
sibly type information. This information is used in the third scan for 
checking consistent use of the identifier throughout the procedure body 
and for checking the correspondence between actual and formal parameters; 
2) collection of information about the use of labels (for label identifiers 
that are not used otherwise than immediately following a 'J._Oto in the 
same block as the one in which they occur as label, no "pseudo label 
variables" are introduced at run time); 
3) address assignment to all variables and pseudo variables; 
4) space reservation for all. variables and pseudo variables that are global 
to all. procedures in the program, and for all own variables and own 
arrays. ~'his space is reserved in the array space immediately following 
the constant list; moreover, pseudo label variables placed in this 
"static space" are given an initial value; 
5) addition to the name list of all identifiers of the program for which 
no declaration (or occurrence as formal parameter) is found. 
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translate (pages 45/90): 
syntax checking; 
2) address assignment to procedure-, switch- and label identifiers (with 
their "program addresses"); 
3) generation of the object program. 
The object program is placed in the array spaoe immediately following the 
static space. Thus, the object program is generated in core, ready for 
execution: the compiler is a "load-and-go" compiler. 
Historically, the third scan was developed first; afterwards the two 
prescans were written in such a way that they collect the information re-
quired by the third scan. This can be seen on many places; some advantages 
and drawbacks will be discussed later on. 
With the existence of a name list in mind the meaning of the statement 
n::::: Identifier• in the body of the procedure Stat given above will be 
clear: an identifier is read; then it is looked up in the name list; as 
function value of Identifier a pointer in this list is delivered. This 
pointer, then, can be used by Boolean procedures like Designational or 
Subsarvar, or can be handed over to other procedures (like Assignstat). 
We conclude this section, dealing with scans, by some remarks about a 
number of constructions in which the first few symbols are not necessarily 
sufficient to recognize the syntactic category. As an example let us con-
sider: 
The basic symbol following"]" determines the meaning of the subscripted 
variable: a second left part or (part of) the right hand side expression. 
In such cases the object codes for both possibilities are chosen to have 
a common start and to differ only from the point where the discrimination 
is made. In the example given above the object codes read in terms of 
macros (with certain assumptions on the nature of the identifiers b, i 
and j): 
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(the macro names TIV, TSIC, TAK, STAA and TSR are abbreviations for "take 
integer variable", "take small integer constant", "take array key", 
"stack A" and "take subscripted variable", respectively). These macros 
are generdted, directly or indirectly, by a call of Subscripted variable 
occurring in the procedure Realassign on page 58 (or possibly in Intassign, 
if a is of type integer), If the symbol after "J" is not a colonequal, 
the subscripted variable is a first primary of an arithmetic expression. 
In that case, the first factor is completed by a call of Next primCtx'y 
(page 46), the first term by a call of Next factor (ibidem) and the arith-
metic expression by a call of Next te1wt (ibidem). These three procedures 
are called through a call of Res·t of arithexp (page 52) from Realassign. 
Other cases in which the syntactic category cannot be recognized immedi-
ately are: 
f2!:.. i:= <arithmetic expression> 
in which the nature of the for list element is only known after the com-
plete analysis and compilation of the arithmetic expression, or: 
where the expression between parentheses is either a Boolean expression 
X 
or an arithmetic expression. In some exceptional cases the object codes 
for two possible interpretations are generated both, e.g., in the case 
of an unsigned integer as actual parameter, if, at the given position, 
an interpretation as label is not excluded. 
0.3 MODULES 
An important factor that contributes to the readableness of especially 
the third scan is its modularity. By this we mean that for a study of the 
procedures that carry out the syntactic analysis and that generate the 
macros, no knowledge at all is necessary about, among others, the struc-
ture of the name list or the codes that are used in them for the descrip-
tion of kind and type of an identifier. All questions about properties of 
identifiers a.re put by means of procedure calls. Consequently, it is pos-
sible to choose any system whatsoever for the structure of the name list 
and for the codes used without any change in the procedures for text ana-
lysis and macro generation (the bulk of the third scan). In practice this 
fact was used during the development of the third scan for testing pur-
poses at a time that no name list was available: all name list procedures 
then produced standard answers [7]. 
(The structure of the name list is relevant only for an analysis of the 
name-list procedures of the second or third scan themselves or for a study 
of the first scan, in which the construction of the name list - one of 
its major tasks - is integrated with syntax analysis to some extent. The 
information required for such a study is briefly presented in chapter 5). 
In the sequel we describe the logical modules of the compiler. Some of 
them can be found in the code of more than one scan. Sometimes some of 
the procedures belonging to a logical module have been made global to all 
three scans by putting them in front of the procedures presaanO, presaanl 
and translate, 
1) syntax analyser+ macro generator 
present in all three scans; to it belong: in presaanO the procedures 
Program (page 17) upto and including Begin statement (page 23), in 
presaanl the procedures Arithe:x:p (page 25) upto an including Label de-
alaration (page 35) and Saan aode (page 42), in translate the procedures 
2) 
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Arithexp (page l,5) upto and including Label declaration (page 77), 
Skip parameter list (page 88), Translate code (page 88) and Arithcon-
stant (page 89) upto and including Relatmacro ( page 89). Also the glo-
bal procedures skip type declaration (page 13) upto and including skip 
rest of statement (page 13) belong to this module. 
macro processor 
to be found in the third scan, running from the procedure Substitute 
(page 77) upto and including B reaction (page 82). Its main task is to 
generate one or more machine instructions to each macro and to put 
thde in the array space. The macro processor is explained more fully 
in the next section. 
3) name-list procedures 
present in all three scans; to it belong the global procedures :t'ead 
identifier (page 11) upto and including skip identifie:t' (page 13), in 
prescanO the procedures P:t'ocess identifie:t' and Identifie:t' (page 23) and 
large portions of the procedures Block ( pages 17, 18 and 19), Declara-
tion Zis·I; (pages 20 and 21), Label declaration (page 22) and Int lab 
declaration (page 23), in prescanl the procedures Add type (page 39) 
upto and including Identif/,er (page 42), and in translate the proce-
dures Code bits (page 82) upto and including Identifier (page 87). 
l,.) next symbol procedures 
this module consists of the procedures next symboZ (page 4) upto and 
including operator last symbol ( page 9), all global. The isolation of 
the basic symbol from a sequence of flexowriter punchings is done hier-
archically: next tape symbol converts to internal representation taking 
into account the most recent shift, insymbol isolates basic symbols 
often by combining several symbols into one (e.g. , ": and "=" into 
":="), next basic symbol deals with "new-line-carriage-return" symbols, 
and next symbol mainly skips comments. 
5) unsigned-number procedures 
unsigned number (page 10) reads and converts unsigned numbers; it is 
not realistic but intended only to illustrate some of the problems of 
number analysis and conversion. unsigned number delivers a mantissa, 
XJ.l 
being integer, in vaZue of constant, a decimal exponent in decimal 
exponent and two Boolean values in real number and smalZ. Besides 
unsigned number belong to this module: the global procedure unsigned 
integer ( page 11 ) , Store numerical constant ( page 23) in prescanO and 
Unsigned number (page 89) in translate. 
Note: procedure identifiers of global procedures are written with small 
letters only ( except the procedure ERRORMESSAGE); the first letter o±' a 
procedure local to one of the three scans is always capital. 
0.4 THE MACRO PROCESSOR 
As has been stated before, the main task of the macro processor is to 
generate one or more machine instructions to each macro and to put these 
in the array space, This is actually done by the procedure Produce 
(page ·79). 
In addition to this task, the macro processor performs some local optimi-
zations, carried out by the procedure Macro2 (page 78) By these optimiza-
tions the code for expressions like i + 2, x > y or - k is simplified con-









This optimization is performed on the following rules: 
1) each macro triple consisting of the macro STACK, a Simple cvu;thme;tle 
tafze rnaCJLo (one of the macros TRV, TIV, TRC, TIC or TSIC) and an 
Op:tJ.mizabf.e opVtlUOfl ( one of the macros ADD, SUB, MUL, DIV, EQU, UQU, 
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LES, MST, MOR or LST) is replaced by one macro according to table 4.1; 
2) each macro pair consisting of a Simple arithmetic take macro and the 
macro NEG is replaced by one macro according to the same table. 
(The properties of each individual macro can be deduced from the value 
of its macro identifier; these values are given in section 2.1 and decoded 
in table 4.2). 
For application of these rules the procedure Maaro2 can be in one out of 
four states, recorded in the global variable state: 
sta,te = 0 indicates the normal state, 
state = 1 indicates that the macro STACK is in stock, 
state = 2 indicates that the macro STACK and a Simple arithmetic take 
macro are in stock (the last being specified in the global vari-
ables sta,akO and sta,akl) • 
state = 3 indicates that a Simple arithmetic take macro is in stock (spe-
cified as above). 
The fact that the procedure Maaro2 can have one or two macros in stock 
has some consequences in the case that the compiler needs the address at 
which the code for the next macro will be placed in the array spaae. This 
occurs e.g. frequently during the syntax analysis+ macro generation for 
for-list elements. In these cases the macro processor has to be brought 
in its normal state first. This is done through the generation of the 
macro EMPTY (in the procedure Orderaounter, page 78) to which no instruc-
tions correspond at all. 
The simple optimization rules given above are rather effective: on an 
average they eliminate 53 per cent. of the macro STACK and 62 per cent. 
of the macro NEG. 
Another task of the macro processor is to keep track of the changes of 
the stack pointer that will occur at run time, for the purpose of minimi-
zing the number of checks on stack-overflow at run time (the EL-X8 origi-
nally did not have memory protection; therefore certain macros had to 
check for overflow). An explanation of this aspect of the macro processor 
is too lengthy to be given here; it is concentrated in the procedure 
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Process stack pointeY' (page 80) and the resulting number is added to the 
object program as swn of maxima (see page 90). 
To the macro processor belong also the procedures Substitute and Subst2 
(page 77). These have to do with forward references. As an example we 









(take Boolean value) 
(conditional jump) 
(take small integer constant) 
(jump) 
The addresses future1 and future2 are unknmm to the compiler at the 
moment that the macros C0JU and JU, respectively, are generated. There-
fore, they will be set zero initially, and in the local variables futurie.1 
and futUPe2 of the procedure Arithexp (page 45) the locations in the 
array space will be recorded at which the jump instructions are placed 
(the assignment to these variables occurs through the last statement of 
the procedure Macro2). As soon as the true destinations for the jumps 
are known they can be substituted at those locations. 
If several macros refer forward to the same, yet unknown location, they 
are linked together in a chain in the array space, ending at the macro 
that made the first reference to that location and therefore has a preli-
minary address part equal to zero. The same mechanism is used for referen-
ces to procedures, switches and labels that are declared later. In that 
case the key address of the chain is recorded in the name list (cf. the 
procedure Mark position 1'.n name list, page 86) . 
0.5 ERROR HANDLING 
An important task of any compiler is to check against syntactic and seman-
tic errors in the source text. In general, it.is relatively easy to find 
out whether a text is according to certain rules, a correct program or 
not. It is far more difficult to an incorrect text and to try to 
indicate as many errors as possible. In fact, strictly spoken this is an 
ill-defined task, and to any strategy coUJJter-exa.mples with a very bad 
error-message performance are easily found. 
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The strategy adopted by the compiler in this tract is a rather simple one. 
It consists of two rules mainly: 
1) if, in a given compiler procedure, the occurrence of a certain basic 
symbol is expected but inspection of Zast symbol, shows that it is not 
there, an error message is produced and in general the task of the 
given compiler procedure will be considered to be completed. Perhaps 
the trouble is passed over then to the calling procedure that, in turn, 
may produce an error message and pass over the problem to its calling 
procedure; 
2) there is only one level in the compiler that is allowed to skip a piece 
of source text until (a) certain basic symbol(s) is (are) met: the pro-
cedure Compound tail,, present both in presaanl (page 31) and trans7,ate 
( page 69). It req_uires that after the translation of the first state-
ment of ( the remainder of) a compound tail a semicolon or an end J_s 
found. Otherwise it produces (in transiate) an error message and skips 
to the next semicolon or end (during this skip, the syntax analysis is 
resumed temporarily at the occurrence of a compound statement or block 
for the purpose of matching corresponding begin and end symbols; for 
analogous reasons a string ( like 6 ; ') is skipped as one integral unit). 
As was indicated above, the performance of such a strategy is not always 
good. For the source text: 
begin inte;1er 
for i:= 1 step 1 until 10 do 
print(if. 2 o:: i < 4 then O else i) 
the following error messages are produced, all with the same basic symbol 
("<") in Zast symbol: 
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error number meaning produced by page 
331 "then" missing in Exp 55 
expression of yet 
unknown type 
334 expression starts with Simplexp 56 
unadmissable symbol 
332 "else" missing Exp 55 
361 11 )H missing Parameter list 63 
367 "· 11 or "end" missing Compound tail 69 ' 
These error messages do not seem very applicable! (note that the produc-
tion of the messages 334 and 332 is caused by the fact that the procedure 
E.r,p does not strictly apply the first rule given above). However, in daily 
practice most error messages are to the point and in exceptional cases 
only it is hard to trace the true error(s) in the source text. Most im-
portant, moreover, is the fact that the compiler keeps on the rails, even 
in case of strong "misunderstanding" of a text. 
A number of errors is detected in all three scans of the compiler. In 
general., these errors are reported in the third scan only (cf. the diffe-
rence between the procedures Compound tail in presaan1 and translate). 
This i.s done for two reasons: the third scan has been developed first, and 
it has to perform a more detailed analysis of the source text than the 
preceding scans. The fact that error messages are postponed to the last 
scan whenever possible has one important disadvantage: some texts never 
reach this scan (e.g. through an "end of file" in the first scan). A better 
approach would have been to report all errors related to delimiters in the 
first scan and all errors related to types in the third scan. 
The check against errors is rather extended. It includes an effective 
check on the correspondence of actual and formal parameters, except for 
function designators and procedure statements with formal proeedure iden-
tifier. A complete cheek on this correspondenee can be carried out at run 
ti.me only, but for the sake of run-time efficiency this has been omitted 
(this has caused troubles in, on an average, one out of 30 000 programs), 
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0.6 EVALUATION 
The compiler presented in this tract has been in operation (in its machine-
code version) for about 8 years now and it has had considerable influence 
on the use of ALGOL 60 in the Netherlands. Its success is due to several 
external factors, like the presence of an EL-X8 at several important in-
stitutions and the absence of an equivalent FORTRAN compiler for that 
machine. But certainly its success also resulted from a number of proper-
ties of the ALGOL system itself, like: 
1) it is simple to use, even by the inexpert programmer; 
2) it accepts rather complete ALGOL 60; the exceptions are well-defined; 
3) it has good and rather complete diagnostics; 
4) it is almost free of errors; exotic constructions and complex combina-
tions do work properly; 
5) the compiler is fast (although its name-list technique is rather pri-
mitive): on an average some 12 per cent. of the processing time of a 
program is compile time; 
6) the corr.piler is rather short: it does not exceed 5000 instructions; 
7) the object program is, given the absence of any advanced optimizing, 
rather efficient: on an average some 25 per cent. of the processing 
time of a program 1.s used for arithmetic operations and for the eva-
luation of standard functions; 
8) it has been easy to adapt the system to new situations, like extension 
of core memory, new operating systems or addition of a library of pre-
compiled ALGOL procedures. 
Most of these properties originate from the transparant structure of the 
compiler. It proved to be possible to run hundreds of ALGOL 60 programs a 
day, often produced by inexpert programmers, with only one or two people 
f'or user assistance. 
'I'here are also some weak points: 
1) exceptionally, lacking correspondence of' actual and formal parameters 
leads to troubles a.t run time; 
2) exceptionally again, incorrect programs derail the compiler, causing 
addressing errors. This point is caused by the fact that, for some in-
correct texts, the three scans of the compiler make a different inter-
pretation of the block structure of that text. Partly this originates 
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from the structure of the first scan, which does not analyse statements 
except for the occurrence of labels, for clauses, compound statements 
or blocks (prescanO has been called sometimes "the art of skipping"). 
This fact could be improved by writing a more extended first scan. But 
that would not remedy the problem completely. For, another reason for 
incongruertcy of block-structure interpretation is the insystematic way 
in which, in the scans, decisiorrs are taken: now on the contents of 
last symbol, then again on properties of some identifier. However, the 
properties of identifiers are not equally available in all three scans, 
and therefore they are not suited to base a parsing algorithm on; 
3) some 23 per cent. of the processing time of a program is related to the 
access to array elements. The performance of the indexing system could 
have been improved by a number of measures like special index routines 
for one- and two-dimensional arrays or, in the case of' an assignment 
to a subscripted variable, indexing before the right hand side expres-
sion is evaluated; 
4) ambitious plans to implement own dynamic arrays and advanced string 
operations ( hence the extension of' the expression types with a type 
"string") never were completed, although the compiler is prepared for 
it completely. 
It has been shown afterwards that the first three points can be fully 
circumvented with no essential change in the methods used for the ALGOL 60 
system described here. 
We conclude this section by a few remarks on the question how machine-(in) 
dependent this compiler is. The most important property of the EL-XB in 
this respect is its arithmetic. The EL-X8 uses the Grau-representation [8] 
for floating-point numbers. Consequently, integers form a true subset of 
the reals and mixed-mode arithmetic expressions are no problem at all: no 
types are distinguished for arithmetic expressions. Secondly, all arith-
metic operations are performed in the floating-point register and not in 
the top of a stack. In the other case no explicit stack operations would 
have been necessary. Another property of the EL-XS is its addressing sy-
stem. This, however, can hardly be found in the syntax analyzer; it has, 
of' course, influenced the macro processor. 
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0.7 HINTS TO THE READER 
For a study of the ALGOL text of the compiler the following order is pro-
posed: 
1) the compilation of arithmetic expressions (AY'ithexp upto and including 
Subscript list) ; 
2) the macro processor (forget about Process staak pointer and Proaess 
parameter); 
3) the compilation of Boolean expressions (Boolexp upto and including 
Arboolrest); 
4) the compilation of string expressions (Stringexp sqq.), designational 
expressions (Desigexp sqq.) and expressions of unknown type (l?xp sqq.); 
5) the compilation of statements (Statement sqq.); 
6) the compilation of blocks (Block); 
7) the compilation of programs (Program); 
8) the syntax-analysis part of presca:nl; 
9) the name-list procedures of translate and of presaan1; 
1O)the compilation of actual parameters (Parameter list); 
11 ) presaanO. 
Try always to formulate the task of yet unanalysed procedures! 
The page on which each compiler procedure can be found is easily found in 
the cross-reference table (page 157). 
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1. THE ALGOL 60 PROGRAM 
begin 
coiiiinent ALGOL 60 - version of the ALGOL 60 - translator 
for the EL - XS, F.E,J, Kruseman Aretz; 
colll!llent basic symbols; 
integer plus, minus, rm::.l, div, idi, ttp, equ, uqu, les, :m.st, mor, 1st, 
non, qvl, imp, or, and, goto, for, step, until, while, do, 
comma, period, ten, colon, semicolon, colonequal, space sbl, 
if, then, else, comm:,nt, open, close, sub, bus, quote, unquote, 
begin, end, own, rea, integ, boole, stri, array, p:roced, switch, 
label, value, true, false, new line, underlinirig, bar; 
coill!llent other global integers; 
integer case, lower case, stock, stock1, last symbol, line count,er, 
last identifier, last identifier1, 
quote counter, run number, shift, 
type, chara, character, value character, arr decla macro, 
value of constant, decimal exponent, decimal count, 
word count, nlp, last nlp, n, integer label, 
block cell pointer, next block cell pointer, 
dimension, forcount, instruct counter, dpO, 
function letter, function digit, c variant, 
nl base, p:rog base, text base, text pojnter, 
end. of text, end of mem::iry, start, end of list, 
dO, d.1, d2, d3, d4, d5, d6, d7, d8, d9, d10, d11, d12, d13, d14-, 
d15, d16, d·17, d18, d19, d.20, d.21, d.22, d23, d24, d25, 
re, in, bo, st, ar, nondes, des, un, arbo, intlab.i 
comment ma.era identifiers; 
J.nteger STACK, NEG, ADD, SUB, MUL, DIV, IDI, 'ITP, 
EQU, UQU, IES, MST, MDR, LST, STAB, NON, QVL, IMP, DR, .AND, 
STAA, TSR, TSI, TSB, TSST, Tl"SU, TSL, TFSL, TCS'.I', 
STSR, STSI, SS1'SI, STSB, STSST, STFSU, 
F.NTRIS, TFD, SAS, DECS, FAD, TASR, TASI, TASB, TASS'.I', TASU, 
EXIT IS, F ADCV, TRSCV, TISCV, TSGVU, EXIT, '.I'EST 1 , TEST2, 
CRV, CIV, CBV, CSTV, CLV, CEN, CLPN, TAV, TIAV, 
RAD, IAD, BAD, STAD, □RAD, DIAD, □BAD, OSTAD, 
IDS, EXITP, EXITPC, REJST, JUA, EMPI'Y, 
ABS, SIGN, ENTIER, SQRT, EXP, LN, END; 
comment ma.cro2 identifiers; 
integer TRV, TIV, TRC, TIC, 'TSIC, TBV, TBC, TSTV, TAK, '.I'SWE, 
colll!llent 
Boolean 
STR, STI, SSTI, STB, STST, DOS, DOS2, DDS3, 
JU, JU1, LJU, IJU1, CQJU, YCOJU, SUBJ, ISUBJ, DECB, 
TEL, ENTRB, DPTR, INCRB, TDL, ENTRPB, NIL, LAST, 
LAD, TDA, TNA, TAA., SWP, EXITB, EXITC, EXI'l'SV, 
CODE, SLNC, RI.NC, LNC; 
global Booleans; 
letter last symbol., digit last symbol, arr declarator last symbol, 
type declarator last symbol, in array declaration, in formal list, 
text in memory, own type, int labels, real m:unber, small, 






array internal. representation[O : 127], woni delimiter[O 
macro list[O : 511 L tabel[5 : 59], 
23 l, 
ix1struct list[O : 203], mask[O : 9]; 
st;art of :l.ni tial.ization; 
plus:= read.; minus:"' read; m,.ll:"' read.; 
idi:"' read.; ttp:"' read.; equ:"' read; 
les:= read; mst:= read; mor:"' read; 
non:"' read; qvl:"' read; imp:= read; 
and:..-.: read_; goto:"' read; for:=: read; 
until:= read.; while:"' read; do:"' read; 
period:= read.; ten:"' read; colon:"' read; 
colonequal.:"' read; space sbl:"' read; if:= read., 
else: "' re ad; comment:"' read; open:"' read; 
sub:"' read; bus:= read; quot,e:= read.; 
begin:= read; end:'-" read; own:= read; 
integ: = read.; boole:"" read; stri: = read; 
pmced: = read; switch:"' resd.; label:"' read; 













val.ue: = read; 
underlining:'"' resd; bar:"' read; lower case:"' read; 
STACK:=: read.; NEG:=, read; ADD:= read; SUB:= read.., 
MlJL:,:. read.; DIV:"' read.; IDI:"" read; TTP:= read, 
EQU:= read., UQU:= read; IES:"" read; !'4.S'I': = read.; 
MJR:= read; LST:"' read; S'I'AB:"' read; NON:= read; 
QVL:= read; DlP:"" read; OH:"' read; AND:"' read; 
STAA:= read; TSH:"' read.; 'I'SI:"' read; TSB:= read; 
TSST:= read; TFSU:"' read; TSL:= read; TFSL:"' read; 
TCST:= read; STSR:"" read; STSI:= read; SSI'SI:= read, 
STSB:= read, STSST:ac read; S1'FSU:"' read; ENTRIS:= read; 
TFD:= read.; SAS:= read; DECS:"' read; B'AD:"' read; 
T.ASR: ,,, read; 1'.ASI:"' read., 'I'.ASB:= read; 'l'ASST:"' read; 
T.ASU:= read; EXI'l'IS: = read; FADC"'V: = read; 'I'RSCV:= read; 
TISCV:= read.; TSCVU:"' read; EXIT:"" read; TES'_r·1 := read; 
TEST2:= read.; CHV:= read; CIV:= read; CBV:= read; 
CSTV:"' read; CLV:"' read., CEN;"" read, CLPN:= read; 
TAV:== read.; TIAV:"' read; HAD:"' read; I.1-\D:=c read, 
BAD:"' read; S'l'AD:"' read; □RAD:"' read.; OIAD:'-"' read; 
OBAD:= read; OSTAD:'-" read; IDS:'" read; EXITP:= read; 
EXITPC:"" :read; REJST:"' read; JUA:"' read; EMPI'Y:= reed; 
.ABS:"' read; SIGN:"" read; EilfrIEH::: read; SQRI':= read, 
EXP:"' read; LN:"' read; E:ND:"' rea.d; 
TRV:= read; 




JU1 := read; 
YCOJU: = read.; 
DO:= read.; 




LNC: = read; 
TIV:= read; 
TBV: = read; 
TAK:= read; 
SSTI: = read; 
D0S2: = read; 
IJU:= read; 
SUBJ : = re ad; 
TBL:= read; 
'IDL: = read; 
LAD: = re ad; 
SWP: = read.; 
CODE:= read.; 
dO .- 1; d1 .- 2; 
TRC:= read; 
TBC:= read; 
TSWE: =, read; 
S'r:B: = read; 
D0S3:= read; 
IJU 1 : = read; 
ISUBJ: = read; 




SLNC = read; 
d2 .- 4; 
TIC:= read; 
TSTV:"" read; 
STR: = read., 
STST: = read; 
JU:= read; 
COJU: = read; 
DECB: = read; 
DPI'R: = read; 
NIL:= read; 
TNA:= read, 
EXI'.1.'C: = read; 
RLNC:= read; 
d3 .- 8; 









256; d9 .- 512; 
4096; d13:= 8192; 
65536; d17:= 131072; 
10Li8576; d21:= 2097152; 
16777216; d25:= 33554432; 
in:= 1; 


















function letter:= read; fi.mction digit:= read; c variant:= read; 
for n: = O step 
for n:= O step 
fur n: =: 0 step 
for n: = 5 step 
for n:= 0 step 







end of memory:= reoo; 
127 do internal representatfon[n] := 
23 do word delimiter[nl:= read; 
511 do macro list[n] ::= read; 
59 do tabel[n]: = read; 
203 do instruct list[n]: = read; 
9 do rnask[n]:= d20 x read; 
end of Hst:= instruct list[ 174-); 
text in memory:= true; erroneous:= derroneous:= .!:~d!!:) 
wanted: = read = 0-; -
begin integer~ space[O : end of memory]; 
procedure ERRORMESSAGE (n); integer n; 
begin integer i, 
erroneous:= true; 
if n = 122 V~ 123 V n 126 V n 127 V n = 129 
then derroneous:= true; 
Im> run m:mber -
then begin NLCR; PRIN'ITEXT ( '1:eri), print 
-- --- print (line counter); print (last symbol); 
:for i: = 0 step 1 until word count do 






integer procedure next symbol; 
begin integer symbol; 
ii'exm: symbol: .. if stock1 > O then stock1 ~ next basic symbol; 
stock1 : ,. =-1 ; - --
if (last symbol .. semicolon V last symbol .. begin) A 
~symbol .. comment 
then begin skipO: symbol:= next basic symbol; 
------- if symbol+ semicolon then goto skipO; 
goto nextO -- --
end; 
if las-t symbol .. 
t1ien begin 
end 
--- slupf: if symbol+ end A symbol+ semicolon A symbol+ else 
t1ien begin symbol:= next basic symbol; goto skip1 end 
end 
else -
Tfsymbol .. 1 2 5 
"t1ien begin stockl:= next basic symbol; 
-- ---- if stock1 > 9 A stock1 < 64 
"t1ien begin skip2: stockl: .. next basic symbol; 
-- ---- if stockl > 9 A stock1 < 64 
"t1ien goto skip2; 
Trstocki" = colon 
t1ien stock1:= next basic symbol 
else ERRDRMESSAGE ( 1 00) _; 
Tistockl = open then stockl:= - stock1 
- else ERRORMESSAGE (101); 
symbol:"' comma 
end 
~ symbol:= close 
end,; 
digitTast symbol:= symbol< 10 V symbol .. periodV 
symbol= ten; 
letter last symbol:= symbol< 64 A 7 digit last symbol; 
next symbol:= last symbol:= symbol; 
outsymbol (run number, symbol); 
test pointers 
end next symbol; 
procedure next basic symbol; 
futeger s;ymbol; 
1nsYlii6ol (run number, symbol); 
if symbol= new line 
t1ien begin line counter: .. line counter+ 1; 
-- ---- if quote counter"' 0 
end; 
'tnen begin outsymbol (run number, symbol); 
-- ---- goto nextO 
end --
next basic symbol:= symbol 
end next basic symbol; 
procedure insymbol (source, destination); 
begin integer symbol, i; 
integer source :i destination; 




destinati.on:= bit string(a8 X shift, shift, 
space[text base+ text pointer]); 
if shift< 257 
then shift:= dB x shift 
else begin shift:= 1; text pointer:= text pointer+ end 
symbol:= if stock > 0 then stock else next tape symbol; 
stock:= -1; 
if symbol > bus 
then 
·Segin if synfuol = 123 then symbol:= space sbl; 
--- TI quote counter">o 
then 




'6eg:[n next0: stock:= next tape symbol; 
--- if stock= bar then goto next0; 
end 
if stock= les -- --




begin if quote counter= 1 
--- then begin symbol:= unquote; 
stock:= - symbol 
end 
-"-else quote counter:= 
quote counter -
end 
else i.f symbol = 1 24 
-- then symbol:= colon 
else if symbol = 12 5 then symbol:= close 
I'fsymbol >newline 
then -






symbol:= next tape symbol; 
if symbol = bar then goto next 1 ; 
-;;-if symbol andthen ttp else 
TI symbol equ tnen uqu eTse 
TI symbol= les then quoteei'se 








if symbol= underlining 
tnen 
begin symbol:= the underlined symbol; 




-- if symbol= 124 then idi else 
Tr symbol = les tnen mst else 
Tr symbol = mor then 1st else 
Tr symbol = non then imp else 
Tr symbol = equ tnen qvl --
else 161 
else 
'Eegin stock:= next tape symbol; 
--- if stock= underlining 
then 
'Eegin 
symbol:= the underlined symbol+ 
for i:= 
begin 
d7 X symbol; 
0 step 1 until 23 do 









next2: stock:= next tape symbol; 
if stock= underlining 
tnen -
'Eegin the underlined symbol; 
-- goto next2 
end --
en'a 
we symbol:= 161 
end 
TI"symbol = 124 
tnen begin stock:= next tape symbol; 
-- --- if stock = equ 
end 
then begin symbol:= colonequal; 
-- ---- stock:= - symbol 
end 
~ symbol:= colon 




procedure the ur1derlined symbol; 
integer symbol; 
symbol:= next tape symbol; 
the underlined symbol:= if symbol= underlining 
then the underlined symbol 
else symbol 
end the underlined symbol; 
integer 
begin 
procedure next tape symbol; 
integer symbol head; 
symbol:= internal representation[REHEP]; 
if symbol > 0 
then begin head:= symbol : dB; 
-- --- next tape symbol:= abs (if case= lower case 
then symbol - dB X head 
else head) 
end 
else begin if symbol < - 2 then case:= - symbol else 
-- --- TI' symbol "' 0 then ERRORMESSAGE ( 1 om-else 
TI' symbol = - 1 then ERRORMESSAGE ( 1 03) ,--
next tape symbol~ext tape symbol 
end 
end next ta:pe"s'ymbol; 
procedure outsymbol ( destination, source); integer destination, source; 
begin if destination= 100 A text in memory 
then begin space[text base+ text pointer]:= 
-- --- space[ text base + text pointer] + shift x source; 
if shift< 257 
end 
then shift:= d8 x shift 
else begin shift:= 1; text pointer:= text pointer+ 1; 
space[text base+ text pointer]:= 0 
end 
end outsymboL; 
Boolean procedure ari th operator last symbol; 
begfo arlthoperator last symbol:= last symbol = plus V 
last symbol = minus V 
last symbol mu], V 
last symbol = div V 
last symbol -· idi V 
last symbol = ttp 
end arithoperator last symbol; 
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Boolean procedure relatoperator last symbol; 
begin relatoperator last symbol:= last symbol= les V 
-- last symbol= mst V 
last symbol= equ V 
last symbol= 1st V 
last symbol== mor V 
last symbol== uqu 
end relatoperator last symbol; 
Boolean procedure booloperator last symbol; 
begin booloperator last symbol:= last symbol= qvl V 
last symbol= im:p V 
last symbol= or V 
last symbol== and 
end booloperator last symbol; 
Boolean procedure declarator last symbol; 
begin own type:"' last symbol"' own; if own type then next symbol; 
type:= if last symbol= rea 'Uien O else 
TI' la.st symbol == integ 'Uien 1 else 
TI' la.st symbol= boole 'Uien 2 else 
TI' la.st symbol "' stri 'Uien 3 else 1 000; 
if type< 4 then next symbol -- --
else begin if own type then ERRDRMESSAGE (104); 
--- --- TI' last symb~ array then type:= 0 
end; - --
arr declarator last"symbol:= last symbol= array; 
if arr declarator la.st symbol A run number= 300 
'Uien arr decla macro:= if own type 
-- 'Uien ( if type = 0 then □RAD else 
TI' type = 1 'Uien DIAD else 
TI' type= 2 'Uien □BAD else DSTAD) 
else (TI' type == 0 'Uien RAD else 
TI' type == 1 'Ui'en IAD else 
TI' type .. 2 'Uien BAD else STAD); 
chara: == if arr declarator last symbol -- --
'Uien 8 
else if la.st symbol== switch 
- 'Uien 14 
else if la.st symbol= proced 
--- 'Uien ( if type < 4 then 16 else 24) 
else type; -- --
type declarator la"insymbol:= chara < 4; 
if own type A chara > 8 then ERRORMESSAGE (105); 
TI' type < 4 A last symbor-;:;-switch then ERRDRMESSAGE ( 1 06); 
TI' cha.re. < 2 5 A run number = 100 --
'Uien character:= ((if type declarator last symbol 
"then type 
else if type< 4 
--- tnen type + chara 
else chara) + 
(if own type then 32 else 0)) X d19, 
declarator last symbo!:,. chara <~ --
end declarator last symbol; 
Boolean procedure specifier last symbol; 
begin type:= if last symbol = rea then O else 
Tf last symbol= integ then 1 else 
T:1' last symbol= boole then 2 e'!se 
Tf last synibol = stri then 3 else 
TI' last symbol == array tneri 5 else 1 000; 
if type< 4 then next synibol; -- --
chara:= if lastsymbol = label then 6 else 
TI' last symbol= switch tneri 14e!se 1000; 
if type + chars. < 1 000 then ERROAS°SAGE7i<57); 
cnara:= if last symbol ~ray then 8 else 
Tf last symbol = proced tfieri ir'"'l.;ype < 4 then 16 
-- else 24) 
else chara; 
if chara < 25 then next symbol; 
TI chara + type<:2000 A run number = 1 00 
wen begin value character:= (if chara > 8 then type else 
end; 
Tf chara = 6 then 6 e'.l.se 
TI' type "" 5 tfieri 8 --
eI se type + chara) + 64; 
character:= ((if type> 5 
men chara 
else (if type> 1 then type else 4) + 
(TI' chara < 1 ~ then chara 
erse o)) 
+ 96) X d19 
spec:J.ffir last symbol:= chara +type< 2000 
end specifier last symbol; 
Boolean procedure operator last symbol; 
oegin operator last symbol:= arithoperator last synibol V 
relatoperator last synibol V 
booloperator last symbol 
end operator last synibol; 
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procedure unsigned number; 
integer sign of exponent; 
if last symbol< 10 
tnen begin value of constant:"' unsigned integer (o); 
-- --- real nUlllber:"' digit last symbol 
end 
~ oogin value of constant:= if last symbol"' ten then 1 
else o; 
real nUlllber:= true 
end; 
decima!""exponent:= O; 




if last symbol< 10 
tnen begin decimal exponent:= decimal exponent+ 1; 
-- --- next symbol; goto nextO 
end; ---
if la;:r-symbol = period 
tnen begin next symbol; 
----- V'!l.lue of constant:"' 
unsigned integer (V'!l.lue of constant); 
decimal exponent:,. decimal exponent= 
decimal count; 
next1: if last symbol< 10 
tnen begin next symbol; goto next1 end 
end; 
if last'"°symbol"' ten 
tnen begin next symbol,; sign of exponent:,. 1; 
-- --- if last symbol= plus 
end 
"-then next symbol 
else if last symbol"' minus 
--- "-then begin next symbol; 
---- ----- sign of exponent:"' = 1 
end; 
decimal exponent:= decil!!!l.l exponent+ 
sign of exponent x 
unsigned integer (o); 
if last symbol< 10 
"-then begin ERRORMESSAGE (108); 
--- ~: if next symbol< 9 
"-then goto next2 
end 
small:= V'!l.lue of constant< d15 A 7 real number 
end unsigned number; 




word:= start; decimal count:= O; 
if last symbol > 9 then ERRORMESSAGE ( 1 09); 
TI last symbol < 1 o--
'Uien begin if word< 6710886 V (word= 6710886 A last syrribol < 4) 
-- --- 'Uien begin word:= 10 x word+ last symbol; 
end 
end; 
decimal count:= decimal count+ 1; 
next symbol; goto nextO 
unsigned integer:= word 
end unsigned integer; 
procedure read identifier; 
begin integer word, count; 
--- word:= count:= word count:= O; 
if letter last symbol 
'Uien 
begin 
~: if last syn1bol < 64 
'Uien 
end 
begin if count= 4 





-- --- word:= count:= O 
end; 
word:= space[nl base - nlp - word count]:= 
d6 X word - last symbol - 1 ; 
count:= count + 1; next symbol; goto nextO 
last identifier:= space[nl base - nlp]; 
last identifier1:= if word count= 0 
'Uien 0 
else space[nl base - nlp - 1] 
"e.ise begin ERRORMESSAGE ( 110); space[ nl base - n.lp]: == - 1 end; 
spacefnI"tiase - nlp - word count - 1]:= 127 X d19 
end read identifier; 
integer 
begin 
procedure next pointer (n); integer n; 
integer word, pointer; 
pointer:= n; 
nextO: word:= - space[nl base - pointer]; 
if word < 0 then begfo. pointer:= poi.nter + 1; goto nextO end; 
TI word > d25 then begin pointer:"-' word - word : d13 X d13;--
-- --- goto nextO 
end; 
next pointer:= pointer 
end next pointer; 
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integer procedure look up; 
begin integer count, pointer; 
--- pointer:= block cell pointer+ 
(if in fonm.l list Vin array declaration 
then 5 else 4); 
nextO: pointer:= next"'"pointer (pointer); 
for count:= 0 step 1 until word count do 
oegin if sps.cetnr'base - pointer - count]+ 
-- - sps.ce[nl base - last nlp - count] 
then goto next1 
end; 
pointer:= pointer + word count + 1 ,; 
if sps.ce[nl base - pointer]< 0 
then begin next1: pointer:= pointer+ 1; 
-- --- goto _!!, sps.ce[ nl base - pointer] 
end; 
look up:= pointer 
end look up; 
Boolean procedure in name list; 
begin integer head; 
--- if rea"! number V 7 int labels 
then in name list:= false 
else begin head:= value'of constant: d18; 
--- --- sps.ce[nl base - nlp]:= - a12 - head; 
end 
end in name list; 
sps.ce[nl base - nlp - 1]:== 
(head - 1 ) X d18 - value of constant; 
word count:= 1; 
sps.ce[nl base - nlp - 2]:= 6 X d19; 
last nlp:= nlp; integer label:= look up; 
in name list:= integer label< nlp 
integer procedure next identifier (n); integer n; 
begin integer pointer; 
pointer:= next pointer (n) + 1; 
nextO: if sps.ce[nl base - pointer]< 0 
then begin pointer:= pointer+ 1; goto nextO end; 
next :l:aentifier:= pointer 
end next identifier; 
< 0 then next1 
else nextO 
procedure skip identifier; 
begin if last symbol< 64 then begin next symbol; skip identifier encl 
end skip iclentifier; 
procedure skip type declaration; 
begin if letter last symbol then skip identifier; 
TI' last symbol = comma--
then begin next symbol; skip type declaration encl 
end skip typedecls.ra.tion; 
procedure skip value list; 
begin if last symbol= value 
--- then begin next symbol; skip type cleclaration; 
-- --- if last symbol = semicolon then next symbol 
end 
end skip va.liie'°list; 
procedure skip specification list; 
begin if specifier last symbol 
- then begin skip type declaration; 
-- --- if last· symbol = semicolon then next symbol; 
skip specification list 
end 
end skip specification list; 
procedure skip string; 
begin quote counter:= 1; 
neitc5: if next symbol+ unquote~ goto nextO; 
quote counter:= O 
end skip string; 
procedure skip rest of statement (pr); procedure pr; 
begin if last symbol= do 
--- then begin next symbol; pr~ 
else --
~ast symbol 
- last symbol 
then pr; 
goto V last symbol = 
begin 
for V 
~ast symbol quote then skip string; 
TI' last symbol+ semico!on"A last symbol+ end 
then begin next symbol; 
-- --- skip rest of statement (pr) 
end 
end skip rest"'of statement; 
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integer procedure bit string (kn, n, code word); integer kn,n,code word; 
begin integer k; 
-- k:= code word: kn> bit string:= (code word - k X kn)* n 
end bit string; -
integer procedure displa:y level; 
begin display level:= 
bit string (d6, dO, spa.ce[nl base - block cell pointer - 1]} 
end displa:y level; 
integer procedure top of displa:y; 
begin top of displa:y:= 
bit string (d13, d6, spa.ce[nl base - block cell pointer= 1]) 
end top of display; 
integer procedure local spa.ce; 
begin local spa.ce:= spa.ce[nl base - block cell pointer - 1] d13 
enctlocal spa.ce; 
integer procedure proc level; 
begin proc level:= 
-- bit string (d6, dO, spa.ce[nl base - block cell pointer= 2]) 
end proc level; 
Boolean procedure use of counter stack; 
begin use of counter stack:= 
bit string (d7, d6, spa.ce[nl base - block cell pointer - 2]) = 1 
end use of counter stack; 
integer procedure status; 
begin status:= spa.ce[nl base - block cell pointer - 2] d13 
end status; 
Boolean procedure er n; 
in code:= , spa.ce[nl base - n - 1]) = 
integer procedure type bits (n); integer n; 
begin type bits*= bit string (d.22, d19, spa.ce[nl base - n]) 
end type bits; 
Boolean 
begin 
procedure local label (n); integer n; 
local label:= 
nonformal label (n) A 
bit string(d6, dO, 
space[nl base = corresponding block cell pointer 
display level 
end local label; 
Boolean procedure nonformal label (n); integer n; 
begin nonformaI label:= space[nl base - n] d19 = 6 
enanonforma.l label; 
integer procedure corresponding block cell pointer (n); integer n; 
begin integer p; 
--- p:= block cell pointer; 
nextO: if n < p V (n > space[nl base= p ~ 2] : d13 A p > 0) 
tnen begin p:= space[nl base = p] d13T goto nextO end; 
c'ci'rresponcting block cell pointer:=-p 
end corresponding block cell pointer; 
procedure entrance block; 
begfo block cell pointer:= next block cell po5.nter; 
next block cell pointer:= 
bit string ( dl 3, dO _, space[ nl base ~ block cell pointer J) 
end entrance block; 
procedure exit block; 
begin block cell pointer:= space[nl base - block cell pointer] d13 
~exit block; 
procedure ini t; 
begin stock:= stock1:= last symbol:= word count:= - 1; 
--- shift:= 1; 
line counter:= quote counter:= forcount:= O; 
in formal list:= in array declaration:= false; 
case:= lower case; text pointer:= 0 
end :Lnit; 
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procedure test pointers; 
begin integer fprog, fnl, i, 




'6egln fprog:= text base + 
end 
(if runnumber = 300 then text pointer else 
instruct counter; 
nl base - nlp -
(text base+ 
(if runmunber"' 100 then text pointer 
else end of text)); 
if fprog + fnl < 40 
"then begin text in memory:= false; test pointers end 
else TI'7:"])rog < 20 --
-- "then beg:!n shift:= (fnl - fprog) : 2; 
-- -- for i: = text base + text pointer 
end 
step - 1 until text base do 
'ii':i3ace [ i + s'hn't h = space [TI,; 
text base:= text base+ shift 
else 1f"fnl < 20 
-- "then 
begin shift:~ (fprog - fnl) : 2; 
-- for i:= text base step-1 
end 
until text base+~ pointer do 
space[i]:= space[i + shift]; 
text base:= text base - shift 
else if nl base - nlp - instruct counter< 20 
-- men begin ERRORMESS.AGE (492) goto endrun end 
test pointers-,--
procedure prescanO; 
begin integer old block cell pointer, displ level, pre level, 
-- global count, local. count, label count, local for count, 
max for count, internal block depth, string occurrence, 
subcount, array pointer; 
procedure Program; 
begin integer n; 
cnaracter:= 6 X d19; 
if letter last symbol 
then begin read identifier; 
-- --- if last symbol = colon 
end 
else 
then begin n:= Process identifier; 
-- -- Label declaration (n) 
end 
else mt:JRMESSAGE ( 111 ) ; 
Program 
I'r'o:igit last symbol 
then begin unsigned number; 
-- --- if last symbol= colon then Int lab declaration 




T:f'"Iast symbol= begin 
then Begin statement 
else begin ERRORMESSAGE (113); next symbol; Program end 
end Program;--
integer procedure Block (proc identifier); integer proc identifier; 
begin integer du.mp1 , du.mp2, du.mp3, du.rnp4, 'ciu.mp5, du.mp6, cl.u.mp7, cl.ump8, 
n, formal count; 
cl.u.mp1 := block eel 1. pointer; du.mp2:= local for count; 
dillltp3:= max for count_; du.rnp4:"' local count; 
du.mp5:= label count; dump6:= internal block depth; 
d:u.mp7:= string occurrence; du.mp8:== pre level; 
local for count:= max for count:= local count:= label count:= 
internal block depth:= string occurrence:= o; 
block cell pointer:= nlp + 1; 
spa.ce[nl base - old block cell pointer]:= 
spa.ce[n.l base - old block cell pointer]+ block cell pointer; 
old block cell pointer:= block cell pointer; 
spa.ce[nl base - block cell pointer]:~ dump1 x d13; 
space[nl base - block cell pointer - 1] :"" displ level:= 
displ level+ 1, 
spa.ce[nl base - block cell pointer - 3] := O; 
nlp:= nlp + 6; 
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if proc identifier> 0 
then 
begin pre level:= displ level; formal count:= O; 
-- space[nl base - block cell pointer - 4] := - d25 - nlp; 
if last symbol= open 
"ffien begin character:= 127 x d19; 
-- nextO: next symbol; Identifier; 
space[nl base - nlp]:= O; nlp:== nlp + 1; 
formal count:= formal count + 1; 
if last symbol= comma then goto nextO; 
'Il' last symbol= close men next symbol 
else ERRDRMESSAGE (114) 
end; 
if la~symbol = semicolon then next symbol 
else ERRORMESSAGE ( 11 5); 
space[nl base - proc identiHer - 1]:= 
d22 + formal count + 1 ; 
symbol == value if last 
"ffien 
begin 
nexti: next symbol; n:= Identifier; 
if n > last nlp then ERRORMESSAGE (116) 
- else space[nl base - n] := 
nlp:== last nlp; 
if last symbol 
'Il' last symbol = 
comma then goto next1; 
semi co!ori"" tneri""'" next symbol 
95 X d19; 
else ERRORMESSAGE (117) 
end; 
next2:-n" specifier last symbol 
tnen 
begin 
riext"3: n:= Identifier; 
if n > last nlp 
end; 
tlien ERRORMESSAGE (118) 
else if space[nl base - n] = 127 x d19 
-- tlien space[nl base - n] :== character 
else if space[nl base - n] + 95 x d19 
-- tlien ERRORMESSAGE ( 11 9) 
else if value character> 75 
-- then ERRORMESSAGE ( 1 20) 
else 
begin space[nl base - n]:= 
-- value character x d1 9, 
if type = 3 
llien string occurrence:= d6 
end; 
nlp:= last nlp;-
if last symbol= comma 
llien begin next symbol; goto next3 end; 
'Il""Tast symbol= semicolon then nextsymbol 




space[nl base - nlp] := - d25 - 4 - dumpl; nlp:= nlp + 1; 
space[nl base - block cell pointer - 4] := - d25 nlp; 
if last symbol= quote 
then begin s:pace[nl base - proc identifier - 1] :"' 
-- --- s:pace[nl base - proc identifier - 1] + d24; 
next4: next symbol; 
end 
else 
if last symbol+ unquote then goto 
next symbol 
Triast symbol= begin 
then begin next symbol; 
-- --- if declarator last symbol then Declaration list, 
Compound tail; next symbol--
end 
else !r-tatement 
begin s:pace[nl base - nlp] :,.,, - d25 - 4 - dunw1, nlp:= nlp + 1; 
-- s:pace[nl base - block cell pointer - 4]:= - d25 - nlp, 
Declaration list; Compound tail 
space[nl base - block cell pointer - 2]:= 
dl 3 x nlp + string occurrence + pre level; 
for n:= 0 step 1 until max for count - 1 do 
's'j:iace[nl base - ~n] := d19, -
s:pace[nl base - block cell pointer - 1]:= 
space[ nl base - block cell pointer - 1 ] + 
d6 X ( internal block depth + 1 ) ; 
if pre level > 1 
then s:pace[nl base - block cell pointer - 1] := 
-- s:pace[nl base - block cell pointer - 1] + 
d13 x (:max for count+ local count) 
else global count:= global count+ max for count+ 
-- local count + label count; 
nlp:= nlp + max for count; 
space[nl base - nlp]:= - d25 - 5 - block cell pointer; 
nlp:= nlp + 1; 
s:pace[nl base - block cell. pointer + 1] :"' - d25 - nlp; 
displ level:= space[nl base - dunw1 - 1]; 
Block:= internal block depth+ 1; 
block cell poi.nter:,,. dump1; local for count:= dump2; 
max for count:= dunw3; local count:= dunw4; 
label count:= dump5; i.nternal block depth:= dump6; 
string occurrence:"' dunw7.i pre level:= dump8 
end Block; 
procedure Compound tail; 
begln Statement; if last symbol= semicolon 
then begin next symbol, Compound tail end 
end Compound 
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procedure Declaration list; 
begin 
neitc\: 
integer n, count; 
Tr' type declarator last syrribol 
then begin count:= O; 




if n < la.st nlp then ERROHMESSAGE ( 1 
11' la.st symbol "'~lllll\E, 
then begin next symbol, goto next1 
1J'type "' 0 V type "" 3 tnen cmmt: count; 
11' mm type then global count:"' global count + count 
- else local count:,. local count + count; 
if type= 3 tnen string occurrence:= d6 
Tt'a:rr declarator last symbol 
then begin cmmt:= array po1nter:= O; 
-- nex~: count:== count + 1; 
next symbol; n:= Identifier; 
if n < last nlp then ERRDRMESSAGE (123) 
space[nl base - :nip]:~ array pointer; 
array po1:nter:= nlp; nlp:= nlp + 1; 
if last symbol comma then goto next2; 
aimension:"' O; -- --







if' letter last symbol 
then skip identifier 
else if digit last symbol 
-- then begin unsigned number, 
-- --- Store numerical constant 
end; 
if last symool = quote then skip string; 
'TI' last symbol= colon --
then begin dimension:"' dimension + 1; 
-- --- goto next3 
end; ~-
if las-t symbol = sub 
then begin subcount:"' subcount + 
-- ---~ next3 
end; 
:i.f last symbol + bus then goto next3, 
'TI' subcount > 1 -- -= 
then begin subcou.nt:"' sub count 1; 
-- --- goto next3 
end; 
next symbol; 
if dimension"' 0 then ERRDRMESSAGE (124) 
e!se dimension:"' olmens1.on + 





n:= space[nl base - array pointer]; 
space[nl base~ array pointer]:= dimension; 
array pointer:= n; 
if n 4 0 then goto next4; 
TI own t~--
then global count:= 
-- global count + ( 3 x dimension + 3) x count 
else local count:= local count+ count; 
Illast symbol= coIJl!lla 
then begin count:= o; goto next2 end; 
1f typ~3 then stringoccurrenceT,;; d6 
Illa.st symbol= switch 
then begin next symbol; n:= Identifier; 
-- --- if n < last nlp then ERRORMESSAGE (126); 
s:i;iace[nl base - mT:= o; nlp:= nlp + 1; 




if letter last symbol 
then skip identifier 
else if digit last symbol 
-- then begin unsigned nuniber; 
-- -- Store numerical constant 
end; 
if last symool quote then skip string; 
TI last symbol 4 semicolon then goto next5 
next symbol; n:= Identifier; 
if n < last nlp then ERRORMESSAGE (127); 
ru.p:'-" nlp + 1; --
if type< I+ 
'Uien begin space[nl base~ nlp]:= type X d19; 
-- --- nlp: = nlp + 1 
end; 
Block7'n) 
if last" symbol = semicolon then next symbol 
else ERRORMESSAGE ( 128); 





begin integer n, lfc; 
!fc:= local for count; 
nextO: character:= 6 x d19; 
next1: if letter la.st symbol 
'then begin read identifier; 
-- -- if la.st symbol~ colon 
end 
else 
'then begin n:= Process identifier; 
-- --- Label declaration (n); 
goto next1 
end 
Tr'cl'.igit last symbol 
'then begin unsigned number., 
-- --- if last symbol= colon 
end 
else 
'then begin Int lab declaration; goto next 1 end 
eise Store numerical constant 
11""Tast symbol= for 
'then begin local for count:= local for count+ 1; 
-- -- if local for count > max for count 
end 
else 
tilen max for count:= local for count 
11""Tast symbol= begin 
'then begin Begin statement, next, symbol; goto next1 end 
else --
11'7:'ast symbol= quote then skip string; 
TI' last symbol t semicolon A last symbol+ end 
tilen begin next symbol; goto next1 
Iocal~count:"' lfc -
end Statement; 
procedure Label declaration (n)., integer n; 
'begin I:e n < la.st then ERRORMrnSAGE (129); 
TI' label count =""'a 
'then base - block cell pointer= 3]:~ d13 x 
Ia13'el count:= label count+ 2; 
space(nl base= nlp]:~ d18; nlp:~ nlp + 1; 
next symbol 
end Label declaration; 
procedure Int lab decla.ration; 
begin if real number 
-- fuen begin ERRORMESSAGE ( 130); next symbol ~ 
else negin int labels:"' true; 
--- -- in name listfri!p:~ nlp + 3, 
Label declaration (,n,c~~·~~ 
end 
end Int lab "i:reclarat:!on; 
procedure Begin statement; 
begin integer n; 
next symbol; 
if declarator last symbol 
then begin n:= Block (o); 
-- --- if n > internal block depth 
then internal block depth:= n 
end 
else ~pound tail 
end BegT:n"'atatement; 
procedure Store numerical constant; 
begin If 7 small 
then begin space[prog base+ instruct counter]:~ 
-- --- value of constant; 
space[prog base+ instruct counter+ 1]:= 
decimal exponent; 
instruct counter:= instruct counter+ 2 
end 
end Store nuiiie'rical constant; 
integer procedure Process identifier; 
begin""- last nlp:= nlp; n.lp:= nlp + word count + 2; 
space[nl base - nlp + 1]:= character; 
Process identifier:~ look up 
end Process identifier; 
integer procedure Identifier; 
begin read Iaentifier; 




main program of prescanO: 
runnwnber:= 100; init; 
local for count:= mx for count:= local count:= label count:~ 
global count:= interna.l block depth:= string occurrence: .. 
displ level:= pre level:= O; 
old block cell pointer:= block cell pointer:= nlp; 
int labels:= false; 
space[text base]:= 
space[nl base -block cell pointer]:= 
space[nl base -block cell pointer - 1]:"' 
space[nl base - block cell pointer - 3]:= O; 
nlp:= block cell pointer+ 6; 
space[nl base - block cell pointer - 4] := - d25 - nlp; 
next symbol; 
Program; 
space[ nl base - block cell pointer - 1 ] :"' 
(global count + max for count + label count) x d13 + 
(internal block depth+ 1) X (d13 + a.6); 
space[nl base - block cell pointer - 2]:~ nlp X d13; 
for n:,.. 0 step 1 until max for count - 1 do 
siiice[nl base - ~n]:= d19; -
nlp:== nlp + max for count; 
space[nl base - block cell pointer - 5] : .. - d25 - nlp; 






begin if last symbol if then Ifclause (Arithexp) 
else Simple arithexp 
end Ari thexp; 
procedure Simple arithexp; 
begin integer n; 
TI' Iast symbol = plus V last symbol minus 
wen 
nextO: next symbol; 
if last symbol= open 
then begin next symbol; Arithexp; 
-- --- if last symbol= close then next symbol 
end 
else 
'IT"cl:igit last symbol~ unsigned number 
eise 
1TTetter last symbol 
wen begin n:= Identi.fier; Arithmetic (n) J 





end Sin:ipre a.rithexp; 
if then Arithexp; 
las"tsymbol ~ goto nextO 
procedure Subscripted 
begin if last symbol 
variable (n); integer n; 
= sub then begin Suoscrvar (n); 
-- --- dimension:= Subscrlist; 
List length (n) 
end 




next symbol; Arithexp; 
if last symbol= comma 
end Subscrlist; 
then Subscrlist:= Subscrlist + 1 
else begin if last symbol= bus 




begin if last symbol if then Ifclause (Boolexp) 




procedure Simple boolean; 
begin integer n, type; 
-- if last symbol= non then next symbol; 
TI la.st symbol = open tnen begin next symbol; Exp (type); 
-- ---- if la.st symbol= close 
tnen next symbol 
end 
else 
11':retter last symbol then begin n:= Identifier; 
else 
-- ---- Subscripted variable (n); 
Function designator (n); 
end 
if a.rithoperator last symbol V 
- relatoperator last symbol 
then Arithmetic (n) 
else Boolean (n) 
Tnigit last symbol V last symbol= plus V la.st symbol= minus 
tnen Simple arithexp 
else 
11':rast symbol= true V last symbol= false then next symbol; 
'!rest of exp (type) 
end Simple boolean; 
procedure Stringexp; 
oegin if last symbol= if then Ifclause (Stringexp) 
else Simple stringexp 
end Stringexp; 
procedure Simple stringexp; 
begin integer n; 
end 
if last symbol= open 
tnen begin next symbol; Stringexp; 
--- if last symbol= close then next symbol 
end 
else 
11':retter last symbol 
tnen begin n:= Identifier; Stri~ (n); 
- - Subscripted variable (n); 
end 
else-
Function designator (n) 
11':rast symbol= quote 
tnen begin quote counter:= 1; 
-- riexm: next symbol; 
if last symbol= unquote 
tlien begin quote counter:= O; 
-- ---- next symbol 
end 




begin if last symbol 
end Desigexp; 
if then Ifclause (Desigexp) 
e'.rse Simple desigexp 
procedure Simple desigexp; 
begin integer n; 
if last symbol= open 
'tnen begin next symbol, Desigexp; 
-- --- if last symbol= close then next symbol 
end 
else --
T:F'Tetter last symbol 
'tnen begin n:= Identifier; Designational (n) 
-- --- Subscripted variable (n) 
end 
else 
T:r'ciigit last symbol 
'tnen begin unsigned number; 
-- -- if in name list 
'tnen Designational ( integer label) 
end 
end Simple desigexp; 
procedure Exp (type); integer type; 
oegin if last symbol= if . 
end 
then begin next symbol; Boolexp; 
-- --- next symbol; Simplexp (type); 
if last symbol= else 
men begin next symbol; Type exp 
end 
else lTiinplexp (type) 
Exp-,---
procedure Type exp (type); integer type; 
'5egln if type = ar V type "' re V type = in 
men Arithexp 
end 
else if type= bo 
-- men Boolexp 
else if type = st 
-- men Stringexp 
Type exp; 
else if type "' des 
--- men Desigexp 




procedure Simplexp (type); integer type; 
begin· integer n; 
end: 
type:= un,; 
if last symbol= open 
tnen begin next symbol; Exp (type}; 
-- -- if last symbol = close then next symbol 
end 
else 
TI:"7:'etter la.st symbol 
tnen begin n:= Identifier; Subscripted variable 
-- ---- Function designator (n); 
end 
else --
if arithoperator last symbol V 
- relatoperator last symbol 
then Arithmetic (n) 
else if booloperator last symbol 
-- tnen Boolean (n) 
else begin if nonforma.l label (n) 
-- --- tnen Designational (n), 
type:= type bits (n) 
end 
T:rc[igit last symbol 
tnen begin unsigned number; 
-- -- if in name list 
end 
else --
tnen Designatlonal ( integer label) 
else type:= ar 
iTiast symbol = plus V last symbol "' minus 
tnen begin Simple arithexp; type:= ar end 
else -
TrTa.st symbol "' non V la.st symbol = true V last symbol "' false 
'ffien begin Si.mple boolean,; type:= bo end 
else --
TrTast symbol= quote 
tnen begin Simple stringexp; type:= st; goto end end; 
rest ofe"xp (type); 
end S impl exp; 
Best of exp (type); integer type; 
f arithoperator last symbol · 
Uien ~ next symbol; Simple arithexp; 
type:= ar 
end; 
if relatoperator last symbol 
tnen begin next symbol; Simple arithexp; 
-- - type:= bo 
end; 
if boo!operator last symbol 
tnen begin next symbol; Simple boolean; 
-- --- type:= bo 
end 
end Rest of 
procedure Assignstat (n); integer n; 
begin Subscripted variable (n); 
-- if last symbol = coloneq_ual then Right hand side (n) 
end Assi'gnst~t; · --
procedure Right hand side (n); integer n; 
begin integer m, type, type n; 
end 
Assigned to (n); type n:= type bits (n); 
next symbol; 
if letter last symbol 
"-Enen begin m:= Identifi.er; Subscripted variable (m); 
-- -- if last symbol = colonequal 
end 
"-Enen 
'oeg'In Insert (type n, m); 
-- Right hand side (m); type:= type bits (m) 
end 
else 
begin Function designator (m); 
-- if arithopera.tor last symbol V 
- relatoperator last symbol 
then Arithmetic (m) 
else if boolopera.tor last symbol 
-- "-Enen Boolean (m) 
else 
'oeg'In Arbost (m); 
-- type:= if type n == re V type n "' in 
"-Enen ar 
end_; 
else type n; 
Insert T"-tyj;ie, m); 
type:= type bits (m); 
if type= re V type""" in 
"-Enen type:= ar 
Rest cirexp (type) 
end 
else begin m:= type n; Type exp (type n); 
-- -- if m + nondes then type n:= m; 
type:= 2! type~ re V type n "' in then ar 
else type n 
end; 
Inse:rr-(type, n) 
Right hand side; 
29 
30 
procedure Insert (type, 
begin if type= re 
"tnen Real (n) 
else if type= in 
-- "tnen Integer (n) 
integer type, n; 
else if type"' bo 
-- "tnen Boolean 
else if type 
(n) 




Function designator (n), integer n; 
last synibol = open then begin Function (n); 
end Function designator; 
integer procedure Parlist; 
-- -- dimension:= Parlist; 
List length (n) 
end 
begt'n next symbol; Actual parameter; 
if last synibol = comma 
"tnen Parlist:= Parlist + 1 
else begin if last symbol "" close then next symbol; 
-- --- l'arlist:"' 1 
end 
end Parlist;--
procedure Actual parameter; 
begin integer type; 
l5xp· (,;ype) 
end Actual parameter; 
procedure Procstat (n); integer n; 
beg!n "Proc (n); 
end 
dimension:= if la.st symbol "' open~ Parlist else o; 
List length "fri) 
Procstat; 
procedure Statement; 
begin integer n; 
--- if letter last symbol 
'Uien begin n: = Identifier; 
-- -- i.f last symbol = colon 
then Labelled statement (n) 
else begin if last symbol= sub V 
-- -- - last symbol= colonequal 
then Assignstat (n) 




Trciigit last symbol 
then begin unsigned number; 
-- - if last symbol= colon 
then Intlabelled statement 
end 
else 
T:r'Tast symbol= goto then Gotostat 
else 
T:r'Tast symbol = begi.n 
then begin next symbol; 
-- --- if declarator last symbol then Block 










begin integer n; 
nexE symbol; 
for then Forstat 
if letter last symbol 
then begin n:= Identifier; 
-- --- if 7 local label (n) 
end 
tnen begin Designational (n); 




procedure Compound tail; 
begin Statement; 
if last symbol+ semicolon A last symbol 4 end 
then skip rest of statement (Statement); 
T:r'Tast symbol= semicolon 




procedure Ifclause (pr); procedure pr; 
begin next symbol; Boolexp; 
if last symbol= then~ next symbol; 
pr; 
if last symbol else~ begin next symbol; pr~ 
end Ifclause; 
procedure Forstat; 
begin integer n; 
next symbol; 
if letter last symbol 
then begin n:= Identifier; Arithmetic (n); 
Subscripted variable (n); 
if last symbol "' colonequal 
then 
nextO: next symbol; Ari thexp; 
if last symbol"' step 
end 
end F'orstat,---
then begin next symbol; Arithexp; 
-- --- if last symbol= until 
end 
else 
tnen begin next symbol; 
-- --- Arithexp 
end 
TrTast symbol= while 
then begin next symbol; Boolexp end, 
irTast s:imbol"' co:mrna then gotonextO; 
TI' last symbol "' do then next symbol; 
Torcount:= forcount + ,-;--
Statement; 
forcount:= forcount 
procedure Switch declaration; 
begin integer n; 
next' symbol; 
if letter last symbol 
tnen begin n:= Identifier; 
---- ---- if last symbol= colonequa.l 
end 
then begin dimension:= Switchlist; 
-- --- Switch length (n) 
end 
end Switch de'ciaration; 
integer procedure Swi tchlist; 
oegin next symbol; Desigexp; 
---- 1;! last symbol= comma then Switchlist:~ Switchlist + 1 
e!se Switchlist:= 1 
end Switchlist; 
procedure Array declaration; 
oegin integer i' n, count; 
-- next symbol; n:= Identifier; count:= 1; 
nextO: if last symbol= comma then begin next symbol; 
-- -- if letter last symbol 
then skip identifier; 
count:= count+ 1; goto 
end; 
nextO 
if last symbol sub ~ oegin in array declaration:= true; 
dimens:l.on:= Bound pair Irst; 
in array declaration:= false 
end 
else almension:= O; 
Check dimension (n); 
if own type then for i:= 1 step 1 until count do 
-- begin Address(n,-rnstruct counter); 
if last symbol 
end Array declaration; 
-- instruct counter:= instruct counter+ 
~; 
3 X dimension+ 6; 
n:= next identifier (n) 
= comma then Array declaration 
integer procedure Bound pair list; 
begfii next sym5ol; Ari thex:p; 
if last symbol= colon then begin next symbol; Arithexp end; 
TI la.st symbol "' comma -- ----
then Bound pair list:= Bound pair list+ 1 
else begin if last symbol= bus then next symbol; 
-- -- Found pair list:= 1 --
end 
end Bound pa1rlist; 
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proceaure Procedure declaration; 
begin integer n, m; 
--- next symbol; n:= Identifier; entrance block; 
if last symbol= open 
then begin in formal list:= true ; 
-- riexto: next symbol; m:= ".l'.crentifier; 
end; 
if space[nl base - m] = 95 X d19 
tnen begin ERRORMESSAGE ( 201 ) ; 
-- ---- space[ nl base - m] : = 127 X d 1 9 
end; 
if las-t symbol = comma then goto nextO; 
TI last symbol"" close then next symbol; 
Tri formal list: .. faJ_se --
if las-tsymbol "" semicolon then next symbol; 
skip value list; skip specirication list; 
if in code (n) 
then Scan code (n) 
eise begin if space[nl base - n] : d19 = 19 A 
-- -- - 7 use of counter stack 
then space[nl base - block cell pointer~ 2]:= 
-- space[nl base - block cell pointer ~ 2] + 64; 
if last symbol= begin 
then begin next symbol; 
--- -- if declarator last symbol 
tnen Declaration list; 
Compound tail; next symbol 
end 
else !:it.atement., 




begln entrance block; Declaration list; Compound tail; 




f typedeclarator last 
e'rse 
Tra:rr declarator last 
e'rse 
symbol then skip type declaration 
symbol then Array declaration 
TI'"Tast symbol= switch 
if last symbol= semicolon 
TI declarator last symbol 
Deci'.aration list; 
then Switch declaration 
eI"se Procedure declaration; 
then next symbol; 
then Declaration list 
procedure Program; 
begin integer n; 
-- H' Iel:ter last symbol 
then begin n:= Identifier; 
-- ---- if last symbol= colon 




Ilaigit last symbol 
then begin unsigned number; 
---- -- if i.n name list 
end 
else 
then Label declaration (integer label); 
Program 
Irrast symbol= begin 
then begin next symbol; 
-- --- if declarator last symbol 
then Block 
else Compound tail 
end 
else oegin next symbol; Program end 
end Program;--
procedure Labelled statement (n); integer n; 
begin·· if nonformal label (n) then Label declaration (n); 
-- '1rtatement 
end Labelled statement; 
procedure Intlabelled statement; 
oegin if in name list then Label declaration ( integer label); 
----- '1rtatement 
end Intlabelled statement; 
procedure Label declaratfon (n); integer n; 
oegrn .. if proc level = 0 
then begin Designational (n); Address (n, instruct counter); 
--- --- space[ n1 base ... n ... 1 ] : = 
space[ n1 base ... n ... 1 ] + instruct counter + 
d20 x forcount; 
space[prog base+ instruct counter]:= O; 
space[prog base+ instruct counter+ 1]:~ 
d18 X display level + dpO., 
instruct counter:= instruct counter+ 2 
end 
~ space[nl base ... n ... 1] :"' space[nl base ... n .. 1] + 
d20 X forcoun.t; 
next symbol 
end Label declaration; 
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procedure Addressing of block identifiers 
begin Integer counter, f, code, codel; 
integer n; 
ff n "' 0 then space[nl base - block cell pointer - 1] := 
- -- space[nl base ~ block. cell pointer - 1] + d13, 
if proc level> 0 
then 
begin counter:= d9 X d.isplay level + d8; 
--ifn=O 
'then counter:= counter+ 1 + d18 
else 
'Eeg!n counter:= counter + display level + top of display; 
-- f:= block cell pointer + 5.l 
nextO: f:= next identifier (f); 
if f > block cell pointer 
'Uien 
'Eeg!n Address (f, counter); 
-- code1:= space[nl base - f} • d18; 
end, 
code:"' code1 : 2; 
counter:"' counter + 
( if code ., 64 V code = 67 V code 
'Uien 2 
else if code< 96 
-- then 1 
else if code1 "'2 X code 
-- then 2 else 4) 
goto nextO -- --
counter:= counter + d18; 
code:"' space[nl base - n] 




'Eeg!n f:"' if' wanted then 3 else 
- Tr code "' T5v code = 19 then 2 else 1; 
end 
Address (n + 2, counter); 
counter:= counter + f'; 
space[nl base - block cell 
space[nl base - block cell 
d13 X f 
pointer - 1] := 




if space[nl base - f] > 0 
'then begin Address ( f, counter); counter:= counter + 1 ; 
-- --- f:= f + 1; 
goto next,1 
end; 
f:= biock cell pointer+ 4; 
f:= next identifier (f); code:= space[nl base - f] 
if f > block cell pointer /\ f < status /\ code < 64 -
then begin if code> 24 
-- ---then 
end; 
'oegiri if code< 36 
--then 
end 
oegi'n Address (f, instruct counter), 
--- instruct counter:= 
end 
instruct counter+ 
(if code= 32 V code= 35 
'then 2 else 1) 
else 
1J'"code < 14 
then 
begrn J;! code ,j, 6 V 
( code = 6 /\ 
end; 
bit string (d19, d18, 
space[nl base - f - 1]) = 0) 
then 




(if code= 0 V code 
'then 2 else 1) 
3 V code 
goto next2 
if counter> d18 + d9 X (display level+ 1) 
'then ERRORMESSAGE (202), 
e:ii"t block 
"' 6 
else Static addressing 
end Addressing of block ident:Lfiers; 
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procedure Static addressing; 
oegin integer f, code; 
--- f:= status, 
nextO: if spa.ce[nl base~ f] > 0 
next1: 
then begin Address (f, instruct counter); 
-- ---- instruct counter:= instruct counter+ 
goto nextO 
end; 
f:= bio'"ck cell pointer + 1~; 
1; f:'-"' f + 1; 
f:= next identifier (f); code:= spa.ce[nl base = f] ..:. di 9, 
if f > block cell pointer/\ f < status 
then begin if code > 24 /\ code < 36 V code < 14 /\ code 4' 6 
-- --- then begin Address (f, instruct counter); 





instruct counter + 
( if code "' 0 V code "' 3 V 
- code= 32 V code"' 35 then 2 
else 1) 
end Static addressing; 
procedure Add type (n, t); integer n, t; 
begin integer code, new code, type; 
-- new code:= code:= space[nl ba.se - n] d19:; 
if code> 95 
n:ien begin if code= 127 
-- --- n:ien new code:= 96 + t 
else if code= 120 /\ t < 6 
-- n:ien new code:= 112 + t 
else 
oegin type:= code - code: 8 x 8; 
-- if type == un V (type"' nondes /\ t < 5) V 
- ( type == a.r /\ t < 2 ) 
then new code:= code - type+ t 
end; 
spaceTru base - n]:= 
space[nl base - n] - (code - new code) X d19 
end 
end Add type; 
procedure Real (n); integer n; begin Add type (n, re) end Real, 
procedure Integer (n); integer n; begin Add type (n, in) end Integer; 
procedure Boolean (n); integer n; begin Add type (n, bo) end Boolean; 
procedure String (n); integer n; begin Add type (n, st) end String; 
procedure Arithmetic (n); integer n; 
begin Add type (n, ar) end Arithmetic; 
procedure Arbost (n); integer n; 
'f.iegin Add type (n, nondesY ·end Arbost; 
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procedure Designational (n); integer n; 
begin integer p; 
if non:r'orrnal label (n) 
then 





space[nl base - n - 1]:= 
abs (space[nl base - n - 1] - d18); 
p: == corresponding block cell pointer ( n); 
:i.f bit string ( d6, dO, space[ nl base - p - 2] ) 
then begin space[nl base - p - 3]:"' 
- -- space[nl base - p - 31 + 1; 
end 
space[nl base - p - 1]:~ 
space[nl base - p - 1] + d1l.1 
else Add type (n, des) 
end Designational; 
procedure Assigned to (n); integer n; 
begin integer code; 
code:= space[nl base - n] d19, 
if' code > 95 
then 
'Eegin if cod.e = 127 then code:= 1 01 ; 
> 0 
-- TI' code < 102 then space[nl base - n] :"' code X d19 + d18 
e!se Add type (n, nondes) 
end 
~ Assigned to; 
procedure Subscrvar (n); integer n, 
oegin integer code, new code; 
code:~ space[nl base - n] : d19, 
if code> 95 -
then begin new cod.e:"' if' code "' 127 
then 111 
eise j_f code < 1 04 
-- then code+ 8 
e!se code; 
space[nl base - n]:• epace[nl base - n] + 
(new code - code) x d19 
end 
end Subscrvar;" 
procedure Proc (n); integer n; 
begin integer code, new code; 
-- code:= spa.ce[nl base - n] .:., d19,; 
if code> 95 
tlien begin new code:= if code "' 127 
-- --- tlien 120 
end Proc; 
else if code< 102 
-- tlien code + 16 
else code; 
spa.ce[nl base - n) : .. spa.ce[nl base - n] + 
(new code-,. code) X d19 
end 
procedure Function ( n); integer n; 
begin Arbost (n); Proc (n) ~ Function; 
procedure List length (n); integer n; 
begin integer word; 
if spa.ce[nl base - n] : d19 > 95 
tlien begin word:= space[ nl base - n - 1 ] ; 
-- --- if bit string ( d1 8, dO, word) .. 0 
tlien spa,ce[nl base - n - 1] :"' word + dimension + 1 
end 
end List lengtn; 
procedure Switch length (n); integer n; 
begin spa,ce[nl base - n - 1] :== dimension + end Switch length; 
procedure Address (n, m); integer n, m; 
begin integer word; 
word:= space[nl base - n] : d18; 
spa,ce[nl base - n]:= word x d18 + m 
end Address; 
procedure Check dimension (n); integer n; 
begin if spa.ce[nl base - n - 1] +dimension+ 
tlien begin ERRORMESSAGE (203); 
-- ---- spa,ce[nl base - n - 1] := dimension + 
end 







last nlp: = nlp; read identifier; Identifier:"' n: = look up; 
if n > nlp then Ask librarian; 
TI' n > nlp ---Eneri begin ERRORMESSAGE (2o4)., 
-- --- nlp: = nlp + word count + 3; 
space[nl base - nlp + 1]:~ 0 
end 
end Identifier;: 
procedure Scan code (n); integer n; 
lock cell pointer:= space[nl base - bloc],;: cell. pointer] : d13, 
next symbol., if last symbol = minus then next syn:ibol; -
if letter last symbol then Identifier""'e'Ise unsigned integer ( 0); rr last symbol "" CO!!llll9. ~n goto nextO_; __ 
TI' last symbol = unquote Uien next symbol 
end S caxi"" code; 
procedure Ask librarian; 
begin comment if the current identifier occurs in the lib1~ry 
then this procedure will add a new na.mecell to 
the name list and increase n1p; 
end Ask librarian; 
main program of prescan.1 : 
if 7 text in memory 
"tnen begin NEWPAGE; 
-- - PRI:NTTEXT (.J,:input tape for prescan.1:I,) 
end; 
runnuiii'oer:= 200; init; 
block cell pointer:= next block cell pointer:~ O; 
dpO:= instruct counter; 
instruct counter:= instruct counter+ top of display; 
space[nl base - nlp] := ~ 1; 
next symbol; entrance block; 






integer last lnc, lnc, last lncr, macro, parameter, state, 
stackO, stack1, b, ret level, max depth, 
ret max depth, max depth isr, max display length, 
:ma.x proc level, ecount, controlled variable, increment, 
10, 11 , 12, 13, 1L,, 15, number of switch elements, 
switch identifier, switch list count, sword, 
address of constant, sum of maxima; 
Boolean in switch declaration, in code body, if 5ta.tement forbidden, 
complicated, complex step element; 
procedure Arithexp; 
begin integer future1, future2; 
-- i? last symbol= if 
tnen begin future1:= future2:= O; 
-- ---- next symbol; Boolexp; Macro2 ( COJU, future1 ) ; 
if last symbol i then then ERRDRJ,ilESSAGE (300) 
end 
- else next symbol; 
Simple arithexp; 
j_f la1it symbol "' el1ie 
tnen begin Macro2 (JU, future2); 
-- --- Substitute (future1); 
next symbol; Arithexp; 
Substitute (future2) 
end 
else E'.lffi'ORMESSAGE (301) 
else ITTmple arithexp 
end Aritnexp,; 
procedure Simple a.rithexp; 
begin if last symbol "" minus then begin next symbol; Term; 
Macro (NEG) 
Next term 
end Simple arithexp; 
end 
else oegin if last symbol= plus 




procedure Next term; 
begin if last symbol "' 
else 
plus ~ begin Macro (STACK); 
next 'I'erm; 
Macro Ne:,.-t term 
end 
Illa.st symbol "' minus then begin Macro (STACK); 
end Next term; 
next symbol, Term; 
Macro (SUB); Ne:,.-t term 
end 
procedure Term; begin Factor; Next factor end Term; 
procedure Next factor; 




next symbol; Factor; 
Macro (M!JL); Next factor 
end 
div~ begin Macro (STACK); 
next symbol; Factor; 
Macro (DIV) Next factor 
end 
Illa.st symbol "' idi then begin Macro (STACK); 
end Next factor; 
next symbol; Factor; 
Macro (IDI); Next factor 
end 
procedure Factor; begin Prirr:a.ry; Next primary end. Factor; 
procedure Next prirm.ry; 
begin if last symbol"' ttp then begin Macro (STACK); 
end Next primary; 
next symbol; Prtmary; 
Macro ('I'TP); Next primary 
end 
procedure Primary; 
begin integer n; 
-- if' !ast symbol "' open then begin next symbol; Ari the:irp; 
if last symbol = close 
men next symbol 
e!se ERRORMESSAGE (302) 
end 
else 




Trletter last symbol then begin m = Identifier; 
else 
begin ERRORMESSAGE ( 303), 
end 
Subscripted variable ; 
Function designator (n); 
Arithname (n) 
if last symbol= if V last symbol 




~ Ari thexp 
procedure Arithname (n); integer n; 
begin if Nonarithmetic (nJ then ERRORMESSAGE (304); 
complicated:= Formal "('ii.T"v Function (n); 
if Simple (n) 
men begin if Formal (n) 
-- --- TI' Integer (n) 
end 
end Arithname; 
then M:Lcro2 (IXJS, n) else 
theri: lvacro2 (TIV, n) 
else M:Lcro2 (TRV, n) 
procedure Subscripted variable (n); integer n; 
begin if Subscrvar (n) then begin Address description (n); 
end Subscripted variable; 
if last symbol= colonequal 
'Uien begin Macro (SJ'AC'K); 
-- --- Macro (STM) 
end 
else ilriialuation of 
end 
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procedure Address descripti.on (n}; integer n; 
begin if last symbol= sub 
-- tnen begin neA-t symbol; dimension:= Subscri.pt list; 
-- --- Check dimension (n); 
if F o rlll!l.l ( n ) then Macro2 (DOS, else 
TI:' Designational (n) tnen Macro2 (TSWE, n)--
e!se Macro2 (TAK, n) 
end 
else mffi□RMESSAGE (305) 
end Address description; 
procedure Evaluation of (n); :!.nteger n; 
begin :!.f Designational(n) 
-- tnen begin if Formal (n) then Macro (TF'SL) 




Tr"°Boolea.n (n) then Macro 
TI:' String (n) tnen Macro 
TI:' Forlll!l.l ( n ) tnen Macro 





(TSI) eise Macro 
:!.nteger procedure Subscript list., 
begin Ari-Ene:x;p; 
-- if last symbol= comma 
tnen begin Macro (STACK); next symbol; 
-- --- Subscript list:~ Subscript list+ 
end 
end Subscriptlist; 
if la.st symbol·= bus 
tnen next symbol 
else ERRORMESSAGE (306); 
'Su6'script list:= 1 
(TSR) 
procedure Boolexp; 
begin integer future1, future2; 
-- i~ last symbol= if 
then begin future1:= future2:= o; 
next symbol; Boolexp; Macro2 (COJU, future1); 
if last symbol ,j, then then ERRORMESSAGE (307) 
- e!se next symbol; 
Simple boolean; 
if last symbol= else 
then begin Macro2 (JU, future2); 
-- --- Substitute (future1); 
next symbol; Boolexp; 
Substitute (future2) 
end 
else mffiDRMESSAGE (308) 
end 
else 'ITiiiiple boolean 
~ Boolexp; 
procedure Simple boolean; 
begin Implication; Next implication end Simple boolean; 
procedure Next implication; 
begin if last symbol = qvl ~ begin Macro (STAB), 
end Next implic.ation; 
next symbol; Implication; 
Macro (QVL); Next implication 
end 
procedure Implication; begin Boolterm; Next boolterm end Implication; 
procedure Next boolterm; 
begin if last symbol "" imp~ begin Macro (STAB); 
end Next bool term; 
next symbol; Bool term; 
Macro (IMP); Next boolterm 
end 
procedure Bool term; begin Boolfac; Next boolfac end Boolterm; 
procedure Next boolfac; 
begin if last symbol = or ~ begin Macro (STAB); 
end Next boolfac; 
next symbol; Boolfac; 
Macro (OR) Next boolfac 
end 
procedure Boolfac; begin Boolsec; Next boolsec end Boolf'ac; 
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procedure Next boolsec; 
begin if last symbol = and then begin Macro (STAB); 
end Next boolsec; 
procedure Boolsec; 
begin if last symbol= 
end Boolsec; 
procedure Boolprim; 
begin integer type, n; 
next symbol; Boolsec; 
Macro (AND); Next boolsec 
end 




if last symbol= open 
then begin next symbol; Arboolexp (type); 
----- if last symbol= close then next symbol 
end 
else 
- else ERRORMESSAGE (309); 
if type= ar then Resto1 relation else 
Ir type = arbo 'tEeri begin if ari thoperator last symbol 
---- -- then Rest of relation 
else Relation 
end 
n-Ietter last symbol then begin n:= Identifier; 




'Ira:igit last symbol V last symbol= plus V last symbol= minus 
then begin Simple arithexp; Rest of relation end 
else -- --
n-iast symbol= true V last symbol= false 
then in Macro2 (TBC( last symbol); next symbol end 
else SSAGE (310J 
end Boolprim; 
Boolean procedure Relation; 
begin fnteger relrnacro; 
if relatoperator last symbol 
then begin relrnacro:= Relatrnacro; Macro (STACK); 
-- -- next symbol; Simple arithexp; 
Macro (relrnacro); Relation:= true 
end 
else 'tlelation:= false 
end Relation; 
procedure Rest of relation; 
begin Rest of arithexp; 
if 7 Relation then ERRORMESSAGE (311) 
end Restof relation; 
procedure Boolprimrest (n); integer n; 
begin Function designator (n); 
if Arithmetic (n) V arithoperator last symbol 
- V relatoperator last symbol 
then begin Ari thname ( n); Rest of relation end 
else Boolname (n) 
end Boolprimrest; 
procedure Boolna.me (n); integer n; 
begin if Nonboolean (n)then °ERRORMESSAGE (312); 
IT Simple (n) then begin..:!£ Formal (n) then Macro2 (ros, n) 
else Macro2 (TBV, n) 
end 
end Boolname; 
procedure Arboolexp (type); integer type; 
begin integer future1, future~;" 
if last symbol= if 
then begin future1:= future2:"' a; 
-- -- next symbol; Boolexp; Macro2 ( COJU, future1 ) ; 
if last symbol+ then then ERRORMESSAGE (313) 
end 
- else next symbol; 
Simple arboolexp (type..,-r-




Macro2 (JU, future2); Substitute 
next symbol; 
if type= bo then Boolexp else 
IT type = ar then Ari thexp--
- else Arboolexp (type); 
Substitute (future2) 
else ERRORMESSAGE (314) 




procedure Simple arboolexp (type); integer type; 
begin integer n; 
if last symbol= open 
'Uien begin next symbol,; Arboolexp (type); 
-- --- if last symbol= close then next symbol 
end 
else 
else ERRORMESSAGE (315); 
if type= bo V 
- type= arbo /\ booloperator last symbol 
then begin Rest of boolexp; type:= bo end 
else TI'type = ar V --
-- - arithope:rator last symbol V 
relatope:rator last symbol 
then Rest of arboolexp (type) 
-rr-!etter last symbol 
'Uien begin n:= Identifier; Subscripted variable (n); 
Arboolrest (type, n) 
end 
else 
ifdigit last symbol V last symbol= plus V last symbol= minus 
'Uien begin Simple arithexp; Rest of arboolexp (type) ~ 
else --
-rr-!ast symbol= non V last symbol= true V last symbol= false 
tE:en begin Simple boolean; type:= bo end 
else ---- --
'oegin ERRORMESSAGE ( 316); type:== arbo end 
end Simple arboolexp; 
procedure Rest of arithexp; 
begin Next primary; Next factor; Next term end Rest of arithexp; 
procedure Rest of boolexp; 
begin Next boolsec; Next boolfac; Next boolterm; Next implication 
~est of boolexp; 
procedure Rest of arboolexp (type); integer type; 
~egin Rest of arithexp; 
if Relation 
'Uien begin Rest of boolexp; type:= bo ~ else type:= ar 
end Res't""o'r arboolexp; 
procedure Arboolrest (type, n); integer type, n; 
begin Function designator (n); 
-- if Boolean (n) V booloperator last symbol 
then begin Boolnarne (n); Rest of boolexp; type:= bo end 
eise --
rrr--Arithmeti c ( n) V ari thoperator last symbol V 
- relatoperator last symbol 
then begin Arithname (n); Rest of arboole:xp (type) end 
else begin if String (n) V Designational (n) 
-- --- then ERRORMESSAGE ( 317); 




begin integer future1, future2; 
if last symbol= if 
then begin future1 = future2:= O; 
-- --- next symbol; Boolexp; Macro2 ( COJU, future1 ) ; 
if last symbol+ then then ERRORMESSAGE (318) 
- eise next symbol; 
Simple stringe:xp; 
if last symbol= else 
tnen begin Macro2 (JU, f'uture2); 
-- --- Substitute (future1 ); 
next symbol; Stringexp; 
Substitute (future2) 
end 
else 'E'5:'rnORMESSAGE (319) 
end 
else 'SI'iiiple stringexp 
end Stringexp; 
procedure Simple stringexp; 
begin integer future, n; 
ii' Ias-E symbol= open 
then begin next symbol; Stringexp; 
-- --- if last symbol= close then next symbol 
else ERRORMESSAGE (320) 
end 
else 
rrr--1etter last symbol 




:l?"Tast symbol = quote 
tnen begin Macro (TCST); future:= O; Macro2 (JU, future); 
Constant string; Substitute (future) 
end 
else m'ffiORMESSAGE (321) 
end Si~stringexp; 
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procedure Stringname (n); integer n; 
begin if Nonstring (n) then ERR□RMESSAGE 
Function designatorTn); 





begin integer future1, future2; 
if last symbol= if 
then begin future1:= future2 = O; 
next symbol; Boolexp; Macro2 ( COJU, future1 ) ; 
if last symbol ,j, then then ERRORMESSAGE ( 323) 
- else next symbol; 
Simple desigexp; 
if last symbol = else 
then begin M3.cro2 (JU, future2); 
-- --- Substitute (future1).; 
next symbol; Desigexp; 
Substitute (future2) 
end 
else ];i'ffi'QRMESSAGE (324) 
end 
else tfrmple desigexp 
end Desigexp; 
procedure Simple desigexp; 
begin 'Integer n; 
H' 1.ast symbol "' open 
then begin next symbol; Desigexp; 
if last symbol "' close then next syrribol 
erse ERRORMESSAGE (325) 
end 
else 
T:t'letter last symbol then begin n:"' Identifier; 
-- --- Subscripted variable (n) 
Designa.me (n) 
else 
if' digit last 
end 
symbol then begin Unsigned number; 
-- -- if in name list 
then m cro2 ( 'l'L V, 
else ERRORMESSAGE 
end 




procedure Designame (n); integer n; 
begin if Nondesignational (n) then ERRORMESSAGE (328); 
TI' Simple (n) --
then begin if Formal (n) then Macro2 (DDS, n) 
else Macro2 (TL V, n) 
end 
end Designame".;" 
procedure Ardesexp (type); 
begin Exp (type); 
integer type; 
if type = bo V type = 
TI' type un 
st then ERRORMESSAGE (329); 
then type:= intlab else 
then ty]Je:= ar TI' type nondes 
end Ardesexp; 
procedure Nondesexp (type); integer type; 
begin Exp (type); 
if type des then ERRORMESSAGE (330); 
TI' type un then type:= nondes else 
TI' type intlab then type:= ar 
end Nonctesexp; 
procedure Exp (type); integer type; 
begin integer future1, future2; 
if last symbol= if 
then begin future1 = future2:= O; 
end 
next symbol; Boolexp; Macro2 ( COJU, future1 ) ; 
if last symbol+ then then ERRORMESSPDE (331) 
else next symbol; 
S impl exp (type) ; 




Macro2 (JU, future2); 
Substitute (future1); next symbol; 
if type ar then Ari'thexp else 
TI' type bo then Boolexp else 
TI' type st tlien Stringexp else 
TI' type= des then Desigexp else 
TI' type= intlab then Ardesexp (type) e'ise 
TI' type= nondes then Nondesexp (type)--
- else Exp (type); 
Substitute (futur~ 
else ERRORMESSAGE (332) 




procedure Si.mplexp (type); tnteger type; 
begin tnteger n; 
i~ Iast symbol= open 
then begin next symbol; Exp (type) 
-- -- tf last symbol~ close then next symbol 
end 
else 
eise ERRORMESSAGE ( 333); 
1.f type = bo V ( type = nondes V type '"' un) /\ 
- booloperator last symbol 
then begtn Rest of boolexp; type:= bo end 
else-- --
1Ttype ,I, st/\ type ,I, des/\ operator last symbol 
tnen Rest of arboolexp (type) 
T:r"Ietter last symbol 
tnen begtn n:= IdentJ.fter; Subscrtpted vartabl.e (n); 
Exprest (type, n) 
end 
else 
Ilaigtt last symbol 
tnen begtn Unstgned number; Arithconstant; 
-- --- if in name Ust /\ ( 7 operator last symbol) 
tnen begin Macro2 (Tl.V, integer label); 




else '!rest of arboolexp (type) 
T:r"Iast symbol = plus V last symbol minus 
"tnen Simple arboolexp (type) 
eise 
T:r"Iast symbol= non V last symbol= true V last symbol false 
tnen beg:in Simple boolean; type:= bo end 
eise --
T:r"Iast symbol= quote then begin Simple stringexp; type:= st end 
eise -- ---
beg:in ERRORMESSAGE (334); type:= un end 
end Simplexp; 
procedure Exprest (type, n); integer type, n; 
begin if Designati.onal (n) then begin Designame (n); type:= des end 
-- eise -- ---
TI'"'"String (n) then begin Stringname (n); type:"' st end 
eise 
begin Function designator (n); 
if Boolean (n) V booloperator last symbol 
Uien begin Boolname (n); Rest of boolexp; type::=: bo end 
else --
"Il'Arithmetic (n) V arithoperator last symbol V 
- relatoperator last symbol 
then begi.n Arithname (n); Rest of arboolexp (type) end 
else begin if Simple (n) then Macro2 (DOS, n); 




procedure Assignstat (n); integer n; 
begin Subscripted variable lnD " 
if last symbol colonequal then Distribute on ty:pe (n) 
- e"Tse ERRORMESSAGE (335) 
end Assignstat; 
integer procedure Distribute on type (n); :integer n; 
begin if Integer (n) 
--- then begin Intassign (n); Distribute on type:= :i.n end 
else --
rr-Real (n) 
Uien begin Realassign (n); Distribute on type:= .re end 
else --
T:r13oolean (n) 
then begin Boolassj.gn (n); Distribute on type:= bo end 
else --
TI'"'"String (n) 
then begin Stringassign (n); Distribute on type= st end 
else Iii'sfribute on type:= if Arithmetic (n) then ArassTgn (n) 
else Una.ssign (n) 
end Distribute on type; 
procedure Prepa.re (n); integer n; 
begin if' Function (n) 
end 
Uien begin if' Formal (n) then ERRORMESSAGE (336) 
-- --- eise --
rr-Dutside d.eclaration (n) then ERRORMESSAGE 









Boolean procedure Intassign (n); integer n; 
begin integer m; Boolean ro1mdea; 
if Noninteger (nJ then ERRORMESSAGE (338); 
Prepare (n); rounded:= false; 
if letter last symbol --
then begin m:= Identifier; Subscripted variable (m), 
-- --- if last symbol= colonequal 
end 
'tnen rounded:= Intassign (m) 
else begin Function designator (m) 




then begin if Forn:al (n) then Macro (STFSU) 
eise 
end 
TI'rounded then Macro (SSTSI) 
else Macro (STSI) 
else "irF'ormal (n) then Ma.cro2 (D0S3, n) 
eis'e TI' rounded then Ma.cro2 (SSTI, n) 
-- - else M3.cro2 (STI, n); 
Intassign:= Formal Tri";l rounded 
end Intassign; -
procedure Realassign (n); integer n; 
begin lnteger rr,.; 
1!'"1ronreal (n) then ERRORME:SSAGE (339); 
Prepare ( n); --
if letter last symbol 
then begin m:= Identiner; Subscripted variable (m); 
-- --- if last symbol = colonequal 
end 
then Realassign (m) 
else begin Function designator (m); 




'tnen begin if Formal (n) then Macro (STFSU) 
else Macro (STSR) 
end 
else "irFormal (n) then Ma.cro2 (D0S3, n) 
-- - else Macro2 (STR, n) 
end Realassign; 
procedure Boolassign (n); integer n; 
begin integer m; 
rt' Non boolean ( n) then ERRORMESSAGE ( 340); 
Prepare (n); 
if letter last symbol 
tnen begin m:= Identifier; Subscripted variable (m); 
-- --- if last symbol = colonequal 
tnen Boolassign (m) 
eTse begin Boolprimrest (m); Rest of boolexp end 
end 
else 1ro'olexp; 
r:r-subscrvar (n) then Macro (STSB) 
else if Formal (n) then Macro2 (DOS] 
-- - e!se Macro2 (STB 1 
end Boolassign; 
procedure Stringassign (n); integer n; 
begin integer m; 
if Nonstring (n) then ERRORMESSAGE ) ; 
Prepare ( n); --
if letter last symbol 
tnen begin m:= Identifier; Subscripted variable (m); 
-- -- :Lf la.st symbol = colonequal 
end 
then Stringassign (m) 
else Stringname (m) 
else Irtringexp; 
171l"ubscrvar (n) then Macro (STSST) 
else i.f Forn:al ( n) then Macro2 (DOS], n) 




procedure Arassign (n); integer n; 
fnteger type, m; 
if Nonarithmetic (n) then ERRORMESSAGE ( 342); 
Prepare (n); type:= ar_; _ 
if letter last symbol 
tnen begin m:= Identifier; Subscripted variable 
-- --- if last symbol= colonequal 
then begin if Nonarithmetic (m) 
-- --- tnen ERRORMESS.AGE ( 34 3); 
type:= Distribute on type 
end 
else begin Function designator ; 
(m); 








integer :procedure Una.ssign (n); integer n; 
begin integer type, m; 
1f Nontype (n) then ERRORMESSAGE 
t'repare (n); --
if letter lasi; symbol 
then begin m:= Identifier; Subscripted variable (m); 
-- --- if Nontype (m) then ERRORMESSAGE (3Lr5); 
R last symbol = colonequal 
then type:= Distribute on type (m) 
else Exprest (type, m) 
end 
else Nondesexp (type) 
TI""""Subscrvar (n) 
then begin if type= bo then 
-- --- eise --
end 
1nype"' st then 
- else 






:procedure Function designator (n); integer n; 
begin if Proc (n) 
then begin if Nonfunction (n) then ERROR.MESSAGE (346); 
-- --- t'rocedure call (n) ---
end 
end Functionaesignator; 
:procedure Procstat (n); :lnteger n; 
begin if Proc (n) 
end 
then begin Procedure call (n); 
-- --- if -1 (In library (n) V Function (n)) 
then last lnc:"' - n; 
end 
W-Forrnal (n) V (Function (n) A String (n)) 
then Macro (REJST) 
else ~OR.MESSAGE (347) 
Procstat; 
procedure Procedure call (n); integer n; 
begin integer number of parameters; 
-- if Opera.tor like (n) 
then Process operator (n) 
else begin number of para.meters:= List length (n) 
-- --- if number of parameters f O 
end 
then Parameter list (n, number of parameters) 
else if Formal (n) 
-- then M9.cro2 (IXJS, n) 
else if In library(n) then Ma.cro2 (ISUBJ, n) 
-- - else Ma.cro2 (SUBJ, n) 
end ProcedurecaJ_l; 
integer procedure Ordinal number (n); integer n; 
begin tlrcliiialnumber:= if Formal (n) then 1 $ 
end Ordinal number; 
eise --
~ubscrvar (n) 
then ( if Arithmetic (n) 
then (if Real (n) then 8 else 9) 
eise iT"Boolean (nr-
-- then 10 ~ 11) 
else 
"'IT111unction (n) 
then (if Arithmetic (n) 
-- then (if Real (n) then 24 else 25) 
else iT"Boolea.n (n) then 26 else 27) 
else 
~roe (n) then 30 
eise --
TI'Arithmetic(n) 
then (if Real (n) then O else 1) 
else iT"Boolean (nr-
-- then 2 
else 2£ String (n) then 3 else 14 
61 
procedure Parameter list (n, number of parameters); 
integer n, number of parameters; 
begin Integer count, m, f, apd, type, future; 
-- B6o1eail simple identifier; 
Integer array descriptor list[1 : number of 
count:= future:= o; f:= n; 
if last symbol= open 
'Tiien 
begin 
next: count:= count + 1; next symbol; 
Actual parameter (apd, simple identifier, type 
if count< number of parameters 
'Tiien -
'oeg'In descriptor list[ count]:= apd; 
-- if 7 Formal (n) 
'Tiien 
'oeg'In f:= Next formal identifier (f); 
-- if simple identifier 
then 
begin if Subscrvar (f) 
--tnen 
end 
'oeg'In if Nonsubscrvar (type) 
-- 'Tiien ERRORMESSAGE (348); 
~k type (f, type) 
Check list length (f, type) 
end 
else 
TI:'73ro c ( f) 
tnen 
begin if Nonproc (type) 
-- then ERRORMESSAGE ( 349); 
~k list length (f, type); 
if Function (f) 
'Tiien begin if Nonfunction (type) 






~k type (f type) 
begin if Nonsimple (type) 
-- 'Tiien ERRORMESSAGE (351 ), 





begin if Subscrvar.(f) V Proc (f) 
-- then ERRORMESSAGE (352); 
end 
TI'Assigned to (f) /\ Nonassignable (apd) 
tnen ERRORMESSAGE (353); 
TI'Arithmetic(f) /\ 
- (type= bo V type= st V type= des) 
then ERRORMESSAGE (354) else 
Tnoolean (f) /\ --
- type+ bo /\type+ nondes /\type+ un 
then ERRORMESSAGE (355) else 
:l]'"'"S°tring (f) /\ --
- type+ st/\ type+ nondes /\type+ un 
then ERRORMESSAGE (356) else 
T:ri.iesignational (f) /\ ---
- type + des /\ type + un 
then ERRORMESSAGE (357) else 
TI'Arbost (f) /\ type = d~ 
tnen ERRORMESSAGE ( 358) 
else ERRORMESSAGE (359); 
IT'Tast symbol= comma then goto next; 
Tr last symbol = close -- --
tnen begin next symbol; 
-- - if count < number of parameters 
tnen ERRORMESSAGE (360) 
end 
~ ~ORMESSAGE ( 361 ) 
end 
else ERRORMESSAGE ( 362); 
Ilr'uture + 0 then Substitute (future); 
Tr Formal (n) tnen M3.cro2 (DDS, n) ~ 
m:== o; 
if In library (n) 
then M3.cro2 (ISUBJ, n) 
else M3.cro2 (SUBJ, n); 
next apd: if m <count/\ m < number of parameters 
thenoegin m:= m + 1; apd:= descriptor list[m]; 
-- --- Macro2 (CODE, a.pd); goto next apd 
end 
end Paramel:e:r list; 
63 
64 
procedure Actual parameter (apd, simple identifier, type, future); 
Integer a.pd, type, future, Boolean simple identifier; 
begin integer n, begin address; 
- '!:iegfn address:= Order counter+ (if future "' 0 then else O); 
simple identifier:= faJ_se; 
if letter last symboY----
tlien 
'Segin n:"' Identifier; 
-- if last symbol "' comma V la.st symbol = close 
tlien 
begin type:"' n; simple identifier:= true; 




oegin if future "' 0 then M3.cro2 (JU, future); 
-- Racro (TFD), --
if In Hbrary (n) then M3.cro2 (LJU1, n) 
- else M3.cro2 ( ,JU1 , n); 
a.pd:"' d20 X Ordinal number (n) + begin address 
end 
e'!:se if Subscrvnr (n) A Des:i.gnati_onal (n) /\ 
-- - 7 Formal (n) 
then begin if future= 0 
-- --- then M3.cro2 (JU, future); 
Macro2 (TSWE, n); 
a.pd:"' 12 x d20 + begin address 
end 
else ape[:,., d20 X Ordinal number (n) + 
-- Address (n) + 
(if Dynamic (n) then d18 else 0) 
oegTu Start implicit subrouti_ne (future); 
-- if Subscrvar (n) then Address description (n); 
TI' ( la.st symbol "'-;;::;-mma V last symbol = close) /\ 
- ( 7 Designational (n)) 
then 
oegin if Unknown (n) then 1'43.cro (SAS); 
-- 'f.mcro2 (EXITSV ,~ x dimension); 
apd:= d20 x (if Boolean (n) then 18 else 
TI' String (n) men 19 else 
TI' Formal (n) men 32 else 
TI' Heal (n) men 16 else 17) 
+ Ordercounter; --- --
type:•• j_f Arithmetic (n) then e..r else 
TI' Boolean (n) t1ien bo else 
TI' String (n) tEen st else 
TI' Arbost (n) then nondes else un; 
Macro2 "('mJ:BJ, - begin address); 
if' Boolean (n) then Macro (TASB) else 
TI' String (n) tEen 1'43.cro (TASST) eise 
TI' Fonnal (n) then 1'43.cro (TASU) else 
Ir Integer (n) t'.!ien Macro (TASI) --
- else 1'43.cro (TASH); 






begin if Subscrvar (n) then Evaluation of (n); 
-- Exprest (type, n);'M'acro (EXITIS); 
apd:= mask[type] + begin address 
end 
i!'digit last symbol 
tnen begin Unsigned number; 
-- --- if (last symbol= comma V last symbol= close) A 
- ( 7 in name li.st) 
then begin type:= ar; apd:= Number descriptor end 
else begin Start :i.mplidt subroutine (future) 
-- --- Arithconstant; 
if in name list A ( 7 operator last symbol) 
then begin Ma.cro2 (TLV, integer label); 
-- --- type:= intlab 
end 
else '!-'lest of arboolexp (type); 
Miicro ( EXITIS ) ; 




":i1'last symbol= plus 
tnen 
begin next symbol; 
-- if digit last symbol 
end 
tnen begin Unsigned number; 
-- --- if last symbol = comma V last syrri.bol = close 
tnen begin type:= ar; apd:= Number descriptor end 
else begin Start implicit subroutine (future) 
-- --- Arithconsta.nt; 
end 
Rest of arboolexp (type); 
Macro (EXITIS); 
apd:= mask[type] + begin address 
end 
else begin Start implicit subroutine (future); 
-- --- Arboolexp (type); 




symbol "' minus 
then 
oegin next symbol; 
-- if digit last symbol 
'tnen begin Unsigned number; 
-- -- if (last symbol "' COl!llla V last symbol 
- sirell 
then 
'tegin type:= ar; 
-- apd:"' d20 X 1 3 + value of constant 
end 
else 
'tegin Start implicit subroutine 
close)/\ 




Macro (NEG); Rest of arboolexp (type) 
Macro ( EXITIS) ; 
apd:= mask[type] + begin address 
end 
else '5egin Start implicit subroutine (future); 
-- -- Term; Macro (NID); 
Rest of arboolexp (type) 
Macro (EXITIS); apd:= + begin addres;:, 
end 
Illast symbol = true V last symbol == false 
tnen 
'tegin type:"' bo; n:= last symbol; next symbol; 
-- if last symbol = comma V last symbol = dose 
tnen a.pd:= d20 X 6 + ( :l.f n "' true then O else 1 ) 
else begin Start implicit subroutinel"future); 
-- --- Macro2 ('l'BC, n); 
end 
end 
Rest of boolexp; 
Macro ( EXITIS ) ; 
apd:= mask[type] + begin address 
eise begin Start implicit subroutine ( ; Exp ( ; 
-- --- Macro ( EXITIS), apd: = mask[ type] + begin address 
end 
end Actual:paramete:r; 
procedure Start implic:i.t subroutine (future); integer future; 
begin if' future = 0 then Macro2 (JU, future); 
Flacro (EWl'RIS)--
end Start implicit subroutine; 
integer procedure Number descriptor; 
begin Nuriiber descriptor:= 
if small then d20 X 7 + value of constant 
e!se d20 X ( if real number then 1-i else 5) 
-- + address of constant --
end Number descriptor; 
procedure Process operator (n); integer n; 
begfo integer count; 
end 
count:"' o; 
if last symbol= open 
then begin 
-- next: next symbol; Ari thexp; count:= count + 1; 
if last symbol= comma 
end; 
then begin Macro (STACK); goto next end; 
Ti"7:ast symbol= close 
then next symbol 
else ERRORMESSAGE (361) 
if count+ List length (n) then ERRORMESSAGE 
Flacro (Operator macro (n)) --
Process operator; 
Boolean procedure Nonassignable (apd); integer apd; 
oegln" ~ foteger rank; 
rank:= apd: d20; 
Nonassignab!e:= ( rank ,!, 1 5) /\ ( rank ~ rank .:. 16 x 16) > 3 
end Nonassi.gnable; 
procedure Line; 
oegin if lnc + last lnc then Li.ne1 end Line; --, -
procedure Line1; 




'5egin Jifstatement forbidden:= false; Stat end Statement; 
procedure Unconditional statement; 
begin ifstatement forbidden:= true; Stat end Unconditional statement; 
procedure Stat; 
begin integer n, save lnc; 
if letter last symbol 
then begin save lnc:= line counter; 
-- --- n:= Identifier; 
end 
else 
if Designational (n) 
then begin Label declaration (n); Stat~ 
else begin lnc:= save lnc; Line; 
-- -- if Subscrvar (n) V last symbol = colonequal 
then Assignstat (n) 
else Procstat (n) 
end 
Trcl:igit last symbol 
then begin Unsigned number; 
-- --- if in name list 
end 
then begin Label declaration ( integer label); Stat end 
else ~SSAGE (364) 
else begin if last symbol= goto 




T:rrast symbol= begin 
then begin save lnc:= line counter; next symbol; 
-- --- if declarator last symbol 
end 
else 
then begin lnc:= save lnc; Line; Block end 
else Compound tail; 
nexl symbol 
T:rrast symbol= if 
then begin if ifstatement foITiidden 
-- --- then ERRORMESSAGE (365); 
end 
else 
Inc:"' line counter; Line; Ifstat 
T:rrast symbol = for 
then begin lnc:= line counter; Line; Forstat; 
-- --- if last symbol= else 
then ERRORMESSAGE (366) 
end 
procedure Gotosts.t; 
'Se"gfn. 0 :integer n; 
--- next symbol; 
if letter last symbol 
tnen begin n:= Identifier; Subscripted variable (n); 
-- --- if' local label (n) 
end 
tlien begin Test forcount (n); ~cro2 (JU, n) end 
else negin Designame (n); Macro (JUA) end 
else oegin Desigexp; Macro {,JUA) end 
end Gotostat_; __ 
procedure Compound tan; 
begin Statement; 
if last symbol + semicolon /\ last symbol '1' end 
tnen begin ERRORMESSAGE (367); 
-- ---- skip rest of statement (Statement) 
end; 
if las',.; symbol "" semi colon 
tlien begin next symbol; Compound tail end 
end Compound taJr; 
procedure Ifstat; 
'6egin Integer future1, future2, save lnc, last lnc1; 
ruturei :"" future2:"" o; save lnc:= line counter; 
next symbol; Boolexp; Macro2 ( COJU, future 1 ) ; 
if last symbol= then then next symbol else ERROR:MESSAGE (368); 
unconditional statemen-r;- --
if last symbol= else 
then begin Macro2 (JU, future2); Substitute (futurel), 
---- --- last lnc1 !"-' last lnc; last lnc:= save lnc; 
next symbol; Statement; Substitute (future2); 
i.f last lnc > last lnc1 then last lnc:"' last lnc1 
end 
else oegin Substitute ( future1 ) ; 




~teger future, save lnc; 
- save t c:= l:tne counter; 
10:= O; next symbol; For l:tst; 
future:= O; Ma.cro2 (.JU, future); if 10 + 0 then Substitute(lO), 
if last symbol"' do then next symool else ElffltffiMESSAGE (369); 
increase status (tncrement); forcount:"' forcount + 1; 
Statement; 
Increase status (- increment); forcount:"' forcount - 1; 
if last lnc < O V lnc '1' save lnc 
tnen begin lnc:= save lnc; Line1 end; 




procedure Store preparation; 
begin if Subscrvar ( controlled variable) then Macro2 (SUBJ, - 12) 
-- eTse 
-rr-Formal (controlled variable) 
then Macro2 (DOS2, controlled variable) 
end Storeprepa,ration; 
procedure Store macro; 
begin if Subscrvar (controlled variable) 
then begin if Formal (controlled variable) then Macro (STFSU) 
----erse 
end 
1f' Integer (controlled variable) then Macro (STSI) 
else Macro ( STSR); 
Macro2 ( DECB, 2) 
else TI'""Forrnal ( controlled variable) 
-- then Macro2 (0083, controlled variable) 
else if Integer (controlled variable) 
-- then Macro2 (STI, controlled variable) 
else Macro2 (STR, controlled variable) 
end Store macro; 
procedure Take macro; 
begin if Subscrvar (controlled variable) 
-- then Macro2 (SUBJ, - 11 ) 
efse Aritlmame ( controlled variable) 
end Take macro; 
procedure For list; 
begin If letter last symbol 
--then 
'!3eg'In controlled variable:= Identifier; 
--- if Nonarithmetic (controlled variable) 
then ERRORMESSAGE (370); 
T:l:"'1iubscrvar (controlled variable) 
tnen 
'!3eg'In 13:"' O; Macro2 (JU, 13)., 
-- 11+:"' Order counter; 
end 
Address description ( controlled variable); 
Macro2 (EXITSV, 1 ~ 2 X dimension); 
11:= Order counter; 
Macro2 (SUBJ, - 14); 
if F'orrnal ( controlled variable) then Macro (TSCVU) 
eise 
if !nteger (controlled variable) then Macro (TISCV) 
else Macro (TRSCV); 
12:= Order counter; 
Macro2 (SUBJ, - 14); Macro (FACCV); 
Substitute (13) 
efse if Function (controlled variable) 
-- then ERRORMESSAGE ( 371 ); 
if last symbol o/ colonequal ~ ERRORMESSAGE ( 372); 
end 
list: 13:= Order counter; 
end 
Macro2 (TSIC, O); Macro2 (SS'rI, status); 
14:= Order counter; 
Store preparation; 
next symbol; Ari thexp; 
if la.st symbol= comna V la.st symbol= do 
"tnen begin Store macro; Macro2 (JU, 10); 
-- --- Substitute (13) 
end 
else 
rr-I'a.st symbol= while 
"tnen begin Store macro; 
-- --- next symbol; Boolexp; 
Macro2 (YCOJU, 10); Subst2 (14, 13) 
end 
else 
rr-I'ast symbol= step 
tnen begi.n 15:= O; Macro2 (JU, 15); 14:= Order counter, 
-- --- next symbol; complicated:"' false; Ar:!.thexp; 
end 
complex step element:= ---
complicated V Order counter > 14 + 1; 
if complex step element then Macro (EXIT); 
"Substitute (13); --
Store preparation; T!!.l{e macro; Macro (STACK); 
if coiirplex step element then Mi.cro2 (SUBJ, - 14) 
- else Macro2 (00, 14 h 
Macro (ADD); 
Substitute ( 15); 
Store macro; 
if Subscrvar ( controlled variable) V 
- Formal ( controlled variable) 
then Talce macro_; 
lli:cro (STACK); 
if la.st symbol~ until 
"tnen beg:!.n next symbol; Ari thexp end 
else ~SAGE ( 373) _; 
lli:cro (TEST1 ) ; 
if complex step element then Yacro2 (SUBJ, 
- else Macro2 (DO, 14); 
Macro (TEST2); Macro2 (Ym:'l'!J, 10) 
else moRMESSAGE ( 374), 
if la.st symbol= comma then goto list 




procedure Switch declaration, 
begin integer m; 
-- next symbol; 
if letter last symbol 
t'fien 
'o'egin switch identifier:~ Identifier; 
-- number of swi.tch elements:= List length (switch 
if last symbol "' colonequal 
t'fien 
'o'egin integer array 
-- sword listrr': number of swHch elements); 
switch list count:= O; in switch declaration:~ 
next: swi.tch list count:= switch list count+ 1; 
next symbol., 
if letter la.st symbol 
t'fien 
'o'egin m:= Identifier; 
-- if Nondesignational (m) ~ ERRORMESSAGE (376); 





'o'egin sword:= - 45613055 + Order counter; 
--- Subscripted variable (m); Macro (EXIT) 
end 
e!se 
swo"""rd: "' (if Formal (m) 
t'fien ~33685503 
else 4718592 + (if Dynamic 
t'fien function 




'begin Unsigned number; 
-- if in l1f:Utle 11 st 
end 
e!se 
t'fien sword:= 1+71 [1592 + 
(if Dynamic (integer 
t'fien function digit 
else 0) + 
Ac!'.c!ress (integer label) 
'else ERRORMESSAGE (377) 
sword:= - 45613055 + Order counter; 
Desigexp; Macro (EXIT) 
end 
if switch list count> number of switch elements 
tnen ERRDRMESS.AGE ( 378); 
sword list[awitch list count]:= sword; 
if last symbol= colllllll!l. then goto next; 
Tr switch list count< iiwiioero:l:' switch elements 
tnen ERRORMESS.AGE ( 379); 
Riir[ position in name list (switch identifier); 
in switch declaration:= fal.se; 
Ma.cro2 (CODE, number of ~ elements); 
m:= o; 
next sword: if m < switch list count A 
end 
- m < number of switch elements 
then begin m:= m + 1; sword:= sword list[m]; 
-- --- Macro2 (CODE, sword); goto next sword 
end --
else ER:RDRMESS.AGE ( 38o) 
me ERRDRMESS.AGE (381) 
end Swftch declaration; 
procedure Array declaration; 
begin '"'"Integer n, count; 
next: 
end 
next symbol; lnc:= line counter; Line; 
n:= Identifier; dimension:= List length (n); count:= 1; 
if last symbol= comma. then begin next symbol; Identifier; 
-- ---- count:= count + 1; goto next 
end; --
if last symbol= sub then oegin in array declaration:= true; 
-- --- Bound pair list; --
in array declaration:= false 
end 
else m□RMESSAGE (382); 
Ma.cro2 (TNA, count); Ma.cro2 (TDA, dimension); 
Ma.cro2 (TAA, n); Macro (arr decla macro); 
if last symbol= colllllll!l. ~ Array declaration 
Arra.y declaration; 
procedure Bound pair list; 
begin next symbol; Arithexp,; Macro (STACK); 
if last symbol= colon then begin next symbol; Arithexp; 
-- --- Macro (STACK) 
end 
else 'ITiffltJRMESSAGE (383); 
if last symbol= col'lllll!I. 't:nen Bound pair list 
end Bound pair list; 
else if last symbol= bus 
--- then next symbol 
else ERRORMESSAGE (384) 
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proced~re Procedure declaration; 
begin integer n, f, count, save lnc; 
-- next symbol; f:= n:= Identifier; 
Skip parameter list; skip value list; skip specification list; 
if 1 In library (n) then Jlhrk posi.tion in name list 
TI' in code ( n) --
men Translate code 
eise begin if Function (n) then Set inside declaration ~) 
-- --- entrance block; 
Macro2 (DPTR, display level) 
Macro2 (INCRB, top of display), 
for count:"' List length (n) step = 1 w1til do 
oegin f:= Next for:mal identifier(f); 
-- if In value list (i') 
men 
oegin if Subscrvar (f) 
-- men Macro ( CEN) 
eise 
'neg:l:n if Arithmetic (f) 
-- tnen begin if Integer 
-- --- then Jlhcro 
else Macro 
end 
else T:r'.Boolean (f) then Jlhcro (CBV) 
eise TI' String (f) then Jlhcro (CSTV) 




efse if Assigned to (f) then Macro (CLPN) 
eise Macro (CEN) 
mcro2 (TDL, display level); 
Macro2 (ENTRPB, local space) 
Label list; f:= n; 
for count:= List length (n) step ~ 1 until 
Degin f:= Next formal identifTe'r""(f); 
-- i.f In value list (f) /\ Subscrvar (f) 
men begin 1'hcro2 (TAA, f); 
-- --- if Integer (f) then Jlhcro 
end 
end; 
- else Macro 
do 
save lnc:= last lnc., last lnc:= - line counter,; 
Save and restore lnc (SLNC, n); 
if last symbol= begin 
then begin next symbol; if declarator la.st symbol 
-- --- then Declaration list; 
Compound tail; next symbol 
end 
else 'Statement; 
lnc:"' last lnc: = save Inc; 
if Function (n) 
then begin Set inside declaration (n, false); 
-- --- f:= Local :position (n); -
i:f Arithmetic (f) then Arithname (:f) else 
J1 Boolean (f) 'then Boolnall'.le (f) 
e!se ~ Stringname(f); Macro (IDS) end 
end., 
Save an! :restore Inc (RI.NC, n); 
if use of counter stack then Macro (EXI'rPc) 
eI'se Macro (EXI'TP); 
exit block 
end 
end Procedure declaration; 
procedure Save and :restore lnc (macro, n); integer macro, n,; 
'6egiri fr wanted /\ Function (n) then Macro2 [macro, Local :position1 (n)) 
~Save and :restore lnc; -
Block; 
entrance block; 
Macro2 (TBL, display level); Macro2 (E:.N'l'RB, local space); 
Label list; Declaration list; Compound tail; 
if' use o:f counter stack then Macro2 (EXITC, display level) 





procedure Declaration list; 
begin integer future, arr dee; 
future:= arr dee:= O; 
next: if type declarator last symbol then skip type declaration 
eI'se 
Ilarr declarator last symbol 
then begin if future+ 0 
-- --- then begin Substitute (future); 
end 
else --
---- future:= 0 
end; 
arr dee:= 1; Array declaration 
oeg'"in if future= 0 then Macro2 (JU, future); 
-- TI last symbol= switch then Switch declaration 
else Procedure declaration 
end; 
Tr"l.ast symbol= semicolon then next symbol 
else ERRORMESSAGE ( 385); 
if declarator last symbol tE.eri goto next; 
TI future ,j. 0 then Substit'ute{1'mure); 
TI arr dee ,j. 0 tE.eri Macro2 (SWP, display level) 
end Declaration list; ---
procedure Label list; 
oegin integer n, count; 
count:= Number of local labels; 
if count> 0 
then begin Macro2 (DECB, 2 x count); 
-- --- Macro2 (LAD, display level); 
end 
end Label list; 
n:= O; for count:= count step - 1 until 1 do 
begin next: n:= Next locJ"Iabel (~ 
-- if Super local (n) then goto next; 
end 
TI count== 1 then Macro271Jl,sT, n) 
else M3.cro2 (NIL, n) 
;e~cedure Program; 
begin integer n; 
-- if fetter last symbol 
end 
then n:"' Identifier; 
if last symbol= colon 




if digit last symbol 
then begin Unsigned number; 
-- --- if in name list /\ last symbol = colon 




IrTast symbol= begin 
then begin next symbol; 
-- --- declarat-0r last symbol then Block 
Macro (END) 
end 
else beg:ln next symbol; Program ~ 
Program,--
else Compound ·tail; 
Rro<;~dure Label declaration (n); integer n; 
begrn last lnc:"" - line counter; 
if Subscrvar (n) then begin ERRORMESSAGE (388); 
-- --- Subscripted variable (n) 
end 
else ~k position in name list 
if last symbol= colon then next symbol~ ERRORMESSAGE (389) 
end Label declaration; 
procedure Substitute (address); ii:;:t:_eg;e:r address; 
begin Subst2 (Order counter, address) ~ Substitute; 
;erocedure Subst2 (addressl, address2); 
value ocl.dress 1, address2; integer address 1 address2; 
begin integer instruction, instruct part, address part; 
address2:= abs (address2); 
instruction:"' space[prog base + aodress2]; 
instruct part:= instruc"tion : d 15 X d 15 -
(if instruction< O then 32767 ~ o); 
address part:= instruction - instruct"'part; 
space[p:rog base+ address2]:"' instruct part+ address1; 
if address part = 0 
then if instruct part = end of' list 
then space [ p:rog base + address2 l: = 
--- - space[prog base+ address2] 
end 
else Iri:i'bst2 (address1, address part) 
end Sub~ 
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inte.rer procedure Order couffter: 
he~iri- ~{); [Jrder COl:nter:= instruct count.,,:· 
;'..naUrder counter; 
procedure Macro ( macro nuniber); integer macro muriber; 
begin Macro2 ( macro number, parameter) end Macro: 
procedure Macro2 (n:ncro number, meta.parameter); 
integer macro number, meta.parameter; 
begin macro:= if ma,cro number< 512 then macro list[macro .number] 
clse macro rn1.c"J1be,·_; 
parameter:= meta parameter; 
l.f state = 0 
uien begin i_f macro = STACK then state:= "i 
-- --- eise 
TI'"simple arithmeti.c take macro then Load (3) 
eise 




then begin Load (2); 
if' 7 Simple arithmetic take macro 
"'!'nen begin Produce (STACK, parameter); UrL1oictd 
end 
:-.' state = 2 
+Ti"en begin if Optimizable operator then Optimize 
----- ·--- eise 
begin Produce (STACK, parameter); st13.te:= 3; 




-CLSta te = 3 
~en begin if macro= NEG then Optimize 
-- ---erse 
begin Unload, Macro2 (macro, parameter) 
end; 
"" FcMrd jumping macro/\ meta.parameter< 0 
then Ass1gn (meta.parameter) 
l-ncro2; 
end 
procedure Load (state i); integer state i; 
begin stackO:= macro; stack1:= parameter; state:= state i end Load; 
procedure Unload; 
begin Produce ( stackO, stack1 ) ,; state:,. 0 end Unload; 
procedure Optimize; 
begin stackO:= tabel[5 X Opt number (rncro) + Opt nud:>er (stackO)]; 
-- Unload 
end Optimize; 
procedure Assign (metapa.rameter); integer metapa.rameter; 
begin metapa.rameter:= - (instruct counter - 1) end Assign; 
procedure Produce (macro, parameter); integer macro, 
begin Integer nud:>er, par number, entry, count; 
para.meter; 






spa.ce[prog base+ instruct counter]:= para.meter; 
instruct counter:== instruct counter+ 1; 
test pointers 
else begin number:= Instruct number (macro); 
-- -- par number:= Par pa.rt (macro); 
entry:== Instruct pa.rt (macro) - 1 ; 
if par nud:>er > 0 
end 
end Produce;--
tnen Process parameter (macro, parameter); 
Process stack pointer (macro); 
for count:= 1 step 1 until number do 
'Produce (CODE, '"'1.nstruct'!Ist[ entry+ count] + 
(if count= par nud:>er 
tnen parameter ~ 0)) 
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procedure Process stack pointer 
begin if 7 in code body 





reactfon:= B reaction (~aero); 
if reaction < 9 
t'fien beg:i.n b:= b + reaction - 4-; 
-- -- if b > max depth then 
end 
else 
Tireaction = 10 then b:= O 
eise 
max depth:= b 
Tireaction = 11 then b:= b - 2 X ( dimension 1) 
eise 
Tireacti.on "" 12 
t'fien begin if ecount = 0 
-- ---- t'fien 
'6egin ret level:= b; 
--- ret MX depth:= max depth; 
b:= o; max depth:= max depth isr 
end; 
ecount:"' ecount + 1 
end 
else 
Tireaction = 13 
t'fien begin if macro = EXI'I'SV 
-- --- t'fien 
end 
begin if b > max depth isr 
--- then max depth isr:"' b; 
b:= b - 2 x (dimension - 1) 
end; 
T:r"ecount = 1 
then 
begin if max depth> max depth isr 
--- t'fien max depth isr:= max depth; 
"6:== ret level; 
max depth:= ret max depth 
end; 
T:r"ecount > 0 then ecount:= ecount 
else 
ifreaction = 14 
t'fien begin b:= display level+ top of display; 
-- --- if b > max display length 
end 
then max display length:= b; 
~rr:IB.X depth:= max depth 
else 
Tireaction = 15 
then begin if b > max proc level 
-- --- then max proc level:= b; 
b:"' 0., max depth:= ret max depth 
end 
end Process stack pointer; 
procedure Process parameter (macro, parameter); 
tnteger macro, parameter; 
begin if Value like (l!fl.cro) 
then 
begin if macro "' 'IBC 




:!.f' macro = SW then parameter:= d9 x parameter __,,_,,. 
Cl.Se 
-Lr macro + EXITSV then parameter:"" abs (parameter) 
begin if macro "' JU V macro "" SUBJ V macro "" NIL V n:acro "' LAS'r 
--- then begin if parameter< 0 
end 
-- --- tnen parameter:= - parameter 
eise parameter:'" Program address (parameter) 
end 
else 'iiara.meter:= Address (para.meter) + 
(if Dynamic (parameter) 
tnen (if macro= TLV V macro"' TAA 
tnen function digit 
eise if macro "" STS'r 
-~ then function letter 
else c variant) 
else 0) 
end Process parameter; 
Boolean procedure Simple arithmetic take ma.cro; 
begin Simp!e arithmetic take macro:= bit string (dl, dO, mcro) = 
end Simple arithmetic take macro.: 
Boolean procedure Optimizable operator; 
·oegln Llpti:mizable operator:= bit string (d2, d1, l!fl.Cro) 
end Optimizable opera.tor; 
Boolean procedure Forward ,jumping macro; 
Forward "Jrurrping macro:= bit string ( d3, d2, mcro) = 
Forward jumping macro; 
Boolean rocedure Value like (macro); integer macro; 
oegi e:= bit string (d4, d3, macro)= 1 end Value like; 
integer procedure Opt number (DE.cro); integer macro, 
oegin ITpt 'nur'ii!5er:"" bit string (d8, dl., 111:1.cro) end Opt. number; 
integer procedure Instruct number (macro); integer macro.: 




integer procedure Par part macro; 
_begin Par part:= bit string (a12 end Par part; 
integer procedure Instruct part (macro); integer macro; 
begin Instruct part:"' bit string (d21, d12h; macro) end Instruct part; 
integer procedure B reacti.on (macro); integer macro; 
begm B reaction:"' macro : d21 end B reactfon; 
integer procedure Code bits (n); integer n; 
begin Code '6:l.ts:= nl base - n] d19 end Code bits; 
integer procedure Character (n); integer n; 
begin Cnaracter:= bit stri.ng (d24, d19, space[nl base - n]) 
~Character; 
Boolean procedure Arithmetic (n); integer n; 
begin integer i; 
-- i:= type bits (n); 
Arithmetic:= Character (n) ,j, 2!+ /\ ( i < 2 V i -- L.) 
end Arithmetic; 
Boolean procedure Real (n); integer n; 
begm l'foal:= Enaracter (n} t24 /\"type bits (n) 
Boolean ·orocedure Integer 
begin Integer:= type bits 
integer n; 
= 1 end Integer; 
Boolean procedure Boolean (n); integer n; 
begm Boolean:= type bits (n) 2 ena Boolean_; 
Boolean procedure String (n); integer n; 
begin ~hing:"' type bits (n) T"end String; 
integer n; 
0 end Real; 
Boolean procedure Des.lg.national (n) 
begin Designational:= type bits 6 end Designational; 
Boolean procedure Arbost (n); integer n; 
begin Artiost:= ·character (n) ¥ 24 /\ type bits (n) < 6 ~ Arbost; 
Boolean procedure Unknown (n) 
begin Unknown:= type bits 
integer n; 
= 7 end Un.!moW11; 
Boolean procedure Nonarithmetic (n); integer n; 
begin rnt er i; 
-- rr,~~~ bits (n); 
Nonarithmetic:= Character (n),. 24 Vi= 2 Vi"' 3 Vi,. 6 
end Nonarithmetic; 
Boolean procedure NonreaJ. (n); integer n; 
begin Nonreal:= Nonarithmetic (n) viype bits (n) "' end NonreaJ.; 
Boolean procedure Noninteger (n); integer n; 
begin Noninteger:= Nonarithmetic (n) V type bits (n) "'0 
end Noninteger; 
Boolean procedure Nonboolean (n); integer n; 
begin Integer i,; 
1:= type bits (n); Nonboolean:= i + 2 Ai+ 5 Ai+ 7 
end Nonboolean; 
Boolean procedure Nonstring (n); integer n; 
begin integer i; 
i:= type bits (n); Nonstring:= i + 3 Ai+ 5 Ai+ 7 
end Nonstring; 
Boolean procedure Nondesigna.tionaJ. (n); integer n; 
begin Nondesigna.tionaJ.:= type bits (n) < 6 end Nondesigna.tionaJ.; 
Boolean procedure Nontype (n); integer n; 





= 127 V Simple1 (n) ~ Simple; 
Boolean procedure Simple1 (n); integer n; 
begin Simplei := Character (n) : d3 "' 0 end Simple1; 
Boolean procedure Subscrvar (n); integer n; 
begin Subscrvar:== Character (n) .!. d3 "' 1 end Subscrvar; 
Boolean procedure Proc (n); integer n; 
begin Proc:== "'Ciiaracter (n) .!. d3 > 1 /\ Code bits (n) + 127 end Proc; 
Boolean procedure Function (n); in er n; 
begin Function:= Character (n) -::---~-:: .. ~2· end Function; 
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Boolean procedure Nonsimple 
begin Nonsimple:= 7 (Simple 
(n); integer n,; 
(n) V (if Proc (n) 
then (Fo:nm.l (n) V Function (n)) A 
-- List length (n) < 1 
end Nonsimple; 
~~)) 
Boolean procedure Nonsubscrvar (n); integer n; 
begin Nonsubscrvar:= Simple1 (n) V Proc "("ii) end Nonsubscrvar; 
Boolean procedure Nonproc (n); integer n; 
begin Nonproc:= 7 (Character (n} : d3 > 2 V 
(Formal (n) A 'gimple1 (n) A 7 Assigned to (n))) 
end Nonproc; 
Boolean procedure Nonfunction (n); integer n; 
begin Nonfunction:= 7 (Function (n) V Fo:nm.l (n)) end Nonfunction; 
Boolean procedure Formal (n); integer n; 
begin Formal:= Code bits (n) > 95 end Fo:nm.1; 
Boolean procedure In value list (n); integer n; 
begin in vaf'"uelist:= Code bits (n) > 63 A 7 Formal (n) 
eri'cr"""In value list; 
Boolean procedure Assigned to (n); integer n; 
begin Assigned to:= bit string (d19, d18, space[nl base - n]) = 
end Assigned to; 
Boolean procedure Dynamic (n); integer n; 
begin Dynamic:= Code bits (n) > 63 V Assigned to (n} end Dynamic; 
Boolean procedure In library (n); integer n; 
begin In library:= space[nl base - n - "f] > d25 end In library; 
Boolean procedure Id1 (k, n); integer k, n; 
begin Idi := bit string (2 x k, k, space[nl base - n - 1]) end Id1; 
Boolean procedure Operator like (n); integer n; 
begin Operator like:= Id1 ( d23, n) end 1fperator like; 
Boolean procedure Outside declaration (n); integer n; 
begin Outside declaration:= Idl (d22, n) end Outside declaration; 
Boolean procedure Ass to function designator (n); integer n; 
begin Ass to function designator:= Id1 (d21, n) 
"eii'o'Ass to function designator; 
Boolean procedure Declared (n); integer n; 
begin Declared:"" Id1 (d19, n) end Declared; 
Boolean procedure Super local (n); integer n; 
begin Super local:= Id1 (d18, n) end Super local, 
procedure Change (k, n); integer k, n; 
begin integer i, j; 
i:~ space[nl base~ n = 1]; j:~ i - i: (2 X k) x (2 X ; 
space(nl base= n ~ 1):= i + (if j < K then k else - k) 
end Change; -
integer procedure Local position (n); integer n; 
oegin if 7 Ass to function designator (nJ then Change (d21, n); 
LOcal position:~ Local position1 (n) --
end Local position; 
integer procedure Local position1 (n); integer n; 
begin rocaI position1:= n + 2 ~ Local posltion1; 
procedure Set inside declaration (n, bool); integer n; Boolean bool; 
begin Change (d22., n); 
if 7 (bool V Ass to function designator (n)) 
t1ien ERRORMESSAGE (390) 
end Set-ri'i:side declaration; 
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procedure Mark position in name list (n):; integer n; 
begin integer address; 
-- if l3°ec'l:ared (n) 
then ERRORMESSAGE (391) 
else begin address:= Program address (n); 
-- -- if address+ 0 then Substitute (address) 
cTiiange ( d19, n)--
end 
end Mark posIITon in name list; 
integer procedure Program address ( n); integer n; 
beg:rn integer word, head, m; 
m:="if Code bits (n) ~ 6 then n + 1 else n; 
word:= spa,ce[nl base~ m]Tn-ead:= wo'ro: d18 X d18; 
if 7 Declared (n) -
then spa,ce[nl base - m]:= head+ Order counter; 
~rogram address:= word - head 
end Program address; 
integer procedure Address (n); integer n; 
begin fnteger·. word, tail J leveI; 
woro:'= Code bits (n), 
if word > 1 3 /\ word < 2 5 
then tail:= Program address (n) 
else begin word:= spa,ce[nl base - n); 
-- ·-- tail:= word= word : d18 X d18; 
if Dynamic (n) 
then begin level:= tail: d9; 
~- -- if level == :proc level /\ 
- 7 in switch d.ecla:ration 





integer procedure List length (n); integer n; 
begin tist length:"' bit string (d1B', a'.5, spa,ce[nl base~ n - 1]) - 1 
encr-:List length; 
procedure '.Pest forcrnmt ( n) integer n; 
begin if space[ nl base - n - 1 ] d20 > for count 
tlien ERRORMESSAGE ( 392) -
end TesT!'orcount; 
procedure Check dimension (n); integer n; 
begin integer i; 
- i:= if Code bits (n) = 14 then 1 else List length (n); 
if i> 0 /\ i + dimension t~SAGE (393) 
end Checic dimension; 
procedure Check list length (f, n); integer f, n; 
begin integer i, j> 
- i:= List length (f); 
j:= if Code bits (n) = 14 then 1 else List length (n); 
if i> 0 /\ j > 0 /\ i ,j, j tne'n"'E:~SAGE ( 394) 
end Checic list length; -
procedure Check type (f, n); integer f, n; 
begin if (Designational (f) /\ Nondesigna.tiona.l (n)) V 
- (Arbost (f) /\ Nontype (n)) V 
(Arithmetic (f) /\ Nona.rithmetic (n)) V 
(Boolean (f) /\ Nonboolean (n)) V 
(String (f) /\ Nonstring (n)) 
then ERRORMESSAGE (395) 
end Checlttype; 
integer procedure Number of local labels; 
begin Number o'P local labels:= 
bit string (d13, dO, spa.ce[nl base= block cel1 pointer= 3]) 
end Number of local labels; 
integer procedure Next local label (n); integer n; 
begin Next local label:= 
-- if n = 0 then space[nl base= block cell pointer= 3] : d13 
- else next identifier (n) 
end Next lo cal lab"e'!"; 
integer procedure Next formal identifier (n); integer n; 
begin Next formal. identifier:= 
-- next identifier (n + (if Formal (n) V In library (n) V 
- In value list (n) 
then 2 
~ Next formal. identifier; 
else 1;! Function (n) then 9 ~ 8)) 
procedure Increase status (increment); integer increment; 
begin space[nl base - block cell pointer - 2]:~ 
- space[nl base= block cell pointer= 2] + increment 
end Increase status; 
integer procedure Identifier; 
begin read identifier; Identifier:= look up~ Identifier; 
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procedure Skip parameter list; 
begin if last symbol= open 
then begin next symbol; skip type declaration; 
-- --- 2£ last symbol = close ~ next symbol 
end; 
if last" symbol = semicolon then next symbol 
end Skipparameter list; --
procedure '.I'ranslate code; 
begin integer macro, parameter; 
ff last symbol= quote 
then begin in code body:= true; 
-- next: next symbol; --
end 
if digit last syrribol 
tnen 
'begin macro:= unsigned integer (0); 
-- if macro < 512 then macro:"' macro list[macro]; 
IT Par part (macroJ > 0 
end 
tnen 
begin if last symbol= comma 
---- tnen next symbol 
end 
else ERR0RMESSAGE (396); 
IT'"'Ietter last syrribol 
tnen parameter:~ Identifier 
else 
ildigit last syrribol 
tnen parameter:= unsigned integer (0) 
else 
IT'"'Iast symbol= minus 
then 
begin next symbol; 
-- if digit last synibol 
tFien parameter:= 
end 
-- ~ unsigned integer 
else ERR0RMESSAGE (397) 
else ERR0RMESSAGE ; 
Macro2 (macro, parameter) 
else Macro (macro) 
else ERRORMESSAGE (399); 
IT'"'Iast syrribol comma then goto next; 
TI last symbol"' unquote thennext symbol 
else ERR0RMESSAGE (400); 
in code body:= false 
else ERR0RMESSAGE (1r01); 
entrance block; exit block 
end Translate code; 
procedure Unsigned number; 
integer p; 
unsigned number; 
if 7 small 
then begin p:~ o; 
-- next: if p -= dpO then goto found; 
TI' space[prog base+ p] + value of constant V 
- space[ prog base + p + 1 J + decimal exponent 
then begin p:"' p + 2; goto nex-t end; 




begin if' sroo.11 then !vhcro2 (TSIC, value of' constant) 
eise 
"f:rreal number then !vhcro2 (TRC, address of constant) 
else !vhcro2 ('l'IC, address of constant) 
end Arithconstant; 
integer procedure Operator macro (n); integer n; 
oegin ITpera·tor macro:"' space[nl base = n ~ ~] end Operator macro; 
procedure Constant string; 
begin integer word, count; 
quote counter:= 1; 
nextO: word:= count:= O; 
next1: next symbol; 
if last symbol+ unquote 
then begin word:= d8 word+ 
-- --- count:"' count + 1; 
last symbol; 
end, 
if COlll1t"' 3 
then begin !vhcro2 
goto next1 
(CODE, 
next2: word:';; cttl x word+ 255; count:= count + 
if count< 3 then goto ne:x:t2, 
~cro2 (CODE, wordJT "quote counter:.., O; 
end Constant string; 
integer Relatroo.cro, 
'6egin if last symbol "' les then 
TI' last symbol "' mst then 
TI' last symbol "' mor then 
Ir last symbol ,. 1st Uien 








EQU eTse UQU 
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main program of translate scan: 
i:f' 7 text in iremo:ry 
then begin NEWPAGE; 
-- --- PRINTI'EXT ( 'finput tape for translate scan}) 
end; 
start:= instruct counter; la.st nlp:"' nlp; 
run.number:= 300; init; increment:= d 13; 
state:= b:= max depth:= max depth isr:= 
max displa;y length:= max proc level:= ecount:= o; 
in switch declaration:= in code body:= faJ.se; 
next block cell pointer:= o; -
entrance block; next symbol; 
Program; 
sum of maxima:= max depth+ max depth :l.sr + 
max d.1splay length + max proc level; 




begin integer i, k, apostrophe, instruct number, par, address,; 
procedure pucar (n}; integer n; 
begin integer i; 
-- for 1:= 1 step 1 until n do PUNLCR 
~ puci'r; -- --- -
procedure tabspace (n); integer n; 
begin integer i, k; 
-- k:= n: 8; 
for i:; 1 step 1 until k do PUSYM (118); 
'Pt'ffl'F ACE ( n -::-"le X -sr-- -
~ tabspace; 
procedure absfixp (k); integer k; 
begin ABSFIXP (4, O, k); pucar (2) end absfixp.; 
procedure punch (bool); Boolean bool; 
begin if bool then ~rue::!,) 
-- - else PUTEXT ( ~iilse:}); 
pucar (2Y-- --
~ punch; 
procedure punch octal (n); ~ n; integer n; 
begin integer i, k; 
-- Boolean minussign; 
minussign:= n < O; n:= abs (n); 
PUSYM (if minussign then minus else plus); 
PUSYM (apostrophe),; - --
for i:== d24, d21, d18, d15, d12, .d9, d6, d3, dO do 
'begin k:= n : i; n:= n - k X i; PUSYM (k) end; 
ro'S'm (apostrophe) -
end punch octal; 
apostrophe:= 120; 
PUNLCR; 
if runnumber = 100 
tnen 
begin tabspace (22); PUTEXT (1=prescano»,); pucar (2); 
-- PUTEXT ( ,l:erroneousi,); PtJSPACE ( 1 4); 
punch (erroneous); PUTEn' (<!:text length:}); 
PUSPACE (12); 
absfixp (if text in memory then text pointer+ 1 else O); 
PUTE:xT ( {:namelist:I,); pucar m-
for i:== 0 step 1 until nlp - 1 do 
"Segin tabs'j;ia'ce (7j'f""'AJ3SFIXP (4 ,7.5, i); PtJSPACE ( 5); 
-- punch octal (space[nl base - i] ); PUNLCR 
end; 
~CODE; 
PUNLCR; PUTEXT ( ..j:dpo»,); pucar ( 2); 
PUTEXT ( ,l:startl); pucar ( 2); 
PUTEXT (,1:progra.ni}); pucar (2); 
91 
92 
for i:= prog base step 1 until instruct counter - 1 do 
begin tabspace (7)~FIXP'"'(4, O, 




clse if runnumber = 200 
tnen-
oegin tabspace (38); PU'rEJCT (~prescan1i); pucar (2); 
-- tabspace ( 39); punch (erroneous)., tab space ( 
end 
else 
absfixp (if text in memory then text pointer+ else O); 
pucar (2 ); --
for :i.: 00 0 step 1 until nlp - 1 do 
begin tab space ( Jl:i'JTpunch octar( space( n1 base - i]) 
-- PUNLCR 
end; 
~CODE; pucar (7); 
for :i.:= prog base step 1 until instruct counter - 1 do 
begin tab space ( 32Tfli'IXP""""("IT, O, space[ i] ) ; PUNLCR end; 
~; STDPCODE 
oegin tabspace ( 54); PUTEXT (~translate:}); pucar (2); 
-- tab space ( 55); punch (erroneous); tabspace ( 55); 
absfixp (if' text in memory then text pointer+ 1 else O); 
pucar (2); --
f'or i:= 0 step 1 until nlp - 1 do 
begin tab space ( 5"/5Tfpunch octar( space[ nl base - i]); 
-- PUSPACE ( 2); ABSFIXP ( 4 0, i); PUNLCR 
end; 
"§T'EiPCODE; PUNLCR, 
tabspace ( 55); absfixp (dp0); 
tabspace (55); absfixp (start); pucar (2); 
for i:"-' prog base step 1 until start - 1 do 
begin tabspace (48T;"rIXP7."'f"'.f," 0, space(iTJ; 
- PUSPACE (2); ABSFIXP (4, O, i); PUNLCR 
end; 
~CR; 
for i:= start step 1 until instruct counter - 1 do 
begin k:= space[TI'; par:= k: 32768; 
--- address:~ k - par X 32768; 
end 
end 
instruct number:= par : 10; 
par:= par - instruct number X 10; 
tabspace (48); ABSFIXP (3, 0, instruct number); 
ABSFIXP (1< O, par); ABSFIXP (5, O, address) 






for n.:= O step 1 until end of memory do space[n.]:= o; 
instruct counter:= prog base:"' :nJ.p:== o; 
text base:"" end of memory : 3, 
:nJ. base: = end of memory., -
p:rescanO., 
if 7 derroneous 




2. FIXED DATA 
2.0 DESCRIPTION 
This section contains a summary description of the data ( given in section 
2. 1) to be offered to the compiler in front of the ALGOL 60 text that has 
to be translated. The major part of pages 2 and 3 of the compiler text is 
dedicated to reading and storing these data. We will briefly comment on 
the function, and possibly the coding, of categories of data items: 
95 
The values of the ba6-lc. l.iffmbolo are the internal values of the <delimi ter>s 
([6], 2.3.), the <logical value>s ([6], 2.2.2.) and the symbols "new line", 
"underlining", "bar" and "lower case". 
The information stored into the maCJLo -lden.:tl6-leJl6 is explained in section 
4.2, while the variables 6unctlon letieJt., 0unctlon cugU and c. vaJUan:t 
play a role in the procedure Process parameter (page 81). It is the task 
of the latter three to change the addressing mode of instructions into 
dynamic. 
The i-th entry in the table -ln:teJt.nal Jt.ep!!.e/.>e.n:ta;Uon gives the internal 
value of the flexowriter symbol corresponding to its 7-holes MC-flexowriter 
code punching, the binary pattern of which equals the number i. The coding 
is as follows: 
0 means parity error (MC-flexowriter code has odd parity), 
-1 stands for a punching without any corresponding character, 
-2 means the corresponding symbol has to be skipped (blank, 
stopcode, backspace, erase), 
-122 corresponds to a lower case punching, and 
-124 to an upper case punching. 
For all other values n we have: 
n = (internal value of the upper shift symbol)* d8 + 
internal value of the lower shift symbol, 
e.g., 9482 = 37 * d8 + 10, where 37 is the internal value of 
"A" and 10 is the internal value of "a". 
The ta·ble wo!Ld de.l-lmUe.Jt gives the correspondence between the internal 
values of a word delimiter and its first two symbols as follows: 
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n "' ( internal value of the first letter of the word delimiter) * d 14 + 
(internal value of the second letter of the word delimiter)* d7 + 
internal value of the word delimiter, 
e.g., 232160 "' 14 * d14 + 21 * d7 + 96, where 1lf is the internal 
value of ff 11 e , 21 that of "l", and 96 that of the word 
delimiter else. 
Hence no distinction is made between the basic symbols ster and st:t'ing. 
The values in the table maCJr.o wt only matter if code procedures are to be 
accepted in full extent. In that case the i-th entry in the table should 
contain the properties of the macro with macro number i (cf. table 4.2). 
In tabu the macrowords of the optimized macros are given analogous to the 
list of macro identifiers. For their decoding see table 4.2. 
The inJ.ibw,ct .wt should contain the bit-patterns for the machine instruc-
tions which constitute the macros generated by the compiler (those instruc-
tions are given in table 4,3). For easy interpretation of the output here 
instruct list[i] "'i * 10 * d15, 
For each of the ten possible types of an expression the table ma1.,k gives a 
code to be used in an actual parameter descriptor. 
Finally, the variable end 06 memof1.y gives the upper bound of the array 
space, and wan.:te.d determines whether objectcode for line number administra-




64 65 66 67 68 69 70 71 
72 73 74 75 76 77 78 79 
80 81 82 110 84 85 86 87 
88 89 90 91 92 93 94 95 
96 97 98 99 100 101 102 103 
104 105 106 107 108 109 110 111 
112 113 114 115 116 117 119 126 
127 122 
macro identifiers: 
12583168 8401168 4210978 4207154 4215106 Lr195154 
4219136 4223232 42274.26 4227698 42359o6 l-1-244114 
4244386 4.256434 10555904. 8425728 6369792 6377984 
6386176 6394368 10596608 23183872 23192064 23200256 
23208448 23216384 8540416 8544512 8548608 21135616 
21139712 211438o8 21147904 21152000 21156096 25354496 
8581376 8585472 8589568 8593664 8597760 8601856 
8605952 8610048 8614144 27Lr92608 8622336 86261.r 32 
8630528 8634624 8638720 4227328 8643072 12845312 
10752256 10756352 12857600 12861696 12865792 17064192 
8679680 8683776 21270784 2127488o 21278976 21283072 
21287168 21291264 21295360 21299456 8720640 8724736 
8728832 8732928 8737024 8388608 8741376 8749824 
8761600 8765696 8769792 8773888 8777984 8783105 
8787217 87831 Lr5 8787257 8791369 8963328 8967!,32 
8971520 8975616 8971520 8975616 8983808 8990464 
8996096 9001472 8791552 9008384 9012480 9016576 
9020676 8975872 9024768 902886L~ 9032972 9037068 
9041152 9045248 9049352 90531+48 9058824 9065992 
30046981.i. 9065736 9086216 32159240 9098496 9102592 
9106952 9106696 8791304 8975616 9114888 9118984 
9119240 28o01800 9098504 9202176 9209344 9217544 
function letter: 32768 
function digit: 65536 
c variant: 9830L1 
98 
internal representation: 
...,2 20225 16898 0 17924 0 0 25863 
25096 0 0 ...,2 0 _, 32638 0 
31611 0 0 17155 0 23301 25606 0 
0 32009 30583 0 _, 0 0 -1 
2o48o 0 0 14365 0 14879 15136 0 
0 15907 ...,2 0 _, 0 0 -1 
0 19016 1 l, 108 0 14622 0 0 15393 
15650 0 0 308o9 0 _, 30326 0 
19521 0 0 12309 0 12823 13080 0 
0 13851 -1 0 _, 0 0 _, 
0 11795 12052 0 12566 0 0 13337 
13594 0 0 31319 0 
_, _, 0 
0 9482 9739 0 10253 0 0 11024 
11281 0 0 31832 0 _, _, 0 
31040 0 0 9996 0 10510 10767 0 
0 11 538 -122 0 -124 0 0 ...,2 
word delimiter: 
296926 477407 232160 182120 232425 265297 24891 t, tr6257l.i 
494548 526549 216150 199777 397418 444267 297964. 625773 
183405 167407 413168 462961 345458 509299 478708 247157 
99 
macro list: 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
tabel: 
8799488 880358!1- 8799496 8803592 8807688 8811776 
8815872 8811784 8815880 8819976 8824064 8828160 
8824-072 8828168 8832264 8836352 88404!1-8 8836360 
8840456 8844552 8848640 8852736 8848648 8852744 
8856840 8860928 8869120 8860936 8869128 8877320 
8861184 8869376 8861192 8869384 8877576 8886016 
8898304 8886024 8898312 8910600 8922624 8930816 
8922632 8930824 8939016 8947200 8955392 8946952 




0 327680 655360 983o4o 1310720 1638400 
1966o80 2293760 2621440 2949120 3276800 36o448o 
3932160 4259840 4587520 4915200 5242880 5570560 
5898240 6225920 6553600 688128o 7208960 7536640 
7864320 8192000 851968o 8847360 9175o4o 9502720 
9830400 10158o8o 1o485760 10813440 11141120 114688oo 
1179648o 12124160 12451840 12779520 13107200 13434880 
13762560 14090240 14417920 14745600 15073280 15400960 
15728640 16o56320 16384000 16711680 17039360 17367o4o 
17694720 18022400 1835008o 18677760 19005440 19333120 
19660800 1998848o 20316160 20643840 20971520 21299200 
2162688o 21954560 22282240 22609920 22937600 23265280 
23592960 23920640 24248320 24576000 24903680 25231360 
25559040 25886720 26214400 26542080 26869760 27197440 
27525120 278528oo 2818o48o 28508160 28835840 29163520 
29491200 29818880 30146560 30474240 30801920 31129600 
31457280 31784960 32112640 32440320 32768ooo 33095680 
33423360 33751040 34078720 34406400 34734080 35061760 
35389440 35717120 36044800 36372480 36700160 37027840 
37355520 37683200 38010880 38338560 38666240 38993920 
39321600 39649280 39976960 403o464o 40632320 40960000 
41287680 41615360 41943o4o 42270720 42598400 42926080 
4325376o 43581440 43909120 44236800 44564480 44892160 
45219840 45547520 45875200 46202880 46530560 46858240 
47185920 47513600 47841280 48168960 48496640 48824320 
49152000 49479680 498o7360 50135o4o 50462720 5079o4oo 
51118080 51445760 51773440 52101120 52428800 5275648o 
53084160 53411840 53739520 54067200 54394880 54722560 
55050240 55377920 55705600 56033280 56360960 56688640 
57016320 57344000 57671680 57999360 58327040 58654720 
58982400 59310080 59637760 59965440 60293120 60620800 
60948480 61276160 61603840 61931520 62259200 62586880 
62914560 63242240 63569920 63897600 6422528o 64552960 
6488o64o 65208320 65536000 65863680 66191360 66519o4o 
mask: 
20 21 22 23 20 31 28 31 31 29 





In the following two examples the translation of an array declaration, a 
for statement and a {recursive) procedure declaration is demonstrated. On 
each left page the state of affairs after each scan is given as provided 
by the procedure output. The contents of the name list are given in octal 
notation, the other numbers being decimal. On each right page, opposite 
to the nBllle list some indication about its structure is given (see also 
chapter 5), and opposite to the object progrBlll the macros, generated by 
the compiler and its corresponding ELAN instructions are added, followed 
by some explanatory comments. For a more detailed explanation one is 
referred to [3], sections 4.8, 5.5 and 6. 
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3. 1 EXAMPLE 1 
begin integer i; 
real array A[1: 10]; 
for i := 1 step 1 until 10 do A[i]:= i*3, 14 
end 
p::rescanO prescan1 translate 
erroneous false false ~ - -
text length 14 14 14 
namelist 
0 +1000000007 1 +1000000007 1 +1000000007' 0 
1 +1000120200 I + I 000120200 f +1000120200 1 1 
2 +1000500000 1 +1000500000• +1000500000 1 2 
3 + I 000000000 I +1000000000 1 + II 000000000 i 3 
4 - I 200000006 I - 1200000006 1 - 1 200000006 ' 4 
5 - 1200000024 1 - 1200000024 1 - 12000000241 5 
6 - 1200000024' - 12000000241 - 11 2000000241 6 
7 +1000000000' +1000000000 1 +1000000000' 7 
8 +1000000101' +1000020101 V +9000020101 I 8 
9 + 100044oooo 1 + 'ooo44oooo ' + 11 000440000 1 9 
10 + i 000000000 I +1000000000 1 +1000000000 1 10 
11 - 1200000015 1 - 1200000015' - 1200000015 I 11 
12 -•200000004 1 - 1200000004' - 1200000004 1 12 
13 -'000000023 V - 1000000023 1 - 1000000023 1 n 
14 +1002000000 1 + 1002000005 I +1002000005' 14 
15 - 1000000046 1 - 1000000046' _ I 000000046 I 15 
16 +'020000000 1 +1020000006' + 1020000006 1 16 
17 +'000000002 1 +1000000002 1 +1000000002 1 17 
18 +'002000000 1 +1002000004' +1002000004' 18 
19 -'2000000141 - 1200000014' - 1200000014' 19 
dpO 2 2 
start 7 
program 
0 +314 +314 +314 0 
-2 -2 -2 1 
+o +o 2 
+o +o 3 
+o +o 4 
+o +o 5 



























H block leai 
Jump over block cell u block beOO 
r - pointer to name cells 
~ : [ name cell f'or i 
: [ name cell :for A[ 1 :10] 







163 0 0 7 
164 0 1 8 
165 0 1 9 
166 0 0 10 
202 0 2 11 
203 0 0 12 
98 0 1 13 
0 0 0 14 
98 0 10 15 
0 0 0 16 
98 0 1 17 
175 0 1 18 
143 0 6 19 
73 0 0 20 
177 0 512 21 
202 0 3 22 
203 0 0 23 
98 0 29 24 
148 0 4 25 
98 0 1 26 
154 0 33 27 
98 0 1 28 
97 0 5 29 
0 0 0 30 
162 0 28 31 
4 0 0 32 
146 0 0 33 
147 0 0 34 
148 0 5 35 
0 0 0 36 
98 0 10 37 
8 0 0 38 
162 0 28 39 
62 0 0 4o 
63 0 0 41 
158 0 44 42 
154 0 52 43 
97 0 5 44 
142 0 6 45 
0 0 0 46 
27 0 0 47 
97 0 5 48 
109 0 0 49 
4o 0 0 50 
155 0 4 51 
178 0 1 52 
95 0 0 53 
+4 54 
7 'I'.BL ( 1) 
8 
9 ENT.RB (1) 
10 
11 LNC ( 
12 
13 TSIC (1) 
74 STACK 
15 TSIC ( 10) 
16 STACK 
17 TSIC ( 1) 
18 TDA ( 1) 
19 'I'.M ( 6) 
20 RAD 
21 SWP (d9',<1) 
22 LNC (3) 
23 
24 TSIC (29) 
25 SSTI (4) 
26 TSIC ( 1) 
27 JU (33) 
28 TSIC (1) 
29 crrv (5) 
30 STACK 
37 DO (28) 
32 ADD 




37 TSIC (10) 
38 TEST1 
39 DO (28) 
LI{) TEST2 
t, 1 
42 YCQJU (44) 
43 ,JU (52) 
44 TD! (5) 
45 TAK (6) 
46 STACK 
47 STAA 
48 TIV (5) 
1~9 Murnc ( o) 
50 STSR 
51 IJU 




F = :MD[1] 
B + 1 
SUB2 (:ENTRB) 
linecounter = ~-; 
F = 1 
MC = F 
F = 10 
MC = F 
];, = 1 
S = 1 
A= 6 
SUB3 (:RAD) 
Ml = B 
s = 3 
linecounter = S 
F = :M29 
M[4] = G 
F = 1 
GO'ID ( :M33) 
M28: F = 1 
M29: G = M[5J 
MC = F 
DO (M28) 
F + MC[-2] 
M33: S = F Z 
N., SUBC ( :RND) 
M[5] = G 
MC = F' 
F = 10 
F - MC[-2] , Z 
DO (M28) 
N, F = F, E 
N, F = F, Z 
Y, GO'ID ( :M44) 
GO'IO ( :M52) 
M44: G = M[5] 
A = M[6] 
MC= F 
MC= A 
G = M[ 5] 
F X M[0] 
SUB2 ( : STSH) 
GO'ID (M[4]) 
M52: B = MD[1] 







sum of maxima 
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3.2 EXAMPLE 2 
~ comment Acke1'!11ann-function; 
integer procedure A(m.,n); vaZue m,n; i_nteger m,n; 




p:rescanO prescan1 translate 
erroneous false false false 
text, length 27 27 27 
namelist 
0 + 1000000007 1 + 1000000007' + 1000000007' 0 
1 + 1000o6o200 +'oooo60200 1 +'00006o200 1 1 
2 + 1001040000 1 +100104oooo' +' oo ,o4oooo ' 2 
3 + 1000000000 1 +'000000000' +'oooooooooi 3 
4 - 1 200000006 3 - 1200000006 1 -'200000006 1 4 
5 - 1200000042 1 - 1200000042 1 - 1200000042' 5 
6 - 1200000042 1 - 1200000042 1 - 1200000042' 6 
7 +1000000022 1 + 1000000022 1 +1000000022' 7 
8 +1000000101 1 +1000020101' + 1000020101' 8 
9 + I 00 1020000 I +'001020000 1 +1001020000 1 9 
10 + 1000000000 1 +1000000000 1 +'000000000 I 10 
11 - 1200000015 1 -'200000015' - 1200000015' 11 
12 -' 200000004' - 1200000004' -'200000004 1 12 
13 -'000000046 1 - 1000000046 I - 1000000046 1 13 
14 +'042000000' +'042000000' + 101~2000010 I 14 
15 +'020000003' + 1020000003 1 +1032000003 1 15 
16 + t 002000000 I + 1003002405 1 +'003002405' 16 
17 - 1200000037 1 - 1200000037 1 - 1200000037 1 17 
18 +'000160000 9 + 1 ooo 16oooo ' + 1000160000 1 18 
19 +1000000102' +100006o102 1 + 1000o60102' 19 
20 +'000740002 1 + 1000740002 1 +1000740002 1 20 
21 +1000000000 I +1000000000 1 + I 000000000 I 21 
22 -'200000036 1 - 1200000036 1 - 1200000036 1 22 
23 - 1000000027' -'000000027 1 - 1000000027 1 23 
24 + I 202000000 ! + 1202002403 I + '202002t103 24 
25 + I 000000000 I + 1000000000 1 +1000000000 1 25 
26 - 1000000030 1 - 1000000030 1 - 1000000030 1 26 
27 + 1202000000 1 +'202002404' +1202002404 1 27 
28 +1000000000 1 + 1000000000 1 + 1000000000 1 28 
29 - 1200000013 1 - 1200000013 1 - 1200000013 1 29 
30 -'200000027 1 - 1200000027' - 1200000027' 30 
31 - 1000000023' - 1000000023' - 1000000023' 31 
32 +1002000000 1 +'002000002' + 1002000002 1 32 



































n block heOO 
jump over block cell n block beOO 
[- pointer to name cells 
~ [ name cell <or A 
j~ over block cell H block oom 
: [ name cell for m 
! [ name cell for n 
jump outside 
pointer to name cells of formal identifiers 
~ [ name cell for i 
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108 
dp:) 0 0 
start 3 
program 
+o +o 0 
+o +o 1 
+o +o 2 
163 0 0 3 
164 0 1 4 
165 0 1 5 
166 0 0 6 
154 0 6Lr 7 
167 0 0 8 
168 0 2 9 
169 0 0 10 
165 0 1 11 
65 0 0 12 
65 0 0 13 
170 0 2 14 
171 0 3 15 
172 0 0 16 
198 0 0 17 
199 3 32517 18 
202 0 3 19 
203 0 0 20 
97 3 32515 21 
119 0 0 22 
157 0 27 23 
97 3 32516 24 
105 0 1 25 
154 0 57 26 
97 3 32516 27 
119 0 0 28 
157 0 39 29 
15!. O' 35 30 
46 0 0 31 
97 3 32515 32 
108 0 1 33 
56 0 0 34 
159 0 8 35 
64 0 31 36 
22 4 1 37 
154 0 57 38 
109 
0 [,tatic BP""' 1 
2 
3 TBL (1) A== :MC 
4 F = :MD[ 1] 
5 ENTRB ( 1) B + 1 
6 SUB2 (: ENTRB) 
7 JU (64) GO'ID ( :M64) 
8 DPI'R (2) MB: S == D 
9 A=-0,Z 
10 SUB ( :DPI'R) 
11 INCRB ( 1) B + 1 
12 CIV SUBC (:CIV) 
13 CIV SUBC (:CIV) 
14 TDL (2) F = :MA[2] 
15 ENTRPB (3) B + 3 
16 SUB2 (: ENTRPB) 
17 SI.NC ( [D, 5]) S = linecounter 
18 MD[7] = S 
19 I.NC (7) S = 7 
20 linecounter == S 
21 TIV ([D,3]) G == MD[3] if m 
22 EQUSIC (0) F - 0, Z ~o 
23 CO.JU (27) N, GOTO ( :M27) 
24 TIV ([D,4]) G = MD[4] then n 
25 .ADDSIC ( 1) F + 1 +T 
26 JU (57) GOTO ( :M57) 
27 TIV ([D,4]) M27: G = MD[4] else if n 
28 EQUSIC (0) F - 0 , Z ~-
29 COJU (39) N, GOTO ( :M39) 
30 JU (35) GO'ID ~ :M35) then 
31 ENTRIS ISR31: SUB2 :ENTRIS) - [!SR fur 
32 TIV ([D,3]) G = MD[3] 
33 SUBSIC (1) F - 1 - 1 
34 EXITIS GOTO ~:EXITIS) 
35 SUBJ (8) M35: SUBC :MB) A 
36 apd. ( 20Xd2o+ ISR31 ) (m - 1, 
37 apd ( 7Xd2o+ 1) 1 ) 
38 JU (57) GOTO ( :M57) 
110 
1~ 0 54 39 0 0 4o 
97 3 32515 41 
1oa 0 1 42 
56 0 0 43 
46 0 0 44 
154 0 50 45 
46 0 0 46 
97 3 32516 47 
108 0 1 48 
56 0 0 49 
159 0 8 50 
4 0 32515 51 
64 0 46 52 
56 0 0 53 
159 0 8 54 
64 0 4o 55 
64 0 44 56 
146 0 0 57 
147 0 0 58 
148 3 32517 59 
97 3 32517 6o 
200 3 32517 61 
201 0 0 62 
82 0 0 63 
202 0 5 64 
203 0 0 65 
159 0 8 66 
22 4 4 67 
22 4 0 68 
146 0 0 69 
147 0 0 70 
148 0 2 71 
178 0 1 72 
95 0 0 73 
+8 74 
111 
39 JU (54) M39: GOTO ( :M54) else 
4o ENTRIS ISR40: SUB2 ( :ENTRIS) [!SR for 
1+ 1 TIV ([D,3]) G = MD[3l 
42 SUBSIC ( 1) F - 1 - 1 
43 EXITIS GOTO ( : EXITIS ) 
44 ENTRIS ISR44: SUB2 ( : ENTRIS) ISR for 
45 JU (50) GOTO ~ :M50) 
46 ENTRIS ISR46: SUB2 : ENTRIS) [ ;'R for 
1+7 TIV ([D,4]) G = MD(4] 
48 SUBSIC (1) F-1 - 1 
49 EXITIS GO'IO ( :EXITIS) 
50 SUBJ (8) M50: SUBC ( :MS) A 
51 apd ( 1Xd20+d.18+[D,3]) (m, 
52 apd (20Xd20+ISR46) n - 1) 
53 EXITIS GOTO ( :EXI'l1IS) 
54 SUBJ (8) M54: SUBC ( :MS) A 
55 apd (20Xd20+ISR4o) (m - 1, 
56 apd (20Xd20+ISR44) A (m, n - 1)) 
57 STI ([D,5]) M57: S == F , Z [ assign 
58 N, .SUBC ( :RND) to 
59 MD[5] = G A 
60 TIV ([D,5]) G = MD[5] 
61 RLNC ( [D, 5]) S = MD[7] 
62 linecounter = S 
63 EXITP GO'ID ( : EXITP) 
64 LNC (9) M64: s = 9 
65 linecounter "" S 
66 SUBJ (8) SUBC ( :MS) A 
67 apd ( 7>"-d.20+ 4) ( 4, 
68 apd ( 7xa.20+ o) 0) 
69 STI (2) S = F , Z [ :sign 
70 N, SUBC ( :RND) 
71 M[2] = G i 
72 EXI'.I.'B B = MD[1] 
73 END GO'ID ( : ENDRUN) 




4.1 OPTIMIZED MACROS 
In the translation of arithmetical operations certain seq_uences of two or 
three macros are replaced by one macro, a so-called optimized macro, as 
described in section 0.3. In the table below the names of these optimized 
macros can be found. The numbers between parentheses are the opt numbers 
(see section 4.2). E.g., the seq_uence of macros TRC, NEG is replaced by 
the optimized macro TNRC and the sequence of macros STACK, TSIC, MUL by 
MULSIC, 
TRV TIV TRC TIC TSIC 
(o) ( 1 ) (2) (3) ( 4) 
NEG ( 1 ) TNRV TNIV TNRC TNIC 'I'NSIC 
ADD (2) ADDRV ADDIV ADDRC ADDIC ADDSIC 
SUE (3) SUJ3RV SUJ3IV SUERC SUJ3IC SUBSIC 
MUL (4) MUI.RV MULIV MUI.RC MULIC MULSIC 
DIV (5) DIVRV DIVIV DIVRC DIVIC DIVSIC 
EQU (6) EQURV EQUIV EQURC EQUIC EQUSIC 
UQU (7) UQURV UQUIV UQURC UQUIC UQUSIC 
LES (8) J..ESRV LESIV IESRC LESIC LESSIG 
MST (9) MSTRV MSTIV M3TRC M3TIC M3TSIC 
MOR ( 10) MORRV MJRIV MORRC MJRIC MORSIC 
LST ( 11) LSTRV LSTIV LSTRC LSTIC LSTSIC 
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4.2 MACRO DESCRIPl'IONS 
This table lists information on all macro identifiers and optimized macros 
used in the ALGOL 60 version of the compiler and on some additional macros 
used in the ELAN version for standard I/0 routines. 
On each left page is given 
in column 1: the macro name, 
2: the macro number ( if any) used in the ELAN version. There a. 
macro is not identified by its name, but by its number, which 
serves as an entry into the macro list, 
3: the order number of the constituent instructions, followed, 








pointer into the constant list 
pointer into the name list, leading to an address in 
the object program 
if value like then an address in the objectprogram 
else n 
value (small integer) 
if parameter> 0 then n else lparameterj is an address 
in the obj ec-t program 
instruction, 
4: the corresponding ELAN instructions, 
5: the meaning of the macro name. 
On each right page the macro name is repeated, followed by the decoding of' 
the value of the macro identifier or optimized macro. The coding is as 
follows: 
value -· B react * d21 + instr part * d12 + par part * d10 + 
instr nbr *dB+ opt nbr * d4 + value like* d3 + 
forw jump* d2 + opt op* d1 + sat macro. 
B 11.e.ac.:ti..on is used in Process stack pointer ( page 80) to estimate the 
amount by which the stack will grow during execution (see section 0.4), 
1ru,;t;iue;t gives the key to the first instruction of the macro in the 
instruction table (4.3). PM paJd gives the order number of the instruc-
tion to which the macro parameter has to be added. In1,.t:Jw,~t numbVr. gives 
the number of consecutive instructions from the instruction table which 
constitute the macro. So for a macro the instructions in 
instruct list [instr part] upto and including that in instruct list 
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[instr part+ instr nbr - 1] are generated. Op.t numbeJL gives for opti-
mizable operators and simple arithmetic take macros (see section 0.4) the 
table entries into the table of optimized macros (4.1). Value Uke splits 
the parameters into two classes, which are treated separately in Proaess 
pa!'OJneter (page 81). A value like parameter can never be a pointer into 
the name list. Fol!WaJtd jump,lng denotes whether Macro2 (page 78) possibly 
has to assign the value of instruct counter to its metaparameter (cf. o.4). 
Opt op and sat macro are the abbreviations of 0pti..m1zable opVtatoft and 
Simple a.J!Lthme.:Uc. .take mavw respectively. 
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macro macro instr. elan instructions meaning of macro name 
name nr. nr. generated ---~~-~-~------~~-~-~-~= ==---"""'-""""'==-
ABS 76 1 F = F, p absolute value 
2 N, F = -F 
ABSFIXP 134 SUBC ( : ABSFIXP) 
ADD 2 F + MC[-2] add 
ADDIC 1 C G + M[par] add integer constant 
ADDIV 1 n G + Mp[qJ add integer variable 
ADDRC 1 C F + M[par] add real constant 
ADDRV 1 n F + Mp[q] add rea..l variable 
ADDSIC 1 V F + :M[par] add small integer 
constant 
AND 19 1 N; B- 1 logical 1and' 
2 s = MC[-1], p 
ARCT.AN 1 31 SUBC ( :ARCTAN) arctangent 
BAD 64 SUB3 (:BAD) boolean array 
declaration 
CBV 55 SUBC ( CBV) call boolean by value 
CEN 58 SUB (:CEN) call eA-pression by name 
CIV 54 SUBC ( :CDT) call integer by value 
CLPN 59 SUB1 (: C,'LPN) call left part by na.me 
CLV 57 SUBC ( CLV) call label by value 
CODE 128 "' par store par in object 
code 
COJU 106 p N, GOTO ( :M[par]) cond.i tional jump 
cos 130 SUBC (:COS) cosine 
CRV 53 SUBC ( :CRV) call real by value 
CSTV 56 SUB1 (: CSTV) call string by value 
DECB 110 V B~ :M[par] decrease B 
DECS 38 s - 2 decrease S 
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macro B instr. par. instr. opt. vaJ.ue forw. opt, sat 
name react. :part :part nbr. nbr. like jump. op. macro ~--~--~---=--=--~--~~=~~~-~----------
ABS 4 86 0 2 0 0 0 0 0 
ABSFIXP 0 187 0 0 0 0 0 0 
ADD 2 4 0 2 0 0 0 
ADDIC 4 1 o4 0 0 0 0 
ADDIV 4 104 0 0 0 0 0 
ADDRC 4 103 0 0 0 0 
ADDRV 4 103 0 0 0 0 0 
ADDSIC 4 105 0 0 0 0 
AND 3 25 0 2 0 0 0 0 0 
ARCTAN !+ 184 0 0 0 0 0 0 
BAD 10 75 0 0 0 0 0 0 
CBV 5 66 0 0 0 0 0 0 
CEN 6 69 0 0 0 0 0 0 
CIV 5 65 0 0 0 0 0 0 
CLPN 8 70 0 0 0 0 0 0 
CLV 6 68 0 0 0 0 0 0 
CODE 4 173 0 0 0 0 
co,m l+ 157 0 0 0 
cos 4 183 0 0 0 0 0 0 
CRV 6 64 0 0 0 0 0 0 
CSTV 6 67 0 0 0 0 0 0 
DECJ3 4 161 0 0 0 0 
DECS 4 l.~9 0 0 0 0 0 0 
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macro macro instr. elan instructions meaning of macro name 
name nr. nr. generated ------------------------------------
DIV 5 1 MC= F divide 
2 F MC[-4] 
3 F I MC 
DIVIC 1 C G I M[par] divide by integer 
constant 
DIVIV 1 n G I Mp[q] divide by integer 
variable 
DIVRC 1 C FI M[:par] divide by real constant 
DIVRV 1 n F I Mp[q] divide by real variable 
DIVSIC 1 V F / :M[:par] divide by small 
integer constant 
DO 111 p DO (M[ :par]) do an instruction 
DOS 99 1 n DOS (Mp[q]) dos apic O 
DOS2 100 1 n DOS (Mp[q + 2]) dos apic 2 
DOS3 101 1 n DOS (Mp[q + 3]) dos apic 3 
DPTR 114 s = D display transport 
2 V A = -:M[pa.r - 2], z 
3 SUB (:DPTR) 
E:MPTY 75 
END 82 aaro ( :END RUN) end of program 
ENTIER 78 SUBC (:ENTIER) entier 
ENTRB 113 1 V B + :M[par] enter block 
2 SUB2 ( : ENTRB) 
EN'l'RIS 35 SUB2 ( :ENTRIS) enter implicit 
subroutine 
EN'I'RPB 117 1 V B + :M[ par] enter procedure body 
2 SUB2 (:ENTRPB) 
EQU 8 F- MC[....2], z equal 
EQUIC 1 C G- M[pa.r], z eq_ual to integer 
constant 
EQUIV 1 n G- Mp[q] , z equal to integer 
variable 
EQURC 1 C ]<' - M[par], z equal to real consta.nt. 
EQURV 1 n F- Mp[q] , z equal to real variable 
EQUSIC 1 V F - :M[par), z equal to small integer 
consts.nt 
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macro B instr. par. instr. opt. value forw. opt. sat 
name react. part part nbr. nbr. like jump. op. macro 
-------------------------------------
DIV 2 0 0 3 5 0 0 0 
DIVIC 4 113 0 0 0 0 
DIVIV 4 113 0 0 0 0 0 
DIVRC q. 112 0 0 0 0 
DIVRV 4 112 0 0 0 0 0 
DIVSIC 4 11Lr 0 0 0 0 
DO Lr 162 0 0 0 0 
DOS 4 1 51 0 0 0 0 0 
DOS2 4 152 0 0 0 0 0 
D0S3 4 153 0 0 0 0 0 
DPTR 14 167 2 3 0 0 0 0 
EMPTY 4 0 0 0 0 0 0 0 0 
END 4 95 0 1 0 0 0 0 0 
ENTIE:R 4 91 0 0 0 0 0 0 
ENTRB I+ 165 2 0 0 0 0 
EN'l'RIS 12 46 0 0 0 0 0 0 
EN'l'RPB 15 171 2 0 0 0 0 
EQU 2 8 0 6 0 0 0 
EQUIC I+ 117 0 0 0 0 
EQUIV I+ 117 0 0 0 0 0 
EQURC 4 11 5 0 0 0 0 
EQURV 4 11 5 0 0 0 0 0 
EQUSIC 4 119 0 0 0 0 
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macro macro instr. elan instructions meaning of macro name 
name nr. nr. generated 
------------------------------------
EXIT 50 GOTOR (MC[-1]) exit 
EXITB 125 1 V B = MD[par] exit block 
EXITC 126 1 V B = MD[pa.r] exit block using 
2 SUBC ( : FREE CHAIN) counter stack 
EXITIS 45 GOTO (:EXITIS) exit implicit 
subroutine 
EXITP 71 GO'ID (:EXITP) exit procedure 
EXITPC 72 GO'ID (:EXITPC) exit procedure using 
counter stack 
EXITSV 127 1 V S = :MC[pa.r] exit subscripted 
2 GOTO (MS) variable 
EXP 8o SUBC ( :EXP) exponential. f'unction 
FAD 39 GO'ID (:FAD) :finish address 
description 
FADCV 46 GO'ID ( :FADCV) :finish addr descr o:f 
controlled variable 
FIXP 133 SUBC ( :FIXP) 
FIDP 135 SUBC ( :FIDP) 
HAND 142 SUBC (:HAND) 
IAD 63 SUB3 (:IAD) integer ar:ra,y 
declaration 
JDI 6 SUBC (: JDI) integer division 
LJU 104 1 n GOTO (M[pa:r]) indirect jump 
LJU1 105 1 p GO'ID (M[pa:r + 1]) indirect jump 
IMP 17 1 Y, B- 1 logical 'implies' 
2 N, S = -MC(-1 ], p 
INCRB 115 1 V B + :M[pa.r] increase B 
ISUBJ 109 p SUBC (M[par]) indirect subroutine 
JU 102 np GO'ID ( :M[par]) jump 
jump 
JU1 103 1 p A= :M[par] jump 
2 GO'ID ( :MA[ 1 ] ) 
JUA 74 GOTO ( :JUA) jump via A 
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macro B instr. par. instr. opt. value fo:rw. opt. sat 
name react. part part nbr. nbr. like jump. op. macro 
-------------------------------------
EXIT 4 61 0 0 0 0 0 0 
EXITB 4 178 0 0 0 0 
EXITC 4 178 2 0 0 0 0 
EXITIS 13 56 0 0 0 0 0 0 
EX+TP 4 82 0 0 0 0 0 0 
EXITPC 4 83 0 0 0 0 0 0 
EXITSV 13 18o 2 0 0 0 0 
EXP 4 93 0 0 0 0 0 0 
FJ\D 4 50 0 0 0 0 0 0 
FJ\DCV 4 57 0 0 0 0 0 0 
FIXP 0 186 0 0 0 0 0 0 
FlOP 0 188 0 0 0 0 0 0 
HAND 4 195 0 0 0 0 0 0 
IJ\D 10 74 0 0 0 0 0 0 
IDI 2 6 0 0 0 0 0 0 
IJU 4 155 0 0 0 0 0 
IJU, 4 156 0 0 0 0 0 
IMP 3 21 0 2 0 0 0 0 0 
INCRB 4 165 0 0 0 0 
ISUBJ 4 16o 0 0 0 0 0 
JU 4 154 0 0 0 0 
JU1 4 143 2 0 0 0 0 0 
JUA 4 85 0 0 0 0 0 0 
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macro macro instr0 elan instructions meaning of macro name 
name nr. nr. generated -~-------------------------~--------
LAD 120 1 V s = :M[par] label declaration 
2 SUB (:LAD) 
LAST 119 p -(A - M[par]) last element of label 
list 
LES 10 F- MC[-2], p less 
2 Y, F- 0 p 
LESIC 1 C G- M[par], p less than integer 
2 N, F F z constant 
3 s = ...!r p 
LESIV 1 n G- Mp[q] ' 
p less than integer 
2 N; F"" F z variable 
3 s = ...!r p 
LESRC 1 C F' - M[par], p less than real constant 
2 N, F = F z 
3 S = -T p 
LESRV 1 n F Mp[q] 
' 
p less than real variable 
2 N, F F z 
3 S = -T p 
LESSIC 1 V F- :M[par], p less than s1J1sll 
2 N, F = F z integer constant 
3 S = -T p 
LN 81 SUllC ( :LN) natural logarithm 
LNC 1 V s = :M[:par] set line counter 
2 line counter = s 
LOS 70 loose string = B loose string 
LS'r 13 1 F- MC[--2], z at least 
2 N, S = -1 E 
LSTIC 1 C G- M[:par L p at least integer 
2 N, F = F z constant 
LSTIV 1 n G- Mp[q] p at least integer I 
2 N, F = F z variable 
LSTRC ·1 C F- M[par], p at least real constant 
2 F = F z 
LSTRV 1 n F- Mp[q] , p at least reaJ. variable 
2 N, F' = F z 
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macro B instr. par. instr. opt. value forw. opt. sat 
name react. part part nbr. nbr. like j~. op. macro -------------------------- ---------= 
LAD 4 175 2 0 0 0 0 
LAST I., 174 0 0 0 0 0 
LES 2 10 0 2 8 0 0 0 
LESIC 4. 124 3 0 0 0 0 
LESIV 4 124 3 0 0 0 0 0 
LESRC 4 121 3 0 0 0 0 
LESRV 4 121 3 0 0 0 0 0 
LESSIC 4 127 3 0 0 0 0 
LN 4 94 0 0 0 0 0 0 
LNC 4 202 2 0 0 0 0 
LOS 4 81 0 0 0 0 0 0 
LST 2 1 5 0 2 11 0 0 0 
LSTIC Lr 124 2 0 0 0 0 
LSTIV 4 124 2 0 0 0 0 0 
LSTRC 4 121 2 0 0 0 0 
LSTRV I., 121 2 0 0 0 0 0 
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macro macro instr. ela.n instructions meaning of macro name 
name nr. nr. generated ------------------------------------
LS'rSIC 1 V F- :M[par], p at least small integer 
2 NJ F = F z constant 
MOR 12 F- MC[-2); p more 
2 N, F == F z 
3 S = -T p 
MDRIC 1 C G- M[par], p more than integer 
constant 
MDRIV 1 n G- M:p[q] p more than integer 
2 F' - 0 p variable 
MORRC 1 C }"P -- M[par] J p more than real constant 
MORRV 1 n F- M:p[q] J p more than real variable 
2 y ; F- 0 p 
MORSIC 1 V F' - :M[par] 1 p more than small 
integer constant 
MST 11 F- MC[-2], p at most 
2 F' = F z 
MSTIC 1 C G- M[par], z at most integer 
2 N 
' 
s = _, E constant 
MS'l'IV 1 n G- M:p(q] ' 
z at most integer 
2 N, S = -1 E variable 
MSTRC 1 C F- M[par], z at most real constant 
2 N, S = -1 E 
MSTRV 1 n F - M:p[q] ' 
z at most real variable 
2 N, s = _, E 
MSTSIC 1 V F - :M[par], z at most small integer 
2 S = -1 E constant 
MOL i1 F X MC[-2] multiply 
MOLIC 1 C G X M[par] multiply by integer 
constant 
MOLIV 1 n G X Mp[q] multiply by :i.nteger 
variable 
MJLRC 1 C FX M[par] multiply by real 
constant 
MJLRV 1 n F X M:p[q] multiply by real 
variable 
MDLSIC 1 V F X :M[par] multiply by small 
:i.nteger constant 
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macro B instr. par. instr. opt. value forw. opt. sat 
name react. part part nbr. nbr. like jump. op. macro --~~--~=-~~~-~--~---~-~~----~=-~=~~~~ 
LSTSIC 4 127 2 0 0 0 0 
MOR 2 12 0 3 10 0 0 0 
MORIC l+ 138 0 0 0 0 
MORIV 4 138 2 0 0 0 0 0 
MORRC 4. 136 0 0 0 0 
MORRV 4 136 2 0 0 0 0 0 
MORSIC 4 127 0 0 0 0 
MST 2 12 0 2 9 0 0 0 
MSTIC 4 132 2 0 0 0 0 
MSTIV 1+ 132 2 0 0 0 0 0 
MSTRC h 130 2 0 0 0 0 
MSTRV h 130 2 0 0 0 0 0 
MSTSIC 4 134 2 0 0 0 0 
MUL 2 5 0 h 0 0 0 
MULIC 4 110 0 0 0 0 
MULIV !, 110 0 0 0 0 0 
MULRC 4 109 0 0 0 0 
MULRV 4 109 0 0 0 0 0 
MULSIC 4 111 0 0 0 0 
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macro macro instro elan instructions meaning of macro name 
name nr. nr. generated 
------------------------------------
NEG F == ...F invert sign 
NIL 118 p A+ M[pa.r] not last element in 
label list 
NON 1 5 s == p logical 1not' 
□BAD 68 SUB3 ( :□BAD) own boolean array 
declaration 
OIAD 67 SUB3 ( :DIAD) own integer array 
declaration 
OR 18 1 Y, B- 1 logical 1or 1 
2 N, s == MC[-1], p 
□RAD 66 SUB3 ( :□RAD) own real array 
declaration 
OSTAD 69 SUB3 ( :OSTAD) own string array 
declaration 
PUHEP 141 SUBC ( :PUHEPG) 
PUNCH 136 SUBC ( :PUNCH) 
PUNLCR 137 SUBC ( :PUNLCR) 
PUSPACE 138 SUBC ( :PUSPACE) 
QVL 16 1 s == T 
' 
p logical 1equivalent' 
2 s = MC[-1], E 
RAD 62 SUBJ ( RAD) real array declaration 
READ 132 SUBC (:READ) 
REHEP 140 SUBC ( :ID,l'JEPG) 
REJST 73 SUBC ( :REJST) reject string 
RLNC 146 1 n s "' Mp[q + 2] restore line counter 
2 line counter = s 
RUNOUT 139 SUBC ( : RUNOUT) 
SAS 37 stock 3 = s save s 
SIN 129 SUBC ( :SIN) sine 
SIGN T7 1 F"' F, z sign 
2 N, F"' 1 E 
3 N, F "'-1 
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macro B instro par. instr. opt. value forwo opt. sat 
name react. part part nbr. nbr. like jump. op. macro --~------~--~-~~-~~-~-------~~--~-~~-
NEG 4 3 0 0 0 0 0 
NIL l, 173 0 0 0 0 0 
NON 4 9 0 0 0 0 0 0 
□BAD 10 79 0 0 0 0 0 0 
OIAD 10 78 0 0 0 0 0 0 
OR 3 23 0 2 0 0 0 0 0 
□RAD 10 77 0 0 0 0 0 0 
DSTAD 10 80 0 0 0 0 0 0 
PUHEP 4 194 0 0 0 0 0 0 
PUNCH lr 189 0 0 0 0 0 0 
PtJNLCR 4 190 0 0 0 0 0 0 
Pl:JSPACE 4 191 0 0 0 0 0 0 
QVL 3 19 0 2 0 0 0 0 0 
RAD 10 73 0 0 0 0 0 0 
READ L, 185 0 0 0 0 0 0 
REHEP 4 193 0 0 0 0 0 0 
REJST 4 84 0 0 0 0 0 0 
RLNC l1 200 2 0 0 0 0 0 
RUNOUT 4 192 0 0 0 0 0 0 
SAS 4 48 0 0 0 0 0 0 
SIN lr 182 0 0 0 0 0 0 

























































S == line counter 
Mp[q + 2] = S 
SUBC ( : SQRT) 





SUB3 (: ST.AD) 
MC = F 
s = '.r 
Mp[q]= S 
SUB2 ( STFSU) 
S = F, Z 
N, SUBC (:RND) 
Mp[gJ= G 
SUBC ( S'IDP) 
Mp[q] = F 
SUB2 (:STSB) 
SUB2 (:STSI) 
SUB2 ( : STSR) 
SUB2 (:STSST) 
F = :Mp[qJ 
SUB2 (:STST) 
F = -F 
F + MC[-2] 
G - M[par] 
G - Mp[q] 
SUBC ( :M[ par]) 
meaning of macro name 
save line counter 
square root 









store formal subscripted 


















macro B instr. par. instr. opt. value for~w. opt. sat 
name react. part part nbr. nbr. like jump. op. macro 
-------------------------------------
SlNC !1- 198 2 2 0 0 0 0 0 
SQRT 4 92 0 0 0 0 0 0 
SSTI 4 148 0 0 0 0 0 
SSTSI 10 42. 0 0 0 0 0 0 
STAA 5 27 0 0 0 0 0 0 
STAB 5 17 0 2 0 0 0 0 0 
ST.AD 10 76 0 0 0 0 0 0 
STACK 6 0 0 0 0 0 0 0 
S'l'B I+ 14-9 2 2 0 0 0 0 0 
STFSU 10 45 0 0 0 0 0 0 
STI 4 146 3 3 0 0 0 0 0 
S'.JDP 4 197 0 0 0 0 0 0 
STR Lf 145 0 0 0 0 0 
STSB 10 43 0 0 0 0 0 0 
STSI 10 I+ 1 0 0 0 0 0 0 
STSR 10 4o 0 0 0 0 0 0 
STSST 10 44 0 0 0 0 0 0 
STS'I' 4 98 2 0 0 0 0 0 
SUB 2 3 0 2 3 0 0 0 
SUBIC 11- 107 0 0 0 0 
SUBIV 4 107 0 0 0 0 0 
SUBJ 4 159 0 0 0 0 0 
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macro macro instr. elan instructions meaning of macro name 
name nr. nr. generated 
------------------------------------
SUBRC 1 C F- M[par] subtract real constant 
SUBRV , n F- Mp[q] subtract real variable 
SUBSIC , V F- :M[par] subtract small integer 
constant 
SWP 124 1 V Mp[O] = B set working space 
pointer 
TAA 123 1 n A == :Mp[q] take address of array 
reference 
TAK 92 1 n A= Mp[q] take array key 
TASB 42 GCJ.I'O ( :TASB) take actual subscripted 
boolean 
TASI 41 GOTO ( :TASI) take actual subscripted 
integer 
TASR 40 GCJ.I'O ( :TASR) take actual subscripted 
real 
TASST 43 GCJ.I'O ( :TASST) take actual subscripted 
string 
TASU 44 GOTO ( :TASU) take actual subscripted 
of unknown type 
TAV 60 SUB4 ( :TAV) transport array called 
by value 
TBC 89 1 V s = :M[par], z take boolean constant 
TEL 112 1 A= :MC take block level 
2 V F = :MD[par] 
TBV 88 1 n s = Mp[q] , p take boolean variable 
TCST 28 SUBC ( :TCST) take constant string 
TDA 121 1 V s = :M[par] take dimension of array 
TDL 116 1 V F = :MA[par] take display level 
TEST1 51 F- MC[-2], z test for list element 
exhausted 
TEST2 52 1 N, F == F, E test for list element 
2 N, F == F, z exhausted 
TFD 36 s = M'3[1] take formal display 
pointer 
TFSL 27 SUBC ( : TFSL) take formal subscripted 
label 
TFSU 25 SUB2 ( :TFSU) take formal subscripted 
of unknown type 
TIAV 61 SUB4 (:TIAV) transport integer array 
called by value 
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macro B instr. pe.r. instr. opt. value· forw. opt. sa.t 
name react. pa.rt pa.rt nbr. nbr. like jUJt\P. op. macro -------------------------------------
SUBRC 4 106 0 0 0 0 
SUBRV 4 106 0 0 0 0 0 
SUBSIC 4 108 0 0 0 0 
SWP 4 177 0 0 0 0 
TAA 4 143 0 0 0 0 0 
TAK 4 142 0 0 0 0 0 
TASB 4 53 0 0 0 0 0 0 
TASI 4 52 0 0 0 0 0 0 
TASR 4 51 0 0 0 0 0 0 
TASST 4 54 0 0 0 0 0 0 
TASU 4 55 0 0 0 0 0 0 
TAV 4 71 0 0 0 0 0 0 
TBC 4 141 0 0 0 0 
TBL 4 163 2 2 0 0 0 0 
TBV 4 140 0 0 0 0 0 
TCST 4 39 0 0 0 0 0 0 
TDA 4 175 0 0 0 0 
TDL 4 170 0 0 0 0 
TEST1 2 8 0 0 0 0 0 0 
TEST2 4 62 0 2 0 0 0 0 0 
TFD 4 47 0 0 0 0 0 0 
TFSL 4 38 0 0 0 0 0 0 
TFSU 11 36 0 0 0 0 0 0 
TIAV 4 72 0 0 0 0 0 0 
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macro macro instr. el.an instructions meaning of macro name 
name nr. nr. generated 
------------------------------ ~-,,.,,,,,,--
TIC 86 1 C G = M[par] take integer constant 
TISCV 48 cm□ ( :TISCV) take integer subscripted 
controlled variable 
TIV 84 1 n G"' Mp[q] take integer variable 
TLV 91 1 n A"' :Mp[q] take label variable 
TNA 122 V F"' :M[par] take nuniber of arrays 
TNIC 1 C G = -M[par] take negative integer 
constant 
TNIV 1 n G ""-Mp[ take negative integer 
variable 
TNRC 1 C F = par] take negative real 
constant 
TNRV 1 n F .. -Mp[q] take negative real 
variable 
TNSIC V F = -:M[par] take negat:!.ve small 
:!.nteger constant 
TRC 85 1 C F"' M[par] take real constant 
TRSCV 47 GOTO ( :TRSCV) take real subscripted 
controlled variable 
TRV 83 1 n F = Mp[q] take real var:!.able 
TSB 23 mrn1 ( INDB) take subscr:!.pted 
2 s ix MA, z boolean 
TSCVU 49 GOTO ( :TSCVU) take subscr contr -v-ar 
of unknown type 
TSI 22 SUB ( :IND) take subscripted 
2 G"" MA integer 
TSIC 87 1 V F"' :M[par] take small integer 
constant 
TSL 26 SUBC (:TSL) take subscripted label 
TSR 21 1 SUB ( IND) take subscripted real 
2 F"' MA 
TSST 24 1 SUB ( :IND) take subscripted string 
2 A= MA 
TSTV 90 1 n A"' Mp[q] take string variable 
TSWE 93 p A"' :M[par] take switch entry 
'ITP 7 SUBC ( :'I'l'P) to the power 
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macro B instr. par. instr. opt. value forw. opt. sat 
name react. part part nbr. nbr. like jump. op. macro -------------------------------------
TIC 4 97 3 0 0 
TISCV 4. 59 0 0 0 0 0 0 
TIV 4 97 0 0 0 
TLV 4 143 0 0 0 0 0 
TNA 4 98 0 0 0 0 
TNIC 4 101 0 0 0 0 
TNIV 4 101 0 0 0 0 0 
TNRC 4. 100 0 0 0 0 
TNRV Lr 100 0 0 0 0 0 
TNSIC 4 102 1 0 0 0 0 
TRC 4 96 2 0 0 
TRSCV 4 58 0 0 0 0 0 0 
TRV 4 96 0 0 0 0 
TSB 11 32 0 2 0 0 0 0 0 
TSCVU 4 60 0 0 0 0 0 0 
TSI 11 JO 0 2 0 0 0 0 0 
TSIC 4 98 4 0 0 
TSL 4 37 0 0 0 0 0 0 
TSR 1 1 28 0 2 0 0 0 0 0 
'l'SST 11 34 0 2 0 0 0 0 0 
TSTV 4 142 0 0 0 0 0 
TSWE Lr 143 0 0 0 0 0 
TTP 2 7 0 0 0 0 0 0 
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macro macro instr. elan instructions :meaning of macro name 
name nr. nr. generated 
------------------------------------
UQU 9 1 F- :rvr:[--2L z unequal 
2 S = -T p 
UQUIC 1 C G- M[par], z unequal to integer 
2 S == -T p constant 
UQUIV 1 n G- ~[q] J z unequal to integer 
2 S = -T p variable 
UQURC 1 C Ji' - M[par], z unequal to real 
2 s "' =IT' p constant 
UQURV 1 n F- ~[qJ j z unequal to real 
2 S = -T p variable 
UQUSIC , V F - :Mfpar], z unequal to small 
2 S = -T p integer constant 
XEEN 1 lr 3 SUBC ( :XEEN) 
YCOJU 107 p Y, aaro ( :M[par]) yes-conditional ,jump 
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macro B instr. par. instr. opt. valu-e forw. opt. sa.t 
name react. part part nbr. nbr. like jump. op. macro -------------------------------------
UQU 2 8 0 2 7 0 0 0 
UQUIC 4 117 2 0 0 0 0 
UQUIV 4 117 2 0 0 0 0 0 
UQURC 4 115 2 0 0 0 0 
UQURV 4 115 2 0 0 0 0 0 
UQUSIC 4 119 2 0 0 0 0 
XEEN 4 196 0 0 0 0 0 0 
YCDJU 4 158 l 0 0 0 
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4,3 INSTRUCTION TABLE 
The instruction table given below is taken from the ELAN version of the 
compiler. It contains all machine instructions needed by the macro proces-
sor (in particular by Pr>oduce (page 79)) to build up the object program 
from the macros generated: by the compile:i:-. 
INSTR LST[ 0]: MC= F 
F = MC[-4] 
F / MC 
F=-F 
F + MC[~] 
F X MC[~] 
SUBC ( :IDI) 
SUBC ( : Tl'P) 
F - MC[~], z 
S == - T, P 
F - MC(~), p 
Y, F- o, p 
F - MC[~], p 
N, F .. F, Z 
S==-T,P 
F - MC[~], z 
N, S == - 1, E 
s = T 
MC= s 
s == T, p 
S == MC[-1 L E 
Y, B - 1 
N, S = - MC(-1), P 
Y, B - 1 
N, S = MC[-1], P 
N, B - 1 
Y, S = MC[-1], P 
MC= A 
SUB (:IND) 
F == MA 
SUB (:IND) 
G = MA 
SUB1 (:INDB) 
S 'x' MA, Z 
SUB (:IND) 
A= MA 
SUB2 ( : TFSU) 
SUBC ( :TSL) 
SUBC ( : TFSL) 
SUBC (:TCST) 
SUB2 (:STSR) 
SUB2 ( : STSI) 
SUB2 (:SSTSI) 
SUB2 ( : STSB) 
SUB2 (:STSST) 
SUB2 ( : STFSU) 
SUB2 ( : ENTRIS ) 
S = MS[1] 
stock.3 == S 
S - 2 
II DIV, STACK 





" EQU, UQU, TEST1 
"NON 
"LES 




























INSTR LST[ 50] : GOTO (:FAD) II FAD 
GOTO (:TASR) " TASR 
GOTO (:TASI) II TASI 
GOTO ( :TASB). "TASB 
GOTO (:TASST) II TASST 
GOTO (:TASU) II TASU 
GOTO (:EXITIS) "EXITIS 
GOTO ( :FADCV) '' FADCV 
GOTO ( :TRSCV) II TRSCV 
GOTO ( :TISCV) II TISCV 
GOTO (:TSCVU) II TSCVU 
GOTOR (MC[-1]) II EXIT 
N, F = F, E 11 TEST2 
N, F"' F, Z 
SUBC fCRV) II CRV 
SUBC :CIV) II CIV 
SUBC (:CBV) II CBV 
SUB1 ( :CSTV) "CSTV 
SUBC (:CLV) II CLV 
SUB ( :CEN) II CEN 
SUB1 ( :CLPN) II CLPN 
SUB4 ( :TAV) "TAV 
SUB4 (:TIAV) "TIAV 
SUB3 ( :RAD) II RAD 
SUB3 ( :IAD) II IAD 
SUB3 ( :BAD) II BAD 
SUB3 ( :STAD) II STAD 
SUB3 ( : □RAD) II □RAD 
SUB3 ( :OIAD) " DIAD 
SUB3 (: □BAD) II □BAD 
SUB3 (:OSTAD) II OSTAD 
loose string= B II LOS 
GOTO ( : EXITP) II EXITP 
GOTO ( : EXITPC) II EXITPC 
SUBC (:REJST) '' REJST 
GOTO ( :JUA) "JUA. 
F "" F, p " ABS 
N, F=-F 
F == F, Z II SIGN 
N, F = 1, E 
N, F = = 1 
SUBC ( : ENTIER) II ENTIER 
SUBC (:SQRT) " SQRT 
SUBC ( :EXP) II EXP 
SUBC (:LN) II LN 
GOTO ( : END RUN) " END 
F == M[O] " TRV, TRC 
G == M[O] II TIV, TIC 











F = - M(O] 
G=-M[O] 
F=-0 
F + M[O] 
G + M[ O] 
F + 0 
F - M[O] 
G - M[O] 
F - 0 
F X M(O] 
G X M[O] 
G X 0 
F I M[O] 
G I M[O] 
F / 0 
F' - M[OL z 
S = - T P 
G - M[oj, z 
S = - T, P 
F - O, Z 
s = - T, 
F - M[O], 
F = F, 
s = - T, 
G - M[O], 
F "" F, 
s = - T, 
F- o, 
F = F, 
S=-'.f, 
F - M[O], 
s = - 1, 
G - M[O], 
S = - 1, 
F - o, 
s "' - ,, 
F - M(O), 
F- 0, 
G - M[OJ, 
F- o, 

























GOTO ( :MA[ 1]) 
M[O] = F 
S = F, Z 
N, SUBC ( :RND) 
M[O] = G 
S = T 
II TNRV, TNRC 
II TNIV, TNIC 
" 'l'NSIC 
II ADDRV' ADDRC 
II ADDIV' ADDIC 
II ADDSIC 
" SUBRV, SUBRC 
" SlIBIV, SUBIC 
II SlIBSIC 
" MULRV J MULRC 
ii MULIV, MULIC 
ii MULSIC 
ii DIVRV, DIVRC 
" DIVIV, DIVIC 
" DIVSIC 
11 EQURV, EQURC, UQUHV, UQUHC 
II EQUIV, EQUIC' UQUIV' UQUIC 
" EQUSIC, UQUSIC 
" LESRV, LESRC, LSTHV, LSTRC 
ii LESIV, LESIC, LSTIV, LSTIC 












" TSTV, TAK 







INSTR LST[ 150]: M[O] = S 
DOS (M[O]) II DOS 
DOS ~M[2]) "DOS2 
DOS M[3]) "DOS3 
GO'ill ~ :M[O]) "JU 
GO'ill M[ 0 ] ) II LJU = !M[, ]) " LJU1 
N, GO'ill :M[O]) "COJU 
Y, GO'ill :M[O]) II YCOJU 
SUBC :M[O]) "SUBJ 
SUBC (M[O]) II ISUBJ 
B- 0 II DECB 
DO (M[O]) "DO 
A"' :MC " TBL 
F = :MD[O] 
B + 0 " INCRB, ENTRB 
SUB2 (:ENTRB) 
s == D "DPTR 
'0327 77776 1 
SUB ( :DPTR) 
F == :MA[O] " T.DL 
B+ 0 " ENTRP.8 
SUB2 ( :ENTRPB) 
A+ M[O] "NIL 
A - M[O] " LAST 
s = 0 " IDA, LAD 
SUB ( :LAD) 
MO[O] == B "SWP 
B == MD[O] " EXITB, EXITC 
SUBC (:FREE CHAIN) 
S == :MC[O] " EXITSV 
GO'ill (MS) 
SUBC ( :SIN) "SIN 
SUBC (:COS) "cos 
SUBC (: ARC TAN) " ARCTAN 
SUBC ( : RE.AD) '' READ 
SUBC (:FJXP) II FJXP 
SUBC ( : ABSFJXP) " ABSFJXP 
SUBC (:FIOP) "FLOP 
SUBC (: PUNCH) " PUNCH 
SUBC (: PUNLCR) " PUNLCR 
SUBC ( : l?USPACE) "PUSPACE 
SUBC (: RUNDUT) II RUNOUT 
SUBC ( : REHEPG) II REHEP 
SUBC ( : PUHEPG) " PUHEP 
SUBC ( : HAND) '' HAND 
SUBC ( :XEEN) "XEEN 
SUBC (: S'ITJP) " S'!OP 
S = line counter " SLNC 
M(2] == S 
INSTR LST[200]: S = M[2] 
line counter= S 
S = 0 






4. 4- ACTUAL PARAMETER DESCRIPTORS 
In the objectprogram every actual parameter is characterized by an Ac.-tu.ai 
Pal!.ame.telt VUCJU.p.toJt. These APD's directly follow the procedure call, one 
for each parameter, in the order of the actual parameter list. Each APD 
uses one 27-bits word (d26, d25, ... , dO) as follows: 
dO - d14 contain an address or a value, 
d15 - d17 0, 
d18 1.s 1 when the address in dO - d1l+ is a dynamic one, else 0, 
d19 O, 
d20 - d25 contain a number ( ~32) indicating the type of the actual 
parameter, 
d26 o. 
Some types of actual parameters are too complicated to be described fully 
by an APD. For these parameters there also exists an hnpUc.,U ~ubJtou:tine 
(ISR), that is a piece of object program, preceding .the procedure call. The 
address in the APD then gives the (start) address of the ISR. Again the 
order of the ISR' s is that of the actual parameter list. If there is at 
least one ISR, the first of them is preceded by a "jump over the implicit 
subroutines", that is a jump instruction leading directly to the procedure 
call. 
In the following table the correspondence between the type of an actual 
parameter and its APD is given. 
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actual parameter APD 
:real variable ( 0 X d20 + address 
identi:fier (r) 
integer variable ( 1 x d20 + address i) 
identifier (i) 
Boolean variable ( 2 X d20 + address b) 
identifier (b) 
string variable ( 3 X d20 + address st) 
identifier (st) 
floating point ( 4 x d20 + address fp) 
constant (fp) 
integer constant (n} 5 X d20 + address n) 
logical value (1 v) 6 X d20 + ,!! lv ~ 0 ~ 1) 
small p::,sitive 7 X d20 + s) 
integer (s) 
:real array 8 x d20 + address ar) 
identifier ( ar) 
integer array ( 9 X d20 + address ai) 
identifier ( ai) 
Boolean array ( 10 X d20 + address ab) 
identifier (ab) 
string array ( 11 X d.20 + address ast) 
identifier ( ast) 
switch identifier ( sw) ( 12 X d20 + address sw) 
small negative ( 13 X d.20 + s) 
integer (-s) 
label identil:'ier (lb) ( 14 X d.20 + address lb) 
formal identifier (f) (15 X d20 + address f) 
actual parameter 
real arrey element 
integer arrey elemerr~ 
Boolean array element 

















integer constant or 
designational express1on 
procedure identifier 
not ass1gnable expression 
of unknown type 
possibly assignable 
expression of unknown type 
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APD 
(16 X d20 + address ISR) 
(17 X d20 + address 
( 18 X d20 + address ISR) 
( 19 X d20 + address ISR) 
(20 X d20 + address ISR) 
(22 X d20 + address ISR) 
(23 X d20 + address ISR) 
(2L, X d20 + address ISR) 
(25 X d20 + address ISR) 
(26 X d20 + address 
(27 X d20 + address ISR) 
(28 X d20 + address ISR) 
(29 X d20 + address ISR) 
(30 x d20 + address ISR) 
(31 X d20 + address ISR) 
(32 X d20 + address ISR) 
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5. STRUCTURE OF THE NAME LIST 
In this chapter we briefly describe the structure of the name list in or-
der to facilitate an analysis of the name-list procedures. No advanced 
techniques whatsoever are used: no hash tables, no binary search etc. The 
main design objectives have been compactness and simplicity, and never 
efficiency. In spite of this compile time has never been felt to be a 
bottle-neck to the system, except for ALGOL programs like the one presen-
ted in this tract. In the sequel we discuss the structure of a name cell 
first; then the overall structure of the name list and the look-up process 
for an identifier will be discussed. 
5 , 1 NAME CELLS 
Each name cell consists of: 
1) a variable number of negative words, containing the component letters 
and digits of an identifier; 
2) a descriptor of one, two or at most three positive words. 
The word length of the EL-X8 is 27 bits; the digits 0:9 have internal re-
presentation 0:9, the letters a:z have 10:35, the letters A:Z have 37:62. 
In a name cell these values have been increased by 1. Each letter or digit 
is coded in 6 bits, and each word can contain 4 letters or digits. For the 
representation of an identifier of k letters and digits, (k+3) + ~. (nega-
tive) words are needed. The identifier "a0123" is coded in octal: 
space [nl base - pointer] 
space [nl base - pointer - 17: 
(cf. Pead identifier, page 11). 
'013010203' 
- '000000004' 
In this way identifiers of any length can be represented and discrimi-
nated. 
The first word of any descriptor has the following lay-out: 
I o code Im address 





a number specifying information on the nature of the object iden-
tified by the identifier; 
for formal parameters called by name: whether the formal parame-
ter occurs as left part somewhere in the procedure body or not, 
for value formal parameters: always O, 
for non-formal identifiers: whether the address is a static 
address (in the array space) or a dynamic address (in the run-
time stack); addresses of formal parameters always are dynamic 
(cf. Assigned to and Dynamic on page 84); 
address: the address assigned to the identifier (in the case of a label 
identifier this address is the address of a pseudo label variable; 
however, not every label has such a variable assigned to it, 
cf. section 0.2). 
The following codes can occur in a name cell: 




















1 000 1 
l 001 I 
'002' 
1 003' 
1 006 1 
1 010' 
I 011 l 
'012' 
I 013' 










real variable identifier 
integer variable identifier 
Boolean variable identifier 
string variable identifier 
label identifier 
real array identifier 
integer array identifier 
Boolean array identifier 
string array identifier 
switch identifier 
real procedure identifier 
integer procedure identifier 
Boolean procedure identifier 
string procedure identifier 
procedure identifier 
own real variable identifier 
own integer variable identifier 
own Boolean variable identifier 
own string variable identifier 
40 '050' own 
41 '051' own 
42 '052' own 
43 '053' own 
2) for value parameters: 
decimal octal 
real array identifier 
integer array identifier 
Boolean array identifier 
string array identifier 
64 '100' specified. real. or real. procedure 
65 I 101 I specified integ_er or integ_er procedure 
66 '102' specified BooZean or Boolean procedure 
67 I 103 I specified string or string procedure 
70 I 106 I specified Zabel. 
72 ' 11 0' specified array or reaZ array 
73 I 111 I specified ~ array 
74 ' 112' specified BooZ.ean array 
75 ' 113' specified string_ array 
3) for name parameters: 
3,1) occurring in expressions or left parts as "primaries": 
decimal octal_ 
96 '140 1 real 
97 1 141 I integer 
98 I 142 1 Boolean 
99 '143' string 
100 144 1 arithmetic (real or integer) 
101 '145 non-designational (real, integer, 
102 '146' designational 
3.2) occurring as array or switch identifier: 
decimal .2.£1!"!:l 
104 '150' real array 
105 ' 151 ' integer array 
106 I 152' Boolean array 
107 1 153 I string array 
108 '154' real or integer array 
109 I 155 I array of unknown type 




1 156 1 
I 157 1 
switch 
array or switch 
3.3) occurring as procedure identifier: 
decimal octal 
112 I 160 1 
113 '161' 
114 I 162' 
11 5 I 163 I 










real or integer procedure 
function of unknown type 
procedure 
no information available 
Specification of name parameters leads in pr>esaanO to octal codes equal to 
'142' (Boolean), '143' (str>ing.), 1 144 1 (real or fnteger), 1 146 1 (Zabel), 
'152' (Boolean array), '153' (string ar>ray), 1 154' (reaZ array or integer 
army), '155' (arra/i),'156' (switah), 1 162 1 (Boolean procedure), 
'163' (st'l'ing procedure), 1 164 1 (real procedure or integer procedure) or 
' 170' ( proaedure), 
The other codes can result only from code transitions during presaan1 by 
virtue of the contexts in which the parameter is used, 
The following direct transitions can occur in this process: 
'140' to '150' or '160 1 ; 
1 141 I to 151 I or I 161 I ; 
1 142' to '152' or I 162 I; 
I 143 I to '153' or I 163 I ; 
i 141+ I to '140 1 , I 1 l+ 1 I > I 154 I or ' 161+' ; 
'145' to ' 40 1 141 I > '11+2 1 , '143', '144', '155' or '165' ; ' 
'146' to ' 156' ; 
'154' to '150' or I 1 51 1 ; 
'155' to '150', ' 151 ' , '152' , '153' or '154'; 
'157' to '150', ' 151 ' , '152', '153' , ' 151+' , '155' or 1 156 I; 
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'165' to '162', '163' or '164 1 ; 
'170' to '162', '163','164' or '165'; 
'177' to '140', '141', '142', 1 143•, 1 144', 1 145 1 , '146', '157' or '170'. 
Several of these transitions may occur one after another; one and the 
same context can induce two transitions in succession. In 
pPoceduI'e p(x.y); x:= y+2: ••• 
the initial code '177' for xis transformed into 1 145 1 first by a call of 
Assigned to (page 40) and later on into 1 144 1 by a call of InsePt (page 30) 
with type= 4; the initial code 1 177' for y is transformed into '144' by a 
call of APithmetic (page 39). 
For simple <local or own type> variables the descriptor consists of one 
word only. All other name cells have a second descriptor word. The lay-
out depends on the nature of the object identified by the identifier (as 
given by its code in the first descriptor word) in the following way: 
1) for array identifiers and for formal parameters specified or used as 
array identifier, switch identifier of procedure identifier: 
0 11 
d18 dO 
11 = 0 if the dimension or the number of parameters is unknown, 
11 = + (dimension or number of parameters), otherwise; 
2) for all other formal parameters: 
0 
dO 
3) for switch identifiers: 
0 I d IO ! 11 
d20 d19 d18 dO 
11 = + number of entries in the switch list, 
d = after assignment of a "program address" to the switch identifier, 
i.e. after analysis of the switch list in the third scan; 
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4) for label identifiers: 
I O I fc I d I s I program address 
d26 d20 d19 d18 dO 
fc = (for count=) the number of nest~d for statements the label 
"declaration" is enveloped in (this number is used for a very 
rough check against jumps from outside into a for statement), 
d == 1 after assignment of a "program address" to the label, i.e. after 
its occurrence as label during the third scan, 
s = 1 for labels to which no pseudo label variable is assigned; 
5) for procedure identifiers: 
11 = 
l "' 
IO lllc!plelalold I O l 
d26 d18 
+ number of parameters , 
for library procedures (not 
11 
declared 
C :: for code procedures (declared in the 
for some library procedures like abs 
monadic operator, 
dO 
in the program) , 
program with code body), 
that are compiled as 
e = except during the analysis of the procedure body in the third 
scan, 
a= after the occurrence of the assigment of a function value to 
the procedure identifier within the body of a type procedure 
during the third scan, 
d"' after the assignment of a "program address" to the procedure in 
the third scan. 
A third descriptor word exists for type procedure identifiers (codes '20', 
'21', 1 22' or '23') only. It contains the descriptor of a simple variable 
of corresponding type. This variable is assigned to the procedure to 
record the function value (cf. the compiler procedure Loaat position, 
page 85). 
The declaration array a [ 1:10] in a program leads to the following name 
cell for a: 
spaae [nl base - pointer] 
spaae [nl base - pointer - 1] 
spaae [nl base - pointer - 2] 
assuming a dynamic address 1 002407' for a. 
1 000000013' 
'021002407' (code= 1 10' ,m=1) 
'000000002' (11=2) 
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For integer labels a special name cell is constructed with a normal des-
criptor preceded by two negative words containing together the integer 
value of the label (cf. in name list, page 12). No identifier can produce 
the same name cell as an integer label on account of a maximum value for 
integers of 2 + 26 - 1. 
The result of the procedure Identifier, both in presaan1 and in translate, 
always points to the first descriptor word. 
5,2 BLOCK CELLS 
To each block in the program and to each procedure declaration corresponds 
a block cell in the name list. A block cell consists of the following 
sections: 
1) a block head of 4 positive words containing general information about 
the block or procedure body; 
2) a negative word acting to the name-look-up procedure as a jump instruc-
tion and leading to the fifth section of the block cell (with the name 
cells of local identifiers); 
3) the name cells of the formal parameters of the block cell, simply one 
after another without any separators (for blocks and for procedures 
without parameters this section is empty); 
4) a negative word acting as a jump and leading to the fifth word of the 
block cell corresponding to the smallest embracing block (or procedure). 
This fifth word itself points to the locals of that block as described 
in section 2; 
5) the name cells of the local identifiers of the block, simply one after 
another without any separators. In between these name cells, however, 
block cells may occur, either for procedures or for inner blocks. These 
block cells are each preceded by a jump over the block cell; 
6) a number of consecutive one-word descriptors of pseudo for ~ariables, 
coded as simple variables of type integer (i.e. code= '1'); 
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7) a negative word acting as a jump and leading to the third section of 
the block cell (with the name cells of formal identifiers). 
Some of these sections can be empty, viz. section 3 (see above), section 5 
(for procedures without locals) and section 6 (for blocks or procedures 
without for statements). 
A jump pointing to a word in the array space with index nZ base - i is 
coded as - (2+25 + i); it can thus be distinguished from negative words 
of name cells, never that negative (cf. next pointeP, page 11 ) . 
A typical block cell (for a procedure) is visualized in the following 
picture displaying the contents of spaae [nZ base - i] for i = bcp (1) 
bcp + lf3: 
' + bcp 
+ 
block head bcp + 
+ bcp + 2 
+ bcp + 3 
r-- - (2t25+bcp+12) bcp + 4 
- ➔ - bcp + 5 . 
+ first formal bcp + 6 
+ ~------------------------ bcp + '7 - bcp + 8 
+ second formal bcp + 9 
+ bcp + 10 - - - - ,iunm outside bcp + 11 
W; - first local bcp + 12 
+ bcp + 13 -------------------------- bcp + 14 
+ second local bcp + 15 
+ (type procedure) bcp + 16 
+ bcp + n -------------------------- - (2t25+bcp+38) bcp + 18 ----------------------- ~ 
block cell with 
formal parameters 
and locals of the 
_______ procedure _________ 
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L ------------------------ bcp + 38 
+ third local bcp + 39 
+ bcp + 4o 
+ 2 pseudo bcp + 41 
+ for variables bcp + 42 
(2t25+bcp+5) bcp + 43 
In this picture bcp is the "address" of the block cell. 
'I'he search process by which an identifier is looked up in the name list 
during presaanl or f;rcmsZate is rather simple and direct: the search is 
started at the fifth word of the appropriate block cell, leading to the 
first local identifier of the block cell. To skip an inapplicable name 
cell the momentary value of the pointer used in the search process is de-
creased by one until the first word of the next name cell is found (jumps 
encountered during this skip are honoured, of course). When the locals are 
exhausted the search is automatically continued with the formals of the 
same block and next with the locals of the smallest embracing block and so 
on until the identifier is found (due to a trick to be discussed below it 
will certainly be found). For identifiers occurring inside the bound pair 
list of an array declaration the search is started with the formal iden-
tifiers of the appropriate block cell rather than with the locals (cf. the 
procedure Zook up, page 12). 
For the program as a whole, an outermost block cell is constructed starting 
at space [nl base J (its "address", therefore, e(J.uals O) , which is open-
ended: section 7 is lacking. In this block cell labels global to all blocks 
of the program are inserted as well as, during prescanl, identifiers for 
which no declaration can be found. At the end of this block cell (found 
through the global compiler variable nlp), .r>ead idenUfier (page 11) assem-
bles identifiers. If an identifier is looked up that has not been encoun-
tered before, the search process automatically ends at this temporary cell 
at the end of the name list. 
During preecanO, the name list is constructed as an abstract of block 
structure and declarations. Identifiers to be added to the name list are 
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looked up ( see Process identifier, page 23) for the purpose of detecting 
doubly declared identifiers. Identifiers occurring in the value part or 
in the specification part of a procedure declaration are looked. up as well. 
In both cases the search is, of course, restricted to the current block 
cell which, then, is still open-ended. 
'fhe global. compiler variable block ceU pointer always contains the address 
in the name list of the current block cell. It has to be updated both at 
block entrance and at block exit. During prescanl and translate this is 
performed in the following way: at block entrance to block cell pointer is 
assigned the value of another global compiler variable next block ceU 
pointer. This last one is updated with the contents of the least signifi-
cant part of the first word of the new block cell (all block heads in the 
name list are linked together in a forward chain); at block exit block cell 
pointer is given the value of the most significant part of the first word 
of' the (old) block cell (each block head in the name list points to the 
block head of' the smallest embracing block, if any). 'I'hese chains are con-
structed during preacanO which uses a different method for updating block 
cell pointer. 
We do not specify the contents of the other three words of a block head, 
except for the most significant part of its third word (called ~ta.:tu.J.i), 
which points to one of the descriptors of pseudo for variables (if' any) 
in the block cell and which is decreased or increased by one before or 
after the analysis of the statement after do of a for statement during 
translate. In this way parallel for statements share the same pseudo for 
variable but nested for statements use different ones. 
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6. CROSS-REFERENCE TABLE 
The cross-reference table is meant to be an aid to the study of the com-
piler,, To all relevant procedure identifiers occuring in the ALGOL text 
an order number is added. The identifiers are listed alphabetically, each 
item preceded by its order number a.nd the number of the page where its 
declaration occurs, and followed by a list or order numbers of the proce-
dures from where it is directly called. 
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nr. page proa. identifier caUs 
1 30 Actual :parameter 176 
2 64 Actual :parameter 175 
3 41 Address 6 21 117 240 
4 86 Address 2 187 261 
5 48 Address description 2 83 252 
6 36 Addressing of block identifiers 33 183 
7 39 Add type 11 17 25 36 70 111 198 245 
8 59 Arassign 73 
9 51 Arboolexp 2 9 43 215 
10 53 Arboolrest 215 
11 39 Arbost 88 209 
12 82 Arbost 2 55 17'J 
13 55 Ardesexp 80 
14 89 Arithconsta.nt 2 179 226 
15 25 Arithexp 1 5 47 85 216 254 272 
16 45 Arithexp 8 9 16 48 80 83 110 179 186 
200 253 
17 39 Arithmetic 85 106 209 216 219 225 
18 82 Arithmetic 2 10 44 55 73 81 171 175 184 
19 47 Arithna.me 8 10 44 81 110 179 184 200 264 
20 7 arithoperator last symbol 10 43 44 81 164 207 
209 215 216 219 225 
27 33 Array declaration 21 63 
22 73 Array declaration 22 64 
23 42 Ask librarian 96 
24 79 Assign 132 
25 40 Assigned to 209 
26 84 Assigned to 74 156 175 184 
27 29 Assignstat 238 
28 57 Assignstat 236 
29 85 Ass to function designator 127 212 
30 23 Begin statement 193 237 
31 14 bit string 6 26 51 70 72 75 87 94 101 
107 108 109 123 124 126 163 167 169 177 189 
218 269 271 280 281 
32 17 Block 30 62 
33 34 Block 194 238 
34 75 Block 195 236 
35 59 Boolassign 35 73 
36 39 Boolean 106 209 219 225 
37 82 Boolean 2 10 55 73 77 81 171 175 184 
38 25 Boolexp 38 79 85 98 272 
39 49 Boolexp 9 16 35 39 68 80 83 99 249 
40 49 Boolfac 46 135 
41 51 Boolname 10 44 81 184 
42 8 booloperator last symbol 10 81 164 207 209 215 
225 226 
43 50 Boolprim 45 
44 51 Boolprimrest 35 43 
45 50 Boolsec 40 136 
46 49 Boolterm 100 137 
47 33 Bound :pair list 21 47 
48 73 Bound :pair list 22 48 
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nr. page proc. identifier calls 
49 82 B reaction 188 
50 85 Change 127 133 212 
51 82 Character 12 18 89 148 1 56 181 199 21 L, 256 
52 41 Check dimension 21 
53 87 Check dimension 5 
54 87 Check list length 175 
55 87 Check type 175 
56 82 Code bits Ir 53 54 74 84 11 5 181 196 213 
57 19 Compound tail 30 32 57 
58 31 Compound tail 33 58 183 194 238 
59 69 Compound tail 34 59 181, 195 236 
60 89 Constant string 224 
61 1 5 corresponding block cell pointer 70 126 
62 20 Declaration list 32 
63 3L, Declaration list 33 63 183 
6L, 76 Declaration list 34 181+ 
65 8 declarator last symbol 30 32 62 64 183 18L1. 1 9L, 
195 236 238 
66 85 Declared 133 196 
67 27 Desigexp 67 92 221 263 272 
68 54 Desige:h.'IJ 68 80 93 222 261 
69 55 Designa.me 81 93 222 
70 40 Designational 92 117 221 225 
71 82 Designational 2 5 10 55 77 81 175 236 
72 14, display level 6 34 64 117 120 126 184 188 
73 57 Distribute on type 8 28 273 
74 84 Dynamic 2 4 187 261 
75 1 5 entrance block 33 34 183 184 270 
76 3 ERRORMESSAGE 5 6 8 9 10 13 16 19 22 
28 32 35 39 41 43 48 52 53 54 55 
59 62 64 65 68 69 80 83 86 91 96 
99 110 113 116 11 8 133 145 146 1 51 175 178 
179 183 186 191 193 197 200 208 212 215 222 
22Lr 226 234 236 21,7 249 250 253 261 266 267 
270 273 277 278 
77 48 Evaluation of 2 252 
78 1 5 exit block 6 34 184 240 270 
79 27 Exp 1 219 225 272 
80 55 Exp 2 13 80 1 51 226 
81 57 Exprest 2 226 273 
82 L,6 Factor 138 265 
83 70 For list 86 
84 84 FoX'!Th9J. 2 5 19 35 Lr 1 69 77 83 110 115 
139 1 5Lr 156 158 171 175 178 182 191 200 242 
244 247 250 261 
85 32 Forstat 238 
86 69 Forstat 236 
87 81 Forward jumping macro 132 
88 Lr 1 Function 90 
89 83 Function 19 83 139 1 54 1 58 171 175 178 i 84 
191 210 
90 30 Function designator 209 216 219 223 225 
91 60 Function designator 8 10 Lrir 81 110 179 200 
250 
160 
nr. page proc, identifier calls 
92 31 Gotostat 238 
93 69 Gotostat 236 
94 84 Id.1 29 66 165 173 259 
95 23 Identifier 32 62 
96 42 Identifier 21 85 92 183 194 209 211 216 219 
221 223 225 238 260 
97 87 Identifier 2 8 22 35 43 83 93 110 179 
184 195 200 215 222 224 226 236 247 261 270 
273 
98 32 If clause 1 5 38 67 238 248 
99 69 Ifstat 236 
100 49 Implication 141 220 
101 14 in code 183 184 
102 1 5 init 
103 87 Increase status 86 
104 8L1 In library 2 139 175 182 184 191 
105 12 in name list 2 113 114 194 195 221 222 225 226 
236 261 
106 30 Insert 209 
107 81 Instruct number 192 
108 82 Instruct part 192 
109 5 insymbol 109 134 
110 58 Intassign 73 110 
111 39 Integer 106 
112 82 Integer 2 19 73 77 83 184 242 
113 22 Int lab declaration 193 237 
111+ 35 Intlabelled statement 238 
11 5 84 In value list 139 184 
116 22 Label declaration 113 193 237 
117 35 Label declaration 114 119 194 
118 77 Label declaration 195 236 
119 35 Labelled statement 238 
120 76 Label list 34 184 
121 67 Line 22 236 
122 67 Line1 86 121 
123 41 List length 90 190 251 
124 86 List length 22 53 54 1 58 182 184 186 261 
125 79 Load 132 
126 1 5 local label 92 93 
127 85 Local positton 178 184 
128 85 LocaJ. positionl 127 210 
129 14 local space 34 184 
130 12 look up 96 91 105 185 
131 78 Jlfacro 2 8 22 35 45 48 77 83 93 10 
135 136 137 138 141 144 147 170 184 186 191 
195 200 201 217 22t. 235 242 247 252 253 261 
270 273 
132 78 Macro2 2 5 8 9 10 14 16 19 22 34 
35 39 41 43 60 64 68 69 80 81 83 
86 93 99 110 120 122 131 132 175 178 182 
184 200 210 222 224 226 235 242 244 247 249 
250 261 264 270 273 
133 86 Ma.rk position in nrune list 118 184 261 
1 31+ 4 next basic symbol 145 
161 
nr. page proc. identifier calls 
135 49 Next boolfac 46 135 206 
136 50 Next boolsec 40 136 206 
137 49 Next boolterm 100 137 206 
138 46 Ne:lft factor 2 138 205 265 
139 87 Next formal identifier 175 184 
140 12 next identifier 6 21 139 142 240 
141 49 Next ir@lication 141 206 220 
142 87 Next local label 120 
143 11 next pointer 130 140 
144 47 Next primary 2 82 144 205 
145 4 next symbol 2 5 9 16 21 22 30 32 39 
43 45 47 48 57 58 59 60 62 63 64 
65 68 79 80 83 85 86 92 93 98 99 
113 116 117 118 135 136 137 138 141 144 147 
175 176 178 179 183 184 186 193 194 195 197 
201 207 209 211 215 216 217 219 221 222 223 
224 225 226 227 228 229 230 231 232 233 234 
236 237 238 249 253 254 260 261 263 270 277 
278 
146 7 next tape symbol 109 146 268 
147 46 Next term 147 205 217 
148 83 Nonari thmetic 8 19 55 83 155 1 57 
149 67 Nonassignable 175 
150 83 Nonboolean 35 41 55 
1 51 55 Nondesexp 80 273 
152 83 Nondesignational 55 69 261 
153 15 nonforma.l label 70 119 126 225 
154 84 Nonf'unction 91 161 175 
155 83 Noninteger 110 
156 84 Nonproc 175 
157 83 Nonreal 200 
1 58 84 Nonsir@le 175 
1 59 83 Nonstring 55 247 250 
160 84 Nonsubscrva.r 175 
161 83 Nontype 55 273 
162 67 Number descriptor 2 
163 87 Number of local labels 120 
164 9 operator last symbol 2 226 
165 84 Operator like 182 
166 89 Operator macro 186 
167 81 Optimizable operator 132 
168 79 Optimize 132 
169 81 Opt number 168 
170 78 Order counter 2 83 196 258 261 
171 61 Ordinal number 2 
172 91 output 
173 84 Outside declaration 178 
174 7 outsymbol 134 145 
175 62 Parameter list 182 
176 30 Parlist 90 176 190 
177 82 Par part 192 270 
178 57 Prepare 8 35 110 200 247 273 
179 47 Primary 82 144 
180 41 Proc 88 190 
162 
nr. page proc. calls 
181 Proc 2 91 158 160 161 1TI I 75 191 
182 Procedure call 91 1 ;n 
183 34 Procedure declaration 63 
134 74 Procedur~ d.eclarati..on 64 
185 23 Process identifier 95 193 237 
186 67 Process ,Jperator 182 
187 81 Process parameter 192 
188 80 Process stack pointer 192 
189 14 proc level 4 117 
190 30 Procstat 238 
191 60 Procstat 236 
192 79 Produce 132 192 276 
193 17 Program 1 
194 35 Program 1 
195 77 Program 195 
196 86 Program address 4 133 187 
197 11 read. identifier 95 96 97 193 237 
198 39 Real 106 
199 82 Real 2 73 171 
200 58 Realassign 73 200 
201 Relation 43 204 208 
202 Relatrnacro 201 
203 relatoperator last symbol 10 !+I+ 81 164 201 207 
209 215 219 225 
204 52 Rest of arboolexp 2 10 81 215 226 
205 52 Rest of arithexp 8 110 200 204 208 
206 52 Rest of boolexp 2 10 35 81 204 215 226 
207 28 Rest of exp 209 219 225 
208 51 Rest of relation 1.,3 L,4 
209 29 Right hand side 27 209 
210 75 Save and restore lnc 184 
211 42 Scan code 183 
212 85 Set inside declaration 184 
213 83 Simple 19 Lr 1 81 158 175 250 
214 83 Simple1 1 56 160 213 
215 52 Simple arboolexp 9 226 
216 25 Simple ari.thexp 1 5 207 219 225 
217 45 Simple arithexp 16 l+3 201 215 
218 81 Simple arithmetic take macro 132 
219 26 Simple boolean 38 207 225 
220 Simple ·boolean 39 215 226 
221 27 Simple desigexp 67 
222 54 Simple desigexp 68 
223 26 Simple stringexp 225 248 
224 53 Simple stringexp 226 249 
225 28 Simplexp 79 
226 56 Simplexp 80 
227 1 skip identifier 21 62 227 232 
228 Skip parameter list 184 
229 13 skip rest of statement 58 59 229 
230 3 skip specification list 183 18!/ 230 
231 13 skip string 62 229 237 
232 13 skip type declaration 63 64 228 230 232 233 
233 13 skip value list 183 184 
163 
nr. page proc. identifier calls 
234 9 specifier last symbol 32 230 
235 67 Start implicit subroutine 2 
236 68 Stat 236 239 274 
237 22 Statement . 32 57 
238 31 Statement 58 85 114 119 183 238 
239 68 Statement 59 86 99 184 
240 38 Static addressing 6 
241 14 status 6 83 86 240 
242 70 Store macro 83 
243 23 Store numerical constant 62 237 
244 70 Store preparation 83 
245 39 String 223 
246 82 String 2 10 55 73 77 81 171 175 184 191 
247 59 Stringassign 73 247 
248 26 Stringexp 223 248 272 
249 53 Stringexp 80 224 247 249 
250 54 Stringname 81 184 224 247 
251 25 Subscripted variable 27 85 92 209 216 219 221 
223 225 
252 47 Subscripted variable 8 28 35 43 93 110 118 
179 200 215 222 224 226 247 261 273 
253 48 Subscript list 5 253 
254 25 Subscrlist 251 254 
255 40 Subscrvar 251 
256 83 Subscrvar 2 8 35 83 110 118 171 175 184 
200 236 242 244 247 252 261 264 273 
257 77 Subst2 83 257 258 
258 77 Substitute 9 16 39 64 68 80 83 86 99 
133 175 224 249 
259 85 Super local 120 
260 32 Switch declaration 63 
261 72 Switch declaration 64 
262 41 Switch length 260 
263 32 Switchlist 260 263 
264 70 Take macro 83 
265 46 Term 2 147 217 
266 86 Test forcount 93 
267 16 test pointers 145 192 267 
268 7 the underlined symbol 109 268 
269 14 top of display 6 184 188 
270 88 Translate code 184 
271 14 type bits 12 18 37 71 112 148 150 152 155 
157 1 59 161 199 209 225 246 275 
272 27 Type exp 79 209 
273 60 Unassign 73 
274 68 Unconditional statement 99 
275 82 Unknown 2 81 
276 79 Unload 132 168 
277 11 unsigned integer 211 270 278 
278 10 unsigned number 62 193 194 216 221 225 237 238 
279 
279 89 Unsigned number 2 179 195 222 226 236 261 
28o 14 use of counter stack 34 183 184 
281 81 Value like 187 
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