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plně vztahuje zákon č. 121/2000 Sb., o právu autorském,
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o této skutečnosti TUL; v tomto př́ıpadě má TUL právo
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Ćılem práce je vytvořit interaktivńı webovou aplikaci
určenou pro simulaci Turingových stroj̊u. V prvńı části
je popis Turingova stroje a porovnáńı existuj́ıćıch si-
mulátor̊u. V daľśı části je popis, jak v aplikaci Turing̊uv
stroj vytvořit a simulovat. Následuje je popis použité
architektury aplikace. Posledńı část tvoř́ı srovnáńı vy-
tvořeného simulátoru s existuj́ıćımi.
Kĺıčová slova
turing̊uv stroj, simulace, Javascript, MVC, návrhový
vzor Observer
Abstract
Purpose of this diploma theses is to make interactive
web application designed to simulate Turing machines.
In first part is description of Turing machine and com-
parison of existing simulators. Next part describes how
to create and simulate Turing machine in created appli-
cation. User can draw machine in graphical form or as
list of instructions. After that is description of used ap-
plication architecture. In last part is compared created
simulator with existings.
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2.1.1 Postup výpočtu . . . . . . . . . . . . . . . . . . . . . . . . . . 11
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4.3 Použit́ı návrhových vzor̊u v aplikaci . . . . . . . . . . . . . . . . . . . 40
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Seznam zkratek
CSS Cascading Style Sheets
GPLv2 GNU General Public License v2.0
HTML HyperText Markup Language
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PHP PHP: Hypertext Preprocessor
SVG Scalable Vector Graphics
TS Turing̊uv stroj
UI User interface
VML Vector Markup Language
XML Extensible Markup Language
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1. Úvod
Turing̊uv stroj je teoretický model poč́ıtače vymyšlený Alanem Turingem v roce
1936 na samém počátku poč́ıtačových věd. Tento pojem se použ́ıvá jako synonymum
pro algoritmus.
Na vysokých školách se o něm dodnes uč́ı, protože je jedńım ze základ̊u teoretické
informatiky a žádný prakticky sestavitelný stroj, který by měl větš́ı výpočetńı výkon,
ještě nebyl vynalezen.
Po studentech je požadováno nějaký Turing̊uv stroj vymyslet a nakreslit. Na
paṕı̌re neńı simulace Turingova stroje moc efektivńı a velmi jednoduše lze udělat
chybu.
Z tohoto d̊uvodu vznikla tato práce a jej́ım ćılem je poskytnout student̊um
nástroj pro snadněǰśı návrh Turingových stroj̊u v grafickém tvaru a jejich simulaci.
Nějaké simulátory už existuj́ı, ovšem žádný z nich neńı plně online bez instalace
nějakých doplňk̊u.
V úvodńı části práce je definice samotného Turingova stroje, následuje rešerše a
ohodnoceńı existuj́ıćıch simulátor̊u. Následuje popis funkćı aplikace a jej́ı ovládáńı.
Dále je popsána architektura aplikace nástroje použité k napsáńı aplikace. V závěru
je srovnáńı vytvořené aplikace s existuj́ıćımi řešeńımi simulátoru Turingova stroje.
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2. Turing̊uv stroj
Kapitola předkládá formálńı definici Turingova stroje a popis jeho činnosti.
Dále jsou představeny výsledky rešerše existuj́ıćıch simulátor̊u a jejich ohodnoceńı
a srovnáńı s ideálńım simulátorem.
2.1 Popis
Následuj́ıćı definice je převzata a přeložena z knihy [1].
Definice 1. Turing̊uv stroj je každá uspořádaná sedmice T = {Q,Σ, P, δ, q0, B, F},
kde:
Q je konečná množina stav̊u.
Σ je konečná množina vstupńıch symbol̊u.
P je kompletńı množina možných symbol̊u na pásce. Σ je vždy podmnožinou P .
δ je přechodová funkce (zobrazeńı). Argumentem je dvojice δ(q,X), kde q je stav
a X je symbol na pásce. Hodnota funkce pro δ(q,X), pokud je definována, je trojice
(p, Y,D), kde
p je nový stav z Q,
Y je zapisovaný symbol, který nahrad́ı aktuálńı symbol na pásce a
D je směr pohybu hlavy (L/R).
q0 ∈ Q je počátečńı stav.
B je prázdný symbol, který je v P , ale ne v Σ.
F ⊆ Q je konečná množina koncových stav̊u.
Turing̊uv stroj je teoretický model poč́ıtače. Skládá se z nekonečné pásky, hlavy
a programu. Páska je rozdělena na buňky a každá buňka obsahuje jeden symbol.
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Hlava je vždy nad jednou (aktuálńı) buňkou pásky, dokáže č́ıst a zapsat symbol
na aktuálńı buňku a posunout se o buňku doleva nebo doprava. Program pomoćı
přechodové funkce ovládá hlavu.
2.1.1 Postup výpočtu
Na počátku je na pásku zapsáno vstupńı slovo, z obou stran řetězce jsou done-
konečna prázdné symboly. Hlava je na prvńım symbolu slova a aktuálńı stav pro-
gramu je počátečńı stav Turingova stroje.
V každém kroku výpočtu je přečten symbol z pásky, na základě kterého se roz-
hodne o daľśı akci, kterou tvoř́ı zapisovaný symbol, posun hlavy a nový stav.
Při přechodu do některého z koncových stav̊u je slovo strojem přijato. Pokud
pro aktuálńı kombinaci stavu a symbolu na pásce neexistuje akce (p, Y,D), stroj
slovo zamı́tá. Daľśı možnost́ı je, že stroj bude cyklovat, což znamená, že se nikdy
nezastav́ı.
2.1.2 Zápis programu Turingova stroje
Program je možno zapsat pomoćı množin a přechodové funkce tak, jak jsou
uvedeny v předchoźı definici.
Daľśı možnost́ı je grafický zápis formou grafu, kde každému stavu odpov́ıdá vrchol
grafu a přechody mezi stavy jsou znázorněny jako ohodnocené orientované hrany
mezi uzly grafu. Stavy jsou obvykle oč́ıslovány a u hran je zapsána podmı́nka a
akce, která se t́ımto přechodem provede. Dále je nutno označit počátečńı a koncové
stavy. Pro úplnost dle definice je dobré uvádět množiny Σ a P .
Dle knihy [1] lze program Turingova stroje také zapsat jako binárńı řetězec.
Stroje t́ım lze oč́ıslovat, což se využ́ıvá v daľśı teorii. Každý přechod ve tvaru
δ(qi, Xj) → (qk, Xl, Dm) je zakódován jako 0i10j10k10l10m. Jednotlivé přechody
jsou pak odděleny jedničkami.
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2.2 Makra
Při návrhu Turingova stroje se lze velmi často dostat do situace, kdy se nějaká
skupina stav̊u častěji opakuje. Např́ıklad při posunu hlavy na konec slova, nebo
nějaký následuj́ıćı konkrétńı znak.
Tyto opakuj́ıćı se skupiny stav̊u lze nahradit makrem. Pro samotný Turing̊uv
stroj se moc neměńı, při přechodu do makra přejde na jeho počátečńı stav a dále
pokračuje jako obvykle. Po př́ıchodu na koncový stav makra se vrát́ı do nadřazeného
programu a pokračuje obvyklým zp̊usobem dále.
Makra lze i vnořovat do sebe, ovšem nelze použ́ıt rekurzi. Ta by znamenala
nekonečný počet stav̊u, což by odporovalo definici, že Q je konečná množina stav̊u.
I při vytvářeńı nejjednodušš́ıch maker jako např́ıklad posun na následuj́ıćı symbol
”
A“ nebo na konec slova je vhodné mı́t znaky zastupuj́ıćı v́ıce symbol̊u. Pak nebude
potřeba psát např́ıklad přechod pro každý symbol, který neńı
”
A“. Nav́ıc by tak
toto makro bylo pro každý stroj jiné, záviselo by na použité abecedě P .
2.3 Ideálńı simulátor
Pro srovnáńı jednotlivých simulátor̊u jsem vytvořil seznam požadavk̊u pro ideálńı
simulátor, které jsou ohodnoceny podle d̊uležitosti. Ideálńı simulátor bude ohodno-
cen maximem, což je sto bod̊u.
• Simulace Turingova stroje po kroćıch (max. 25 bod̊u)
• Webová aplikace bez plugin̊u (20 bod̊u) / Flash (18 bod̊u) /
Java-applet (15 bod̊u)
• Grafická podoba stroje (max. 20 bod̊u)
• Uložeńı a načteńı do souboru (15 bod̊u) /
Uložeńı a načteńı přes schránku (10 bod̊u)
• Jednoduché ovládáńı (max. 10 bod̊u)
• Makra (5 bod̊u)
• Několik ukázkových př́ıklad̊u (1 bod za každý, max. 5 bod̊u)
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2.4 Srovnáńı některých existuj́ıćıch simulátor̊u
Ideálńı simulátor by měl být volně dostupný na webu z jakékoliv platformy a jako
jazyk by se pro něj nejlépe hodil JavaScript, který by umožňoval i grafické rozhrańı.
Jako daľśı možnosti připadaj́ı v úvahu Flash a Java-applety, které je ovšem nutno
doinstalovat.
Dále následuje stručný popis nalezených simulátor̊u s jejich bodovým ohodno-
ceńım v závorkách. Srovnány jsou dle źıskaných bod̊u.
Turing in a Flash Webový simulátor s použit́ım technologie Flash (18), jako jediný
online umožňuje jednoduchý intuitivńı grafický návrh, ale má několik nedostatk̊u
(15). Přechody ze stavu mohou obsahovat pouze př́ıkaz k zapsáńı znaku anebo po-
sunut́ı hlavy, obvykle jsou ale potřeba obě činnosti a je nutno pro každý takový
přechod mı́t stav nav́ıc. Umožňuje krokováńı výpočtu, ale po resetováńı stroje je
nutné znovu zapsat vstupńı slovo na pásku a označit počátečńı stav (20). Umožňuje
nač́ıst/uložit stroj nebo pásku jako soubor v XML formátu (15). Ovládáńı je intui-
tivńı (10), i když neńı k dispozici žádný vytvořený stroj. (Celkem 78 bod̊u.)
Tm - The Turing Machine Simulator Desktopový simulátor napsaný v Javě,
který umožňuje grafický návrh (20). Pro návod k vytvořeńı přechodu ze stavu do
stavu je ale nutno si přeč́ıst nápovědu, jinak ovládáńı neńı složité (8). Po nahráńı
přiložených př́ıklad̊u (5) se hlava nastavuje do pozice za posledńım symbolem vstup-
ńıho slova, někdy ale také na prvńı nebo druhý. Umožňuje simulaci po kroćıch (25),
makra (5) i ukládáńı do soubor̊u (10). (Celkem 78 bod̊u.)
Turing machine simulator [JavaScript] Asi nejlepš́ı webový simulátor v Java-
Scriptu (20) s jednoduchým ovládáńım (10) a zadáváńım stroje v textovém tvaru.
Umožňuje krokováńı a pozastaveńı simulace (25). Uložeńı a načteńı stroje lze pouze
přes schránku (10). K vyzkoušeńı je v programu celkem 7 př́ıklad̊u (5). (Celkem 70
bod̊u.)
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turingsimulatorv5 Daľśı JavaScriptový (20) simulátor s jednoduchým ovládáńım
(10) a textovým tvarem programu. Uložeńı a načteńı pouze přes schránku (10).
K dispozici 6 př́ıklad̊u (5), simulaci lze krokovat (25). (Celkem 70 bod̊u.)
xTuringMachine Lab Java-applet (15) s intuitivńım ovládáńım (10). Zadáváńı
programu je pomoćı tabulky. Má ale omezeńı na maximálně 26 stav̊u a znaky pásky
omezeny na
”
#$01xyz“. Nelze tedy vytvořit složitěǰśı stroje. Ze všech nalezených
simulátor̊u má největš́ı počet př́ıklad̊u (5), pár jich lze nahrát př́ımo z nab́ıdky
v programu a ostatńı lze stáhnout a nahrát přes soubory (15). Umožňuje simulaci
po kroćıch, chyb́ı ale tlač́ıtko pro reset (22). (Celkem 67 bod̊u.)
Visual Turing Machine Simulátor v Javě, ve kterém se program zadává graficky
v nestandardńı podobě (15). Je tedy vhodné si přeč́ıst nápovědu (5). Jednotlivé
instrukce (zápis znaku nebo posun hlavu) se spojuj́ı pomoćı šipek, u kterých může
být uvedena podmı́nka (znak na pásce). Jako jeden z mála umožňuje použ́ıvat makra
(5). Umožňuje ukládáńı do souboru (15) a krokováńı simulace (25). (Celkem 65
bod̊u.)
Webový simulátor Turingova stroje Bakalářská práce o vytvořeńı simulátoru po-
moćı Java-appletu (15). Jako jediný simulátor částečně podporuje nedeterministické
stroje, pokud je nalezeno v́ıce možnost́ı, tak se jedna z nich náhodně vybere. Správně
by se ale měly vyzkoušet postupně všechny možnosti. Simulaci stroje je možné kroko-
vat (25). Turing̊uv stroj je nutno importovat z textového souboru, nelze jeho program
napsat v aplikaci (12). Lze ale vybrat některý z předpřipravených (5). Ovládáńı je
jednoduché, jen pro vytvořeńı vlastńıho stroje je nutno nastudovat nápovědu (5).
(Celkem 62 bod̊u.)
TuringSim Daľśı z webových simulátor̊u v JavaScriptu (20). Ovládáńı je jedno-
duché, jen je nutné si přeč́ıst v nápovědě, jak stroj zapsat (5), protože nemá ani
jeden př́ıklad stroje. Program se zadává v textovém tvaru, uložeńı a načteńı lze
pouze přes schránku (10). Simulaci lze krokovat (25). (Celkem 60 bod̊u.)
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Simulátor Turingových stroj̊u v1.1 Jako jediný je napsán čistě v PHP, fungovat
tedy bude v jakémkoliv webovém prohĺıžeči (20). Z toho také ovšem plyne, že stroj
se zadává pouze tabulkou a postup výpočtu se také zobrazuje jako tabulka, a to
všechny kroky najednou (15). Všechny stroje jsou uloženy na serveru a neńı možné
jednoduchý import nebo export (5). Ovládáńı je jednoduché (10) a na serveru je
několik vytvořených př́ıklad̊u (5). (Celkem 55 bod̊u.)
Uber Turing Machine Placený program pro Windows určený sṕı̌se pro simulaci
než návrh, nemá totiž možnost grafického návrhu, ale zobrazuje např́ıklad statistiku
využit́ı jednotlivých přechodových pravidel. Možnost stažeńı trial verze na 30 dńı.
Umožňuje krokováńı (25) a ukládáńı do soubor̊u (15). Ovládáńı je jednoduché (10)
a k dispozici je několik př́ıklad̊u stroj̊u (5). (Celkem 55 bod̊u.)
Alan Turing Internet Scrapbook Simulátor napsaný v JavaScriptu (20) s jedno-
duchým ovládáńım (10), který ale neumožňuje zadat vlastńı stroj, pouze simuluje
3 předpřipravené (3). Program je zobrazován jako tabulka. Dle nápovědy by měl
umožňovat krokováńı, ale tlač́ıtko
”
step“ nereaguje (10). (Celkem 43 bod̊u.)
Turing Machine Simulator Java-applet (15), ve kterém ale v aktuálńı verzi Javy
(7 update 17) nefunguje zobrazováńı pásky, takže program neńı moc použitelný pro
simulaci (10). Zabudováno má v sobě 6 př́ıklad̊u (5) a program se zadává pomoćı
textové tabulky, ukládat lze pouze přes schránku (10). Ovládáńı je jednoduché (10).
(Celkem 35 bod̊u.)
2.4.1 Seznam odkaz̊u na nalezené simulátory
• Turing in a Flash
http://turinginaflash.com/index.php
• Tm - The Turing Machine Simulator
http://www.cs.utah.edu/~dhenders/cs4500/
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• Visual Turing Machine
http://sourceforge.net/projects/visualturing/





• Simulátor Turingových stroj̊u v1.1
http://ui.glimpse.cz/sts/
• Uber Turing Machine
http://www.superutils.com/products/uber-turing-machine/
• The Alan Turing Internet Scrapbook
http://www.turing.org.uk/turing/scrapbook/tmjava.html




Existuje velké množstv́ı webových simulátor̊u, pouze jeden z nalezených ale má
možnost grafického návrhu stroje. Obvykle je maj́ı pouze desktopové programy,
které se muśı nainstalovat a dva z výše uvedených ještě potřebuj́ı nainstalovat Javu.
Tab. 2.1: Bodové ohodnoceńı simulátor̊u, K - krokováńı, W - webová aplikace,
G - grafický návrh, U - uložeńı a načteńı ze souboru,
J - jednoduché ovládáńı, M - makra, P - několik př́ıklad̊u
Jméno simulátoru K W G U J M P Celkem
Ideálńı simulátor 25 20 20 15 10 5 5 100
Turing in a Flash 20 18 15 15 10 0 0 78
Tm - The Turing Machine Simulator 25 0 20 15 8 5 5 78
Turing machine simulator [JavaScript] 25 20 0 10 10 0 5 70
turingsimulatorv5 25 20 0 10 10 0 5 70
xTuringMachine Lab 22 15 0 15 10 0 5 67
Visual Turing Machine 25 0 15 15 5 5 0 65
Webový simulátor Turingova stroje 25 15 0 12 5 0 5 62
TuringSim 25 20 0 10 5 0 0 60
Simulátor Turingových stroj̊u v1.1 15 20 0 5 10 0 5 55
Uber Turing Machine 25 0 0 15 10 0 5 55
The Alan Turing Internet Scrapbook 10 20 0 0 10 0 3 43
Turing Machine Simulator [Java-applet] 10 0 0 10 10 0 5 35
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3. Ovládáńı a možnosti simulátoru
V této kapitole je ukázáno vlastńı řešeńı simulátoru Turingova stroje. Při návrhu
grafického rozhrańı jsem se inspiroval tradičńım grafickým zápisem programu Tu-
ringova stroje na paṕır. Rozvržeńı prvk̊u aplikace se podobá jiným prostřed́ım pro
psańı programů (ovládáńı simulace pomoćı tlač́ıtek nahoře, výstup dole, vlevo edi-
tace vlastnost́ı).
Stroje je možné zadávat i v textové (tabulkové) a binárńı podobě. Textový formát
jsem vytvořil tak, aby nebylo složité pož́ıt stroj z jiného existuj́ıćıho simulátoru,
který program ukládá v podobném tvaru. Souřadnice jednotlivých prvk̊u se pak
automaticky dopoč́ıtaj́ı. Binárńı tvar slouž́ı hlavně pro ukázku, že Turingovy stroje
lze oč́ıslovat. Př́ıpadně je možné využ́ıt převodu na binárńı tvar a zpět pro odstraněńı
maker a znak̊u #.
Pro usnadněńı práce je možno použ́ıt opakuj́ıćı skupiny stav̊u najednou jako
makra. Při dodržeńı podmı́nky, že se hlava pohybuje vždy doprava, ho lze jednoduše
použ́ıt i jako simulátor deterministických konečných automat̊u.
V kapitole následuje popis obrazovek simulátoru, dále je na př́ıkladu ukázán
postup vytvořeńı jednoduchého Turingova stroje, jeho otestováńı pomoćı simulace
a použit́ı tohoto Turingova stroje jako makro v jiném stroji. V posledńı části je
podrobněǰśı popis jednotlivých funkćı programu včetně popisu formátu soubor̊u pro
ukládáńı Turingových stroj̊u.
Ve čtvrté kapitole je pak popsáno, jak byla aplikace naprogramována. Jsou uve-
deny použité technologie a knihovny a popsány použité návrhové vzory.
Simulátor je součást́ı serveru kaja.nti.tul.cz, na kterém je několik pomůcek
pro výuku. Na stránku simulátoru se lze dostat odkazem z hlavńı stránky serveru,
nebo př́ımo pomoćı adresy kaja.nti.tul.cz/~ozogan/turing/.
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3.1 Popis obrazovek programu
3.1.1 Úvodńı stránka
Obr. 3.1: Úvodńı stránka dává na výběr, jaký Turing̊uv stroj v aplikaci nač́ıst.
Na úvodńı stránce simulátoru je na výběr několik možnost́ı, s jakým Turingovým
strojem program spustit. Je možno využ́ıt 5 předem vytvořených a funkčńıch Tu-
ringových stroj̊u. Daľśı možnost́ı je nahrát Turing̊uv stroj ze souboru a posledńı je
zač́ıt navrhovat nový stroj, který už bude mı́t vytvořený počátečńı a koncový stav.
Úvodńı stránka je ukázána na obrázku 3.1.
3.1.2 Hlavńı stránka
Po přechodu na hlavńı stránku je možné načtený Turing̊uv stroj upravovat a
simulovat, jak je popsáno v daľśıch částech. Hlavńı stránku lze vidět na obrázku 3.2.
V horńı části stránky jsou převážně prvky pro ovládáńı simulace, nejv́ıce vlevo
je to jej́ı zapnut́ı, dále potom směrem vpravo je to nastaveńı rychlosti ( ), tlač́ıtka
pro reset ( ), spuštěńı ( ), krokováńı ( ) a zastaveńı ( ). Daľśım je tlač́ıtko
pro přidáńı/nahráńı makra z aplikace ( ). Posledńı v levé části je tlač́ıtko ( )
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Obr. 3.2: Hlavńı stránka simulátoru. V horńı části je ovládáńı simulátoru, vlevo je
seznam maker, vpravo seznam instrukćı aktuálńıho programu, uprostřed je graficky
zobrazený program a ve spodńı části je páska
pro automatické přerovnáńı grafické podoby programu Turingova stroje tak, aby se
vešel na obrazovku a nebylo v něm nejlépe žádné kř́ıžeńı šipek. Jako posledńı jsou
pak nahoře vpravo tlač́ıtko pro návrat na úvodńı stránku ( ) a k nápovědě ( ).
V levém sloupci je seznam, ve kterém je vždy hlavńı program Turingova stroje
a př́ıpadně makra, která tento stroj může použ́ıt. Vybraný program nebo makro
je zobrazen v prostředńı části obrazovky. V dolńı části levého sloupce jsou vždy
informace o zvoleném prvku a nějaké možnosti jeho editace, jako třeba změna jména
stavu, nebo makra.
V pravém sloupci jsou zobrazeny všechny instrukce zobrazovaného programu
nebo makra v přehledné podobě pomoćı tabulky. Jednotlivé sloupce jsou označeny
pomoćı symbol̊u pro výchoźı stav ( ), podmı́nku ( ), zapisovaný znak ( ),
směr pohybu hlavy ( ) a nový stav ( ). Při simulaci se vždy zvýrazńı následuj́ıćı
prováděná instrukce.
Ve spodńı části je zobrazena oboustranně nekonečná páska, prázdná poĺıčka jsou
zobrazena se znakem _. Vstupńı slovo je vždy ohraničeno těmito znaky zleva a
zprava, které pokračuj́ı donekonečna, ale z úspory mı́sta jsou vždy zobrazeny pouze
prvńı vlevo a vpravo.
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Program Turingova stroje je zobrazován v prostředńı části obrazovky, záložkami
vlevo nahoře lze přeṕınat mezi grafickým, textovým a binárńım zobrazeńım. Ukázky
zobrazeńı jednotlivých část́ı programu jsou na obrázćıch 3.9 až 3.14. Př́ıklad kom-
pletńıho Turingova stroje je v části 3.2.1.
3.2 Návrh Turingova stroje
3.2.1 Př́ıklad vytvǒreńı Turingova stroje s makry a jeho simulace
(a) (b)
Obr. 3.3: Vlevo (a) je nově vytvořený Turing̊uv stroj s počátečńım a koncovým
stavem, vpravo (b) je dialog pro změnu komentáře a abeced.
Zadáńı: Sestrojte Turing̊uv stroj akceptuj́ıćı slova obsahuj́ıćı minimálně jeden znak
a, pracuj́ıćı nad abecedou Σ = {a, b}. Jako druhý sestavte stroj pracuj́ıćı nad abe-
cedou Σ = {a, b, c} akceptuj́ıćı slova s minimálně třemi znaky b.
Vytvǒreńı nového stroje: Z úvodńı stránky aplikace si lze vybrat, s jakým automa-
tem zač́ıt. V tomto př́ıkladu to je dole ručńı zadáńı nového stroje v grafické podobě.




Obr. 3.4: Vlevo (a) byl přidán stav č́ıslo 3, stav č́ıslo 1 je označený myš́ı a vlevo ja
možné změnit jeho jméno. Vpravo (b) byly přejmenovány stavy a doplněny přechody,
t́ım je program tohoto Turingova stroje dokončen.
Aktuálńı stav je na obrázku 3.3(a). V komentáři jsou vidět použité abecedy se
znaky 0, 1, které se ale neshoduj́ı se zadáńım. Aby bylo možné znaky ze zadáńı zapsat
do stroje a na pásku, tak je nutné tyto abecedy změnit. Udělá se to pomoćı dvojkliku
na komentář, po kterém se zobraźı dialogové okno s nab́ıdkou změny komentáře.
Zobrazeno je na obrázku 3.3(b). Součást́ı komentáře jsou i abecedy stroje, je tedy
nutno zaměnit znaky 01 za ab a kliknout na OK.
Nový stav se přidá přetáhnut́ım nového stavu vlevo nahoře ( ) do pozice,
kde má být přidán. Nové stavy se automaticky č́ısluj́ı od jedničky nahoru, stav ale
lze pojmenovat vlastńım jménem. Po kliknut́ı na stav je možné v levé části okna,
jak je ukázáno na obrázku 3.4(a), přepsat jeho jméno na nové. V tomhle tutoriálu
je přejmenován stav 1 na S, stav 2 na A a nový stav 3 na D. Neńı ale třeba je
přejmenovávat, na funkci stroje se t́ım nic neměńı.
Přechody ze stavu do stavu se přidávaj́ı pomoćı myši přesunut́ım ze čtverečku
pod názvem stavu do ćılového stavu. Ze stavu S je potřeba udělat přechod do stavu
A a z S do D. Podobně se vytvoř́ı i přechod z S do S. Každý stav a přechod lze myš́ı
jednoduše přesunovat, je tedy možné posledně přidaný přechod posunout nahoru,
aby se nepřekrýval se stavem S.
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(a) (b)
Obr. 3.5: Vlevo (a) je situace po zapnut́ı simulace. Je zvýrazněn počátečńı stav a
prvńı znak slova. Vpravo (b) je situace po přijet́ı slova
”
bbabb“.
V daľśım kroku je potřeba jednotlivým přechod̊um nastavit podmı́nky a pro-
váděné akce. To se provede kliknut́ım na př́ıslušný prvek a stisknut́ım klávesy pro
požadovaný znak, nebo šipku pro směr vlevo/vpravo. Výsledný stroj je zobrazen
na obrázku 3.4(b). Po doplněńı znak̊u a šipek dle tohoto obrázku je Turing̊uv stroj
hotový a následuje jeho otestováńı a pak upraveńı na makro.
Simulace stroje: Jako prvńı je třeba nějaký řetězec na pásku, to se provede klik-
nut́ım na prostředńı poĺıčko pásky a napsáńım požadovaného slova na klávesnici.
V tomto př́ıkladu se jako prvńı bude testovat slovo bbbbb.
Režim simulace se zaṕıná zaškrtnut́ım kř́ıžku vlevo nahoře. Graficky se zvýrazńı
počátečńı stav, prvńı znak slova a podmı́nka následuj́ıćıho prováděného přechodu,
jak je ukázáno na obrázku 3.5(a). Samotná simulace se spust́ı tlač́ıtkem ( ) nahoře
a v horńı části okna se objev́ı zpráva, že slovo bylo zamı́tnuto. Stroj se tedy chová
správně, protože ve slově neńı znak a. Aby pro jeho přidáńı je nutné vypnout si-
mulaci, kliknout na požadované poĺıčko a zapsat ho pomoćı klávesnice stisknut́ım
a. Po opětovném zapnut́ı a spuštěńı simulace je vidět, že slovo bylo přijato, jak je
ukázáno na obrázku 3.5(b).




b“ byl nahrazen znakem
”
#“, stroj takto bude fungovat pro ja-
koukoliv větš́ı abecedu a bude tak možné ho použ́ıt jako makro. Přijet́ı ukázáno na
slově uvbcabb.
tohoto znaku do slova před a, stroj slovo zamı́tne, i když podle slovńıho popisu by
ho měl přijmout. Jedna možnost by byla přidat podmı́nku pro c ze stavu S. Stále
by ale stroj byl závislý na abecedě, proto jsem zavedl znak #, který může být použit
mı́sto tohoto c a všech daľśıch, které by p̊uvodńı abecedu mohly rozš́ı̌rit.
Ve stroji stač́ı v jediném přechodu se znaky b tyto znaky přepsat na #. Stroj
pak bude přij́ımat slova, která obsahuj́ı minimálně jedno a, a nebude záviset na
použité abecedě. Bude možné ho využ́ıt jako makro v jiném stroji. Výsledné makro
s přijet́ım slova je zobrazeno na obrázku 3.6.
Do komentáře je také vhodné slovně zapsat, co vlastně stroj nebo makro dělá:
Zastavı́ za prvnı́m ’a’ vpravo od aktuálnı́ pozice hlavy
Uložeńı a použit́ı stroje jako makra: Aby bylo toto makro použitelné v jiném
stroji, je potřeba ho nejprve uložit. To se provede nejprve kliknut́ım na jeho jméno,
což je prozat́ım main, vlevo v seznamu programů. O něco ńıže pak lze jeho jméno
změnit podobně jako jméno stavu a poté lze stisknut́ım př́ıslušného tlač́ıtka uložit
makro do aplikace. V tomto př́ıkladu je vhodné toto makro přejmenovat např́ıklad
na findAright a uložit popsaným zp̊usobem.
Ted’ je potřeba vytvořit prázdný hlavńı program a do něj toto makro nahrát.
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(a) (b)
Obr. 3.7: Zobrazen je dialog vyvolaný př́ıslušným tlač́ıtkem v horńı lǐstě. Vlevo (a)
je je vybrána volba pro přidáńı prázdného makra. Po kliknut́ı na makro v dolńı části
se dialog změńı (b) a je možné přidat toto makro. Současně lze přemapovat abecedy
makra na abecedy aktuálńıho stroje.
Kliknut́ım na tlač́ıtko přidat ( ) se otevře dialogové okno jako na obrázku 3.7(a).
Zde lze přidat prázdné makro, nebo nahrát nový prázdný hlavńı program, nyńı je
správná druhá možnost. Následně je třeba změnit abecedy zpátky na abc, což se
provede stejně jako minule.
Daľśım krokem je přidáńı makra. Po kliknut́ı na tlač́ıtko přidat se objev́ı nab́ıdka
jako minule a v mı́stě pod tlač́ıtky jsou jména maker, která lze přidat do programu.
Po vybráńı vytvořeného makra se rozbaĺı jeho detaily, jako na obrázku 3.7(b). Zde lze
namapovat znaky makra na znaky hlavńıho programu. V tomto př́ıpadě je potřeba
se zastavit na znaku b, ale makro zastavuje na znaku a. Je tedy třeba tento znak
zaměnit za b, což se provede záměnou znaku v rozbalovaćım seznamu vpravo od a.
Pak už stač́ı kliknout na tlač́ıtko
”
Přidat do programu“.
Znaky v uvozovkách v komentáři a v přechodech stroje se patřičně změńı, ale
název z̊ustane stejný. Protože ted’ makro hledá b, je vhodné ho přejmenovat na
findBright. Do programu mezi stavy se makro přidá jeho přetažeńım myš́ı ze se-
znamu maker vlevo. Protože podle zadáńı má přij́ımané slovo obsahovat tři znaky b,
makro tedy bude potřeba třikrát. Přebytečný koncový a počátečńı stav lze smazat
po jeho označeńı klávesou DELETE. Výsledek by měl vypadat podobně jako na
obrázku 3.8(a).
Jednotlivé instance makra findBright jsou odlǐseny č́ıslem, za jeho názvem.
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(a) (b)
Obr. 3.8: Vlevo (a) je stroj s třemi instancemi makra
”
findBright“, které vznikly
přetažeńım z levého seznamu. Vpravo (b) jsou makra spojena a jedno je označeno
jako počátečńı, daľśı jako koncové.
Makra lze stejně stavy označit jako počátečńı nebo koncová. Jedno tedy bude
počátečńı a jedno koncové. Pak je nutné je propojit, jak je ukázáno na obrázku
3.8(b). Vytvoř́ı se ale přechody s podmı́nkami. Po označeńı podmı́nky, nebo jiné
části přechodu ho klávesou DELETE ho lze smazat a z̊ustane pouze šipka z jednoho
makra, do jiného. Toto př́ımé spojeńı může existovat pouze mezi dvěma makry a
vymaže se po dvojkliku na něj. T́ım je stroj, podle druhého bodu zadáńı hotov. Na
pásce by mělo být stále slovo bcabb, takže po zapnut́ı a spuštěńı ( ) simulace stroj
toto slovo přijme, což je očekávaný výsledek.
3.2.2 Popis formátu soubor̊u
Každý Turing̊uv stroj nebo jeho makro lze uložit do dvou typ̊u soubor̊u. V tex-
tovém tvaru se zachovaj́ı všechna makra a pozice všech prvk̊u na obrazovce v gra-
fickém návrhu. Binárńı tvar odstrańı všechna makra a souřadnice jednotlivých stav̊u
a přechod̊u, funkčnost Turingova stroje ale z̊ustane zachována. Je tedy vhodněǰśı
Turingovy stroje ukládat v textovém tvaru.
Nahrát soubor lze tlač́ıtkem nahrát na př́ıslušné záložce, stejně tak uložit. Do
programu se stroj ulož́ı po změně textu a kliknut́ı myš́ı mimo textové pole. Pokud
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vstup neodpov́ıdá pravidl̊um, objev́ı se seznam řádk̊u s chybami.
Textový tvar
V textovém tvaru je program Turingova stroje zapsán jako seznam instrukćı
(přechod̊u). Pro každý přechod a stav mohou být uvedeny souřadnice. Počátečńı a
koncové stavy programu jsou uvedeny na jeho začátku na řádku zač́ınaj́ıćım #, za
kterým následuje jméno př́ıslušného programu nebo makra.









aLeft-0 _ B < aLeft-1 301 194
aLeft-1 _ B < aLeft-0 301 145
#aLeft 1 2
;Zapsánı́ ’A’ a posun doleva
1 100 200
2 300 200
1 _ A < 2 223 245
Každý řádek zač́ınaj́ıćı znakem # zač́ıná nový program, jako prvńı je hlavńı
program a následuj́ıćı jsou makra. Po znaku # ihned následuje název programu a
poté jsou mezerami odděleny jeden počátečńı uzel a libovolný počet koncový uzl̊u.
#jmeno_programu pocatecnistav [koncovystav]...
V př́ıkladě je tedy Main hlavńı program a aLeft jeho makro. V hlavńım programu
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je počátečńı uzel makro aLeft-1 a nemá koncový stav. V makru je počátečńı uzel
1 a koncový 2.
Řádky zač́ınaj́ıćı znakem ; jsou komentáře a jejich součást́ı je definice vstupńı a
páskové abecedy. V př́ıkladě nahoře může být řádek se vstupńı abecedou vynechán,
protože vstupńı abeceda je prázdná.
Mezi názvem programu a názvem následuj́ıćıho programu následuj́ı řádky s po-
pisem jednotlivých přechod̊u a souřadnic stav̊u. Při psańı těchto soubor̊u ručně neńı
nutné souřadnice u přechod̊u a celé řádky se stavy vypisovat.
Řádky s popisem uzl̊u jsou složeny z jeho jména a dvou souřadnic (x a y).
Údaje jsou odděleny mezerami. Jméno konkrétńı instance makra muśı být utvořeno
stejně, jako se to děje automaticky v grafickém návrhu, tedy jméno programu makra
následované pomlčkou a č́ıslem.
jmeno_stavu souradnice_x souradnice_y
jmeno_makra-cislo_jeho_instance souradnice_x souradnice_y
U přechod̊u je na řádku pět nebo sedm údaj̊u také oddělených mezerami:
• uzel, ze kterého přechod vede
• podmı́nka přechodu
• zapisovaný znak
• posun doleva nebo doprava (lze použ́ıt i znaky ’l/r’)






vychozi_uzel podminka zapis posun cilovy_uzel [sour_x] [sour_y]
Binárńı tvar
V binárńım tvaru je program Turingova stroje tvořen řetězcem jedniček a nul.
Předchoźı př́ıklad by v binárńım tvaru vypadal následovně (pro větš́ı přehlednost
zapsáno s mezerami):
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111 01010010100 11 00101000101000 11 000101001010000
11 00001010001010 11 00000101010010000000
11 000000101010010000000 111
Řetězce 111 znač́ı začátek a konec programu. Dvojice jedniček 11 odděluje jednot-
livé přechody a každý přechod ve tvaru δ(qi, Xj) → (qk, Xl, Dm) je zakódován jako
0i10j10k10l10m.
Jako počátečńı stav je určen ten s nejmenš́ım č́ıslem a jako koncový ten s největš́ım.
Pokud by nějaký Turing̊uv stroj neměl koncový stav tak je nutno ho přidat spolu
s nedosažitelným stavem, který na koncový stav vede libovolným přechodem.
3.3 Grafický návrh Turingova stroje
Při vytvářeńı nového programu pro Turing̊uv stroj se načte základńı šablona,
která obsahuje počátečńı a koncový stav, má prázdnou vstupńı abecedu a páskovou
abecedou tvoř́ı pouze znak pro prázdný symbol _. Nejprve je tedy nutno tyto abecedy
rozš́ı̌rit, aby bylo možné na pásku a do programu zapisovat daľśı symboly. Provede
se dvojklikem na komentář a jeho úpravou.
Nové stavy lze přidávat ze
”
zásobńıku“ vlevo nahoře přetažeńım myš́ı do poža-
dovaného mı́sta. Označeńım stavu se o něm vlevo dole objev́ı informace a je tam
i možnost je měnit. Lze měnit jméno stavu, při pokusu o zapsáńı jména, které už
existuje, z̊ustane nastaveno posledńı, které duplicitńı nebylo. Protože každý Tu-
ring̊uv stroj muśı mı́t přesně jeden počátečńı stav, tak tuto položku u aktuálńıho
počátečńıho stavu nelze odškrtnout. Zmiźı pouze nastaveńım jiného stavu jako
počátečńıho nebo jeho smazáńım. Dále je možné u stavu nastavit, jestli bude kon-
cový nebo breakpoint. Zobrazeńı jednotlivých typ̊u stav̊u je na obrázku 3.9.
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Obr. 3.9: Nejv́ıce vlevo je obyčejný stav, vpravo od něj je počátečńı stav, následuj́ıćı
je koncový stav a jako posledńı je zobrazen stav s breakpointem. Pomoćı čtverečku
pod názvem lze myš́ı vytvářet přechody do daľśıch stav̊u nebo maker.
Nový přechod se vytvoř́ı myš́ı přetáhnut́ım šipky ze čtverečku ve zdrojovém stavu
do ćılového stavu. Nový přechod má vždy jako podmı́nku a zápis prázdný symbol a
posun doprava. Úprava přechodové podmı́nky a akce se provede kliknut́ım na daný
prvek a zapsáńım znak pomoćı klávesnice, u směru to jsou šipky vpravo/vlevo.
Pokud znak neńı v páskové abecedě, tak zapsat nep̊ujde a zobraźı se upozorněńı
o chybě. V levé části obrazovky lze aktuálně označený přechod nastavit jako break-
point. Stroj se pak zastav́ı po vykonáńı akce na tomto přechodu. Ukázka zobrazeńı
přechodu je na obrázku 3.10.
Obr. 3.10: Zobrazen je přechod z jednoho stavu do druhého. V tomto př́ıpadě se
provede, pokud bude na pásce znak
”
1“ a jako aktuálńı bude stav vlevo. Hlava na
pásku zaṕı̌se
”
B“ a posune se o poĺıčko doleva, stav vpravo se nastav́ı jako aktuálńı.
Přechody i stavy lze také tažeńım myš́ı přesunovat. Při posunu stavy se vždy
o polovinu vzdálenosti posouvaj́ı i k němu připojené přechody.
U pásky se na ńı myš́ı umı́st́ı kurzor a zapisováńı funguje podobně při psańı
obyčejného textu, klávesy DELETE a BACKSPACE funguj́ı očekávaným zp̊usobem.
Páska je nekonečná z obou stran, znaky _ vlevo a vpravo od slova reprezentuj́ı
prázdné znaky od konce slova až do nekonečna. Ukázka zobrazeńı pásky je na
obrázku 3.11. Na něm je kurzor na znaku za slovem, při stisku klávesy s ṕısmenem
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se tento znak zaṕı̌se na tuto pozici a kurzor se přesune o znak doprava na nově
vytvořený znak _.
Obr. 3.11: Zobrazeno je slovo uvabbcabcab na pásce. Vlevo a vpravo od slova jsou
znaky
”
“, reprezentuj́ıćı prázdné symboly odpov́ıdaj́ıćım směrem až do nekonečna.
Kurzor je za posledńım znakem.
Mazáńı se provád́ı označeńım daného prvku myš́ı a stiskem klávesy DELETE,
spolu se smazáńım stavu nebo makra se smažou i přechody, které do něj, nebo z něj,
vedou.
3.3.1 Přidáváńı maker
Po prvńım načteńı programu do prohĺıžeče se vytvoř́ı několik užitečných maker
(včetně prázdného), které lze jednoduše přidat do vytvářeného Turingova stoje.
Po kliknut́ı na ikonu pro přidáńı makra se zobraźı seznam se všemi makry a
programy uloženými v aplikaci, která z̊ustávaj́ı uchovaná i po vypnut́ı prohĺıžeče a
poč́ıtače. Makro lze přidat do stávaj́ıćıho stroje, nebo ho použ́ıt jako nový samo-
statný stroj, kliknut́ım na př́ıslušné tlač́ıtko. Z tohoto seznamu je lze i mazat.
Před přidáńım makra lze nastavit, jak se bude jeho abeceda mapovat na páskovou
abecedu stroje. U makra, které se zastav́ı nad prvńım znakem b vpravo od hlavy
tak lze změnit jeho symbol ’b’ na nějaký, který je potřeba a současně je v páskové
abecedě vytvářeného stroje. Nemuśı se tedy vytvářet makro pro každý symbol zvlášt’.
Pokud makro použ́ıvá v́ıce symbol̊u, než je v páskové abecedě vytvářeného stroje,
tak ho nelze přidat. Vı́ce symbol̊u z makra by se muselo mapovat na jeden symbol
stroje, a to by mohlo vést k nedeterministickému Turingově stroji.
Po přidáńı makra do seznamu programů vlevo je ještě nutné přidat jeho kopii
přetáhnut́ım myš́ı do požadované pozice. Dvojklikem na něj nebo po kliknut́ı v se-
znamu programů ho lze editovat stejně jako hlavńı program. Abecedy nemá svoje,
31
ale použ́ıvá ty z hlavńıho programu.
Kliknut́ım na makro v seznamu programů ho lze přejmenovat, přitom se pře-
jmenuj́ı i jeho instance, tak aby byly pořád ve tvaru ’jméno makra-č́ıslo makra’.
Dále je možné vyvolat editaci komentáře nebo uložit makro do paměti prohĺıžeče,
použ́ıt ho pak lze při vytvářeńı jiného stroje při daľśım spuštěńı, nebo také hned
v jiné záložce nebo okně stejného prohĺıžeče.
S jednotlivými instancemi makra v programu Turingova stroje lze zacházet stejně
jako se stavy. Jediná výjimka je při přejmenováváńı maker. Makro lze označit jako
počátečńı nebo koncové, př́ıpadně může být i breakpointem. Grafické zobrazeńı je
podobné stav̊um a je zobrazeno na obrázku 3.12.
Obr. 3.12: Makra jsou zvýrazněna stejně jako stavy, zleva doprava je to tedy obyčejné
makro, počátečńı makro, koncové makro a makro s breakpointem.
Znak #
Aby bylo makro ještě v́ıce univerzálńı, lze použ́ıt při čteńı z pásky a zápisu na
ńı znak #. Při čteńı funguje jako ELSE, tedy pokud neńı splněna jiná podmı́nka,
přejde se do daľśıho stavu pomoćı přechodu, ve kterém je v podmı́nce #. Pokud je
tento symbol jako zapisovaný, tak stroj zaṕı̌se právě přečtený znak.
Při vhodném použit́ı v makru pak bude toto makro správně pracovat, i když se
jeho pásková abeceda rozš́ı̌ŕı.
Přechod z makra do makra
Přechod z makra do makra, při kterém Turing̊uv stroj nevykoná žádnou činnost,
lze udělat např́ıklad tak, jak je ukázáno na obrázku 3.13(a).
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Elegantněǰśım zp̊usobem je vytvořeńı standardńıho přechodu z makra do makra
a jeho následné smazáńı klávesou DELETE. V př́ıpadě, že na obou konćıch je makro,
smaže se podmı́nka a akce stroje, ale spojeńı mezi makry z̊ustane. K porovnáńı je
tato možnost na obrázku 3.13(b).
Takto vytvořený přechod nelze označit myš́ı a lze ho smazat dvojklikem.
(a) (b)
Obr. 3.13: Přechod z makra do makra vytvořen pomoćı dvou podobných zp̊usob̊u.
V př́ıpadě (a) pouze stroj provede dva kroky nav́ıc, které ale funkci stroje nezměńı.
3.4 Zobrazeńı činnosti Turingova stroje
Při zapnut́ı simulace se na prvńım symbolu ze vstupńıho slova na pásce se zob-
raźı hlava Turingova stroje a jako aktivńı se zvýrazńı počátečńı stav nebo makro
stroje. Pokud v daľśım kroku dojde k přechodu do jiného stavu, je v tomto přechodu
zvýrazněn aktuálńı symbol pod hlavou stroje. Ukázka zvýrazněńı jednotlivých prvk̊u




Obr. 3.14: Ukázka zobrazeńı aktuálńıho stavu stroje. Zvýrazněn je aktuálńı stav a
právě splněná podmı́nka (a). Na pásce je zvýrazněna pozice hlavy (b) a v seznamu
instrukćı je zvýrazněna následuj́ıćı prováděná instrukce.
Vpravo od přeṕınače pro simulaci je pět prvk̊u pro jej́ı ovládáńı, posuvńık pro
rychlost ( ) a tlač́ıtka pro reset ( ), spuštěńı ( ), krok ( ) a stop ( ).
Tlač́ıtko krok provede přechod z jednoho zobrazeného stavu do jiného, do prove-
dených krok̊u se ale započ́ıtávaj́ı pouze opravdové kroky Turingova stroje (s pod-
mı́nkou, zápisem a posunem hlavy) a ne např́ıklad přechod z makra do jeho prvńıho
stavu.
Tlač́ıtko pro spuštěńı bude v intervalech podle zadané rychlosti automaticky
provádět přesně to, co dělá tlač́ıtko pro krok. K zastaveńı může doj́ıt několika
zp̊usoby, stiskem tlač́ıtka stop, dosáhnut́ım koncového stavu, breakpointu, nebo po
přejit́ı do stavu pomoćı přechodu na kterém je breakpoint. Pokud pro daný stav
a symbol neńı definován přechod, stroj se také zastav́ı, tentokrát ale vstupńı slovo
zamı́tne. Také se může stát, že stroj nikdy sám nezastav́ı.
Při resetováńı se znovu nastav́ı hlava na počátečńı pozici, stejně jako aktuálńı
stav na počátečńı. Vstupńı slovo na pásce se nastav́ı takové, jaké bylo při spuštěńı
simulace.
V režimu simulace lze měnit program, je tedy možné ho psát postupně, ale nelze
měnit symboly na pásce.
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4. Implementace simulátoru
Jak je uvedeno v předcházej́ıćıch kapitolách, ideálńı simulátor by měl být do-
stupný na webu bez instalace. Toto omezeńı vylučuje Flash, Javu a nějaké daľśı
možnosti. Zbývá tak jako skoro jediná možnost Javascript. Pro snadněǰśı práci s Ja-
vascriptem jsem použil knihovnu jQuery.
V daľśı části jsou detailněji popsány použité knihovny, použitá architektura apli-
kace, zp̊usob uložeńı stroje v programu a popsány některé z použitých algoritmů.
4.1 Použité technologie a knihovny
4.1.1 Knihovny jQuery a jQuery UI
jQuery1 je knihovna pro Javascript, která usnadňuje práci hlavně s vyb́ıráńım ele-
ment̊u v objektu DOMDocument a přidáváńım událost́ı. Mı́sto dlouhých názv̊u me-
tod jako např́ıklad: document.getElementsByClassName(name) lze použ́ıt s jQuery
jednoduš́ı zápis: $(".name"). Podobně lze třeba i při výběru podle id nebo typu
elementu použ́ıt stejný zápis, jako v CSS.
Po výběru pak lze jednoduše pomoćı metod attr a html nastavovat a źıskávat
jednotlivé atributy a obsahy element̊u.
Knihovna jQuery UI2 je rozš́ı̌reńı jQuery o prvky uživatelského rozhrańı a ani-
mované efekty.





Knihovna jsPlumb3 slouž́ı k propojováńı prvk̊u UI pomoćı r̊uzných typ̊u čar
nebo šipek. Při každé změně polohy, nebo rozměru některého prvky se všechny spo-
jeńı s ńım přepoč́ıtaj́ı. Lze např́ıklad nastavit, aby spojeńı vycházelo vždy se strany
směřuj́ıćı k druhému spojovanému prvku. Také je možnost reagovat na události,
pokud uživatel např́ıklad klikne na spojeńı, nebo přes něj přejede myš́ı. Pomoćı
knihovny lze nastavit některé elementy jako počátečńı a některé jako koncové, uživateli
je t́ım umožněno mezi těmito elementy myš́ı vytvářet a přesunovat spojeńı, současně
je možné na tyto události reagovat programově.
Pro vykreslovańı čar je možné zvolit SVG, Canvas nebo VML. Jako podp̊urnou
knihovnu je nutno mı́t jednu z následuj́ıćıch: jQuery, MooTools nebo YUI3. Při
zvoleńı jQuery je pro podporu drag and drop potřeba i knihovna jQuery UI. Jej́ı
licence jsou MIT a GLPLv2 a autorem je Simon Porritt.
4.1.3 Springy
Springy4 je algoritmus napsaný v JavaScriptu pro automatické vytvořeńı rozložeńı
grafu na 2D plochu. Pro výpočet souřadnic použ́ıvá fyzikálńı simulaci pružin. I když
umožňuje animace a přepoč́ıtáváńı souřadnic při každé změně, tak použ́ıvám pouze
finálńı vypočtené souřadnice. Kdyby se stavy Turingova stroje neustále přesunovaly,
ztrácela by se přehlednost.
Použitá licence je MIT a autor je Dennis Hotson.
4.2 Popis použitých návrhových vzor̊u
Při návrhu objektově orientovaného programu lze často narazit na podobné
struktury tř́ıd, které řeš́ı vždy stejný problém. Proto byly vytvořeny návrhové vzory,




to tedy knihovny pro jednotlivé jazyky, ale sṕı̌se návody pro propojeńı jednotlivých
tř́ıd.
Jsou uvedeny např́ıklad v knize [2], kde je jich vysvětleno a popsáno celkem 23.
Je to také jeden ze zdroj̊u, ze kterých jsem vycházel při jejich popisu.
V následuj́ıćı části jsou popsány návrhové vzory, které jsem v aplikaci použil,
nebo které se k ńı alespoň nějakým zp̊usobem vztahuj́ı.
4.2.1 Návrhový vzor Observer
Obr. 4.1: Návrhový vzor Observer, tř́ıda ConcreteObserver sleduje změny ve tř́ıdě
ConcreteSubject a reaguje na ně metodou update().
Vzor Oberver je použitelný v situaci, kdy je množina v́ıce objekt̊u (observer),
které by měly být automaticky upozorněny na právě vzniklou událost. Zároveň by
ale objekt, ze kterého upozorněńı pocháźı (observable), neměl být závislý na této
množině objekt̊u.
Observable má metodu attach(observer), kterou volá observer, který chce mo-
nitorovat jeho změny. Dále má observable metodu notify, kterou upozorńı všechny
jeho sleduj́ıćı observery na nějakou změnu.
Diagram tř́ıd pro tento návrhový vzor je na obrázku 4.1.
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4.2.2 Návrhový vzor Facade
Obr. 4.2: Návrhový vzor Facade, odděluje klienty od složitěǰśı struktury tř́ıd.
Fasáda v architektuře označuje vněǰśı stěnu stavby, tedy jak budovu vid́ı okoĺı.
Podobně v programováńı je Facade návrhový vzor, který odděluje okolńı tř́ıdy od
tř́ıd, které použ́ıvá Facade. Vnitřńı struktura Facade se tak může měnit, pokud
zachová stejné metody. Př́ıklad diagramu tř́ıd s Facade je na obrázku 4.2.
4.2.3 Architektura MVC
MVC je sṕı̌se než návrhový vzor konkrétńı použit́ı vzoru Observer a př́ıpadně
i Facade. Dobře je tato architektura popsána v článku [3], který ale vznikl v roce
1988 ještě před samotným uceleným popsáńım těchto návrhových vzor̊u, takže v něm
nejsou takto pojmenovány. Např́ıklad následuj́ıćı věta zjednodušeně popisuje vzor
Facade:
”
Models hold onto a collection of heir dependent objects.“
Podobně by zjednodušený popis vzoru Observer mohl zńıt následovně:
”
When a model has changed, a message is broadcast to notify all of its
dependents about the change.“
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Obr. 4.3: Diagram tř́ıd pro architekturu MVC. Rozděluje aplikaci na model, view a
controller.
Architektura MVC rozděluje aplikaci na tři typy část́ı: model, view a controller.
V aplikaci je vždy každá použita minimálně jednou, ale lze použ́ıt např́ıklad v́ıce
view pro zobrazováńı v́ıce zp̊usoby, nebo na v́ıce mı́stech. Jejich charakteristiky jsou
následuj́ıćı:
• Model reprezentuje informace, se kterými aplikace pracuje. Fungovat by měl
samostatně i bez existence následuj́ıćıch část́ı. Jeho jeho složitost může sahat
od jednoduchého datového typu až ke komplexńımu objektu č́ıtaj́ıćımu velké
množstv́ı tř́ıd, kdy už se vyplat́ı využ́ıt vzor Facade.
• View slouž́ı k zobrazováńı modelu. Dále model sleduje a patřičným zp̊usobem
reaguje na jeho změny. Sleduje i události od uživatele pośılá je controlleru. Od
modelu si může vyžádat jeho data, ale nesmı́ ho měnit.
• Controller reaguje na události od uživatele změnou modelu, př́ıpadně view.
Může měnit model, ale měl by to dělat pouze pomoćı jeho metod, aby view
pak mohlo zareagovat na tyto změny v modelu.
Pr̊uběhu jedné akce uživatele
U každého vstupu od uživatele aplikace provede několik krok̊u, konč́ıćı zobra-
zeńım výsledku akce. Pak opět čeká na uživatelský vstup. Detailněji jsou tyto kroky
popsány následně:
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1. Uživatel klikne na nějaký grafický prvek.
2. Viev pošle událost dál controlleru.
3. Controller požádá model o provedeńı akce.
4. Controller může př́ıpadně i změnit view, pokud to neńı část zobrazuj́ıćı model.
5. Model provede danou akci nějakou změnou svých dat.
6. View sleduje model a změny si všime.
7. View na změnu zareaguje změnou zobrazeńı.
8. Čekáńı na akci uživatele, po které se začne prvńım krokem.
Existuje i možnost, že se model měńı sám v závislosti na čase. Pak prob́ıhá
komunikace jen mezi modelem a view a uživatel nemuśı aktivně zasahovat.
4.3 Použit́ı návrhových vzor̊u v aplikaci
Při návrhu architektury aplikace jsem se inspiroval architekturou MVC, což je
jedna z možnost́ı, jak vytvořit grafické uživatelské rozhrańı. Model v tomto př́ıpadě
představuje Turing̊uv stroj a jmenuje se TS. Protože Turing̊uv stroj vzhledem k jeho
složitosti netvoř́ı jedna tř́ıda, použil jsem i návrhový vzor Facade. Implementaci
Turingova stroje pak bude možno změnit a stač́ı zachovat jeho metody, př́ıpadně i
atributy. Např́ıklad by šlo vytvořit verzi s minimem tř́ıd a optimalizovanou pro větš́ı
rychlost simulace, bez nutnosti změn tř́ıd view a controller.
Objekty reprezentuj́ıćı model, view a controller se vytvoř́ı v tomto pořad́ı po
načteńı stránky, tedy:
var ts = new TS();
var view = new View(ts);
var controller = new Controller(ts, view);
Model by měl fungovat bez view, ale i s v́ıce objekty view. Zároveň by ale každý
objekt view měl reagovat na změny v modelu. Toto lze řešit např́ıklad pomoćı
návrhového vzoru Observer.
V této aplikaci je to tř́ıda Event, zobrazena na obrázku 4.4, která má dvě metody:
attach a notify. Při vytvářeńı tř́ıdy TS se vytvoř́ı i jej́ı instance pro jednotlivé typy
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událost́ı, např́ıklad pro přijet́ı slova je to this.prijetiSlova = new Event();. Po-
kud se pak Turing̊uv stroj dostane do koncového stavu hlavńıho programu, tak
se tato událost vyvolá: this.prijetiSlova.notify({slovo:prijateSlovo});, ale
bez view se sama nijak neprojev́ı.
Obr. 4.4: Použit́ı tř́ıdy event, která je implementaćı návrhového vzoru Observer
v JavaScriptu. Mı́sto přǐrazeńı observeru, který by pak provedl update() je přǐrazena
př́ımo tato metoda.
Ve view je při jeho vytvořeńı kód, ve kterém je zapsána reakce na přijet́ı slova,




(Identifikátor _this je pro referenci na view, this by odkazovalo na prováděnou
funkci.)
Podobně se metoda notify volá při každé zobrazitelné změně modelu a view na
ni vhodným zp̊usobem reaguje. Podobným zp̊usobem i view oznamuje události od
uživatele controlleru.
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Obr. 4.5: Zobrazeny tř́ıdy, které reprezentuj́ı Turing̊uv stroj. Tř́ıda TS je použita
jako facade a současně model v architektuře MVC.
4.4 Hlavńı ťŕıdy v aplikaci
Diagram použité architektury MVC je na obrázku 4.3, pouze model mám po-
jmenovaný jako TS. Diagram pro tř́ıdu Turingova stroje a na něm závislých tř́ıd je
na obrázku 4.5. Následuje popis jednotlivých tř́ıd, zmı́něny a zobrazeny na obrázku
jsou hlavně metody pro samotnou funkcionalitu Turingova stroje.
4.4.1 Tř́ıda Paska
Tř́ıda Paska slouž́ı v uchováńı znak̊u na pásce a pozici hlavy na ńı. Pro funkci
stroje j́ı stač́ı metody posun(smer), precti() a zapis(znak). Daľśı metody jsou
pro editaci a uložeńı a načteńı pásky po resetu stroje. Jednotlivé znaky pásky jsou
uloženy jako prvky asociativńıho pole znaky. Prvńı znak vstupńıho slova má index
0, indexy znak̊u vlevo jsou záporné a indexy znak̊u vpravo kladné. Pokud pro daný
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index žádný znak neńı, vrát́ı se prázdný symbol, reprezentovaný znakem _.
4.4.2 Tř́ıdy Uzel, Stav a Makro
Tř́ıda pro uzel by měla být abstraktńı tř́ıda reprezentuj́ıćı společné vlastnosti
stav̊u a maker. JavaScript ovšem nemá abstraktńı tř́ıdy a vlastně ani obyčejné
tř́ıdy a dědičnost, pouze objekty. Proto použ́ıvám pouze tř́ıdu Uzel. Makro lze od
stavu odlǐsit jednoduše t́ım, že má nějaký program, zat́ımco stav ho nemá. Pro větš́ı
přehlednost má ale i každý stav atribut typ, která nabývá hodnot stav, nebo makro.
Dále má každý uzel atribut konec, označuj́ıćı koncový stav programu, a seznam
přechod̊u vedoućıch z tohoto uzlu. V př́ıpadě, že jde o makro, může mı́t jako atribut
i ihned následuj́ıćı prováděné makro.
V každém kroku Turing̊uv stroj potřebuje źıskat prováděnou akci pro dvojici
stav - znak, δ(q,X). Proto má tř́ıda uzel metodu akcePro(znak), která vraćı tři
potřebné údaje: zapisovaný znak, směr posunu hlavy a nový stav (p, Y,D).
4.4.3 Tř́ıda Zásobńık
Dvě makra můžou mı́t stejný program, ten je v aplikaci uložen pouze jednou. Při
vstupu do programu makra se proto ulož́ı aktuálńı stav (konkrétńı instance makra)
do zásobńıku a po dokončeńı programu makra je tento stav obnoven.
4.4.4 Tř́ıda Přechod
V objektech tř́ıdy přechod jsou podmı́nky a instrukce (zápis a posun hlavy) pro
vlastńı činnost Turingova stroje. Z každého uzlu jich může vést libovolný počet a
každý přechod vede pouze do jednoho stavu.
4.4.5 Tř́ıda Program
Tř́ıda Program reprezentuje hlavńı program Turingova stroje (reference ze tř́ıdy
TS), nebo také program jeho makra (reference ze tř́ıdy Uzel). Jako atributy má
vlastně jen počátečńı stav daného programu (pocUzel) a seznam uzl̊u programu
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(seznamUzlu). Seznam uzl̊u je nutný pro uložeńı nedosažitelných uzl̊u (např́ıklad
ihned po jejich vytvořeńı).
4.4.6 Tř́ıda TS
Tato tř́ıda funguje jako model v architektuře MVC. Všechny tř́ıdy patř́ıćı k Tu-
ringově stroji, jsou tedy př́ıstupné přes ńı. Jej́ı nejd̊uležitěǰśı metody jsou spustit,
zastavit, krok a reset, které ovládaj́ı chod Turingova stroje. Dále obsahuje me-
tody pro přidáváńı a mazáńı jednotlivých stav̊u, přechod̊u, maker, a tak dále.
4.4.7 Uložeńı soǔradnic
Pro grafické vykresleńı stroje je také nutné znát souřadnice jednotlivých prvk̊u.
Turing̊uv stroj by samozřejmě fungoval i bez nich, jen by nebylo moc dobře vidět,
co vlastně dělá. Pro každý uzel a přechod jsem tedy přidal atributy x a y k jejich
odpov́ıdaj́ıćım tř́ıdám.
4.5 Metoda TS.krok()
Nejd̊uležitěǰśı metodou Turingova stroje je krok(), jej́ımž voláńım se bude po-
stupně vykonávat jeho program. Vždy provede maximálně jednou přečteńı znaky
z pásky, zapsáńı nového, posun hlavy o jedno poĺıčko a přesun na nový uzel.
Vývojový diagram metody je na obrázku 4.6. Při spuštěńı stroje se metoda
krok() volá v cyklických intervalech a zastav́ı se pouze přijet́ım, nebo zamı́tnut́ım
slova, př́ıpadně stroj může zastavit uživatel vněǰśım zásahem.
Při přechodu do jiného programu (podprogramu nebo nadprogramu) se měńı
atribut TS.aktuaktualniPohled, ve kterém se uchovává zobrazovaný program.
Vždy je tedy na obrazovce zobrazena prováděná část celého programu.
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Obr. 4.6: Vývojový diagram metody krok. Při spuštěném stroji se cyklicky provád́ı
tato metoda, dokud nedojde k přijet́ı nebo zamı́tnut́ı slova.
4.6 Spuštěńı a zastaveńı stroje
Turing̊uv stroj se spoušt́ı metodou TS.spustit(rychlost), pro konstantńı in-
terval mezi kroky je použita metoda okna window.setInterval(code,millisec).
Následuj́ıćı ukázky kódu jsou v konstruktoru tř́ıdy TS:
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Pro zastaveńı Turingova stroje stač́ı interval this.running vymazat metodou
clearInterval(this.running). Rychlost je možné měnit i za běhu, řešeno je to
pomoćı zastaveńı a spuštěńı stroje s jinou rychlost́ı:






4.7 Převod Turingova stroje na binárńı tvar a zpět
Turing̊uv stroj v binárńım tvaru nemá makra a nemůže obsahovat znak #.
Dále muśı mı́t přesně jeden koncový stav. V následuj́ıćım textu je ukázán postup
převedeńı stroje s makry na binárńı tvar.
Nejprve je nutno přejmenovat jednotlivé stavy tak, že se před ně přidá jméno
makra, ve kterém se nalézaj́ı a znak # před každým jménem makra. Např́ıklad
#toFirst-1#Start znač́ı stav pojmenovaný Start v makru toFirst.
Pomoćı rekurzivńıho pr̊uchodu přes všechny stavy a makra se urč́ı počátečńı a
koncové uzly pro celý program. Koncové stavy se všechny přejmenuj́ı na #, protože
je neńı třeba odlǐsovat a muśı existovat pouze jeden.
Poté je nutno vytvořit tabulky přechod̊u mezi stavy a př́ımých přechod̊u mezi
makry. Dále už se pak pracuje jenom s těmito tabulkami. Pokud by tedy na kon-
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cový stav nic nevedlo, vytvoř́ı se přechod z nepojmenovaného stavu do stavu #. Na
podmı́nce a akci nezálež́ı, protože tyto nově vytvořené stavy jsou nedosažitelné.
V následuj́ıćım kroku se zpracuje tabulka pro př́ımý přechod mezi makry. Bude
v ńı např́ıklad #makro-1#S -> #makro-2#E. Z koncového stavu prvńıho makra se
tedy ihned přejde do počátečńıho stavu druhého makra. Ve všech přechodech tedy
p̊ujde nahradit prvńı údaj #makro-1#S údajem druhým #makro-2#E a činnost stroje
se nezměńı. Po nahrazeńı je možné tuto tabulku smazat.
V daľśım kroku je nutné nahradit znaky # na pozici podmı́nky a zápisu. Pokud
# zastupuje 1 znak, stač́ı ho pouze nahradit, pokud jich zastupuje v́ıce je potřeba
tento přechod zkoṕırovat a v každém znak # nahradit jinou správnou variantou.
T́ım vznikne tabulka přechod̊u bez maker bez znak̊u #. Následuje oč́ıslováńı
jednotlivých stav̊u a znak̊u v abecedách. Nejmenš́ım č́ıslem je označen počátečńı
stav a největš́ım koncový stav. U znak̊u mı́vá č́ıslo 1 prázdný symbol, který je
v každé abecedě.
Pak už jen stač́ı proj́ıt jednotlivé přechody a přidávat správný počet nul a údaje
a přechody oddělovat jedničkami.
Převod z binárńıho tvaru zpět je o dost jednodušš́ı. Stač́ı pouze rozložit řetězec
jedniček a nul znaky 111, t́ım z̊ustane v prostředńı části program. Na jednotlivé
přechody se rozděĺı s pomoćı znak̊u 11 a podobně přechody na jednotlivé údaje
pomoćı znaku 1. Znaky se dekóduj́ı pomoćı seznamu znak̊u páskové abecedy a stavy
se pojmenuj́ı svým č́ıslem. Stav s nejmenš́ım č́ıslem bude počátečńı a stav s největš́ım
koncový. Výsledkem je program Turingova stroje bez maker a symbol̊u #, který ale
rozpoznává stejný jazyk jako před převodem na binárńı tvar a zpět.
4.8 Použit́ı algoritmu Springy pro rozḿıstěńı uzl̊u
Při importu stroje z binárńıho tvaru nebo z nějakého jiného simulátoru nebu-
dou v datech stroje souřadnice jednotlivých přechod̊u nebo stav̊u. Pro automatické
rozmı́stěńı, které bude vypadat lépe, než náhodné je použit algoritmus v JavaScriptu
pojmenovaný Springy.
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Springy použ́ıvá sv̊uj formát tř́ıd pro uložeńı grafu. Je tedy potřeba vytvořit
novou proměnou graf a naplnit ji mými daty:
var graph = new Graph();
//pro každý uzel
uzel.graph = graph.newNode();
//pro každý přechod z tohoto uzlu
prechod.graph = graph.newNode();




T́ım je vytvořen graf ve formátu, kterému Springy rozumı́ a lze vytvořit a spustit
fyzikálńı simulaci pro výpočet pozic jednotlivých uzl̊u. Springy podporuje i animaci
tohoto výpočtu a s pomoćı vlastńı tř́ıdy renderer umožňuje jakékoliv jej́ı vykres-
lováńı.
Pro vytvořeńı simulace slouž́ı tř́ıda layout, která má jako parametr graf a několik
fyzikálńıch proměnných. S pomoćı layout(render,done) pak lze spustit samotnou
simulaci s použit́ım definované vykreslovaćı tř́ıdy (rendereru) a po skončeńı výpočtu
se provede funkce done. Můj program překreslováńı v pr̊uběhu výpočtu nepouž́ıvá
pro zvýšeńı jeho rychlosti.
Po skončeńı výpočtu je u každého uzlu souřadnice x a y, které je nutno pře-
transformovat do souřadnic, které se použ́ıvaj́ı u vykreslováńı programu Turingova
stroje. Naleznou se nejvyšš́ı a nejnižš́ı souřadnice v obou osách a posunou se a
vynásob́ı tak, aby graf byl vykreslen tak akorát do části pro graf.
4.9 Ukládańı a nač́ıtáńı stroj̊u
Tř́ıda TS má metody pro export svých dat do textového řetězce a stejně tak i
pro import. Tyto textové řetězce tvoř́ı program Turingova stroje v textovém nebo
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binárńım tvaru, dle zvolené metody. Samotné ukládáńı do souboru nebo do aplikace
provád́ı tř́ıda controller.
Nahráńı souboru z disku poč́ıtače do aplikace lze pouze přes HTML element
input typu file, jehož vzhled nelze snadno měnit a nav́ıc ho každý prohĺıžeč zob-
razuje jinak. V aplikaci je mu z těchto d̊uvod̊u nastavena pr̊uhlednost na 100 procent
a na stejné mı́sto je vloženo tlač́ıtko pro nahráńı souboru.
Ukládáńı do souboru prob́ıhá přes server a PHP pomoćı pluginu pro jQuery,
v tento moment je tedy potřeba být online. Při opětovném uložeńı stejného stroje
se znovu objev́ı dialog pro uložeńı, pomoćı JavaScriptu totiž nelze př́ımo ukládat na
konkrétńı mı́sto v disku poč́ıtače nebo z něj i č́ıst.
Pro rychleǰśı uložeńı a načteńı lze stroje a makra ukládat do paměti prohĺıžeče
nazvané LocalStorage. To funguje jako asociativńı pole, lze tedy ukládat kĺıče a
k nim hodnoty. V aplikaci jsou pro každý uložený program použity tři hodnoty:
komentář k programu, pásková abeceda a program stroje v textovém tvaru.
I když je komentář a abeceda součást́ı programu, tak jsou odděleny. Je pak
rychleǰśı jejich načteńı do seznamu při přidáváńı nového makra, protože neńı potřeba
parsovat textový tvar programu.
4.9.1 Kontrola správnosti soubor̊u
Při zadáváńı Turingova stroje v textovém nebo binárńım tvaru může uživatel
snadno udělat chybu v syntaxi. Proto jsou soubory kontrolovány pomoćı regulárńıch
výraz̊u.
Pro textový tvar se vstupńı řetězec rozděĺı na jednotlivé řádky a pak se každý
kontroluje zvlášt’, takže při chybě se vyṕı̌sou pouze chybné řádky.
Pokud řádek zač́ıná znakem # nebo ;, tak jde o začátek nového programu, nebo
komentář a tyto řádky moc kontrolovat nelze.
Na daľśıch řádćıch pak může být přechod bez souřadnic, přechod se souřadnicemi,
název stavu stav se souřadnicemi nebo přechod z makra do makra. Každý řádek
je pak porovnán s následuj́ıćımi výrazy. Pokud se neshoduje ani s jedńım, tak je
označen za chybný.
49
^[^ ]* [^ ]* [^ ]* [^ ]* [^ ]*$
^[^ ]* [^ ]* [^ ]* [^ ]* [^ ]* [0-9]* [0-9]*$
^[^ ]* [0-9]* [0-9]*$
^[^- ]*-[0-9]* [^- ]*-[0-9]$
V binárńım tvaru tvoř́ı program stroje řetězec jedniček a nul, neńı ale libovolný.
Zkontroluje se najednou pomoćı následuj́ıćıho výrazu:
^11(1[0]*1[0]*1[0]*1[0]*1[0]*1)*11$
4.10 Grafická reprezentace stroje
Zobrazováńı uzl̊u v grafické podobě stroje je realizováno pomoćı kombinace
HTML a CSS. Spojovaćı šipky mezi jednotlivými prvky jsou vykreslovány pomoćı
SVG.
U každého uzlu je kromě jeho jména uloženo i identifikačńı č́ıslo (id), které vzniká
s jeho vytvořeńım a toto č́ıslo nelze změnit. Uživatel ho nevid́ı, ale je použito pro
identifikováńı jednotlivých uzl̊u v DOMDocumentu a následné manipulaci s nimi.
Pomoćı tř́ıd CSS jsou pak zobrazovány jednotlivé typy uzl̊u (stav nebo makro)
a jejich vlastnosti (počátečńı, koncový nebo breakpoint). Kód HTML pro počátečńı
stav stroje může vypadat např́ıklad následovně:
<div class="state ui-draggable ui-droppable aktivni"
id="state-0" style="left: 230px; top: 107px;">
<div class="name">b</div>
<div class="ep" id="jsPlumb_1_99"></div>
<div class="pocUzel" style="visibility: visible;"></div>
</div>
Tř́ıdy zač́ınaj́ıćı ui a jsPlumb si přidaj́ı samy odpov́ıdaj́ıćı knihovny. Element div
pro počátečńı uzel je př́ıtomen v každém uzlu, ovšem jen u toho jednoho správného
je mu nastavena viditelnost. Samotná šipka ukazuj́ıćı počátečńı uzel je vlastně kus
rámečku.
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Kód pro přechod mezi stavy je velmi podobný kódu pro uzel:
<div class="trans ui-draggable" id="trans-0"






Poĺıčko pásky tvoř́ı pouze jeden div:
<div id="policko-0" class="policko ">_</div>
4.11 Použit́ı jsPlumb pro spojováńı uzl̊u
Knihovna jsPlumb je použ́ıvána ke spojováńı jednotlivých prvk̊u programu stroje
pomoćı šipek, které se překresluj́ı dle pozice spojovaných prvk̊u.
Nejprve je nutno provést inicializaci, ve které je možné nastavit vykreslovaćı
režim a výchoźı hodnoty. Pro vykreslováńı lze použ́ıt SVG, HTML5 Canvas nebo
VML. Pokud se režim nenastav́ı, je použito vykreslováńı pomoćı SVG.
jsPlumb.setRenderMode(jsPlumb.SVG);
Podobně lze nastavit i ostatńı režimy. Dále je nastaveńı jednotlivých vykreslo-
vaćıch prvk̊u.
jsPlumb.importDefaults({
Connector:[ "StateMachine", { curviness:20 } ],
PaintStyle:{ strokeStyle:"#000000", lineWidth:1 },












} ] ], });
Connector je v tomto př́ıpadě typ čáry (spojeńı) spojuj́ıćı jednotlivé elementy,
paintStyle určuje jej́ı vzhled. Endpoint je koncový bod spojeńı. Anchor je mı́sto, kam
lze připojit spojeńı, v tomto př́ıpadě je použit typ Continuous. Ten spojeńı připoj́ı
na jednu ze stran v závislosti na pozici elementu na druhém konci spojeńı. Zapsán
je v kódu dvakrát, jednou pro začátek spojeńı a podruhé pro konec spojeńı. Jako
posledńı je ConnectionOverlays, pomoćı tohoto parametru lze nastavit dodatečné
vykreslovaćı prvky, v tomto př́ıpadě se jedná o šipku.
Poté se nastav́ı počátečńı elementy, ze kterých bude možné myš́ı vytvořit spojeńı.
$(".ep").each(initEP);
initEP = function(i,e) {




Předchoźım kódem se jako počátečńı nastav́ı elementy tř́ıdy ep, které jsou v každém
stavu a makru. Parametr parent slož́ı k označeńı elementu, ve kterém začne samotné
spojeńı, v tomto př́ıpadě to bude makro nebo stav.
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Podobně jako makro se nastav́ı i stav jako koncový.
Pro možnost posunu myš́ı je možné použ́ıt funkci jsPlumb, v tomto př́ıpadě pro
přechod:
jsPlumb.draggable(jsPlumb.getSelector(".trans"));
Při přesunu jednoho elementu se ale hýbe pouze přesunovaný a při požadavku
na přesun v́ıce element̊u současně je nutné použ́ıt funkci z jiné knihovny a ručně
vyvolávat funkce na překreslováńı spojeńı.
Při přesunu stav̊u se o polovinu přesouvaj́ı i k němu připojené přechody. Použil
jsem funkci jQuery UI nazvanou draggable. Ta má jako jeden z parametr̊u událost
drag, která se vyvolá při posunu myši. Jako reakce na tuto událost je volána funkce
jsPlumb.repaint(element), která překresĺı všechna spojeńı k požadovanému ele-
mentu.
Spojováńı jednotlivých element̊u poté lze provádět pomoćı myši přetažeńım z ele-
mentu tř́ıdy ep do elementu s tř́ıdou makro nebo state. Takto se vytvoř́ı šipka ze
stavu do stavu nebo makra. Na tuto událost je navázána metoda jsPlumbConnection.
V ńı se vytvoř́ı element trans, ve kterém se nastav́ı podmı́nka a akce Turingova
stroje a spoj́ı se se správnými stavy a makry. Dále se v ńı aktualizuje model, který
ale neoznámı́ žádnou změnu, protože vizuálńı změny už provedla knihovna jsPlumb.
Vytvářet spojeńı je JavaScriptem metodou jsPlumb.connect(attrs). Použit́ı
je např́ıklad následuj́ıćı:
jsPlumb.connect({source:"element1", target:"element2"})
Zdrojový je element s atributem id rovnému element1 a koncový s id element2.
Daľśımi atributy lze měnit typ čáry, barvu, zp̊usob připojeńı atd.
Podrobněǰśı popis všech metod a funkćı je v dokumentaci ke knihovně jsPlumb
[4].
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4.12 Vstupy od uživatele
Správně by v architektuře MVC mělo docházet k aktualizaci view až po změně
modelu. Při použit́ı jsPlumb a vytvořeńı spojeńı myš́ı ale dojde nejprve k vykresleńı
spojeńı a poté k aktualizaci modelu. Tato aktualizace by už ale neměla zp̊usobit
daľśı aktualizaci ve view.
U použit́ı formulářových element̊u HTML docháźı k podobné situaci. Např́ıklad
input typu text se aktualizuje okamžitě po stisku klávesy. Nav́ıc událost onchange
se spoušt́ı pouze při přesunu kurzoru na jiný prvek.
Pro současnou změnu názvu stavu v textovém vstupu na graficky zobrazeném
stavu proto jsou použité metody tř́ıdy document pro detekci stisklých klávesy.
Stejné metody jsou použity i u zápisu na pásku a na přechody, ve kterých docháźı
k aktualizaci view teprve až po změně modelu. Ve view je kód, který detekuje stisklé
klávesy a oznamuje je spolu s prvkem, který byl označen:
$(document).keypress(function(event) {
znak = String.fromCharCode(event.charCode);
if ($("#paska .aktivni").length != 0) {





//následujı́ dalšı́ podmı́nky pro jiné aktivnı́ prvky
};
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V metodě ts.zapisZnakNaPozici(znak,pozice) se kontroluje zda znak je v pá-
skové abecedě, pokud ano, tak se na pásku na požadovanou pozici zaṕı̌se a upozorńı
na změny:
TS.prototype.zapisZnakNaPozici = function(znak,pozice) {
if (this.inVstupniAbeceda(znak)) {
this.paska.znaky[pozice] = znak;




text:"Znak ’"+znak+"’ nenı́ ve vstupnı́ abecedě",
color:"red"})
return false; }};




Podobným zp̊usobem jsou provedeny všechny ostatńı změny modelu.
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5. Závěr
V rešeršńı části práce jsem srovnal několik nalezených simulátor̊u Turingova
stroje. Dvě nejlépe hodnocené dosáhly 78 bod̊u. Aplikaci jsem psal tak, aby co
nejlépe splňovala požadavky na ideálńı simulátor a źıskala tak v́ıce bod̊u než 78.
Simulaci lze provádět po kroćıch ručně nebo automaticky (25). Aplikaci lze spus-
tit z prohĺıžeče bez instalace jakýchkoliv doplňk̊u (20). Turing̊uv stroj je možné na-
kreslit v grafické podobě (20). Je možné uložit Turing̊uv stroj do souboru a nač́ıst
ho z něj (15). Pro zjednodušeńı návrhu lze použ́ıt makra (5), několik základńıch
je už v aplikaci po jej́ım prvńım načteńı. Na úvodńı stránce aplikace je na výběr
z 5 př́ıklad̊u (5). I bez hodnoceńı složitosti ovládáńı můj simulátor Turingova stroje
źıská celkem 95 bod̊u.
Aplikace je dostupná na serveru kaja.nti.tul.cz, př́ıpadně pomoćı př́ımé ad-
resy kaja.nti.tul.cz/~ozogan/turing/. Spolu s daľśımi podobnými aplikacemi
na tomto serveru je určena pro studenty a usnadněńı výuky předmět̊u zabývaj́ıćımi
se automaty a formálńımi jazyky.
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A. Obsah p̌riloženého CD
Struktura a obsah adresář̊u je následuj́ıćı:
/doc Text bakalářské práce ve formátu pdf.
/src Zdrojové kódy aplikace ve stejné struktuře, jako jsou na serveru.
/src/css CSS soubory definuj́ıćı vzhled aplikace.
/src/ico Ikony použité v aplikaci.
/src/js Soubory controller.js, TS.js, view.js a init.js obsahuj́ı kód odpov́ıdaj́ıćıch
část́ı aplikace.
/src/js/lib Obsahuje podadresáře s jednotlivými použitými knihovnami (jQuery,
jsPLumb a Springy).
/src/js/lib/HTML5Slider Obsahuje soubor html5slider.js, který zobraźı po-
suvńık pro ovládáńı rychlosti simulace ve Firefoxu stejně, jako v ostatńıch prohĺıžeč́ıch.
/src/machines Stroje použité jako př́ıklady na úvodńı stránce.
/src/macros Makra, která se načtou do paměti při spuštěńı aplikace.
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