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Traditional systems engineering requirements allocation follow a s erial process to assign  individual s ystems to 
execute objectives. When a System of Systems (SoS) is being developed, serial allocation of system requirements 
may be less su itable, and ensuring requirements loading is properly balanced between systems and that SoS 
requirements are covered (and not overly covered) by available systems may be less clear. 
 
This paper explores a methodology to quantitatively measure the requirements loading of each system to achieve SoS 
objectives. The approach seeks to maximize the coverage of fu nctional requirements with a minimal number of 
systems, but also seeks to explore the balance of system responsibilities within the entire SoS to prevent over tasking 
of a particular piece of the SoS, and thus prevent the SoS objectives from being achieved. 
 
The paper seeks to identif y a methodolog y of SoS requi rements allocation to explor e the contributions and 
redundancies of how the SoS requirements are assigned to indivi dual systems. SoS requirements may also impose 
additional interoperability requirements in order to execute the objectives, but may be traded off with a lower and less 
demanding number of system requirements. 
 
© 2012 Published by Elsevier Ltd. Selection  
System of Systems, System Methodologies 
1. Introduction 
Requirements are often the largest source of v ariability and unknown quantities at th e start of 
traditional systems engineering (TSE) projects. If the problem is not described in sufficient detail and fails 
to account for multiple stakeholders’ perspectives and needs during this requirements development phase, 
the outcome is likely to produce an incomplete design. Further complicating the requirement definition are 
the increase of Syste m of Systems (SoS) concepts over the last d ecade to capture the complexities of 
multiple systems working together in order to achieve an objective that was previously unattainable from 
a single system. This new field of SoS requirements engineering comes with its own challenges to 
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synchronize and direct multiple, independently managed program offices to achieve the greater SoS 
objectives.  Often all the SoS requirements are not known at the start of the project, and these may change 
depending on the configuration and objectives. 
 
Often, the TSE and SoS requirements engineering (RE) approach fails to account for proper 
requirements allocation during the initial requirements development phase. This paper presents an 
approach towards quantifying the requirements loading during this initial phase and offers a notional 
example of how this methodology may be applied. 
 
2. Background 
A literature search on existing and past requirements engineering processes was conducted in order to 
develop a baseline of knowledge on traditional systems engineering (TSE) attitu des and approaches 
towards Requirements Engineering (RE). 
 
MIL-STD-499 (Military Standard: System Engineering Management) was developed in the 1970s to 
define a total system approach towards the development of systems built for the Department of Defense 
(DoD) [1]. It is obsolete and no longer available. This SE process was applied iteratively throughout the 
lifecycle to take user needs and transform them into decisions that will guide the development of the 
system to address these needs. 
 
The ISO-15288 (Systems and Software Engineering Life Cycle Proce sses) standard establishe s a 
common framework for describing the system life cycl e [2]. It  contains two sepa rate requirements 
processes that are relevant to this topic – the stakeholders’ requirements definition process and the 
requirements analysis process. 
 
The IEEE-1220 (Application and Management of the Systems Engineering Process) standard defines 
the processes used in defining a system during the system life cycle [3]. What is lacking in this standard is 
a requirements allocation of requirements to systems, and ensuring that the candidate systems can handle 
and achieve these requirements. 
 
The IEEE-1223 (Guide for Developing System Requirements Specifications) specification addressed 
the development of system requirements specifications [4]. It is obsolete and no longer available. In this 
standard, the elicitation of customer inputs as well as other stakeholders was conducted, as well as using 
several data stores to capture the requirements. 
 
EIA-632 (Processes for Engineering a System) provides an integrated set of fundamental processes to 
aid a developer in the engineering or reengineering of a system [5]. Unfortunately, it does not mention 
allocation of requirements to systems or their concepts. 
 
3. Description of SoS RE Process 
This paper introduces a SoS RE methodology based on gaps in current processes as revealed by the 
literature review to include defining the functions and data to be captured and stored in order to develop 
SoS requirements. The scope of our methodology is limited to the initial phase of construction of SoS RE. 
It is described in a four step process. 
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The first step is to define the SoS problem space and scope. Buede defines the system context as the set 
of entities that can impact the system but cannot be impacted by the system [6]. The same concept may be 
applied to this SoS RE methodology. 
 
The second step is to inventory existing system objectives and requirements. The goal of this step is to 
initially document the existing system level requirements and ensure that we m ay be able to trace th e 
causality and conflicts (between systems) when SoS requirements must be satisfied. 
 
The third step is to  allocate systems requirements to SoS requirements. The approach used in this 
methodology is to decompose the functions that are required in order to execute the SoS requirement. The 
third step is further decomposed as follows. 
 
Step 3a - Calculate system contributions to the SoS: as the syste ms within the SoS boundary are 
identified and documented, there must be a determination whether a system contributes more significantly 
over other systems during the course of SoS mission accomplishment. This approach serves to count the 
contribution of each system thro ughout SoS m ission execution. E valuation of this process may also 
develop additional requirements to ensure the transition from one activity by one system triggers another 
activity performed by another system. 
 
Step 3b - Cal culate system requirements conflicts: inevitably, there will be conflicts in the single 
system requirements, particularly with th e multi-mission systems that are performing multiple missions 
concurrently. A capability to document where each syste m has conflicting requirements with other 
systems is included in the methodology. 
 
Step 3c - Calculate system requirements redundancies: this step looks for the same SoS function that 
may be performed by more than one system. This redundancy may be good to have to ensure that more 
than one system can perform the mission segment, but this redundancy may also cost more to maintain 
which may be contrary to SoS stakeholders interested in minimizing overall costs. 
 
Step 3d - Calculate system-system interactions and identify gaps in coverage: in order for multiple 
systems to int eract and accomplish all of t he mission threads, there may be some new requirements to 
enable dissimilar systems to interact with each other to successfully accomplish the SoS objectives. 
 
Step 3e - Asse ss overall SoS requirements satisfaction and balance: this step evaluates each system’s 
contribution to the overall requirements and determines if there is one or more systems that may be 
overloaded while contributing to the overall SoS mission. Similar to step 3a, this requires calculating the 
number of activities or involvement in mission threads that a particular system is performing in order for 
the entire SoS to accomplish its mission. 
 
The fourth and final step i s to reall ocate systems requirements and rea ssess SoS requirements 
satisfaction. If we find in step 3e that a serious imbalance exists, and there is some need to reallocate the 
system requirements to reduce SoS redundancy, Steps 3a-3e may be revisited and re-evaluated whether 
the proposed change was for the better or worse in terms of SoS cost, performance, and schedule.  This 
will require consultation and approval from the stakeholders in order to assess the balance is satisfactory.   
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4. Case Study of SoS RE Process 
An illustrative example examines Naval Aviation’s Carrier Air Wing (CVW) platforms to conduct 
multiple missions and use multiple, dissimilar aircraft types to assess the u tility of our SoS requirements 
allocation process. An overview scenario with the CVW strike package (which is comprised of multiple 
aircraft types operating in close formation) is shown in Figure 1 flying against Anti-Air Warfare (AAW) 
threats, Suppression of Enemy Air De fenses (SEAD) threats, and Stri ke Warfare (STK) threats. These 
missions and their functional descriptions were derived from the standard mission descriptions that the US 
military uses [7], commonly referred to as  “strategy-to-task” [8].  Examples of these SoS requirements 
would be: Attack enemy aircraft and missiles, attack enemy land targets, and suppress enemy air defenses.   
 
Fig. 1. Top-down Scenario Overview 
 
The CVW strike package route is executed with evaluation of the completion of the SoS functions to 
complete their res pective missions. Examples of t hese functions are to detect, react, and engage the 
separate AAW, SEAD, and STK threats, which will occur at different points in the flight path outlined in 
blue in Figure 1.  During the execution of the simulation, each function that corresponds to a pa rticular 
SoS mission shall be recorded for each CVW platform.  It is an ticipated that these functions will have 
overlaps and gaps based on the specific platform and its defined capability.  Future work will define the 
detailed calculations of which requirements (for t he purpose of this example, represented by the SoS 
functions) are redundantly executed and which requirements are not covered by any platform; in particular 
how the requirements could be re-allocated between the CVW platforms in order to minimize redundancy 
and gaps in requirements coverage.  
 
The analysis is con tinued with the incremental addition of CVW platforms with varying capabilities 
until all fiv e unique platform types have been analyzed within the scenario. Figure 2 provides the 
summary of SoS gapped functions and redundant functions by the number of CVW platforms used. Note 
the additional growth of redundant functions with little requirements value, where platforms 3, 4, and 5 
have no gap in functional coverage but have more redundancy. 
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Fig. 2. Summary of SoS Gapped and Redundant Functions per Platforms 
The methodology also suppo rts comparison of individual platform contributions to th e overall SoS 
functional coverage and evaluate the relative value of each individual platform type. The scenario is run 
with each i ndividual platform cap ability to quantify the SoS satisfac tion and redundancy provided in 
Figure 3.  From this chart we may identify the specific platforms that contribute the least and the most to 
the SoS execution, where platform 5 has the least gapped metrics but the most redundant metrics. 
 
Fig. 3. Individual Platform Contributions to the SoS 
5. Conclusions and Recommendations for Future Research 
A process has been developed to analyze the SoS RE development and to show the difference of SoS 
RE and TSE RE, which did not account for the SoS functional accomplishment. Future research efforts 
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would investigate more complex SoS mission objectives with multiple functions that may overlap into the 
different missions, to truly show the complexity of SoS functional allocation. Stochastic modeling of the 
functional satisfaction may also be explored, to determine how many platforms may be needed to ensure 
the SoS functions are met. 
 
The intra-SoS communications and interactions should also be explored, to examine where the critical 
nodes and functionality of a SoS lie. Use of discrete event simulations, such as Colored Petri Nets (CPN) 
may help further define these SoS communication metrics. 
 
Future research would contain different combinations of the SoS to be analyzed in order to utilize the 
optimum SoS requirements allocation. Anticipated measures of success are to maximize SoS functional 
satisfaction and minimize functional redundancy between the systems. Adding more platforms to the SoS 
would also increase intra-SoS communications costs and requirements, which are not explored within this 
paper.  T his approach may look to iterative or spiral models for sy stems development, where SoS 
requirements will be constructed not in a single step, but in multiple steps. 
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