Abstract
Introduction
Any software system undergoes, during its lifetime, to change interventions for maintenance and evolution purposes. Software evolution can be due to several, different possible reasons. First, software systems use tends to elicit new requirements. In fact, when a system is operational the user can realize what he/she can potentially do with it; moreover, new requirements may be due to environmental change, or to new organizational needs. Finally, the market pressure and the introduction of new technologies push activities such as the porting of the software system to new hardware/software platforms, the integration with new devices, or the adoption of new user interfaces.
Because of the limited budget and time available, the above mentioned activities almost never follow a welldefined maintenance process. Also, emergency maintenance interventions are almost never followed, as suggested by the standard, by documentation alignment and source code refactoring. As a consequence, the maintainability of the system and, in general, its quality, tend to deteriorate. In this scenario program comprehension and software maintenance activities are extremely difficult: any change may produce unpredictable side effects on other portions of the system. This makes some forms of software system reengineering and redocumentation highly desirable.
This PhD work [8] identifies some key characteristics that may trigger renovation or refactoring activities. Such characteristics are the presence of clones, the size of modules and libraries, the level of cohesion and coupling (both static and dynamic), and the presence of circular dependencies and unused modules. Then, an approach based on time series prediction is used to predict such features across future releases and plan refactoring interventions.
After diagnosing, the framework provides a set of facilities to restructure the software system. This is done by refactoring clones, factoring out unused objects, reorganizing source files, and remodularizing libraries. Remodularization is performed with a Genetic Algorithm (GA) that works on a dependency graph accounting for both static and dynamic dependencies. The model is complemented with a set of constraints encompassing the developer's suggestions and feedbacks.
To assess the framework's effectiveness, renovation is performed on several medium and large open-source software systems.
The Framework
The proposed framework aims at performing a two-fold task, i.e., i) diagnosing and predicting potential system reorganization opportunities and ii) performing some reengineering actions. Figure 1 shows the relationships between the artifacts analyzed by the framework (e.g., source code) and those produced (e.g., new libraries). 
Diagnosing and Predicting
To monitor software system evolution, proper information needs to be extracted. A large set of metrics is extracted using an island parser [13] . A static dependency graph [10] is built by computing the transitive closure of the use relationship between modules, starting from the main object of each application. In other words, for each application, undefined symbols are identified and recursively resolved (using the Unix nm tool) first inside the objects contained in the same path, then inside libraries.
To perform dynamic analysis, the aforementioned static dependency graph is complemented with dynamic information, producing a dynamic dependency graph where edges are labeled with function call frequencies. This allows objects having a high dynamic cohesion to be clustered together. Finally, the static and dynamic graphs can be overlapped, so that links not recovered from execution traces can be extracted from static information. These links are labeled with the lowest possible frequency, thus representing the lowest interaction likelihood. By varying a weighting factor, it is possible to change the influence of static and dynamic information. To obtain execution traces that reflect a real-usage profile, we let the users interact with the instrumented system. Execution traces are then collected using a service-oriented architecture, after being properly compressed [4] .
The framework monitors different properties of a software system: 1. A large set of software system metrics.
The presence of clones: a metric-based clone detection
process [12] , aimed at detecting duplicated functions, is adopted.
3. The presence of unused objects identifying symbols defined in libraries, but not used by applications or by other libraries. These objects are likely to constitute useless resources, thus they should be identified to be removed or factored out. Their presence is often due to unused utility functions or to features not yet fully implemented.
The presence of circular dependencies between li-
braries, that can increase the average size of an application's footprint.
5. Library size, static and dynamic cohesion and coupling, indicating the need for library remodularization.
Other than identifying refactoring and reengineering opportunities in the current release, it would be worth predicting what will be happen in the future releases, for example in terms of system growth, cloning percentage etc. This would permit an effective planning of the renovation activities. In this work predictions have been computed using Auto-Regressive Integrated Moving Average (ARIMA) models over time series of metrics such as system size and complexity, number of modules, or the cloning ratio [2, 7] . The ARIMA model is built on data collected from previous releases, and then used to predict future values.
Restructuring
The first renovation activities performed starting from the dependency graph are the following:
1. Handling unused objects, i.e., factoring them out to reduce library size.
2. Removing circular dependencies: this can be done by i) moving objects, ii) duplicating objects, iii) merging and refactoring libraries or iv) making dynamic libraries.
3.
Handling clones: the obtained results suggest refactoring activities. However, although this could improve the software system maintainability, attention should be paid to avoid deteriorating software system reliability, and to reflect the developers' objectives. In general, a tradeoff should be pursued, also because, sometimes, clone refactoring (especially for very small clones) produces a system bigger than the original one.
Source reorganization:
Formal Concept Analysis (FCA) [14] is used to obtain an application-based directory organization of source files that do not belong to libraries. The directory structure reflects a lattice built from a context in which rows represent applications and columns represent source files. Each application's sources will be placed into a separate directory, while shared files are placed into sub-directories symbolically-linked to more application directories. Details can be found in the paper [1] . Afterwards, a thorough library renovation activity is performed, using an hybridization of GA and hill climbing. To this aim, the problem is encoded using a bit matrix genome, such that gm i,j = 1 if the object j is contained into cluster i, 0 otherwise. This particular genome allows an object to be contained in more than one library, by having more "1" on the same column (this duplication may be needed to reduce coupling). The crossover operator used is a traditional one-point [11] , while the mutation operator works in two modes:
1. Normally, it randomly selects a random column and randomly swaps two bits, i.e., an object is moved from a library to another; or 2. With probability pclone < pmut, it randomly selects a cell in the genome: if its value is zero and the library (the row) is dependent on the object (the column), then the mutation operator flips the bit to one (i.e., it clones the object into the current library).
The fitness function has been conceived to balance four different factors: i) the number of inter-library dependencies at a given generation; ii) the total number of objects linked to each application that, as said, should be as small as possible; iii) the size of the new libraries; and iv) the feedback given by the developers. In particular, we asked developers to indicate us two categories of feedbacks:
1. Strong: e.g., "objects A and B must necessarily be clustered together"; 2. Soft: e.g., "we would prefer to have objects A and B clustered together".
Soft feedback is accounted in the fitness function: all the cases in which a soft feedback is ignored play as penalty for the fitness. Strong feedback limits the GA search space to solutions compatible with the developer's indications.
To improve performances, i.e., to fasten the GA convergence, the GA was hybridized applying hill climbing to the best individuals of each generation. Figure 2 highlights how static and dynamic information are first collected and then used for library remodularization purpose.
Empirical Results
The framework was applied to some open source software systems, namely the GRASS Geographic Information System (GIS) (large over 1 MLOC), a GUI development framework (KDE), a Database Management System (MySQL), and a file sharing system (Samba). For GRASS the renovation process was also guided by developers' feedback, while for Samba and MySQL we experimented a remodularization also based on dynamic information. This section only reports some of the obtained results, while more details can be found in [1, 3, 5, 6, 9, 10] .
Unused Objects: 89 unused objects out of 921 objects were present in GRASS libraries, mainly to realize notyet used wrappers for low-level functionalities, actually directly accessed from GRASS applications.
Circular Dependencies: three cases of circular dependencies among libraries were found in GRASS. In two cases the problem was solved by moving some objects from a library to another. In the third case, in agreement with the developers, we decided to merge and then remodularize again the two libraries.
Clone detection and removal: the overall percentage of clones found outside libraries GRASS is not negligible (29%), even considering only functions longer than five LOCs (19%). On the contrary, the cloning ratio inside libraries is low (about 3%), indicating that the developers accurately factored functions to avoid duplicates.
Static library remodularization: it permitted, on average, the reduction of 50% of the memory requirements for each application. For GRASS we were able to check that the obtained remodularization was consistent with the developers' expectancies. However, it was not possible to meet all the developers' suggestions and, at the same tame, achieve a low coupling and a high cohesion.
Source reorganization: it was performed on Samba and other software systems, allowing the maintainer to quick access files related to a given application.
Dynamic library remodularization: it was successfully applied to Samba and MySQL. By analyzing the two new Samba libraries we observed, for example, that the first library contained objects frequently used by daemons (smbd and nmbd), while the second library contained objects often used by administration utilities, such as smbpasswd. Similarly, MySQL libraries were split in libraries containing general-purpose functions, often used by the SQL engine, and other libraries containing utility functions used by other MySQL applications.
Conclusions
The Evolution Doctor framework proposes to monitor the evolution of a software system, forecasting how the system will grow, or what will be the influence of clones in the next releases. Then, it helps in the revitalization of the system, by improving the directory organization of source files and, above all, performing several kind of intervention to improve the organization of software modules into libraries, especially when there is the need for porting the software on limited-resource devices. Case studies presented demonstrated the effectiveness of the proposed approach. Finally, the obtained results were consistent with developers' expectancies, where available.
The software maintenance landscape is rapidly changing to new perspectives. Future directions of research imply to let the framework renovating software systems towards enabling new technologies. Finally, a comparison with other approaches, in particular for software remodularization, is highly desirable.
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