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In spite of  these benefits, some developers are sceptical of  their  first pair experience and of  its promised 
collaborative  value  (Williams  &  Kessler,  2000),  citing  doubts  about  their  partner’s  work  habits  and  the  added 

















themselves  –  this  ‘pair pressure’  adds benefits  such  as  greater  enjoyment  and  increased  knowledge  distribution 
(Bryant, Romero, & du Boulay, 2006; Williams & Kessler, 2001).  
Within  the  classroom,  pair  programming  is  seen  to  be  valuable  (Begel & Nagappan,  2008; Hanks,  2006; 














Initial  observations  with  student  programmers  learning  to  work  in  pairs  reveals  several  benefits  to  this 
approach (Werner, Hanks, & McDowell, 2004; Williams & Kessler, 2001). Students working in pairs answer each other’s 
questions, rather than considering their instructor as the only source of advice – which contributes to the students’ 
learning process.  The use of pair programming,  and  the  subsequent  ‘pair  pressure’,  causes  students  to work on 
projects earlier and to budget their time more wisely. Pair programmers took less time to complete set tasks (DeClue, 
2003), and programs produced by paired students were seen to be significantly better than programs produced by 





be useful  in a  learning environment  for  solving problems and complex  tasks, and  finding mistakes  in  simple code 
segments (Hulkko & Abrahamsson, 2005; Williams & Kessler, 2002). Programming students agree that they have more 



















pair  is  paramount,  and  that  lengthy  periods  of  silence  within  the  pair  should  be  considered  a  danger  signal. 
Furthermore,  several  studies,  both  in  industry  and  in  academia  have  concluded  that  apparent  successes  of  pair 








the  exchange  of  ideas,  feedback,  and  constant  debate  –  thus,  communication  –  between  two  programmers 
collaborating on a software maintenance task significantly reduced the probability of ending up with a poor design. 
Wilson  (1993) shows  that  in an academic context, collaborative work benefits problem‐solving efforts:  teams  that 
were allowed to communicate whilst working on a software development task were seen to have a higher confidence 
in their solution.  









(2000)  writes  that  it  is  “the  first  value  of  pair  programming”,  and  that  coding  standards  should  emphasise 
communication. Aiken  (2004)  reports  that when pair programming, “no more  than a minute  should pass without 
verbal communication”. The area of communication within pair programming is seen as an important topic of research 





Whilst existing  research shows  that communication  is  intrinsic  to  the pair programming process, different 
authors are using different measures when investigating the value of communication in pair programming. Two studies 













lack  thereof)  within  a  pair  might  determine  the  success  of  a  pair  programming  exercise:  if  the  pair  does  not 
communicate, then the programmers are only reviewing each other’s code (Gallis et al., 2003).  
Despite  the  centrality  of  communication  referenced  in  the  literature  above,  practical  issues  with  pair 
programming communication remain. As an example, the communicative collaboration required by pair programming 
can  cause  discomfort  for  both  the  driver  and  the  navigator  (Cockburn  &  Williams,  2001),  leading  to  reduced 
communication  effectiveness  and  lower  productivity  (Aiken,  2004).    Whilst  communication  is  an  important  and 
essential aspect of pair programming,  it can also be an  issue and a barrier for first‐time pair programmers  in both 
industrial (Begel & Nagappan, 2008; Williams et al., 2000) and academic (Sanders, 2002) contexts. The literature posits 
interesting  questions  about  communication,  but  ultimately  it  can  be  seen  that  many  authors  simply  view 





interested  in  adopting  pair  programming.  Some  of  these  guidelines  belong  under  headings  such  as:  pair within 
sections,  pair  by  skill  level,  institute  a  coding  standard  and  create  a  pairing‐oriented  culture.  Similarly, Williams, 
McCrickard, Layman, and Hussein (2008) draw on over seven years of teaching experience in order to establish eleven 
guidelines for classroom management when pair programming is being used. These guidelines, like Bevan et al.’s, are 
aimed  towards  instructors,  providing  additional  support  on  the  points  such  as  the  following:  supervised  pairing 
experience,  teaching  staff  pair management,  balancing  individual  and  collaborative work,  and  pair  programming 
ergonomics. 
With  regards  to  student‐based  guidelines,  several  authors make  reference  to  giving  students  a paper by 







































































 Further analysis derived a set of common  transitions which  the pairs were observed  to experience  (Zarb, 






































current work  to a more  casual  topic. For  instance, during  the pairwith.us videos, a member of  the pair  suddenly 
interrupts the coding process, and starts talking about his Father’s Day plans. Similarly, in a separate observation, the 
pair starts to discuss a recently released film that they had both watched. 
























 Complete  silence.  The  following  conversation  shows  a  pair  suddenly  unfocusing when  the  navigator 











































































































questions  queried  the  individual  on  their  experience  of  development  as  a  solo  programmer  and/or  as  a  pair 
programmer.  These questions were used to determine if there was any significant difference between the groups that 
could bias the results. The remaining three questions asked the individual to rate their perception of the benefit of 
pair programming over  traditional programming,  the ease of communication during  the session, and  to  rate  their 
partner’s contribution.  Students were also asked to note which role they had assumed (i.e. driver or navigator) during 
the recorded session.  







































































The pair’s  code was  retrieved  for  later analysis  to understand whether  the guidelines had any  significant 
impact on the pair’s success rate. 
5.3. Results 






A  preliminary  analysis was  performed  of  the  participants’  reported  experience  of  solo  and  pair  programming  to 
determine if there were any differences between the two groups which may have affected the data.   
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A Mann‐Whitney U  test was  run  to determine  if  there were differences  in perceived partner  contribution 





































































not  exposed  is  equal  in  the  population;  i.e.  there was  no  significant  difference  in  the  number  of 
completed programs between pairs who were exposed to the guidelines, and the control group. 
These  results  and  the  accepted hypotheses  are preliminary, but  they  show  that  the  guidelines may help 
improve students’ experienced communication within their pair. It is posited that this stronger ‘partner contribution’ 
was due to the fact that individual members of the pair are more confident communicating their ideas (possibly due 

























This paper has  investigated  the  issue of communication  for  inexperienced pair programmers.  It has  reported on a 
series of observations of  industry expert pair programmers. This work  identified communication states  frequently 
experienced by  the  industry pairs,  leading  to an understanding of how expert pairs  transitioned between various 
communication states. This knowledge was used to establish communication guidelines for novice pair programmers. 
Novice pairs reacted positively to the guidelines,  indicating that the guidelines were beneficial and useful. Further 
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