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Abstract

With the increasing prevalence of internet-connected devices, known as Internet of
Things devices (IoT), it is becoming more important than ever to not only implement security for
standard systems like WiFi or Bluetooth, but also to guard against rogue devices.
In addition to this, the technology known as Software-defined Radio (SDR) has become cheaper
and simpler to use, allowing malicious actors easy ways to transmit and intercept wireless
signals. A rogue or concealed SDR device can perform a data exfiltration attack in a very
inconspicuous manner, with little cost to the attacker. There are very few open-source solutions
that detect attacks of this nature. This research will use open-source tools like GNU Radio to
detect radio signals in an open, public environment. Selected signal(s) data will then be recorded
and processed to allow for future analysis.
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I.

INTRODUCTION

Network and data security has traditionally focused on securing physical and wireless
networks, computer systems, and data via encryption. Although there are many security
vulnerabilities discovered every day, our cybersecurity standards have consistently improved;
however, a new threat, largely unnoticed and unmitigated, has emerged in recent years: radio
frequency (RF) attacks. Devices called Software Defined Radios (SDRs) have become popular
as computer prices have gotten cheaper. These devices allow one to perform many different radio
receiving and transmitting functions simply by programming them differently. No longer does
someone who wants to explore RF security need to acquire custom radio hardware for different
purposes. SDRs are essentially modular radios in the same way that FPGAs are modular circuits.
While SDRs allow for accessible radio experimentation for security professionals and hobbyists,
they have also created a massive attack vector for malicious actors to exploit.
Most systems that we use on a daily basis were designed without RF attacks in mind. One
example of a vulnerable system is an emergency tornado siren used in Dallas, Texas, that
randomly went off one weekend and sounded repeatedly without cause. Security professionals
from cybersecurity finn Bastille believe that during the monthly test of the system, an attacker
may have used an SDR to record the signal sent to the siren and replayed it at a later time. When
the siren went off without warning, officials were unprepared and had no idea if it was a SDR
attack or another type of cyber attack [l]. With our product, the Dallas officials would be able to
see if a signal was being s�nt from an SDR to the §iren, eliminating the need to investigate other
types of potential attacks. Our project is focused on developing a fool to assist in defending
against malicious RF attacks and transmissions by creating an open-source, accessible program
that can be used with cheap SDRs to detect unwanted signals.
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When analyzing the market for solutions that already exist to solve this issue, we noted a
few competitors that offer a solution but fail to meet all of our desired requirements. The
companies attempting to bridge this issue are Bastille Networks Internet Security and General
Dynamics. Both of these companies offer solutions for scanning your air space for rogue RF
signals, but these solutions are expensive. Additionally, research and conference papers offered
frameworks for solving this problem but these resources are often dense and the proposed
solutions would be difficult for someone without much knowledge in the area of radio frequency
to implement. Finally, there are projects on Github repositories that also attempt to solve this
issue, but most of these projects are outdated and filled with dependency issues. The
shortcomings of these potential solutions were used to define our initial requirements for the
project. We initially set out to create a framework for detecting and analyzing a radio frequency
airspace that would be cheap, easily accessible without much prior knowledge, and simple to
use.
We didn't have a direct customer for this project, so in order to develop our marketing
requirements, we surveyed the market for features that we wanted to replicate, or that were
missing from existing tools that we wanted to add. We met with project mentors to help refine
the desired feature set, and we used this set of features to create the following list of market
requirements.
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TABLE I
MARKETING REQUIREMENTS

1--

--

Nu�1�er

-

-

--

2
3

----------

Marketing Requirement

Requirement
Met?

Product will be open-source and use only open source tools

Yes

Product will be user-friendly graphic interface

Yes

Product will scan and detect signals reliably within a
user-specified frequency range

-L

Yes

4

Product will report detected signals in the interface

Yes

5

Product will automatically adjust signals and correct for
hardware biases

Yes

--- --

6

Product will record and compress user-selected signal data

Yes

E

7

Product will be accessible without extensive knowledge of
RF signals

Yes

Product will allow user to tweak parameters for better results

Yes

Pmduct wm v;suolly represent ,;gn,ts doody

Yes

I

--

-

8

9

--

--

=-l

IO

Product will run in real-time

11

Product will support OSMOCOM - type SDR devices

�

Yes
Yes

-,
.....J

Once we had Marketing Requirements finalized, we created engineering requirements

that would help us fulfill our Marketing Requirements. For example, the Engineering
Requirement "Product will correct for hardware DC spike" has three Marketing Requirements
that it corresponds to according to Table 2. The correction for the DC spike was created using an
Open Source tool. This tool corrects a hardware bias. The hardware -spike correction works in the
background, so no RF knowledge is needed from the user to fix this common problem with RF
equipment. The rest of the engineering requirements can be seen in Table 2, along with the
Marketing Requirements that they are derived from.
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TABLE II
ENGINEERING REQUIREMENTS
�

Applicable Mkt. Requirement

�----- 1, 2, :•• II- --•••

r

Engineering Requirement

Product will be based off of GNU Radio Open Source tool
Product will be coded in Python

_____________

,_
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Product will be developed and tested with a HackRF One
(OSMOCOM)

3,8

Product will support I 0MHz bandwidth frequency bands, specified by
user input in GUI

2,9

Product will display frequency band using a modified FFT spectrum
graph

2,4

Product will display detected signals using a visual graph

2,4

Product will display a list of detected signals in the GUI

5, 7

Product will shift and scale signals to positive values

1, 5, 7

Product will correct for hardware DC spike

2,8

Product will allow user to specify signal detection sensitivity from
GUI

2,6

Product will allow user to record raw signal data of a specified signal
from GUI

6

Product will compress raw signal data into a more efficient format

II.
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DESIGN PROCESS

As we progressed in project development, we came across many situations where we had
to make decisions about which tools we would use when_ creating our project. We specifically
had to make decisions when it came to what hardware we would use to run the program, the
framework that we would choose to build our project with, if we'd use custom or third party
tools, the program we would use for signal analysis, and how we stored, compressed, and
recorded signal data:lt was not often obvious which option was best, but for each of these
decisions, we had to use the criteria that we decided for the project to pick the best option.
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A. Programming Framework Selection
The first major decision that we had to make was deciding the framework that we would
use for the signal detection aspect of our project. Specifically, we looked at popular hobbyist
SDR tools such as SDR#, GNUradio, and Pathos Flow. When looking at tools such as SDR#, we
found that while the tools met the requirement that they were free and readily available to the
public, we found that the tools offered no options to make a programmatic approach to our
design problem. This left us with choosing GNUradio and Pathos Flow. Between the two of
those options, the clear decision for us was GNUradio for multiple reasons. While both are open
source and easily accessible, GNUradio is more common and well-known. Because of this, there
are more modules to work with for the tool, and its documentation is better. GNUradio also
produces its executable files in Python which worked well because many of our team members
had ample experience with this programming language. Additionally, some team members
already had experience with GNUradio. All of these factors ultimately led to us choosing
GNUradio as the framework for our project.
B. Hardware Selection
Next, we had to make the decision of what platform on which to run our program. Our
initial plans involved having the SDR running on a Raspberry Pi 4 to maintain the goal of
producing a cheap and accessible product. However, after installing GNU Radio on the
Raspberry Pi, we found that its processing speed was inadequ�te for this project as it was unable
to run our program. We decided to use a laptop instead which provided more than enough
processing power to maintain our program's functionality.
In terms of hardware, we also had to make a decision on what SDR would be used for the
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project. When picking an SDR, we mainly wanted to focus on our goal of having the project be
accessible to others that worked on it after us, but we also wanted to make sure that the SDR had
the specifications that were needed to function well. Based on pricing, our attention was drawn
to a series of SDRs known as RTL-SDRs, a cheap series of SDRs that is often used by hobbyists.
Although the price fit our target cost requirement, the series was limited in its frequency ranges,
and was incapable of reaching the gigahertz range, the range that holds WiFi signals. This led us
to look at midrange SDR options and we ultimately chose the HackRF because it had a
reasonable price and its specifications aligned with our project needs. It did have a trade-off
since it could not receive and transmit signals simultaneously like you can with other devices,
like the LimeSDR, but we believed that this trade-off was insignificant in our project scope as we
didn't need to broadcast any signals.
C. Signal Processing

Now that we had decided on a framework to create our project and the hardware that we
would be using, it was time to do the first half of our project: signal detection. When we first
started working with signal detection, we noticed that there were already third party modules
made for GNUradio that did exactly what we were looking for. We initially planned to use those,
rather than create our own, so that we could spend more time on signal analysis. Specifically, we
found the GNUradio modules GR-Inspector and GR-Scan which both seemed promising;
however, we ran into installation issues with these programs that we weren't able to solve. We
spent two weeks attempting to get these programs to function properly, but ultimately ended up
deciding that our time would be better spent creating our own detection module. While this
decision was necessary and came with a greater freedom for implementation and integration, it
unfortunately came with a big trade-off of time. We now had to spend a significant amount of
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time researching how to implement a reliable signal detection module and developing it, which
affected the outcome and timeline of our project.
Signal analysis was something that was originally intended to be implemented, but fell
through due to both the difficulty of the topic as well as time constraints. Our initial plan for
signal analysis was to use a software called Universal Radio Hacker (URH) or to create our own
algorithm for signal classification. While in the design phase of our project, URH seemed like a
promising option for signal analysis and classification as it offered options for identifying the
modulation technique of the signal and automatic decoding of some signals. In practice, URH
was much more difficult to use than expected and hard to integrate into an automatic pipeline.
Because of this, we decided to take a deeper look into developing our own analysis algorithm,
but discovered that creating such an algorithm would likely require machine learning experience
which none of us had. Due to this skill gap and the time lost from the signal detection setback
mentioned earlier, we decided to rescope the project to remove the signal classification/analysis
feature and instead improve the quality of the signal detection module. We also decided to
develop a signal recording module.
D. Data Storage
We spent a significant amount of time exploring different ways to store data from the
signal recording module. We found that the most common way to store data was just simply
saving the raw complex signal data, commonly referred to as IQ data. However, simply having
this data would be insufficient when attempting to read or analyze it as you would be unaware of
critical information such as data type, sample rate, and center frequency. Fortunately, the creators
of GNU Radio Companion recognized these problems and developed a signal metadata format to
rectify them: the SigMF format. The format includes all of the critical information mentioned
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before, and it also adds fields for author, description, annotations, date/time, and sample index. It
also includes hash checking functionality using SHA-512 to certify the integrity of the datafile.
All of these factors convinced us to implement the SigMF format into our program. Now, each
recorded signal is accompanied by a metadata file to describe its properties.
While saving the raw data is a common industry method of recording signals, we found
that the generated files were quite large, often multiple gigabytes in size. This problem resulted
in us deciding that compression was necessary in order to prevent large data files from taking up
too much disk space. Our first attempt at adding compression to our program was using a third
party live compression module named GR-compress. While we were able to successfully
compress files with this module, decompressing them proved difficult as it did not seem to
follow a standard compression method, and the decompression algorithm given by the original
author seemed to lose information in the process. This loss in integrity was detrimental enough
for us to pursue other options for compression. Our second attempt at compression utilized the
zip archive fonnat. We initially chose this format as it is a widely known and universally
accepted method of compression. While this method was effective and fast, we continued to
.

.

experiment with other methods. We eventually found that the 7z archive format was much more
efficient as it compressed a significantly larger percentage of the data file. The difference in
compression percentage was great enough for us to adopt the 7z format. Now, when a signal is
recorded, the data file and its accompanying SigMF metadata file are compressed and stored in a
7z archive.
E. Signal Classification
We had to remove the classification/analysis feature from our scope, but that feature is
still integral to our products identity. Because of this, we wanted to address what we discovered
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in our research about how someone might implement signal classification. Someone
implementing signal classification would have the option of doing so using machine learning or
by taking the older approach of statistical analysis. If they wished to use machine learning, they
might follow some of the examples in [2] where they implemented multiple machine learning
algorithms and tested their efficiency. If a person wished to use the statistical approach, they
could follow an example shown in [3] where the authors detail a method that uses statistics,
specifically fourth order cumulants. With either method, we determined that if the user desired to
live scan the whole bandwidth, it would likely be best to do the processing in the cloud and
return analysis back to the computer because scanning a wide bandwidth requires a large amount
of processing power. If we were to develop this project further, we would likely create some kind
of cloud computing program where users could submit their desired signals to a cloud server for
analysis. The files sent up to the cloud would have to be formatted for signal processing as well
as compressed as we've previously discussed.
III.
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For this project, we used a bottom-up functional design methodology. We chose early on
to use the GNUradio Companion app (GRC) as our framework of choice for developing our
program. GRC uses a block-flowgraph layout to create designs. This layout suited bottom-up
functional design perfectly, because GRC already contained discrete blocks of functionality that
are combined to create modules of increasing complexity.
We started by using GRC's built-in modules and an OSMOCOM SDR interface module
to create a graph that shows the power of frequencies within a user-specified 1 0MHz-wide range.
We then introduced an external module to correct for a large DC spike present in our power
graph that was a result of hardware bias. After this, we began working on a peak detection
module to determine the position of signals present in the given frequency range. We used
GRC's built-in peak detector block and another graph to display where peaks were detected in
the range. Our program at this point had relied on users inputting parameters to adjust the signal
with fudge factors for offset and scaling to make our peak detector perform better. We created
our own custom GRC block in Python to automatically offset the signal data to an ideal position
for the peak detector block. We also created a second custom GRC Python block to extract a list
of frequencies at which signals had been detected. From this point on, we used GRC to generate
a Python script based on our flowgraph, and we started modifying the Python directly from there.
The next thing that we developed was a graphical list containing all of the detected
frequencies. While we were developing the (?UI of the program further, one of our team
members created the signal data recording module using GRC. The biggest development
challenge was integrating the new signal recording module into our main signal detection
program. To accomplish this integration, we had to create a new, top-level Python program to
call each of the GRC programs individually. The final component of the design that we
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implemented was a compression module to take the raw signal data, generate a metadata file that
described the format, and compress those files. At this stage in our project, we were at the end of
our implementation phase and had accomplished all of the current engineering requirements.
IV.

PROJECT MANAGEMENT

We used the waterfall development method to manage our project. In the waterfall
development method, a project progresses through large stages of development one at a time, and
does not progress into the next stage until the current stage has been entirely completed. For
example, we did not move into the testing stage of our project until we had completed the
development stage. Although we ran into development issues and, at times, had to return to
previous design and implementation stages, our general approach was the waterfall method.

Requirements -

Design

....

Implementation._

'

Verification ....

'

Maintenance

Figure 2. Waterfall Development Method
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Although we would have preferred a more hybrid, agile-inspired development approach,
due to challenges we faced early on in development, we were forced to tackle each stage of
development individually in a waterfall style. One such challenge was acquiring an SDR. We
started active development of the project in January, but we were not able to get an SDR device
to work with until mid-February. Due to this delay, we were forced to spend a lot of time in the
requirements and design stages of development before we could begin implementation, even
though we felt we were ready to move on. If we had been able to get an SDR earlier, we
potentially could have started early implementation and design loops in short sprints, such as in
Agile methodology. Once we were able to start implementing our software, we had to focus our
full attention and development time purely on implementation due to time constraints on our
project.
Upon running into issues during our implementation stage, we were forced at times to
return to the requirements and design stages. For example, we had to revisit our requirements
stage at a very late time in our project to remove most of the signal analysis & classification
functionality and replace it with data compression and storage requirements because we realized
that those original requirements were unrealistic given our timeframe and experience levels.
Making this change induced a ripple effect, causing us to return to each stage of the waterfall
cycle again. We had to modify our design based on the new requirements, implement different
features, and test our program in new ways.
F. Version Control
Managing our work artifacts and deliverables was a relatively simple process. We were
limited to developing on only one device because in order to develop and test anything, we
needed to be connected to the SDR. This bottlenecked our implementation efforts because
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multiple team members could not simultaneously develop code, but it meant that version control
was not as big of a concern for us, because we did not have people constantly pushing updates to
the project. We kept regular file backups of all of our code using a shared Google drive which
were updated every time we added new code to our project. Upon project completion, we
organized and uploaded our code to a github page which will be linked in the appendix.

V.

PROJECT MILESTONES
SOR Peak Detection Project
Timeline

October 2020

March

November

Apnl

May 2021

Implementation
Oct. 28 P.roJec:t
Assigned

Apnl 22. Minimum
Viable Produel
Achieved
Jan 22. Flnl!IZed
Pl'Olect
Requirements

March 2:1tipcall
Semin,r

Apnl 281 Final
Pmsentadiln

Figure 3. Project Timeline & Milestones
The above figure shows a timeline of our project development including the major stages
of the waterfall cycle, as well as some of the main milestones we achieved. On October 28th, our
project topic was selected and confirmed, but at this point we only had a very broad idea of the
scope. We did not get further information until a month later on December 2nd, when we met
with our project advisor, Dr. Wells, to get more details about the project goals. On December
16th, we got the opportunity to meet with Dr. Bob Baxley, CTO of Bastille, a cybersecurity
company that uses SOR technology to defend against hostile RF-based attacks, and get some

17
ideas from him to guide our development. On January 22nd, we finalized our project
requirements after about 3 months of refining our ideas. On February 10th, we acquired a
HackRF One SDR, which we started to use for development. It was not until February 16th that
we finished setting up our SDR and installing prerequisite software needed to start creating our
program in the implementation phase. During the time between finalizing our requirements and
starting implementation, we performed research and started conceptualizing our software
architecture. On March 16th, we completed development of our signal power analysis module,
which gave us the raw signal strength for each frequency we were scanning with the SDR. On
April 12th, we finished our signal detection module and started working on the signal recording
module. On April 22nd, we finished development of the minimum viable product of our
software, having completed all engineering requirements we had established. We turned in all of
our deliverables and completed project development on April 28th.
VI.

DEVELOPMENT COSTS

Our project was built off of the open-source SDR framework GNU Radio, which is
licensed under the GNU GPL license. The GPL license requires that our derivative code also be
licensed with GPL, meaning that it must remain free and open-source. Therefore, we could not
legally sell our. software product. Our development efforts have been entirely toward our SDR
software and do not include any new hardware developments. Considering these two factors,
there is no realistic manufacturing, marketing, or mass production potential for our software, and
therefore no associated costs. There are, however, certain expensive hardware components that
are required to use our program. In our development, we used a HackRF One SDR which retails
for $300 - $400 dollars, although there are cheaper compatible SDRs on the market. We also
used a mid-level laptop, which is required to power the SDR and run our program. Laptops like

18
these can cost between $500 - $1,200 dollars. Variable prices of the hardware we used make a
cost estimation difficult, but we think that in order to use our program at its intended
performance level, you probably will need at least $700 of computing hardware between the
SDR, antennas, and computer needed to run the software.
G. Life Cycle Analysis
Our product is composed entirely of software. Software does not have an inherent life
cycle, other than simply being replaced by new and better software. That being said, our software
has several dependencies that could potentially become deprecated. We have not created an
installer or archive of the dependencies, so in order to use our product, you must manually install
all software dependencies, such as GNU Radio 3.8.2. If the maintainers of GNU Radio were to
remove GNU Radio from circulation, you would no longer be able to use our software. Other
indirect dependencies of our software include your operating system and computer hardware. If
your operating system in the future no longer supported Python 3 for example (an unlikely
occurrence), then you would no longer be able to run our software. Our program, if publicly
released, would be an open-source project, and would require the work of contributors to update
it and keep it alive.
Our program requires SDR hardware to work, and that hardware has its own life cycle
limitations to consider. SDRs are relatively new technology, so there are no available statistics
for. their average lifespans. They are primarily composed of standard computer components so
their lifespan should be comparable to modem computers. According to [4], the average lifespan
of a laptop was predicted to be 3.77 years in 2020, but part of this lifespan is due to the
attractiveness of newer computers to the average consumer. If a user of our software was similar
to an average laptop user, then we can reasonably expect that the usability of our software and
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hardware system would last for the next 5 years, given that no software dependencies become
unavailable.
VII.

TESTING

In the world of engineering and software design, robust testing is often overlooked and
under prioritized. Rapidly approaching deadlines and the last-minute shifts in our project
requirements unfortunately caused us to reduce the amount of testing we were able to perform.
Our initial plan was to use a second SDR to generate a signal at an unknown frequency to imitate
a malicious signal, and use our program to try and find that malicious signal. We were unable to
acquire a second SDR, however, so our testing methods were limited. We did still perform
testing throughout our implementation stage of development, we just did not get the chance to
have a dedicated testing phase. We primarily performed manual integration and acceptance
testing throughout our development. For our integration testing, as we added new components
.
.
we perfonned regression tests to ensure that we hadn't broken or changed the performance of the
previous components. We used our engineering requirements as criteria for our acceptance
testing, and each team member rated our success in meeting a particular requirement from 1 to
10. We decided that an average rating of 7 was needed in order to consider a requirement
acceptable for our minimum viable product. At the end of the project, we were able to consider
all of our revised engineering requirements met for our minimum viable product.
VIII.

SOCIETAL IMPACT ANALYSIS

H Legal

According to the FCC, there are no restrictions on normal radio interception [5]. We do
not decrypt signals or listen to restricted radio bands. We only listen to broad frequency bands to
detect if signals are present. Our device only receives, it doesn't transmit, but there could be legal
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implications if you were to utilize an SOR beyond the scope of this project. Transmission
without a radio license can lead to legal trouble with the FCC. If someone uses our software to
record a signal and re-transmit it without a license, they could end up in legal trouble.
I. Economic
This device has the potential to allow smaller entities and businesses to defend against
various RF threats for a cheaper cost than other proprietary solutions like those provided by
Bastille and General Dynamics. Smaller entities having access to this software will allow for
more widespread adoption of RF protection which can lead to better information assurance
throughout society. This type of cybersecurity tool could also be of interest to the intelligence
community, military community, or any group that deals with important, sensitive information
that is prone to hostile attacks or spying. Politicians have an obligation to protect their own data
as it can cause harm to the defensive capabilities of a country.
J. Ethics
One danger of our product is that it can be modified for nefarious purposes like data
exfiltration and intercepting private communications. Wiretapping like this is a federal crime,
and this risk can't be avoided if we want to keep our project open source and widely available.
K. Environmental
Our project has little to no physical impact on its surroundings, so the environmental
impact would be negligible.
·

L. Health & Safety
There would also be little concern for health and safety as the components used are
relatively harmless. The power drawn by the SOR is too low to cause any serious bodily harm.
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M Security & Privacy

The goal of this project is to increase the security capabilities of any entity against an
attacker equipped with an SDR device. Any person or entity with access to our project should
have improved security and privacy. Privacy is improved by helping you detect data exfiltration.
Privacy can also be compromised by altering our program as mentioned before.
N. Manufacturability, Sustainability & Robustness

SDRs are very manufacturable and affordable. At the time of writing, access to SDRs is
not prohibited by any manufacturing shortages. This is just a proof-of-concept, and much more
work could be done to add features. Rolling scan, larger bandwidth, signal classification, better
signal recording and compression methods are all features that can improve the robustness and
usefulness of our product.
IX.

CONCLUSION

While we did not meet our original engineering requirements, we managed to adapt to a
difficult situation. We re-adjusted our scope and requirements during the project when it was
clear that we were too delayed to meet our goals. After tightening the scope of the project, we
were able to meet our new goals since we had better understanding of our team's work output.
We learned that it is very important to choose a well-defined project with clear and attainable
goals within the timeframe. You should not take on a project in a short timeframe that requires
lots of new skills to learn. Although it was difficult to parallelize our work items on this project
due to material resource limitations, we could've done a better job of splitting up our workload
to be more efficient. It was initially difficult to communicate clearly with each other and with our
project leads and mentors. It was challenging to try and wade through email chains when we
could've saved time by directly talking to each other. This would be easier if we weren't
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restricted by the COVID-19 pandemic. It helps to have all necessary materials for the project to
be requested or ordered as soon as possible in the project timeline.
From a technical standpoint, we should have avoided all software coded in Python 2.7 or
generally older software in our planning phase. We spent large amounts of implementation time
trying to debug deprecated code in libraries that were important for reaching our original goals in
time. A good test for this in the research phase would be to find another program that uses these
libraries that was made very recently to make sure that they haven't been deprecated. More time
should be invested in the beginning of the project to make sure external software is usable before
incorporating it into the development timeline. We probably sp_ent too much time reading
research papers and not enough time testing code components. The reason this didn't work out in
this particular project is because the SOR was unavailable during the planning phase meaning we
couldn't test any of these open source libraries until it was too late. Ultimately, although we are a
little disappointed in the outcome of our project, we all feel like we did a decent job with the
difficult topic we chose, and the unexpected situations that occurred.
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Github: https·llgjthuh comljaredht01 t/SDR-Sjgna)-Detector

Figure 4. HackRF One

Figure 5. HackRF One and Project Software
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Figure 6. Save File Dialog

Figure 7. Main GUI
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