In order to be considered secure, a payment system needs to address a number of security issues. Besides fundamental security requirements, like confidentiality, data integrity, authentication and non-repudiation, another important requirement for a secure payment system is fair exchange. Many existing payment protocols require that customers must pay for products before their delivery (in the case of delivery of digital goods) or the delivery of the receipt (in the case of delivery of physical goods). This unfair situation should be eliminated afterwards, that is, it is necessary to rebalance fairness for customers. In order to address these issues, we propose the Fair Exchange Internet Payment Protocol (FEIPS). The FEIPS protocol is designed for the payment of physical goods and falls into the category that uses a trusted third party for assuring fair-exchange. Although FEIPS has a strong emphasis on fair exchange, it still guarantees strong security properties, including confidentiality, data integrity, authentication and non-repudiation. The FEIPS protocol is designed to be simple and practical, unlike other similar protocols designed for the payment of physical goods. To demonstrate that FEIPS satisfies the desired properties, we perform a formal verification using the HLPSL language and the AVISPA tool.
F o r R e v i e w O n l y 1 . INTRODUCTION E-commerce systems need to address a number of security issues in order to be an effective and secure means of transferring payments across the Internet. In general, an e-commerce transaction can be defined as a process of exchanging goods of value [1] . For example, this can be a process of exchanging physical or digital goods for money.
It is generally accepted that, in order to be considered secure, a payment system must satisfy the following fundamental security requirements [2] [3] [4] [5] [6] [7] : confidentiality (secrecy), data integrity, authentication and non-repudiation. Also, another important security requirement is fair exchange [1, 8, 9] . It is crucial to ensure that e-commerce transactions (e-cash payment, contract signing, etc.) are fair. While ensuring fundamental security requirements across open networks has been studied intensively, designing a fair exchange protocol has become an active research topic in recent years. Fair exchange is a process that guarantees that, at the end of an exchange process, all the involved parties obtain the items they expect or neither one do [1, [10] [11] [12] [13] [14] [15] . It means that an e-commerce participant does not have any advantage over the other participants, at the end of an e-commerce protocol. For example, a fair exchange epayment protocol should make it impossible for a customer to receive the ordered goods (digital goods or a digital receipt for physical goods) while a merchant does not receive the customer's payment, and vice versa.
To better illustrate the need for fair exchange, let us consider a typical e-commerce process ( Figure 1 ). This process is very similar to the e-procurement process described in [16] . This typical e-commerce process can be divided into two phases: ordering and fulfillment. In the ordering phase, the customer and the merchant agree on purchase details. In the second phase (fulfillment phase), the customer makes the agreed payment to the merchant and the merchant delivers the ordered items to the customer. Obviously, exchanges of items during all phases of e-commerce process should be performed fairly. One of the goals that are necessary to F o r R e v i e w O n l y accomplish during an e-commerce process is to prevent a situation in which one of the participants does have an advantage over the other. Also, it is necessary to provide all participants with sufficient transaction evidence that can be used in a dispute resolution that may arise afterwards. FIGURE 
A TYPICAL E-COMMERCE PROCESS
Making sure that a protocol addresses all (or some) of the aforementioned security requirements is not a trivial task. Security flaws in many systems have been discovered some time after their proposal [17] [18] [19] . In order to make sure that a protocol is secure, one needs to formalize both the protocol and the security requirements that it needs to meet, and then verify that the requirements are met indeed. Fundamental security requirements are security requirements for which the Dolev-Yao intruder is the most powerful intruder [20] , under certain assumptions, such as perfect cryptography. In this paper, we present an extended version of the IPS protocol described in [21] . This extended protocol is called FEIPS (Fair Exchange IPS). As it is not designed with fairness in mind, the unfair merchant in the IPS protocol can violate the fairness for the customer (Section 5.3). This is why the FEIPS protocol tries to address the fair-exchange requirements, besides fundamental security requirements. The fair-exchange requirements are explained in Section 2. In Section 3, we discuss some of the existing fair exchange protocols. Because the FEIPS protocol is designed for the payment of physical goods, an analysis of similar protocols is of special interest for this paper. The original IPS protocol and the IPS system (which implements IPS protocol) are briefly described in Section 4. Also, the fair exchange problem in IPS protocol is described. Building upon the analysis of the related work (Section 3), especially on the analysis of e-payment protocols for physical delivery, and the original IPS protocol (Section 4), we define the FEIPS protocol in detail in Section 5. The specification, analysis and verification of the FEIPS are given in Section 6. As fair-exchange is one of most important properties in e-payment protocol, it is important to verify it through informal and formal analysis approach [9] . This is why discussion of fair-exchange in the FEIPS protocol is given in Section 7. Before concluding the paper, comparison against epayment protocols that are designed for the payment of physical goods is given in Section 8.
FAIR EXCHANGE REQUIREMENTS
According to [1, 10-12, 20, 22, 23] , a fair exchange protocol is a protocol satisfying the following requirements: effectiveness, fairness, and timeliness.
Effectiveness means that if participants behave according to the protocol and none of them wants to terminate a protocol execution, at the end of the protocol execution, the participants will obtain the items they expect, without the intervention of a trusted third party (TTP) [24] [25] [26] . TTP is introduced in protocols to support their execution and to help protocol participants with the process of exchanging goods. Fairness means that at the end of the protocol execution either both protocol participants obtain expected goods, or neither of them obtains any useful information about the goods of the other participant [27] . According to this, if at least one participant does not behave according to the protocol, then no honest participant wins or loses anything valuable. Some authors [13, 14, 22] distinguish between strong and weak fairness. Strong fairness is the fairness described previously in this paragraph, while weak fairness means that either strong fairness is achieved or it is possible for a participant to prove to an outside party that an unfair situation has occurred [14, 22] .
Timeliness means that the protocol will eventually terminate for all participants (that behave according to the protocol) and that after the termination point the degree of achieved fairness will not change (i.e., after the termination point no party can gain any advantage). A participant who behaves according to the protocol will eventually reach either a "success" or an "abort" termination state. Also, timeliness guarantees that at least one party has the ability to abort the normal protocol execution, and execute a resolution sub-protocol that will be executed in a finite amount of time [28] .
LITERATURE REVIEW
In general, there are two main categories of fair exchange protocols [1, 12, 14, 29, 30] : protocols with two participants (the exchange of goods is done directly between participants) and TTP-based protocols. Protocols with two participants can be divided into: gradual secret release protocols [31] [32] [33] [34] [35] and probabilistic protocols [29, [36] [37] [38] [39] . Although two-party protocols offer a potentially attractive solution for fair exchange as they do not require the involvement of a TTP, there is an important drawback of these protocols -it has been formally proven that it is impossible to achieve fair exchange without a TTP [37, 40] .
TTP-based protocols are relaying on TTPs to help with the exchange process. TTP-based fair exchange protocols can be divided into [1, [41] [42] [43] [44] : fair exchange protocols with inline TTPs, fair exchange protocols with online TTPs, and fair exchange protocols with offline TTPs. Using a TTP in every step of the protocol (inline TTP) or in almost every step of the protocol (online TTP) is inefficient. These two types of TTP's are susceptible to denial-ofservice (DoS) attacks (i.e., these types of TTP's are a single point of failure in terms of performance and security) [14, 15] . Additionally, it is important to notice that inline TTP may
give an unfair advantage to one of the parties involved in the protocol execution [14, 15] .
To avoid bottlenecks, the optimistic approach to fair exchange is introduced [12, 22] .
Optimistic fair exchange protocols act on the assumption that the protocol participants will not misbehave. They are using offline TTPs. Such TTPs are used only in a case of session recovery or abortion (which is assumed to be infrequent). Optimistic fair exchange protocols consist of at least the following two sub-protocols [45] [46] [47] [48] [49] : the normal exchange sub-protocol and the recovery sub-protocol. During the first one, participants attempt to exchange desired items by themselves, without any intervention of a TTP. In a case of a dispute, the recovery sub-protocol is invoked. The TTP then recovers the disputed items and restores fairness. In other cases the offline TTP does not take part in a protocol execution. A dispute between protocol participants can be caused by a protocol participant's misbehaviour or a communication link failure. An offline TTP is first time used in the design of a fair ecommerce protocol in 1990 [50] .
The NetBill protocol [51] is one of the earliest protocols to provide a complete solution to the problem of selling and delivering electronic goods over the network. The NetBill system uses a TTP called the NetBill server. The NetBill server is an account server which maintains accounts for both customers and merchants. This protocol ensures money and goods atomicity, but it does not ensure true fair exchange, since a merchant who has provided a worthless good is detected only after the transaction completes.
In [30] , a true fair exchange protocol based on the theory of cross validation is proposed. In this protocol, each participant can verify that the item they are about to receive is indeed the expected one. It is important to notice that the merchant escrows the encrypted product and a pair of keys with the TTP. Thus, if the merchant disappears after receiving the payment, the TTP can give the customer the key for decrypting the product. However, the private key of the key pairs of both the customer and merchant are available with the bank. Although the authors of this protocol claim that reliance on TTP is minimal, the generation of asymmetric keys for both merchant and customer, as well as encryption of the merchant's goods is all performed by the TTP.
Asokan [22] proposed a generic optimistic fair exchange protocol that is suitable for exchanging signatures, confidential data or payments. They claim that the proposed protocol is a first fair exchange protocol of generic items which are any digital products such as confidential data or payments. In the Asokan protocol [22] parties are able to validate the item only after receiving it, while the Ray et al. protocol [30] allows each party to verify whether the item that they are going to receive is the correct item or not before they receive it.
In [52] , the EMH (Enforce Merchant Honesty) e-commerce protocol for exchanging digital products and payments is proposed. The main idea of this protocol is to have one trustworthy party (the customer) and enforce the other party (the merchant) to be honest. This protocol consists of three messages to be exchanged between the customer and the merchant. The customer starts the exchange by sending a description of the product and an encrypted payment. As a response to the first message, the merchant sends an encrypted digital product to the customer. Upon receiving the merchant's product, the customer verifies it. If the customer is satisfied with the product, the customer sends the decryption key to the merchant, so that the merchant can decrypt the payment. Although, the protocol guarantees strong fairness for both the customer and the merchant, it is important to notice that it is based on Because the IPS/FEIPS protocol is designed for the payment of physical goods, an analysis of similar protocols is of special interest for this paper.
Zhang et al. [8] proposed a practical fair exchange e-payment protocol for anonymous purchase and physical delivery which applies the principle of true fair-exchange to the process of purchase and physical delivery via an e-commerce system without the involvement of TTP. This protocol consists of 7 messages. The authors of this protocol claim that this protocol ensures anonymity of both the customer and the merchant, and protects the customer's identity, sensitive information and spending behavior. Additionally, they claim that protocol successfully conceals the identity of either customer or merchant during the transaction even under all possibly potential collusion by various parties. Still, this protocol, with the concept of a delivery cabinet [8] seems complicated and potentially impractical. In this protocol, every customer and merchant must have an asymmetric key pair issued by their bank, which is associated with their bank account. This means that banks must maintain a very large database of customers' and merchants' public keys associated with their bank accounts. Next, the protocol requires the customer to send two payments for one transaction.
One payment will be sent to the merchant, while the other payment will be sent to the customer's bank, encrypted with a second key what bears a mathematical relation with the first key received by the merchant. Additionally, according to [23] there is a limitation in the fairness of the protocol which can bring the merchant in an advantage. Although the authors of that protocol mentioned that formal methods of software verification including model checking and theorem proving could be employed [8] , security requirements for this protocol (including fairness) are not formally verified.
Li et al. [53] proposed an e-commerce fair exchange protocol for the exchange of payment and physical product without the involvement of TTP. The protocol involves the bank (where all parties have their accounts) and the delivery agent that will deliver the physical product to the customer. The protocol consists of eight messages. The two parties will start the protocol by exchanging their signatures. After that, the delivery agent will deliver the physical product to the customer. If the customer is satisfied with the product then he will release the key to the delivery agent. Then, the physical product will be handed to the customer. The customer will then send a signed receipt to the delivery agent. The delivery agent will forward the key and the signed receipt to the merchant. The merchant will forward the key and the signed receipt to the bank, and the bank will finally transfer the amount from the customer's account to the merchant's account. There are some important issues with this protocol. It is not clear how the protocol will work if the two parties have accounts at different banks, because it is required that the customer and the merchant have their accounts at the same bank. Similar to the Zhang et al. [8] protocol, this protocol, with the concept of a delivery agent, also seems complicated and potentially impractical. Additionally, security requirements for this protocol (including fairness) are not formally verified.
Alaraj [44] proposed an offline TTP-based fair exchange protocol which allows customers to buy physical products from merchants online. The protocol involves the bank and the delivery agent that will deliver the physical product to the customer. It consists of two subprotocols: the exchange subprotocol (which consists of 6 messages) and the resolution subprotocol (which consists of 2 messages). Although the author of this protocol claim that the protocol ensures fairness for both customer and merchant, it is important to notice that this protocol is not formally verified, i.e. it is not formally verified that this protocol satisfies fundamental security requirements, including fairness. Specially, it is not known how the payment is signed by the customer in the first message of the exchange subprotocol because the customer does not have an asymmetric key pair issued [44] . [55, 56] , and SSL/TLS [57] establish secure communication over insecure networks in order to ensure that no attacker can obtain sensitive information or impersonate some regular protocol participant. These protocols are protecting protocol participants, who trust one another, from potential attackers. It is obvious that this scenario is inappropriate when one protocol participant does not even know the other protocol participant. Also, it has been well documented [58, 59] that lack of trust between protocol participants can restrict the potential of e-commerce. Preliminary registration is an attempt to strengthen the trust [27] . This is why customers who wish to participate in the protocol must first enroll with an authority. Classical e-payment protocols that employ registration include SET [5, 19, 54, 55] and Visa 3-D Secure [55, 56] . Registration gives the customer some confidence in the merchant, and vice versa, but it does not change the security framework. The protocol participants must still trust each other [27] . This is why these protocols do not achieve the fairness when, for example, the merchant misbehaves. The same is with modified versions of classical e-payment protocols, for example with improved SET protocol [60] .
The situation is similar with the IPS protocol that we proposed in [21] and that belongs to the same category as classical e-payment protocols for credit card payments, like SET and VISA 3-D Secure. As it is not designed with fairness in mind, it is possible to violate the fairness for the customer. Before this deficiency is described (Section 4.3), a short description of the original IPS payment system, including description of the original IPS protocol, is given in the following section.
Building on the findings of the analyzed literature above, we set the design goals for the FEIPS protocol in order to address the identified research gaps. The FEIPS design goals include all the original IPS design goals (more information about the IPS design goals can be found in [21] ). Regarding security, we demand that the FEIPS protocol must satisfy and non-repudiation. Also, there is one additional requirement -the FEIPS protocol must be fair (unlike SET and VISA 3-D Secure), i.e. it must provide fair exchange for both the customer and the merchant, even when one of them is misbehaving (which is likely to happen in a real environment). Besides these requirements, the FEIPS protocol should have minimal reliance on TTP (unlike protocol described in [30] ), it should be simple, practical and easy to use for secure credit and debit card transactions (unlike the Zhang et al. e-payment protocol [8] and the Li et al. protocol [53] ), while the customer and/or the merchant should not be considered trustworthy participants (unlike the EMH protocol [52] ). Contrary to the Zhang et al. [8] and Li et al. [53] e-payment protocols for physical delivery, the FEIPS protocol should not be complicated and impractical. Additionally, all additional design goals from the original IPS protocol are retained -the FEIPS protocol should: use strong cryptography and authenticity checking models, prevent the merchant from seeing payment information, prevent card issuers from seeing order information (i.e., protecting merchants' privacy), and free customers from any form of preliminary registration (unlike the Zhang et al. [8] and Li et al. [53] e-payment protocols). Specifically, this last requirement means that customers are not required installing any additional software for secure payments, and they are not required to have a digital certificate issued from a certificate authority. It is important to mention that the FEIPS requirements are in accordance with the desired security properties of any e-commerce protocol [59] . A detailed description of the FEIPS protocol is given in Section 5.
THE ORIGINAL PROTOCOL -IPS
The principal participants in IPS, as well as in FEIPS (as shown in Section 5), are: the customer (the payment Web segment), the merchant, the merchant Web shop, the payment gateway, and the bank ( Figure 2 ). The "merchant" is a piece of software running on the merchant's server. The payment Web segment is a digitally signed piece of software running on the customer's computer, automatically downloaded from the merchant server prior to the protocol execution. The payment Web segment handles all the protocol interaction on the customer's side; for the sake of simplicity we will then use the term "customer" interchangeably with "payment Web segment". It should be clear from the context which one of the two we are referring to. In addition, we will abstract away from the details of the connection between the merchant and the merchant Web shop and view them as being the same.
FIGURE 2. THE PRINCIPAL PARTICIPANTS IN IPS AND FEIPS
Because one of the main IPS design goals was to create a protocol in which the customers will not be required to perform any kind of registration before they may engage in IPS transactions (although a prior registration is still an option), there are two scenarios of the IPS protocol [21] . In this section, similarly as in [21] , we discuss only the first scenario of the protocol. In this scenario (the more complicated one) of the IPS protocol, customers are freed from preliminary registration, i.e. they are not required to have a digital certificate issued from an IPS Certificate Authority [21] .
The communication between the participants goes through two phases: the preparation phase and the IPS protocol phase.
THE PREPARATION PHASE
The IPS preparation phase consists of two sub-phases, the ordering sub-phase and the payment Web segment download sub-phase. During the ordering sub-phase, the customer searches the merchant's e-commerce website and finds the products they would like to buy, adds them to the shopping cart, and then initiates (e.g., through a check-out button) the payment Web segment download sub-phase. The payment Web segment is digitally signed by a trusted party (the payment gateway) to prevent any possible modifications to it by the merchant.
The payment Web segment asks the customer for their credit card information and a challenge code which will authenticate and authorize the customer to use the credit card in question [21] . The payment Web segment creates a self-signed customer digital certificate, based on a previously created public/private key pair. As this digital certificate is not signed by any CA, it is obvious that at this stage, the protocol does not provide any assurance of the identity of its owner. The ownership of this digital certificate can only be established afterwards, during the IPS protocol execution. After the ownership is established, the certificate can later be used in a dispute resolution in a similar manner to the digital certificates issued by a CA. It is important to mention that this certificate is temporary and it is used for one session only. In addition, this process does not require any kind of customer interaction or intervention, as all of this is done automatically by the payment Web segment.
After this, the IPS protocol starts to execute.
THE IPS PROTOCOL DESCRIPTION
The IPS protocol consists of six messages, as shown in Figure 3 . In the first message of the IPS protocol, a temporary customer certificate is transmitted from the customer to the merchant. The second message represents the merchant's response to the first message. The merchant's response contains a freshly generated unique ID for the session; this ID is also used to identify the transaction. In the next step (i.e., third message), a payment message (containing the relevant payment information based on the user input) and a signature of the order are prepared. The payment message is encrypted using the payment gateway's public key. This prevents the merchant from seeing the payment information. In the fourth message, the payment message is forwarded to the payment gateway, since the merchant cannot decrypt it. The merchant also includes the customer's certificate in the fourth message.
FIGURE 3. MESSAGE EXCHANGE IN THE IPS PROTOCOL
Upon receiving the payment message, the payment gateway decrypts it, checks the signature of the payment information, and checks if the customer is authorized to use the credit card in question. The authorization of the customer is performed based on the combination of the credit card number and the challenge code. If this combination is valid, the customer is authorized to use the credit card in question. This also means that the ownership of the temporary certificate is established (i.e. we can say that the owner of the certificate is the owner of the credit card). The challenge code can be any sort of secret code issued by the bank. For example, the credit card PIN code can be used. In the rest of the paper, we refer to this code simply as PIN. In the fifth message of the IPS protocol, the payment gateway sends a response to the merchant, and the merchant forwards the response to the customer (message 6). 
IPS PROTOCOL AND FAIR-EXCHANGE
As it is already mentioned, the IPS protocol is designed for the payment of physical goods.
It is clear that the fair-exchange problem in a case of this protocol (and similar ones) is a problem of exchange of electronic money for a digital receipt. This digital receipt can be used as a proof of a payment for ordered products.
As it can be seen from the IPS protocol description (Section 4.2), fairness can be violated only for the customer. There are two reasons for this. First, the exchange of the messages in the IPS protocol is done in such a way that the merchant is involved in every message exchange, i.e. the customer and the payment gateway do not communicate directly. Second, the digital receipt for the customer (messages 5 and 6) is returned after the payment process is finished.
The design of the IPS protocol, especially the above two reasons, always gives the advantage to the merchant. This advantage should be eliminated afterwards, that is, it is necessary to rebalance fairness for the customer. Similar to IPS, many existing payment protocols require that customers must pay for products before their delivery (in the case of delivery of digital goods) or the delivery of the receipt (in the case of delivery of physical goods) [5, 19, [54] [55] [56] . This is why these protocols have the same type of violated fairness problem as IPS has. This is especially true for the SET protocol, because the sequence of messages exchanged between participants is the same as in the case of the IPS protocol.
Thus, all observations stated in this section are also valid for the SET protocol.
The most obvious violation of the fairness for the customer occurs in a situation when the merchant does not send message 6 to the customer (Section 4.2, Figure 3 ). This situation can occur when the merchant does not behave according to the protocol, or in a case of a network connection failure. In such situations, the customer will not receive the response message (message 6). A similar situation can occur if the merchant does not receive message 5. As in Page 15 of 43   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60 F o r R e v i e w O n l y the situation when the customer does not receive the response message, the payment process is already finished and the fairness for the customer is unbalanced. As a consequence of the unbalanced fairness in these situations, the customer can initiate a new order of the same goods, or the customer can initiate a new payment of already paid products.
The protocol execution can also be terminated if a network connection failure occurs or if a dishonest merchant does not want to forward message 4 to the payment gateway. In both the situations, the merchant has the payment message and can forward it to the payment gateway afterwards, which will result in a possible money transfer to the merchant's account. As in the previous situations, the customer will not receive the response message and the fairness for the customer is unbalanced again.
Also, it is obvious that the fairness can not be unbalanced for the customer, if a protocol execution is terminated before the merchant receives message 3. The reason for this is that the merchant did not receive the payment message and, obviously, the merchant can not forward it to the payment gateway. This is why the payment gateway can not initiate the payment process and the merchant can not gain the advantage over the customer.
THE MODIFIED IPS PROTOCOL -THE FEIPS PROTOCOL
As the FEIPS is based on IPS, it has the same protocol participants: the customer (the payment Web segment), the merchant, the merchant Web shop, the payment gateway, and the bank (Figure 2 ). The communication between the participants also goes through two phases: the preparation phase and the FEIPS protocol phase. The most important difference is that the FEIPS protocol consists of three subprotocols: the FEIPS setup subprotocol, the FEIPS payment subprotocol and the FEIPS resolution subprotocol. The other assumptions and restrictions defined for the original IPS protocol also hold for the FEIPS protocol (Section 4).
Before introducing the FEIPS protocol, the notation used in the description is summarized in Table I . As it can be seen, the standard Alice-Bob notation is used, in which the sender and the receiver are noted first, followed by the contents of the message. Hybrid encryption of a message m with the key k means that the message m is encrypted using a symmetric session key s, which is in turn encrypted using an asymmetric key k (the digital envelope). The session key s is then used for the remainder of the session between the two parties. For example, the message:
actually means:
and Kab is used for the encryption of all further messages between A and B during the session.
The FEIPS protocol message exchange is shown in Figure 4 . The FEIPS setup subprotocol consists of two messages (message 1 and message 2), the FEIPS exchange subprotocol consists of four messages (message 3 to message 6), while messages 7 and 8 represent the FEIPS resolution subprotocol. Now, each of these eight messages of FEIPS is described in detail, using the Alice-Bob notation.
FEIPS SETUP SUBPROTOCOL
Message 1: C -> M: ({PubKC}PubKM) In this message, the temporary customer certificate (denoted as PubKC) is transmitted from the customer to the merchant. The temporary certificate is encrypted with the merchant's public key (denoted as PubKM), using the previously mentioned hybrid encryption.
This message represents the merchant's response to the first message. In this message, Sid is a freshly generated random number, which serves as an ID for the session. This session ID is also used as the transaction identifier, and should be unique for each session. Sid and its digital signature (to confirm the merchant's identity) are encrypted using the customer's public key received in message 1. Then, the payment message PM is prepared:
The payment message (PM) consists of the payment information and the digital signature of the payment information. The whole message is encrypted using the public key of the payment gateway. This prevents the merchant from seeing the credit card information.
Additionally, the customer gathers the relevant order information (OI):
Then, the customer digitally signs the order information:
Since the merchant also knows the order description (OrderDesc), the amount (Amount) and session ID (Sid), the merchant can generate OI as well. This is how the merchant can make sure that the customer signed the same order information. If this is the case, the merchant then stores this digital signature along with the order information itself. This can later be used as a proof to verify what the customer has ordered, as is described in Section 6.3. Now, the merchant starts to communicate with the payment gateway, through message 4. In message 4, the payment message PM is forwarded to the payment gateway, since the merchant cannot decrypt it. The merchant also includes the customer's temporary certificate in this message. The customer's temporary certificate, the amount and the session ID are digitally signed to confirm the merchant's identity. 
FEIPS RESOLUTION SUBPROTOCOL
In the case when the customer does not receive message 6 in an appropriate amount of time, for any reason, a timeout will happen. In that case, the fairness for the customer is Upon receiving this message, the payment gateway decrypts it by using its secret key. After that, the payment gateway checks whether the answer for the combination of Sid, Amount, NonCPG and PubKC is already generated, and for which customer. If that answer is already generated and if the digital signature of message 7 is verified by using the customer's public key (received in message 4), then the payment gateway sends message 8 directly to the customer. If that answer is not previously generated (i.e., if the payment gateway did not received the message containing the session ID (Sid)), the amount (Amount), a fresh nonce for the payment gateway (NonCPG), and the temporary customer certificate (PubKC) in question, then the negative response will be sent to the customer and these values will be saved in the payment gateway's database. If message 4 containing these values arrives afterwards, the payment gateway will know that the negative response is already generated and sent to the customer, so the same negative response will be sent to the merchant, too. This is the same action the payment gateway will take in a case when message 4 is replied by the merchant. It is important to mention that we avoid specifying the concrete amount of time after which the timeout shall occur, that is, it is not specified how long the customer will wait for message 6. This timeout period can be a few seconds, minutes or more, but for achieving the fairness it is necessary to exist, so the customer will not wait forever for message 6 to arrive. and fed to several back-end tools for completely automated analysis. There are four backend analysis engines available with the AVISPA tool: CL-AtSe (a constraint solver [65] ), OFMC (a symbolic model checker [66] ), SATMC (a SAT-based model checker [67] ), and TA4SP (a tree automata based tool [68] ). These tools employ the standard Dolev-Yao model, in which the intruder is assumed to have a complete control over the network [20] . Even though the tool has support for the specification of arbitrarily complex properties by the use of LTL (linear temporal logic) formulae, no analysis engine of the AVISPA tool actually uses this power, except of the extended version of the CL-AtSe engine [17, 69] . It is important to mention that only secrecy and authentication properties can be specified directly in HLPSL A HLPSL specification is role-based. For each participant of a protocol, a role should be created. Also, protocol steps are modeled as transitions in a role. At the end, the desired security properties of the protocol are also modeled. AVISPA's backend tools search the state space for states that violate the specified security properties.
For the purpose of modeling of the FEIPS protocol, we have made several simplifications, as follows. We have modeled the roles of the customer, the merchant and the payment gateway, and we have abstracted the details of the payment gateway -bank connection, which is considered to be secure. We hypothesize that this is a reasonable assumption, since the compromised payment gateway -bank connection allows an intruder to view all sensitive information. We have also assumed that the shopping process itself already took place, i.e.
that both the customer and the merchant know the order details and the amount beforehand.
Also, we have assumed that the shopping process (the ordering sub-phase of the preparation phase) took place through HTTPS. The reason for this is explained in Section 6.2.
HLPSL SPECIFICATION OF ROLES AND SESSIONS
The HLPSL specification of the customer role is given in Figure 5 . We will not describe the HLPSL semantics in detail; we will just point out some HLPSL elements important for our model. For more information on HLPSL, we refer to [63, 64] . As shown in Figure 5 , the description of the customer role begins with a list of role parameters such as the credit card information (CardInf), the amount (Amount), and the order description (OrderDesc). Next, Figure 5 shows the list of variables local to the role (keyword local) such as the nonces (NonCPG) and the session ID (Sid). The key parts of the role specification are the transitions. 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 (Section 5, message 1). In this transition, a fresh session key (Kcm) and a temporary certificate (PubKC) are generated using the HLPSL function new(). This message is sent to the merchant over a public channel. Also, one witness event is generated in this transition.
Witness events are described later in this section.
The trigger for the second transition is protocol message 2. Note that the digital signatures are represented as encryptions of message hashes by using the corresponding private keys, as this is how digital signatures are represented in AVISPA [63, 64] . The result of this transition is protocol message 3 and a series of secret and witness events. Secret events will also be described later in this section.
The third transition corresponds to protocol message 6, in which the response from the payment gateway is received and the protocol is terminated. In this transition, we generate the request events. These events are also described later in this section.
The trigger for the fourth transition is the timeout. The result of this transition is protocol message 7. The fifth transition corresponds to protocol message 8, in which the response from the payment gateway is received and the protocol is terminated. In this transition, the request events are generated. These request events are identical to the request events generated in the third transition. This is how the same security requirements are modeled, regardless of possibly different protocol execution paths.
The merchant and the payment gateway roles are modeled in a similar way. The merchant role transitions correspond to protocol messages 1-6, while the payment gateway role transitions correspond to protocol messages 4, 5, 7 and 8.
As stated in the beginning of Section 5, we demand that the protocol meets several security goals. These security goals are modeled as events in HLPSL, as follows. , creating a security goal identified by id. If there is a state in the transition system where the intruder learns m when he (the intruder) does not belong to the specified set, the goal id is violated. As it can be seen from the customer role and its secret events, we demand that the credit card information remains secret between the customer and the payment gateway (a goal identified as payment). Similarly, we demand that the amount remains secret between the customer, the merchant and the payment gateway, and that the order description remains secret between the customer and the merchant (a goal identified as order).
Secrecy goals are achieved through secret events in HLPSL. Secret event secret(m, id, {a,
Authentication goals are achieved through witness and their corresponding request events. 
ANALYSIS
In the analysis, we modeled three parallel sessions: one with honest participants (normal session), one with a malicious customer, and one with a malicious merchant. In HLPSL, this is achieved through a top-level role called environment. The environment role for the first FEIPS scenario is given in Figure 7 . As it can be seen from the figure, we assumed the payment gateway (TTP) to be honest. The payment gateway role is never played by the intruder i, while customer and merchant roles can be played by the intruder i. We hypothesize that this is a reasonable assumption, since a dishonest payment gateway is allowed to view the sensitive credit card information anyway, and poses a major security problem.
The intruder_knowledge set from Figure 7 contains all the constants that the intruder knows prior to the protocol execution. Note that in this model, the constants amount1 and orderDesc1 are not contained in this set, that is, we assume that the shopping process takes 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 We also modeled the following security goals (Figure 8 ): secrecy of the order description between the customer and the merchant; secrecy of the credit card information between the customer and the payment gateway; and (strong) mutual authentication between all pairs of participants (i.e., customer -merchant on the order information, merchant -payment gateway on the amount and the response, and customer -payment gateway on the payment information, the temporary certificate and the response).
role environment() def= const h: hash_func, pin_func : hash_func, order,payment,mp_deal,pm_deal,cm_deal,mc_deal : protocol_id, cp_deal,pc_deal,cp_pubkc,pc_pubkc : protocol_id, pc_response,pm_response : protocol_id, c,m,p: agent, pubkm,pubkpg,pubk_i: public_key, cardInf_c,cardInf_i,orderDesc1,orderDesc2,orderDesc3: text, timeout : text, amount1,amount2,amount3 : nat intruder_knowledge = {c,m,p,pubkm,pubkpg,pubk_i,inv(pubk_i), cardInf_i,amount2,orderDesc2,amount3, orderDesc3,h, pin_func(i.cardInf_i)} composition session(c,m,p,cardInf_c,amount1,orderDesc1,pubkm, pubkpg,pin_func(c.cardInf_c),pin_func,h) /\ session(i,m,p,cardInf_i,amount2,orderDesc2,pubkm, pubkpg,pin_func(i.cardInf_i),pin_func,h) /\ session(c,i,p,cardInf_c,amount3,orderDesc3,pubk_i, pubkpg,pin_func(c.cardInf_c),pin_func,h) end role Page 28 of 43   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 Currently, non-repudiation and fairness goals cannot be modeled explicitly in HLPSL and analyzed by all AVISPA's backend analysis engines [70] . However, it is well known that non-repudiation is a form of authentication [71] . As noted before, a strong authentication between two parties on a certain property implicitly ensures the data integrity of such a property between those two parties. Additionally, fairness can be defined as a function of non-repudiation of origin (NRO) and of non-repudiation or receipt (NRR) [70] . The NRO property requires a guarantee that the sender sent some particular message to the recipient, while the NRR property requires a guarantee that the recipient received some particular message. According to the definition of the fairness (Section 2), we can tell that we have fairness if both the properties, NRO and NRR, are ensured or both are flawed at the end of the protocol execution, for a given message M [70] .
As already explained in Section 4.3, the fair-exchange problem in a case of the FEIPS protocol is a problem of exchange of electronic money (payment information) for a digital receipt (response). This is why, in the case of the FEIPS protocol, we can leave out the merchant role and define fairness as follows. In the FEIPS protocol, NRO should provide the guarantee that the customer sent a message to the payment gateway containing the payment information. If this message is signed by the customer and successfully received by the payment gateway, it can be used as the evidence that the customer sent this message to the goal authentication_on mp_deal authentication_on pm_deal authentication_on cm_deal authentication_on mc_deal authentication_on cp_deal authentication_on pc_deal authentication_on pc_pubkc authentication_on cp_pubkc authentication_on pc_response authentication_on pm_response secrecy_of order secrecy_of payment end goal Page 29 of 43   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 In the FEIPS protocol, NRR should provide the guarantee that the payment gateway received (or did not receive) the message containing the payment information. If the message containing the payment information is received from the merchant (Section 5, message 3), then the response will be generated by the payment gateway and eventually delivered to the customer (Section 5, message 6 or message 8). If this response is signed by the payment gateway and successfully received by the customer, it can be used as the evidence that the payment gateway sent this message to the customer. Also, it can be used as the evidence that the payment gateway received (or did not receive) the message containing the payment information both sent by the customer (Section 5, message 3) and transferred by the merchant (Section 5, message 4). Thus, NRR FEIPS = C authenticates PG on Response.
In other words, the fairness is achieved: if the payment gateway authenticates the customer on the payment information (NRO FEIPS ) and the customer authenticates the payment gateway on the response (NRR FEIPS ). If both properties, NRO and NRR, are flawed the fairness is also achieved. It is important to mention again that fairness can only be violated for the customer and by the merchant (see Section 4.3).
VERIFICATION RESULTS
The analysis of our specification of the FEIPS protocol resulted in no attacks. We assumed a strongly-typed model, i.e., a model in which a message field is always interpreted according to its type, and no two fields of different types can be substituted for each other. The strongly-typed model leads to smaller search spaces at the cost of abstracting away possible type-flow attacks on a protocol [66, 67, 72] .
Two of the AVISPA backend analysis engines, CL-AtSe and OFMC have verified the Page 30 of 43   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60 F o r R e v i e w O n l y protocol to be safe under the assumption of a bounded number of sessions. In other words, they found that the protocol achieves all of the specified goals. Also, it is important to mention that the analysis was too complex for the current versions of the other two tools -SATMC and TA4SP. We were unable to get any output from them in a reasonable amount of time.
Corollary 1. The FEIPS is a fair exchanging protocol satisfying the fundamental security requirements: confidentiality, authentication, data integrity, nonrepudiation.
The results obtained using AVISPA confirm the Corollary 1. In summary, the confidentiality (secrecy) requirement of the FEIPS protocol is verified through the secrecy goals in the AVISPA model on all the important data between the participants of the protocol (i.e., credit card information between the customer and the payment gateway; the amount between the customer, the merchant and the payment gateway; and the order description between the customer and the merchant). The authentication requirement of the FEIPS protocol is verified through the authentication goals in the AVISPA model, i.e. strong (mutual) authentication goals are achieved between all the pairs of the participants of the protocol (i.e., customer -merchant on the order information; merchant -payment gateway on the amount and the response; and customer -payment gateway on the payment information, the temporary certificate, and the response). As noted before, checking authentication in this way implicitly ensures data integrity. This means that data integrity of the order information, the payment information, the amount, the temporary certificate and the response is achieved, and that FEIPS protocol satisfies the data integrity requirement.
As already mentioned, we modeled non-repudiation goals implicitly through authentication goals. Since the payment gateway authenticates both the customer (on the payment information and temporary certificate) and the merchant (on the amount), neither of them can repudiate their participation in the transaction. In the case of a dispute, the corresponding 
DISCUSSION OF FAIR-EXCHANGE
As already mentioned in Section 6.1, the AVISPA tool uses the Dolev-Yao intruder model to automatically verify the specified security goals, including fairness, which is specified indirectly through authentication goals. Although the non-repudiation and fairness goals can be based on authentication problems, this solution does not fully suit the current implementation of the intruder model in the AVISPA tool [69, 70, 73] . When the intruder plays a role of a protocol participant, then the intruder will act as a dishonest protocol participant. In such a situation, the current implementation of the AVISPA's backend engines [17, 69] ) will throw away the protocol transitions of the impersonated protocol participant and the knowledge of this protocol participant will be added to the intruder's knowledge [69, 70, 73] . This is not a problem for verification of authentication and secrecy properties, but since the intruder will not fire the transitions that would generate the witness and request predicates of the impersonated protocol participants, non-repudiation can not be verified [70] . This is why specification of a session where the intruder plays a role of the merchant, will not permit to consider all the possible scenarios, and some attacks may be missed with such a restriction. This is why we also explain fair-exchange requirements informally.
As mentioned in Section 2, a fair exchange protocol is a protocol satisfying the following requirements: effectiveness, fairness and timeliness.
EFFECTIVENESS
According to the definition of the effectiveness, all participants are assumed to be honest and none of them want to abort the protocol [24] [25] [26] . This condition is necessary because, in asynchronous systems, message delays are unknown (unbounded), but finite. According to this, in a certain period of time it is not possible for a protocol participant, who behaves according to the protocol, to distinguish the following two situations:
1. when the other protocol participant behaves according to the protocol, but the network is slow, 2. when the other protocol participant does not behave according to the protocol.
It is important to notice that there is a risk that the exchange between protocol participants will not succeed because one of them did not wait long enough (timeout occurred) for the message of the other. As messages can be delayed for unbounded (but finite) amount of time, it is obvious that the FEIPS protocol demands that an intruder can not block messages forever between an honest protocol participant and a TTP. Such links are called resilient links. In the 
TIMELINESS
The timeliness property ensures that the protocol will eventually terminate for all participants that behave according to the protocol. Also, the degree of achieved fairness will not change after the termination point. In addition, timeliness guarantees that at least one party has the ability both to abort the normal protocol execution and to execute a resolution subprotocol that will be executed in a finite amount of time. In the case of the FEIPS protocol, we introduced the timeout. This is a period of time in which the customer waits for the response from the merchant, after which the FEIPS resolution subprotocol is started. As this subprotocol is executed between the customer and the payment gateway, and as the communication link between them is resilient, it is obvious that the FEIPS protocol will eventually terminate. After the termination point, the degree of achieved fairness will not change, because the FEIPS protocol does not provide a way for that to happen. If the customer, after the termination point, has a digital receipt of successful payment (Section 5, the response message), the money transfer is also made to the merchant's account. If the money transfer is made to the merchant's account, then after the protocol termination, the customer will also have a corresponding digital receipt (Section 5, message 6 or message 8).
If one of them has not received expected goods (the customer -digital receipt, the merchantthe money), then the other participant has also not received what he expected.
FAIRNESS
Now we will analyze the protocol messages in the context of the fairness. If the protocol execution is terminated during the exchange of the first two messages, it is obvious that fairness can not be violated neither for the customer nor for the merchant. The reason for this is that the payment message (containing payment information) was not formed by the payment web segment and sent to the merchant. This is why the payment process will not be executed, and the merchant will not gain an unfair advantage over the customer.
If the protocol execution is terminated during the exchange of the third protocol message, the payment message was formed and sent by the customer, but it was not received by the merchant. In this situation the payment process will not be executed, and the merchant will not gain an unfair advantage over the customer. The customer will wait for the response message (message 6) until the timeout occurs. When the timeout occurs, the customer initiates the FEIPS resolution subprotocol (message 7). As the payment gateway did not receive the payment message from the merchant (message 4), it will generate the negative response for the customer (message 8).
As it is mentioned in Section 4.3, the protocol execution can be terminated during the exchange of the fourth protocol message, for the following two situations: a network connection failure has occurred or a dishonest merchant does not want to forward the message 4 to the payment gateway. In both situations the merchant has the payment message and can forward it to the payment gateway afterwards. As in the previous case, the customer will wait for the response message (message 6) until the timeout occurs and initiate the FEIPS resolution subprotocol (message 7). If the payment gateway did not received the payment message from the merchant (message 4), it will generate the negative response for the customer (message 8). Also, the payment gateway will store the following values in its database: session ID (Sid), the amount (Amount), nonce for the payment gateway (NonCPG) and the customer's temporary certificate (PubKC). If the merchant sends message 4 to the payment gateway afterwards, the payment gateway will determine whether it will already have generated the response for the same session. The same negative response will also be returned to the merchant. It is important to notice the following. It is possible to happen (in a F o r R e v i e w O n l y case of a "slow" network between the merchant and the payment gateway) that the message 4 transfer takes longer than the timeout, so that the payment process will not be executed.
Although this is an implementation issue, it can be seen that the proper selection of the timeout value is very important. If the protocol execution is terminated during the exchange of messages 5 and 6, it is important to note that the payment process is already finished.
These are the situations when the fairness for the customer is violated. When the timeout occurs, the customer initiates the FEIPS resolution subprotocol (message 7). The payment gateway will determine if they will already have generated the response for the corresponding merchant and the combination of the session ID (Sid), the amount (Amount) and the nonce for the payment gateway (NonCPG). This answer will also be sent to the customer (message 8).
It is important to notice that the payment gateway acts as a TTP only when the protocol participants have a dispute that they cannot resolve by themselves in a satisfactory manner, i.e. in a situation when the fairness is violated for the customer. This approach is known as the optimistic approach [22] . The response sent to the customer in a case when the FEIPS resolution subprotocol is executed is the same as the response sent to the customer in a normal protocol execution. This is not the case with many existing fair-exchange protocols.
Also, it is important to notice that, in the original IPS, the payment gateway communicated only with the certified merchants. In this solution for the FEIPS protocol, the payment gateway must also communicate with the customers. This is why the openness of the payment gateway to the outside world becomes higher, and thus, increasing the possibility of DoS attacks. Still, this possibility is significantly lower than that of the fair-exchange protocols with inline or online TTP's. This increased possibility of DoS attacks can be reduced by distributing the functionality of the TTP service across several entities [14] . 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 If the Customer tries to start the protocol by sending message 3, then this message will be discarded by the Merchant and the protocol will be terminated. The reason for this is that message 3 must contain (among other information) a digital signature of the relevant order information DSigC(OrderDesc, Amount, Sid), where Sid (session ID) is previously generated by the Merchant and sent to the Customer in message 2. This unique freshly generated random number serves as an ID for the session and as a transaction identifier. If the Customer does not have the right Sid then the digital signature of the order information cannot be verified by the Merchant. This is why message 3 will be discarded by the Merchant and the protocol will be terminated.
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The Customer can also try to start the protocol by sending message 7 directly to the Payment Gateway. To construct a valid message 7, the Customer also needs a valid session ID (Sid) generated by the Merchant and sent to the Customer in message 2. Upon receiving message 7, the Payment Gateway checks whether the response for the combination of Sid, Amount, NonCPG and PubKC is already generated, and for which customer. In this case, when the Customer tried to start the protocol by sending message 7, the response for this combination of Sid, Amount, NonCPG and PubKC is not previously generated, and this is why the negative response will be generated by the Payment Gateway sent to the Customer.
If the protocol was modified in order to send payment information directly from the Customer to the Payment Gateway, not through the Merchant (like it is now), then we would basically have a two-party payment protocol. In this case, the protocol would not be a fair exchange protocol. As it is already mentioned, it has been formally proven that it is Page 37 of 43   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60 F o r R e v i e w O n l y impossible to achieve fair exchange without a TTP [37, 40] . If we neglect this fact, we would still have at least one important issue to resolve: we should have one/some additional message(s) between the Merchant and the Payment Gateway. This/these message/messages is/are necessary because the Merchant must get information about the payment. This is why the modified protocol would contain at least five messages (in best case): 1. C->M; 2. M->C; 3. C-PG; 4. PG->M, and 5. PG->C (i.e., the Payment Gateway must send two messages about a successful payment -one to the Merchant and the other one to the Customer). Again, this modified protocol would not be a fair exchange protocol. Therefore, one additional message in the FEIPS protocol (or three in the case of a dispute resolution, which is the worst case), is not so high price to pay for a fair exchange protocol.
COMPARISON TO THE RELATED WORK
In this section the FEIPS protocol is compared against e-payment protocols that are designed for the payment of physical goods. Therefore, the FEIPS protocol is compared against the Zhang et al. [8] , Li et al. [53] , and Alaraj [44] protocols and the classical epayment protocols for credit card payments SET, Visa 3-D Secure and SSL/TLS.
Comparing FEIPS with them, we find that the main advantages of FEIPS are:
− prior registration of the customer is not required (unlike other protocols).
− The customer has an asymmetric key pair (temporary certificate) which is not generated by the bank or TTP, and which is not associated with the customer's bank account (unlike 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 The main drawback of the FEIPS is that the payment gateway must also communicate with the customers (when the FEIPS resolution subprotocol is initiated). This increases the possibility of DoS attacks which can be reduced by distributing the functionality of the TTP service across several entities [14] .
CONCLUSION
Fair exchange is an important property that needs to be addressed by all e-commerce protocols. Keeping this in mind, we proposed FEIPS, an e-commerce protocol that ensures Page 39 of 43   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59 [21] . The FEIPS protocol is designed for the payment of physical goods and falls into the category that uses a trusted third party for assuring fair-exchange. Specially, the TTP role is played by the trusted protocol participant -the payment gateway. The FEIPS protocol is designed to be simple and practical, unlike other similar protocols designed for the payment of physical goods.
Most of the times, none of participants of an e-commerce protocol (in all e-commerce protocols) misbehaves. Keeping this in mind, we have taken an optimistic approach in the FEIPS protocol -the payment gateway does not play the TTP role unless necessary. This is in contrast to some other similar protocols that actively use the TTP to ensure fair exchange.
This approach reduces the bottleneck at the TTP and also allows for accomplishing requested security objectives by using an off-line TTP that need not be active for the entire duration of the transaction.
In summary, the FEIPS protocol is a fair-exchange e-payment protocol that satisfies fundamental security requirements. Today, there is a common agreement that payment protocols need a proof of security to be acceptable. To prove the security of the FEIPS protocol, we modeled the protocol using HLPSL. We have run the analysis using the AVISPA tool. The results of the analysis were positive; in other words the protocol achieves the desired properties: confidentiality, integrity, authentication, non-repudiation and fairness.
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