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“Today’s typical programmer eads specifications in English,. . . debugs a program 
to some extent, . . . drinks coffee and talks about politics. The (aware) programmer 
of the future reads specifications in formal languages (eg. Z, VDM), . . . reasons 
that the program satisfies the specification, . . . drinks coffee and talks about partial 
functions (and politics).“’ So we are told in Volume 4, the last volume of this very 
welcome guide to the essential discrete mathematics and logic of software 
specification, a study pack which comes complete with a video well-coordinated 
with the text. 
Any company which intends to introduce formal methods should certainly buy 
it and make it available to its employees, especially as a reference work and for use 
as a mathematical refresher. For such uses the pack can be strongly recommended. 
As teaching material, one might feel that the pack is marginally less successful, and 
might have been made to look more attractive to the reluctant programmer. Its 
production values, for which the authors are of course not responsible, rate rather 
lower than (say) those of the widely available Schaum series of work-books. 
The study pack is divided into four volumes, the first three of which contain 
material arranged into six blocks. The first two volumes, containing blocks 1 to 6, 
deal with the software c&is-with the background to the demand for formal methods 
in software engineering-and with the mathematical material of sets, logic, functions, 
relations and with the notion of formal proof. The mathematical material is standard 
and the notation used is not highly biased towards any particular formal specification 
system, though the notation for partial functions, for example, is closer to that used 
by Z than VDM. 
The third volume, containing blocks 7 to 9, consists of extended case studies of 
two simple software systems -a text editor and an electronic diary system. The final 
volume contains a student’s guide, a tutor’s guide, a glossary, and a bibliography 
which those students who want to pursue the foundations of formal specification 
will find very useful. 
The task of tailoring logic and mathematics to the needs of software engineers is 
not as easy as it might seem and the authors have, in my opinion, and on the whole, 
been very successful in picking our important material and presenting clearly. My 
criticisms are therefore fairly minor. 
First, in Block 1 there is one small mistake. We are told that we can “drastically 
increase our confidence that the software we produce meets its specification, by 
showing that the pogram follows logically from it.“* The italics are mine, and the 
’ Volume 4, Student’s Guide, p. 2. 
* Block 1, p. 3. 
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italicised statement gets things the wrong way around. A program is the result of 
reification, of design decisions which increase content. So a program satisfies its 
specification if the program implies the specijication, and not the converse.’ 
Secondly, the section dealing with proof in Block 6 might have shown us a natural 
deduction system in action. Proof methods, which are a luxury in a decidable system 
like the propositional calculus, are essential in systems which are not, like first-order 
logic. If refinement (alias reification) using formal methods is to emerge from 
academe into industry, software engineers will need to be as familiar with formal 
logic as civil engineers are with calculus. 
The pack does not aim to tackle the really difficult business of software develop- 
ment, which here means the reification of data types together with operation 
modelling, both backed up with proofs of adequacy and correctness. One might 
hope otherwise, but it may be that for the foreseeable future the main practical 
benefits of formal methods will indeed be confined to the use of specification 
languages-in documentation and in reasoning about specifications-rather than 
exploited in the currently unwiedly development methods they tend to demand, 
these latter still being the subjects of academic research. 
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3 Actually one should explicitly mention the retrieoe function which maps the data structures in the 
program onto the data types in the specification. One should really say something clumsy like “a program 
satisfies its specification if the program implies the retrieved specification”. 
