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This project includes the tools, methodology and development of a system to enter 
employee’s expenses in an administrative software using a native application on Android. The 
starting point is the lack of knowledge regarding the mobile development methodologies and 
languages. This project is developed in the placement agreement with the company Inforserveis, 
SL. 
The Android application gives to the user the opportunity to enter the company expenses 
just after the moment that has been done and gives the opportunity to have a real time control 
of the commercial’s expenses by the corresponding administration.  
The application is made to be part of a new technology developed by the company and 
for this reason the application will be in continuous update while the developed technology of 
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Aquest document recull les eines, la metodologia i el desenvolupament d’un sistema per 
a introduir les despeses dels comercials en un software administratiu, mitjançant una aplicació 
nativa en Android i partint del desconeixement de la programació per cap dispositiu mòbil. El 
projecte s’ha desenvolupat dins del conveni de pràctiques amb l’empresa Inforserveis, S.L. i 
l’aplicació aprofita el software i el serveis de l’empresa esmentada. 
 
El principal objectiu d’aquest projecte és facilitar i agilitzar l’entrada de les despeses dels 
comercials al software de gestió desenvolupat per Inforserveis, de tal manera que el mateix 
comercial pot anar entrant les despeses a la base de dades en el mateix moment que les efectua. 
A part també s’ha realitzat el projecte per a fer una primera aproximació dins del món del 
desenvolupament d’aplicacions per a mòbils o tauletes.  
 
El desenvolupament de l’aplicació s’ha realitzat en Java utilitzant l’eina Android Studio i 
s’ha fet servir la metodologia de treball Scrum, per a seguir aquesta metodologia s’ha usat l’eina 
JIRA. JIRA no s’ha utilitzat només per al seguiment del treball en Scrum, sinó que també s’ha usat 
per al registrament de tasques i incidències, ja que permet la interacció entre usuaris mitjançant 
comentaris. 
 
Durant el transcurs del desenvolupament s’han hagut de consultar constantment diverses 
guies de programació per a Android, així com pàgines de consultes i respostes, com la coneguda 
stackoverflow [5]. 
 
L’aplicació final no disposa de totes les funcionalitats que s’havien considerat a l’inici del 
projecte, ja que durant el transcurs d’aquest, s’han considerat que no eren prioritàries i/o 
necessàries, per tant, algunes es contemplen com a futures millores, i d’altres directament s’han 
eliminat. 
 
Finalment cal destacar que actualment gràcies a internet es pot realitzar aprenentatge 
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La societat actual és cada cop més una societat digital, on la gent viu cada vegada més 
connectada i on cada vegada es porten més dispositius que permeten aquestes connexions. Això 
fa que el desenvolupament de software per aquests dispositius sigui cada cop més, una qualitat 
buscada per les empreses. En aquests últims anys, el desenvolupament d’aplicacions per a 
mòbils ha tingut un gran creixement. Per aquest motiu he cregut interessant dedicar el meu 
projecte de final de carrera a fer una pinzellada a aquest gran àmbit, ja que és una part de la 
programació que no he vist durant el transcurs de la carrera i degut a com està evolucionant la 
societat és un aspecte que volia a conèixer. 
 
Amb aquest punt clar i coincidint amb el conveni de practiques que estava realitzant amb 
l’empresa Inforserveis, S.L., vaig trobar interessant desenvolupar una aplicació Android 
aprofitant una tecnologia que estan desenvolupant, que consisteix a poder usar les 
característiques del seu software MMW32 mitjançant serveis web. La incorporació d’aquests 
serveis web obre un nou ventall de possibilitats de cara a aprofitar totes les funcionalitats que 
ofereixen dins el seu propi software però a través de terceres aplicacions, principalment pensat 
per aplicacions mòbils o web. Això també permet que sigui el propi client qui pugui desenvolupar 
les seves pròpies aplicacions per aprofitar el serveis que ofereix l’empresa.  
 
Tenint aquests dos punts, que volia desenvolupar una aplicació Android i que podia 
aprofitar la tecnologia de l’empresa, vaig creure que seria assolible desenvolupar una aplicació 
que permetés controlar i gestionar les despeses efectuades pels seus empleats.  
 
Des de sempre les empreses han controlat i gestionat les despeses dels seus empleats per 
motius de treball, ja sigui que l’empleat ho paga tot i desprès l’empresa li retorna els diners o bé 
és l’empresa que deixa una quantitat de diners (o una tarja de crèdit de l’empresa) i llavors és 
el treballador que gasta els diners que li han sigut assignats. En els dos casos sempre s’han de 
mostrar comprovants de les despeses que s’han fet, i normalment solen ser els tiquets.  
Per tal de poder agilitzar aquest procés, l’Aplicació pretén que l’empleat pugui entrar les 
despeses en el mateix moment que les efectua, i d’aquesta manera, els administratius de 




Com ja s’ha esmentat abans, l’objectiu principal és el desenvolupament d’una aplicació 
Android per al control de despeses dels empleats en sortides de feina. Per assolir aquest objectiu 
principal, es van marcar uns objectius secundaris. 
Aquests objectius van ser, usar la metodologia de treball Scrum, que és una metodologia 
pensada per a substituir la clàssica metodologia de treball en cascada, i que s’ha demostrat que 
és més productiva. Un altre objectiu era assolir coneixements sobre la programació Android, ja 
que prèviament al desenvolupament d’aquest projecte, no es tenia cap coneixement de 
programació d’Android o de Java, i només es tenien coneixements de Python i C, entre altres. 
1.2 Planificació 
En aquesta part es pretén explicar com s’ha fet la planificació per al desenvolupament 
d’aquest projecte. S’ha de destacar que a l’inici del projecte, es va fer una planificació, la qual al 
final ha diferit de forma evident amb el desenvolupament final, ja que per aspectes de 
desenvolupament o per aspectes de disponibilitat, aquesta planificació s’ha vist modificada i 
ampliada. La idea inicial era entregar el projecte en la convocatòria de juny, tal i com es pot 
observar en el Project de l’ANNEX A. El Project esta dividit en el projecte com a entrega de TFG 
i el projecte com a aplicació per a l’empresa.  
Com que s’ha fet servir la metodologia Scrum, s’ha dividit el temps de desenvolupament 
del projecte en Sprints. En total s’han realitzat 5 Sprints, de 3 setmanes de duració cada un. Com 
que per a fer el seguiment s’ha fet servir l’eina JIRA, aquesta  eina també ens aporta informació 
de com s’ha desenvolupat el projecte. 
Imatge 1: diagrama de flux del projecte proporcionat pel JIRA 
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En la imatge anterior es pot observar com al principi es van redactar totes les tasques a 
realitzar (en taronja To Do), i mica en mica es van anar resolent i van passar cap els estats resolt 
(en lila Resolved) o cap a finalitzat (en verd Done). Al final es veuen alguns punts que encara 
estan per fer, aquests punts són alguns que durant el transcurs del projecte s’han desestimat i 
han quedat en el Backlog, o sigui que estan desestimats en aquest moment, que això no vol dir 
que en un futur puguin ser incorporats com a part d’altres Sprint.  
Alguns dels motius que han fet que el desenvolupament no fos el planejat han sigut que, 
com que es partia de la desconeixença de la programació per a Android, fer una estimació del 
inicial del temps era bastant subjectiva, no es podia afinar gaire en si una tasca duraria 2 hores 
o 2 dies. 
Per altre banda, la tecnologia de les 4Capes es troba encara en fase de desenvolupament 
per part de Inforserveis; això ha implicat que durant el desenvolupament de l’aplicació es 
trobessin errors en aquesta tecnologia, comportant que es tardés temps en corregir-los, i 
alentint una mica el desenvolupament de l’aplicació.  
I també s’ha de mencionar que no s’ha dedicat el mateix volum de temps a l’inici del 
projecte com al final, el volum de temps dedicat en la part final del projecte ha estat bastant 




2. MARC TEÒRIC 
A continuació es procedirà a explicar la metodologia de treball usada, així com l’entorn i 
les eines usades durant el desenvolupament de l’aplicació 
2.1 Metodologia de treball: Scrum 
Com a metodologia de treball s’ha utilitzat el mètode Scrum. Tot i que és una metodologia 
pensada per a grups de treball d’entre 3 i 9 persones i que en aquest cas l’equip era molt més 
reduït (en general, ha estat format per un parell de persones, exceptuant en alguns punts en 
concret que s’ha requerit  de la col·laboració amb més persones) s’ha cregut oportú usar aquesta 
metodologia per a veure’n el seu funcionament i conèixer els seus principis bàsics.  
2.1.1. Què és Scrum? 
És un marc de treball dins del qual la gent pot abordar problemes adaptatius complexos, 
mentre es lliuren productes de forma productiva i creativa amb el valor més alt possible. És una 
alternativa al desenvolupament en cascada tradicional.  
 
El marc de treball de Scrum es compon dels Scrum Teams i els seus rols associats, 
esdeveniments, artefactes i regles. Cada component dins del marc de treball de Scrum serveix 
per a un objectiu específic i és essencial pel seu èxit i utilització. Els equips són els responsables 
de crear i adaptar els seus processos dins d’aquest marc. 
 
Imatge 2: el desenvolupament tradicional en cascada depèn d’una perfecte comprensió dels requisits del producte des del 
principi i un mínim d’errors en cada fase.  
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Scrum utilitza iteracions d’una longitud fixa anomenades Sprints, que típicament tenen 
una duració de 2 a 4 setmanes. El Development Team intenta generar un increment de producte 
potencialment entregable (degudament provat). Un Sprint nou comença immediatament 
després de la finalització del Sprint anterior.  
 
Imatge 3: Scrum combina totes les activitats de desenvolupament en cada iteració, adaptant -se a les realitats 
emergents, en intervals fixes. 
El benefici més gran del Scrum s’experimenta en el treball complex que implica la creació 
de coneixement i col·laboració, tal i com succeeix en el desenvolupament de nous productes. 
Tot i que Scrum s’associa generalment al desenvolupament de software,  el seu us s’ha estès 
també en el desenvolupament de productes com semiconductors, hipoteques o fins i tot cadires 
de rodes. 
2.1.2. Rols del Scrum 
Dins del marc del Scrum hi trobem el Scrum Team el qual està dividit en 3 rols clarament 
diferenciats. El Product Owner, el Development Team i el Scrum Màster els quals procedirem a 
explicar breument a continuació. 
Product Owner 
El Product Owner és el responsable de maximitzar el valor del  producte i del treball del 
Development Team. Com es realitza això pot variar àmpliament entre organitzacions, Scrum 





Funcions del Product Owner: 
• Expressar clarament els elements del Product Backlog. 
• Ordenar els elements del Product Backlog per aconseguir els millors objectius i missions.  
• Optimitzar el valor del treball que porta a terme el Development Team. 
• Assegurar que el Product Backlog és visible, transparent i clar per a tothom, i mostrar en 
què treballarà pròximament el Scrum Team. 
• Vetllar que el Development Team comprèn els elements del Product Backlog en el nivell 
necessari. 
• Considerar els interessos dels Stakeholders (són les persones que es poden veure 
afectades per les activitats de l’empresa, accionistes, inversors, propietaris, clients,...). 
El Product Owner és una persona, no un comitè, però pot representar els desitjos d'un 
comitè en el Product Backlog, però aquells que vulguin canviar la prioritat dels elements en  el 
Product Backlog ha de convèncer sempre al Product Owner. 
Per a què el treball d’un Product Owner sigui exitós, l’organització ha de respectar les 
seves decisions. Les decisions del Product Owner són visibles en el contingut i en l'ordre del 
Product Backlog. No se li permet a ningú dir-li al Development Team que treballi en un conjunt 
diferent de requeriments, ni que, el Development Team pugui actuar en base al que qualsevol 
altre digui. 
Development Team 
El Development Team es compon bàsicament de professionals que fan el treball 
d’entregar potencialment un increment entregable al final de cada Sprint, que potencialment es 
pot pujar a producció. Només els membres del Development Team participen en l'increment. 
Els Development Teams són estructurats i estan autoritzats per l'organització per poder 
organitzar i gestionar els seus propis treballs. La sinèrgia resultant optimitza l’eficiència i 




Els Development Teams tenen les següents característiques: 
• Són autoorganitzats. Ningú (ni tan sols el Scrum Màster) diu al Development Team com 
convertir el Product Backlog en increments entregables de funcionalitats; 
• Els Development Teams són multifuncionals, amb totes les habilitats i coneixements 
necessaris com a equip, per a poder crear un increment.  
• Scrum no reconeix cap títol, càrrec, o estatus per cap membre del Development Team 
diferent de desenvolupador, independentment de la tasca que realitza la persona, no hi ha cap 
excepció a aquesta norma.  
• Els membres del Development Team poden tenir especialitats, coneixements, habilitats 
i àrees de treball més focalitzades, però finalment el retiment de comptes pertany a tot el 
Development Team en el seu conjunt. 
• Els Development Teams no contenen sub-equips dedicats a àmbits particulars de treball 
o coneixements, com són les proves o l'anàlisi de negoci. 
La mida òptima del Development Team és prou petita per romandre àgils i és prou gran 
per a poder completar tot el treball de forma significativa. Un Development Team està format 
per entre 3 i 9 membres amb les habilitats transversals necessàries per a realitzar el treball. El 
Product Owner i el Scrum Màster no estan inclosos en aquest compte a menys que ells també 
estiguin executant part del treball en el Sprint Backlog. 
Scrum Màster 
El Scrum Màster és el responsable de garantir que Scrum és entès i adoptat. El Scrum 
Màster fa això garantint que Scrum Team s'adhereix i segueix la teoria de Scrum , les pràctiques 
i les normes. 
El Scrum Màster és un líder que està al servei del Scrum Team. 
El Scrum Màster ajuda als qui estan fora del Scrum Team a entendre quina de les seves 
interaccions amb el Scrum Team són útils i quines no ho són. El Scrum Màster ajuda a tots a 






Els serveis del Scrum Màster al Product Owner 
El Scrum Màster serveix al Propietari del Producte (Product Owner) de diferents formes i 
maneres: 
• Investigar tècniques per a poder gestionar de forma efectiva el Product Backlog.  
• Comunicar de forma clara la visió, els objectius, i els elements que componen el Product 
Backlog a tot el Development Team. 
• Ensenyar al Scrum Team com crear de forma clara i concisa els elements en el Product 
Backlog. 
• Entendre a llarg termini la planificació del producte en un entorn empíric.  
• Entendre i practicar agilitat. 
• Facilitar els Events en Scrum per petició o necessitat. 
Els serveis del Scrum Màster al Development Team 
El Scrum Màster serveix en el Development Team de diferents formes i maneres: 
• Guiar al Development Team en ser autoorganitzats i multifuncional. 
• Ensenyar i liderar el Development Team en crear productes d’alt valor. 
• Treure obstacles durant tot el progrés per al Development Team. 
• Facilitar els Events en Scrum segons petició o necessitat. 
• Guiar el Development Team en un entorn organitzacional en el qual Scrum encara no és 
totalment adoptat i ni entès. 
Els serveis del Scrum Màster a l’organització 
El Scrum Màster serveix a l’organització de diferents formes i maneres:  
• Liderant i entrenant a l’organització en l’adopció de Scrum.  
•  Planificant la implementació de Scrum en l’organització.  
• Ajudant als empleats i a les parts interessades a entendre i promulgar Scrum, i a més, 
en el desenvolupament empíric del producte. 
• Provocant els canvis que facin augmentar la productivitat del Scrum Team. 




2.1.3. Reunions de Scrum 
Totes les reunions de Scrum són facilitades pel Scrum Màster el qual no té cap autoritat 
per a prendre decisions en elles . 
Sprint Planning 
Al començament de cada Sprint, el Product Owner i el Development Team (i el Scrum 
Màster) tenen una Reunió de Planificació del Sprint o Sprint Planning on negocien quins ítems 
del Product Backlog intentaran convertir en producte entregable durant el Sprint. El Product 
Owner és el responsable de dir quins són els ítems més importants per a el negoci i el 
Development Team és el responsable de seleccionar la quantitat de treball que creuen que 
podran realitzar. El Development Team agafa el treball des del Product Backlog i el posa al Sprint 
Backlog. 
Si la part superior del Product Backlog no ha sigut prioritzada, una part important de la 
reunió s’ha de dedicar això. 
Cap el final de la reunió, el Development Team desglossa els ítems seleccionats en una 
llista inicial de tasques del Sprint o Sprint Tasks i fa un compromís final per a realitzar el treball. 
El temps màxim assignat per a la planificació d’un Sprint de 30 dies, és de vuit hores, reduït 
proporcionalment en cas de Sprints més curts. A aquest temps se l’anomena timebox. 




Imatge 5: els resultats del Sprint Planning són els Product Backlog Items (PBI )compromesos i els seus Sprint Tasks. 
Daily Scrum  
Cada dia, a la mateixa hora i el mateix lloc, els membres del Development Team passen 
uns 15 minuts reportant-se entre sí. Cada membre del Development Team resumeix el que va 
fer ahir, el que farà avui i quins inconvenients té. 
Estar de peu durant el Daily Scrum ajudarà a que sigui breu. Els temes que requereixin 
d’atenció addicional poden ser discutits pels interessats un cop cada membre del Development 
Team hagi reportat. 
En aquesta reunió hi participa el Development Team, el Scrum Màster i també hi pot 
participar el Product Owner, tot i que aquest últim no és indispensable que hi sigui, pot ser útil 
que hi assisteixi. 
El Daily Scrum té la intenció d’alterar vells hàbits de treball per separat. Els membres han 
d’estar atents per a detectar signes d’aquests vells hàbits. Per exemple, mirar al Scrum Màster 






Després de l’execució del Sprint, el Scrum Team manté una reunió de revisió del Sprint o 
Sprint Review (en moltes ocasions se l’anomena “demo”) per a mostrar l’increment del producte 
al Product Owner i a tots els interessats. La reunió ha de ser una demostració, no un informe. 
Un cop finalitzada la demostració, el Product Owner revisa els compromisos contrets 
durant el Sprint Planning i indica quins ítems considera acabats. Els ítems incomplerts són 
tornats al Product Backlog i classificats segons les prioritats del Product Owner com a candidats 
per a futurs Sprints. 
El Scrum Màster ajuda al Product Owner i als Stakeholders a convertir el seu feedback en 
els nous ítems del Product Backlog per a la seva priorització per el Product Owner. 
El Sprint Review és la trobada apropiada per a que els Stakeholders, incloent els usuaris 
finals, diguin la seva opinió. És l’oportunitat de revisar i adaptar el producte a mesura que 
emergeix i de forma iterativa refinar la comprensió de cada un dels requisits. Els nous productes, 
especialment els productes de Software, són difícils de visualitzar en el buit. Per això molts 
clients necessiten trobar-se davant d’una part del software que funcioni per a descobrir el que 
realment volen. El desenvolupament iteratiu permet la creació de productes que no podrien 
haver siguts especificats per avançat en un enfocament dirigit per plans.  
Sprint Retrospective 
Cada Sprint finalitza amb una retrospectiva. En aquesta reunió, l’equip reflexiona sobre el 
seu propi procés, inspecciona el seu comportament i adopta les mesures per a adaptar-lo en els 
Sprints futurs. 
El Sprint Retrospective es produeix després del Sprint Review i abans de la reunió del Sprint 
Planning. És una reunió de durada fixada, tres hores de duració en Sprints d’un mes. El Scrum 
Màster s’assegura que la reunió és porti a terme i que els assistents entenguin el seu propòsit. 
El Scrum Master ensenya a tots a mantenir els Events dins del temps fixat. El Scrum Màster 
participa en la reunió com un membre de l’equip ja que la responsabilitat del procés Scrum, 







Els objectius de la Retrospectiva del Sprint (Sprint Retrospective) són els següents:  
• Inspeccionar com ha anat l’últim Sprint pel que fa a l’equip, les relacions, els processos, 
i les eines. 
• Identificar i ordenar els elements o coses que han anat bé i el que és potencialment 
millorable. 
• Crear un pla d‘ implementació per a les millores mentre el Scrum Team realitza les seves 
tasques. 
Al final del Sprint Retrospective, el Scrum Team ha identificat les millores que 
implementarà en el pròxim Sprint. L'aplicació d'aquestes millores en el pròxim Sprint és 
l’adaptació a la inspecció del Scrum Team en si mateix. Encara que les millores es poden 
implementar en qualsevol moment, el Sprint Retrospective proporciona una oportunitat, un 
esdeveniment formal, per centrar-se en la inspecció i l’adaptació. 
Backlog Refinement 
La majoria de PBI (Product Backlog Item) inicialment s’han de refinar, ja que solen ser 
grans i poc compresos. Els equips han trobat útil agafar un temps de l’execució de cada Sprint 
per a preparar el Product Backlog per a la pròxima Sprint Planning. En el Backlog Refinement, 
l’equip estima la quantitat d’esforç que s’ha d’invertir per a completar els diferents ítems del 
Product Backlog i proporciona informació tècnica per ajuda al Product Owner  a prioritzar-los.  
És comú escriure els PBI en forma de User Story. En aquest enfocament, els PBI de mida 
gran són anomenats Epics. Com que la majoria de clients no utilitzen totes les característiques 
dels productes, es convenient dividir els Epics per entregar els més importants primer.  
El Backlog Refinement manca de nom oficial i també pot ser anomenada “Backlog 
Grooming”, “Backlog Maintenance” o “Story Time”.  
2.1.4. Scrum Artifacts 
Els Scrum Artifacts representen el treball o el valor útil de diferents maneres per poder 
proporcionar transparència i oportunitats per a la inspecció i l'adaptació. Els Scrum Artifacts 
definits per Scrum estan específicament dissenyats per maximitzar la transparència d'informació 
clau necessària per assegurar-se de que el Scrum Team té l’èxit en el lliurament d'un Increment 




El Product Backlog és una llista ordenada de tot el que és necessari en el producte i és 
l'única font de requisits per a qualsevol canvi que es faci en el producte. El Product Owner és el 
responsable del Product Backlog, incloent-hi el contingut, la disponibilitat i l’ordre.  
El Product Backlog mai és dóna per finalitzat o completat. El desenvolupament inicial 
parteix dels requisits inicialment coneguts i del que millor s’hagi pogut entendre. El Product 
Backlog evoluciona de la mateixa manera que el producte i l’entorn en el qual serà utilitzat. El 
Product Backlog és dinàmic, canvia constantment per a poder identificar el que el producte 
necessita per a ser adequat, competitiu i útil. Mentre un producte existeix, el Product Backlog 
també existeix. Els elements del Product Backlog tenen com atributs la descripció, un ordre, 
l’estimació i el valor.  
Els elements de la part superior del Product Backlog estan més ben definits i amb més 
claredat que els elements en la part inferior. Les estimacions més precises es fan segons la 
claredat i el detall, com més inferiors siguin els elements, menys és el detall i la precisió. Els 
elements del Product Backlog en els que el Development Team s’ocuparà en el pròxim Sprint 
estan més desgranats, aquests han estat descompostos de manera que cada un d’ells pugui 
estar Finalitzats dins del Sprint fixat. Els elements del Product Backlog que poden estar Finalitzats 
per el Development Team dins d'un Sprint es consideren preparats o llestos per a ser seleccionats 
dins d’un Sprint Planning.  
Sprint Backlog 
El Sprint Backlog és el conjunt d’elements dins del Product Backlog que han estat 
seleccionats per al Sprint, a més s’inclou, un pla per a poder entregar un Increment del producte 
i poder realitzar l’objectiu del Sprint. El Sprint Backlog és una previsió per al Development Team 
sobre quina funcionalitat estarà finalitzada en el nou increment i el quin és treball necessari per 
a poder entregar la funcionalitat.  
Imatge 6: el Sprint Backlog sovint es representa com un “radiador d’informació”, com una pissarra de tasques física  
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Si es demana un nou treball durant la realització del Sprint, el Development Team el 
l’afegeix en el Sprint Backlog. Mentre el treball és va realitzant o es completa, s'actualitza 
l’estimació del treball restant. Quant alguns elements del pla es consideren innecessaris, aquests 
es retiren. Només el Development Team pot canviar el seu Sprint Backlog i únicament ho pot fer 
durant un Sprint. El Sprint Backlog és una fotografia molt visible en temps real, sobre el treball 
planificat a realitzar durant el Sprint, i pertany únicament al Development Team. 
Increment 
L’Increment és la suma de tots els elements del Product Backlog completats en el Sprint i 
el valor de tots els increments en els Sprints anteriors. Al finalitzar un Sprint, el nou increment 
ha d’estar Finalitzat, el que significa que ha d’estar en condicions de ser utilitzat i estar dins de 
la definició de Finalitzat. Els increments han de poder ser utilitzats, independentment de si el 




2.2 Eina per al seguiment del projecte: JIRA 
JIRA és una eina per a fer el seguiment d’equips de treball, la planificació i la construcció 
de productes. És una eina oferta per l’empresa Atlassian [6] i és mundialment usada per 
diferents empreses, com per exemple BMW, NASA, eBay, CISCO, entre moltes altres. 
JIRA facilita la captura i organització de les incidències així com prioritzar-les i actuar sobre 
elles, així l’equip passa menys temps realitzant aquestes tasques i es pot dedicar al 
desenvolupament. 
També et permet tenir el teu propi flux de treball i anar-lo adaptant a mesura que l’equip 
de desenvolupament va creixent. La idea es que l’eina s’adapti a l’equip enlloc de que l’equip 
s’hagi d’adaptar a l’eina. 
Com que les tasques estan prioritzades i distribuïdes en Sprints, fa que cada membre de 
l’equip sàpiga que ha de fer en cada moment o que hauria d’estar fent. A part permet la fàcil 
interacció entre diferents membres en forma de comentaris, citacions, fitxers adjunts, etc.  
Veient tot això es pot observar que aquesta eina va molt lligada a la metodologia Scrum, 
per això és una bona eina si es vol usar aquesta metodologia. 
2.2.1 Relació amb la metodologia Scrum 
A continuació es mostraran un seguit d’imatges de l’eina JIRA durant el desenvolupament 
de l’aplicació, per a veure el lligam que hi ha entre l’eina i la metodologia Scrum. 
En la imatge es pot apreciar com l’eina te la vista de la Dashboard actual, o dit d’una altre 
forma, es poden veure del Sprint actual, quines tasques s’estan desenvolupant, quines estan per 
desenvolupar i quines ja s’han desenvolupat. Un cop el Sprint acaba, les tasques passarien a 
Imatge 7: Dashboard durant el segon Sprint. 
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“Done” si el Product Owner els hi dona el seu vistiplau. Dins de la Dashboard es poden aplicar 
diferents filtres, per tal de facilitar la visualització de les tasques de cada membre.  
L’eina també  ofereix la possibilitat de consultar el Sprint Backlog, o sigui, les tasques que 
te assignades aquell Sprint. En aquest punt és on el Product Owner ha de prioritzar les tasques. 
De la mateixa manera, JIRA ens permet veure el Project Backlog i així posar-hi les tasques 
que es creguin. I llavors quan s’ha de començar un Sprint, durant la reunió de Sprint Planning, 
s’agafen les tasques d’aquest Backlog i es posen en el Backlog del Sprint. 
Imatge 7: Backlog del segon Sprint 




JIRA permet també la interacció entre els diferents membres com es pot veure en la 
imatge següent, el primer membre adjunta un document el qual es revisat i tornat a penjar per 
un segon membre i llavors el primer membre corregeix els errors. 
 
Principalment aquestes són les funciones per a les quals s’ha fet servir el JIRA durant el 
desenvolupament de l’aplicació. Cal dir que només s’ha fer servir algunes de les funcionalitats 
que ofereix, ja que es una eina molt potent i amb moltes funcionalitats diferents, però per al 
projecte desenvolupat i donat que no era una finalitat dominar l’eina, s’ha cregut oportú només 
utilitzar les que s’han mencionat anteriorment.  
  




Android és un sistema operatiu inicialment pensat per a telèfons mòbils 
de la mateixa manera que iOS, Symbian i Blackberry OS. El que el fa diferent és 
que està basat en el kernel de Linux, un nucli de sistema operatiu lliure, gratuït 
i multi-plataforma. El sistema permet programar aplicacions en una variació de 
Java anomenada Dalvik. El sistema operatiu proporciona totes les interfícies 
necessàries per a desenvolupar aplicacions que accedeixin a les funcions del 
telèfon (com per exemple el GPS, les trucades, l’agenda, etc.) d’una forma molt senzilla i en un 
llenguatge de programació molt conegut com és el Java. 
Aquesta senzillesa, juntament amb l’existència d’eines de programació gratuïtes, fan que 
una de les coses més importants d’aquest sistema operatiu sigui la quantitat d’aplicacions 
disponibles, que amplien casi sense límits l’experiència de l’usuari. 
Per al desenvolupament de l’aplicació, s’ha cregut oportú desenvolupar-la per a Android, 
ja que les eines per a desenvolupar són gratuïtes, el llenguatge no és propi, cercant per internet 
és molt fàcil trobar informació per a fer qualsevol cosa i amb els coneixements previs dels quals 
es disposava s’ha cregut que era assequible.  
Imatge 10: logotip 
d’Android 
Imatge 11: esquema de com les aplicacions arriben al kernel a través de les llibreries. 
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A continuació es procedirà a explicar aspectes més concrets del desenvolupament 
d’aplicacions en Android, com per exemple l’estructura de les aplicacions, els principals 
components o l’entorn de desenvolupament. 
2.3.1. Estructura d’un projecte en Android 
Per a començar a aprofundir en les aplicacions d’Android, primer de tot s’ha de conèixer 
com s’estructura un projecte en Android, o sigui, on es posa cada arxiu, quin tipus de contingut 
va a cada directori, etc. 
En la imatge següent es pot observar com s’estructura un projecte en Android. 
Principalment hi trobem el directori build, el directori libs i el directori src on a dins hi ha el fitxer 
build.gradle i el directori main on hi trobem els directoris java i res, a part també hi trobem el 
fitxer AndroidManifest.xml. 
A continuació s’explicarà amb una mica més profunditat cada  part de l’estructura. 
 




Conté una sèrie d’elements de codi generats automàticament al compilar el projecte. 
Cada cop que es compila el projecte, el compilador genera una sèrie de fitxers font Java dirigits, 
entre d’altres coses, al control dels recursos de l’aplicació. Com que aquests fitxers són generats 
automàticament pel compilador, és important no modificar-los manualment sota cap 
circumstància. 
Cal destacar sobretot que en aquest directori hi trobem el fitxer R.java que és el fitxer on 
es defineix la classe R, que és la que contindrà en tot moment una sèrie de constants amb els 
identificadors de tots els recursos de l’aplicació inclosos en el directori /app/src/main/res/ de 
forma que sigui fàcil accedir a aquests recursos des del codi en tot moment. 
Directori /libs/ 
Aquest directori conté les llibreries Java externes que utilitza la nostra aplicació. 
Normalment es fa referència a aquestes llibreries en el fitxer build.gradle de forma que entren 
en el procés de compilació de l’aplicació. 
Directori /src/ 
És el directori principal de l’aplicació i és on es situa tot el codi font de l’aplicació i on es 
situen tots els recursos dels quals ha de disposar l’aplicació, així com també s’hi troben fitxer de 
configuració i definició necessaris per al projecte. 
Directori /src/main/java/ 
Aquest directori conté tot el codi font de l’aplicació, classes auxiliars, etc. Es pot distribuir 
el codi en diferents directoris, però sempre dins del directori principal /src/main/java/. 
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Aquest directori, com el seu nom ja insinua, inclou tots els recursos que són necessaris 
per a la aplicació. El directori es troba distribuït en altres subdirectoris en funció del recurs al 
qual es vulgui fer referència. 
Com s’ha pogut observar en la figura anterior, dins del directori res hi trobem diferents 
subdirectoris, els quals s’expliquen a continuació: 
 /res/drawable/: aquest directori i les seves variants (-hdpi, -mdpi, -xhdpi i -xxhdpi) 
contenen les imatges i altres recursos gràfics usats per l’aplicació. Els diferents tipus de 
directoris defineixen les resolucions, per exemple –mdpi inclou les imatges de resolució 
mitja i –xxhdpi inclou les imatges de molt molt alta resolució. 
 /res/layout/:  aquest directori inclou tots els fitxers xml que defineixen les pantalles de 
l’aplicació. 
 /res/menu/: aquest directori conté tots els fitxers xml que defineixen els menús de cada 
pantalla de l’aplicació. 
 /res/values/: aquest directori inclou altres fitxers xml de recursos de l’aplicació, com 
per exemple el fitxer string.xml que conté cadenes de text, el fitxer styles.xml que conté 
els diferents estils usats per l’aplicació o el fitxer dimens.xml que conté les mides de 
diferents elements de l’aplicació. 
 /res/values-w820dp/: aquest directori conté diferents recursos que només s’aplicaran 
en pantalles de més de 820 dp d’amplada. 




Aquest fitxer es troba al directori /app/ i conté informació necessària per a la compilació 
del projecte, com per exemple la versió del SDK d’Android utilitzada per a compilar, la mínima 
versió d’Android que suportarà l’aplicació o bé referencies a les llibreries externes utilitzades, 
entre d’altres. 
En un projecte poden existir varis fitxers build.gradle per a definir determinats paràmetres 
a diferents nivells. Per exemple, es pot veure que existeix un fitxer build.gradle a nivell de 
projecte i un altre a nivell de mòdul dins de la carpeta /app/. El primer defineix paràmetres 
globals a tots els mòduls del projecte i el segon nomes tindrà efecte per al mòdul corresponent. 
Fitxer AndroidManifest.xml 
Aquest fitxer es troba dins del directori /src/main/ i en el qual hi trobem informació sobre 
molts aspectes principals de l’aplicació, com per exemple la seva identificació (nom, icona, ...), 
els seus components (pantalles, serveis, ...) o els permisos necessaris per al seu funcionament 
(accés a internet, permetre l’escriptura de dades al dispositiu, ...).  
2.3.2. Components principals d’una aplicació Android 
En aquesta part s’explicaran breument els principals components per a  una aplicació 
Android. N’existeixen molts més, però els més usats o els més bàsics són els següents: 
Activity 
Una Activity és un component de la Aplicació que proveeix una interfície gràfica per a 
poder interactuar amb l’usuari, tot i que una Activity no ha de tenir sempre interfície. Es pot 
pensar en una Activity com un element anàleg a una finestra o pantalla amb qualsevol altre 
llenguatge visual. Les finestres normalment solen ocupar tota la pantalla del dispositiu, però 
poden ser mes petits i a sobre d’altres finestres. 
View 
Les vistes o Views són els elements bàsics per els quals es compon la interfície gràfica de 
l’aplicació. Android posa al nostre abast una gran varietat de Views com per exemple quadres 
de text, botons, llistes desplegables o imatges, tot i que hi ha la possibilitat d’estendre la 





Els serveis o Services són components sense interfície gràfica que s’executen en segon pla. 
Conceptualment són semblants als serveis presents en qualsevol altre sistema operatiu. Els 
Services poden realitzar qualsevol tipus d’accions com per exemple mantenir transaccions amb 
la xarxa, realitzar operacions de I/O, reproduir música o interactuar amb proveïdors de 
contingut, tot des d’un segon pla. 
Content Provider 
Un proveïdor de continguts o Content Provider és el mecanisme per el qual Android ens 
permet compartir dades entre diferents aplicacions. Mitjançant aquests components és possible 
compartir les dades que es vulguin sense tenir en compte com s’emmagatzemen internament o 
com s’implementen. De la mateixa manera la nostra aplicació pot accedir a les dades 
compartides per altres aplicacions.  
Intent 
Un Intent és un element de comunicació entre diferents components d’Android. Poden 
ser entesos com els missatges enviats entre diferents components de l’aplicació o entre 
aplicacions. Mitjançant un Intent es pot mostrar una Activity a través d’una altre, iniciar un 
servei, enviar un missatge de broadcast, iniciar una altre aplicació, etc.  
Widget 
Els Widgets són elements visuals que es poden mostrar en altres aplicacions com per 
exemple la pantalla principal del dispositiu i poden rebre actualitzacions periòdicament. Els 
Widgets permeten mostrar informació de l’aplicació o bé permeten interactuar amb l’aplicació 




2.4. Entorn de desenvolupament 
Per a desenvolupar en Android hi ha diversos entorns de desenvolupament, potser els 
més coneguts són l’Eclipse i l’Android Studio tot i que els dos són molt semblants. Per al 
desenvolupament d’aquest projecte s’ha usat l’Android Studio ja que és el que actualment 
ofereix Google per a desenvolupar en Android. 
A continuació s’explicarà com instal·lar aquest entorn.  
Pas 1. Instal·lació de Java Development Kit 
Si no es té instal·lat cap versió del Java Development Kit (JDK) o bé la nostra versió és 
antiga, el primer que s’ha de fer es instal·lar la última versió. A data d’escriptura d’aquest 
document, en els requisits de l’Android Studio posa que es necessita la versió 6 o superior de l 
JDK però per a desenvolupar per a la Android 5.0 o superior es necessita mínim la versió  JDK 7. 
Per tant com que es vol arribar al màxim de dispositius s’instal·larà la última versió de JDK, que 
en aquest cas és la 8 update 45. 
Per a fer-ho s’ha d’anar a la web d’Oracle i descarregar la versió corresponent i instal·lar-
la [14]. 
Pas 2. Instal·lar Android Studio 
Un cop es té el JDK instal·lat ja es pot procedir a instal·lar l’Android Studio, per a fer -ho 
simplement s’ha d’accedir a la pàgina d’Android descarregar-lo i instal·lar-lo [15]. 
Durant la instal·lació d’Android Studio, demanarà per instal·lar diversos components, es 
poden acceptar ja que la majoria són necessaris o interessants. Amb l’únic component que hi 
pot haver problema és amb el Intel Hardware Accelerated Execution Manager (HAXM) ja que 
pot ser que el processador no ho accepti, aquest component es necessari en el cas que es vulgui 
provar les aplicacions en un dispositiu virtual. Si el processador no accepta aquest component, 
totes les proves s’hauran de fer sobre un dispositiu físic. També pot ser que el processador 
accepti aquest complement però que tot i així la simulació d’un dispositiu virtual (Android Virtual 
Device AVD) sigui lenta i tediosa per a l’ordinador, en aquest cas si la simulació no és fluida es 





Pas 3. Actualització d’Android Studio 
Aquest pas és opcional però recomanable. Pot ser que entre la instal·lació d’Android 
Studio i el seu ús passi un temps, per això es recomanable actualitzar el programa abans de fer-
lo servir. Per a fer-ho simplement s’ha d’obrir el programa i abans d’entrar a cap projecte 
comprovar si la part inferior de la pantalla mostra que hi ha alguna actualització disponible. 
  
Imatge 16: es pot veure com a la part inferior tenim la opció de “Check for updates now” 
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Pas 4. Instal·lar o actualitzar components del SDK d’Android. 
Un cop s’ha instal·lat el JDK i s’ha instal·lat i actualitzat l’Android Studio ja només queda 
un pas per a poder començar a desenvolupar el projecte amb plenes condicions, i aquest pas és 
instal·lar components del SDK o actualitzar-los. 
Per a fer-ho s’ha d’accedir al Android SDK Manager des de Configure -> SDK Manager. Al 
accedir-hi s’obre una finestra en la qual hi trobem una gran quantitat de complements, instal·lats 
o no, i a part mostra si hi ha complements per actualitzar.  
Els components principals que s’haurien d’instal·lar o actualitzar són: 
 Android SDK Tools 
 Android SDK Platform-tools 
 Android SDK Build-tools (la versió més nova possible) 
 Una o més versions de la plataforma Android 
 Android Support Repository (extras) 
 Google Play Services (extras) 
 Google Repository (extras) 
Imatge 17: finestra del SDK mànager que mostra els components que hi ha disponibles 
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Un cop ja es tenen aquest passos complerts ja es pot començar a desenvolupar l’aplicació 
amb tota seguretat de que es tenen totes les eines actualitzades i que en aquest aspecte no hi 
hauran entrebancs. 
Manuals 
Per a desenvolupar l’aplicació primer de tot s’han seguit una sèrie de manuals ja que no 
es disposava de coneixements previs dins de l’entorn de programació per Android. Abans de 
començar les guies es tenien coneixements bàsics sobre Python i C, els quals el Python ha sigut 
útil per el tema de la programació orientada a objectes. 
Els principals manuals que s’han seguit han sigut els següents: 
 Curso de Programación Android –  Salvador Gómez Oliver [2]. 
 Android Complete! Begining Android Development - Alex Tushinsky, pertanyent a [16] 
però extret de [3]. 
A part, durant la realització de l’aplicació, constantment s’ha consultat la documentació 
d’Android [4] i la pagina web de stackoverflow ja que la majoria de cerques acabaven portant a 




3. Context de l’Aplicació 
L’aplicació es desenvolupa dins de dos contextos diferents de l’empresa Inforserveis. El 
primer d’ells seria la funcionalitat de “Viáticos” que permet controlar i gestionar totes les 
entrades i sortides de capital, relacionades amb les despeses dels empleats a càrrec de l’empresa 
i el segon context seria el de les 4Capes, que el que fa és permetre l’accés a les diferents 
funcionalitats del MMW32 a través de serveis web, tal i com s’explica més en detall a 
continuació. 
3.1. “Viáticos” 
Per a gestionar les despeses dels empleats, aquesta funcionalitat disposa de tres grans 
punts, sortides, despeses i entrades. 
3.1.1 Sortides 
Les sortides representen les entregues de diners que fa l’empresa a l’empleat.  En el cas 
de l’aplicació aquestes sortides són les que determinaran el saldo disponible per a l’empleat, a 
més, per al funcionament de l’aplicació, aquestes sortides s’agrupen en carteres per a poder 
assignar cada sortida de diners a un projecte o activitat en concret. Per exemple, una sortida 
podria ser “Viatge a Mèxic” i llavors totes les despeses d’aquell viatge s’inclourien en aquesta 
cartera. 
3.1.2 Despeses 
Les despeses representen, com el seu nom indica, totes aquelles despeses que fa 
l’empleat i que després ha de justificar a l’empresa. Aquest és el punt que té més relació amb 
l’aplicació, ja que el que fa l’aplicació es introduir i consultar despeses.  
3.1.3 Entrades 
Les entrades representen el contrari que les sortides, o sigui, representen aquells diners 
que l’empleat retorna a l’empresa. La suma de les despeses i les entrades han de fer el total de 







MMW32 és un software d’Inforserveis, S.L., desenvolupat en Delphi, per a la gestió de 
tallers de vehicles, que existeix des de fa més de 20 anys. Posteriorment, es va implementar un 
Framework que agrupa diferents versions i utilitats del MMW32 en un mateix software i apart 
n’inclou altres de noves. Amb l’evolució de les tecnologies s’ha pres la decisió d’implementar 
una funcionalitat anomenada 4Capes, que el que fa és oferir totes aquestes funcionalitats del 
Framework però a través de serveis web. 
La idea és que es puguin oferir les diverses funcionalitats sense haver d’oferir-les totes; 
per exemple, es podria oferir un Framework només per als viàtics i acompanyar-ho amb 
l’aplicació desenvolupada, o simplement els clients es podrien desenvolupar les seves 
aplicacions, ja sigui en Web, NET o Android/iOS i connectar-les al Framework. 
Aquesta funcionalitat es troba lluny d’estar acabada, però amb el desenvolupament 
d’aquesta aplicació, s’ha vist que s’està anant per un bon camí per assolir l’objectiu que s’ha 
marcat. En els propers mesos la idea és continuar evolucionant aquesta funcionalitat i anar-la 
fent més autònoma, de manera que amb coneixements nomes de les funcionalitats del 
Framework ja es pugui utilitzar, ja que actualment encara s’ha de conèixer coses sobre com 





En aquest apartat es pretén explicar el funcionament de l’aplicació, així com el seu 
desenvolupament i per acabar es mostra un tour per l’aplicació amb captures de pantalla del 
seu disseny final. 
4.1. Funcionament de l’aplicació 
A l’obrir l’aplicació, apareix un Splash screen, que simplement és una pantalla de càrrega 
o pantalla inicial que dóna pas a l’aplicació. Si és el primer cop que s’executa l’aplicació en el 
dispositiu o simplement s’ha esborrat la memòria cau, l’aplicació demana contra quin servidor 
es vol atacar. 
Un cop el Splash Screen ha marxat, apareix la pantalla de Login en la qual l’usuari ha 
d’introduir el seu nom d’empleat i la contrasenya. En aquesta pantalla es pot modificar el nom i 
el port del servidor al que s’ataca, en cas que sigui necessari. En el moment que  es fa el login  i 
el servidor valida les credencials, es carreguen totes les dades de sortides, despeses i saldo de 
l’empleat. Un cop carregades al dispositiu totes aquestes dades, apareix la pantalla principal on 
s’hi poden consultar diverses dades, entre elles el saldo actual de l’empleat.  Des de la pantalla 
principal es té accés a les altres tres pantalles més importants de l’aplicació, després de la 
pantalla principal.  
La primera, seria la pantalla de carteres, en la qual es pot consultar la quantitat de 
despeses acumulades per a cada cartera.  
La següent pantalla és la pantalla de creació d’una nova despesa, en la qual a través d’un 
formulari s’introdueixen les dades de la despesa que es vol crear, i si cal, s’hi adjunten les fotos 
necessàries.  
I finalment tenim la tercera i última pantalla, la qual és la de visualització de les despeses 
efectuades. Aquestes despeses es poden visualitzar agrupades per carteres o simplement una 
sota de l’altre. Si es polsa sobre d’una de les despeses s’accedeix a la visualització de la despesa 
amb tots els seus detalls. Des d’aquesta pantalla es pot accedir a la modificació de la despesa, la 
qual és una nova pantalla, igual que la de creació de nova despesa, però aquesta ja porta 
carregada els valors corresponents. 
La idea és que sigui fàcil per a l’usuari poder entrar noves despeses i que si es necessita 
es pugui consultar l’estat del seu saldo o de les despeses que porta fetes.  
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4.2. L’aplicació per dins. 
Dins d’aquest punt es pretén explicar els aspectes clau de l’aplicació, tant de 
desenvolupament com de programació. Com que no s’ha seguit una estructura de 
desenvolupament prou sòlida, aquesta explicació es farà començant per les pantalles en el 
mateix ordre que s’han explicat anteriorment, i esmentant els principals components de cada 
pantalla i finalment s’explicaran altres aspectes claus del desenvolupament que no afecten 
directament a les pantalles.  
Dins de l’explicació de cada pantalla, s’explicarà també les seves ActionBars, en el cas que 
en tinguin, ja que per a l’aplicació, les ActionBars s’han personalitzat i s’han hagut de definir a 
part. Les ActionBars són les barres d’acció superior de les aplicacions, que en el context de 
l’aplicació, s’han definit individualment. Per a definir la ActionBar personalitzada a cada pantalla 
en concret, el que s’ha fet es definir una funció anomenada setCustomActionBar i en aquest 
funció el que es fa és assignar el layout de la ActionBar i implementar les accions que es vol que 
faci aquesta ActionBar 
4.2.1 Splash Screen 
En aquest mòdul es du a terme la primera connexió envers el servidor, amb un usuari 
independent de l’empleat, amb aquesta primera connexió el que es pretén és agafar la llista 
d’empleats de la base de dades i passar-la després a la següent pantalla com a paràmetre. 
Per a fer a questa primera connexió, s’ha de comprovar si és el primer cop que s’executa 
l’aplicació i en el cas que així sigui, es llença un DialogFragment per a poder demanar a l’usuari 
el servidor i el port sobre el qual atacar. Per a mirar si és el primer cop que s’executa l’aplicació, 
el que es fa és guardar a la memòria cau, o a les SharedPreferences com s’anomena a Android, 
una variable booleana que es posa a true el primer cop que s’executa l’aplicació, així si quan es 
llegeix aquesta variable de la memòria es troba en true llavors s’entén que no es el primer cop 
que s’executa l’aplicació i que ja es té el servidor i el port correctes.  
Imatge 18: definició de la funció setCustomActionBar amb l’assignació del layout corresponent 
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Un cop es té el servidor i el port, aquests es guarden a les SharedPreferences i s’executa 
la connexió envers el servidor per agafar la llista d’empleats i poder-la passar a la següent 
Activity o pantalla. Cal destacar que aquesta Activity és la única en tot el projecte que té el seu 
propi estil. Aquest estil consisteix en tenir una imatge de fons com a windowBackground. 
Com que és la primera pantalla que es mostra a l’iniciar l’aplicació, s’ha hagut d’especificar 
al AndroidManifest.xml juntament amb l’estil a usar i l’orientació, en aquest cas l’orientació s’ha 
decidit que sigui vertical per a tota l’aplicació, tot i que és un aspecte que s’ha de definir pantalla 





Imatge 20: funció que comprova si és el primer cop. 
 
Imatge 19: definició de l’estil, dins del fitxer styles.xml  
Imatge 21: definició de l’Activity dins del fitxer AndroidManifest.xml 
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4.2.2. Login Screen 
Aquesta pantalla disposa de dos camps per introduir text, anomenats EditText, per a 
poder introduir el nom d’empleat i la contrasenya. El camp per introduir el nom de l’empleat és 
especial, ja que és desplegable i mostra una llista amb els empleats possibles, aquesta llista és 
la que s’ha adquirit amb el SplashScreen, de manera que si l’empleat es diu “EMPLEAT1” en el 
moment que hagi escrit dues lletres li sortirà una llista amb tots els empleats que el seu nom 
comenci per aquelles dues lletres. Aquest camp de text amb desplegable s’anomena 
AutoCompleteTextView, se li ha de passar un adapter amb la llista de valors i també se li ha de 
passar un xml amb el format de cada element de la llista, en l’aplicació s’ha fet servir un dels 
que et proporciona Android, android.R.layout.simple_list_item_1. 
Els dos botons que hi ha són per a obrir una finestra per a poder modificar el servidor 
escollit inicialment i l’altre és per a poder efectuar el login. En el moment que es fa el login i el 
servidor ha validat el nom de l’empleat i la contrasenya, es guarda el nom de l’empleat a les 
SharedPreferences per tal de posar-lo en el camp de text cada cop que es torni a accedir a 
l’aplicació, així l’usuari no ha d’anar escrivint i/o buscant el seu nom d’empleat a la llista. En el 
cas que entrés un usuari amb un nom d’empleat diferent, aquet nou es guardaria, sempre es 
guarda l’últim empleat que ha accedit a l’aplicació i el servidor ha validat les seves credencials.  
En el moment que s’ha efectuat el login, es carreguen totes les dades de l’empleat en una 
variable creada anomenada “Empleado”, en la qual s’hi emmagatzemen el nom, l’identificador, 
les carteres de les que disposa i les despeses de cada cartera. En el moment d’iniciar aquesta 
càrrega de dades, es llença un ProgressDialog per a mostrar a l’usuari que s’estan carregant les 
dades. En el moment que es tenen totes les dades, es tanca aquest ProgressDialog i es passa a 
la següent Activity. 
Login ActionBar 
En el cas del LoginScreen, la seva ActionBar és molt simple, ja que només consta d’un 







4.2.3. Main Screen 
Aquesta pantalla, en quant a programació és bastant senzilla, ja que únicament s’ha de 
col·locar la informació adquirida anteriorment, en les diferents Views que s’han definit en el seu 
layout. On hi ha més feina potser, és en definir el layout de la pantalla, ja que consta de varis 
Views i aquests s’han de posicionar d’acord amb el disseny acordat. 
La Main Screen és la primera pantalla que disposa del peu de pantalla comú a la gran 
majoria de pantalles. Aquest peu, consisteix en una banda horitzontal i a dins 3 botons, que 
serveixen com a menú de navegació entre la pantalla de les carteres, la pantalla de creació de 
nova despesa i la de l’historial de tiquets. Per a que aparegui sempre com a peu de pantalla, s’ha 
fet que el layout principal de la pantalla sigui un RelativeLayout i llavors en el layout del peu se 
li ha dit que s’alineï al peu del seu pare, android:layout_alignParentBottom = “true”.  
 
Com es pot veure en la imatge anterior, per a repartir de forma igual els 3 botons, a cada 
un se li ha assignat un weight de 0.33, així si el total del layout és de 1, cadascun dels botons 
ocuparà un 33% de l’espai. 




La ActionBar de la pantalla principal consta de dos TextView, un de central amb el nom de 
l’aplicació, i un altre que es troba al a part esquerra de la ActionBar, en el qual s’hi ha 
implementat la acció de tornar a la pantalla de Login en el cas que el TextView sigui polsat. 
 
CircleButton 
Com s’ha vist en una imatge anterior, per al peu s’ha utilitzat un boto circular, ja que els 
que proporciona Android no ho són i acaben molestant alguns detalls, com per exemple el fet 
d’escalar la imatge correctament. Aquest tipus de botons s’han utilitzat durant tot el projecte 
en altres punts, com per exemple en el botó de la càmera. 
El tipus de botó que s’ha usat es el CircleButton, un botó creat per l’usuari de github 
Markus Hi [12]. Aquesta llibreria creada per Markus Hi, implementa un botó perfectament 
circular el qual hereta totes els funcionalitats d’un botó normal, i a part n’implementa alguna de 
nova, que en aquest projecte no s’han utilitzat. Una cosa interessant d’aquest botó, es que 





Imatge 24: en la primera imatge s’observa un ImageButton i en la segona un CircleButton. 
 En les imatges anteriors es por observar la diferència entre un ImageButton (la opció 
que dona Android per defecte per a fer servir imatges com a botons) i un CircleButton. S’observa 
clarament com amb els mateixos paràmetres de configuració dels botons, en el CircleButton la 
imatge queda perfectament acotada, i fa tot l’efecte de botó circular.  
Imatge 23: implementació d’un OnClickListener en un TextView per a executar una acció al polsar sobre un text  
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4.2.4 Wallets Screen 
La WalletsScreen és la pantalla que conté la informació de les carteres, en aquesta 
pantalla surt un llistat de les carteres amb l’import total de les despeses efectuades en cada 
cartera i amb el numero total de despeses de cada cartera. 
Aquesta pantalla agafa la informació que l’hi passa el MainScreen i la tria per treure les 
carteres, el total de despeses i el numero de despeses. És la primera pantalla de les que 
s’expliquen que fa servir un adapter personalitzat en un ListView, per a presentar la informació. 
En aquest adapter se l’hi passa un ArrayList<String[]> o dit d’una altre forma, una llista de llistes 
de String, per exemple se l’hi podria passar {[‘Projecte 1”,365,5],[“Projecte 
2”,158.25,2],[“Projecte 3”,55.68,1]}, on el primer camp representa el nom de la cartera, el segon 
el total de les despeses i el tercer és el numero de despeses per aquella cartera.  
Un cop l’adapter ha de posar els valors el que fa és agafar l’índex de la llista i utilitzar el 
mateix índex per agafar l’element de l’ArrayList, o sigui, quan l’adapter ha de situar el valor del 
primer element de la llista, agafa el valor del primer element de l’ArrayList, i llavors aquests 
valors els posa en el layout que s’ha definit per a personalitzar la llista. En el cas del projecte, 
s’ha fet servir un layout que te una capçalera i un cos, per tant cada element de la llista estarà 
compost per una capçalera i un cos. 
Per a evitar la repetició de valors cada cop que s’entra i es surt de l’Activity o pantalla, el 
que s’ha de fer es tenir en compte a sempre inicialitzar com a buida l’ArrayList on van els 
valors. 
Wallets ActionBar 
En aquesta pantalla, la ActionBar definida, també consta de dos TextView en el que un és 
el nom de la pantalla i surt centrat, i l’altre es troba a l’esquerra de la ActionBar i en ser polsat 
el que fa és tornar a la pantalla principal. 
 
 
Imatge 25: creació de l’adapter, amb el layout wallets_layout i els valors de la variable carteras. Després es posa 
aquest adapter al ListView de la pantalla. 
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 4.2.5 Tickets Screen 
Aquesta pantalla  mostra l’historial de tiquets, i en el cas que es premi a sobre d’un dels 
tiquets, el que fa és obrir la visualització del tiquet amb detalls, apart,  és la única que s’ha creat 
com a FragmentActivity, això el que fa es que es puguin llançar Fragments des d’aquesta pantalla 
i reemplaçar parts d’aquesta pantalla, per altres layouts. 
En la pantalla es tenen dues pestanyes, la primera (que és la que es veu per defecte) es 
mostren una llista de tots els tiquets, i en la segona pestanya es mostra una llista desplegable 
de tots els tiquets agrupats per carteres. Per tant cada vista s’ha definit en un Fragment diferent 
i la pantalla principal el que fa és gestionar aquest dos Fragments. 
Per a gestionar els diferents Fragments el que s’ha de fer és definir un TabHost en 
l’Activity, i llavors assignar a cada pestanya el Fragment que li toca. 
El layout principal de la pantalla s’ha definit com a FragmentTabHost, d’aquesta manera 
quan es crida el Fragment, el que es fa és posar el layout del Fragment per sota de commutador 
de pestanyes, i al commutar la pestanya, és el contingut de sota el que es modifica. 
Tickets ActionBar 
Les dues pestanyes tenen la mateixa ActionBar, i com les esmentades anteriorment, 
aquesta consta d’un TextView central amb el nom de la pantalla, i un altre TextView a l’esquerra, 
amb l’acció de que quan sigui polsat, tornar a la pantalla principal.  
TabAllTIcketFragment 
Aquest Fragment és on es fan totes les operacions per mostrar la llista de despeses amb 
l’import total de cada despesa. 
En aquesta llista, també es fa servir un adapter personalitzat, i es passa un 
ArrayList<String[]> per a obtenir els valors a mostrar. La principal diferencia entre aquest 
adapter i el que s’ha mencionat anteriorment, és que aquest assigna l’ID  de la despesa com a 
Tag, així al polsar a sobre de l’element en qüestió, el que es fa és agafar el Tag del layout i així 
se sap l’ID de la despesa que es vol visualitzar i es pot fer la cerca de tota la informació de la 
despesa. 
Imatge 26: definició del TabHost amb el posterior afegiment dels Fragments per a cada pestanya 
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El layout de cada element de la llista és molt senzill, simplement és un LinearLayout per a 
contenir dos TextView un per al nom de la despesa i un altre per a l’import de la despesa.  
Per a posar una acció a realitzar en el moment que es polsa  a sobre d’un element de la 
llista, s’ha d’usar la funció setOnItemClickListener de la llista, on aquesta funció el que fa és 
instal·lar les accions, per a ser executades en el moment que es polsa a sobre d’un element. 
En el context de l’aplicació, el que fa quan un element és polsat, és accedir a un altre 
mòdul, per a obtenir les fotos de la despesa polsada, i llavors un cop es tenen les fotos, es passa 
a la visualització de la pantalla del tiquet individual.  
TabByWalletFragment 
Aquest Fragment és l’encarregat de mostrar la llista de despeses, però agrupades per 
carteres. 
La metodologia per a omplir la llista d’informació és la mateixa que s’ha fet servir en els 
casos anteriors, o sigui, s’agafen les dades i es passen a l’adapter, on desprès aquest es passa al 
View de la llista. En aquest cas, però, s’ha de mencionar que la llista no és una llista qualsevol, 
sinó que és una ExpandableListView o dit d’una altre manera, una llista que es pot expandir. 
Aquest tipus de llista es defineix en dues parts, una seria quan l’element de la llista es 
troba plegat, i l’altre, quan l’element de la llista es troba desplegat. Per a definir els layouts 
d’aquesta llista, s’ha de definir, per una banda l’element que es mostra quan està plegada, com 
podria ser una capçalera, i després els elements propis de la llista, quan la llista està desplegada, 
la capçalera es mostra igualment, a no ser que es digui el contrari.  
Llavors l’adapter el que fa és posar les dades al GroupView, que seria la capçalera, i en el 
moment que aquest és polsat, passa les dades cap al ChildView i les omple com l’adapter d’una 
llista normal. 
Imatge 27: instal·lació de les accions a realitzar en el moment de polsar a sobre un element de la llista.  
Imatge 28: creació de l’adapter amb les variables de les capçaleres (Headers) i els elements de cada una (Child).  
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Per a passar les dades cap a l’adapter el que s’ha fet és, primer un ArrayList<String> amb 
totes les capçaleres i després per a les dades de cada cartera s’ha fet servir una variable de tipus 
Hash<String, List<String[]>> el que fa aquesta variable és associar una llista de Strings a cada 
String, amb això s’aconsegueix tenir tots els elements de cada llista agrupat pel seu nom de 
cartera. 
En el cas del ExpandableListView per a instal·lar accions a realitzar en el moment que es 
polsa a sobre d’un element, el que s’ha de fer és cridar a la funció setOnChildClickListener. 
En el context de l’aplicació, aquesta funció s’ha definit que faci el mateix que quan es 
polsa a sobre d’un element de la llista de totes les despeses.  
4.2.6 New Ticket Screen 
Aquesta pantalla mostra el formulari a omplir per a poder crear una nova despesa a la 
base de dades. 
La pantalla està formada per diversos EditText per a poder introduir les dades desitjades, 
a part, també hi ha tres Spinners, que són llistes desplegables, un botó per accedir a la càmera, 
i una llista horitzontal, per a poder veure les miniatures de les fotos que s’han realitzat.  
Tot i que aquesta pantalla, sembla bastant simple, hi ha alguns elements, que tot i no ser 
complicats, no són trivials. El primer d’aquests seria cridar a la càmera del mòbil. Per a fer-ho, 
s’ha de fer de la següent forma: 
Com es pot veure en la imatge anterior, per a cridar la càmera, una de les formes per fer-
ho és iniciar una nova Activity, però al fer-ho, se li ha d’indicar al Intent que és del tipus captura 
de imatge. A part s’ha de crear un fitxer de tipus Uri en el directori que es vulgui guardar la 
Imatge 29: instal·lació de les accions a realitzar quan es polsa a sobre d’un element de la llista desplegada.  
Imatge 30: accions a realitzar per a cridar la càmera. 
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imatge, i passar aquest Uri com a extra en el Intent. Si es vol realitzar alguna acció en el moment 
que la Activity acaba, el que s’ha de fer és iniciar-la com a starActivityForResult, en aquest cas, 
quan la Activity acaba, aquesta crida la funció onActivityResult i allà, executa el que s’hagi definit. 
Dins de onActivtyResult es pot consultar el requestCode, per a saber quina Activity és la 
que ha finalitzat i ha cridat la funció. 
El segon element peculiar d’aquesta pantalla, es el ListView horitzontal. Android per 
defecte no disposa de cap ListView horitzontal, tots són verticals, per tant si se’n vol un s’ha de 
crear. 
Per a l’aplicació s’ha usat una llibreria que s’ha trobat per internet, que es diu 
HorizontalListView  i  que permet aquesta llista horitzontal, a part que si hi ha més elements dels 
que caben a la pantalla, es pot fer scroll. Aquesta llibreria ha estat creada pels programadors de 
l’empresa MeetMe, i es pot trobar a github [13]. 
Llavors el que s’ha fet, és crear un adapter per a aquest ListView en particular, i en el 
moment de passar les dades al adapter, primer es fa una cerca de les fotos que hi ha a la carpeta 
/VIATIC/temp/ del mòbil, i es passa el path de  totes les imatges com a paràmetre per a l’adapter. 
El tercer element que s’ha de destacar d’aquesta pantalla, és l’acció d’obrir un arxiu, 
mitjançant l’aplicació per defecte del dispositiu. Per a fer-ho s’ha de fer de la següent forma: 
Imatge 31: funció que s’executa quan una Activity, que s’ha iniciat amb startActivityForResult, acaba.  
Imatge 32: accions a realitzar per a obrir un arxiu amb l’aplicació per defecte 
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Com es pot veure en la imatge anterior, per a poder obrir l’arxiu amb l’aplicació per 
defecte, s’ha de cridar una Activity nova, però en l’Intent se li ha d’indicar quina acció ha de 
realitzar, mitjançant la funció setAction i s’ha d’especificar la ruta de l’arxiu i el seu tipus 
mitjançant la funció setDataAndType. 
El quart element a destacar és la finestra que es crida per a poder posar la data de la 
despesa. Aquesta finestra és un Fragment especial que el que fa es cridar el DatePickerDialog 
de Android, i aquest un cop ha rebut la data, la col·loca en un TextView. 
I per últim, s’ha de destacar la forma d’accedir als fitxers del dispositiu i llistar-los, per a 
fer-ho, primer s’ha de crear un File amb la ruta d’on es volen obtenir els arxius, i després, per a 
cada element d’aquella ruta, obtenir la seva ruta absoluta amb getAbsolutePath i llavors 
guardar-les en un ArrayList<String> tal i com es pot veure en la imatge següent. 
New Ticket ActionBar 
La ActionBar d’aquesta pantalla esta composta per tres TextView, un al centre amb el nom 
de la pantalla, un a l’esquerra de la ActionBar per a cancel·lar la creació de la nova despesa i 
tornar a la pantalla principal, i un altre TextView a la dreta per a guardar la nova despesa en el 
moment que sigui polsat. 
4.2.7 Single Ticket Screen 
Aquesta pantalla mostra totes les dades d’una despesa en concret, fotos incloses. L’accés 
a aquesta pantalla es fa a través de les pantalles dels tiquets, en el moment que es polsa a sobre 
d’un tiquet en concret s’obre la pantalla del tiquet individual. 
Pel que fa a la programació d’aquesta pantalla, és bastant simple, ja que nomes s’han de 
posar les dades que s’han passat als camps corresponents, llavors l’única complicació que hi pot 
haver és a l’hora de fer coincidir el layout de la pantalla amb el disseny que s’ha pactat, però 
mica en mica i anant provant es treu. 
Imatge 33: accions per a obtenir la llista dels arxius, d’un directori concret  
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Single Ticket Screen ActionBar 
Aquesta ActionBar és semblant a la de la pantalla de New Ticket, o sigui, té un títol central, 
un botó a l’esquerra per tornar enrere, i un botó a la dreta per a editar la despesa. En el cas que 
es premi aquest últim botó, apareix una finestra de confirmació. 
4.2.8 Edit Ticket Screen 
En el cas que des de la pantalla de Single Ticket es premi l’opció d’editar la despesa, et 
porta cap a la pantalla de Edit Ticket. Aquesta pantalla visualment és idèntica a la de New Ticket, 
l’única diferencia és que en aquest cas, ja porta carregades les dades de la despesa en qüestió 
per a que puguin ser modificades. 
Aquesta Activity no fa res fins que es polsa la opció de guardar de la seva ActionBar, és en 
aquest moment quan es crida una altre Activity la qual agafa les dades de cada camp i les puja a 
la base de dades. 
Edit Ticket Screen ActionBar 
En aquest cas, la ActionBar és igual que en els dos casos anteriors, un text central amb el 
títol de la pantalla, un botó a l’esquerra per cancel·lar les modificacions i un botó  a la dreta per 
a guardar les modificacions. En el cas de polsar qualsevol dels dos botons, apareix un missatge 
de confirmació. 
Arribats a aquest punt, ja s’han comentat per sobre, les pantalles principals des del punt 
de vista de la programació. A partir d’aquest punt, es procedirà a explicar altres aspectes 
importants per al desenvolupament de l’aplicació. 
4.2.9 Classes auxiliars 
Per a l’emmagatzemat de les dades, i el pas de dades entre Activitys s’han fet servir 3 tipus 
de classes pròpies, Gasto, Cartera i Empleado. 
Classe Gasto 
Aquesta classe és la representació de les despeses, o sigui, és la part més petita de l’usuari 
de l’aplicació. Gastos consta dels següents camps: 
 id: és un int que representa l’identificador de la despesa a la base de dades.  
 nombre: és un String que representa el nom de la despesa. 
 fecha: és un String que representa la data de la despesa. Aquesta variable s’ha 
definit com a String ja que després és més senzill de passar com a Parcelable. 
S’hagués pogut fer que fecha fos del tipus Date. 
 total: és un Double que representa el total de la despesa. 
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 importe: és un Double que representa l’import sense taxes ni propines de la 
despesa. 
 imp_iva: és un Double que representa l’import de l’IVA de la despesa.  
 imp_propinas: és un Double que representa l’import de les propines de la 
despesa. 
 concepto: és un String que representa el concepte de la despesa, per exemple si 
és una despesa de menjar o de transport. 
 observaciones: és un String que representa les observacions de la despesa. 
 iva: és un String que representa el tant per cent de IVA de la despesa, dins dels 
diferents tipus de IVA que té l’empresa. 
Cal destacar que aquesta classe implementa la classe Parcelable, això es fa per a poder 
passar aquesta classe pròpia a traves dels Intents entre Activitys. Per a  fer que sigui de tipus 
Parcelable quan es defineix la classe s’ha d’especificar-ho. 
Però només amb especificar que implementa la classe Parcelable no n’hi ha prou, i el que 
s’ha de fer és definir uns mètodes per tal de facilitar el pas de la variable a través dels Intents. 
Aquests mètodes són: 
 Una nova crida a la variable, però amb un paràmetre de tipus Parcel. El que fa 
questa crida, és assignar cada camp del paràmetre Parcel, cap a cada camp de la 
variable Gasto.  
Com es pot observar en la imatge anterior, es va llegint del paràmetre Parcel i es 
va posant a cada camp de la classe. S’ha de fer en el mateix orde que en el que es 
posen en la funció que s’explicarà a continuació. O sigui, si en la següent funció 
primer es posa l’int id doncs, aquest ha de ser el primer camp que es llegeix del 
Parcel. 
Imatge 34: definició de la classe Gasto com a Parcelable 
Imatge 35: crida de la variable Gasto, però amb el paràmetre Parcel 
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 El següent mètode és sobreescriure el mètode writeToParcel de la classe Parcel. 
Aquet mètode el que fa és escriure els camps de la classe cap a un paràmetre de 
tipus Parcel, per a passar-les a través de un Intent i poder ser llegides mitjançant 
la crida a la classe que s’ha explicat abans. 
 I finalment s’han de definir dos mètodes més, necessaris per a poder implementar 
la classe Parcelable adequadament. 
Hi ha una altre manera de definir les classes pròpies per a que puguin ser passades com a 
paràmetres a traves dels Intents i aquesta és implementar la classe com a Serializable. Les dues 
formes són completament vàlides, però evidentment tenen les seves diferències. La principal és 
que la implementació com a Parcelable és molt més ràpida que la implementació com a 
Serializable tot i que aquesta diferència de temps d’execució pot arribar a ser inapreciable, 
depenent de l’aplicació. 
En el cas de l’aplicació l’únic motiu per el qual s’ha escollit implementar com a Parcelable, 
és purament per a conèixer com es fa, ja que la implementació com a Serializable, simplement 
s’ha de posar a la definició de la classe que implementes la classe Serializable i no cal afegir cap 
mètode especial com si la implementes com a Parcelable. 
Imatge 36: sobreescriptura de la funció writeToParcel, per tal d’adaptar -la a la classe Gasto 




Aquesta classe implementa la representació del que en el context de l’aplicació s’entén 
com a Cartera, o sigui una agrupació de despeses, la qual té un nom i un saldo inicial, entre 
d’altres. Cartera consta dels següents camps: 
 id : és un int que representa l’identificador de la cartera.  
 nombre: és un String que representa el nom de la cartera. 
 saldo_inicial: és un Double que representa el saldo inicial de la cartera. 
 fecha_start: és un String que representa la data inicial de la cartera. Aquesta 
variable s’ha definit com a String ja que despres és més senzill de passar com a 
Parcelable. S’hagués pogut fer que fecha_start fos del tipus Date. 
 gasto_tot: és un Double que representa la suma de totes les despeses de la 
cartera. 
 gastos: és un ArrayList<Gasto> que representa la llista de depeses de la cartera. 
Aquesta llista esta definida com una llista d’objectes de tipus Gasto. 
La classe Cartera també implementa la classe Parcelable de la mateixa manera que la 
classe Gasto, per tant també s’han de definir els mètodes pertinents per a implementar-la. 
Classe Empleado 
Aquesta classe implementa la representació de l’usuari de l’aplicació, o sigui, aquesta 
classe té constància de quines són les carteres, quines despeses té i altres aspectes de l’usuari 
com el nom, l’empresa o els tipus de IVA de l’empresa. Empleado consta dels següents camps: 
 id: és un int que representa l’identificador de l’empleat 
 nombre: és un String que representa el nom de l’empleat. 
 usr_asociado: és un String que representa el nom d’usuari per accedir a la base 
de dades de l’empleat. 
 pwd: és un String que representa la contrasenya per accedir a la base de dades 
juntament amb el nom d’usuari. 
 saldo: és un Double que representa el saldo actual de l’empleat, o sigui la suma 
de les sortides menys la suma de les despeses. 
 saldo_validat: és un Double que representa el saldo que ja ha estat validat per 
l’administració de l’empresa. Aquest saldo no té perquè concordar amb l’anterior. 
 saldo_inicial: és un Double que representa la suma de totes les sortides de capital 
cap a l’empleat. 
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 empresa: és un String que representa el nom de l’empresa a la qual s’estan posant 
les despeses. 
 cartera: és un ArrayList<Cartera> que representa la llista de les carteres 
disponibles per a l’empleat. 
 conceptos: és un ArrayList<String> que representa una llista amb tots els 
tipus/conceptos de despesa que es poden introduir a la base de dades.  
 ivas: és un ArrayList<String> que representa una llista amb tots els tipus de iva 
que té l’empresa a la qual s’associen les despeses.  
Com les dues classes anteriors, aquesta també implementa el tipus Parcelable, per tant 
s’han de definir els mètodes que s’han descrit per a la classe Gasto. A part, per a aquesta classe 
s’han creat uns altres mètodes per tal de facilitar l’obtenció i l’escriptura de dades. Aquests 
mètodes són: 
 addSaldoCartera: aquest mètode el que fa és afegir l’import de saldo que es passa 
com a paràmetre a la cartera que es passa com a paràmetre. Això es fa perquè el 
saldo disponible per a una cartera es pot definir a través de diverses sortides i el 
saldo total de la cartera és la suma d’aquestes sortides.  
 addCarteraIDGasto: aquest mètode serveix per afegir a una cartera en concret el 
seu id i la seva despesa total, per evitar fer la cerca de la cartera. 
 existsCartera: aquest mètode retorna true en el cas de que la cartera especificada 
existeixi dins de les carteres de l’empleat, en cas contrari retorna false. 
 getCarteraID: aquest mètode retorna l’identificador de la cartera especificada.  
4.2.10 HttpTask Activitys 
En aquesta part es comentaran les diferents Activitys que intervenen en la connexió amb 
el servidor. 
Per a la connexió amb el servidor es fa servir una connexió HTTP de tipus POST, o sigui es 
fa una connexió i s’envia un XML amb les dades codificades en UTF-8. No es fa servir una 
connexió de tipus HTTPS ja que de moment aquesta part es troba en fase de probes, i com que 
és una part que variarà, de moment es deixarà en HTTP, i quan el desenvolupament es trobi en 




Per a efectuar les connexions, s’ha usat una classe que amplia la classe AsyncTask, aquesta 
classe és la que recomana Android per a fer aquest tipus d’accions, ja que incorpora dos mètodes 
essencials per executar-les, aquests mètodes són: 
 doInBackground: aquest mètode el que fa és executar les accions que s’indiquen 
però en background, o sigui en segon pla, així la aplicació pot anar fent d’altres 
coses mentrestant. En el moment que aquestes accions acaben, avisen a una altre 
funció. En el context de l’aplicació, el que s’ha fet ha sigut que en funció del que 
es volia fer era obrir sessió amb el servidor, tancar sessió, cercar registres, crear 
registres, etc, en background fes unes accions o unes altres. 
 onPostExecute: aquest mètode és el que es crida quan les accions de 
doInBackground han acabat. Com que en les connexions no es pot establir un 
temps determinat en el que retornaran la informació, aquest mètode és l’ideal 
per a indicar que quan es tenen totes les dades, ja es poden executar unes altres 
accions. En el context de l’aplicació, aquest mètode s’ha utilitzat per a retornar 
les dades obtingudes del servidor. 
4.2.11 Get Data Empleado Activity 
Aquesta Activity és la que es crida quan es fa login i abans de passar a la pantalla principal 
per tal d’obtenir les dades, a part també es crida quan es crea una nova despesa o s’edita una 
despesa per tal d’actualitzar les dades.  
El que fa aquesta Activity és primer de tot obrir una connexió amb el servidor, després 
agafa les dades de l’empresa com els tipus de concepte de despesa que té l’empresa o els 
diferents tipus de IVA, seguidament agafa ja els valors pròpiament de l’empleat, com el saldo 
validat, les sortides efectuades o les despeses efectuades, i finalment, tanca la sessió oberta i a 
través de un Intent es passa a la Main Activity. 
En les primeres fases de desenvolupament de l’aplicació, l’obtenció de dades es feia cada 
cop que es necessitaven, i al principi s’obria la sessió i no es tancava  fins que es sortia de 
l’aplicació, però fent això es va veure que moltes vegades quedaven sessions obertes i que era 
bastant pesat per a l’aplicació haver de demanar cada cop les dades que necessitava, per aquest 
motiu es va optar per fer una única connexió en el moment de fer login i en el moment que 
s’actualitzen les dades des de l’aplicació, evitant així deixar connexions obertes i si que l’inici pot 
ser més lent, però es guanya rapidesa en les altres accions. També s’ha de destacar que si es fa 
algun canvi des de fora de l’aplicació, en principi no es veuran reflectides a no ser que es faci un 
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logout i es torni a entrar a l’aplicació, es podria pensar un botó per a refrescar les dades en un 
futur. 
4.2.12 Get Empleados Activity 
Aquesta Activity s’executa durant el Splash Screen just abans de mostrar la pantalla de 
Login. El que fa aquesta Activity és fer una connexió al servidor i agafar tots els empleats de 
l’empresa, així en la pantalla de Login en el camp de usuari es pot mostrar la llista de tots els 
empleats que hi ha a l’empresa. Un cop s’han agafat els empleats, la Activity tanca la connexió i 
executa la Activity de Login Screen. 
6.2.13 Get Photos Ticket Activity 
Aquesta Activity es crida en el moment que es polsa una despesa i abans de mostrar els 
detalls d’aquella despesa. La seva funció és cercar les fotos associades a aquella despesa en 
concret en la base de dades, i si no es troba en la memòria del telèfon dons descarregar-la del 
servidor i guardar-la en la memòria. 
De moment, no es contempla la eliminació de fotos de la base de dades per part de 
l’aplicació, per tant la única diferencia que hi pot haver de moment, és que en el servidor hi 
hagin fotos que no es troben en la memòria. Si en un futur s’implementa que es puguin eliminar 
les fotos des de l’aplicació, aquesta Activity s’hauria de revisar. 
4.2.14 Operaciones New Ticket Activity 
Aquesta Activity és l’encarregada d’agafar totes les dades de la pantalla de creació d’una 
nova despesa i enviar-les cap al servidor. La Activity s’executa en el moment que es prem el botó 
de guardar de la pantalla de nova despesa. 
La Activity primer obre la sessió, després crea la despesa, seguidament li adjunta les fotos 
que s’hagin fet i al final tanca la sessió. Mentre està carregant les dades hi ha una finestra visible 
que informa que les dades s’estan processant.  
4.2.15 Operaciones Edit Ticket Activity 
Aquesta Activity s’executa en el moment que es prem el botó de guardar de la pantalla 
d’edició de despeses. La funcionalitat es gairebé idèntica a la de creació de nova despesa, la 
única diferencia, a part que en la de creació les dades es creen i en la d’edició s’actualitzen, és 
que en la Activity de Operaciones Edit Ticket no es pugen les fotos directament al servidor, sinó 
que primer mira si ja estan adjuntades, i en cas negatiu les adjunta a la despesa.  
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Cal destacar que en tot moment que es menciona que s’obre una sessió amb el servidor, 
en el cas que el procés no s’acabi amb el resultat desitjat, es tanca la sessió.  
4.2.16 Auto Fit TexView 
La longitud dels textos pot ser variable i Android no dona cap eina per a que en un mateix 
espai, si el text es massa llarg, modifiqui la mida del text per tal d’encabir-lo en l’espai donat. 
Per a solucionar aquest problema s’ha utilitzat la llibreria AutoFitTextView, que el que fa és 
reduir la mida del text en el cas que no hi càpiga en l’espai donat. Aquesta llibreria ha estat 
creada per l’usuari de github Grantland Crew [11]. 
Pel que fa a la part en Java, la definició d’aquest View s’ha de fer com un TextView, llavors 
l’única diferència és que en el XML del layout s’ha de definir el nombre de línies que es vol que 
ocupi el text, i la mida mínima i màxima del text. 
  
Imatge 38: definició d’un AutoFitTextView en el layout del Main Screen 
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4.3 L’aplicació per fora 
En aquesta secció es pretén donar una visió de com és el disseny de cada pantalla. El 
disseny ha estat realitzat en col·laboració amb Oriol Martí [17], al qual se l’hi va passar un 
PowerPoint amb una idea inicial de com es volia que fos la aplicació (ANNEX B) i després de la 
proposta ell va presentar el seu disseny, el qual es va considerar que era correcte i és el que s’ha 
aplicat per a l’aplicació. Com es pot veure en el PowerPoint inicial, hi han opcions que no s’han 
implementat i d’altres que s’han fet de forma diferent.  
4.3.1 Splash Screen 
Aquesta pantalla és la més simple, només consta d’aquesta imatge com a fons. Es veurà 
que al llarg de tota l’aplicació es va seguint el mateix estil i es fa servir els mateixos tons de verd. 
A part, la icona de l’aplicació, és aquesta mateixa pantalla però quadrada i de menor mida.  
  
Imatge 39: disseny de la pantalla Splash Screen  
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4.3.2 Login Screen 
 
Aquesta pantalla és la única que potser discerneix una mica el format, ja que en el disseny 
inicial no hi era, i per no haver de tornar a contactar amb el dissenyador, es va optar per realitzar-
la de manera autònoma, intentant seguir la gamma de colors usada en tota la aplicació. 
  
Imatge 40: disseny de la pantalla Login Screen  
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4.3.3 Main Screen 
 
En aquesta pantalla, s’ha prioritzat que la informació important tingués una mida més 
gran, per això s’ha fet que les mides dels dos saldos actuals fossin les més grans. També s’ha 
emfatitzat el botó de creació de nova despesa, ja que es preveu que sigui la opció que més 
realitzin els usuaris, i per tant s’havia de destacar una mica.  
L’altre informació com el saldo inicial o les despeses realitzades, no és informació 
rellevant, però no estava de més mostrar-la en la pantalla principal, així estèticament la pantalla 
queda més plena. 
També s’ha cregut convenient mostrar, al llarg de tota l’aplicació, els imports de les 
despeses de color vermell i amb el símbol menys davant. En canvi els saldos es mostren amb el 
símbol més davant i de color verd, si el fons ho permet.  
Imatge 41: disseny de la pantalla principal o Main Screen 
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4.3.4 Wallet Screen 
 
En aquesta pantalla es mostren totes les carteres disponibles, amb el total acumulat de 
les despeses d’aquella cartera i amb el nombre de depeses que s’han realitzat en aquella cartera. 
Pel que fa a la barra de navegació inferior, es continua emfatitzant el botó de creació de 
nova despesa, però es pot observar que el botó de carteres és d’un color diferent, això és per 
indicar en quina pantalla es troba l’aplicació, a part en aquesta pantalla, aquest botó no fa res. 
  
Imatge 42: disseny de la pantalla de les carteres 
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4.3.5 Tickets Screen – Pestanya All Tickets 
 
Aquesta pantalla mostra totes les despeses efectuades per l’usuari, com es pot observar 
la pestanya seleccionada es diferencia per les lletres de color verd.  
Pel que fa a la llista de despeses, cada despesa està emmarcada per un fons que 
representa la forma d’un tiquet, per mostrar la relació entre les despeses i tiquets.  
Com ja s’ha comentat anteriorment, en la barra d’acció inferior hi ha emfatitzat el botó 
de tiquets, per a mostrar que l’aplicació es troba en la pantalla de despeses, a part que aquest 
botó no fa cap acció, en aquesta pantalla. 
  
Imatge 43: disseny de la pantalla de de despeses, amb la pestanya de totes les despeses seleccionada 
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4.3.6 Tickets Screen – Pestanya By Wallets 
 
Aquesta pantalla mostra totes les despeses efectuades per l’usuari agrupades per 
carteres, com es pot observar la pestanya seleccionada es diferencia per les lletres de color verd. 
La llista de despeses, primer es mostra una llista amb totes les carteres, en el moment 
que una d’aquestes carteres és polsada, s’obre una llista a sota per mostrar totes les despeses 
d’aquella cartera. La capçalera de les carteres varia una mica en funció de si es troba plegada o 
desplegada. Les despeses tenen la forma de tiquet, igual que en la pestanya anterior.  
Com ja s’ha comentat anteriorment, en la barra d’acció inferior hi ha emfatitzat el botó 
de tiquets, per a mostrar que l’aplicació es troba en la pantalla de despeses, a part que aquest 
botó no fa cap acció, en aquesta pantalla, igual que en la pestanya anterior.  
Imatge 44: disseny de la pantalla de despeses, amb la pestanya de per carteres seleccionada  
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4.3.7 Single Ticket Screen 
 
Aquesta pantalla mostra tot la informació disponible per a la despesa que s’ha seleccionat 
prèviament. En la part superior i en lletra més gran, s’hi troba els aspectes més importants de la 
despesa, el nom, el total i la data. En la secció inferior s’hi troben les fotos de la despesa, en el 
cas que en tingui. Després hi ha tots els imports detallats, i finalment hi ha altres camps d’interès. 
Com es pot observar, la zona on es troben totes les dades té com a fons el que 
representaria un tiquet, de la mateixa manera que en les llistes anteriors, les despeses estaven 
emmarcades amb un tiquet blanc, igual que aquest. Com es pot observar, aquesta pantalla no 
té barra de navegació inferior, per tant la única manera de navegar des d’aquesta pantalla és 
mitjançant la ActionBar o barra de navegació superior. 
Imatge 45: disseny de la pantalla dels detalls d’una despesa  
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4.3.8 Edit Ticket Screen 
 
En aquesta pantalla, hi ha la mateixa informació que s’ha vist en la pantalla anterior, la 
pantalla de detall de despesa, però col·locada de forma que es pugui editar. Com es pot veure 
en la part inferior de la pantalla, si el contingut és més gran que la pantalla no es veu sencer, 
però fent scroll cap a baix, es pot accedir a la informació restant. 
De la mateixa manera que en la pantalla del detall de despesa, si la despesa no té fotos 
associades, la part on es troben les fotos no es visible. 
Aquesta pantalla, igual que en la de detall de despesa, no disposa de barra de navegació 
inferior. 
  
Imatge 46: disseny de la pantalla d’edició de despesa  
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4.3.9 New Ticket Screen 
 
En aquesta pantalla s’hi troben els camps a omplir per a la creació d’una nova despesa. 
Per conveni s’ha fet que ja surti un títol per defecte i una propina per defecte de 0, així si l’usuari 
vol anar ràpid, nomes introduint l’import total en te prou per a crear la despesa.  
S’ha de mencionar també, que per defecte surten l’últim tipus de gasto i la última cartera 
que s’ha fet servir. 
De la mateixa manera que la pantalla d’edició de despeses i que la de detalls de despesa, 
aquesta pantalla tampoc te barra de navegació inferior, per tant tota la navegació des d’aquesta 
pantalla es fa a través de la barra superior.  
 
Imatge 47: disseny de la pantalla de creació de nova despesa 
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5. Test de l’aplicació 
En aquest apartat s’explicarà l’enfocament que s’ha seguit a l’hora d’enfocar les proves i 
garantir la qualitat necessària de l’aplicació. Es detallen els diferents tests que s’han realitzat per 
assegurar el correcte funcionament de l’aplicació, tant durant el desenvolupament de l’aplicació 
com en el moment de finalitzar aquest desenvolupament. 
5.1 Tests durant el desenvolupament 
Aquesta part de la fase de test, ha sigut les menys planejada i la que ha estat més mancada 
de fil conductor de les dues fases que s’han dut a terme.  
Quan es parla de test durant el desenvolupament es fa referència a les proves que es 
realitzaven durant la programació de l’aplicació, i que sovint eren per provar aspectes de 
connexió, o aspectes que es desconeixien de la programació en Android i que s’havien trobat 
cercant per internet. També s’inclouen aquí les proves realitzades abans del desenvolupament 
o en la fase inicial d’aquest, com podria ser per exemple la prova que es va realitzar per aprendre 
a fer servir la càmera del mòbil des d’una aplicació Android.  
5.1.1 Proves en la fase inicial 
Dins de les proves en la fase inicial hi trobem totes aquells proves de concepte o Proof of 
Concept (PoC) que s’han dut a terme per al desenvolupament de l’aplicació. Les proves de 
concepte, són petits desenvolupaments duts a terme per tal de provar funcionalitats abans 
d’implementar-la al desenvolupament final, o bé per provar si és factible incorporar aquella 
funcionalitat al desenvolupament final. 
En el context de l’aplicació s’han realitzat diferents proves de concepte:  
 Prova de connexió: aquesta prova consistia en realitzar una mini aplicació per 
Android, en que la seva funcionalitat fos, obrir sessió al servidor, treure una llista 
d’usuaris, accedir als detalls d’usuari i poder-los modificar. La idea de realitzar 
aquesta prova de concepte era provar que els serveis de les 4Capes funcionaven 
correctament i que des de Android s’hi podia accedir. A part també va servir per 
a fer el primer acostament a establir una connexió HTTP des de Android. 
 Prova de Login: la idea d’aquesta prova era realitzar una petita pantalla en que 
s’hi posava un usuari i contrasenya i s’obria una sessió al servidor. Aquesta prova 
de concepte es va desenvolupar juntament amb l’anterior.  
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 Prova galeria de fotos: aquesta prova consistia en crear una petita galeria des de 
Android i visualitzar en miniatura diverses imatges o fotos, per tal de poder-hi 
interaccionar més tard. 
 Prova d’obertura de foto: aquesta prova va directament lligada amb la anterior, 
la idea era poder obrir una foto amb l’aplicació per defecte del mòbil. Aquesta 
prova es va implementar de manera que es visualitzava la galeria i que en el 
moment que es polsava sobre d’una miniatura s’obria la foto seleccionada.  
 Prova càmera: aquesta prova consistia en poder accedir a la càmera del mòbil, 
efectuar una foto, i poder-la guardar en el directori desitjat. Aquesta prova es va 
dur a terme juntament amb la prova de la galeria i la prova d’obertura de fotos, 
de manera que al final la prova consistia en efectuar fotos des de la càmera, 
guardar-les en el directori desitjat, desprès visualitzar les fotos realitzades en una 
galeria i finalment poder-les obrir al polsar sobre d’elles. 
5.1.2 Proves durant el desenvolupament 
Aquesta part del test ha sigut la més rudimentària de tot el projecte, simplement s’ha anat 
escrivint el codi de l’aplicació i en el moment que hi havia alguna part que no es sabia fer, es 
buscava per internet, i llavors era qüestió d’anar provant les solucions trobades, fins que n’hi 
havia una que satisfeia les especificacions que es volia. 
5.2 Proves després del desenvolupament 
Aquestes proves comencen el dia en el que es treu la primera versió de l’aplicació, la qual 
tot i estar en fase de desenvolupament encara, ja es va anomenar versió 1.0. Cal mencionar que 
en el moment de la redacció d’aquesta memòria, l’aplicació es troba en la versió 1.1, només. Per 
tant només s’han realitzat dos cops aquestes proves.  
La metodologia per a enfocar aquestes proves ha sigut el següent, primer en una plantilla 
d’Excel es van escriure totes les proves que es van creure oportunes que s’havien d’efectuar, 
separades per àmbits o funcionalitats. Un cop les proves van estar redactades, es va procedir a 
realitzar-les, anotant en tot moment si es passaven o no, i sinó es passaven, anotant que és el 
que succeïa. Finalment un cop efectuades tots les proves, es van corregir tots els errors trobats, 






En la imatge anterior, hi ha un exemple de l’Excel utilitzat durant aquesta fase de test. 
Aquests Excels es trobaran en els annexos.  
5.2.1 Test de les versions 
Com ja s’ha mencionat abans, un cop treta la primera versió de l’aplicació el que es va  fer 
va ser escriure en un Excel totes les proves a realitzar durant la sessió de test. L’Excel es pot 
trobar en l’ANNEX C. 
Aquestes proves es van repartir entre les diferents pantalles que té l’aplicació, o sigui hi 
havia proves diferents per a cada pantalla. El redactat de les proves va ser el següent, primer en 
el camp “Description” s’anotava el que es volia provar. Després en el camp “Tests Steps” s’hi 
anotava el procediment a seguir per a fer la prova. Finalment a “Expected results” s’hi posava 
els resultats esperats i a “Priority” se li assignava una prioritat. 
Un cas d’exemple seria: 
 Description: Camps login buits 
 Test Steps: 1. Executar aplicació 2. Polsar botó login 
 Expected results: Missatge d'error indicant que els camps estan buits 
 Priority: Low 
La metodologia per omplir tots els Excels va seguir sempre aquesta estructura. 
Imatge 48: exemple de l’Excel utilitzat en la fase de proves post desenvolupament.  
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Un cop executat el primer joc de proves, els errors es van reportar al JIRA i a través d’allà 
es va gestionar tot el procés de correcció d’errors. L’Excel de la versió 1.0 es pot veure en 
l’ANNEX D. 
Els errors que es van trobar de la versió 1.0, van ser els següents: 
 L’aplicació es tancava, quan s’introduïa un usuari incorrecte.  
 Quan es polsava el botó back des de la pantalla de Login l’aplicació es quedava 
per sempre a la pantalla de Splash Screen. 
 Des de la finestra de tria de servidor, si es posava algun paràmetre incorrecte, al 
intentar establir connexió, l’aplicació es quedava penjada a la pantalla de Splash 
Screen. 
 Si s’accedia a l’aplicació sense connexió en el dispositiu, l’aplicació es quedava a 
la pantalla de Splash Screen. 
 Si una cartera no tenia despeses, a l’hora d’obtenir les dades de l’usuari, fallava i 
no es mostrava la informació correctament. 
 El botó de back en la pantalla principal, no feia res. 
 Sortia un error a la pantalla de detall de les despeses quan a la base de dades hi 
havia una foto i aquesta ja no es trobava en la memòria del dispositiu.  
 En la pantalla de creació de despesa, hi havia algun error  amb les fotos 
emmagatzemades en el directori temporal. 
 En la creació de nova despesa, no s’adjuntava la foto amb la seva despesa. 
 
Imatge 49: gràfic dels resultats de les proves de la versió 1.0 
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A part, es van trobar algunes millores a realitzar: 
 Limitar els camps de text del port a nomes nombres. 
 Visualitzar correctament els accents. 
 Introduir la hora, a part de la data, al crear una despesa nova.  
Un cop reportats aquests errors i millores, es va procedir un altre cop al 
desenvolupament, i es van solucionar aquests erros, i alguns més que es van trobar durant 
aquesta nova fase de desenvolupament. 
Al finalitzar aquesta nova fase de desenvolupament, es va treure la versió 1.1, que és la 
que hi ha actualment. 
En aquestes últimes proves, no es va trobar cap error, però principalment va ser perquè 
es van fer les mateixes proves que en la versió 1.0, i els errors de la primera versió ja s’havien 
solucionat, la idea és que abans de fer les proves de la versió 1.1, s’haguessin tornar a revisar les 
proves a realitzar, i se n’hi haguessin posat de noves.  L’Excel de la versió 1.1 es pot veure en 
l’ANNEX E. 
 
Tot i així, en la versió 1.1, no només es van corregir els errors trobats en el test de la versió 
1.0, sinó que es van introduir altres millores que es van creure necessàries, o altres petits errors 
que es van trobar en temps de desenvolupament.  
 
Imatge 50: gràfic dels resultats de les proves de la versió 1.0 
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Les millores introduïdes en la versió 1.1 van ser: 
 Es va solucionar l’error que feia que el login amb usuari incorrecte aturés 
l’aplicació. El problema aquí va ser que no es va contemplar la opció d’introduir 
un usuari de fora de la llista, en el moment que es va contemplar aquesta opció 
(per a que mostrés l’error pertinent), ja es va solucionar el problema. 
 Es va solucionar un error que feia que en la finestra de confirmació de sortida de 
la pantalla de Login els accents no es veiessin bé. El problema aquí era que enlloc 
d’utilitzar un String del fitxer strings.xml s’havia introduït el text a mostrar 
directament al codi, per tant no agafava la codificació que tocava.  
 Es van solucionar diversos errors que feien que enlloc de sortir de l’aplicació, 
aquesta es quedava permanentment en la pantalla de Splash Screen. 
 Es va introduir la millora que fa que les finestres que mostren missatges siguin 
bloquejants, o sigui que l’aplicació no continua funcionant fins que no es tanca la 
finestra, ja que sinó es produïen comportaments estranys en l’aplicació.  
 Es va solucionar un error que feia que si una cartera no tenia despeses fallava 
l’aplicació i no apareixien les dades correctament. Aquí el problema era que 
inicialment sempre es buscaven les despeses de totes les carteres en tinguessin o 
no, això provocava que el servidor retornés un error i llavors l’aplicació tenia un 
comportament erroni. El que es va fer va ser primer de tot mirar quines carteres 
tenien despeses i després buscar aquestes despeses. 
 Es va solucionar un error que feia que si s’eliminava una foto del mòbil però 
aquesta seguia a la base de dades, en el moment d’accedir a la pantalla de detall 
de despeses apareixia un missatge d’error. El que es va fer en aquest cas, va ser 
que en el moment d’accedir a la pantalla de detall de despeses, es consultés a la 
base de dades quines eren les fotos d’aquella despesa, i que en el cas que hi 
hagués alguna foto que no es trobava en la memòria del dispositiu, l’aplicació es 
descarregava la foto de la base de dades. 
 Es va solucionar un error que feia que si creaves una nova despesa amb el check 
de IVA desmarcat, igualment creava la despesa amb IVA. Aquest va ser un descuit 
de programació. 
 Es va solucionar un error que feia que al crear una despesa, les fotos no 
s’adjuntessin a la despesa. El problema aquí va ser que per un descuit, no es 
passava la id de la despesa al servidor, per tant no l’adjuntava.  
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 Es va introduir una modificació que fa que si des de la pantalla de creació de nova 
despesa, es cancel·la la creació, s’eliminen les fotos que s’han fet d’aquella 
despesa, que es guarden en una carpeta temporal. 
 Es va solucionar un error que feia que en diverses pantalles, després d’una 
col·lecció d’accions, apareixia el contenidor on es mostren les fotos però buit.  
 Es va solucionar un error que feia que si s’editava una despesa i després es 
cancel·lava l’edició, les fotos extres realitzades no s’eliminaven. 
 Es va afegir una modificació que fa que a l’hora de guardar una despesa, també 
inclou l’hora a més de la data a la base de dades.  
 Es va afegir una modificació que s’ha fet ha sigut eliminar la barra de navegació 
inferior de les pantalla de despesa individual, creació de nova despesa i edició de 
nova despesa. Aquesta modificació s’ha realitzat ja que en aquestes pantalles 
aquests botons no tenien cap acció i podia resultar confús per a l’usuari tenir uns 
botons que no es podien usar. 
5.3 Exemple d’introducció d’un error al JIRA 
A continuació es detallarà un dels errors reportats als JIRA, durant la fase de 
desenvolupament de l’aplicació, per a mostrar la metodologia que s’ha seguit per a la 
introducció dels errors al JIRA. El principal objectiu de seguir uns passos estrictes per a fer-ho és, 
que en cas de treballar en equips més grans, descriure de forma estandaritzada les situacions, 
permetent una millor comprensió i una fàcil reproducció dels problemes, per a simplificar-ne la 
resolució. 
5.3.1 Descripció de l’error 
L’error reportat consistia en que no es podien crear despeses, ja que retornava un error 
que deia “Number out of range” però al desenvolupador del servei no li succeïa aquest error.  El 
problema es trobava quan s’introduïen certs camps numèrics en la creació de la despesa.  
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7.3.2 Capçalera de l’error al JIRA 
 En la imatge anterior es pot observar que l’error es va reportar com un bug, que tenia 
força prioritat, ja que el desenvolupament es trobava parat i el temps pressionava per a l’entrega 
del projecte, per això es va marcar amb la prioritat més alta. També s’hi observen altres camps 
com els Labels, el Epik Link o el Sprint. En la imatge anterior s’observa que l’error es troba en 
estat Done, això és degut a que les captures de pantalla es van realitzar un cop solucionat l’error.  
També es pot observar qui ha reportat l’error, quan l’ha reportat i qui el té assignat actualment. 
5.3.3 Descripció de l’error al JIRA 
En la imatge anterior es pot observar la descripció de l’error, en aquesta s’hi detallen els 
passos a seguir, el resultar esperat, el resultat obtingut i algun comentari del reportador de 
l’error.  
  
Imatge 51: capçalera de l’error reportat al JIRA 
Imatge 52: descripció de l’error dins del JIRA 
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5.3.4 Comentaris per a la resolució de l’error 
En el cas d’aquest error, el reportador va introduir un comentari per ampliar la informació 
de l’error, per tal que la persona que l’havia de resoldre disposés de més informació.  
Desprès de reportar l’error i del primer comentari del reportador, el desenvolupador dels 
serveis de les 4Capes, respon a l’error aportant el que ell creia que podia ser l’error i fa verificar 
el tipus de connexió, aportant la que ell feia servir per les seves proves. 
  
Imatge 53: primer comentari, introduït pel reportador de l’error  
Imatge 54: resposta del desenvolupador del servei cap al reportador 
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El reportador de l’error, prova la solució donada pel desenvolupador, i soluciona el 
problema. Un cop solucionat el problema, ho anota també al JIRA, per a deixar constància de 
quin era l’error i com s’ha solucionat. 
 
Més o menys aquest ha sigut el flux que s’ha seguit per a la solució de la gran majoria 
d’errors del projecte, qui trobava l’error el reportava al JIRA, llavors el reportador l’assignava a 
qui creia que se’n havia de fer càrrec, la persona assignada mirava si era per ell i responia per a 
resoldre l’error, en el cas que no fos per a ell el reassignava a un altre usuari, i llavors s’anava 
mantenint un intercanvi de comentaris fins que l’error estava resolt.   
Imatge 55: resposta del reportador i solució de l’error  
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5.4 Dispositius usats per a les proves 
La gran majoria de proves, tant en el desenvolupament com en la part posterior al 
desenvolupament, s’han realitzat amb el smartphone Oneplus One que disposa de la API 21 amb 
Android 5.0-5.0.2 Lollipop, amb una pantalla de 5.5’’ 1080x1920 i amb una densitat de píxels 
d’uns 480dpi mes o menys o sigui format xxhdpi. 
Degut a que aquest dispositiu és un dispositiu de pantalla gran i alta densitat de píxels, es 
va creure oportú buscar algun altre dispositiu de menys densitat i de pantalla més petita, per tal 
d’observar si la pantalla s’adaptava correctament en altres mides i densitats.  
A part, la API del Oneplus One era la 21, i en l’aplicació es va especificar que podia 
funcionar a partir de la API 16, tot i que la ideal era la API 22. Llavors per a comprovar que 
funcionava en una API inferior, es va optar per utilitzar un dels emuladors que ofereix l’Android 
Device Manager (ADV). 
Es va escollir per a emular un dispositiu Nexus One amb una API 16 amb Android 4.1.2 





6. L’aplicació final 
En aquest apartat es pretén donar una idea general dels aspectes tècnics de l’aplicació, 
com podrien ser els permisos necessaris per a la instal·lació, les versions suportades, etc.  
Es va definir el nom de VIATIC per fer una barreja entre els termes viàtics i TIC, per 
emfatitzar que es fan servir els viàtics utilitzant noves tecnologies. A part es va cercar al Google 
Play i no hi havia cap aplicació amb aquest nom. 
S’ha definit que l’aplicació pugui funcionar sobre una API mínima  de 16, que equival a la 
versió d’Android 4.1 - 4.1.2 Jelly Bean, però la target API, o la API per a la qual s’ha fet l’aplicació, 
és la API 22, que equival a la versió d’Android 5.1 – 5.1.1 Lollipop. 
A la data d’escriptura d’aquesta memòria, l’aplicació es troba en la versió 1.1.  De moment, 




L’aplicació demana alguns permisos a l’hora de ser instal·lada: 
 demana permís per a realitzar fotografies i vídeos, que equival a demanar permís 
per a poder fer servir la càmera, 
 demana permís per a poder escriure, llegir o eliminar contingut de 
l’emmagatzemament del dispositiu, aquest permís és per a poder guardar les 
fotos, consultar-les o per poder-les eliminar 
 i finalment també demana permís per a  fer servir la xarxa, això és per a poder 
establir les connexions amb el servidor. 
  




S’ha cregut convenient descriure algunes de les millores que s’han pensat per a l’aplicació, 
ja que l’aplicació desenvolupada està pensada per a continuar creixent i desenvolupant -se. 
Algunes d’aquestes millores han sorgit durant el desenvolupament, altres són idees inicials 
descartades per a fer-les més senzilles per al desenvolupament inicial o altres simplement són 
idees que han sorgit durant la redacció d’aquest document.   
Algunes de les millores són les següents: 
 Sincronització de dades: una primera idea al pensar en l’aplicació, va ser poder 
escollir en algun menú de configuracions de quina manera es vol sincronitzar les 
dades, si es vol fer nomes amb wifi, si es vol fer amb wifi i dades mòbils o bé si no 
es vol fer i nomes es sincronitzen quan es prem algun botó. Com que primer es 
volia fer una aplicació més senzilla però que funcionés, es va optar per deixar 
aquest aspecte com a un possible millora. 
 
 Connexió HTTPS: una altre millora a implementar és que les connexions que es 
facin amb el servidor siguin HTTPS. De moment com que la tecnologia de les 
4Capes es troba en fase de desenvolupament, encara utilitza connexions HTTP, 
en el moment que s’actualitzin els serveis, s’actualitzarà l’aplicació per tal de 
millorar la seva seguretat. 
 
 Eliminació de fotos de la base de dades: a dia d’avui, l’aplicació no permet 
eliminar les fotos de la base de dades, si es borra alguna de les fotos, només 
s’elimina del dispositiu, i si es torna a accedir a la pantalla de detall de despesa, 
llavors es tornen a descarregar les fotos restants. S’ha optat per a no implementar 
aquesta opció de moment, ja que representava més esforç del previst en quant a 
desenvolupament, i per a una primera versió de l’aplicació i per a la seva entrega 






 Eliminació de fotos del dispositiu: poder eliminar totes les fotos de l’aplicació 
emmagatzemades en la memòria del dispositiu, mitjançant un botó dins de 
l’aplicació. Aquesta millora pretén poder netejar el dispositiu de les fotos 
realitzades, ja que actualment les emmagatzema totes. 
 
 Elecció directori fotos: actualment les fotos es guarden al directori /VIATIC/ i es 
distribueixen per l’id de la depesa, la idea es que des de l’aplicació es pugui escollir 
on es vol que estigui aquest directori. 
 
 Millora implementació carteres: la idea és poder assignar les carteres per usuari, 
ja que actualment estan definides per l’empresa i els diferents usuaris no tenen 
perquè tenir disponibles totes les carteres. A part també es vol poder tenir saldos 
per carteres, actualment si que quan es fa una sortida de diners es pot assignar a 
una cartera, però les despeses no es resten del saldo de la seva cartera sinó que 
es resten del saldo total, per tant es pot crear una despesa a una cartera però que 
aquella cartera no tingui saldo. 
 
 Actualització dades: poder fer una actualització de dades mitjançant algun botó, 
ja que actualment nomes es refresquen les dades en el moment de fer login, o en 






A nivell de projecte s’han assolit els objectius que s’havien marcat en el seu 
començament. Per una banda per al desenvolupament de l'aplicació s’ha seguit la metodologia 
de treball Scrum que, tot i no seguir-la al peu de la lletra, degut a que el ScrumTeam era força 
reduït i que no sempre es podien realitzar les reunions que tocaven, s’ha intentat seguir en la 
mesura del possible; tot i això, ha servit per conèixer la metodologia Scrum i veure que és una 
bona manera d’organitzar el treball per al desenvolupament de software i que realment és molt 
útil.  I per altre banda, s’ha aconseguit desenvolupar una aplicació nativa en Android per al 
control dels viàtics, completament des de zero i sense tenir coneixements previs en la 
programació per a Android. 
L’aplicació que s’ha desenvolupat, aprofita l’oportunitat d’implementar les  funcions del 
software d’Inforserveis a través d’aplicacions Android i mitjançant la tecnologia de les 4Capes 
que estan desenvolupant; a més a més, com a objectiu colateral assolit, aquest projecte ha servit 
també per a provar aquesta nova tecnologia de l’empresa. 
I finalment, pel que fa referència als objectius personals, considero que s’han assolit de 
forma satisfactòria. Tal i com s’ha vist, s’ha aconseguit desenvolupar una aplicació Android, 
superant tots els obstacles que s’han anat trobat pel camí, i això ha servit per a fer una petita 
pinzellada en aquest àmbit de programació. Vist el resultat obtingut, a partir d’aquí la idea  és 
continuar la formació, ja sigui de forma reglada o per iniciativa pròpia, i aconseguir tenir una 
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