Abstract-The industrial cyber-physical production system contains a variety of heterogeneous devices and models, which increase the complexity of system design, particularly in software programming. Although the proposed model-driven engineering (MDE) is applied to industrial automation for this issue, the inherent complex dependencies and constraints between models and the availability of suitable tools for code generation limit the application of the model-driven approach in practice, especially as the system becomes more enormous. The component-based design (CBD) approach, which is a bottom-up approach, in contrast to the MDE that is top-down, is proposed to manage the complexity of software aspect based on the idea that building a system from existing components instead of the scratch. However, CBD can't provide the whole system model, so other ways should be adopted to design the system structure in advance. This paper presents an integrated design approach based on the combination of CBD and MDE to realize auto-design for cyberphysical production systems.
I. INTRODUCTION
Considering the context of the industrial cyber-physical production systems (CPPS) and the ubiquitous network of the internet of things (IoT), researchers are working on various engineering approaches (e.g., Model-Driven Engineering, MDE, Component-based Design, CBD) and system architectures (e.g. Service-Oriented Architecture, SOA, Multi-Agent System, MAS) for manufacturing system design. However, these works seem to focus on the high-level of the industrial cyber-physical system (ICPS), specific problems for engineering programming on industrial automation control still exist. Due to the complexity of the industrial behaviors, which involve handling materials, parts, assemblies, and subassemblies, engineers have to analyze, program and debug in the stepby-step way, which always complicated and time-consuming, for automation design. Meanwhile, this kind of development process has a long development lifecycle, as shown in Fig. 1 .
The typical phases are requirements and analysis, design and code, testing, and commissioning. During requirements and analysis phase, product designers use dedicated tools (e.g., CAD) for product design based on customer or enterprise requirements and generate the certain files that will be delivered to the expert for process analysis. According to the result of process analysis described in documents and diagrams, engineers began to design the electromechanical details (device, electrical wiring, hardware, etc.) of the production plant. In the second phase, automation engineers not only need to program for each layer (e.g., planning and scheduling on shop floor layer, the operation sequence of a production line, steps of each workstation and concrete actions for actuator), but also define the interfaces (e.g., communication protocols, interface format) between different layers. A control system application will be given eventually. Testing generally consists of unit testing, integration testing and factory accepting testing (FAT). Unit testing also called module testing, where a developer writes test cases for validating the functionality of individual control programs. Integration testing serves to confirm that the effectiveness of the interaction between the control programs meets expectations. Before the actual deployment of the plant, FAT is performed for the entire control system, taking the most practical approach (e.g., hard-in-loop). In commissioning, engineers set out to configure hardware, wire devices and workstations, and build communication channel on the shop floor. The control software is running with the real signal and data before it goes into production. And the problem encountered is regarded as feedback to modify the original solutions.
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It can be observed that there is a lot of document information and manual participation in the typical development lifecycle of product line application. The traditional documentbased development model has many problems, such as the existence of ambiguity in understanding, difficulty in managing and tracking changes in requirements, poor design, code, and document consistency. Excessive human involvement will lead to a longer development cycle, including the analysis and understanding of the process flow in the preceding period, the manual coding of the application in the medium-term, and the time-consuming iteration of the programming phase in the post-test. Moreover, the artificial factor also has an impact on the quality of the code.
In the field of manufacturing, the speed of product updates is getting faster and faster, research and development of products and the associated manufacturing technology are more complex, the product batch conversion time is shorter than before, customization has become a trend [1] . These challenges require manufacturing to make adjustments to meet the diverse need of products, quickly and flexibly. The rapid and flexible also reflects from the aspect of the control system software-design. Considering these challenges, problems that are noted above are more prominent. To decrease the complexity of software design, model-driven engineering (MDE) is proposed by raising the abstraction level and automating labor-intensive and error-prone tasks [2] . This design approach utilizes the precise models, which are built beforehand, to generate the application code automatically [3, 4] . The MDE approach is based on a higher level of abstraction and the concrete realization of the underlying code, which is a topdown approach in development. Therefore, the overall design of the system can be quickly and efficiently achieved through the model. However, as the complexity of the model increases, the inherent dependencies and constraints between the models and the internal attributes of the model make model-driven development practically limited in practical engineering. The gap between theoretical advantages and feasibility and reality lacks suitable tools to bridge. The survey [5] shows that the application of MDE in the real industry is still in the constant trial stage. Also, due to the lack of suitable tools for code generation, MDE is still immature in the actual CPPS development [6] .
From a software engineering perspective, due to the defects of MDE, CBD is more suitable for building software systems. Component-based design (CBD), which is a reuse-based method to manage the modeling complexity issue, can solve problems associated with the composition and integration of large systems by composing the loosely coupled autonomous components [2] . The basic idea of CBD is to build a system with existing system components instead of building the entire application from scratch. By reducing the coupling between components, CBD improves the cohesion of components and controls the scale of the component-responsive domain reasonably, that is, component granularity, to simplify the application construction process. However, CBD cant provide the whole system model, so other ways should be adopted to design the system structure in advance.
To shorten the CPPS development cycle and improve the development efficiency, this paper combines the benefits of MDE and CBD, which are supported by the off-the-shelf tools and widely used, to develop the industrial control systems. MDE is used to generate the system control architecture, utilizing the target product model and the process model. The element of this architecture is corresponding to the independent software component that exists in the CBD library. Relationships of elements are also mapped to the connection among components. Both of these are supported by the semantic technology.
Rest of the paper is organized as follows. Related work about software system design is given in section II. Section III illustrates the details of an approach for CPPS design. The last section concludes paper.
II. RELATED WORKS
To solve the consistency of multi-domain data, many groups and literature have presented many approaches, frameworks, and languages. A multi-view model integration framework for multi-view modeling by utilizing the systems modeling language (SysML) as the global descriptive language to represent a generic model for the system and the relations between the multi-domains is given in [7] . One aspect of the vueOne engineering environment [8] , which aim at supporting the complete lifecycle of distributed component-based automation from design to operation and reconfiguration, attempts to implement the interface to realize the transformation of diverse data exchange formats. The modeling language is also proposed describing the dependencies across the multimodel data [9] . The eXtensible Mark-up Language (XML) can be found in [10] to represent the discrete domain. Unified Modeling Language (UML) in software engineering is a wellknown language as well as SysML. Modeling approaches using UML or SysML to bridge the integration gap between inconsistent models are proposed in [11] [12] [13] . These papers provide solutions for multi-model modeling based on modeling language. However, most of them do not focus on the relations between interdisciplinary models.
MDE paradigm gives a promising method to alleviate the complexity of platforms and express domain concepts effectively [14] . Paper [15] provides a methodology that applies MDE to the production system domain to integrate the models of products, processes, and system. However, it only aims to get an integrated model and do not give a verification in the actual engineering. The combination of the MDE and the product line engineering (PLE) is proposed in [16] to capture the superset architecture for a product line. CYPHEF [17] leverage on the MDE paradigm to promote MAPE-K components for the self-adaptive decentralized system. These describe the traditional single disciplines but do not address the transformation between interdisciplinary models. Functional Model Compiler for the development automotive CPS is presented in [18] , whereas it aims to generate simulation models from the functional model.
To guarantee the real-time behavior in a safety-critical system, [19] gives a CBD technique based on DEECo. A component-based modeling and validation methodology for PLC system is proposed in [20] , by using the behaviorinteraction-priority (BIP) framework. Component-based technology in [21] is utilized for model-driven development at the programming level in model-driven software development to improve the efficiency of the code generation, but the component is ignored as a separate and executable software unit. However, these literature only tackle the sub-problem within industrial automation without considering the linking relation of product to be fabricated and control system to be implemented. To provide a guide for choosing MDE or CBD framework when building control system, [22] gives a comparison between them and gives some recommendations of using CBD. Contemporary literature shows a feature that the integration of MDE and CBD is more obvious and will become a promising solution in the industrial automation system.
III. APPROACH FOR CPPS DESIGN
To simplify the design of CPPS system software and shorten the development cycle, this paper proposes an integrated design method by combining the advantages of MDE and CBD. MDE is used for CPPS system architecture design, and CBD is used for system specific functions.
A. The overview of integrated design method
The proposed method is as shown in Fig. 2 . On the left is the development framework of the original MDE. The other one is the proposed method. The integrated design transforms the original model-generated code into a combination of components generated by the model, and reuses components directly without generating underlying code, greatly increasing the practicality of model-driven design in applications. However, applying this method to CPPS requires solving two problems. First, in the design phase, it is difficult to design reusable models that are common across different domains. Second, in the implementation phase, how the system model maps to the components and the connection relationships between the generated components.
For the problem of reusability of the model, this paper adopts domain-oriented reuse, that is, to realize the reuse of large-granularity model in a specific domain. It only needs to care about the key external interface of the model, but not its internal elements. For the universality of the model, in the development of the CPPS system, the creation and expression of product-related models and device-related components are completed using software tools in their respective fields. Therefore, the inconsistencies in the file format and the semantics of file expression make them difficult to direct use in the same software environment. In this paper, Ontology Technology [23] is used to describe the unified semantics of different domain models and achieve information sharing, integration, and management of heterogeneous and isolated models.
Relevant information between different models can be understood with a common concept of standardized or predefined semantic interpretation. Therefore, if we consider the entire control system as a generalized domain, different domain models (e.g., processes, devices) can be considered as subdomains, and the relationship between them can be indicated using the concept of attributes in the ontology.
This paper takes advantage of the above ontology features, constructs the generalized domain ontology, establishes the mapping relationship from model to components, and realizes the vertical integration and mapping of cross-domain models. Also, the connection relationship between components is also used by the ontology to implement horizontally generated control system software in CPPS.
B. Models and components
In MDE, meta-models serve to create the elements of a model in a specific domain and describe the specifications of a model. The model is the instance of a meta-model. In the integrated design method proposed in this paper, the component abstraction is added in the meta-model, and the component exists in the form of the component model before instantiation.
In the CPPS semantic ontology, the association between the non-component model and the component model is established by defining the attributes between the product-related model concept and the component model concept. Product-related models based on granularity can be divided into process models, sequence models, and step models. The process model defines the process operations (meta-process) and process flow required for product production. The sequence model is the modeling of the process flow, and the step model is the modeling of the process operation. Components are divided into components with control functions and other functional components. The building granularity of the control function component is at the same level as the step model, and the single control function component corresponds to a single machining unit. Other functional components (for example, database operation components) are related to the services required to control the functional components, and there is no association in the non-component model.
C. The unified description of the cross-domain model
Modeling involves experts in multiple disciplines in the development lifecycle. Therefore, it is essential to use a uniform standard to modify these models. To implement the transformation of the cross-domain model, this paper takes ontology language to describe these models in a unified way and build a global model based on semantic description language, as shown in Fig. 3 . As shown in Fig. 4 , an example of FB ontology (that is, components in knowledge repository) shows that the format definition and dependencies of FBs. We can find that FB1, one instance of FunctionBlock, has two event interfaces and three data interfaces as well as the FB1 Event Start should connect to FB2 Event Start (one property). Connect lines between instances are properties. These properties (componentcomponent properties, com-com properties in Fig. 3 ) will serve to generate the control eventually without considering the internal implementation of FBs. Similarly, the semantic description of process, operations, and steps should be established, as well as the property sets which represent the dependencies among them. Although it is complicated, it is a once-and-for-all work, which means that it can be used directly next time once the knowledge repository is complete enough.
D. The development environment based on integrated design method
The proposed method involves three kinds of engineering tools (as shown in Fig.5 ): lightweight system design environment (LSDE),the workflow engine (WEngine), and application generator. 
1) Lightweight system design environment
The LSDE is the interface for engineers to design a system. It supports the drag-and-drop design by a combination of nodes. Nodes library is the heart of this tool. It contains FB nodes and meta-process nodes. What engineers do is connecting the nodes as needed. FB nodes are the mapping of components model in the knowledge repository, and the combination of FB nodes is the layout information in Fig. 5 . Meta-process nodes are the mapping of operations model in the knowledge repository, and the combination of meta-process nodes is the process flow information in Fig. 5 . The destination of this kind of design approach is to make the system design more transparent. The process design decides the component work sequences for one specific product, and the layout design affects the types of products that can be produced by the actual production entities.
2) The workflow engine
In a technical view, the WEngine works following the sequences as shown in Fig.6 . The input is the design files from LSDE, and output is the system control description and parameters for the server database.
• Firstly, the engine will check the validity besides the syntax error by parsing the elements of the input files and matching the corresponding models in the repository. If this step appears an error, these input files will be modified, or the engine turns into the second step.
• In the second step, the process information is used to determine the sequence of operations in accordance with the process-operation properties, and further determines the specific steps of each operation by operation-step properties. Base on the operation and steps, the engine need to extract the parameters required for the execution of specific components. Meanwhile, the layout information is used to identify determine the connection of components refers to com-com properties.
• The last is the file output step. Parameters file is sent to IPC/server to support the Service-Oriented Architecture-like (SOA-like) system architecture. A set of parameters regarded as a set of orchestrated services, components on plant determines the type of operation by request parameters. The system control description file, generated from layout information, is used to generate the code for plant control. And it follows the XML format which specified by the code generator.
3) The application generator The application generator is constructed based on the actual programming language running on the controller. This paper takes the IEC 61499 standard as a reference architecture of the manufacturing control system. Because, firstly, IEC 61499 is designed for distributed control and automation, which is suitable for the complicated system that takes a long development lifecycle, and considered to be an enabler of distributed and intelligent automation in the future [24] . Secondly, the application of system control is the network of FBs (code components in Fig. 5 ., which encapsulates the electromechanical devices as components. Lastly, the IEC 61499 function block standard uses XML representation format and the system control description file from WEngine represents the connection among these FBs with XML format, so it is not difficult to build the FBs network. So the application generator in our use case is mainly used to standardize the system description file format from WEgine to comply with the IEC 61499 system application file format.
4) Mapping relations within the development environment
The whole environment involves three components sets which are used in LSDE, WEngine, and the application generator respectively. So the constraints and mappings between these tools are essential because they work one by one. And the mapping relations are:
Where L1 is the set of meta-process nodes in LSDE, W1 is the set of processes used in WEngine, and the LW1 (·) is the mapping rule between L1 and W1 sets. Similarly, L2 is FB nodes set in LSDE, W2 is the components model set used in WEngine, and LW2 (·) is the mapping rule between L2 and W2 sets. C is the code component set used in application generator, and W2C (·) is the mapping rule between W2 and C.
By applying these mapping rules, development tools used in this method can coordinate work and integrate the design phases seamlessly. And the mapping functions are implemented by defining the properties between elements within the ontology model.
E. The application scope of the method
Whether to simplify programming or to reduce system design complexity, the ultimate goal of this method is to shorten the development cycle of product line control. But it is not universally applicable in the manufacturing domain. So there are some characters need to be noted.
1) Discrete manufacturing industry
This method was originally intended to solve problems in the discrete manufacturing industry. So it may be not suitable for process manufacturing due to that it is hard to clear boundaries between components and these components are tightly coupled to each other. 2) Loosely coupled system framework For one thing, the system control code is obtained through the splicing of code components, which means the software architecture should be loosely-coupled; for another, the execution for each electromechanical device depend on the parameters in IPC or edge server, which means the system architecture also be loosely-coupled (e.g., SOA, multi-agent system ). 3) Complex and flexible systems MDE and CBD are both proposed for the complex system, so this method is more effective in complex systems than simple ones. As this approach takes into account the SOA-like architecture when presented, the production line has more flexibility to adjustment according to requirements from the market.
IV. CONCLUSION
In this paper, we presented an approach for the automatic design of CPPS that covers the cross-domain model integration, development environment, and system architecture. It integrates the gap between 1) the product models; 2) the processes models; 3) the engineering software environments of MDE and CBD by semantic technology. We build the mapping rules for document conversion among the design tools to keep consistency. The dependencies and constraints of high abstraction level to actual electromechanical devices and specific parameters for products are defined by the object property in the ontology. And the scope of the approach is mentioned in this paper that it is more suitable for the complex, flexible, and loosely coupled system in the discrete manufacturing industry.
Compared with existing methods, our approach has the following advantages. 1) Programming simplification. The design for specific control details is hidden in the design of the component. The system designer only needs to consider the functionality of the product line without referring to the engineering implementation. The code for the industrial application is generated automatically based on the process flow of product and the layout information of the shop plant. Engineers turn into design the soft component for devices rather than writing the whole control codes that need the full understanding of the interdisciplinary models. 2) Reusability. The reusability is reflected in the reuse of models, components, and the empirical methods for programming. Models in the knowledge repository and components in the component library can be reused due to their independence. The empirical methods of an experienced engineer can be represented by design the component and the property of the ontology knowledge. 3) Reduce development costs. The development costs include time and economic costs. Due to the first two advantages, the same control system can be developed with less development time. The models and components almost are designed once, which can be thought one kind of oncefor-all work. And the maintenance costs for component or model of multiple systems is the same as the maintenance of one system. 4) Improve the quality. The reused modules and components are well-defined and tested. The use of such modules and components will give higher stability and better quality to the new development.
