ABSTRACT
INTRODUCTION
Many software-based simulators have been developed for educational purposes ). These range from relatively simple, visual simulators to advanced, complex simulators for research and product development. One area where software simulators have become almost indispensable is in undergraduate computing courses (Yehezkel et al, 2002) . These simulators are often used to aid student's understanding of complex technologies which are difficult to conceptualize and visualize without the help of graphical animations that the modern simulators can offer.
In today's undergraduate computing education, it is almost impossible to treat computer architecture and operating systems, including compilers and code generation, in complete isolation from each other without demonstrating the interdependencies and the co-operation between them. This has lead to a requirement for a system simulator that integrates all these areas in one software package. Such a simulator has been developed by the author and has been supporting the practical sessions in his modules for the past two years. The rest of the paper describes the main features of the simulator and gives an account of the evaluation process.
THE INTEGRATED SYSTEM SIMULATOR
The integrated simulator is composed of three main components: a teaching compiler, a CPU simulator and an operating system (OS) simulator supporting each other. So, for example, the compiler will generate code which can be run by the CPU simulator either in isolation or under the control of the OS simulator for multiprogramming support. Each of these three components is briefly described in following sections. More detailed description of the simulator can be found in Mustafa (2009).
The Compiler
A basic but complete high-level teaching language is developed to support the CPU and OS simulations. This language incorporates standard language control structures, constructs and system calls which are used to demonstrate a modern computer system's key architectural features. A teaching compiler is developed for this language that can generate both assembly-level language and its equivalent binary byte-code as output. Figure 1 shows a snapshot of the main compiler user interface.
The CPU Simulator
The CPU is based on RISC architecture with a register file composed of up to 64 configurable registers, a small set of instructions and a limited number of addressing modes. The CPU simulator includes animated cache and pipeline simulations. The CPU simulator supports multiple processor simulations. Each processor is identical and loading code in one is duplicated in others thus simulating shared memory, tightly-coupled architecture.
The CPU simulator defines a list of vectored interrupts. Each interrupt vector is triggered by a pre-defined event, e.g. console input or timer event. The inbuilt high-level language has constructs supporting this feature. 
The OS Simulator
The OS simulator is designed to support two main aspects of a computer system's resource management: process management and memory management. Figure 3 shows the main user interface for this simulator. All CPU code is available to the OS simulator which is able to create multiple instances of the code as separate processes. The process scheduler includes support for scheduling policies including priority-based, preemptive and round-robin scheduling.
Virtual resources can be allocated and de-allocation to processes allowing demonstration of deadlocks associated with resources and investigation of deadlock prevention, detection and resolution techniques. Threads are supported by the OS simulator via special language constructs which allow parts of program code to be executed as threads and synchronization to be explored.
THE TEACHING AND LEARNING STRATEGY
The simulator has successfully been integrated into modules on computer architecture and operating systems and has been in use for the past two years. During each two-hour practical tutorial session the students work in small groups. The simulator software is provided on a removable disk drive and runs under Windows operating system. The exercise questions are designed to encourage critical thinking and deeper understanding of the concepts under investigation. 
SIMULATOR EVALUATION
Although the simulator has been in use in both the introductory and the advanced modules it became necessary to evaluate its effectiveness as a useful teaching and learning tool and at the same time use the resultant feedback to improve its functionality.
Methodology
The evaluation of the simulator was carried out using both qualitative and quantitative methods. The qualitative method used opinion surveys. The surveys were implemented using 5-point Likert scale as well as some open questions. The quantitative method used quasi experimental procedures with test and control groups as well as pre and post tests. A similar study is described in Chalk (2002) .
Participants
The participants were composed of 36 first year computing degree students studying the introductory computer architecture and 18 second year computing degree students studying advanced computer architecture. The first year students participated in two groups; one of the groups was used as the control and the other as the test group. These roles were then reversed. The second year students participated in a single group. These students were given the pre and post tests. The tests mirrored the same topics covered by the tutorial exercises using the simulator. One additional qualitative dimension was provided by the observations of the three tutors who facilitated the evaluations during the practical tutorials using the simulator.
Summary of Results

Qualitative Evaluations
Two opinion surveys were conducted. One of the opinion surveys was conducted at the start of the evaluation phase and another at the end of this phase. A total of 42 students participated in the surveys. I know of/used other software or method more suitable than the simulator for understanding of the subjects covered in the lecture 6.9 79.3
The tutorial exercises using the simulator were set at the appropriate level of difficulty and challenged me 79.3 17.2
Figure 3 -Opinion survey 1 Figure 4 shows the questions included in the second opinion survey. The first survey indicates that the students were of the opinion that the simulator helped them understand better the theory and the concepts covered during the lectures. They were also encouraged to explore further and to work better in groups. However, some students thought that the simulator was complicated to use. The second survey indicates that overall, the students were happy using the simulator and regarded it as an effective educational tool.
Question
Strongly Agree + Agree (%) Strongly Disagree + Disagree (%) Overall, the simulator has been a useful tool in understanding some of the more difficult concepts 95.2 0 I found the simulator too complicated to understand and use effectively in most simulator-based tutorials
81
The simulator has been more effective in helping me understand some of the difficult concepts than reading the text books or searching on the Internet
0
Figure 4-Opinion survey 2
We then surveyed the students for their learning styles. The results of this survey are listed below. It appears that 83% of the participating students characterized themselves as visual or kinesthetic learners.
Visual Learner: 31% Kinesthetic learner:
52%
Auditory Learner: 5% Reader Learner: 7%
Quantitative Evaluations
The results of the quasi experimental methods at first sight do not seem to agree with the general sentiments of the opinion surveys. Figure 5 shows the results of the pre and post tests carried out over three scheduled practical tutorial sessions. The students were given the pre test quiz followed by the exercises. At the end of the exercises the students completed the post test quiz. Although the average results do not show significant improvement, there were significant improvements in some of the individual post test results. Not surprisingly these hot-spots were found to correspond to questions with mainly visual elements. Evaluating the results of a different aspect of student learning involved a control group and a test group of first year students. The results, shown in Figure 6 , indicate that the students using the simulator achieved significantly improved scores in number of attempts and correct solutions.
Subject: Programming Model 4 -Elements of high-level languages
Group Type Average Attempted (%) Average Correct (%)
Control (using paper exercises) 77 59.8
Test (using the simulator) 93 75.7 
CONCLUSION
The evaluation strategy adopted in this study was designed to highlight the effectiveness of the simulator and was conducted during the scheduled group tutorials for a relatively short period of time. As a result, the number of students participated and the topic areas covered were less than ideal. Nevertheless, the preliminary results have been generally positive and the simulator is seen to be supportive. It is our intention to build on this work by carrying out a longer period and a more through evaluation in the near future.
