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Abstract
This note reﬂects, from a Process Calculus point of view, on lessons learned during research modelling the
real-world TCP and UDP network protocols.
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An early driving force in process calculi was the desire to establish basic calculi
for concurrency, suﬃcient to express many phenomena and examples, and to play a
role analogous to that of the lambda calculus for functional computation. Looking
back over the last 25 years, however, research has produced an astonishing number of
models of nondeterministic and concurrent systems. There are hundreds of calculi
and equivalences, many equipped with sophisticated proof techniques or model-
checking algorithms. In this varied menagerie of models it is often impossible to
reuse proof techniques, tools, and metatheory. Is this a shocking disaster or a huge
success? Perhaps both.
In any case, in retrospect it is not a surprise. Concurrency is key at many levels
of computer systems, from low-level hardware to the global Internet — but the early
discussion was often not grounded in any particular one. Instead, aiming to pick
out general concepts, it often proceeded via thought experiments, e.g. on the well-
known vending machines. The later proliferation of models addresses a very wide
variety of phenomena (synchronisation, naming, time, locality, probability, etc.),
prompted by many diﬀerent applications (communication protocols, security pro-
tocols, concurrent and distributed programming languages, bioinformatics, control
systems, and many more). From this point of view one should certainly not aim for
a single calculus covering all phenomena — instead, one can see the most signiﬁcant
product over these 25 years as a repertoire of idioms and techniques for operational
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semantics, for both modelling and reasoning, that can readily be applied in new
situations.
I illustrate these ideas in this note with some lessons learned from modelling
the real-world TCP and UDP network protocols. This work began squarely in the
realm of process calculi, speciﬁcally the distributed process calculi of the late 1990s:
πl, Join, dpi, Nomadic π, Ambient, Dπ, Seal, Box-π, Kell, etc. These aimed to
model distributed computation, but they lacked a detailed and accurate model of
the partial failure that can occur in the real-world network— one of the fundamental
aspects of distribution.
When one looks at the real-world protocols of TCP/IP, one ﬁnds a complex
situation. There are oﬃcial standards (RFCs and POSIX) which describe wire
formats and interface types well but use only informal and incomplete prose to
describe the behaviour of the system. On the other hand, there is the de facto
standard of the common implementations. These are highly complex (15 000 lines
of multithreaded C in BSD) and, because of the deployed base, almost immutable.
In work from 2000–2005 we set out to clarify this de facto standard
[1,2,3,4,5,6,7,8]. We developed a post-hoc speciﬁcation of the behaviour of TCP,
UDP, relevant parts of ICMP, and the Sockets API that is mathematically rigorous,
detailed, readable, accurate, and covers a wide range of usage.
To do so, we depended critically on a novel experimental semantics approach:
treating the common implementations as artifacts subject to (white- and black-box)
actual experiments, contrasting with the early thought experiments. We:
(i) worked in a general-purpose logic (higher-order logic) for expressiveness, and
a general-purpose proof assistant (HOL) for rigor;
(ii) developed language idioms (within higher-order logic) to write the speciﬁca-
tion: operational semantics with nondeterminism, time, system calls, monadic
relational programming, etc.;
(iii) wrote a special-purpose symbolic model-checker, programmed above HOL; and
(iv) used that to validate the speciﬁcation against several thousand real-world
traces, from FreeBSD 4.6–RELEASE, Linux 2.4.20–8, and WinXP SP1.
The main part of the speciﬁcation is the host LTS h
lbl
−→ h ′, where h and h ′ are
host states, modelling the relevant parts of the OS and network card of a single
machine, and lbl is an interaction on either the socket API or wire interface, or an
internal (τ) or time passage (dur) transition.
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It is a large mathematical artifact. Typeset from HOL, heavily annotated: the type
deﬁnitions etc. are 125pp; the Sockets API rules (148 rules) 160pp; and the message
rules (46 rules) 75pp.
Is it accurate? Reasonably so: for UDP 2526 (97.04%) of 2603 traces succeed
(BSD, Linux, and WinXP); for TCP: 1004 (91.7%) of 1095 traces succeed (BSD).
These trace sets were designed to give good coverage, but of course they are not
complete (the system has a complex and inﬁnite state space).
Is it usable?
(i) as reference documentation (now)
(ii) for high-quality automated conformance testing of other protocol stacks (with
more work)
(iii) for describing proposed changes to the protocols
(iv) as a basis for proof about executable descriptions of distributed algorithms. For
example, Michael Compton has proved properties of an OCaml implementation
of Stenning’s algorithm, in Isabelle, above our earlier UDP-only speciﬁcation
[9].
(v) and, most importantly, if we can do this, we should be able to do design-
time speciﬁcation for future protocols, with automated conformance testing
w.r.t. those speciﬁcations.
Finally, returning to our theme, is it a Process Calculus? 1 Yes and no. For this
work:
• We found it convenient to use a process-calculus structure at the top level: an
entire network is modelled as a parallel composition of the timed labelled transi-
tion systems modelling hosts and the messages in transit (we are not modelling
IP routing topology).
• On the other hand, the internal details of protocol endpoints were best speciﬁed in
another style, directly in higher-order logic. Hosts have a ﬂat internal structure:
their states are values of particular HOL types (built with records, ﬁnite maps,
etc.), without any internal parallel composition.
• The top-level parallel composition has a particular synchronisation algebra, with
some binary and some multiway synchronisation, and several ﬂavours of labels
that do not synchronise.
• The host LTS is naturally receptive. In sharp contrast to many calculi (and to
the button-pushing thought experiments), there is no useful sense in which the
system-call interface of a host can refuse an invocation of a socket call by a thread,
or in which the network interface can refuse to let an IP packet ﬂow by. There is
no possibility of deadlock for the top-level composition.
• The protocol (and users of it) depend on timing properties, but we use a notion
of urgent action rather than some maximal-progress property. Certain actions —
1 CCS, CSP, ACP,. . . , TCP?
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e.g. the output of a packet from a host network interface can become urgent, pre-
venting time from passing until they have taken place. Receptiveness means this
does not introduce pathological deadlocks; appropriate ﬂexibility in the deadline
times means that the model does cover the timing behaviour of the real-world
systems.
• The bulk of the semantics is an almost-ﬂat collection of some 194 SOS rules,
each describing the details of one conceptually-distinct interaction. Only a few
involve transition premises. Slicing up the system behaviour into these rules was
a signiﬁcant part of our work.
• No name generation was needed.
• We used our symbolic model checker to relate traces of the host LTS to captured
real-world traces; we have not carried out any process equivalence or congruence
reasoning, or used non-trivial modal logic.
We do not wish to overgeneralise from these points, which relate only to one
rather particular line of work, but the similarities and contrasts with traditional
process calculi are interesting. Finally, some conclusions:
• For this to be useful, we had to deal with the real thing, without substantial
idealisations (TCP does not have a simple ‘essence’ which one should extract and
study).
• An experimental semantics approach was needed, perhaps a distant oﬀspring of
the early button-machine thought experiments.
• Careful attention to modelling issues was needed.
• Working in an expressive logic with a general-purpose proof assistant was vital.
• Automated testing against a mathematical spec is very powerful – it scales.
• Process calculi provide a repertoire of idioms and techniques for operational se-
mantics, for both modelling and reasoning, that can readily be applied in new
situations.
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