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Abstract 
Hand-drawn sketches have traditionally been used to depict design ideas because 
they are quick to draw and can include as much or little detail as is required to 
convey the essence of the ideas. Computer tools are now an alternative and offer 
advantages for editing, storing and transmitting designs. However, designers 
consistently reject using current computer tools because these tools interrupt the 
creative process. Various studies have supported the designer's position, 
consistently showing that traditional tools produce more and better design ideas. 
This thesis describes the development and evaluation of a design-friendly 
computer tool that focuses specifically on the needs of the novice programmer 
who is designing user interfaces. From an extensive review of the literature on 
design, learning to programming and previous sketch tools we extracted the 
specifications for a tool that: compares favourably as a design medium with 
traditional tools such as the pen, paper and whiteboards, provides the editing and 
storage support expected of computer tools, helps students to gain a better 
understanding of programming problems and integrates seamlessly into a program 
development environment. 
Freeform, the tool we have developed to these specifications, has had two 
iterations of development and usability testing. This tool is unique in that it: is 
integrated into a commercial program development environment, uses a digital 
whiteboard for interaction and includes character recognition. Using Freeform, 
students can both quickly hand-draw user interface designs and interact with the 
design while it is still rendered as a sketch. When satisfied with the design the 
student invokes the recognition engine. The sketch is then overlaid with 
recognition data. Any incorrect interpretations can be altered by the student. The 
student can then instruct Freeform to create the formal user interface in the 
program development environment. The translation of sketch glyphs to user 
interface widgets is achieved by parsing the sketch and recognition data with 
transformation rules. 
We have conducted two evaluation studies using Freeform. The first study 
directly compared Freeform to a traditional alternative. We found that, although 
the design quality was similar, the students believed that when they were using 
Freeform they both understood the problem better and enjoyed the experience 
more. We noted during this study that the interactive checking available in 
Freeform prompted more changes to the designs than the static checking done on 
a standard whiteboard. In the second study, we asked students to check designs 
rendered as both sketches in Freeform and as formal diagrams in a user interface 
builder. The students made significantly more revisions to the Freeform sketches 
and therefore produced better designs from Freeform. 
The usability tests and evaluation studies we have conducted suggest that 
computer-based low-fidelity design tools: can compete favourably with traditional 
tools as a design medium, offer better support for editing and storage, and may 
have advantages for checking over both traditional sketch mediums and formal 
interactive computer designs. 
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Hand-drawn sketches have been used to communicate design ideas for centuries 
and most designers still prefer hand sketching their initial designs. Computer-
based design tools are now an alternative and offer advantages for editing, storing 
and transmitting designs. However, designers are reluctant to use computer tools 
(Bailey et al., 2001b; Damm et al., 2000a; Do & Gross, 2001; Goel, 1995; 
Landay, 1996; Newman & Landay, 2000) as current technology adversely effects 
the design process (Bailey & Konstan, 2003; Black, 1990; Goel, 1995). Creating 
a design with a computer tool is slower than sketching and the designer's attention 
is continually diverted from high-level conceptual ideas to decisions involving 
details such as widget type (Goel, 1995). Also, informal sketches are better for 
eliciting the high-level critique of a design because the finished appearance of 
computer-rendered formal diagrams implies completeness and this discourages 
reconsideration of fundamental decisions (Wong, 1992 ). 
These advantages and disadvantages oflow-fidelity (pen and paper) and high-
fidelity ( computer tools) hold true across a wide range of disciplines, one of which 
is computer interface design. However, computer interface design is somewhat 
unique in that it is often undertaken by programmers who have little experience of 
design theory and who see the advantages of a computer environment without 
recognising its disadvantages (Black, 1990). Advances in pen input devices 
provide a platform for computer tools that honour the traditions of informal 
design. 
1.01 Motivation 
The normal process of creating a design is to work first with informal abstract 
sketches to quickly express ideas. In disciplines where the design product has 
functionality, for example engineering, architecture or computer interfaces, the 
visual appearance and the behavioural requirements are developed in parallel. A 
process of iterative evaluation and refinement continues in the informal 
environment until the detailed design is nearly complete. Once all the major 
decisions have been made the designs are transferred to a computer-based design 
tool for formalisation. In the case of computer interfaces the computer tool is 
often the form builder of the integrated development environment (IDE) which 
formalises the design and, at the same time, creates the design product. 
The informal early design process is often undertaken by a small group of 
designers who work on a whiteboard. 
We sought to explore the utility of replacing low-fidelity media 
(whiteboard or paper) with a large shared screen that accepts both direct 
pen input and the software that provides the appropriate support. 
In order to do this we have created a computer-based design tool (Freeform) that 
honours the traditions of low-fidelity environments while providing support for 
editing and saving documents expected of computer tools. 
While other sketch tools have been targeted at commercial designers (for example 
Bailey & Konstan, 2003; Landay, 1996), Freeform focuses on the needs of novice 
programming students. In many ways the needs of novices are the same as those 
of experienced programmers, yet additionally, they face both the challenge of 
learning to program and that of creating a usable interface. User centred and 
scenario based design methodologies promote the use oflow-fidelity interface 
design as a central part of understanding problem requirements and as such are 
recommended techniques for novice programmers (Carroll, 2000; Rettig, 1994). 
This type of approach to problem solving where concrete examples are examined 
before the abstract representation is composed is also consistent with 
constructivist learning theories (Kolb, 1984). These ideas are central to Freeform 
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as they encourage exploring the user interface requirements as a first step of 
program development. One of the objections of students to low-fidelity 
prototyping is that the sketch is thrown away. This led us to integrate the 
Freeform tool directly into a programming IDE with the sketch automatically 
converted to a formal design in the IDE form designer. 
The requirements of a computer-based sketch tool are: 
• to retain the informal, direct, unconstrained nature of pen and 
paper/whiteboard for the creation of hand-drawn diagrams 
• to provide a drawing space that is large enough for a group to share 
• to provide support for editing and storage of sketches 
• to include a way for users to emulate the use of their design sketches 
• to integrate the software with the formal design environments used at the 
next stage of software development 
Others have evaluated low-fidelity sketches against high-fidelity computer 
drawing tools and consistently found that sketches are superior in terms of speed, 
creativity and the communication of ideas (Bailey & Konstan, 2003; Black, 1990; 
Goel, 1995). Bailey and Konstan (2003) undertook a three way evaluation of: 
hand sketching using pen and paper, a formal computer tool (Authorware) and 
their computer-based sketch tool (Demais) with experienced designers. In general 
their study participants still preferred the low-fidelity medium but the computer-
based sketch environment compared well in regard to communicating functional 
requirements. We evaluated Freeform as a design tool against a whiteboard and 
as a medium for checking designs against an IDE. These evaluations indicate that 
such environments are likely to be useful to novice programmers and suggest that 
sketch-based computer tools are likely to have less effect on the design process 
than their formal predecessors. 
We see the potential benefits of a computer-based sketching tool as 
• a designer friendly environment 
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• with support for editing, storing and transmitting artefacts 
• support to prototype interactive behaviour while the design is still rendered 
informally and design ideas are fluid 
• seamless integration during the design process from informal to formal 
rendering of designs 
The goal of this work is to explore the use of large shared-space design tools for 
computer interface design. In order to do this we have developed a tool that 
concentrates on the requirements of novice programmers and evaluated it using 
this target group. We contend that although novice programmers have some 
unique requirements, the challenge that they face with problem understanding 
continues to be a challenge to experienced programmers, the major difference 
being the size and complexity of the problems. Therefore, by studying novice 
programmers we are likely to be able to offer suggestions as to the utility of 
computer supported sketch environments for design tasks in general and, more 
specifically, for both user interface design and as a tool for novice programmers. 
1.02 Organisation of thesis 
There are four main sections to this thesis: the first part, chapters l - 3, includes 
this introduction, a review of relevant literature and the conceptual tool design; 
the second part, chapters 4 - 7, describes the development and usability testing of 
Freeform; the third part, chapter 8, describes the evaluation of the utility of 
Freeform as a tool for novice programmers; finally, chapter 9 reviews and 
discusses the work and suggests future work. More detail of the content of each 
chapter is given below. 
Chapter 2 provides the background to this work. There are three main sections in 
this chapter; early design, learning to program and computer-aided design tools. 
Early design looks at the design process in general and in particular at the role of 
sketching in early design. Traditionally pens, pencils, paper and whiteboards or 
blackboards have been used for creating prototypes. There are many hi-fidelity 
computer-based design environments targeted at a wide range of domains ( e.g. 
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CAD, CASE, IDEs). Studies have shown that these environments interfere with 
the design process. A review of these studies provides pointers to the essential 
elements of low-fidelity tools that need to be preserved in a computer-based 
environment. 
The second section of the literature review relates the learning of programming; 
the target users for this study being novice programmers. It examines the skills 
and knowledge needed to be a successful programmer, and also looks into the 
teaching and learning of programming. Programming, as a discipline, is changing 
rapidly. The IDEs that are the predominant program creation environments of 
today are relatively new as are GUI user interfaces. The newness of these 
technologies means that we must extrapolate from research on earlier 
programming environments and styles. This section also considers where user 
interface design is incorporated into software development lifecycles and how this 
may inform the software development process. 
The final part of the literature review focuses on sketch design tools that others 
have developed. This section is divided into five sub-sections; the physical 
interface, sketch space, recognition, emulating behaviour and the transformation 
from sketch to formal environment. 
Chapter 3 draws together ideas from the literature to describe the requirements of 
a sketch tool that would support novice programmers. It discusses how such an 
environment may be incorporated into the program design process by student 
programmers. The look and behaviour of the software are described and there is 
discussion of some of the alternative approaches that can be taken to critical 
issues such as recognition, and the tradeoffs and assumptions that need to be made 
to move from a conceptual system to implementation. 
Our software development methodology was a blend of prototyping and rapid 
application development. We completed two major prototype iterations: the first 
to prove the technical feasibility of the project and provide a basic interface to 
elicit usability requirements, the second incorporated additional functionality and 
a more sophisticated user experience. 
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The first prototype of Freeform is described in Chapter 4. Freeform is a Visual 
Basic 6 (VB) plug-in and was written in VB6. VB is a typical IDE and was 
chosen because it is often used for novice programming courses. The main goals 
of this prototype were to prove the technical feasibility of the project and to 
provide a platform for initial usability testing. This prototype consisted of a 
sketch space, recognition engine and the rule-base to generate a VB form from the 
recognised sketch. There were some significant technical challenges in 
integrating the tool into VB6, for the most part because it is not possible to create 
new, independent controls within a running VB6 program (Marsden, 1997). 
Chapter 5 describes the usability test carried out on this prototype and the 
subsequent enhancements planned for the next prototype. The biggest challenges 
to come out of this usability test were the user's need for character recognition 
and a tidier VB form. This prototype was reported during development and after 
usability testing (Plimmer & Apperley, 2001a, 2001b, 2002a). 
The second prototype is described in Chapter 6; it incorporated the findings from 
the usability study and most of the requirements described in Chapter 3. The 
usability of the tool and the sketch to VB form transformation were improved, and 
multiple sketch spaces, a storyboard, character recognition, and interactive 
checking were added (Plimmer & Apperley, 2002b). 
A further usability test was conducted on this prototype; it is described in Chapter 
7. This usability study suggested that Freeform was sufficiently developed to 
allow us to ascertain its utility as a tool for novice programmers (Plimmer & 
Apperley, 2003b ). 
The usefulness of Freeform to student programmers was determined by means of 
the evaluation studies described in Chapter 8. Two studies have been undertaken. 
In the first, small groups of students were asked to design user interfaces for two 
problems. For one task they used a standard whiteboard and the VB form builder; 
for the other they used Freeform and automatically converted their sketch into a 
VB form. The analysis included student questionnaires, an expert review of the 
designs, an expert review of the learning experience, and observations of the 
writer. This study was reported at CHI 2003 (Plimmer & Apperley, 2003a). One 
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significant difference found between the environments was that there were a 
higher number of changes made after checking the designs in Freeform. A second 
study was undertaken to find out whether this was because of the interactive 
nature of the checking in Freeform or because of the informal appearance of the 
design (Plimmer & Apperley, 2004). For this study small groups checked two 
designs; one was presented as a formal design in the VB IDE and the other was 
presented as a sketch than Freeform. Students made significantly more changes to 
the sketch in the formal design. This is consistent with Wong's (1992) suggestion 
that the finished look of formal diagrams limits the changes people make. 
Finally, Chapter 9 reviews the work and discusses what we have learnt about the 
utility of large shared-space design tools in general and specifically how they 
maybe useful to novice programmers. It also suggests further research that could 
be undertaken (Plimmer & Apperley, 2003c). 
1.03 Definition of Terms 
A number of different words are used to describe drawing and writing actions, and 
artefacts in everyday language. For clarity, the specific terms used in this thesis 
and the interpretations ascribed are listed below. 
Stroke a user pen-down, pen-move, pen-up sequence ----J 
Mark a general term for a completed stroke, ..... _J 
includes both gesture and glyph primitive 
.Qg, 
Gesture a stroke that invokes an action ~ 
(this is the delete gesture used in the second 
prototype) 
Ink a general term for any hand-drawn symbols/ [3' °'~ letters/words that remain on the sketch 
Glyph a hand-drawn symbol that represents a form I 'Q 1 control, consisting of one or more strokes 
Widget a computer generated symbol that represents a llmlll ~ form control 
Letter a stroke or strokes that represent a alphabetic 
°' character or number 
Word a set of adjacent letters VVO'r6 
Icon screen symbol usually in a button that invokes II(") 
an action Undo 
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Chapter 2 
Design, Learning to Program and Computer 
Supported Design Environments 
User interface design and construction has been an important aspect of computer 
programming since the advent of visual displays and direct keyboard input. End-
user computing, personal computers, the internet, mobile computing and 
ubiquitous computing have placed even greater emphasis on the user interface. In 
current systems a large portion of programming effort goes into supporting the 
user interaction (Myers & Rosson, 1992). By borrowing techniques from more 
mature design disciplines and correctly applying the design process to software 
development student programmers will be more successful in building programs 
that provide a good user interface. 
This chapter, to provide the background for the requirements and constraints on a 
computer-based sketch environment for interface design, reviews literature from 
three different fields: design, learning to program and previous computer-based 
sketch tools. Section 2.0 l describes the design process in general and in 
particular looks at the role of sketching as an important aspect of this process. It 
also examines how collaborative design groups interact with design visualisations 
such as hand-drawn sketches and computer produced diagrams. This is followed 
by a description of traditional design tools and surfaces, and computer-aided 
drawing tools. This section concludes with a summary of the advantages and 
disadvantages of both traditional and computer-aided environments, as well as 
looking at the effects of each environment upon the design process. 
Section 2.02, which deals with learning to program, reviews ( l) the literature on 
how expert programmers go about creating a program and then (2) existing 
research on how novices learn to program. Most of this literature relates to 
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procedural programming although common threads can be observed between 
creative design and program creation, which are likely to hold true for 
programming languages with visual interfaces. Following this, both the 
theoretical models of the software development life cycle and how user interface 
design fits into these models are reviewed. The next part of this section considers 
how designing the user interface can inform the requirements analysis phase of 
program development. Finally, we explore how user interface design is likely to 
help beginner programmers. 
Section 2.03 reports on previous work done on computer sketch tools. It looks at 
both the physical hardware and the software functionality that has been provided 
in the sketch space. Intelligent recognition is an integral part of most sketch 
systems and this, along with work on emulating the behaviour of design products, 
is described. The final part of this section discusses techniques that are used for 
the automatic transformation of hand-drawn sketches into the formal diagrams 
used by computer-aided drawing programs. 
2.01 Early Design 
The process of creative design can be understood as being remarkably similar 
across a wide range of disciplines, from engineering and architecture to graphic 
art and user interfaces. Section 2.0 l. l describes the design process; considering 
more closely both the discovery and exploration stages, and collaborative design. 
Section 2.01.2 describes the tools traditionally used by designers. Following this, 
Section 2.01.3 examines of how current hi-fidelity computer design construction 
environments impact upon these activities. Section 2.01.4 compares traditional 
tools to computer-based tools. 
2.01.1 The Design Process 
Designing in general terms involves planning to make something new and unique. 
Newman and Landay (2000) describe design as an iterative process broken into 
four phases: discovery, exploration, refinement, and production (Figure l ). The 
discovery phase scopes the project defining the requirements and constraints. 
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During design exploration possible solutions are identified and explored. Some of 
these ideas for solutions are then selected for the next phase, design refinement, 
where detail is built up until the design is fully described. Completed designs are 
then used to create the product. This model is very similar to the traditional 
waterfall model of the software development life cycle. As with the waterfall 
model, the more thoroughly the early stages are completed the higher the 





Figure I: Phases of Design 
While a design task is initially described in terms of a problem, a goal and 
constraints, it is likely that none of these aspects of design are fully defined (Goel, 
1995). The purpose of the discovery phase is to clarify the design brief. For 
example, while a client may specify that a form should record phone numbers 
without specifying details, the designer may need to know whether these phone 
numbers are to be used for auto-dialling, whether they are fixed numbers, such as 
home, work and fax numbers or whether there should be the ability to record 
many different contacts. It is useful to remember that there is not one correct 
solution to a design task, but rather a large set of possible solutions that may each 
satisfy the same goal. 
Given the design brief (that may not be complete), a designer explores ideas 
mentally, which he/she expresses externally. Imagery is the internal mental 
representation of a picture or drawing ( Goldschmidt, 1991 ). Designers first 
conceive of a design as imagery which they may manipulate internally. This said, 
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the human short term memory is quite limited, making it difficult to mentally 
create a complete solution to any non-trivial design. To work further the design 
itself needs to be expressed externally. Sketching or diagramming is the preferred 
first external representation method (Goldschmidt, 1991; Tversky, 1999). 
Gross and Do ( 1996) draw a distinction between different types of hand-drawings. 
They define diagrams as simple constructions composed of primitive elements 
chosen from a small set of symbols such as boxes, circles and lines. In contrast, 
artists' sketches use a far wider set of symbols and may have a complex overlay 
of lines to give a feeling of depth and perspective. A diagram can be an untidy 
hand-drawn sketch or a precise formal plan. For the purposes of this discussion 
we use the terms sketch and diagram interchangeably, contending that the early 
designs of computer interfaces are hand-sketched diagrams. 
Tversky ( 1999) states "design without drawing seems inconceivable". 
Externalising imagery by drawing it is an integral part of the design process. 
During the exploration phase a designer may rapidly conceive an idea, express it 
in a sketch, examine, refine, interpret and perhaps reinterpret it. There is a 
complex interplay of activities during this phase; new ideas are conceived and 
existing ideas refined. The sketch may trigger thoughts about the shapes and 
relationships between design elements, and the underlying functionality required 
in the working product (Goel, 1995; Goldschmidt, 1992; Tversky, 1999). For 
example, after first sketching fixed controls for each type of phone number 
(Figure 2), the designer may decide that being able to select the type of contact 
and then enter the phone number may be more useful (Figure 3). 
\Jorkl J 
\-f cmQ [ "J 
r-c..)<.. ' ) 
Figure 2: Phone Number Design One Figure 3: Phone Number Design Two 
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The drawings that are produced during in early design work are imprecise, vague 
and ambiguous (Gross & Do, 1996). These qualities are important as they 
stimulate thought about the solution space. The imprecision and vagueness allows 
the designer to consider different interpretations that may lead to entirely new 
ideas (Goel, 1995; Goldschmidt, 1992; Tversky, 1999). Decisions about detail 
can be delayed by using ambiguous glyphs while higher level concepts are 
resolved. For example, the phone numbers in the figures above may have first 
been depicted as a single box that acted as a space holder (Figure 4). 
Pho'ne 
Figure 4: Phone Number Placeholder 
Any non-trivial problem has component parts. When working with a problem, the 
drawing process naturally segments the design into recognisable parts, making it 
possible to see how these components can be recomposed into different segments 
(Tversky, 1999). Sequence is also implicit in many diagrams. For example, 
Figure 2 implies that the 'work' phone number is the first point of contact. 
Tversky ( 1999) also suggests that a drawing can depict the underlying 
organisational and conceptual structure. A great deal of both thought about and 
expression of the underlying structures occurs during the creation of a design 
sketch. Because a design is too hard to construct mentally, design ideas are 
constructed hierarchically (Tversky, 1999), with the larger parts being constructed 
and then incrementally refined, using the sketch as a prop. Architects and 
engineers also consider functional requirements while working on the visuals of a 
design project (Gross & Do, 1996; Stahovich, 1998). It is reasonable to assume 
that this approach holds true for user interface design. 
Many design tasks require group agreement, which may involve a client and a 
designer or a design team consisting of people from different disciplines. Early 
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involvement by all members of the group is likely to result in a better 
understanding of the project and a better design outcome. The process of creating 
the design, marking the drawing surface and the discussion that accompanies this 
process, is as valuable as the artefact itself (Bly & Minneman, 1990). Bekker 
( 1993 ), found that when a group worked together on the initial design, all the 
members of the group had a better understanding of the problem, solution space 
and constraints. Tversky ( 1999), describes how a sketch sets up a visual dialogue 
with which the group can interact. B0dker et al. (200 l ), in their work on a design 
collaboratium, have observed that the group process builds design knowledge for 
all the participants. 
Wong ( l 992) describes how the feedback received from the group depends on the 
type of diagram shown to them. For instance, an abstract high-level diagram 
elicits feedback on high-level design elements; a detailed diagram is more likely 
to result in feedback on the detail (for example, fonts or colours). Early in the 
design process, it is important to focus on the high-level elements; hence an 
outline sketch is more appropriate as it focuses people on the meta-aspects of the 
design. Wong (1992) also describes how feedback can be elicited on a specific 
aspect of a design by depicting it in detail while leaving other elements less 
defined. 
Wagner ( 1990), in describing her 'perfect' design environment, believes the 
design group should work with sketches rather than more formal designs so that 
the group is focused on the overall look and feel of the design. She describes an 
environment where the design group can iteratively design and refine the user 
interface, slowly adding detail and functionality as the design proceeds. 
2.01.2 Traditional Sketch Tools 
It is likely that people have always sketched as part of the design process, perhaps 
even with a stick in the sand. However, the first substantive records of design 
sketches date from the late 151h century, the period when paper first became 
readily available (Goldschmidt, 1991 ). Pen and paper is still the most widely used 
medium for sketching. Whiteboards and blackboards are also popular, 
particularly in classrooms or when a group is working together on a design. 
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Each of these mediums has advantages and disadvantages. A design drawn in the 
sand is easy to change but lacks permanency and portability. Whiteboard 
drawings are also easy to alter and large enough for a group to share, however, the 
available space is generally quite small and like sand it is a non-permanent, non-
portable surface. In contrast, paper provides more permanency and does not have 
the same space restrictions. While one can choose a piece of paper of appropriate 
size for the scale of the task, knowing that extra paper is generally readily 
available, a paper sketch is more difficult to modify. 
Traditional tools do not have the editing functionality for activities such as 
copying and resizing, which we have become so accustomed to in computer 
applications. Neither do traditional mediums make it easy to emulate the 
behaviour of the finished product. However, traditional tools do provide the 
flexibility that allows designers to draw quickly and freely in a manner that 
current computer software prohibits. 
2.01.3 Hi-fidelity Computer-aided Design Tools 
Current computer-aided design tools work on the principle of selecting a widget 
from a toolbox and placing it onto the drawing space. The Visual Basic 6 design 
environment (Figure 5) is a typical example of this technology. 
"" ProJec.t I "11croson 'Visual Basic [design] ,r " 7 T 
... . .. . .... . .... .. ..... . ..... . . .. .. ........ . . ......... . ........ . ..... 
···· ·· ······ · · · ···· · ··· · ··•••• +•••·· • ·· 
:::: : :: : :::: · : : .:::·:::·.:: : :::::: : :::: 
· · ··· · · · ···· ···· · · · ·· · ···· · · · ·· 
······ ····· · ·· •······ · ·········· · ·· · ·· · 
Figure 5: Example of Computer Drawing Tool 
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The designer must select a widget from the toolbox on the left, and then place and 
size it onto the form. To change the caption of the button showing on the form the 
designer must then select the appropriate property from a panel on the right and 
type in the new caption. Fonts, colours and appearance can also be changed via 
the property panel. The tasks of select, placing and editing design widgets impact 
upon the design process. 
Immediately the designer is forced to focus his or her attention on details which 
Wagner (1990) and Wong (1992) suggest should be ignored early in the design 
process. First, the requirement to select a widget from an available pallet requires 
the designer to decide which widget they wish to use. Often, early in the design 
process the designer is not ready to make that decision (Gross & Do, 1996). Next, 
the designer tends to want to match the size and alignment of associated widgets. 
Also, to alter the text and other properties the designer then needs to shift her or 
his focus to another part of the screen. All of this takes time and requires 
cognitive effort. Creating a prototype design with at computer tool typically takes 
much longer than it does with a hand-drawn sketch (Bailey et al., 200 I b; Goel, 
1995, Stahovich, 1998 ; Landay, 1996; Rettig, 1994; Wagner, 1990). 
2.01.4 Comparing Traditional Tools to Hi-fidelity Computer 
Tools 
A number of studies have compared the performance of designers when using 
both low-fidelity traditional tools and high-fidelity computer-based tools. Black 
( 1990) has conducted two experiments with graphic design students. In the first 
experiment, she asked the students to create two designs, one on paper and the 
other using computer software, and then questioned them about the experience. 
While they were more enthusiastic about the computer-based environment, over 
time they became more satisfied with their hand-drawn design. In the second 
study, the students were given a design brief and the freedom to use both paper 
and a computer. After the task was completed students were asked to estimate the 
time they had spent working both on paper and on the computer. The group was 
divided bi-modally, with half having spent about 10% of their time on the 
computer, while the other half spent about 70% of their time on the computer. 
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Those who worked mostly on the computer believed they had compromised their 
design in relation to the software's restrictions. However, they were also more 
confident that their work methods and end product were similar to what they 
would have produced if they had worked on paper. In contrast, those who worked 
most on paper reported that they had extended their knowledge of the software 
more in order to implement their paper design. From this contrast in outcomes, 
Black concluded the students who worked mostly on the computer had not fully 
considered how much the computer had limited their solution. 
Goel ( 1995) undertook a similar study where he asked a number of designers to 
create some design ideas for two similar scenarios. For one scenario, the 
designers used a computer drawing program (Mac Draw). For the other scenario, 
they used pen and paper. Consistently, the designers created a wider range of 
ideas using pen and paper. He was able to observe ideas evolving quickly and 
noted the occurrence of jumps from one idea to another when the designers 
worked with pens and paper. By contrast, when the designers were using the 
drawing program they tended to refine an existing idea rather than move from one 
idea to another. He concluded that the drawing program stifled the creative and 
explorative phases of the design process. 
Bailey and Konstan (2003) created a computer sketch tool for the multimedia 
designer (Demais) that they evaluated against both traditional tools and a 
commercial design tool (Authorware). They found that designers ranked Demais 
the most useful for exploring behaviour, followed by pencil and paper and then 
Authorware. With Demais the designers explored the same number of ideas as 
they did with pencil and paper, and more than they did with Authorware (a similar 
result to Goel ( 1995) ). Designers also ranked Demais the most useful for 
communicating behaviour to clients and Authorware least useful. Clients and 
designers ranked the pencil and paper design highest for creativity and 
Authorware the lowest. 
Wong (1992), a user interface design practitioner, found with her design work that 
using computer produced diagrams too soon in the design process focused 
discussion and feedback on details such as 'should the button be 30 or flat' at a 
stage when the more pertinent issue may have been what functionality is the 
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button going to invoke. Her solution to this problem was to digitise hand-drawn 
sketches and then use a product such as MacroMind's Director™ to animate the 
sketch. Strothotte ( 1994) reports that some architects create their designs on a 
computer and then trace over them by hand in order to present a hand-drawn 
sketches to clients. The reasoning they give for this strategy is similar to Wong's 
( 1992); they found that clients think a computer produced diagram is nearly 
finished and so are reluctant to suggest changes of direction. Squiggle (Insight 
Development Corp., 2000) is a software package that converts drawings from 
CAD software packages into a drawing that has a hand-drawn appearance. 
Rudd et al. ( 1996) list the relative advantages and disadvantages they perceive in 
low and high-fidelity prototypes. They see low-fidelity prototypes as: cheaper, 
encouraging development of multiple design concepts, useful for communication, 
addressing screen layout issues, identifying market requirements. Their 
disadvantages are: limited error checking, poor detail, it is facilitator driven (this 
is in conflict with the opinions of Wagner ( 1990) and Wong ( 1992)), limited 
utility after requirements are established, limited usefulness for usability tests, 
navigation problems and flow limitations. In contrast, they claim the advantages 
of high-fidelity prototypes are: they are completely functional and fully 
interactive, have a clearly defined navigational scheme, and are useful for 
exploration, testing and marketing. 
Designers clearly prefer low-fidelity sketching tools for the early stages of design. 
The arguments are: 
• Hand-drawing is quicker (Goel, 1995, Stahovich, 1998 #36; Landay, 1996; 
Rettig, 1994; Wagner, 1990) 
• Hand-drawing focuses attention at the appropriate level of detail (Bailey & 
Konstan, 2003; Goel, 1995; Gross, 1998; Tversky, 1999) 
• Hand-drawing supports informality, ambiguity and abstraction (Goel, 
1995; Goldschmidt, 1999; Gross, 1998) 
• Hand-drawn designs elicit a wider range of feedback when collaborating 
with others (Wong, 1992) 
• Hand-drawing stimulates designers to think more creatively (Bailey & 
Konstan, 2003; Goel, 1995) 
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When the design ideas are relatively stable the sketches are transferred into a 
digital form using discipline-specific software. A digital medium offers support 
that is not available with the low-fidelity tools. The standard computer editing 
functions such as cut, copy, paste, undo, redo, resizing and aligning are one of the 
great strengths of computer environments. The ability to 'save', 'save as' and 
send email attachments is so commonplace that we tend to overlook these 
facilities, such tasks are either difficult or impossible with paper or a whiteboard. 
A computer design environment should offer the advantages of hand-drawn 
sketching and computer support for both editing and filing. In her 'Prototyping: A 
day in the life of an interface designer' (Wagner, 1990) described her ideal design 
environment as consisting of a large interactive whiteboard, a drawing tablet for 
herself and support for various levels of design refinement and emulation of 
interface functionality. In Section 2.03, we survey a range of sketching 
environments that have been developed. 
2.02 Learning to Program 
This project is about exploring the utility of a digital informal design environment 
concentrating specifically on the needs of novice programmers. This section, in 
order to incorporate the needs of programmers in general and novice programmers 
specifically, reviews both the literature on programmer construction by experts 
and the literature on learning to program. 
The rate of change in computer programming is phenomenal; the first electronic 
computers that were built during World War II were programmed via plug boards, 
the l 950's and l 960's saw the emergence of the first commercial computers. 
These machines separated the programs into an operating system and application 
programs. The application programs were initially written in assembler but 
quickly moved to third generation programming languages such as Cobol or 
Fortran because they are quicker and easier to write. The l 980's saw the wide 
spread introduction of both personal computers (PCs) and database tools with 
built-in programming languages. By l 990's GUis became the norm. We are now 
experiencing a diversification of computing devices with W AP phones, PDAs and 
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imbedded computers, each with its own unique interface and programming 
requirements. 
With each new development programs have become smarter and programming 
languages have provided more built-in functionality. To illustrate, while a C 
program required about two hundred lines of code to create an empty form 
window under early versions of Microsoft Windows, current visual languages 
provide WYSIWYG form builders as part of the programming language. To 
create a new form from code, in the latter instance, would typically take only one 
or two instructions. 
In some ways programming has become easier with each new generation of 
programming languages. However, Marsden & Thimbleby ( 1998) suggest that the 
form builders in current programming IDEs have been an afterthought and that 
there are inconsistencies between the form builder and programming language, 
and that this creates difficulties for learners. Also, object-oriented (00) 
programming has increased the learning required (Robins et al., 2003), as students 
must learn not only the procedural nature of programming but also learn class and 
object structures. The distributed nature of control flow in 00 programming 
makes this more difficult to learn (Detienne, 1990). 
Basic programming is no longer the preserve of an elite few computer experts; 
university courses as diverse as engineering, business and geography typically 
include a compulsory course on computers and programming as most 
professionals are expected to be able to write their own macros for applications 
such as spreadsheets. Many of these introductory courses do not delve deeply into 
programming theory or 00 techniques but rather encourage students to work with 
both GUI interfaces and event driven procedures. 
Computer programming is a new discipline, and our understanding of how people 
program and learn to program is either drawn from empirical studies (for 
example Soloway, 1984) or from theories on how people solve problems such as 
those identified by Newell and Simon ( 1972). Subsection 2.02.1 describes both 
what is involved in the creation of programs and how expert programmers go 
about this task. Subsection 2.02.2 looks at research into learning and teaching 
20 
programming. Subsection 2.02.3 reviews models of the software development 
life cycle (SDLC) and discusses how user interface design is integrated into the 
process. The final part of this section, Subsection 2.02.4, examines the literature 
on user interface design strategies and hypothesises on how these strategies are 
likely to be beneficial when learning to program. 
2.02.1 Programming 
Programming is the task of analysing and solving problems using a computer 
programming language (Booth, 1990). It requires a wide range of knowledge and 
skills (Pennington & Grabowski, 1990). The programmer needs software design 
knowledge which consists of: problem deconstruction strategies, knowledge of 
basic algorithms and methods to construct a solution design. Knowledge of 
program construction is also required; program syntax, building, testing and 
debugging. Finally, independent of the knowledge of programming, the 
programmer needs knowledge of the problem domain (Prasad & Fielden, 2002). 
Lammers ( 1996) interviewed 19 of the programmers who have shaped the 
computer industry. She asked them what programming is. They consistently 
describe programming as an art, a science and a skill, (for example Lammers, 
1996 p.11, p.65, p. 98, p.149 ). Educators generally describe programming 
differently; they state that to create a program the programmer needs both detailed 
knowledge of: the programming language syntax (skill), and the strategies for 
problem decomposition and algorithm construction (science) (Linn, 1985; 
Maheshwari, 1997; Shneiderman, 1980). They make no mention of art. 
Lammers ( 1996) also asked many of the people she interviewed to describe how 
they created a program. Most replied that the first step is visualising the finished 
product. From there they progressively broke the problem down into smaller and 
smaller parts and then wrote the code. 
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"The first step in programming is imagining - I like to imagine the 
structures that are being maintained, the structures that represent the 
reality I want to code .. . The code for the most part writes its self but 
it's the data structures I maintain that are the key. They come first 
and I keep them in my mind throughout the entire process. " (Lammers, 
1996 Charles Simonyi, page 15) 
"You have to simulate in your mind how the program's going to work, 
and you have to have a complete grasp of how the various pieces of 
the program work together." (Lammers, 1996 Bill Gates, page 73). 
Others (Blum, 1992; Petre & Blackwell, 1999; Shneiderman, 1980; Soloway, 
1984) have made similar observations about the way expert programmers 
undertake program construction. All these studies were of expert programmers 
who were in the main talking about large complex programs, such as operating 
systems and application packages that are written in lower level procedural 
languages, not applications programs constructed in current visual, object-oriented 
environments. Even so, there is a striking similarity between the process of 
creating a program and that of more artistic design disciplines (Petre & Blackwell, 
1999). 
Pennington (1987a; 1987b ), has examined how programmers understood 
programs others had written. She proposed programmers needed two kinds of 
knowledge about programs: the first, text structure knowledge, the knowledge of 
the control flow of the program; the second, plan knowledge, the knowledge of 
how the parts of the program go together. She also found that people who best 
understood the programs had a good understanding of both the program and the 
domain within which it resided, while people with a poorer understanding had 
understood either the program or the domain, but not both. 
The task of creating programs has changed significantly in recent times. 
Procedural programming was dominant until the advent of GUI environments 
such as Apple Mac OS™ and Microsoft Window™. Most applications 
programming is now object-oriented and event-driven, and is written using 
programming languages and database tools such as Visual Basic™, Delphi™, 
C++, Oracle™, and Access™. The IDEs for these languages include a 
WYSIWYG form builder tool that allows the programmer to specify most of the 
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user interface visually rather than by code. GUI environments change the flow of 
control from programmer to user; with text interfaces and procedural languages 
the programmer decides when to request input and produce output, with GUI 
environments the user can enter information or click buttons in any order they 
wish, the program must deliberately disable controls to make them unavailable. 
In general, 50% of program code is directly related to rendering and controlling 
the interface (Myers & Rosson, 1992). 
The move to GUI environments has been paralleled with an emphasis on object 
oriented (00) programming. Procedural programs tended to separate data and 
code. With 00 programs the design paradigm involves considering programs as 
a collection of objects which consist of data and related methods. While many 
have claimed that object-oriented programming is more natural and easier to 
comprehend, studies have not supported this. Risk ( 1996) suggests that 00 
programming "is more" to learn because of the overhead of the class structures. 
Petre and Blackwell ( 1999) conducted a comparative study involving expert 
procedural programmers and programmers using a graphic programming language 
(Lab View). Lab View is a specialist language for displaying graphs that uses 
block diagrams to specify functionality rather than code statements. They found 
that the programmers used similar design strategies regardless of the 
programming language type. 
Navarro et al. (2001; 1996; 1997; 1995), extended Pennington's work by 
exploring the differences in mental representation and comprehension, between 
procedural languages and visual languages, using C for the procedural language 
and a spreadsheet for the visual language. They found that there was a significant 
difference in the speed and type of understanding. After a quick inspection of a 
visual program the participants had a good understanding of both the control flow 
and the structural flow of the program. With the procedural program the 
understanding was just of the control flow. An understanding of the structural 
flow did occur when the programmers modified the procedural program, but the 
understanding was still less comprehensive than the understanding the visual 
program. They concluded that visualisation aids program comprehension. 
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2.02.2 Learning and Teaching Programming 
There has been an ongoing interest in both teaching and the learning of 
programming, and as programming has changed so also have the challenges that 
novice programmers face. Programming draws on a diverse range of skills 
(Prasad & Fielden, 2002). From mathematics come the skills of problem solving, 
abstraction and deduction. From linguistics, the skills of language 
comprehension, reading and writing. From the creative arts, the ability to create 
and compose, both the user interface and the underlying program. From 
psychology, knowledge of how to construct a user interface that people find easy 
to use. Lastly, there is the domain knowledge, as it is very difficult to write a 
program without a good understanding of the problem the program is trying to 
solve. It is generally assumed that most tertiary students already possess these 
skills; however, it is quite likely that many are deficit in some areas (Prasad & 
Fielden). 
Robins et al. (2003) provide a useful framework (Figure 6) of the skills and 
knowledge required by programmers at the different stages of program 
construction. 
Knowledge Strategies Models 
Design of planning methods, for planning, of problem domain, 
algorithm design, problem solving, notional machine 
formal methods designing algorithms 
Generation of language libraries, for implementing of desired program 
environment/tools algorithms, coding, 
accessing knowledge 
Evaluation of debugging tools for testing, of actual program 
and methods debugging, 
tracking/tracing, 
repair 
Figure 6: Programming Framework from Robins et al. (2003) 
In order to create a program the student programmer must be able to deconstruct 
and reconstruct problems (Barnes et al., 1997; Linn, 1985; Shneiderman, 1980). 
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This requires knowledge of the problem domain, of programming planning and of 
algorithm design. Students also need to learn the strategies that experts use to 
achieve this planning. Expert programmers hold chunks of knowledge and 
strategies together, which they then draw on, implementing each chunk as an 
input-process-output sequence. These chunks are the basis of software patterns. 
In contrast, students create a plan (sometimes) and then implement the process 
followed by the input and output (Rist, 1995). 
Novice programmers often struggle with the program language syntax, yet 
ultimately this is the simplest part of programming. The rules of language syntax 
are well defined and the compiler directs the programmer to any transgression of 
these rules. However, for beginner programmers, particularly when they use 
syntactically complex languages such as C++, this can be a major hurdle. 
To successfully design a program and to test it a programmer needs to consider 
both the complexity of the problem and the various paths oflogic that may be 
required for a program to successfully complete a task. They must identify the 
range of values that the program may be required to deal with, and the different 
combinations of data and events that the program would have to handle. As a 
programmer becomes more experienced, he or she builds up a set of templates of 
standard algorithms and strategies for automating some of this process. But for 
the novice, there are often an overwhelming number of logic path combinations. 
The last requirement of programming is to be able to mentally 'see' a solution, 
this is what designers refer to as imagery (Goldschmidt, 1991 ). Problems that are 
similar to other problems that the programmer has solved, maybe solved by 
template matching (Linn, 1985; Shneiderman, 1980). Many business problems 
are at this level in that they fit general business algorithms and patterns. Novice 
programmers do not have a catalogue of previous successful solutions to draw on, 
hence the necessity of the ten year apprenticeship from novice to expert (Robins 
et al., 2003). The creators of truly novel programs are clearly working at a higher 
level. These programmers have the ability to imagine new ways to use a 
computer to solve problems. 
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The traditional approach to the teaching programming has been to explore the 
programming language in small discrete sections and for the students to complete 
a number of well understood exercises to practise a particular skill (Fincher, 
1999). In contrast, Linn and her colleagues ( 1985; 1992) have made extensive use 
of case studies to teach programming. They provide models of how experts solve 
programming problems for students to analyse. The students then solve problems 
following the experts' methods that they have explored. Milbrandt ( 1995) 
describes a similar method of focusing on specific problems and teaching towards 
a solution to these problems. Kay et al. (2000) have made extensive use of 
problem-based learning using Blue, a Java derivative. 
Although there are anecdotal claims that it is easier to learn visual programming, 
exhaustive literature searches have found no studies to support this. Marsden 
( 1997), who investigated the programming languages that exist with interface 
design tools, such as VB, suggested that they were not firmly based on good 
language constructs, and therefore, they were likely to have some detrimental 
effects on novice programmers. There have been many program visualisation 
systems which present abstract data structures or algorithms in a pictorial form. 
Mayer ( 1976) found that visual aids help students to understand Basic. More 
recently, Canas et al. ( 1994) undertook a comparative study where one group of 
students learnt C in a standard environment while another group were learning 
with the support of a tracer program that visualised the internal computer memory 
and the sequence of program execution. They found that the students who learnt 
with the tracer had a better understanding of the semantics of the program. 
Those interested in teaching programming to children, such as Papert ( 1980), have 
advocated the use of visualisations and constructive approaches, and have had 
considerable success with this approach. Many others have created tools for 
teaching programming, for example, Wright & Cockburn's (2002) tool includes 
the visualisations of objects and behaviours, and shows two representations of the 
program code, one is English-like and another similar to C++ or Java. They 
contend that the duel representation is likely to promote awareness of the specifics 
of standard programming languages. 
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As such a large portion of program code has to do with the user interface, we see 
working from the interface design as a useful way to explore problems and to 
develop programming knowledge, skills and strategies. A number of text books 
take this approach, yet this approach is not evident in the research on teaching and 
learning programming. 
Another aspect of learning that may be relevant to learning to program is the 
learning cycle. A widely acknowledged specialist on constructivist learning 
cycles is Kolb ( 1984). He presented a four stage learning cycle (Figure 7) that 
consists of a concrete experience; reflective observations of that experience, 
abstract conceptualisation and further active experimentation. 
;-:CREIE c;XPERIE~ 
AE RO 
ACTIVE EXPERl1\.1ENTATION REFLECTIVE OBSERVATION 
AC 
ABSTRACT CONCEPTUALISATION 
Figure 7: Kolb's Learning CycleFrom (Greenaway, 2003) 
Kolb 
(1984) 
Kolb suggests that the more frequently learning can complete the more successful 
new learning experiences are. When novices are creating a program, there is 
often quite a time lapse between the examination of the program and the 
completion of its creation. Being able to check the user interface design, having 
some confidence that it is correct and that they understand the problem before 
starting on the program coding may have benefits for student programmers. 
2.02.3 Software Development Life Cycle 
There are a large number of theoretical models of the software development 
process. This section describes the classic waterfall model (Costabile, 200 I; 
Johnson, 1992) , evolutionary prototyping (McConnell, 1996) and scenario-based 
design (Carroll, 1990, 1996, 2000), and considers where user interface design fits 
into each model. 
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The waterfall model stipulates a systematic, sequential approach to software 
engineering (Johnson, 1992). Various authors describe the process with more or 
less steps, but the general flow is: requirements definition, analysis, design, 
coding, testing and maintenance. User interface design is explored in the 
requirements definition stage and completed during the analysis stage. This 
model of software development infers a rigid partitioning of the stages; each stage 
being completed before the next is started. In practice this approach is rarely 
possible. Numerous variations on this model have been proposed incorporating 
feedback, however this defies the fact that the model is still based on a concept of 
separable tasks (Apperley & Duncan, 1994). 
Costabile (2001) discusses where interface design and usability fit into the 
waterfall model. She suggests that to achieve user-centred systems user interface 
design must be better integrated into the software life cycle. At least, user task 
analysis should be undertaken as part of requirements specification, which is to 
say that both scenarios and user interface design are a critical part of both high-
level and detailed system design. 
Evolutionary prototyping, or rapid applications development (McConnell, 1996), 
is more iterative in that it is not expected that the first prototype produces the final 
system. The steps for RAD development are: initial concept, design and 
implement initial prototype, followed by iterative evaluate and refinement of the 
prototype until a satisfactory solution has been built. User interface design is 
central to this model of the SDLC. The initial prototype is likely to be little more 
than a user interface; as interface issues are resolved the functionality is 
developed. 
Scenario based design (Carroll, 1990, 1996, 2000) also positioned the user 
interface as central to the SDLC. Carroll suggests that by considering use 
scenarios one can build up a description of requirements. This process involves a 
combination of both user interface design and use-case analysis, which he claims 
results in an understanding of the data, the underlying processes and the event 
responses. 
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Regardless of the SDLC model that is being followed, the importance of the user 
interface in modem systems cannot be ignored. From a user's perspective, the 
interface is the system (Apperley & Duncan, 1994 ). Myers ( 1994, p. 73) starts his 
article on the challenges of HCI with the statement that: 
"Getting the user interface right is becoming critical to the success of 
products." 
There is a very loose connection between the theoretical models and the way 
experts program. What can be observed is that experts have a very clear mental 
image of what they are going to create and how the composite pieces are going to 
fit together before they start to program. Lammers' ( 1996) book also includes a 
number of sketches that are the original designs for some of the software the 
interviewees had written; from this material we can conclude that at least some of 
these expert programmers express their designs as sketches. What is even more 
interesting is that these men should still have their original rough sketches some 
years later; we can only assume that they continue to value these sketch artefacts. 
2.02.4 Designing the User Interface 
User interface design is a creative design task. All its essential characteristics are 
described in Section 2.0 I. Early design is also part of the software development 
life cycle. Computer user interface design is similar to engineering and 
architecture in that the products have both a visual and functional component. Yet 
unlike engineering and architectural designs, with user interface designs there is 
not necessarily a distinct separation between the design itself and construction. 
These other disciplines require a move from abstract design to concrete 
construction. User interface construction is infinitely more flexible than physical 
artefacts such as buildings or machines, as it is possible for the designer to 
construct and experiment with prototypes much more quickly. 
Rettig ( 1994) proposes a design methodology where software developers begin by 
creating a paper prototype of the user interface, after which one of the team would 
'play computer'. The interaction allows the team to focus on both the visual and 
functional requirements of the system. Rettig, like Carroll ( 1990; 1996; 2000) 
believes that rapid prototyping of the user interface, along with exploration of the 
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functional requirements, greatly increases problem understanding between the 
development team, while at the same time reducing both software development 
time and costs. 
Wong ( 1992), in her paper 'Rough and ready prototypes', describes the same 
process from the perspective of a designer. She emphasises the same quick, low-
tech prototyping as allowing design group participants to quickly define both 
system and interface requirements. 
Wagner (1990) describes her idea of a perfect set of prototyping tools. She 
envisages a design team environment consisting of an electronic whiteboard that 
the team share and a drawing tablet for herself. During a design session, the team 
would sketch ideas and discuss possibilities. After the session, she would like to 
be able to transfer these sketch ideas into visualisations; sketches with some 
underlying scripting. She stresses that visualisations require very quick turn-
around to be useful. The resulting interactive prototype would be still a sketch but 
some basic functionality allows the users to experiment with behaviour. From 
these prototypes further refinement produces prototypes for user testing and then 
final development. 
Clearly by sketching the user interface and role playing its operation, designers 
can gain a better understanding of the problem, and the visual and behavioural 
requirements of the system. Also working from the interface encourages 
incremental and opportunistic development (Green, 1990). 
2.02.5 Summary 
This section provided a description of the way expert programmers create 
programs by first visualising the whole and then breaking down each part of the 
design until a detailed understanding of the problem is achieved. Only then does 
work begin on the construction of a solution. The research on learning to program 
suggests that student programmers need to learn the programming language 
syntax, problem deconstruction and reconstruction, and have sufficient domain 
knowledge to both understand a problem and visualise the solution. While 
learning language syntax may be difficult for beginners, ultimately it is solution 
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visualisation and problem deconstruction that are more challenging. A review of 
the software engineering process shows that user interface design is dominant in 
the early stages of both investigation and requirements specification. Finally, 
considering user interface design from a software engineering perspective, the 
research suggests that, by both rapidly prototyping the user interface and 
emulating the functional requirements of the interface, the user interface helps 
facilitate problem understanding and requirements. 
What remains unknown is the application of early design techniques to the task of 
learning to program. We can conjecture that if sketching designs, rather than 
creating them with a computer-aided tool is preferable for expert designers, then it 
is likely to be preferable for beginner programmers too. It is also likely that 
beginner programmers will be better able to create their programs if they more 
fully understand the problem and solution space before they start to program, as 
this is how expert programmers work. It is also probable that by designing the 
user interface and thinking through the functional requirements of programs 
novice programmers will benefit from a better understanding the problem. 
We would like to sound a note of caution here; we are not suggesting that user 
interface design or scenario-based design can completely replace more 
comprehensive systems analysis. Comprehensive systems analysis, depending on 
the methodology, includes exhaustive data, processing and object modelling. 
What we do believe is that simple user interface design and the functional analysis 
of requirements is likely to be sufficient for the types of programs that beginner 
programmers create in their first semester of study. 
2.03 Computer-based Low-fidelity 
Design Tools 
The previous sections have established that freehand sketching is the preferred 
visualisation method for early design ideas and that exploring the user interface in 
an informal environment is likely to be useful to programmers. Computer sketch 
tools are not commercially available because, from both a hardware and software 
perspective, it has been difficult to provide appropriate support. However, recent 
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releases of pen interfaces and increased knowledge of pattern recognition 
algorithms for intelligently interpreting virtual ink has seen a number of 
exploratory systems developed (Hearst, 1998). 
The early work of Sutherland (1963) on cathode-ray screens is seen as a 
forerunner to pen interfaces. More recently the work of Xerox Labs (Elrod et al., 
1992) on the Liveboard project and its use of this hardware for meeting support 
systems has triggered other research into informal interfaces. Sketch software has 
been developed for a range of different disciplines. 
Three HCI sketch tools are reviewed. Silk, an environment for form design 
(Landay, 1996, 1998; Landay & Myers, 1995, 1996, 200 l) is intended for 
designing interface forms. This sketch tool has the following facilities: a design 
space, a storyboard, a run mode and the ability to export the sketch in two 
alternate formats. Denim is based on Silk and is an environment for web page 
design (Lin et al., 2000; Newman & Landay, 2000; Newman et al., 2003 ). This 
sketch tool extends the views of Silk to five levels of zooms to show the structure 
ofa web site. Demais (Bailey & Konstan, 2003; Bailey et al., 2001a, 2001b) is a 
tool for prototyping multimedia applications. This sketch tool places more 
emphasis on behaviour modelling and allows the designer to incorporate mixed-
media clips, such as pictures, video or sound, into the sketch. 
Knight is a tool for sketching CASE diagrams (Damm et al., 2000a), it permits an 
interesting mix of informal and formal widgets on the same diagram, and allows 
sketches to be translated to a formal CASE tool. Gross (1994) has developed a 
sketching platform that he has used as a basis for a number of different interfaces, 
such as for an index to web pages and for electrical diagrams. Stahovich et al. 
( 1997; 1998; 1996) have analysed mechanical engineering diagrams to synthesise 
new designs that meet the same mechanical requirements. Trinder ( 1999) has 
worked with architectural drawing and has contributed ideas on the layering of 
sketches. 
Each domain has its own set of unique requirements that depend largely on the 
properties of the final product. For example, computer interfaces such as a form, 
web page or CASE diagram are 20 so there is a simple match between the 
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dimensions of the sketch and the product. Architectural and engineering drawing 
depict 30 objects in 20 so the correlations are more complex. The functional 
requirements of a product depicted in an engineering drawing and in a web 
interface are vastly different, yet each can be emulated in a computer supported 
sketch environment. CASE diagrams are different again in that the diagram is an 
abstract model of a system where the final system is not a product that we can 
view or touch in the way we can a computer interface or a physical object. The 
end of this section draws together some general observations about the 
implementation of informal sketch interfaces. 
This section reviews software that supports freehand sketching and focuses on 
five different aspects: the physical interface, sketch space capabilities, sketch 
recognition, the support for emulating functionality, and the transformation of the 
sketch into a formal environment. 
2.03.1 The Physical Interface 
In 1963, Sutherland used a cathode-ray screen and light pen to create an 
interactive drawing surface for his sketch-pad application. The phasing out of 
cathode-ray pens slowed the research into informal drawing. However, the recent 
advent of pen input and interactive interfaces has seen revived interest in this area 
of research. 
Bly and Minneman ( 1990; 1991 ), at Xerox TM Palo Alto Research Center (PARC), 
have created a system that allows designers to work in real-time from different 
physical locations on the same design. At each site, they placed a monitor under a 
transparent digitising tablet. The tablet digitised stylus input to provide virtual 
ink. The sites are linked so that stylus input from each tablet is immediately 
displayed on the monitors at all sites. The software is based on a 'pad of paper' 
paradigm. The users can draw, write and flick through pages. 
Xerox PARC also has developed Liveboard (Elrod et al., 1992) a digitised 
whiteboard. The image is back-projected onto a liquid crystal screen that 
measures 46 X 32 inches. Input is via a cordless pen which emits a beam of 
optical radiation when it is positioned near the board. The pen position is picked 
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up by a detector behind the screen and the xy position of the pen transmitted to the 
processor. The pen has three buttons and a tip-switch which allows for different 
modes of input. Liveboard is used as the hardware for Tivoli meeting support 
software (Moran et al., 1997; Moran et al., 1998; Pedersen et al., 1993) and 
Flatland an office whiteboard management software (Mynatt et al., 1999). These 
systems have not been commercially released. Liveboard is also being used in a 
classroom study by Abowd et. al ( 1996). Abowd et. al say that although 
Liveboard is expensive and too small for large groups to see, it provides an 
excellent interface for live capture in lectures. Ainsworth & Huddleston ( 1999) 
have similarly used Smartboards in classrooms. While they also comment on the 
cost, they find Smartboards to be a successful medium for demonstrating 
computer applications. 
Wacom™ drawing tablets are the input device for Silk (Landay & Myers, 2001) 
and the electronic cocktail napkin (Do & Gross, 200 l ). These tablets gather both 
co-ordinate and pressure data. Its pen has a button on the side which can be used 
for different input modes. Gross ( 1994) made use of the pressure data as part of 
his recognition. While he also used two tablets connected to a single port to 
provide for two-pen input, only one pen can be used at a time. These systems 
used standard screens for output. The main disadvantage of drawing tablets is that 
there is an element of disconnectedness when the drawing surface is separated 
from the display (Gross & Do, 1996). Stahovich ( 1998) uses mouse input which, 
like drawing tablets, separates the input from its output. Additionally, most 
people also find drawing with a mouse difficult. 
Other researchers have used interactive screens. Denim (Lin et al., 2000; 
Newman et al., 2003) was developed for use on tablet PCs. This research group 
has also used PDAs for associated note-taking work (Landay, 1999). Demais 
(Bailey et al., 2001a) has used graphical display tablets that allow the user to 
sketch directly onto the display. Knight (Damm et al., 2000a), uses a Smartboard 
(2000), a large interactive whiteboard. These devices have a distinct advantage 
over drawing tablets in that they allow the user to interact directly with the 
drawing surface in the same way as one does with a piece of paper. All of these 
devices support only single stylus input; the discriminating factor between them 
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being their size; PDAs are too small to be useful for any substantive design work, 
tablet PCs are likely to be useful for individual use, but difficult for a group to 
share. An interactive whiteboard provides a better setting for group work in that 
the group can share the space. 
2.03.2 Sketch Space Capabilities 
Central to sketching software is a space where sketches can be rendered and 
edited. The first requirement is to be able to draw freehand. Other facilities that 
have been provided are layering or a modal interface, zooming and radar windows 
for large space navigation, and general editing such as cut, copy and paste. 
With Sutherland's ( 1963) sketchpad the user could create straight lines and arcs 
by first setting end points on the screen with the light pen and then setting 
switches on the control panel to indicate whether the line was straight or curved. 
Sutherland's work was forward-thinking and made good use of the computing 
power at the time. However, this method of design cannot be regarded as 
freehand sketching and, for this reason, no further reference will be made to it in 
this section. 
More recent sketching applications support freehand inking. When the drawing 
device; pen, stylus or mouse, is 'on' the surface the device passes xy points to the 
program. The program then joins adjacent pairs of points with a straight line, the 
frequency of points means that the resulting line may appear as a continuous 
curve although it is constructed from straight line segments. Sketching 
applications deliberately focus on informal drawing and as such do not provide 
regular geometric shapes like line, rectangles and ellipses that are standard in 
other software. 
Some of the applications provide a layered approach. Trinder (1999) has worked 
extensively on this idea in the context of architectural sketches. The paradigm 
involves progressive layers of tracing paper where the lower sketch layers are 
faded out as new virtual sheets are placed over them. Silk (Landay, 1996) has 
three drawing modes: drawing (strokes that are parsed by the recogniser), 
decoration (strokes that are not parsed by the recogniser) and annotation (notes 
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and glyphs that the user can add to augment the sketch). Annotation is shown in a 
different colour to drawing and decoration. Knight (Damm et al., 2000b), a 
CASE tool, has two drawing modes: freehand and UML, each being displayed in 
a different colour. Freehand drawing is not interpreted; UML drawing is 
immediately recognised as UML objects. Additionally, the user can select 
whether the recognised object is displayed unchanged, partially transformed or 




Figure 8: Degrees of Transformation, From (Damm et al., 2000b) 
Denim (Lin et al., 2000) and Knight (Damm et al., 2000a) both provide zooming 
capabilities. Denim, a web site design tool provides five levels of zoom: 
overview, site map, storyboard, sketch and detail. Knight provides zooming and, 
also, because the workspace can be very large, a small radar window can be 
opened that shows the whole workspace in miniature with a rectangle indicating 
the section currently displayed. 
Demais (Bailey et al., 2001a) is a multimedia design tool that focuses more on 
describing behaviour than sketching glyphs. To facilitate this, users can place 
pictures, video and sound clips onto the storyboard. Drawn rectangles are place-
holders for these media clips. Inking can be used to annotate a sketch but 
emphasis is put on behavioural links. Joining two points can describe time-based 
behaviour, navigation links or narration synchronisation points. 
Most applications support editing through gestures and/or context sensitive pie 
menus (Figure 9). Silk (Landay, 1996) recognises editing gestures when the pen 
button is depressed. There are gestures for deleting, grouping and ungrouping 
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glyphs, inserting typed text and cycling through gesture recognition. The 
electronic cocktail napkin (Gross, 1994), DocSketch (Pinto-Albuquerque et al., 
2000) and Demais (Bailey et al., 200 I b) take a similar approach to Silk. Denim 
(Lin et al., 2000) implements editing gestures and pie menus supplementing the 
Silk set with cut, copy, paste, move, pan and zoom. It also includes semantic 
zoom, when in the higher levels, overview and site map, a web page is treated as a 
single entity when at lower levels, glyphs or individual pen strokes are edited 
separately. Knight, in addition to pie menus (Figure 9) has short right and left 
gestures for undo and redo. 
Figure 9: Pie Menu, From (Damm et al., 2000a) 
In the sketch space most systems closely emulate the low-fidelity equivalent 
although even when pressure data is available, this data is not used in the 
rendering of the image. Layering has been used in two different ways: to separate 
ink marks that are intended to be recognised from those that are not (Damm et al., 
2000a; Landay, 1996) and to imitate layered tracing paper (Trinder, 1999). Other 
media can be incorporated into a sketch in Demais (Bailey et al., 200 I b ). 
Zooming allows for navigation of a sketch space that is larger than a single 
display can show at one time and editing provides functionality that is not 
available on the low-fidelity equivalents. 
2.03.3 Recognition 
In order for a computer sketch application to be a useful partner in the design 
process it must be able to recognise sketch elements. Only by achieving this can 
an electronic environment participate in the next two parts of the design process: 
emulating functionality and transformation into a formal environment. Most 
computer applications have taken a two step approach: first, to recognise the 
37 
individual pen stroke as an instance of a particular shape and, second, to combine 
pen strokes into meaningful glyphs. 
Stroke recognition has clear similarities to optical character recognition (OCR) 
with the advantage of having additional information relating to the order of 
creation of the stroke such as start point, direction of travel and timestamps. The 
most supported approach to stroke recognition has been Rubine's algorithm 
(Rubine, 199 l ), the reason being that it is simple to implement and train (Bailey et 
al., 2001a; Damm et al., 2000a; Landay, 1996; Lin et al., 2000). 
Rubine' s ( 1991) algorithm is a statistical single stroke recogniser and as such has 
two parts: training and classification. To create a classifier a training set is 
analysed using linear discrimination. The training set comprises subsets of 
example strokes for each class of stroke that is to be recognised (Figure 10). 
From each example a number of features are extracted. Rubine ( 1991) settled on 
the extraction of thirteen features: the cosine and sine of the initial angle; the 
bounding box length and diagonal angle; the distance between first and last 
points, and cosine and sine of their angle; the total stroke length and total angles 
traversed; the sums of absolute angle of the angle at each mouse point and the 
squared angle of the angle at each mouse point; the maximum speed of a stroke 
between any two points and the total duration of a stroke. 
These features are then averaged across a class and their weights computed to 
give a matrix of weightings to apply to input strokes. The result is a matrix of 
weighting values which can be used to classify new strokes. 
To classify an input stroke the same thirteen features are extracted and evaluated 
against the weighting matrix. A value for each class of strokes in the library is 
calculated as the sum of the values of each input stroke feature value multiplied 
by the weighting for that class feature as computing from the training set. The 
smallest sum is the closest match. It is also possible to recognise ambiguous 














Figure IO: Classifier Extracts Features From Sets of Each Specified Stoke Class and Uses 
These to Build the Classification Weightings 
This algorithm works best with a small number of geometrically distinct classes. 
Rubine obtained recognition rates of 98% with five and eight classes when forty 
examples of each stroke were supplied. This reduced to 96% for thirty examples. 
For most practical applications, fifteen to twenty examples of each class is 
sufficient. 
Landay's implementation of this algorithm has been used for both Silk and 
Denim. He reports a recognition rate of69% (Landay & Myers, 2001) which 
created problems when moving to the next stage of recognition. His team has also 
developed ideas on how to design strokes that result in better recognition (Long, 
1998; Long et al., 1999). Damm et al. (2000a) and Bailey et al. (2001a) also used 
Rubine's algorithm. 
Gross ( 1994) also used a statistical training set strategy but this strategy is based 
on overlaying the stroke with a three-by-three grid and counting comers. Rather 
than restricting users to a single pen stroke, Gross joins strokes when there is a 
minimal time delay between finishing one and starting the other, and when they 
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are close to each other geometrically. Pinto-Albuquerque et al. (2000) used a 
combination of geometric feature extraction and fuzzy logic. 
The second part of recognition is undertaken once the individual pen strokes have 
been identified to build glyphs. For example, a button may be defined as a 
rectangle containing a text-holder (Figure 11 ). In order to do this the software 
must first recognise the spatial relationships between strokes: contains, is 
contained by, above, below, to the right or left. These relationships are then 
generally parsed through a rule-based algorithm to construct the most likely 
combinations. Landay ( 1996) has hard-coded these relationships. Gross ( 1994) 
permits the user to define new glyphs by example and then analyses the example 
to generate rules. The user can choose to make the rules more or less specific, for 
example, the user can choose between 'to-the-right-of as being more specific 
than 'beside'. 
r~J 
Figure 11: Example of Two Stroke Glyph 
A similar approach may then be used to relate higher level components. 
DocSketch (2000) extends the recognition by applying fuzzy-logic to the 
relationships between parts of a web page design, calculating the likelihood of 
different relationships. For example, the software tries to identify headers and 
scroll bars, by identifying geometric attributes and relationships. Bailey et al. 
(2001a) also infers the existence relationships between objects depending on the 
source and destination object. In this case, such relationships are behavioural. 
Stahovich et al. ( 1997; 1998; 1995; 1996) take a different approach to sketch 
recognition. Their goal is to take mechanical engineering sketches and recognise 
the mechanical interactions between the parts to construct a generalised working 
geometry. As such, they analyse the sketch to recognise the points where force 
and motion are transferred. The sketch is supplemented with at state-transition 
diagram that describes the required functionality. 
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The Design Rationale Group at MIT has recently published a number of papers on 
different aspects of sketch recognition. For example, Alvarado and Davis (200 l) 
are reported to be working on disambiguating component parts of mechanical 
drawings and Hammond and Davis (2003) are reported to be working on language 
LADDER for drawing, editing and recognising shapes. 
2.03.4 Emulating Behaviour 
The underlying functionality that a sketch implies is domain specific. Silk 
(Landay, 1996) built up a storyboard analogy. The user can paste a sketch onto 
the storyboard and then draw a link from an element (usually a button) on one 
sketch to another sketch on the storyboard. When the software is in 'run' mode, 
clicking on the source element of a link opens the destination sketch. Landay also 
provided some limited behaviour emulation for screen elements, for example a 
user can drag a scroll bar handle up and down without affecting the scrolled pane. 
Denim (Lin et al., 2000) uses a similar approach, where from the site map the user 
can specify navigational links between page elements and pages. In run mode, 
link sources are shown in a different colour and clicking them displays the 
destination page. 
Demais (Bailey et al., 2001 a) places more emphasis on behaviour. In the sketch 
space, the designer can place links or markers to navigate, play, pause and end 
imbedded media, display, undisplay, highlight, unhighlight and synchronise audio 
with other media. 
Gross ( 1998) has used his basic sketch environment as a front-end to a number of 
domain specific applications. Sketches have been used as indexes or bookmarks 
in these applications, linking information such as a URL or a record number that 
is attached to the sketch. The user can browse the sketches and click on a sketch 
to invoke the link. This platform has also been used as a sketch front-end to a 
network design tool and another tool which assists architects to calculate the 
visual territory from a particular position. 
Sketchlt's (Stahovich, 1998) purpose is quite different. By identifying the active 
surfaces in an engineering drawing and putting these surfaces together with a state 
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transition diagram, which the user provides to describe the required functionality, 
Sketchlt can produce multiple new solutions to the problem. Sketchlt first 
determines whether the sketch meets physical constraints and, if not the software 
corrects the input parameters (but does not alter the sketch). From its generalised 
understanding of the problem a family of solutions can be generated that all meet 
the engineering requirements of the problem although their parts may be arranged 
differently. 
2.03.5 Transformation to a Formal Diagram 
For every domain where computers are used for design there are many software 
packages available. Most of the work that has been undertaken with sketching has 
been aimed not at replacing these software packages, but at providing an informal 
interface with varying degrees of support for transformation into formal design 
environment. 
Silk (Landay, 1998) outputs form designs in two formats: Visual Basic 5 code and 
Gamet User Interface Development Environment. Denim (Lin et al., 2000), 
WebStyler (based on Napkin) (Gross, 1998) and DocSketch (Pinto-Albuquerque 
et al., 2000) all produce HTML. Knight (Damm et al., 2000a) is integrated in a 
WithClass CASE tool. 
This section has reviewed related work on computer sketching tools. Most of 
these tools use pen input; there being an evident trend towards direct interaction 
devices such as a tablet PCs or interactive whiteboards. These devices are 
preferable to a drawing tablet or mouse as they provide more natural interaction. 
Recognition, despite a number of well known techniques, is still difficult and, 
given the contradictory goals of providing an informal interface and accurate 
recognition, is likely to remain a challenge. Notably none of the systems 
discussed above have integrated character recognition. The possible ways that a 
sketch can imitate the behaviour of the sketch product is just beginning to be 
explored, as is the integration into formal design environments. 
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2.04 Summary 
This chapter has reviewed the literature on early design, learning to program and 
computer-based sketch tools. Designers clearly prefer low-fidelity tools for early 
prototyping. The main advantages of these tools are that they are quick, and 
encourage ambiguity and exploration of ideas, whereas computer-based tools are 
slower and distract from the design task by requiring a selection of widgets and 
setting of properties such as position, fonts and colours. Evidence also suggests 
that hand-drawn designs are better for eliciting comment from team members. In 
contrast, computer created prototypes have the advantage of being able to 
demonstrate behaviour as well as being more useful in later stages of the design 
and construction process. 
Programming is a complex task that requires a wide range of knowledge and 
skills. Because of this, it is difficult for people to learn to program as they must 
concurrently learn new ways to break down problems, programming language, 
and program construction strategies and techniques. As a programmer gains 
experience little disconnected bits of knowledge become chunked together 
allowing him/her to deal with more complex tasks but for novices, juggling, 
getting an understanding of the problem, and knowing the language and method to 
construct a program solution is a non-trivial task. 
A number of other researchers have developed sketch tools for early design. Pen 
input was first mooted by Sutherland in 1963. More recently sketch tools have 
been developed for user interface design for form-based interfaces (Landay & 
Myers, 2001 ), web pages (Lin et al., 2000), multi-media designs (Bailey & 
Konstan, 2003), indexing (Gross & Do, 1996), document design (Pinto-
Albuquerque et al., 2000), architecture (Trinder, 1999) and engineering drawings 
(Stahovich, 1997). Most of these systems accept pen input and render the ink in a 
drawing space. They generally incorporate stroke recognition to provide both 
functionality with in the drawing space such as cut, copy, paste and functionality 
for describing behaviour in run mode. Some also provide output to convert the 
sketch to a formal tool. 
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Chapter 3 
The Conceptual Design of a Tool for User 
Interface Designs 
Getting the design of the user interface correct before starting to write code is 
beneficial to novice programmers for the reason that if the interface is correct 
there is a good chance that he/she understands both the problem and required 
behaviour (Rettig, 1994 ). This chapter provides a conceptual description of a 
computer-based tool to support novice programmers when designing user 
interfaces. Firstly, to establish the high-level system requirements, the chapter 
draws together the elements of design, software development and the learning to 
program discussed in Chapter 2. Then, in the second part, we describe how these 
high-level system requirements may be achieved, given the constraints imposed 
by current technologies and assumptions, and the tradeoffs and refinements that 
we made in preparation for development of a prototype system. 
3.01 Conceptual Description 
The literature suggests four philosophical ideas that need to underpin a computer 
design tool: facilitating hand-drawn sketches, providing a shared group space, 
using sketches for exploring behavioural requirements and providing an 
environment that student programmers find attractive. 
It is clear from the literature that working with low-fidelity designs has 
advantages at the early stages of problem exploration (Bailey et al., 200 lb; Goel, 
1995; Wagner, 1990; Wong, 1992). Sketching must be fast and minimally 
constrained by the tools. This implies that an interface that closely emulates that 
of the pen and paper/whiteboard is likely to be most natural for users. We 
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consider that the interaction should be restricted to direct pen input onto the 
surface that displays the ink output. 
The literature also asserts that working in groups results in both better designs and 
a better understanding by group members (Bekker, 1993; Bly & Minneman, 1990; 
B0dker et al., 2001; Tversky, 1999; Wong, 1992). Therefore, we propose a large 
shared space for design such as a digital-whiteboard. 
To understand the functional requirements of a program it is important to be able 
to interact with a design while it is still rendered as a sketch (Wong, 1992). The 
design literature asserts that reviewing a sketch is preferable to reviewing a formal 
diagram because there is less commitment to the sketch if it does not look 
finished, and it therefore seems easier to change (Goel, 1995; Wong, 1992). The 
literature also states that it is usual to explore behavioural requirements alongside 
aesthetics during this first informal stage of design. It is appropriate to encourage 
this for user interface design as scenario-based and user-centred design 
methodologies claim that by 'playing computer' (Rettig, 1994) with informal 
sketches of the user interface, the design team is likely to gain a better 
understanding of the problem domain (Canas et al., 1994; Carroll, 2000; Rettig, 
1994). 
These ideas lead to the requirement of including a way to 'play computer' with 
designs before they are actually formalised. It is not clear how this should be best 
done. Rettig ( 1994) suggests using paper prototypes and sticky note pads to pass 
data around the prototype. Others have used computer tools to provide basic 
navigation and behaviour (Landay, 1996; Wong, 1992). Given what is known 
about the adverse affect of formalising a diagram too soon, it may be that the 
provision of too much behaviour emulation is also detrimental. Therefore, we 
propose a minimum of functionality for the play mode. In keeping with what is 
available on whiteboard and paper, we suggest that, early in the design process, 
the ability to view and 'fill in' a design, and navigate from form to form is all that 
is appropriate. 
Finally, current IDEs tempt students to design with the IDE form builder. They 
see the support for editing, copying and storing designs in a computer 
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environment as superior when one thinks of these facilities in relation to paper or 
whiteboards. To encourage student use, a computer-based low-fidelity tool must 
provide these facilities. Also they see low-fidelity designs as an unimportant, 
time-wasting step because the artefact is thrown away. Landay's (1996) 
experiments suggest that it maybe quicker to create an interface design with a 
sketch tool. We aim to create a low-fidelity computer-based design tool that 
allows students to move freely along the continuum from informal, ambiguous 
sketches to formal interface designs, without the need for them to manually 
recreate the formal design from the sketch. 
In order to achieve this, the computer tool needs to be able to recognise, with 
minimal effort from the user, the various elements of the design and convert them 
into a formal diagram in the IDE form designer. 
To summarise the concepts that are important in the development of a sketch tool 
are: 
• to retain the informal, direct, unconstrained nature of pen and 
paper/whiteboard for the creation of hand-drawn diagrams 
• to provide a drawing space that is large enough for a group to share 
• to provide support for editing and storage of sketches 
• to include a way for users to emulate the use of their design sketches 
• to integrate the software with the formal design environments used at the 
next stage of software development 
There are some conflicts when it comes to being able to realise these requirements 
as functional components of a real system. In particular, at the present time it is 
unlikely that a rough sketch, which does not adhere to any rules, would be able to 
be recognised by software. However, a number of sketch tools have been 
developed and these provide some guidance to what may be possible. In 
particular, Landay and Myers' (2001) tool, Silk, provides ideas on both the sketch 
space capabilities and the run mode. We would like to extend their ideas and 
integrate the sketch design space into an IDE and include handwriting recognition, 
47 
so that users could continue to work exclusively with a pen rather than having to 
switch to a keyboard when adding words to their sketch. Additionally, expose the 
recognition libraries and rules to the users so the software becomes more 
extensible. 
3.02 Refining the Requirements 
This section describes the ideal tool based on the preceding requirements and the 
technology available, in 2000, when the work began. We planned to use the LIDS 
(Apperley et al., 2001; Apperley et al., 2002) hardware and hoped to be able to 
use commercial character recognition components. While there are a number of 
IDEs in common use, we have chosen to integrate our tool into Microsoft Visual 
Basic 6©, as it is often used as a medium for teaching novice programmers. The 
following sections provide the details that characterise the initial development of 
our first prototype. 
3.02.1 Physical Interface 
We wish to provide a shared workspace where the physical interface is based on a 
whiteboard paradigm which is simple and unobtrusive. We envisage the most 
successful implementation to be a digital whiteboard using transmitting pens. The 
transmitting pens should be a similar size to standard whiteboard pens (Figure 
12). 
Tip light transmitting 
material to indicate pen mode 
Figure 12: Pen Design 
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When the pen is close to the board, movement is passively tracked with a visible 
cursor. When contact is made with the board, the pen input creates digital ink. 
The pen buttons are used to change the function of the pen. These functions 
should be pen, editing tool and eraser. The pen indicates its current mode by 
changing the colour of the tip via small internal lights. 
Pen input immediately updates the image on the digital whiteboard so that, except 
for the editing capabilities, there is little difference between the digital experience 
and that of using a normal whiteboard. 
As hardware such as described above is not available, we plan to commence our 
project by using LIDS (Apperley et al., 200 l ), which provides an interactive 
whiteboard where the pen input is restricted to a single tip switch, which is 
activated when the pen is in contact with the board. 
3.02.2 Sketch Space 
One of the main advantages of sketching early design is that the cognitive load 
associated with the sketching process itself is minimal, meaning the major part of 
the cognitive effort can be directed towards the design process (Goel, 1995; 
Goldschmidt, 1991 ). The challenge with computer supported sketching is to 
honour the traditions of sketching while providing the support expected of a 
computer tool. 
We envisage an unconstrained drawing space that also provides the type of editing 
facilities that are usually associated with computer applications. Two views of the 
drawing space are provided: a single sketch view and a storyboard. The single 
sketch view is the main drawing space where the user draws, edits and annotates a 
form representation. The storyboard view shows all forms in miniature, as such 
allowing both the forms to be manipulated as whole items and relationships to be 
established between them. 
The capabilities that a pen-based sketch environment should offer are not well 
established. Should an application provide a number of layers, as Trinder ( 1999) 
proposed, or should it provide modes as Landay ( 1996) proposed? What editing 
functions are required? Should editing be supported by gestures, menus or both? 
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Some decisions will need to be based on hardware and software constraints, for 
example, the Smartboard (2000) and Mimio ( 1999) pens do not have a button for 
mode changes, while the recognition of pen gestures is difficult and error prone. 
These issues are further explored in the prototype system. 
Other researchers (Landay, 1995; Lin et al., 2000) have integrated the drawing 
and editing modes but have not included handwriting which further complicates 
recognition. Bailey and Konstan (2003) noted users requests for character 
recognition in their evaluation study. We believe that, to be truly useful, character 
recognition is necessary and we therefore plan to include this feature. Although, 
ideally, we would like to achieve a modeless interface where users can draw, 
write and edit freely, we have resolved to initially use three modes: drawing, 
writing and editing to reduce the problems of recognition. 
A storyboard view that shows the set of sketches in miniature, similar to that of 
Silk (Landay & Myers, 200 I), is also planned. On the storyboard designs will be 
able to be moved around or deleted and navigation links will be able to be created 
between forms that can be used in the sketch run mode. The metaphor here is of 
sticking paper sketches on a whiteboard and drawing links between them. 
3.02.3 Recognition 
Recognition is important to support editing gestures with the pen, for example, the 
delete gesture, and to automatically transform a sketch to a formal diagram. 
Sketch recognition is discussed in this section along with the vexed question of 
when to disclose recognition. There are three aspects to recognition: the 
recognition of a single stroke, the combining of strokes into glyphs, and the 
recognition of words as distinct from picture glyphs. 
Ink recognition is dependent upon the ability to be able to pattern-match pen 
strokes to a predefined set of symbols. As individuals draw and write in different 
ways it is helpful if the system is able to learn the idiosyncratic writing/drawing 
style of each user. There are two ways to achieve this: by automatically updating 
the recognition data whenever the user corrects recognition, or by giving the user 
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access to the recognition algorithm's training sets to add and remove examples 
when they feel it is necessary. 
Our casual observations of people sketching suggest that the informal nature of a 
sketch means that users draw ill-formed strokes that should not alter the 
recognition data. We do not wish to discourage this, as ambiguity is one of the 
essential elements of informal interfaces (Goel, 1995; Goldschmidt, 1991; 
Tversky, 1999). 
As this software is intended for experienced computer users, it is anticipated that 
they would prefer to have control of the training sets. We plan to expose the 
training sets to the user and allow him/her to define whatever new class of strokes 
they think would be beneficial to their design work. The training interface will 
also include a test option that indicates any training stroke that falls outside 
acceptable variations. In the instance when an outlier occurs the user is able to 
add further examples similar to the miss-recognised stroke, remove the miss-
recognised stroke from the set, or ignore it. 
Glyphs may be similarly defined by example (Gross, 1994). A glyph may be a 
single stroke or word with no relationship to other strokes ( e.g. a line), or a more 




Figure 13: Glyph Types 
There are two types of relationships between strokes that are of interest: joins and 
containers. Joins describe two or more strokes that combine to make one glyph 
( e.g. dropdown boxes). Containers, such as frames, are important in VB as 
option buttons within each container form a mutually exclusive set. Words can be 
treated as a single stroke either by being transformed into the caption of another 
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control, as defined by a join (for example, button caption), or by being 
transformed into a VB label. 
User feedback of recognition is a complex issue; we intend not to provide 
continuous feedback. This is contrary to the situation of using most other sketch 
recognition software (Bailey & Konstan, 2003; Damm et al., 2000a; Gross, 1994; 
Landay, 1996). Recognition is required only for sketch run mode or 
transformation. Prior to this point the sketch can contain abstract or ambiguous 
elements. Our hypothesis is that providing immediate feedback on recognition 
may distract the designer from the design task at a time when recognition may be 
unimportant; we do not want concerns about recognition to distract the designer 
from the informality and ambiguity that is so important to early design work. 
We sum up our approach to recognition in the following way: although 
recognition is technically challenging, it is thought of as a means to an end, not an 
end in itself. Recognition allows the sketch to react in run mode and be 
transformed into a formal environment. Algorithmic recognition is not 100% 
accurate and, as such, is not likely to be in the foreseeable future. Disclosing 
recognition while the user is sketching is likely to distract him/her from the 
primary task of design. A better approach is to provide a distinct recognised view 
of a sketch that has the ability to easily alter any miss-recognition. To allow for 
both personal differences and the expansion of the VB control set, the user is able 
to access both the training sets and rules for recognition purposes. 
3.02.4 Run mode 
From a programming perspective, while the interface design is often indicative of 
the underlying data structures, it does not illustrate the required behaviour. 
Research has shown that while designers consider functionality when they are 
creating a design (Bailey & Konstan, 2003; Goel, 1995; Gross, 1994), this in itself 
is not sufficient to uncover the functional requirements. Rettig ( 1994) 
recommends playing computer with a paper prototype as a way of responding to 
this situation. Wong (1992), for her part, has described both building low-fidelity 
computer prototypes by scanning sketches into a tool and adding navigation links 
as the means by which one can respond to this same situation. 
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Landay ( 1996) provides a run mode for the computer sketch and our plan is to 
take a similar approach. When the user changes to run mode it is as if a clear 
overlay has been placed over the sketch meaning the user can draw on this overlay 
without it changing the underlying ink. A recognised sketch could return 
substantial feedback. For example, such recognition would be capable of 
emulating the interaction of a set of radio buttons. However, because it is not 
clear that this is useful, when working on the overlay, we plan instead to supply 
only navigation links to other forms. 
3.02.5 Transformation 
The final facility that we suggest would be useful in a sketch environment is the 
ability to move freely between the informal sketch and a formal design. We plan 
to use a tightly integrated environment where the sketching system becomes part 
of the programming IDE. The user could take a finished sketch and transform it 
into the programming environment form builder. 
As indicated above, it is at the point of transformation that sketch recognition 
becomes important. We propose a two-stage sketch-to-form transformation. 
First, the recognition engine parses the sketch elements, overlaying the sketch 
with a graphic and a label indicating its VB control equivalent. At this point, the 
user can correct any miss-recognised glyphs. When the user is satisfied with that 
recognition has been achieved, he/she instructs the system to create the forms. 
The software also allows the user to describe how the properties of the VB control 
are to be generated. For example, the user can specify that the position properties 
of a textbox be generated from the glyph position ( e.g. most left point of glyph => 
left property of VB control). 
Once the VB form is generated, the standard IDE form builder becomes the active 
window. If the user re-enters the sketch environment from the IDE form builder 
the system checks for any changes on the forms and, if necessary, alters the 
sketches to reflect these changes. In the same way, the user can take a form 
created in the form builder and transform it into a sketch, then alter it and 
transform it back into a form. 
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Our system being intended for student programmers, we see integration and 
transformation as important features in encouraging students to undertake 
informal design. The reason these features are important is that the excuse 
students most frequently give for not sketching designs is that they see sketches as 
'waste of time'. The sketch system outlined in this chapter would allow students 
to create a sketch in an environment where there is the support they expect of 
computer tools. This would mean they could then automatically carry this work 
through to the next stage of program construction. 
This chapter described both the concepts that are important for the performance of 
our sketch tool and how we anticipate implementing these concepts within a real 
system. As much of this work is exploratory we have chosen a prototyping 
approach to systems development. The following four chapters describe ( l) two 
iterations of prototyping and (2) the usability studies that have been completed in 
relation to these iterations. 
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Chapter 4 
A Prototype Interface Design Environment 
This chapter describes the first Freeform prototype as developed in 2000-200 I. 
When implemented, this prototype provided a basic sketch-space, a recognition 
engine and the sketch-to-VB form transformation, meaning we were able to 
confirm the technical feasibility of the project and had a platform for an 
exploratory usability test. 
This system runs as a Visual Basic add-in and interacts with the Visual Basic form 
designer. The program is written in VB 6.0 and can be run as a part of any 
standard VB 6.0 installation. A brief explanation of the VB6 IDE is given in 
Section 4.0 I. 
Figure 14: Design Process 
The process for creating a design using Freeform (Figure 14) is as follows: a small 
group of designers use both the digital whiteboard and the Freeform software to 
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create a low-fidelity design. When the designers are satisfied with what they have 
assembled, the recognition engine overlays the design with the component names 
and corrections are made. The sketch and recognition data is then used to 
generate the VB form. 
The system development is described using the same framework as was used in 
the preceding chapter. Section 4.02 describes the physical interface. This 
description is followed by a report on the sketch-space capabilities ( 4.03) and the 
recognition engine ( 4.04 ). Sketch run mode is not implemented in this prototype. 
Section 4.05 describes the transformation from a sketch to VB form. Section 4.06 
summarises what has been achieved with this prototype. During the development, 
a number of informal evaluations were carried out where other members of the 
research group were asked to test particular components of the software. The next 
chapter describes the usability testing of this prototype and the subsequent 
enhancements which were planned for the next prototype. 
4.01 Visual Basic 6 Integrated Development 
Environment 
The VB6 IDE provides a place for programmers to create and test their programs. 
VB6 and the VB6 IDE are primarily targeted at creating Microsoft Windows™ 
form-based applications. It includes a WYSIWYG form designer (Figure 15) 
where programmers can define the user interface by placing widgets on to a form. 
Generally when developing a form-based application the programmer first creates 
the form interface and then the underlying code. 
Freeform is integrated into the IDE and is accessible via the Add-Ins menu. The 
integration posed a number of technical challenges. In order to create form 
widgets on a form in the form designer window the Freeform program had to run 
as a compiled DLL. The widget creation process so is deeply imbedded within 
the IDE that errors in the program that creates the widget often resulted in parts of 
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Figure 15: VB6 Form Designer Window 
4.02 Physical Interface 
A large interactive display surface (LIDS) (Apperley et al., 2001) was used as the 
physical interface. This set-up consists of a PC, a data projector, a large screen 
and a Mimio ( 1999) whiteboard digitiser (Figure 16). The PC screen image is 
projected by the data projector onto the back of the screen. The screen is 
approximately 1200mm wide by 900mm high and is set on a stand so that the 
bottom of the screen is about l m above the ground. The screen is constructed of 
two sheets of clear glass that have been joined together with an opaque resin; this 
provides a durable flat surface with enough opaqueness to hold an image. 
A Mimio whiteboard digitiser bar is attached to the side of the screen and used in 
mouse emulation mode. The Mimio pens transmit a signal to the digitiser bar 
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when the pen tip is depressed. This signal is received by the software in the form 
of standard left mouse actions; mouse-down, mouse-up and mouse-move. 
Figure 16: Lids setup 
4.03 Sketch-Space 
The sketch-space (Figure 17) is based on a whiteboard paradigm. It provides 
freehand inking and computer supported editing while at the same time sustaining 
an interaction that keeps the design activity as simple and intuitive as possible. 




Figure 17: Sketch-space 
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A sketch can be saved or loaded from disk via the file menu. Most other sketch 
environments have a number of different modes, which are typically distinguished 
as drawing, editing and annotating (Bailey et al. , 2001 a; Gross & Do, 1996; 
Landay, 1996). 
Initially, we wished to avoid the modal approach but early trials suggested that 
this tactic was unlikely to be successful because of both the inherent inaccuracy of 
recognition and the user's low-level of confidence when using gestures to invoke 
functions. The resulting sketch-space has four modes: drawing, writing, editing 
and mapping. These modes are selected via icons along the top of the screen 
(Table l ). 
Draw Write Edit Map 
Move/ Erase 
Resize 
Icon L_ ~ + 0 Map 
Cursor / ~ + ' 'v Table l Mode Icons and Cursors 
Each mode is visually different. In the drawing and writing mode, the sketch is 
shown as drawn (Figure 17) with both different pen cursors (Table l) and ink 
colours for each mode. The user can select the pen colours from a set of colours 
that are easily seen on the LIDS display (Figure 18). In edit mode, each stroke 
and word is surrounded by a dotted-line bounding box (Figure 19). In map mode, 
the sketch is overlaid with the recognition information (Figure 20). The following 
sections describe each mode in detail. 
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Figure 18 Colour Selection 
4.03.1 Drawing Mode 
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Figure 20 Map Mode 
Drawing mode is used for the freehand sketching of glyphs. The user may draw 
anywhere on the sketch at anytime. During development we found that some users 
wanted to draw a border, which in tum led to recognition and transformation 
problems. To overcome this we introduced the dotted line-border, which as a 
design affect is only cosmetic (Figure 17). The user can resize the border and 
draw inside or outside the line. 
The software accepts mouse events from the pen. Each pen action results in a 
sequence of mouse events beginning with a mouse-down, followed by a number 
of mouse-moves and ending with a mouse-up. The mouse-down event initialises 
the creation of a new stroke object which contains both the start position and a 
collection of time stamped offset points. Each mouse-move event is passed to the 
add-point method; the first three points are added without alteration (something 
required for the recognition algorithm). Subsequent points are checked and those 
lying on a straight line are discarded to minimise the number of points held 
(Figure 21 ). As points are added to the stroke virtual ink is displayed along the 
pen path. 
At the completion of a stroke (mouse-up) the pen path information is passed to the 
first phase of the recognition engine. Two editing conditions are identified in 
draw mode: erase and overdraw. 
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Figure 21 : Mouse Event Points 
If an erase gesture (Figure 22a) is placed over a previously drawn stroke(s), so 
that its bounding box covers the old stroke(s), both the erase gesture and the 
underlying stroke(s) are removed. In the case of the other condition - overdraw-
if one stroke is drawn over another so that their bounding boxes are approximately 
the same size then the underlying stroke is removed (Figure 22b ). 
(a) -- (b) __ ,..J 
Figure 22: Editing in Draw Mode 
4.03.2 Writing Mode 
Writing mode is similar to drawing mode in that pen strokes are free form. 
However, letters adjacent to each other are grouped into words (Figure 23). 
Adjacent measures were arrived at by trial and error. Just as letters that are 
grouped cannot be ungrouped, groups cannot be joined by moving two groups 
closer together. However, extra letters can be added to a group at any time by 
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simply writing another letter close to an existing word. As with drawing mode, 
each stroke is passed to the first phase of the recognition engine, which leads to 
erase being both immediately identified and acted on. 
Figure 23: Letter Clustering for Words 
4.03.3 Edit Mode 
Editing proved to be difficult to provide in an intuitive, user friendly manner. The 
main reason is that LIDS does not have passive pen tracking. The initial plan was 
to have only erase and single stroke or word move, all actions which we felt could 
be achieved with gestures. However, testing during development indicated that 
functional gestures were likely to cause difficulty. Some users suggested that 
editing gestures were not natural and if the gesture was not recognised they then 
had more work to correct the sketch. Also, it was quickly apparent that people 
usually draw in too large a manner on a whiteboard and that resizing is frequently 
required. As well as the delete gesture and the editing condition overdraw 
described above, it was decided to incorporate a separate edit mode. In this mode 
each stroke and word is displayed with a bounding box (Figure 19). The 
bounding box has handles at the corners and side midpoints for resizing, and at 
the centre for moving. 
The first approach to ink selection involved having a pen placement on any handle 
that would activate the appropriate resize or move function, or alternatively the 
user could select a group of strokes by starting outside any stroke and lassoing the 
group. The lasso stroke's bounding box would bind the group, which could then 
be resized or moved together. However, a small trial proved this strategy to be 
unsatisfactory, as users were confused about what was selected and whether it was 
going to be resized or moved. We changed to a two-step process. In this process, 
first, the user selects a stroke or group of strokes. A single stroke is selected by 
tapping inside its bounding box and a group is selected by a lassoing stroke. 
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Figure 24 shows screen shots of: stroke (a), word (b) and group (c) selections. 
The software responds by highlighting the selection's bounding box, after which 
the user is in a position to resize or move the selection. If a group selection is 
chosen the bounding boxes are removed from items that are included in the group. 
An erase button (Table I) is provided so that users can erase by selecting and 
clicking the eraser. 
a) Single stroke b) Word c) Group 
Figure 24: Selected Ink 
We struggled with processor power when redrawing. If a large section of sketch 
is moved or resized, responding to every mouse-move event results in rather poor 
response rates. We compromised by ignoring many of the mouse-move events. 
The result involves slightly jerky resize/move operations that do not lag too far 
behind user actions. 
Resizing does not initiate re-recognition even though some of the strokes are 
differentiated primarily by size. This allows a knowledgeable user to draw 
something that is correctly recognised and then resize it to the desired size. For 
example, in the default set of shapes, small squares are checkboxes, slightly larger 
flat rectangles are text boxes and larger rectangles are list boxes. If a user wanted 
an unusually large text box they could draw it at 'normal' size and then resize it, 
the initial recognition being retained. 
4.03.4 Map Mode 
When the user is satisfied with their sketch and wishes to transform it into the VB 
form designer they click the 'map' icon. This initiates the second stage of 
recognition (see 4.04.2 below). This act results in some strokes and words being 
joined and recognised as a single glyph; the default set of glyphs is shown in 
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Figure 28. The sketch is overlaid with labels showing the VB control types 
(Figure 25). The user may change the control type of a glyph by clicking on the 
label and selecting from the list of available controls. This list is built 
dynamically from the recognition engine's library. A glyph retains this new 
recognition. The user's alteration of a glyph's interpretation may affect other 
glyphs. Re-mapping the sketch resolves these ambiguities. 
J2JGj_ 
·-_ w.i - .. 
'--- --- D 
Figure 25: Changing a Glyphs Recognition 
Once the sketch has been mapped the user may return to sketch mode or click the 
'make' button to transform the sketch into a formal diagram in the VB form 
designer. The transformation process is explained in Section 4.05. 
4.04 Recognition 
There are two phases to sketch recognition in this prototype: stroke recognition 
and glyph recognition. Section 4.04.1 describes drawing stroke recognition and 
Section 4.04.2 describes how glyphs are recognised by the relationships between 
strokes. All recognition data are stored in simple text files that are read and 
written as required. Each user may have their own file( s) of stroke sets and rules. 
This prototype does not include character recognition. 
4.04.1 Drawing Strokes 
When the sketch-space is in draw mode, each pen stroke is parsed by the first part 
of the recognition engine as soon as the mouse-up event occurs. In order to 
achieve this aim we have implemented Rubine's algorithm ( 1991 ). However, the 
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recognition is hidden from the user as we did not want them to worry about 
recognition while they were in an early creative phase. Only the delete gesture 
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The system provides an interface allowing the user to enter training sets (Figure 
26). From this interface the user can add a new class of strokes as well as add or 
delete example strokes from a class (a limited version of the sketch-space). There 
is also the facility to test the training sets to check that all the strokes in a class are 
classified as belonging to that class. If this test fails for some examples it 
indicates that there is likely to be some ambiguity problems when classifying this 
class of strokes. 
The default system setup has six classes of strokes (Table 2). The text class is 
also the editing gesture for erase. This said, users can add any number of stroke 
classes, although it must be said that the system does not check for duplication or 
ambiguity. There are advantages and disadvantages of leaving this interface in an 
unrestricted state. On the positive side it allows users to specify the same shape 
name in relation to two ( or more) distinctly different shapes. Conversely, the user 
could use two different names for the same or a very similar shape. They could 
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also define different shapes that the algorithm cannot disambiguate (Long et al., 
2000). 
Shape Name Example 
Text Box l 1 
Check Box tJ 
Option Button 0 




Table 2: Default Set of Basic Shapes 
Rubine's ( 199 l) algorithm also provides two tests for rejecting a classification; a 
test for ambiguity and another for outliers. These are implemented; however the 
question then is; what to do when rejection occurs? As recognition is deliberately 
hidden from the user the first time that this information could be used is at the 
'map' stage. It was felt, that at this point it is better to make some decision, than 
no decision. The recognition scores could be used to order the list of controls that 
the user can choose from, but a simple alphabetic list provides a more consistent 
interface. Therefore, the rejection tests are ignored in this prototype. 
4.04.2 Relationships Between Strokes 
A rule-based approach is implemented for establishing the relationships between 
strokes. Three types of relationships are of interest: joins, containers and singles. 
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A join exists when two strokes are joined to create a glyph, for example, a textbox 
containing text can in this way be defined as a button. Containers exists when the 
glyphs remain separate while one glyph 'contains' others. This is important in 
VB where frames are used to contain sets of radio buttons and the radio buttons in 
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Figure 27: Interface for Describing Glyphs 
The user is able to specify the rules for creating glyphs. First, the user enters the 
class of VB control (Figure 27a). Then they select the type of rule (Figure 27b): 
single, join or container. The next step is to specify the primary stroke (Figure 
27c). If the control is a complex glyph the secondary stroke information is 
recorded (Figure 27d). The adjacency of secondary strokes is specified as beside, 
inside, left, right, above or below and maybe required or optional. When more 
than one secondary stroke type is specified they are automatically considered 
logical ORs. The screen shot above (Figure 27) describes a checkbox. A 
checkbox is a joined control that has a primary stroke of a checkbox (small 
square) that may have beside it a text stroke or a word. 
There can be multiple rule definitions for a control type. Typically controls, such 
as a command button that requires a two-stroke join, has two rules, one specifying 
the basic stroke combination. 'A command button is a textbox that must contain a 
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word or text ·. The other rule specifies the control type and is associated with 
optional secondary strokes. 'A command button is a command button that may 
contain a word or text'. Using the second rule the system can create the glyph if 
the user changes the control in map view. 
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Figure 28: Default Glyphs 
This collection of rules is applied when the user presses the map icon. The order 
of the application of rules is critical; the system searches first for containers, then 
joins and lastly singles. As with the stroke specification, there is no checking for 
contradictory rules. A default set of glyphs were provided for the usability testing 
(Figure 28). 
4.05 Transformation 
On the same interface as that which specifies glyphs (Figure 27e), the user can 
describe how the properties of a VB control are derived from the glyph. The 
system provides a list of the VB control properties and the stroke(s) attributes. 
The user can then specify the VB control property's value by specifying a fixed 
value or associating a stroke attribute with the control property. These 
connections can be constrained by setting minimum, maximum or divisor values. 
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The screen shot (Figure 14e) shows that the primary stroke's 'top' attribute 
becomes the checkbox 'top' property. 
The VB form creation, make, can be executed once mapping has been completed 
by clicking the icon. The system first removes all controls from the target form 
and then checks through the sketch glyphs. Containers must be created and 
placed on the form before any controls fall within them. 
The system creates a control and then applies the properties as specified in the 
rule-base. This is a simple process of assigning values, and checking for 
maximum or minimum values as appropriate. Controls within containers must 
have their positions recalculated as they are offset from the edge of the container 
rather than the edge of the form. In this prototype, the 'make' is a one way 
process from sketch to form. The user can move freely between the sketch and 
form, however, changes to a form are not reflected in the sketch. 
4.06 Summary 
This chapter has described the initial prototype that was both built to explore the 
technical issues of the software development and to be used for usability testing. 
The LIDS hardware provides a large digital whiteboard that accepts pen input. 
The sketch-space provides the basic interface for drawing and editing sketches, 
and also facilitates access to the map and make functions. Two stages of 
recognition are provided by the recognition engine: single stroke recognition and 
a rule-base to map strokes to VB controls. The transformation process takes the 
output from the rule-base to create the VB controls in the VB form designer. 
This prototype achieved some important objectives. We were able to establish 
that the project was technically possible. The LIDS hardware provided 
satisfactory input from the technical perspective when the mouse events were 
used as the input. We successfully discriminated the types of shapes we wished to 
use with both Rubine's algorithm and a rule-base to combine strokes into 
meaningful glyphs. The system was integrated into the VB IDE as an add-in and 
can make VB controls, placing them on a form in the VB form designer. 
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Most importantly, the prototype gave us a vehicle to try out our ideas on target 
users. The next chapter describes the usability testing of this prototype and the 
subsequent enhancements planned for the next iteration of development. 
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Chapter 5 
Usability Study of Initial Prototype 
The usability study conducted on the prototype explained in Chapter 4 is 
described in this chapter. This usability study is a general assessment of the 
hardware and software. The main questions are: Do people find the LIDS 
hardware usable? How easy is it to use the sketch-space and is the resulting VB 
form likely to be useful? What other features are required? The usability study 
looked specifically at the central component of the system: the main sketch-space 
and resulting VB form. In the study, students were asked to design a form for 
membership details for a sports club. To do this they were required to complete 
the design process that included producing a low-fidelity sketch, recognition and 
the creation of a VB form. 
The first section of this chapter describes the study design. This is followed by a 
description of the findings, which include a summary of the comments of the 
participants and the observations of the author. The chapter concludes with a 
summary of findings and an outline of the enhancements planned for the next 
prototype. Full copies of the participant guide and questionnaire data are 
contained in Appendix I . 
5.01 Usability Study Design 
Nielson's (1994) 'discount usability study' methodology, which is widely used 
( for example, Knutilla et al., 200 I), was adopted. This methodology has the 
advantages of simplicity while exposing most problems. A copy of the participant 
guide is provided in Appendix 1.1. The study participants had seen Freeform 
once, as a demonstration was given to the class the week prior to the study. The 
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six subjects each worked individually for about an hour. The subjects were 
members of an information systems degree introductory programming paper 
taught with VB6. The study was carried out in week ten of the course over a two 
day period. By this point of the course the students both had a reasonable 
understanding of the fundamentals of form design for a GUI environment and had 
used most of the intrinsic controls. 
The study was conducted in the usability lab at The University of Waikato. The 
room was arranged with the LIDS in one comer and the computer on a table 
beside it. One video camera was placed beside the screen to record the user, 
while another was placed in front of the screen to record the screen and a third in 
the diagonally opposite comer of the room (Figure 29). These inputs were mixed 
with the video image to provide a four stream synchronous image (Figure 30). 
~~ 
( Cam,rns 
Lids and computer 
l 
Figure 29: Room Layout Figure 30: Video Image Composition 
After each participant read and signed the ethical consent form they completed a 
short training session. The Freeform program was configured so that it first asked 
for the user's name. It then stepped through the shape library asking the user to 
add two examples to each set of shapes. This allowed the user to become familiar 
with the pen, the need for single stroke shapes, and their general shapes and sizes. 
The facilitator then explained how the recognition engine combined the basic 
strokes to make other glyphs (Figure 31 ). 
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Figure 31: Glyphs for Usability Study 
The training session also covered write mode, editing, mapping and making, with 
the user trying each of these functions. When the user felt comfortable with the 
basic interface he or she and facilitator together created a simple design. This 
practice sketch consisted of a heading, text boxes and labels for the student's 
name, id number and mark, and a command button for exit. Further instruction 
was given, as required, to the user during this process. The participant guide 
(Appendix 1.1) also included notes and diagrams on glyphs and editing. The 
training took about 15 minutes. 
The participant was then presented with the following scenario for which they 
were required to create a form design. They were asked to 'think aloud'. The 
facilitator then moved away from the screen and sat down to observe, noting any 
difficulties that participants had and occasionally prompting particular participants 
to verbalise what they were doing or thinking. 
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Design Scenario 
Please design a form for the Waikato Sports Club to use for member details. The 
form should show the following: 
• contact information: title (Mr, Mrs, Miss etc), name, address, phone 
numbers (up to 3), and email address. 
• Demographic information: date of birth, gender, ethnicity 
• Membership information: There are three categories of membership, junior, 
senior or social. Members can also join for use of all facilities or 
specifically for golf, tennis or squash. 
The scenario, while small, required the participant to make some choices about 
the general layout and types of controls. The requirement for up to three phone 
numbers offered an opportunity for three text boxes or lists. Date of birth 
likewise provided scope for variety (although the students had not learnt calendar 
controls). The demographic data (gender, ethnicity) and membership data 
(membership type and facility membership) could be recorded using a 
combination of radio buttons or check boxes, with frames being necessary if more 
than one set of radio buttons was to be included. The membership information 
deliberately provided an opportunity for more complex design decisions. When 
the participant had finished his/her design they were interviewed. The questions 
(Table 3) covered: basic drawing, basic writing, writing/drawing mode, editing, 
satisfaction with sketch, mapping and making. They were then asked about things 
they would like to change and enhancements they would like to see. Their 
comments are recorded in the next section. 
Post-Task Interview Questions 
Basic drawing 
How did you find drawing on the lids screen (pen/ screen)? 
Did you have any problems making the shapes you intended? 
Was it difficult to create single stroke shapes? 
Basic writing 
How did you find writing on the lids screen? 
Writing/ Drawing Mode 
Was it clear to you which mode you were in? Was it difficult to change 
modes? Did you have any difficulties with modes? 
Editin2 
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Did you use the scribble over to delete things? How was this? 
Did you use the draw over to change things? How was this? 
Did you move, resize, how was this? 
Satisfaction with sketch 
How satisfied were you with the sketch that you had created? 
Mapping 
Did you alter any of the recognition after mapping? How did you find this? 
Make 
Was the form as you expected it? 
How satisfied were you with the form? 
If there were three things you would like to change what would they be? 
What features would you would like to see in future versions? 
Table 3 Post-Task Interview Questions 
5.02 Usability Study Findings 
This section describes the usability study participants' responses to the questions 
and observations of the facilitator. All of the six people who participated in the 
study completed the task. Five did it with ease, one struggled (participant 4 ). His 
knowledge of VB controls seemed to be limited to text boxes and command 
buttons; it is noticeable that his design is simple and his responses to some of the 
questions (Appendix 1.2) show a lack of confidence. A screenshot of each 
participant's completed sketch is shown in Figure 32. 
The participants said that they found the screen easy to draw on with two 
commenting that it was easier than a mouse as it was more direct and they did not 
find it hard to make the design look as they intended. We were concerned that 
single stroke glyphs might create a problem so we specifically asked about this. 
None of the participants said that they found this difficult, which our observations 
confirmed. 
Writing was more difficult than drawing with two people commenting that the pen 
was too large and that the nib movement (about 5mm) was distracting. Others 
thought the ease of writing was irrelevant as there was no character recognition. 
Most of the participants said they were not worried about changing from the 
drawing to the writing mode, however our observation was that it did divert their 
attention from designing. 
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Figure 32: Screenshots of Participants Designs 
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Participant 6 
If users forget to change modes they would then have to redo part of their design, 
so we prompted people if they were in the wrong mode. Most required only one 
prompt, but following this it was noticeable that they checked which mode they 
were in. We would like to eliminate this distraction. It is noticeable from the 
screenshots that participant 3 abandoned writing after a couple of words. During 
the interview, he commented that there wasn't any point as it was not recognised. 
Participant 5 made a similar comment. 
The participants had been previously shown the erase gesture (\/\/\{\/VV). 
Two used it successfully, one didn't use it, the others had mixed results. For one, 
the program crashed. It didn't work for another because the bounding box did not 
cover the underlying strokes while for another participant the reverse condition 
happened when they had intended a command button (I 'vVVV'-v 1), but the 
greeking was interpreted as a delete gesture because it approximately covered the 
rectangle. Only one participant tried the draw-over function. It did not work for 
him, as the bounding box was not a close enough match. We found and fixed the 
program bug (the only crash during the study), but clearly this is an area that 
could do with further work. 
The participants found deleting, moving and resizing satisfactory; during the first 
session, we noticed that participants (3 people) sometimes had trouble grabbing 
the handles. We made them a little bigger before the second session and this 
seemed to fix the problem. Four participants drew their sketches too large and 
needed to resize them. They felt that they needed to do this because of the pen 
size, the Mimio pen is larger than a normal whiteboard pen, and because they 
were working on a whiteboard. 
The participants were then asked about both the sketch as an artefact and the 
generated VB form. They were asked if they would be happy to show their sketch 
to their lecturer or use it as a basis for creating their form. All except one 
expressed satisfaction. He (participant 4) said it would be ok if it was acceptable 
to others. 
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Figure 33: Recognition Overlay of Sketch in Figure 32(6) 
Mapping is the test of the recognition (Figure 33). There was quite a wide range 
both of numbers of glyphs drawn and complexity of diagrams. The videotapes 
were reviewed to calculate the recognition rates. A summary of the number of 
glyphs and recognition rates is shown in Table 4. Overall, the group achieved an 
86% success rate, with the best being I 00% and the worst 62%. All were satisfied 
with the mapping and found correcting the recognition easy. 
Participant Number of glyphs Success percent Number of corrections 
required 
l 21 62% 8 
2 9 100% 0 
3 16 87% 2 
4 9 100% 0 
5 16 94% l 
6 16 94% l 
Total t 87 ! ! 86% ! i 12 
Table 4 Recognition rates 
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The VB forms that were created varied quite considerably with respect to how 
tidy they were. Where the sketch was tidy and the writing size consistent the form 
looked reasonable, however untidy sketches resulted in untidy forms . We asked 
about their satisfaction with the form; one participant said he would have liked it 
tidier and others included form tidying in their list of desired enhancements. We 
also felt that the form would be more satisfactory if widgets were aligned and 
standard font sizes were used for text. The form created from Figure 32(6) is 
shown in Figure 34 below . 















The participants were asked to suggest three things they would like changed in the 
current interface. Three suggested a tidier VB form; the other most frequent 
request was for physical pen size to be reduced (2). One person wanted thinner 
virtual ink, another suggested D shaped handles for editing. 
When asked what they would like to see in future versions, handwriting 
recognition was top of the list for five participants, while three suggested an undo 
feature would be useful. Other suggestions were: the ability to add words to a list 
or put default text into text boxes and a different glyph for the command button. 
Complete notes from the interviews are given in Appendix 1.2. 
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We also noted that two students clearly showed that they were considering the 
functional requirements of the program, even though they were aware that they 
would not be using these requirements. One (participant 6) had quite an extended 
'self talk' about how she was going to design and code the membership 
categories, similar observations were made by Goldschmidt ( 1999) and Tversky 
( 1999) When asked about this during the interview she said that she was 
considering how the underlying code would need to work. 
5.03 Other Aspects of the Interface 
There are a number of other user interfaces included in the system: the stroke 
library, rules definition for defining glyphs and VB controls, the login form and 
an options form. While these forms were not specifically reviewed during this 
study all of them, except the rules definition, were used by the study participants 
without any noticeable problems. As the user interfaces have no major bearing on 
the performance of the system any changes to them would be for functional 
reasons. 
5.04 Proposed Refinements 
This study provided some helpful feedback and pointed to a number of areas 
where the system could be improved. Most importantly the students were positive 
both about the idea and the system. In answering the main questions posed at the 
beginning of the chapter, we can say that the LIDS hardware is fine for drawing 
although some people find the pen a bit difficult to write with. In general the 
software worked well. The students found drawing and editing easy and fun. The 
recognition rates achieved for drawing were satisfactory with Rubine' s ( 1991) 
algorithm providing reasonable shape recognition while the rule-base correctly 
inferred most relationships between strokes. The interface to correct recognition 
also worked well. The VB form generated from the sketches accurately 
represented what was drawn but did not meet users' expectations. It was also 
pleasing to note the existence of both 'self talk', and interaction between user 
interface design and coding requirements. 
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There are a number of areas where the system can be improved: 
• Hardware - a better pen 
• Drawing/writing - the need to change modes is distracting. Either 
eliminate modes or make it possible to change the ink mode by selecting and 
clicking an icon. 
• Editing - provide undo and clipboard 
• Recognition - recognise writing 
• Mapping- provide for correction of wrongly recognised writing 
• Transformation - tidy the VB form by aligning and standardising sizes. 
These form the basis of the revision to basic tool functionalities for the second 




The prototype described in this chapter is based on the conceptual ideas of 
Chapter 3, and the knowledge gained from the first prototype and its usability 
testing. The goal of this iteration of the system's development is to develop a tool 
that we can use to evaluate the utility of computer supported low-fidelity 
sketching. 
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Figure 35: Design Support Using the Second Prototype 
Chapter 3 listed five important concepts for a low-fidelity design tool. The first of 
these was a low-fidelity, unconstrained drawing space where users pen directly 
onto the display surface. The first prototype imposed some restrictions in order 
for the system to be able to recognise ink. We were concerned about the affect of 
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single stroke drawing gestures, but this proved not to be a problem. We were also 
concerned about the need for drawing and writing modes; this is a problem that 
this prototype needs to address. 
The second concept identified was a group space. The LIDS setup worked well 
during the usability study except for the pen, which was too large and had too 
much movement in the nib. Also, as described in Chapter 3, buttons on the pen 
that can be used to change modes ( edit, erase) would be useful. A survey of 
available hardware at the beginning of 2002 found there had been few advances in 
the functionality of digital whiteboards so the LIDS setup remains unchanged. 
The third concept identified was support for editing and storing sketches. The 
usability testing of the first prototype provided information on what users expect 
for editing in a low-fidelity environment. The recommendations from the 
usability test are incorporated in this prototype. 
The fourth concept identified involved a way for designers to interact with the 
design while the design is still rendered as a sketch. While the first prototype 
provided for a single sketch, this prototype supports multiple sketches, as well as 
implementing both the storyboard and run mode described in Chapter 3. 
Finally, there is the concept of integrating the software into an IDE so that users 
can progress from informal to formal design with a minimum of effort. We 
achieved the integration into VB6, finding that the transformation from sketch-to-
VB form is very quick. However, users suggested, and we agree, that the formal 
design would be better if it was tidier. Also the users reinforced the need for 
character recognition. 
The designed process steps that Freeform explicitly supports has been expanded 
to include interactive checking (Figure 35). This chapter highlights the changes 
that have been made since the development of the initial prototype. 
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6.01 Sketch-Space and Storyboard 
The sketch-space of the first prototype has been enhanced and the system supports 
multiple sketches; the new storyboard provides an overview of all sketches and 
allows the creation of navigation links between sketches. Users can move freely 
between the sketches and storyboard by clicking the appropriate icon (Figure 36). 
Figure 36: Storyboard and Sketch Icons 
6.01.1 Sketch-Space 
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Figure 37: Form Sketch-Space 
The sketch-space (Figure 37) retains the draw, write, edit and map modes of the 
previous prototype. A run mode has been added and is described in Section 6.02. 
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The icons for these modes are shown in Figure 38. Each of these modes are 
visually different and are identified according to ink colour, pen icon and/or look 
of the sketch, depending on the mode. The appearance of draw, write, edit and 
map are the same as the previous prototype. The cursor for run/play is shown in 
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Figure 38: Mode Icons and Cursors 
The interface for the selection of colours (Figure 39) has been altered but remains 
functionally the same. 
Drag new cdcu on to icon to change. Do 
not make two icons the same cdcul 
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Figure 39: Sketch Form Options 
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The sections below describe the changes to each mode. 
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Draw mode 
The overloading of the erase and text gestures in the first prototype caused 
difficultly with recognition and usability. To correct this, the erase gesture is now 
a unique gesture (Figure 40). This change has the added benefit of making it user 
configurable, meaning a user can replace the sample gestures in the library with 
something quite different. 
Figure 40: Delete Gesture 
Write mode 
Write mode responds to the new erase gesture, but otherwise remains unchanged. 
Substantial changes have been made to writing recognition. These are described in 
Section 6.03. l while additional editing features to change the mode of ink are 
described below. 
Edit mode 
The usability study highlighted a number of useful enhancements that could be 
made to editing. The basic selection, moving and resizing of single and multiple 
glyphs remains the same. Clear form (Figure 41 c) and the delete selection (Figure 
41 f) have also been retained. The enhancements to editing are: undo, copy and 
paste, change ink mode and show/hide grid. 
Each sketch (and the storyboard) has its own undo stack. The 'before state' of 
each action is recorded on the undo stack so that actions can be progressively 
reversed by clicking the undo icon (Figure 41 a). The user can copy selected ink 
onto the clipboard by clicking the icon (Figure 41 e) and then paste to the same or 
a different sketch within the project (icon Figure 41 b ). 
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As we have been unable to resolve the drawing/writing modality this prototype 
incorporates the ability to change the mode of ink. The icon Figure 41 g changes 
selected ink into a word (letter spacing was not examined) while Figure 41 h 
changes selected ink into individual glyphs. Ink is re-recognised after a mode 
change. 
A grid can be displayed on the drawing space and is toggled on/off by clicking the 
icon Figure 41 d. The grid size can be changed by the user (Figure 39). The grid 
is used to assist with form tidying, which is described in Section 6.04. 
·~ ~, {ili] ~ c ~ · rao I I •J L: :.i . 
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Figure 41: Editing Icons 
Map mode 
Glyphs in map mode are snapped onto the grid (Figure 42) as described in Section 
6.04. Because of this, the grid is automatically turned on when a sketch is 
displayed after mapping. This version includes word recognition (see 6.03. l ). In 
map mode, the user can alter the word by selecting change caption from the 
dropdown menu (Figure 42). 
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Figure 42: Glyph Menu 
This brings up the vocabulary list and an on-screen keyboard that allows the user 
to choose or add a word (Figure 43). 
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As with shape recognition, once the user has overridden the automatic recognition 
the system remembers the user-assigned word. However, this facility is lost if the 
user changes the ink type. 
6.01.2 Storyboard 
The storyboard provides an overview of all the sketches in a project; each sketch 
is shown in miniature (Figure 44 ). By default the sketches are displayed in the 
order they were created with empty slots at each end of the storyboard. Users can 
reorganise the storyboard by dragging a sketch to an empty box and the sketch's 
new storyboard position is permanently retained. It is also possible to delete 
sketches by dragging them to the trashcan. 
The user can establish run-time navigation links between sketches by dragging a 
line from one sketch to another. The start point of the line becomes the navigation 
hotspot and the finish point is the destination sketch. The destination is shown as 
a half circle at the edge of the sketch, as a link to a sketch, rather than a specific 
point on the sketch. The link can be moved or trashed by dragging an end point. 
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Figure 44: Storyboard 
The possible interactions on the storyboard are limited, therefore the software can 
disambiguate the intentions of the user. As the pen moves around the interface it 
indicates the type of action that results from a pen-up at that particular location by 
changing the cursor (Figure 45). If the pen-down is in a sketch (and not on a link 
source) the cursor is set to auto move. If the pen then moves to another sketch the 
cursor changes to link, or if it moves over the trashcan the cursor changes to form 
delete. If the pen moves to a blank storyboard slot the cursor changes to form 
move. If the pen-down is on a link source or destination spot the cursor starts as a 
link move, changing to link delete if the pen moves to the trashcan. 
Figure 45: Storyboard Cursors 
The user can specifically choose the type of action they intend by turning auto-
mode off and selecting from the icons (Figure 46). From left to right these icons 
are: create link, move link, delete link, move form and delete form. 
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Figure 46 :Storyboard editing icons 
6.02 Run Mode 
Run mode is a new feature in this prototype. Its purpose is to encourage students 
to actively check their design by 'playing computer' . The user can enter run 
mode from a sketch or the storyboard. In run mode it is as if a clear overlay is 
placed over the sketch. The underlying sketch is inert; hotspots are placed on the 
overlay at source points for the inter-sketch links that have been established in the 
storyboard view. The user can draw or write on the overlay and navigate between 
forms by tapping the hotspots (Figure 47). 
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Figure 47: Run Mode View of Figure 37 
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Inking in run mode is passive (no recognition) may be cleared by clicking the 
clear icon. Ink is retained while moving between sketches in run mode but 
cleared when the user exits run mode. 
6.03 Recognition 
There are three parts to recognition in this prototype: stroke, word and combining 
glyphs. The recognition of shapes is substantially the same as that of the previous 
version. Providing word recognition was a major goal of this prototype; how this 
was achieved is described below. 
6.03.1 Word Recognition 
We decided not to use proprietary character recognition. We found that the 
character recognition in Microsoft Windows Text-Services Framework™ did not 
work with the Mimio mouse driver and that the programming API was not a good 
fit with a sketch environment. There are a number of other commercially 
available character recognition software tool kits, however it was difficult to 
obtain documentation or demo versions of the API for evaluation. 
Rubine's (l 991) algorithm did not provide us with acceptable character 
recognition. Rubine reports a recognition rate for characters, of modified lower-
case character set, of 97%. We found using more normally formed characters the 
recognition rate was closer to 50%. Even with an 80% rate for individual 
characters a four letter word then has an expected recognition rate of 40% (0.8/\4). 
We have achieved some success with the following three pronged approach: 
modifying Rubine's algorithm, joining strokes to form multi-stroke letters and 
matching words against a vocabulary list. 
When a new gesture is evaluated by Rubine's ( 1991) algorithm a probability of 
match is given for each class of gesture in the library. We observed that often the 
closest match to a letter is the mirror image of the letter, for example for 'b' we 
would get 'd' or for 'm' we would get 'w'. We added two features to the feature 
set; the x and y points that represent the point-of-balance of the ink. This gave an 
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improved rate for the best matched letter and also improved the likelihood of the 
correct letter appearing in the first few letters. 
The second action we took was to allow two strokes for some letters. The system 
seeks to recognise the lower-case letters a-z. Most letters are expected to be 
formed by a single pen stroke, however for the letters 'i' and 'j' if a dot is present 
it is combined with the stroke beneath it and the appropriate letter added to the 
recognition list before the basic stroke letter. For example, an 'i' may be formed 
by a 'I', which is recognised as an 'l' and a·~·; 'i' is then placed in the recognition 
list before 'l'. The letters 'f, 't' and 'x' may be recognised by combining the two 
intersecting strokes, although 'f and 't' also have a single stroke form. A 
complete set of letter strokes used in the studies is shown in Figure 48. When the 
stroke recognition and combinations are complete each letter is represented as a 





Figure 48: Letter Stroke Set 
The third thing we did was to match words against a vocabulary list (McQueen & 
Mann, 2000). We reasoned that there is quite a small vocabulary of words that 
students would frequently use on interfaces and so we compiled a list by 
'harvesting' captions from the sample programs of textbook CDs. A large 
number of sample programs were examined but the resulting list is quite small 
(approximately 800 words). 
We then calculated a score for each word in the vocabulary list with the same 
number of letters as the input word. Each letter in the vocabulary word was 
assigned a score equal to its position in the list of the input word's letter list 
produced by Rubine' s ( 199 l) algorithm. The word score is the sum of the 
individual letter scores. The lowest scoring word is the match. If no word scores 
93 
an average letter placement of less than third place then the word is deemed not to 
have been matched. An example of this process is shown in Figure 49. 
Example 
+~e 
Input Letter list from algorithm 
t t,q,b,y,h,d,p,n,c,k,f,x,a,g,j,e,f,m,u,z,l,i,v,s,o,w,r,-,.,text,delete 
h h,k,b,y, t,n,f,g,q,xj ,m, f,u,l,i,c,z,a,p,d,e,s, w, v ,r ,o,text,-,. ,delete 
e t,n,f,m, w ,z,e,r ,x, u,d, v ,-,y ,q,p,a,h,k,c,b, f,.,g,text,s,o,j ,I, i,delete, 
Scored against 
"the" = 1 + 1 + 7 = 9 
"add" = 13 + 19 + 11 = 43 
"age"= 12 + 8 + 7 = 27 
"the" is the lowest scoring match, it is within the average of third place ( even 
though the 'e' is in place 7) so the word is matched 
Figure 49 Example of Word Matching 
6.04 Transformation 
The VB forms generated by the first prototype were rather untidy. Glyphs that 
appeared to be the same size and aligned on the sketch turned out to have 
significantly different sizes and were unaligned on the form. Three enhancements 
were made to improve the neatness of forms. 
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First, two extra variables were added to the information held for the generation of 
control properties; one held the type of rule to apply and the other a value for that 
rule. A property can now have an associated rule to set a fixed, minimum, 
maximum, or unit value. This rule and its associated value are used for height and 
width properties. The unit value is particularly useful for setting heights of 
controls. This property is often derived from the bounding box, which is 
generally larger than the intended widget size. The units used are the integer 
quotient (not rounded) of the bounding box. For example, a textbox may have a 
unit height of 500 twips ( 150 twips :::::: I pixel). Any textbox less than 999 twips 
( 500 x 2 - I) is set to 500 high. Those between I OOO and 1499 are set to I OOO high. 
Second, a grid is set onto the form and all gestures are snapped to the grid. The 
grid size can be set by the user (Figure 39); generally a grid of 400 to 600 twips is 
appropriate. The snap-to-grid favours taking a glyph to the top and left of its 
current position (60:40). The repositioning of glyphs onto the grid is done at the 
same time as the second stage of recognition (map). It is then a simple task for a 
user to move any gestures that have not been aligned correctly. 
Thirdly, attempts at intelligently interpreting font size were abandoned as they 
gave poor results. All text is created at the default size. The resulting form is 
uniform with controls vertically and horizontally aligned, and which are of 
standard sizes (Figure 50). 











Figure 50: Generated Form from Figure 37 
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6.05 Summary 
This second prototype uses the same hardware setup as the first prototype but 
provides more functionality and features. The sketch-space has had a major 
overhaul and now supports both multiple sketches and a storyboard. The editing 
on a sketch has also been enhanced providing undo, copy and paste, and ink mode 
changes. The storyboard shows thumbnails of each sketch. The sketches can be 
moved around the storyboard and navigation links established between sketches. 
The run mode added to the system is to encourage students to interactively check 
their sketches using scenarios. The sketch to form transformation process is 
greatly improved by aligning controls onto a grid and standardising the sizes of 
controls. Also basic word recognition is added to the system as this was an 
overwhelming request from users. 
This prototype addressed the critical issues uncovered in the first usability test and 
now provides most of the features described in Chapter 3. The next chapter 
describes the usability study we undertook to check if there were any major 
usability issues that need to be addressed prior to the evaluation study. 
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Chapter 7 
Second Prototype Usability Study 
The second prototype includes: a number of changes to the main sketch-space, 
two new interfaces, a storyboard for viewing multiple sketches and a run mode for 
checking designs. This chapter describes the usability study that was undertaken 
both to check whether these changes had been beneficial and that there were no 
critical usability problems that needed to be addressed prior to the evaluation 
study. Of particular interest was whether ( l) the new editing functionality ( undo, 
copy and paste) worked as intended and (2) the word recognition was sufficient to 
encourage the students to write. 
7.01 Usability Study Design 
This study is very similar to the study described in Chapter 5, which used the 
Nielsen's ( 1994) 'discount usability study' methodology. All of the study 
participants had seen but not used the interface once before, as a demonstration 
had been given to them in class. The study was conducted in a research 
laboratory at Manukau Institute of Technology. The room was arranged with the 
LIDS in one corner and the computer on a table beside it. A video camera was 
used to record the sessions. 
The study was conducted with six subjects, each individually spending about an 
hour using and discussing the system. All the subjects had recently completed an 
introductory Visual Basic programming paper. As part of this course they had 
learnt to both use the intrinsic VB controls and create multiform projects. A copy 
of the participant guide is provided in Appendix 2. 
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After a participant read and signed the ethical consent form he/she were given 
preparatory training. This training covered the draw/write mode, editing, creating 
multiple sketches, the storyboard and links, the run mode, mapping and making. 
The participant then had the opportunity to try out each of these functions. Then 
the participant and trainer together created a simple two-sketch design. The first 
sketch consisted of a heading, text boxes for the student's name, id number and 
mark, and buttons for navigation to the other form and exit, the second sketch was 
a 'course form'. On the storyboard navigation links were created between the two 
forms and then the Freeform run mode was used to check the design. Further 
instruction was given to the participant, as required, during this process. 
The participant was then presented with the following scenario for which he/she 
was required to create a design. 
Please design two forms for the Manukau Sports Club. The first form is a menu to 
take the users to forms for member details, member accounts, asset management, 
and facilities bookings. The second form is the member details form (you will not 
do the others forms due to time constraints), it should show the following: 
• Contact information: title (Mr, Mrs, Miss etc), name, address, phone 
numbers (up to 3), and email address. 
• Demographic information: date of birth, gender, ethnicity 
• Buttons to return to the main menu and to go to the member accounts form 
This problem is based on the one used in the previous study, however in this 
instance, the member detail form requirements have been simplified so that 
another form could be included in the problem without extending the time 
required for a session. The first form is a simple menu (Figure 51 ). The second 
(Figure 52) is the members' details form used in the previous study. After 
completing the sketches, the participant used the storyboard to draw links between 
the sketches (Figure 53), and then used the run mode and a scenario that we 
provided (Appendix 2) to check their design. 
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The facilitator observed the sessions, taking notes on the participant's actions. 
After a participant had completed the design task, they were interviewed. The 
questionnaire covered basic drawing, basic writing, the writing/drawing mode, 
editing, the storyboard and run mode, satisfaction with the sketch, and mapping 
and making (Table 5). The participants were then asked both about things they 
would like to see changed and what enhancements they would like to see added to 
the Freeform tool. Their comments are recorded in the next section. 
Post-Task Interview Notes 
We would like to understand how you found the experience of using the sketch 
interface 
Basic drawing 
How did you find drawing on the lids screen? 
Did you have any problems making the shapes you intended? 
Was it difficult to create single stroke shapes? 
Basic writing 
How did you find writing on the lids screen? 
Writing/ Drawing Mode 
Was it clear to you which mode you were in? 
Was it difficult to change modes? 
Did you have any difficulties with the modes? 
Editing 
Did you use the scribble-over to delete things? How was this? 
Did you use the draw-over to change things? How was this? 
Did you move, resize? How was this? 
Satisfaction with sketch 
How satisfied were you with the sketch that you had created? 
Run mode 
Did you find run mode useful? 
Did you decide to change anything on your sketch after doing a 'run 
through?' 
Mapping 
Did you alter any of the recognition after mapping? How did you find 
this? 
Make 
Was the form as you expected it? 
How satisfied were you with the form? 
If there were three things you would like to change, what would they be? 
What features would you like to see on future versions ofFreeform? 
Table 5: Post-Task Interview Questions 
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7.02 Usability Study Findings 
This section reports both the participants' responses to the questionnaire and the 
observations of the author. Five of the six people who participated in the study 
completed the task; the sixth worked more slowly and ran out of time, so only one 
of his sketches was converted to a VB form. 
As with the previous study, the participants found it easy both to draw on the 
screen and to make the single stroke glyphs. Figure 51 and Figure 52 show one 
student's sketches of the menu and members' details forms. Screenshots for all 
participants' designs are included in Appendix 2. 
Figure SI: Menu Figure 52: Members Details 
Two of the participants commented that writing was difficult, given that writing 
'correctly' is important if one is expecting the software to recognise what has 
been written. The software is trained to recognise single stroke lower-case letters. 
This was not a problem for most letters, however there are alternative ways to 
form a number of letters. For example, 'k' can be formed with one stroke ·~' or 
two 'K'. We also observed that it is more natural to capitalise the first letter of a 
label, for example' Address' is more likely to be written than 'address' . With the 
system's limited character recognition we could have chosen to either spend more 
time training the users or we could have left them to write as they wished, thus 
accepting that the recognition would be poor. We chose the second approach. The 
algorithm could not recognise much of the writing because some participants used 
capital letters or joined two letters together and this went beyond the program's 
scope; word recognition rates were very low. However, it is easy to change the 
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recognition of a word. Although only one student suggested better word 
recognition as being one of the things they would like to see improved, we see this 
problem as an outstanding challenge. 
The software still has separate writing and drawing modes that concerned us after 
the first study. However, swapping modes seems to be less of a problem tha 
expected and elicited fewer comments than in the previous study. Furthermore, 
the software now has the facility to change the mode of ink. We postulate that 
word recognition has made the modes more valued and therefore more 
memorable. 
The new erase gesture has overcome the problems experienced with the 
overloaded 'text'/'erase' gesture; two participants commenting that this was 
'cool' and ' exciting'. Two participants chose to use undo instead of erase. 
Consistent with the previous study the 'draw over' was rarely used. Resizing and 
moving was a little slow because of the machine used for the study, but otherwise 
satisfactory. Undo was well received and frequently used. 
The sample problem used in the study required navigation links to be created on 
the storyboard (Figure 53). Participants commented that the storyboard is very 
simple to use. The participants checked their design in run mode by pretending to 
register a new member. They had no difficulties with this . 
.:i 
Figure 53: Storyboard 
When mapping the glyph, the recognition rate remained similar to the previous 
study. The participants found the correction of the miss-recognised glyphs and 
words easy to accomplish. Mapping also aligns glyphs to a grid and most glyphs 
IOI 
were aligned correctly. The participants had no problem moving incorrectly 
aligned glyphs to an appropriate position. 
The forms resulting from this prototype (Figure 54) were much tidier than the 
previous version as the controls were now of standard sizes and aligned. We did 
not receive the suggestions as were offered in the first study that we needed to 
produce a tidier VB form. In fact, one student who had been dissatisfied with his 
sketches, because they were too untidy, was pleased with the VB forms that had 
been created from his sketches. 
X - -r• 3 - 3 - ---Dab - ' E,.. E....,. ,--
~ 1 ... j 
Figure 54: Generated Form from Figure 52 Sketch 
Our request for suggestions for changes and enhancements brought a wide variety 
of responses. The physical pen is difficult to write with. This was commented on 
by two participants. The only other suggestion made by more than one person 
was that the function of the button icons needed to be clarified. Some of the 
suggestions involved the need for: code generation from the run time hot spots, 
the naming controls while doing the sketch ( controls with captions, such as option 
buttons are named automatically), and the joining of words for multi-word labels. 
7.03 Summary 
This usability study checked that the changes made as a result of the previous 
study were successful. It also checked the usability of the new elements of the 
system: the storyboard and run mode. There are still parts of the system that 
clearly could be improved, particularly the writing recognition. However, 
students were happy to work with the writing recognition in the form that it had 
102 
been implemented; they commented that it was very easy to pick up the correct 
word from the vocabulary and for this reason it wasn't really a problem. 
We reinvestigated, without success, the availability of a character recognition 
module that would integrate with Freeform. We also checked again for 
alternative digital whiteboard setups, also without success. 
We decided to add text to frequently used icons, so as to eliminate any recall 





Figure SS: New Icons With Text 
The results of this study lead us to believe that such a tool should be viable as an 
integrated component of a programming IDE. We also felt confident that we had 
a workable platform to test the utility of such a tool for novice programmers. The 
next chapter describes the evaluation studies we conducted comparing Freeform 
to a traditional sketch environments and a computer design tool. 
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Chapter 8 
Evaluation of Freeform as a Design Environment 
In order to evaluate the utility of Freeform as a design environment for novice 
programmers we conducted a study which directly compared Freeform with a 
low-fidelity, non-computer equivalent. This exploratory study focused on student 
use of low-fidelity design as an aid to the initial planning phase of program 
development. 
It is clear from other studies (Black, 1990; Goel, 1995) that low-fidelity 
environments are preferable during the early stages of design. This study 
measures two low-fidelity environments against each other: Freeform and a 
normal whiteboard. The start-point for each design task is a written description of 
a problem, while the end point is a formal design in the VB IDE. 
We particularly wished to compare: 
• the quality of the finished designs 
• the design process 
• the students' understanding of the problem 
• the students' preparedness for the next stage of program development 
• the students' attitude to low-fidelity prototyping 
There are a number of ways that this study could have been conducted. A 
longitudinal study where students used the software over a number of weeks was 
considered but it was felt that it would be too difficult to control the variables, 
also not all the students in a class could participate so there were ethical issues 
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regarding some students having 'preferential treatment'. We also considered 
asking individuals, as we had in the usability studies, to complete design tasks but 
as our initial goal was to provide a group design-space we instead asked students 
to work in small groups on well-defined tasks. 
Each group of students designed two user interfaces: one using the Freeform 
environment, and the other using a whiteboard and the standard V86 ID E. 
During the study we found that groups made more changes in the Freeform 
environment while checking the design than they did when they were using the 
whiteboard. To determine whether this was because of the interactive checking 
we conducted a small supplementary study. 
The first section of this chapter (8.0 I) describes the methodology and details of 
the study plan. This is followed by an account of the study (8.02), while Section 
8.03 reports the data collected. The supplementary study is described in Section 
8.04. Section 8.05 summarises the findings and comments on the results. 
8.01 Methodology 
A comparative experiment was used to measure aspects of the Freeform 
environment against an equivalent traditional environment. In a study such as 
this, as in one that examines human performance, it is difficult to come to 
definitive conclusions. However, by isolating the scope of the study, triangulating 
results from a variety of sources (as suggested by Denzin ( 1988)) and applying 
conservative statistical measures, reliable and repeatable results can be expected. 
Four sources of information were used: participant questionnaires, HCI expert 
review, the author as observer and an educationalist review. The completed 
student questionnaires were used to gauge their current practice, opinions on the 
environments, how well they feel they understand the design problems, and how 
they view this experience might change their practice and opinions. The design 
products were evaluated by an independent expert to measure the effectiveness of 
each process upon the designs. The observations of the author were recorded and 
the learning environment was reviewed by an educationalist to ascertain whether 
the different environments affected the learning activity. 
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Volunteers from an introductory VB programming course, in groups of two or 
three, participated in the study. Each group was given two interface design 
exercises: one to be completed in each environment. The details of the problems 
and environments are set out below. With two problems and two environments 
there are four possible combinations of problem, environment and order of 
execution. Each combination was completed by one group of two and one group 
of three students. 
Before the first exercise the students were asked some preliminary questions. 
They answered another set of questions twice, once after each of the exercises. 
After the completion of the second exercise they were asked a final question about 
which, if either, environment they would like to use in the future. 
As Freeform is a new tool and the participants had minimal training, an informal 
approach was taken to the sessions with the author observing and answering 
questions as required. The sessions were conducted in the Usability Laboratory at 
the University of Waikato. The laboratory was setup so that the students could 
work on the whiteboard, computer or LIDS. Four streamed video inputs captured 
the different work areas and the computer screen (Figure 56). 
Figure 56: Video Capture of Evaluation Study 
8.01.1 The Environments 
Our goal was to isolate the affect of the Freeform software by minimises the 
differences between Freeform and the other environment. In the 'traditional' 
environment we provided both a normal whiteboard for informal design and a 
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standard computer running the VB IDE for the form creation. The second 
environment involved the use of LIDS hardware with Freeform software. With 
this arrangement the main difference was the Freeform software with its inherent 
support for editing and interactive checking. 
In the traditional environment students were required to sketch their design on the 
whiteboard and use the scenarios provided to check the sketch. When they were 
confident that the design was correct they made the VB form on the computer 
(Figure 57). They were free to make changes when transposing from the sketch to 
the form but were not instructed to recheck the VB form. 
Figure 57: Group at Whiteboard and Then Computer 
In the Freeform environment students sketched their design on the LIDS 
whiteboard, using the Freeform software. They then check it with the scenarios 
provided in the Freeform run mode, after which they used the Map and Make 
facilities to translate the sketch to a VB form (Figure 58). 
Figure 58: Group at Lids 
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8.01.2 The Design Problems 
The second usability study (Chapter 7) suggested that it would take students two-
to-three hours to design two multi-form interfaces. Most of the points we were 
interested in could be demonstrated with the tackling of simpler problems. 
Consequently, two roughly equivalent problems were used in the study; both are 
simple single-entity record forms, of similar complexity and size. A brief 
description of the problems is given below. A complete copy of the problem 
descriptions and scenarios, as given to the students, is included in Appendix 3. 
Problem 1 - Book Catalogue Form 
The students were required to design an interface for a book catalogue. This was 
to include fields for: the title, the names of authors, ISBN, the year of publication, 
the genre, size and the binding. The problem statement described that there could 
be one or more authors for a book and that it is important not to record the name 
of an author more than once. Other areas where decisions were required involved: 
the ISBN which has four sections; the problem definition, which implies that the 
publisher and genre should be able to be chosen from a list; the size, which has 
figures for both the book's height and width; and the binding, which is described 
as hardback/paperback. 
Two scenarios were provided for checking the design. These scenarios 
incorporated some of the expected variations with, for example, one having one 
author, the other two, and different numbers of digits in the different sections of 
the ISBN. 
Problem 2 - Dog Registration Form 
The dog registration form had two sections, one for the owner and the other for 
the dog. For the owner the form required: a name, address, date of birth and 
phone number. For the dog the requirements were: a location if different to the 
owner's address, a name, colour, breed, sex, age, its special purpose status and the 
fee payable. The problem statement explained that the special purpose status was 
for dogs, such as guide dogs, which do not pay fees. Additionally, the problem 
statement stated that the program calculates the fee owing as dependent upon the 
information that has been provided. 
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The two scenarios again included some of the expected variations; different length 
addresses, one dog with a different address to its owner and one which referred to 
a special purpose dog. The colours and breeds were familiar so as to imply that 
these might be chosen from a list. 
8.01.3 Design of Experiment 
The four different combinations of environment and problem were each 
completed by two groups. The combinations of environments and task presented 
to each group is set out in Table 6 below 
Traditional Environment Freeform Environment 
Group Task Order Problem Task Order Problem 
1 l st Book Catalogue 2 na Dog Registration 
2 l st Book Catalogue 2 nd Dog Registration 
3 l st Dog Registration 2 nd Book Catalogue 
4 1 St Dog Registration 2nd Book Catalogue 
5 2 nd Dog Registration l st Book Catalogue 
6 2 nd Dog Registration l st Book Catalogue 
7 2 nd Book Catalogue I st Dog Registration 
8 2 nd Book Catalogue I SI Dog Registration 
Table 6 Combinations of Problem and Environment 
Each group in the study followed a similar procedure. After completing the 
ethical approval form, they were given a questionnaire each and were asked to 
complete the first three questions (Table 7). Before completing the task in the 
traditional environment they were asked to 
"Sketch a design for the form on the whiteboard, draw a form border and all of the 
required controls, visually indicating the control types by the shape and size of the 
objects, static labels and captions are indicated by writing the word on the design" 
and then: 
"Check your form with the scenarios provided. Check that you have a control for 
each data item and that each control is of the appropriate type and size." 
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After checking the design and correcting any design problems the group created 
the form with the VB form builder to the stage where they were ready to write the 
code (they were not required to name the controls to save time). 
After the completion of this exercise they were given time to fill in the next 
section of the questionnaire (Table 8). 
Before commencing on the Freeform task groups were shown how to use the 
Freeform environment. The training covered the pen, drawing, writing, editing, 
shape and letter recognition, and the run mode. Information on translation to a 
VB form was left until required. The group was then asked to: 
"Sketch a design in the Freeform environment following the instructions you have 
been given. Focus on the design, while remembering the fundamentals required 
for recognition" 
and then: 
"Use the Freeform play mode to check your form with the scenarios provided. 
Check that you have a control for each data item and that each control is of the 
appropriate type and size" 
When the design was completed and any problems corrected, the group was 
shown how to invoke recognition and conversion to a VB form. When the form 
was completed to their satisfaction, they answered the set of post-exercise 
questions for the exercise (Table 8). 
After both tasks were completed the participants answered one final question on 
which environment they would prefer to use if both were available to them (Table 
9). 
8.01.4 Data Sources 
The students, as individuals, completed the questionnaire in four stages. At the 
beginning of the session, they answered questions on their prior experience with 
whiteboards, their current habits for sketching designs and their beliefs in relation 
to the value of sketching designs (Table 7). 
I l l 
I use a whiteboard for planning !Always Usually Sometimes Rarely 
task 
hand sketch interface designs !Always Usually Sometimes Rarely 
Defore I create them in the 
programming IDE 
think sketching an interface Strongly !Agree Neutral Disagree 
design is necessary when !Agree 
planning a program 
Table 7 Pre-Questions 
After each exercise the students answered a set of questions about their 





At the completion of the session a final question asked which environment the 
students would prefer to use for informal designs: a whiteboard, Freeform or 
neither (Table 9). 
The completed VB forms were assessed by an HCI expert to evaluate the affect 
of the environments on the final product. The reviewer was not given any 
information about how the designs were created or which group created them. He 
was asked to look at the general layout of the form, the choice of controls and 
general appropriateness of the design. Each design was given a mark out of ten. 
The video tapes of the sessions were reviewed by an educationalist who 
commented on the learning activity. He looked at the group interactions, the 
learning cycle, and the different tasks or approaches taken in the different 
environments. 
The facilitator both conducted and observed the sessions, noting the design 
activities that were taking place, in particular, changes of direction and discussion 
about alternate strategies and any difficulties experienced with the tools. 
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General Questions 
This exercise was enjoyable 
This exercise has helped me to 
understand the software design process 
This exercise motivated me to find out 
more about programming 
About the problem 
I understand the problem 
This environment helped with my 
problem understanding 
I feel prepared to complete the program 
About the environment 
Creating the sketch was easy 
Checking the scenarios was easy 
I would like to use this method of 
program planning in the future 
This experience has made me value 
sketching interface design more 
Table 8 After Each Exercise Questions 
Given a choice I would like to do my informal design with 
whiteboard D Freeform D none D 
Table 9: Post Questions 
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8.02 Study 
The study was completed by eight groups, groups 1,3,5, & 7 consisted of three 
people while groups 2,4,6, & 8 consisted of two people. Groups l & 2, had the 
same combination of task order and problem as did, respectively, 3 & 4, 5 & 6, 7 
& 8. Figure 59 shows a number of sample sketches and forms from the 
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Figure 59: Selection of Sketches and Forms 
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8.03 Findings 
The findings from this study are presented in four parts: in the questionnaires, an 
evaluation of the interface designs, the observations of the author and in an 
evaluation of the learning experience. 
8.03.1 Student Questionnaire 
A total of twenty individual questionnaires were completed, this consisted of four 
groups of three and four groups of two ( one group of three and one group of two 
did each combination of environment/problem/sequence). The raw data are 
presented in Appendix 3.2. The responses were coded numerically with the most 
left column (always or strongly agree) coded as l to the most right column (never 
or strongly disagree) coded 5. 
The three initial questions (Table 7) asked about the students' current practice and 
beliefs. Most rarely or never (18) used whiteboards for planning. There was a 
wider range of practice for pre-sketching interface designs: six usually sketched 
first, eight sometimes sketched and the remaining six rarely or never pre-sketched 
their designs. The last question in this section asked about their beliefs in the 
necessity of sketching interface designs; most (thirteen) agreed that it was 
necessary, with three strongly agreeing and four giving a neutral answer. 
The participants answered the next set of nine questions twice; once after each 
exercise. As we were looking for the differences between the two environments 
each question was compared for the two exercises. The statistical analysis was an 
ANO VA analysis of variance test. This test allowed us to compare the differences 
in the two environments while taking into account the order of task completion 
and the two different problem scenarios that were used. The mean score for each 
group because there is normally some group think, this is a more stringent test 
than using individual scores. Using this rigorous approach to statistical variance 
implies that significant results maybe assumed repeatable with confidence. 
The results highlight the affect of environment, the affect of order of completion 
and the affect of the problem scenario. The problem scenario did not affect the 
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answers to any of the questions, however the order of completion did affect one 
question, 'Creating the sketch was easy'. 
The analysis for the question'/ understand the problem' was particularly 
interesting in that, although the students found the second problem easier, they 
found was much easier if they did using Freeform. When Freeform was used for 
the first exercise, the means were 2.0 and 1.8 for Freeform and the traditional 
environment respectively. When the traditional environment was first the means 
were 1.90 and 1.30 for the traditional environment and Freeform respectively. 
This gives a statistically significant result for the environment for this question. 
This question is used as an example of the analysis undertaken for each question 
in Appendix 3.2. Table l O shows the results for the environment affect for all 
questions, the session affect for 'Creating the sketch was easy' and the session 
and environment affect for 'I understand the problem'. 
Freeform scored at a significantly higher level (p < .05) for the questions: 
• This exercise was enjoyable 
• This exercise motivated me to find out more about programming 
• I would like to use this method of program planning in the future 
• This experience has made me value sketching interface designs more 
• I understand the problem 
The following two questions were higher for the Freeform environment (p < .10) 
• I feel prepared to complete the program 
• Checking the scenarios was easy 
One question was statistically higher for the second problem each group did, 
regardless of problem or environment. 
• Creating the sketch was easy 
Two questions showed no statistically significant difference: 
• This exercise has helped me to understand the software design process 
• This environment helped me with my problem understanding 
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Analysis of Questionnaire Data by Environment 




Questions form board 
This exercise was 1.40 2.20 4 ± 0.12 0.003 
eajoyable 
This exercise has helped 1.75 2.15 4 ± 0.20 n.s. 
me to understand the 
software design process 
This exercise motivated 1.50 2.50 4 ± 0.24 0.015 
me to find out more about 
programming 
I understand the problem 1.65 1.85 4 ± 0.13 n.s.t 
This environment helped 1.80 2.20 4 ± 0.21 n.s. 
with my problem 
understanding 
I feel prepared to complete 1.75 2.15 4 ± 0.18 0.098 
the program 
Creating the sketch was 2.10 2.00 4 ± 0.16 n.s.t 
easy 
Checking the scenarios 1.90 2.55 4 ± 0.29 0.091 
was easy 
I would like to use this 1.70 2.35 4 ± 0.24 0.019 
method of program 
planning in the future 
This experience has made 1.35 2.00 4 ± 0.20 0.032 
me value sketching 
interface design more 
Analysis of Questionnaire Data by Session 
Creating the sketch was 2.35 1.75 4 ± 0.16 0.020 t 
easy 
t I understand the problem interaction of session and environment 
Session Freeform Whiteboard Degrees of s.e.d. p 
freedom 
1 st 2.00 1.80 
2nd 1.30 1.90 
8 ± 0.26 0.038 
Table 10: Summary of Questionnaire Analysis 
117 
We also compared student opinions, in the first section of the questionnaire and 
after each exercise, on the necessity of sketching. Most people scored the pre-
question 'I think sketching an interface design is necessary when planning a 
program' quite highly (mean 2.05). The post-exercise question asked whether 
they now valued sketching more. We analysed their change in opinion between 
these two questions and found that Freeform gave a significant boost to their 
opinion of sketching, with the mean change for Freeform being 0. 70 and the mean 
change for the whiteboard being 0.05 (see Appendix 3.2 for details). Figure 60 
shows each individual's score for these two questions for Freeform and the 
whiteboard plotted against their pre-question response. There is a clear clustering 
of the post-questions for Freeform with the strongly agree response where the 
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Figure 60: Value of Sketching Before and After Exercises 




The final question asked the students to nominate their preferred design 
environment: whiteboard, Freeform or neither. Seventeen people chose Freeform 
as their preference, one preferred the whiteboard and two neither. 
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8.03.2 Designs 
The designs were 'marked' by a computer science HCI specialist, Dr Matt Jones. 
He looked at the choice of controls and general layout. Five groups scored a 
better mark for their form designed in the Freeform environment, one score the 
same mark in both and two scored better marks for their form designed in the 
traditional environment. These results are not statistically different (see Appendix 
3.3 for details). 
8.03.3 Observations 
We noticed that the students made many more changes in the Freeform 
environment; we reviewed the video tapes to quantify this observation. The mean 
number of changes in the traditional environment was 1.13, while in the Freeform 
environment it was 3.5 (p < .01). No group made more changes in the traditional 
environment than in the Freeform environment. This gives a 95% confidence 
interval for mean difference (Freeform - traditional environment) of0.59 - 4.16. 
A summary of these values is contained in Appendix 3.4. 
We asked the students if they had noticed that they had made more changes in the 
Freeform environment and if they had, if they knew why. Some were not really 
aware of the difference, however those that were suggested that this was because 
they were more into the computer way of thinking than they were when working 
on the whiteboard. 
Most of the changes in the Freeform environment were made after the students 
had used the run mode where they had interactively checked the designs with the 
scenarios. On the whiteboard they would look at the scenario and look at the 
design, generally they not try to use the design (although two groups who used 
Freeform first did fill in parts of the design on the whiteboard). A typical example 
of a change that was made after trying the scenarios was the controls for the dog 
registration address data. The scenarios had two address lines. Most groups 
initially drew a single line text box to hold the address. In the traditional 
environment, the finished form of three of the four groups had a single line text 
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box. In the Freeform environment, three out of the four groups created space for 
multiple address lines (either a multi-line text box or multiple text boxes). 
This raised the question as to whether the greater numbers of changes in Freeform 
was due to the interactive checking. A supplementary study was conducted to 
isolate this particular aspect; this study is explained in Section 8.04. 
Although we timed the exercises, they were not strictly comparable as the 
Freeform session involved some training which was interspersed with the 
designing. The whiteboard exercise took about 25 minutes where the Freeform 
exercise took about 35 minutes. The time for Freeform exercises could be 
reduced if they both did not include training and the users had more experience 
with the environment. 
We observed discussion about the functional requirements of the programs in both 
environments. The quality of sound recording was not such that any analysis of 
this could be undertaken, but our impression was that the run mode encouraged 
more discussion on functionality than did the static whiteboard checking. 
There were a number of small usability issues that were uncovered during this 
study. The ink in run mode is cleared each time the users exit the run mode. The 
run mode ink would be better left and cleared only by user action. The align to 
grid that is done during the map process can result in glyphs overlapping each 
other and although the VB form is much improved, as a result of this alignment 
process, the sketch ends up looking worse. One possible solution to this would be 
to superimpose a tidy design with regular shapes over the sketch at map time 
leaving the underlying sketch as it is. Also handwriting is usually larger than 
print. As a consequence, the VB form is to spread out horizontally. Modification 
of the software would address these issues. 
8.03.4 Learning Environment 
An educationalist with an interest in learning environments (Dr Anthony 
Morrison) reviewed the videos of the sessions. He felt that the groups worked in a 
similar way in both environments. However, he had some suggestions as to why 
the students made more changes in Freeform. 
120 
Dr Morrison proposed that in addition to the unfinished look of a sketch (Wong, 
1992) the flexibility of the Freeform environment encouraged change because it is 
possible to add, delete and move elements more easily than the equivalent 
whiteboard environment. Freeform also provides a feeling of security, in that any 
change can be undone. 
Dr Morrison also suggested that the integrated run mode allows students to 
complete the learning cycle (Kolb, 1984) more quickly and therefore users are 
more prepared to change their design, as the cost and commitment is lower. Also 
for the activity that was going on, it was clear that the students were considering 
the behavioural requirements of the program while they were designing (Bailey & 
Konstan, 2003; Gross, 1998; Stahovich, 1998). He concurred with the author's 
observation that there appeared to be more of this type of activity when the 
students were working on Freeform. 
8.04 Supplementary Study 
We conducted a small supplementary study to determine whether the additional 
changes we observed in Freeform were because of the interactive checking or the 
sketch representation. We had noted that while groups filled in the design in 
Freeform they did not do this on the whiteboard. It seemed that most of the 
changes that were made, were made as a result of trying to use the form. We 
designed a small study to count the number of changes resulting from 
interactively checking designs rendered as a sketch (Freeform) or a formal design 
(VB form). We defined a change as adding or deleting a control/glyph, changing 
the type of control/glyph or moving a control/glyph to a different part of the 
design. Activities like aligning and sizing were not considered to be changes. 
Two simple problems were used: the book catalogue that was used in the earlier 
study and a credit application form. We created two renderings of each problem: 
one a Freeform sketch and the other a VB form (Figure 61 ). Although these 
designs look unrealistically simple, (just labels and text boxes), in the previous 
study many of the groups started their designs like this. 
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Small groups of students were asked to check two designs each; one rendered as a 
sketch and the other as a VB form. They were all familiar with VB, but none had 
used Freeform, so they were given basic training in drawing, writing, editing and 
run mode (we did not ask them to convert the sketch to VB). Some groups 
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Figure 61 : Designs Used in Supplementary Study 
Six groups of two or three students participated in this study. They were given the 
same instructions for each exercise. 
"Use the problem statement and scenarios provided to check the design you have 
been given. As part of this process, try to fill the form in with the scenarios. 
Change the design to provide a better interface for the problem" 
This small study produced very interesting results. As with the first evaluation 
study we observed more discussion about functional requirements when working 
on Freeform. Also of the six groups, five groups made more changes in Freeform, 
regardless of the problem or the order of the exercise. The other group made the 
same number of changes on both designs, when they did the VB exercise, they 
decided to hand-sketch the design before changing it on the computer. The mean 
number of changes made in VB was 6.5 and in Freeform 8.67. This gives a 95% 
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confidence interval of mean difference 1.03-4.96 (p 0.01). A complete table of 
changes is shown in Appendix 3.5. 
There were some clear differences between the changes that were made to the 
sketches and formal diagrams. We will illustrate this using comparable elements; 
each problem include an item that would best be represented as radio buttons and 
another that would best be represented as a dropdown list. 
The book binding, on the book catalogue form, and gender, on the credit 
application form, would best be expressed as mutually exclusive radio buttons. On 
the informal sketch all six groups changed these elements to radio buttons; on the 
formal design four groups used radio buttons, one group used checkboxes, while 
the other group did not change the design. 
With the book catalogue problem the genre would usually be a dropdown list as 
would the income categorises on the credit application. There was a similar 
pattern to the changes here; with the informal designs all groups changed the 
elements to a dropdown list, while with the formal designs, four groups changed 
to dropdown lists, but the other two groups made no change. There was no 
relationship between the groups and the changes; each 'error' with the radio 
buttons and lists was made by a different group. 
Most groups were surprised when they were told that they had made more 
changes in Freeform. We noticed that they spent a lot of time in VB doing busy 
work, aligning, sizing etc (Black, 1990; Goel, 1995), where in Freeform, although 
they were not familiar with the environment, they spent more of their time 
designing. 
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8.05 Summary and Discussion 
The first evaluation study compared Freeform to a traditional alternative and the 
second Freeform to a high-fidelity, computer-based alternative. The first study 
collected information from four different sources: the study participants, an HCI 
expert, an educationist and the author, who observed all the sessions. The second 
study looked specifically at the number of changes made in the different 
environments. This discussion is structure around the main questions stated at the 
beginning of this chapter. 
8.05.1 Quality of the Finished Designs 
The groups in the first study created slightly better designs in Freeform and the 
design products in Freeform from the supplementary study were definitely 
superior. Earlier studies that have compared low-fidelity, traditional and high-
fidelity computer-based environments have consistently found that the low-
fidelity, traditionally environments were better from a design perspective (Bailey 
& Konstan, 2003; Black, 1990; Goel, 1995). This outcome is considered to be so 
because of the constraints and distractions created by computer-based tools. 
There are still some constraints in the Freeform environment: the need to draw in 
a way that can be recognised and the different inking modes. We postulate that 
these should adversely effect the design products. However, this seems to be 
counter-balanced by the advantages of interactive checking. We believe that 
design products that are, at a minimum, as good as those created in a traditional 
low-fidelity environment is a very positive result. 
8.05.2 The Design Process 
The interactive checking in Freeform provides a new dimension to the design 
process by automating the 'play computer' suggested by Rettig (1994). This 
checking resulted in more changes than either checking low-fidelity designs on 
the whiteboard or checking high-fidelity designs interactively in VB. Almost all 
of the changes we observed, regardless of environment, improved the design. 
This is consistent with the student questionnaire results that checking the 
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scenarios was easier in Freeform. This implies that interactively checking 
sketches on a computer-based tool produces better designs than either of these 
alternatives. 
The Freeform environment is effective at supporting the design process. It makes 
changing the sketch easier by providing the editing capabilities expected of 
computer tools. Also the integration into a programming IDE means that 
designers can move more easily from informal to formal designs. 
8.05.3 Students' Understanding of the Problem 
The questionnaire results would suggest that Freeform had a bearing on students' 
understanding of the problem. In addition both the more detailed discussion on 
functional requirements that were observed when the students were working on 
Freeform and the superior designs created on Freeform during the supplementary 
study would suggest that the students had a better understanding of the problem. 
Contrary to this the questionnaire results suggest that the environment had no 
effect on the students' understanding of the design process or that the environment 
itself helped them to understand the problem. Further studies may clarify this 
point. 
8.05.4 Students' Preparedness for Program Development 
Preparedness for the next stage of program development should be closely linked 
to problem understanding. The questionnaire results suggest that the use of 
Freeform resulted in a higher level of preparedness. Clearly a longer study which 
required students to go on and complete the programming task would provide 
better evidence of the effect of the initial design task as a forerunner to program 
coding. 
8.05.5 Students' attitude to Low-fidelity Prototyping. 
Students had a positive attitude to the experience. They overwhelmingly said they 
enjoyed using Freeform more than the whiteboard and said they would like to use 
it again. It also made them value sketching more and it motivated them to find 
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out more about programming. It is possible that the increased motivation to learn 
about programming has little to do with the tool's usefulness but was because the 
students were aware that the software was developed in VB by the author. 
However, we can conclude that, this aside, it was a positive learning experience 
for them. 
The outcomes from this study indicate that informal computer-based design tools 
are likely to be useful for novice programmers. We found that they enjoyed the 
experience, the designs were comparable to those created in a traditional 
environment, the tool gave both them the support they expect of a computer tool 
and integrated informal design into a standard program development environment. 
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Chapter 9 
Review, Conclusions and Future Work 
This thesis has explored the utility of a computer-based low-fidelity environment 
to support group user interface design activities. As such, it focused on 
supporting students who are learning to program. To this end, we have developed 
and evaluated a tool to meet these specific requirements. 
From the literature on design, and what we know about learning to program and 
other sketch tools, we established that the critical factors for such a tool to be 
successful are that it retains the look and feel of a whiteboard, provides a group-
space, supports editing and storage, supports interactive checking and integrates 
into a program development environment. These fundamentals guided the 
development of Freeform. A review of the software is given in Section 9.01. 
Having developed Freeform, we then used the software to explore how students 
might use such an environment as part of the software development process. Of 
particular interest was the design process, the quality of the designs produced, the 
student's understanding of the problem they were endeavouring to solve, and their 
attitude to low-fidelity prototyping and Freeform. Section 9.02 comments on of 
our evaluation studies from the perspective of the program design process. 
Section 9.03 discusses this work in the context of our initial goals and draws some 
conclusions on what has been achieved, and what the contributions this work has 
made to the field of software for user interface design. Finally, Section 9.04 
offers suggestions for future work. 
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9.01 Review of Freeform 
The LIDS setup that we used throughout this project provided a shared-space 
(whiteboard) where users could sketch directly onto the output surface. This 
surface has the advantage of being simple and low-cost, however the Mimio pens 
are a little cumbersome, and lack the means to change modes and passively track 
pen movement. We have designed around the constraints of LIDS; interaction 
requirements for digital whiteboard software will differ depending on whether 
passive pen tracking and mode changes are possible. 
The sketch-space in Freeform has emphasised in-place inking and endeavoured to 
maintain the look and feel of a whiteboard. The comments from users in the 
usability studies such as the pen is 'easier than a mouse' suggest that we have 
succeeded in doing this. While it is possible for users to draw and write anything, 
anywhere, just as they would on a normal whiteboard, there are constraints 
required to enable the software to convert the sketch to a formal diagram. The 
most disruptive of these is the two inking modes; a single inking mode would be 
preferable and is likely to be possible as more sophisticated recognition engines 
become available with more suitable application program interfaces (API). 
There are two approaches to supporting editing interaction in pen-based 
environments: gesture or button/menu-based editing. Other researchers have 
supported gesture-based editing (for example Landay & Myers, 2001). We have 
found that there are problems with gesture-based editing because, it is unfamiliar 
to the users, notwithstanding that when recognition fails there is confusion and 
extra work is required to bring the sketch to the desired state. We provided two 
gesture-based functions: a delete gesture and overwrite. The undo button was 
frequently used during the studies. Other editing tasks require the user to change 
to edit mode, select the ink for revision and then move or resize. 
The ability to interactively edit is something we take for granted in computer 
environments and is an advantage over traditional environments. The first 
Freeform prototype had minimal editing support, and we added, after receiving 
user feedback, more editing support to the second prototype. We believe that we 
achieved a good balance between keeping the feel of a whiteboard and providing 
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the functionality expected in a computer-based environment. The LIDS setup 
required us to rethink how editing should be accomplished because pen movement 
is not passively tracked and the screens have a small parallax error which together 
makes it more difficult to grab the handles. 
The storyboard shows a thumbnail of each sketch. Here, the user can move 
sketches around the fixed display spaces and create navigation links between 
sketches. We were able to provide a non-modal interface as the software can 
disambiguate the user's intentions. No difficulties arose with the storyboard 
during the studies, however we can see possibilities for extending this view. 
These views are presented in the section on future work. 
The run mode proved to be one of the most beneficial parts of the tool. The 
ability to interactively check sketched designs with scenarios showed benefits in 
both the main and supplementary evaluation studies. Others have provided more 
behaviour, for example Landay & Myers (200 I) had scroll bars that moved up and 
down and Bailey et al. (2001a) included the ability to play media (video, sound 
etc) for their multimedia design tool. We have not included any sketch-based 
behaviour because it requires the sketch to be fully recognised and this is contrary 
to our intention to downplay recognition during design. Additionally, it must be 
added that the affect of sketch behaviour on the design process is not understood. 
Recognition of ink data, particularly character recognition, is technically 
challenging. Freeform implements Rubine's (1991) relatively simple pattern-
matching algorithm; it gives satisfactory results for shape recognition, but is 
inadequate for character recognition. Character recognition was the most 
requested enhancement in the first usability study, a result that is consistent with 
comments from Bailey & Konstan's study (2003). We have had limited success 
with word recognition by both adding to Rubine's feature set and matching words 
against a vocabulary. This approach provided enough support to encourage 
students to write. Moreover, they had no problems with choosing the correct 
word from the vocabulary list when the recognition failed. The comments from 
our first usability study and Bailey & Konstan's (2003) study, together with the 
outcome of our second usability study, show that character recognition is 
important to user-acceptance of such a sketch tool. 
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A rule-based approach is used to join strokes and words together to make glyphs. 
This worked well in the test system. The libraries of letters, shapes, and rules are 
exposed to the users. Although these interfaces were not tested in the studies they 
are an important first step in providing a user-configurable sketch system. 
When the user taps the map button recognition is completed and all the glyphs are 
snapped to the grid. Recognition information is shown on the sketch as labels 
over each glyph. The user can then correct any misrecognition by tapping the 
label and choosing the correct control type or word. The correction process 
worked well during the trials and the snap to grid resulted in a significant 
improvement in the quality of the VB forms. However, the software moved the 
ink onto the grid spoilt our original intention of leaving the image alone. An 
alternative approach is suggested in the section on future work. 
The VB forms from the first prototype were untidy and the second most frequent 
request for improvement to the tool was for a tidier VB form. This desire for 
tidiness of the formal design is consistent with the comments of Wong (l 992) and 
reinforces the underlying unsuitability of high-fidelity tools for early design. 
Creating a satisfactory VB form from the sketch proved to be challenging. While 
we have made significant progress we can see opportunities for further work, 
which is described in Section 9.04. 
9.02 Computer Supported Low-fidelity 
Design 
The design process is one of imagining, expressing, exploring and refining. 
Imagining is the internal process, which when expressed as a sketch, can be used 
as a prop to explore, communicate and refine the design (Tversky, 1999). 
Expressing initial designs is best accomplished in a minimally constrained 
environment. With Freeform we have balanced the need for computer-supported 
editing and recognition with this need for a minimally constrained environment. 
The evaluation study described in Chapter 8 directly compared Freeform to a 
normal whiteboard. We found the designs were of similar quality. This is a 
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pleasing result as the studies of Black ( 1990) and Goel ( 1995) compared 
traditional low-fidelity environments with computer-based high-fidelity 
environments and found that the traditional environments were preferable. 
Exploring in the context of user interface design is better supported on a computer 
than with a static design because of the ease of interaction. By using scenarios to 
check the interface design students are likely to have a better understanding of the 
problem and create a more appropriate interface (Rettig, 1994). When novice 
programmers are attempting to solve simple problems having appropriate user 
interface components and a good understanding of the problem before they start to 
program is important. 
In the first evaluation study, the students made more changes to their designs 
when checking them on Freeform and there was a statistically significant increase 
in the student's self-evaluation of problem understanding when they used 
Freeform for the second task. The supplementary study looked specifically at the 
number of revisions made as a result of checking low-fidelity and high-fidelity 
designs interactively; there were significantly more substantive changes to the 
low-fidelity designs. When working with the high-fidelity design students spent a 
great deal of time aligning and sizing controls while making fewer substantive 
changes. This was in contrast to their experience on Freeform where there was 
very little busy work. This is consistent both with Wong's ( 1992) claim that high-
fidelity designs focuses too much attention on detail and with Goel's (1995) 
observations of there being more radical changes in low-fidelity design and more 
refinements with high-fidelity designs. This suggests that Freeform encourages 
focus on the design task rather than presenting distracters such as recognition or 
alignment. 
There is a slight contradiction in the evaluation study results. The groups made 
more revision on Freeform, which should result in the Freeform designs being 
better than the whiteboard designs. The Freeform designs were a little better, but 
not at a statistically significant level. It may be that a larger study would find a 
difference or perhaps the constraints of Freeform, noted in 9.01 above, slightly 
impair the first rendering of the design, but this is countered by a better checking 
environment. 
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We noted that students talked about the functional requirements of the programs 
both in the usability studies and in the evaluation studies. In the main evaluation 
study questionnaire, students rated their problem understanding and their 
preparedness to complete the problem as higher with Freeform. This result is 
similar to that achieved in Bailey & Konstan's (2003) study where participants 
ranked Demais significantly higher than the other two environments for 
communicating behaviour. Although it was not possible to judge the actual 
problem understanding of our study participants, we suggest that Freeform is 
likely to help the student's problem understanding because the interactive 
checking encourages them to think about user interface and behaviour 
requirements. 
The final phase of design, when using an IDE, is the creation of the form in the 
IDE form builder. For this to be automatic, the sketch must be recognised. We 
deliberately hid recognition during the earlier stages of design so as not to 
interrupt the design process. Freeform provides both recognition and 
beautification to support the process of converting a sketch to a formal design. 
9.03 Discussion and Conclusions 
Freeform has contributed to the knowledge of what is possible and desirable in a 
sketch environment. The usability tests that were undertaken on the LIDS 
environment have added to the understanding of how design can be supported on 
digital whiteboards. In particular, the integration of Freeform into the IDE 
provides a computer supported environment for programming from early design 
to finished product. The inclusion of character recognition has demonstrated its 
value. Also the user's dissatisfaction with the untidy forms of the first prototype 
led us to beautify the forms, the value of which the subsequent studies showed. 
The first evaluation, study reported in Chapter 8, shows similar results to those of 
Bailey and Konstan (2003). Bailey and Konstan's study involved the use of 
practicing multimedia designers while ours used novice programmers. The 
similarity of results indicates that the requirements and utility of computer-based 
sketch tools is likely to hold true, just as it does for traditional tools, across a 
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range of disciplines. The supplementary study was the first to directly compare 
high and low fidelity computer-based environments for interactive checking. The 
results from this study suggest that, for interactive checking, computer-based low-
fidelity sketches retain their advantages over high-fidelity designs. 
User interface builders are similar a cross a wide range of ID Es and database 
tools. We chose to integrate Freeform with VB6, which created some technical 
difficulties because form creation is deeply imbedded in the IDE (Marsden, 1997). 
Other IDEs such as Delphi™ or any of the Visual C environments could have 
been used and may have offered easier integration. The requirements from a 
design perspective are very similar across these types of products and we foresee 
no difficultly in extending the building blocks in Freeform to other IDEs. 
Our usability and evaluation studies focused on novice programmers. 
Experienced software developers face the same challenges of both needing to 
understand the problem and designing a usable interface. Clearly the problems 
that professionals are dealing with are larger, more complex and less well defined 
than those given to novice programmers. Wong ( 1992), a professional designer, 
went to some trouble to create interactive sketches to use as a discussion medium 
with clients by scanning hand-drawn designs and then using software to overlay 
the designs with navigation links. In doing this she created the type of prototype 
that we have developed in Freeform, the latter being quicker and simpler of the 
two. Freeform is likely to be a useful addition tool for scenario-based software 
development methodologies (Carroll, 2000). 
From a wider perspective, some design environments such as CASE, are quite 
similar in that the end product is a diagram. But others have quite different 
requirements, for example CAD tools model 30 spaces. Other disciplines have 
developed techniques for rendering complexity, for example a layered approach is 
the norm in architecture (Trinder, 1999). It is clear from our research that design 
principles hold true across other disciplines. These results, together with results 
of Bailey and Konstan's (2003) study lead us to believe that our observations 
about the value of low-fidelity prototyping with computer support will hold true in 
other design disciplines. 
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9.04 Future work 
The Freeform tool has had two iterations of development and usability testing, as 
well as having been used in an evaluation study to examine the utility of a sketch 
tool for novice programmers. This section describes the ways that we see the 
Freeform tool could be further developed, and suggests both usability and 
evaluation studies that would add to the understanding of informal prototyping of 
designs using computer-based sketch tools. 
From a technical perspective the biggest outstanding challenge is to provide a 
single mode sketch-space which seamlessly recognises drawing and writing. 
Microsoft Tablet XP ™ operating system has introduced ink as a fundamental 
data class; this may offer a way forward with this problem. The recognition of 
shapes could also be improved by using more complex algorithms and 
incorporating Long's ( 1999; 2000) ideas on designing unambiguous gestures. To 
provide extensible recognition library interfaces are important; Gross ( 1994) 
included an effective method of describing glyphs by example, which is more 
user-friendly than the text interface included in Freeform. 
We initially planned to support two-way transfer and synchronisation of informal 
sketches and formal VB forms. This proved to be technically difficult and has not 
been implemented. However, it would be useful to be able to change a VB form 
and have that change reflected in the sketch. 
The storyboard could be more flexible. The thumbnails in Freeform are fixed in 
position and size, and it may both be better for these to be resizable and to be able 
to be repositioned on the storyboard so that the sketches are in a pattern that 
reflects the relationship between them. 
The current version of Freeform moves ink onto a grid when the map button is 
pressed. As suggested earlier, we now think it would be better to leave the ink 
where it is and overlay the sketch with regular shapes that indicate where the VB 
controls will lie. As part of the form beautification, it maybe useful to examine 
the relationships between glyphs so that they are set out in vertical and horizontal 
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lines. This would also reduce the horizontal spacing where hand-written words 
take more space than the text equivalents require. 
There are large parts of this project which are directly transferable to both other 
ID Es and similar types of design environments, such as CASE tools. There is 
potential to package parts of the tool up and expose interfaces for the parts that 
need to be configured for individual application integration. 
There have been very few formal evaluations of sketch systems. We see further 
studies being useful both for the improvement of the usability of sketch-spaces 
and to discover more about the design process, as supported by these types of 
tools. The usability aspects of sketch-spaces are determined by both the hardware 
and software capabilities. We expect there to be advancements in digital 
whiteboards that will affect the interaction requirements. 
The usefulness of editing gestures in a sketch environment should be more 
formally evaluated, recognising that there is a relationship between the accuracy 
of recognition, the experience of the users and the acceptability of functional 
gestures. 
The Freeform run mode offers limited editing, more editing functionality maybe 
useful. Also we have offered less behaviour in this mode than other tools, a more 
formal evaluation of what is appropriate in a run mode would be useful. Too 
much functionality may stifle creativity in the same way, as formal diagrams 
disrupt the design process. 
The studies that both Bailey and Konstan (2003) and we have conducted have 
been small, discrete exercises. Larger studies with both students and practitioners 
would provide insights into the use of such tools throughout the software 
development life cycle. 
Sketch tools rely on pen input. We are excited by the prospect of both better 
hardware and support for such tools in operating systems, which in tum will make 
it possible for informal interfaces to become the norm. 
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The University of Waikato Department of Computer Science 
Research Consent Form 
This consent form, a copy of which has been given to you, is only part of the 
process of informed consent. It should give you the basic idea of what 
the research is about and what your participation will involve. If you 
would like more detail about something mentioned here, or 
information not included here, please ask. Please take the time to 
read this form carefully and to understand any accompanying 
information. 
Research Project Title 




The purpose of this experiment is to observe and record the ways that 
programming students design computer forms using both traditional tools 
and a large interactive display sketch interface. 
Participant Recruitment and Selection 
Undergraduate and graduate students from the University of Waikato and 
Manukau Institute of Technology are being recruited for this experiment. At 
the time of the experiment the participants cannot be members of a course 
that Beryl Plirnmer is teaching. 
Procedure 
This session will require about sixty minutes of your time. You will be 
asked to sketch a form design for a simple programming problem. None of 
the tasks is a test - my objective is to find out how you approach the tasks 
and test the usability of the computer based sketch environment. 
Data Collection 
An observer will take notes as they watch you work. The session will also 
be recorded on video for further analysis. These videotapes will be 
destroyed at the completion of the project. 
Confidentiality 
Confidentiality and participant anonymity will be strictly maintained. All 
information gathered will be used for statistical analysis only and no names 
or other identifying characteristics will be stated in the final or any other 
reports. 
Likelihood of Discomfort 
There is no likelihood of discomfort or risk associated with participation. 
Researcher 
Beryl Plimmer is working on her doctorate in the Computer Science 
Department at the University of Waikato. This study will contribute to her 
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research on large interactive sketch interfaces. Her supervisor is Professor 
Mark Apperley. 
Beryl can be contacted at Manukau Institute of Technology, Information 
Systems Department. Her phone number is (09) 2746009 extension 7453 
and her email address 1s beryl.plimmer@manukau.ac.nz, or 
bep2@cs.waikato.ac.nz 
Finding out about Results 
The Participants can find out the results of the study by contacting the 
researcher after December 1 2003 
Agreement 
Your signature on this form indicates that you have understood to your 
satisfaction the information regarding participation in the research project 
and agree to participate as a participant. In no way does this waive you legal 
rights nor release the investigators, sponsors, or involved institutions from 
their legal and professional responsibilities. You are free to withdraw from 
the study at any time without penalty. Your continued participation should 
be as informed as your initial consent, so you should feel free to ask for 
clarification or new information throughout your participation. If you have 








Thank you for participating in our study. The main purpose of the study is to 
assess the usability of the software when participant uses the sketch environment 
to complete a small form design task. The study will identify any difficulties that 
the participants may have in using the environment (in particular.) The study will, 
observe the participants as they actually use the environment, and ascertain the 
participant's interaction experiences. Further, the study will endeavour to learn 
from the participants the ease or difficulty they had with the environment and how 
useful they found the product in supporting form design. 
Firstly we will spend a few minutes familiarising you with the equipment and 
software. Once we have done this we will create a small form together in the 
sketch environment. We will then give you a scenario and ask you to design a 
form for that scenario. We will then discuss with you any issues or difficulties you 
had with the system, as well as anything you found easy to use. 
Note: You may leave this programme at any time that you wish. 
a) LIDS (interactive whiteboard) 
b) LIDS Training 
The researcher will now go through a brief safety and training session with you. 
Please ask any questions that come to mind. 
c) Sketch Environment Training 
The sketch environment you are about to use works by recognizing the shapes of 
the things that you draw. Each shape must be drawn as a single pen stroke. If you 
lift your pen off the surface and place it back down this will make another shape. 
The software operates in four different modes 
• Drawing -used for drawing control strokes 
• Writing- for words 
• Editing- moving and resizing 
• Map - the recogniser engine maps your drawing to VB controls, you may 
then alter any of these mappings 
• Make - the VB form is created from the current sketch - this is only 
available after you have mapped 
The environment recognises a number of basic shapes and can combine two 
shapes to make a control 
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d) Design Task 
Please design a form for the Waikato sports club to use for member details. The 
form should show the following: 
• contact information: title (Mr, Mrs, Miss etc ), name, address, phone number 
(up to 3), email address. 
• Demographic information: date of birth, gender, ethnicity 
• Membership information: There are three categories of membership, junior, 
senior or social. Members can also join for use of all facilities or specify for 
golf, tennis or squash. 
150 
e) Post-Task Interview Notes 
We would like to understand how you found the experience of using the sketch 
interface 
1. Basic drawing 
How did you find drawing on the lids screen (pen/ screen)? 
Did you have any problems making the shapes you intended? 
Was it difficult to create single stroke shapes? 
2. Basic writing 
How did you find writing on the lids screen? 
3. Writing I Drawing Mode 
Was it clear to you which mode you were in? Was it difficult to change modes? 
Did you have any difficulties with modes? 
4. Editing 
Did you use the scribble over to delete things? How was this? 
Did you use the draw over to change things? How was this? 
Did you move, resize, how was this? 
5. Satisfaction with sketch 
How satisfied were you with the sketch that you had created? 
6. Mapping 
Did you alter any of the recognition after mapping? How did you find this? 
7. Make 
15 l 
Was the form as you expected it? 
How satisfied were you with the form? 










2. Summary of Post Task Questionnaires 
Basic drawing 
How did you find drawing on the lids screen (pen/ screen)? 
1. ok, quite comfortable, smooth 
2. Easier than mouse 
3. pen sound annoying 
4. Easier than mouse (x3) - more direct 
5. Pretty responsive 
6. At first slow, I thought it might break 
Did you have any problems making the shapes you intended? 
1. no, but frame - too small became a command button 
2. not really, eraser not always available 
3. option buttons (made checkboxes) 
4. no 
5. no - one circle became checkbox - not a problem 
6. no 
Was it difficult to create single stroke shapes? 
1. ok 
2. no problems 
3. fine 
4. fine as he had been told - would not have guessed 
5. no - maybe big frame more difficult 
6. no, it was all right 
1. Basic writing 
How did you find writing on the lids screen? 
1. hard, the physical pen was uncomfortable and nib movement annoying 
2. not difficult would like recognition 
3. irrelevant as not recognised - pen too big, didn't like writing 
4. anything ok as not interpreted, nib up/down yuk 
5. sweet 
6. harder, hut fun 
2. Writing I Drawing Mode 
Was it clear to you which mode you were in? Was it difficult to change modes? 
Did you have any difficulties with modes? 
1. only one problem then fairly easy 
2. ok 
3. comfortable 
4. One mistake - different colours helps 
153 
5. knew when wrong, could erase and redo 
6. clear, no problem to change 
3. Editing 
Did you use the scribble over to delete things? How was this? 
I. no 
2. program crash -bug found after test 3 
3. didn't work (not sure why) 
4. ok 
5. once happened by accident - intended command button 
6. good, easy, fast 
Did you use the draw over to change things? How was this? 
I. no 
2. n/a 




Did you move, resize, how was this? 
1. trouble picking up small items (changed after test3) 
2. easier in vb as you don't have to grab middle handle in vb to move 
3. finding handles a bit hard, same with mouse, probably end up quicker 
4. good 
5. fine like grouping 
6. ok moving, didn't need resize 
4. Satisfaction with sketch 
How satisfied were you with the sketch that you had created? 
I. good got everything needed 
2. ok 
3. okyes 
4. depends on what's acceptable to others - quicker than form - gives less time 
to think 
5. fine could change layout 
6. happy with it 
5. Mapping 









Was the form as you expected it? 
I. more or less, messed up combos 
2. ok too many labels 
3. ok 
4. wasn 't sure what to expect 
5. yeh 
6. as expected but should line up 
How satisfied were you with the form? 
I. ok, 
2. almost would like ink colours to go to form 
3. ok 
4. would like it to be tidy /aligned 
5. exactly what was drawn 
6. quite happy 
If there were three things you would like to change what would they be 
I. 
a. ink thickness 
b. pen nib smaller 
2. 
a. Eraser - fix bug 
b. Difficult to resize/move 
3. 
a. Write outside border - ran out of space (told him he could) 
b. Icons more different for write/draw suggested pen and ruler for draw 
c. Cleaner screen(? Check video) 
4. 
a. handles that look like handles (bar with a D) 
5. 
a. should be lined up 
6. 
a. lining up 






















add things to lists in sketch mode (eg Mr, Mrs, Miss) 
handwriting recognition 
command buttons to be a different glyph to textboxes (suggested 
oval-ok) 
handwriting recognition/ voice recognition 
the textboxes on form not to overlap (tidy form) 
default text can be entered in text boxes 
handwriting recognition 
colours in end product for little kids(?) 
handwriting recognition 
code for things like exit 
nothing 
Known Errors 
An error occurs when removing controls from form before placing new ones on if 
the form had been 'run' probably something to do with what is currently 
selected 
User Requirements 
Character recognition (5) 
Undo/redo (3) 




Second Usability Study 
Visual Basic Sketch Environment 
Usability Study 
1.01 Participant Workbook 
Session id: Date and time: 
Participant name: Participant id: 
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Research Consent Form 
This consent form, a copy of which has heen given to you, is only part of the process 
of informed consent. It should give you the hasic idea of what the research is about 
and what your participation will involve. If you would like more detail about 
something mentioned here, or information not included here, please ask. Please 
take the time to read this form carefully and to understand any accompanying 
information. 
Research Project Title 




The purpose of this experiment is to observe and record the ways that programming students 
design computer forms using both traditional tools and a large interactive display sketch interface. 
3. Participant Recruitment and Selection 
Undergraduate and graduate students from the University of Waikato and Manukau Institute of 
Technology are being recruited for this experiment. At the time of the experiment the participants 
cannot be members of a course that Beryl Plimmer is teaching. 
Procedure 
This session will require about sixty minutes of your time. You will be asked to sketch a form 
designs for a simple programming problem. None of the tasks is a test - my objective is to find 
out how you approach the tasks and test the usability of the computer based sketch environment. 
Data Collection 
An observer will take notes as they watch you work. The session will also be recorded on video 
for further analysis. These videotapes will be destroyed at the completion of the project. 
Confidentiality 
Confidentiality and participant anonymity will be strictly maintained. All information gathered 
will be used for statistical analysis only and no names or other identifying characteristics will be 
stated in the final or any other reports. 
Likelihood of Discomfort 
There is no likelihood of discomfort or risk associated with participation. 
Researcher 
Beryl Plimmer is working on her doctorate in the Computer Science Department at the University 
of Waikato. This study will contribute to her research on large interactive sketch interfaces. Her 
supervisor is Professor Mark Apperley. 
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Beryl can be contacted at Manukau Institute of Technology, Computing and IT Department. Her 
phone number is (09) 9688765 extension 7453 and her email address is 
beryl.plimmer(aJ,manukau.ac.nz, or bep2@cs.waikato.ac.nz 
Finding out about Results 
The Participants can find out the results of the study by contacting the researcher after December l 
2003 
Agreement 
Your signature on this form indicates that you have understood to your satisfaction the information 
regarding participation in the research project and agree to participate as a participant. In no way 
does this waive you legal rights nor release the investigators, sponsors, or involved institutions 
from their legal and professional responsibilities. You are free to withdraw from the study at any 
time without penalty. Your continued participation should be as informed as your initial consent, 
so you should feel free to ask for clarification or new information throughout your participation. If 




A copy of this consent form has been given to you to keep for your records and reference. 
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1. Introduction 
Thank you for participating in our study. The main purpose of the study is to assess the usability of 
the software when participant uses the sketch environment to complete a small form design task. 
The study will identify any difficulties that the participants may have in using the environment (in 
particular.) The study will, observe the participants as they actually use the environment, and 
ascertain the participant's interaction experiences. Further, the study will endeavour to learn from 
the participants the ease or difficulty they had with the environment and how useful they found the 
product in supporting form design. 
Firstly we will spend a few minutes familiarising you with the equipment and software. Once we 
have done this we will create a small form together in the sketch environment. We will then give 
you a scenario and ask you to design a form for that scenario. We will then discuss with you any 
issues or difficulties you had with the system, as well as anything you found easy to use . 
Note: You may leave this programme at any time that you wish. 
a. LIDS (interactive whiteboard) 
b) LIDS Training 
The researcher will now go through a brief safety and training session with you. 
Please ask any questions that come to mind. 
c) Sketch Environment Training 
The sketch environment you are about to use works by recognizing the shapes of the things that 
you draw. Each shape must be drawn as a single pen stroke. If you lift your pen off the surface and 
place it back down this will make another shape. 
The software operates in five different modes 
I 'tketch 
r· ··--------- --------------·-------------------
• Drawing -used for drawing control strokes 
• Writing - for words 
• Editing - moving and resizing 
• Run - used to work through use case scenarios 
• Map - the recogniser engine maps your drawing to VB controls, you may then alter any of 
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these mappings 
o Make - the VB form is created from the current sketch - this is only available 
after you have mapped 
The environment recognises a number of basic shapes and can combine two shapes to make a 
control 
Text box f 
commandit1-~-on~~--J ,~J 
(0 
/0 option button a~ 
check box ,------. 
list box frame 
label i \M..,w 
Editing your sketch 
You can delete ink by scribbling over it with a delete gesture 
2 Sketch 
File Wndow 
Drawing over a shape with another about the same size will replace the first shape (for example to 
change an option button to a text box) 
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Flo \lmdow 
A mapped form shows the names of the controls in labels, click the labels to show a menu of 
available controls 
I ',krtch 
-;r -~-- :.- ·.·-·t·h:·· 
:r i·~~,~::r:o 
-: ~ -~~2 
~iit,ox ~ 
- ~. ·'· . ~ 
... -: 
.. .; : 
i] . t.i,./ ;3· i 
, , " . l\,v 








reco!Itl it ion 
d) Design Task 
Please design two forms for the Manukau sports. The first form is a menu to take the users to 
forms for member details, member accounts, asset management, and facilities bookings. The 
second form is the member details form (you will not do the others due to time constraints. The 
form should show the following: 
• Contact information: title (Mr, Mrs, Miss etc), name, address, phone number (up to 3), and 
email address. 
• Demographic information: date of birth, gender, ethnicity 
• Buttons to return to the main menu and to go to the member accounts form 
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e) Post-Task Interview Notes 
We would like to understand how you found the experience of using the sketch interface 
Basic drawing 
How did you find drawing on the lids screen (pen/ screen)? 
Did you have any problems making the shapes you intended? 
Was it difficult to create single stroke shapes? 
Basic writing 
How did you find writing on the lids screen? 
Writing/ Drawing Mode 
Was it clear to you which mode you were in? Was it difficult to change modes? Did you have any 
difficulties with modes? 
Editing 
Did you use the scribble over to delete things? How was this? 
Did you use the draw over to change things? How was this? 
Did you move, resize, how was this? 
Satisfaction with sketch 
How satisfied were you with the sketch that you had created? 
Run mode 




Did you alter any of the recognition after mapping? How did you find this? 
Make 
Was the form as you expected it? 
How satisfied were you with the form? 









1. Summary of Post Task Questionnaires 
Basic drawing 
How did you find drawing on the lids screen (pen/ screen)? 
7. pen fine, but distracted by drawing - ravi 
8. initially hard but with a bit of practice ok, needed to recalibrate pen-
angratal 
9. exciting -arati 
10. took a bit of getting used to - realising its not a mouse - then ok- phi/lip 
11. a/right, responsive - nath 
12. easy to use - saurab 
Did you have any problems making the shapes you intended? 
7. didn't 
8. not really 
9. not exactly what I wanted sometimes had to rub out 
10. absolutely ok 
11. no 
12. no 
Was it difficult to create single stroke shapes? 
7. no 
8. a little difficult to start 
9. no 
10. initially a bit of a problem, then ok 
11. some letters 
12. no 
Basic writing 
How did you find writing on the lids screen? 
7. problems - difficult 
8. fun, exciting! 
9. a/right, but letters not always joined together 
10. initially uncomfortable, different from paper - still not used to it 
11. easy 
12. not comfortable to start 
1. Writing I Drawing Mode 
Was it clear to you which mode you were in? Was it difficult to change modes? 
Did you have any difficulties with modes? 
7. not really 
8. mostly drawing - ok 
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9. bit confusing to start - get used to it 
10. not clear to start then saw icons and clicked 
11. yes because of colours 
12. yes 
2. Editing 
Did you use the scribble over to delete things? How was this? 
7. hard 
8. exciting 
9. yes, cool 
10. at first didn 't cover whole text then ok 
11. no- used undo 
12. not used - used undo 




JO. happened by accident 
11. no 
12. nla 
Did you move, resize, how was this? 
7. hard 
8. difficult 
9. not difficult 
10. ok when understood 
11. ok except need help with multi- select 
12. no 
Satisfaction with sketch 
How satisfied were you with the sketch that you had created? 
7. easy to design, but hard to make nice 
8. very satisfied 
9. enjoyed 
10. looked messy - too messy to show to client/teacher 
11. too big 
12. good for a start, how would it be for a big project? 
Run mode 
1. ok, didn 't use much 
2. cool 
3. yes, no changes 
4. ok 
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5. yes, can do before forms 
6. a/right 
3. Mapping 
Did you alter any of the recognition after mapping? How did you find this? 
7. ok - deleting and clearing easy 
8. useful 
9. helpful 




Was the form as you expected it? 
7. - ran out of time 
8. took a while 
9. yes 
10. ok - happy - tidy enough 
11. yes 
12. a bit of rubbish on screen I had to get rid of 




10. very good 
l 1. ok 
12. would like more naming 




a. Edit mode, maybe colour with pen-down for edit and select 
b. Eraser 
9. 
a. modes a bit confusing 
b. make draw and write the same 
c. better recognition 
JO. 
a. a tidier sketch 
b. icons easier to recognise 
11. 
a. create code for links 
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b. targets for selects bigger 
c. tool tips on icons 
12. 
a. name controls as go 
What features you would like to see on future versions. 
7. 
c. join words side by side 
8. 
d. change size/colour of ink 
9. 
c. add words to icons 
10. 
c. code generation for links 
d. map and make all forms together 
11. 
b. not sure, makes life easier, would like more time on it 
c. 
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Sketches Created by Participants 
P 1 storyboard 
Pl Membership (a) 
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3.01 Sample Questionnaire 
Appendix 3 
Eva I uation Study 
(each group had individualised questionnaires) 
W/B & Book Catalogue then FreeForm & Dog 
1. Carefully read the requirements for this form 
Design an interface for adding a new book to a catalogue. As the database will allow users to 
search by author, title or genre, care must be taken not to duplicate entries in these fields eg 
you do not want the author Tolkien recorded as both J.R.R. Tolkien and John Ronald Reuel 
Tolkien. 
For each book you will need to record; 
• title - book titles are unformatted text and may be quite long 
• authors - remember a book can have more than one author, 2 authors is common, but some 
may have up to 6. Each author will be held separately in the database and you must be 
able to add or select individual authors to add to a book's author list 
• isbn - international standard book number. All books have a unique isbn, it is usually about 
11-12 digits broken into 4 sections, there are varying numbers of digits in each section 
• year of publication - notice it is year not a date 
• publisher - there is a relatively short list of popular publishers so the users should be able to 
choose from the list if it a publisher already in the system, 
• genre - there aren't many of these 
• size - height and width in centimetres 
• hardback / paperback 
2. Sketch a design for the form on the whiteboard, draw a form 
border and all of the required controls visually indicating the 
control type by the shape and size of the objects, static 
labels and captions are indicated by writing the word on the 
design 
3. Check your form with the scenarios below. Check that you 
have a control for each data item and that each control is of 
the appropriate type and size 
Scenario 1 
Register a new book by a new author 
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Title - "My Arm", Author - Rob Finnerty, isbn O 454 543453 0, year of publication 
2002, publisher - Southland press, genre - thriller, size h 12.4cm, w 9.2cm, paperback 
Scenario 2 
Register a new edition ofa Visual Basic Textbook. 
Title - "VB.Net", Authors - Karen Programmer and Susan Superteacher, isbn 03 87 
199888 I 0, year of publication 2002, publisher - Prentice Hall, genre - textbook, size h 
3 I cm w 25cm, hardback 
4. Correct any design problems you have uncovered in your 
checking 
5. Create the vb form to the point where you are ready to start 
coding 
Problem B Dog License Application 
1. Carefully read the requirements for this form 
Design an interface to record dog registration details. 




o Date of Birth (this will be deployed as a calendar control but for design 
purposes put a textbox on the form) 
o Phone 
• Dog's 






o special purpose dog ( eg guide dog) - these dogs pay no fees 
o fee payable - this will be calculated by the program depending on the 
information provided 
2. Sketch a design in the FreeForm environment following the 
instructions you have been given. Focus on the design, 
while remembering the fundamentals required for 
recognition. 
3. Use the FreeForm run mode to check your form with the 
scenarios provided. Check that you have a control for each 




Register a family mutt 
Owners - Stuart Dogman, 24 Westbury Rd, Hamilton, DOB 24-9-1965, Phone 7-987 
343. 
Dog - location same as owners, name - Alfred, colour - black, breed - mixed, male, 
3 years old 
Scenario 2 
Register a guide dog 
Owners - Guide Dog Services, 24 Railway Place, Manurewa, Phone 9 298 3453. 
Dog - 6 Firth Rd, Hamilton, name - Joni, colour - golden, breed - Labrador, female, 
5 years old 
4. Correct any design problems you have uncovered in your 
checking 
5. At this point the researcher will show you how to do the 
recognition and conversion to a VB form. Convert the sketch 





Complete only This Section before the session 
use a whiteboard for tannin task 
hand sketch interface designs before I create them in 
he ro mmin IDE 
Individual ----
The following sections will be completed in two parts 
Complete this section after the 
section after the 
Registration 
freeform & VB 
fint exercise 
Problem Book Catalogue 
Environment whiteboard & VB 
.... QI .... QI 
'; QI - QI 
General Questions 
This eltercise was enjoyable 
This eltercise has helped me to understand the software 
design process 
This eltercise motivated me to find out more about 
programming 
About the problem 
I understand the problem 
This environment helped with my problem understanding 
I feel prepared to complete the program 
About the environment 
Creating the sketch was easy 
Checking the scenarios was easy 
I would like to use this method of program planning in the 
future 
This eltperience has made me value sketching interface 
design more 






.. ci, .. 







Cl) QI '; QI .. C: QI QI ... e .. .. :I 
ci, QI ... 
r:,;i z 
QI .... QI 
QI Cl) QI .. .. 
ci, C: • = • rll .. rll 
Q ~= 
3.02 Questionnaire Data 
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I Group Number 1 2 3 4 5 6 7 8 
Individual a b a b C a b C a b a b a b C a b C a C 
I Use a Whiteboard for Planning tasks 5 5 5 5 4 4 4 5 5 2 4 5 3 4 5 5 5 5 5 4 
I hand sketch interface designs before I create them in the programming 
3 IDE 5 4 2 3 3 3 2 5 2 3 2 2 4 4 2 3 4 3 3 
I think sketching an interface design is necessarv when planning a program 2 3 1 2 2 1 2 2 2 2 3 2 2 3 3 1 2 2 2 2 I First Exercise 
Combinations w/b and book w/b and dog FF and book FF and doa 
This exercise was enjoyable 2 2 2 2 2 2 2 2 2 2 2 2 2 1 1 2 2 2 3 1 
This exercise has helped me to understand the sonware design process 2 3 1 2 2 2 2 2 2 2 2 1 2 2 1 2 2 2 2 2 
This exercise motivated me to find out more about programming 2 4 2 2 2 2 2 3 2 3 1 2 3 2 2 1 1 2 1 1 
I understand the problem 2 2 2 2 2 1 2 2 1 2 2 2 2 2 2 2 2 2 2 2 
This environment helped with my problem understanding 2 3 2 2 2 1 2 2 3 2 3 1 2 2 3 2 2 2 2 2 
I feel prepared to complete the program 2 3 3 3 2 2 2 3 2 1 2 2 3 2 2 1 2 2 2 2 
Creating the sketch was easy 2 1 4 2 3 2 2 2 2 1 3 2 4 3 2 2 2 3 3 2 
Checking the scenarios was easy 2 3 4 2 2 2 2 3 3 2 2 1 4 2 2 3 2 3 2 2 
I would like to use this method of program planning in the future 2 2 2 3 2 2 2 2 3 2 2 1 3 2 1 2 2 3 3 1 
This experience has made me value sketching interface design more 1 2 2 2 2 2 2 2 2 3 2 2 2 1 1 2 1 2 1 1 I Second Exercise 
Combinations FF and dOl FF and book w/b and dog w/b and book 
This exercise was enjoyable 1 1 1 1 1 1 1 1 1 1 3 3 2 2 2 2 2 2 3 3 
This exercise has helped me to understand the sonware design process 1 2 1 2 2 1 1 2 2 3 3 2 2 3 2 2 2 2 2 3 
This exercise motivated me to find out more about programming 1 2 1 1 1 1 1 2 2 2 4 2 2 3 4 1 1 3 3 3 
I understand the problem 1 1 2 2 2 1 1 1 1 1 2 2 2 2 2 2 1 2 2 2 
This environment helped with my problem understanding 1 1 2 2 2 1 1 1 2 2 3 2 2 3 3 2 1 2 2 3 
I feel prepared to complete the program 1 1 3 2 2 1 1 2 1 1 3 2 2 2 2 2 1 2 2 2 
Creating the sketch was easy 1 2 4 1 1 1 1 2 2 1 2 2 2 2 2 3 1 1 2 2 
Checking the scenarios was easy 1 1 3 1 2 1 1 2 2 1 3 3 2 3 3 3 2 1 3 3 
I would like to use this method of program planning in the future 1 1 2 1 1 1 1 2 2 2 3 2 2 3 3 2 2 2 3 3 
This experience has made me value sketching interface design more 1 1 2 1 1 1 1 1 2 1 2 2 2 2 2 2 1 2 2 3 
I Final Question 
Given a choice I would like to do my informal design with 2 2 2 2 2 2 2 2 2 2 2 2 3 2 2 2 3 2 1 2 
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Complete analysis of question 'I understand the problem' 
***** Analysis of variance***** 
Variate: !_understand 































































the following units have large residuals. 
-0.300 s.e. 0.146 
session 1st 0.300 
session 2nd -0.300 
ID 6 -0.333 s.e. 
ID 17 -0.333 s.e. 
session 1st ID 6 





***** Tables of means***** 
Variate: !_understand 
Grand mean 1.750 
session 1st 2nd 
1. 900 1.600 
environ freeform whbd 
1. 650 1. 850 
prob book dog 
1. 700 1. 800 
session environ freeform whbd 
1st 2.000 1. 800 
2nd 1. 300 1. 900 
session prob book dog 
1st 2.000 1. 800 
2nd 1.400 1.800 
environ prob book dog 
freeform 1.500 1.800 














































2.000 2.000 2.000 1.600 
1. OOO 1. 600 1.800 2.000 
of differences of means *** 























d. f. 8 
Table session environ session 
prob prob environ 
prob 
rep. 10 10 5 
s.e.d. 0.1848 0.1848 0.2614 
d. f. 4 4 4 
Except when comparing means with the same level(s) of 
session 0.1848 0.2614 
d.f. 8 8 
environ 0.1848 0.2614 
d. f. 8 8 
prob 0.1848 0.1848 0.2614 
d. f. 8 8 8 
session.environ 0.2614 
d. f. 8 
session.prob 0.2614 
d. f. 8 
environ.prob 0.2614 
d. f. 8 
Analysis of change in opinion between initial question "I think sketching an 
interface design is necessary when planning a program" and session question 
"Th. . h d 1 k h. . rf: d . " 1s expenence as ma e me va ue s etc mg mte ace esum more 
Mean Change 
Freeform Whiteboard Degrees of Standard error P value 
freedom difference 
0.70 0.05 4 0.20 0.032 
3.03 Marks for Designs by Independent 
E rt xpe 
WhiteBoard Freeform 
1st or 2nd 1st or 2nd 
group exercise problem score exercise problem score 
1.1 1st book 6 2nd dog 8 
1.2 1st book 8 2nd dog 6 
2.1 1st dog 6 2nd book 7 
2.2 1st dog 5 2nd book 6 
3.1 2nd dog 7 1 st book 8 
3.2 2nd dog 7 1 st book 8 
4.1 2nd book 6 1st dog 6 
4.2 2nd book 6 1st dog 5 
6.375 6.75 
Paired T-test 
Mean 6.75 6.37 
St Dev 1.16 0.91 
St E Mean 0.41 0.46 
95% confidence interval for mean difference -0. 715 - 1.465 
t test of mean difference = 0 (vs not = 0): t value = 0.81 p value = 0.44 
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Changes during checking 
Whiteboard Freeform 
group exercise changes exercise changes 
1.1 1st 1 2nd 5 
1.2 1st 2 2nd 2 
2.1 1st 2 2nd 6 
2.2 1st 0 2nd 0 
3.1 2nd 0 1st 5 
3.2 2nd 0 1st 4 
4.1 2nd 2 1st 4 
4.2 2nd 2 1st 2 
Paired T-test 
Mean 1.13 3.50 
St Dev 0.99 2.00 
St E Mean 0.35 0.70 
95% confidence interval for mean difference 0.59 - 4.16 
t test of mean difference= 0 (vs not= 0): t value= 3.15 p value= 0.016 
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3.05 Supplementary Study 
• Problem definitions and scenarios 
Problem Book Catalogue Form 
1. Carefully read the requirements for this form 
This design is an interface for adding a new book to a catalogue. As the database will 
allow users to search by author, title or genre, care must be taken not to duplicate entries 
in these fields eg you do not want the author Tolkien recorded as both J.R.R. Tolkien and 
John Ronald Reuel Tolkien. 








• hardback / paperback 
2. Check the form provided the scenarios below. 
Scenario I 
Register a new book by a new author 
Title - "My Arm", Author - Rob Finnerty, isbn O 454 543453 0, year of publication 
2002, publisher - Southland press, genre - thriller, size h 12.4cm, w 9.2cm, 
paperback 
Scenario 2 
Register a new edition of a Visual Basic Textbook. 
Title - "VB.Net", Authors - Karen Programmer and Susan Superteacher, isbn 03 87 
199888 I 0, year of publication 2002, publisher - Prentice Hall, genre - textbook, 
size h 3 I cm w 25cm, hardback 
3. Correct any design problems you have uncovered in your 
checking 
Problem Credit Card Application Form 
1. Carefully read the requirements for this form 
This design is for an interface to record credit card application details. 
It will need to record the applicants 
• Name 
• Address 
• Phone Numbers 
• Gender 
• Employer's name and contact details 
• Whether the applicant owns their own home 
• The applicants net worth 
• Credit limit requested. There are standard credit limits of $500, $1 OOO, $5000, or 
$10,000 
2. Check the form with the scenarios provided. 
Scenario I 
Andrew Smithers (male) of26 Westbury Rd, Hamilton, Phone 7-987 343 or mobile 
025 764987 wishes to apply for a credit card. He is a student, not currently 
employed, does not own his own house, has a net worth of $2,300 and would like a 
$500 credit limit 
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Scenario 2 
Gillian Bridgeway (female) of 45 Railway Place, Manurewa, Phone Home 9 298 
3453.or work 9 7659878 also wishes to apply for a credit card. She is a programmer 
earning $65000 pa, she owns her home and has a net worth of $89000. She would 
like a $5000 credit limit 
3. Correct any design problems you have uncovered in your 
checking 
G P rf roup e ormances 
Group Exercise 1 Changes Exercise 2 Changes 
1 VB 5 Freeform 7 
Book Credit card 
2 Freeform 10 VB 9 
Book Credit card 
3 VB 10 * Freeform 8 
Credit card Book 
(hand drawn 
on paper) 
4 Freeform 11 VB 6 
Credit card Book 
5 VB 5 Freeform 8 
Book Credit Card 
6 Freeform 8 VB 4 
Credit Card Book 
* this value was treated as missing as the group did not work directly on the 
computer but transformed the computer form to a paper sketch, changed it and 













95% confidence interval for mean difference 1.03-4.96 
t test of mean difference = 0 (vs not = 0): t value = 4.24 p value = 0.013 
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