Adopting default reasoning in service composition context by Lu, Zheng et al.
University of Wollongong 
Research Online 
Faculty of Informatics - Papers (Archive) Faculty of Engineering and Information Sciences 
1-12-2006 
Adopting default reasoning in service composition context 
Zheng Lu 
University of Wollongong, lu@uow.edu.au 
Aditya K. Ghose 
University of Wollongong, aditya@uow.edu.au 
Peter Hyland 
University of Wollongong, phyland@uow.edu.au 
Follow this and additional works at: https://ro.uow.edu.au/infopapers 
 Part of the Physical Sciences and Mathematics Commons 
Recommended Citation 
Lu, Zheng; Ghose, Aditya K.; and Hyland, Peter: Adopting default reasoning in service composition context 
2006. 
https://ro.uow.edu.au/infopapers/494 
Research Online is the open access institutional repository for the University of Wollongong. For further information 
contact the UOW Library: research-pubs@uow.edu.au 
Adopting default reasoning in service composition context 
Abstract 
Web Service composition is the ability of one business to provide value-added services to its customers 
through the composition of basic Web services, possibly offered by different companies [12]. Because of 
distributed responsibilities, ownership and control, it is often not feasible to acquire all information 
needed for service composition. These characteristics are fundamental to service oriented computing but 
make it inherently difficult to avoid service conflicts. To reason about and adapt to a changing 
environment, in this work, we will extend current OWL-S by introducing the concept of service 
assumptions which allow reasoning with incomplete information. Furthermore, together with the 
proposed service assumptions, a sequence of rules is proposed to describe all permitted behaviors in 
service composition context. 
Disciplines 
Physical Sciences and Mathematics 
Publication Details 
This article was originally published as: Lu, Z, Ghose, A & Hyland, P, Adopting default reasoning in service 
composition context, 4th European Conference on Web Services (ECOWS '06), Zurich, Switzerland , 
December 2006, 243-254. Copyright IEEE 2006. 
This conference paper is available at Research Online: https://ro.uow.edu.au/infopapers/494 
Adopting Default Reasoning in Service Composition Context
Zheng Lu, Aditya Ghose, Peter Hyland
School of IT & Computer Science
University of Wollongong, Australia
{zl07, aditya, phyland}@uow.edu.au
Abstract
Web Service composition is the ability of one business to
provide value-added services to its customers through the
composition of basic Web services, possibly offered by dif-
ferent companies [12]. Because of distributed responsibil-
ities, ownership and control, it is often not feasible to ac-
quire all information needed for service composition. These
characteristics are fundamental to service oriented comput-
ing but make it inherently difficult to avoid service conflicts.
To reason about and adapt to a changing environment, in
this work, we will extend current OWL-S by introducing the
concept of service assumptions which allow reasoning with
incomplete information. Furthermore, together with the
proposed service assumptions, a sequence of rules is pro-
posed to describe all permitted behaviors in service compo-
sition context.
1 Introduction
The basic motivation of service oriented computing is
to allow a high degree of flexibility to create the value-
added composite service in a dynamic fashion. Web Ser-
vice composition shares many similarities with traditional
component-based software system. They both provide ag-
gregated functionality via reassembling various existing
objects, and emphasize [11] same design principles such
as reusability, replaceability, flexibility and extensibility.
However, Web Services are provided by a large number of
independent parties. Often, these independent parties do
not necessarily share the same objectives and background.
[8] has pointed out that requirements engineering has tradi-
tionally assumed that the system to be designed is under the
control of a single stakeholder who (at least in principle)
determines a consistent set of requirements. Modern dis-
tributed systems, however, do not fit this mold, so require-
ments engineering must adapt to handle them. A multi-
stakeholder distributed system (MSDS) is a distributed sys-
tem in which subsets of the nodes are designed, owned, or
operated by distinct stakeholders. The nodes of the system
may, therefore, be designed or operated: in ignorance of one
another or with different, possibly conflicting goals.
Clearly, Web Services are running in a distributed en-
vironment, and the ignorance of one another may result in
incompleteness and uncertainty of the information during
the process of service composition. Hence, to achieve reli-
able service composition, it is critical for Web Services to
have the ability to adapt to a changing environment.
The current OWL Web Ontology Language for services
specification (OWL-S [1]) leverages the rich expressive
power of OWL [4] together with its well-defined seman-
tics to provide richer descriptions of Web Services. In addi-
tion, Semantic Web Rule Language (SWRL) [2] has been
proposed to define service process preconditions and ef-
fects, process control conditions and their contingent re-
lationships in OWL-S. Though OWL-S is endowed with
more expressive power and reasoning options when com-
bined with SWRL, the description provided by a combi-
nation of OWL-S and SWRL about service composition is
still only a partial picture of the real world. Most of what
we know about the world, when formalized, will yield an
incomplete theory precisely because we cannot know ev-
erything - there are gaps in our knowledge [14]. Similarly,
the ontology of services, is finite and incomplete. Thus, a
service composition specified by OWL-S has to deal with
partial or incomplete knowledge. Currently, OWL-S has no
mechanism for handling incomplete knowledge during the
process of dynamic service composition.
In this paper, we are going to bridge the gap between
semantic service description and multiple operational do-
mains involved by introducing “service assumptions”. In
addition, based on our proposed extensions, we will try to
define a formal framework for reasoning about incomplete
knowledge and to address the service conflict issues.
The paper is structured as follows: In Section 2, we give
examples of Web Service composition problem that we pro-
pose to address. In Section 3, we extend the current ver-
sion of OWL-S by adopting service assumption and explain
the semantics of the service assumption. In Section 4, we
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define the service selection and the composite service in
general. In Section 5, we define the basic semantics for
the planning-based service composition domain. In Section
6, we present a framework for reasoning about incomplete
knowledge in service composition context. Finally, in Sec-
tion 7,we present related work and our conclusions respec-
tively.
2 Motivating Examples
Conflict has been defined in [13] as “the interaction of
interdependent people who perceive opposition of goals,
aims, and values, and who see the other party as potentially
interfering with the realization of these goals ...”. This high-
lights some general characteristics of conflict: interaction,
interdependence, and incompatible goals. In addition, it has
been demonstrated that conflict is common in group inter-
actions [5, 16]. Often, Web Service composition involves
multiple independent parities, and during this process, the
interactions between these independent parities have to be
carried out to locate, invoke services. However, it is unre-
alistic to acquire complete information from all parties in-
volved during dynamic service composition. Making the
decision upon partial or incomplete information often fails
to achieve consistency, thus we can assume that any service
composition involving more than one independent service
providers will be subject to typical group conflicts [16].
The following example of a travel agency is used to
explain the service conflicts which may be caused by in-
completeness of information during the dynamic service
composition. Our example uses the often presented travel
agency service package. A typical use case could involve
arranging a trip consisting a hotel booking, a car rental and
a sightseeing service. To simplify this use case, we assume
this composite service is executed in a sequential manner
(i.e. hotel booking service, then car rental service, finally
sightseeing service). Assume that, when requesting this
composite travel agency service, the user specifies his pre-
ferred car model, for example, a city car. Obviously, this car
will be used for sightseeing, which is also generated as part
of this composite service. If the functionality matches the
user’s requirement, then the car rental service is invoked. In
the real world, it is most likely that the car rental service
providers have some service policy about usage of rental
cars. However, when the car rental service is invoked, we
don’t have any information about what kinds of sightsee-
ing plan might have been generated from the execution of
the service, in other words, we don’t know how the rented
car will be used. The point here is that different sightsee-
ing plans may be associated with different roads, and it may
not be allowable for a rented car to drive on certain roads.
For example, a desert dune exploration plan is dynamically
generated from the sightseeing service and a city car is used
for the desert dune exploration. Clearly, this is not an ac-
ceptable situation for either the car rental company or the
customer.
Thus, to ensure integrity of service composition, there
should be a mechanism to deal with incompleteness of in-
formation during dynamic service composition. The solu-
tion to this problem is to use service assumptions. In this
example, to prohibit the illegal usage of the rental car, the
car rental service could make the assumption that “city cars
do not drive on dune, beach, unsealed road. . . ”. If the con-
trary evidence appears (e.g. a dune exploration) from the
succeeding service executions, then we can conclude that
there is a violation to the car usage policy. The inability
to make assumptions therefore translates into an inability to
deal with exceptions [7]. Before formally introducing our
framework in the succeeding section, we will clarify some
basic definitions about Web Services.
3 Extending OWL-S by Service Assumption
3.1 Atomic Service
Results from the study of default logic [15, 17] serve as a
basis for understanding service assumptions. Default logics
provide formalism to deal with assumptions or beliefs. De-
fault logics perform the retraction of beliefs when new in-
formation is presented which contradicts those beliefs. By
extending the current OWL-S, an atomic service wsi in this
proposed work is described by a tuple 〈pi, ei, ai〉, where
• pi is a set of sentences representing the precondition,
i.e. pi = {p1i , . . . , pni }. pi must be true for the atomic
service to execute. Each sentence in {p1i , . . . , pni } is
defined as a primitive precondition.
• ei is a set of sentences representing the change of
world state, i.e. ei = {e1i , . . . , eni }. ei may include
both positive and negative effects. Each sentence in
{e1i , . . . , eni } is defined as a primitive effect.
• ai is a set of sentences representing service assump-
tion, i.e. ai = {a1i , . . . , ani }. Each sentence in
{a1i , . . . , ani } is defined as a primitive assumption.
Note that pi and ai are different. pi is a strong condition
which must be true in order to execute the service wsi,
while ai is a weak condition. We only need to establish that
ai is consistent with what is known, i.e. nothing is known
that contradicts ai. Initially we assume ai to be true, unless
we get additional information which is explicitly contradic-
tory to ai. Given a service wsi = 〈pi, ei, ai〉, informally, its
semantics can be interpreted as: if pi can be satisfied, and if
it is consistent to assume ai, then we may conclude that ei
can be applied.
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Service assumptions can be used to define a collection
of default conditions regarding service policies, where each
assumption is believed in the lack of evidence to the con-
trary, and is taken to be true until the contrary is proved.
For instance, the assumption made by a car rental service
could be “city car does not run on dune”. The service as-
sumptions are believed when information is incomplete, but
these assumptions also can be revised over time to incorpo-
rate new knowledge. Because of the heterogeneous nature
of the Web Service execution environment, incomplete in-
formation in the process of service composition may occur
either because of the unavailability of certain information or
to keep the formulation simple at the start. Service assump-
tions here allow reasoning with incomplete information by
the default settings and then revising conclusions ever made
to reflect new information about the problem. Thus the on-
tology for Web service becomes more precise and closer
to the real world. To use the service assumption in unified
manner with other properties of Web Service specified by
current OWL-S, together with hasPrecondition and hasEf-
fect, hasAssumption is also defined as the one of the func-
tional properties of a Web Service or say a process. The
syntax is proposed as follows:
<owl:Class rdf:ID="Assumption">
<owl:subClassOf rdf:resource="&expr;#
Expression"/>
</owl:Class>
<owl:ObjectProperty rdf:ID="
hasAssumption">
<rdfs:domain rdf:resource="#Process"/>
<rdfs:range rdf:resource="&expr;#
Condition"/>
</owl:ObjectProperty>
Extending OWL-S with Service
Assumptions
Same as the functional property hasPrecondition already
defined in OWL-S, hasAssumption is also represented as
logical expressions and denotes conditions that are eval-
uated with respect to the service composition environ-
ment. To be consistent with current OWL-S specification,
in this work, the chosen logical language to represent the
service assumption is the Semantic Web Rule Language
(SWRL)[2].
3.2 Classification of Service Assumptions
To adopt the assumption to the real world application in
more flexible way, there are two distinct usages of service
assumptions which need to be taken into consideration. In
this sub-section, we will present an example which demon-
strates the need to classify the service assumptions based on
the relation between a service assumption and its associated
service effect. In Section 3.1, a Web Service wsi has been
defined as: wsi = 〈pi, ei, ai〉. In rest of the paper, we will
use symbol |= to represent logical entail. Here, let aii be a
primitive assumption, which is a sentence in ai, i.e. aii ∈ ai.
Let {¬e1i , . . . ,¬eni } denote the negation of a service effect
ei. Because both service assumption and effect are gener-
ally defined as conjunctions of atoms, if aii is also a sentence
in {¬e1i , . . . ,¬eni }, i.e. aii ∈ {¬e1i , . . . ,¬eni }, then clearly,
ai ∪ {¬e1i , . . . ,¬eni } = ∅, in other words, a contradiction
can be inferred from wsi itself, i.e. ai ∪ ei |= ⊥. In this
case, the service assumption ai of service wsi contradicts
its associated service effect ei. One might hold the view
that such a service represents nonsense. However, consid-
ering the following real world example
(: Web Service AAA Shopping Online
Member Reg
:parameters (?appl - Applicant
...)
:precond ( and (?appl OlderThan 18)
...)
:effect (?appl isAAAmember)
:assumption (?appl isNotAAAmember))
Self-Defeating Service Example
For the description of the sample service above, we use
syntax similar to that of the Planning Domain Definition
Language [10]). The example is about AAA Shopping On-
line Member Registration Service, the precondition of the
service is that “the applicant must be older than 18”, the
effect is that “the applicant is a member” and the assump-
tion is that “the applicant is not a current member”. One
interpretation is that as long as the fact of the applicant
older than 18 years old can be proved, and so far there is
no known evidence that the applicant is a current member,
then after applying this service, the applicant is a member.
The service assumption in this example is used to prevent
the same applicant having two memberships. However, this
simple service also can be interpreted in another way: as
long as the fact that the applicant is older than 18 years can
be proved, and assuming that the applicant may never be
a member (even after the service), then after applying this
service, the applicant is a member. The second interpre-
tation makes nonsense of this sample service description,
because the service description itself is self-defeating. The
issue here is the lifetime of a service assumption, which as-
sumption explicitly contradicts its associated service effect.
As stated earlier, service assumption represent hypothetical
guess that is believed in the lack of evidence to the contrary,
thus it also acts as one of the consistency conditions needs to
be tested under specific contexts during the process of ser-
vice composition. Typically, the consistency condition has
to be met both before and after the service is applied. So,
to avoid the self-defeating problem in the real application
of the Web Service, based on the relation between service
assumption and its associated service effect, we classify ser-
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vice assumptions as:
1. Transient Assumptions: for any Web Service wsi,
if a contradiction can be inferred from the union of a
service assumption ai and its associated effect ei, i.e.
ai ∪ ei |= ⊥, then we refer to ai as the transient as-
sumption. When a transient service assumption plays
the role of being the consistency condition in a service
composition context, this condition only needs to be
tested before the given service wsi is applied, but not
after.
2. Persistent Assumptions: for any Web Service wsi, if
there is no contradiction inferred from the union of a
service assumption ai and its associated effect ei, i.e.
ai ∪ ei |= ⊥, then we refer to ai as the persistent as-
sumption. When a persistent service assumption plays
the role of being the consistency condition, this condi-
tion has to be tested both before and after the given
service wsi is applied.
3.3 Example of Using Assumption
In a service composition context, the service assumption
can be viewed as a hypothesis. However, this hypothesis is
about individuals rather than the terminology, where termi-
nology is about how concepts or roles are related to each
other in a given application domain and individuals are in-
stances of classes or properties. Terminology represents the
characteristics of the world, for instance, MasterCard is al-
ways subclass of Credit Card, while the facts about indi-
viduals represent our current state of knowledge that may
change over time, for instance, a particular MasterCard may
have expired. The reason to exclude the usage of terminol-
ogy as the assumption is intuitive, because the terminology
in ontologies is used to model the world as we know it.
Moreover, the proposed service assumption can repre-
sent two types of different knowledge in the service compo-
sition context. Let x, y, z denote either a variable, an OWL
individual or an OWL data value, C denote an OWL class
description and P denote OWL property, then we have:
1. Concept assumptions C(x), which asserts x is an in-
stance of the OWL class description C.
2. Property assumptions P(y, z), which asserts z is value
of the OWL property P for y.
The proposed extensions to the current OWL-S make it
possible to capture the various assumptions of the service
domain. We also propose to use SWRL expressions to rep-
resent OWL-S assumptions, thus we can use the expres-
sive power of rules to facilitate service conflict reasoning.
Here, we give examples to show a simple case of service
assumption. The example is taken from the car rental ser-
vice, which has the policy “the rented city car cannot drive
on certain road conditions”, and this policy is enforced by
the service assumption. The example is as follows:
<process:hasAssumption>
<expr:SWRL-Condition rdf:ID="
DriveCarInProperWay">
<rdfs:label>notDriveOn(car,
roadCondition) & notDriveOn(car,
anotherRoadCondition)
</rdfs:label>
<rdfs:comment>Typically this condition
should also include more road
conditons the car cannot drive on,
to keep this example simple, all other
details are left out for this
example.
</rdfs:comment>
<expr:expressionBody rdf:parseType="
Literal">
<swrl:AtomList>
<rdf:first>
<swrl:IndividualPropertyAtom>
<swrl:propertyPredicate rdf:resource="#
NotDriveOn" />
<swrl:argument1 rdf:resource="#cityCar"
/>
<owlx:Individual owlx:name="Dune" />
</swrl:IndividualPropertyAtom>
</rdf:first><rdf:rest>
<swrl:AtomList>
<rdf:first>
<swrl:IndividualPropertyAtom>
<swrl:propertyPredicate rdf:resource="#
NotDriveOn" />
<swrl:argument1 rdf:resource="#cityCar"
/>
<owlx:Individual owlx:name="
Unsealed_Road" />
</swrl:IndividualPropertyAtom>
</rdf:first>
<rdf:rest rdf:resource="http://www.w3.
org/1999/02/22-rdf-syntax-ns#nil" />
</swrl:AtomList>
</rdf:rest>
</swrl:AtomList>
</expr:expressionBody>
</expr:SWRL-Condition>
</process:hasPrecondition>
Example of Using Service Assumption
The example is written by using SWRL syntax which ex-
tends the abstract syntax of OWL-S described in the OWL
Semantics. Unfortunately, rules written in SWRL are not
particularly human-readable. Thus the example is provided
here to explain this abstract syntax. Generally, a service
assumption is represented as a rule, which has the form:
antecedent ⇒ consequent, where the symbol ⇒ denotes
the logical “imply” and both antecedent and consequent are
generally defined as conjunctions of atoms, having the form
of ψ1 ∧ . . . ∧ ψn. Using this syntax, a rule states that the
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Figure 1. Extened Atomic Service
composition of “city car not drive on dune” and “city car
not drive on unsealed road” properties implies the “Drive-
CarInProperWay” property would be written:
¬DriveOn(?cityCar, dune)∧
¬DriveOn(?cityCar, unsealedRoad)
⇒ DriveCarInProperWay(?cityCar)
According to the example, the antecedent of the rule con-
sists of two primitive assumptions, i.e.
¬DriveOn(?cityCar, dune)
¬DriveOn(?cityCar, unsealedRoad),
and the consequent of the rule is
DriveCarInProperWay(?cityCar)
Since we have defined that service assumptions can only
contain OWL individuals, possibly with variables, an as-
sumption expression becomes equivalent to a conjunctive
query. Informally, the example can explained as: if both
“city car may not drive on dune” and “city car may not drive
on unsealed road” are consistent with what is known in the
context of the service composition, then it is assumed that
the car will drive in the proper way, where consistent means
without the information to the contrary. In this example,
the contrary information will be “city car drives on dune”
or “city car drives on unsealed road”.
In this Section, we have extended the OWL-S to a richer
service description representation schema by introducing
the service assumption (See Fig 1) and have explained the
semantics of the service assumption. To adopt the service
assumption in more flexible way, we also further classify
the service assumption into two categories: transient as-
sumptions and persistent assumptions. This proposed ex-
tensions to current semantic web service description aim
to bridge the gaps between the semantic service descrip-
tions and multiple operational domains. The goal of adding
service assumptions as one of the functional properties of
service description is to provide the mechanisms needed to
enable Web services applications:
• to be more flexible and intelligent. The flexibility
and intelligence result from default service assumption
which has the defeasible nature of commonsense infer-
ence.
• to be executed in a consistent manner. When Web Ser-
vices execute in an open-ended environment, uncer-
tainties can easily lead to conflicts. Service Assump-
tions attempt to make precise statement about the in-
tended behavior of the Web Service and its environ-
ment. The more accurate and precise service descrip-
tion of the problem, the more reliable the decisions we
make.
4 Service Selection and Composite Service
4.1 Service Selection
The process of dynamic Web Service composition over
that of software component composition holds some addi-
tional critical issues, such as service matching, selection and
retrieval. In this proposed framework,
• wsi represents an atomic service.
• WS is the set of all Web Services, wsi ∈ WS.
• all Web Service descriptions are held in their corre-
sponding categories {cat1, cat2, . . . , catn}. cati is a
tangible areas split from the service registry, for exam-
ple downloadable Multimedia.
• CAT is the set of all service categories cati ∈ CAT ,
cati ∈ WS, cati = {ws1, . . . , wsm}.
• Service selection function sel : CAT → WS which
takes a certain service category as its input and give
us an atomic service based on the service matching i.e.
sel(cati) = ws.
Every atomic service in the rest of this paper refers to the
Web Service which is produced by the service selection de-
fined above.
4.2 Composite Service
Intuitively, a composite Web Service which performs
combined functions may include multiple atomic services.
A composite service CompWS is the combination of
the multiple atomic services wsi , where 0 < i < n.
CompWS can be represented as:
CompWS = {sel(cat1), . . . , sel(catn)}
Because participants of the service composition do not
necessarily share the same objectives and background, con-
flicts easily arise in a dynamic service composition environ-
ment.
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5 Service Composition as Planning
It is often assumed that a business process or application
is associated with some explicit business goal definition that
can guide a planning-based composition tool to select the
right service [9]. Typically, classical planners presuppose
complete and correct information about the world. How-
ever, in terms of the service composition, this simplified as-
sumption is not suitable and unrealistic. Each service node
is designed, owned, or operated by different parties, thus
the planning agent may not have a complete view about the
world. To make more precise service description in a dy-
namic service composition environment, we have extended
the current semantic Web Service description OWL-S by in-
troducing the service assumption. The service assumptions
together with states of knowledge, preconditions, effects,
and goals are specified in Description Logic L [3].
Now we are prepared to define the semantics of a service
composition domain. A state S is a not a complete view of
the world, which describes the partial state with respect to
the service composition context. The state S is extension-
ally defined as a set of positive or negative ground atomic
formulas (atoms). In addition, the initial state S0 here is a
partial description about the world, i.e. a partial state. A
goal G is a set of conjunctions of atoms which need to hold
in a desired state or say final state. A state transition t is rep-
resented as a tuple t = 〈S, ws, S′〉, where S, S′ are states
and ws is an atomic service. A service composition plan for
a goal is a sequence of state transitions which lead from an
initial state to a final state where all ground atomic formulas
in the goal are true.
In the process of service composition planning, there
are three types of knowledge produced by state transitions
about the current world. Let SENi denote a set of sen-
tences used to change the state Si. This set of sentences can
be partitioned into three categories, namely state invariants,
expansion and update, which is defined as:
SENi = {Invi | Expi | Updi}
1. State invariant Invi denotes a set of sentences which
can be entailed by the knowledge in the previous state,
defined as: Si−1 |= Invi
2. State expansion Expi denotes a set of sentences which
cannot be entailed by the knowledge in the previous
state and its negation also cannot be entailed by the
knowledge in the previous state, defined as:
Si−1  Expi and Si−1  ¬Expi
3. State update Updi denotes a set of sentences whose
negation can be entailed by the knowledge in the pre-
vious state, defined as: Si−1 |= ¬Updi
Figure 2. Generic State Transition Operators
Let wsi be an atomic service, WS be the set of all Web
Services, E be the set of all service effects, P be the set of
all service preconditions, we define the following extraction
functions:
1. Effect extraction function fe : WS → E which takes
an arbitrary atomic service wsi as an input, and ex-
tracts the effect ei of wsi as its output. ei is a set of
primitive effects of wsi and every primitive effect is a
partition with the state invariant, expansion and update,
i.e. fe(wsi) = ei and ei = {eInvi | eExpi | eUpdi}
in which eInvi, eExpi, eUpdi denote state invariant,
expansion and update respectively.
2. Precondition extraction function fp : WS → P which
takes an arbitrary atomic service wsi as an input, and
extracts the precondition pi of wsi as its output. Here
we assume that the information contained in the state
of knowledge is incomplete but correct. Clearly, the
precondition evaluation either depends on the current
state of knowledge or is based on sensing operation [6]
which adds new knowledge to the current state. Thus
the knowledge generated from the sensing operation
for the purpose of the precondition evaluation can only
expand the current state of knowledge. i.e.
fp(wsi) = pi and pi = {pInvi | pExpi}
Following the definitions above, we can define the generic
state transition operators (See Fig 2) as:
1. S
′
i−1 = Σ(Si−1, pExpi)
2. Si = Σ
(
Δ(S
′
i−1, eUpdi), eExpi
)
which means the state transition from Si−1 to Si is com-
pleted by means of performing sensing operations for the
precondition evaluation, then applying the service effect. In
step one, the knowledge pExpi generated from the sens-
ing operations is used to expand previous knowledge of the
state Si−1. The operator Σ takes the Si−1 and pExpi as
its input, expands knowledge of the Si−1 and produces the
intermediate state S
′
i−1. Si is reached at step two, in which
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the operator Δ takes the S
′
i−1 and eUpdi as its input and
performs an update to knowledge of the S
′
i−1. Finally, ap-
plying the effect may also lead to knowledge expansion.
In the knowledge representation literature [18], incom-
plete of the knowledge has been classified as: either ab-
sence or uncertainty. Adopting this classification about the
incomplete knowledge, in the service composition planning
process, we refer to the missing facts as the absence of infor-
mation. On the other hand, uncertainty is the a subjective
measure of the certainty about service interactions, which
may be caused by ignorance of one another when multi-
ple independent parties are involved in the process. Clearly,
uncertainty and absence are essentially different, thus we
use different techniques to handle these two distinct types
of incomplete information. The absence of information is
handled by the sensing operation. However, what makes
dynamic service composition complicated is the fact that,
during the process, services interact in complex ways. The
proposed service assumption can be used to describe the
service composition environment which may be not specif-
ically known. As a consequence of this more precise de-
scription of the service composition environment, it is pos-
sible for us to deal with exceptions and resolve the incon-
sistencies which are caused by uncertainty. From now on,
we will concentrate on the service composition consistency
problem which may be caused by the interactions of multi-
ple independent parities.
6 Default Reasoning in Service
Composition
6.1 Assumption Database and
Outdated Assumptions
To conduct the default reasoning about the partial state
of knowledge, it is necessary to describe and record vari-
ous assumptions generated during the service composition
planning. In this framework, we maintain an assumption
database M to store these assumptions and their relevant
effects as a pair 〈ai : ei〉. Same as preconditions and ef-
fects, assumptions are represented as ground literals.
For a web service wsi =< pi, ei, ai >, which is selected
by the service selection function and has participated in a
service composition. There are two cases, in which we refer
to a service assumption ai as an outdated assumption. The
first case is very simple, as defined in Section 3.2. Based
on the relation between ei and ai, service assumptions have
been classified as transient assumptions and persistent as-
sumptions. If a contradiction can be inferred from the union
of a service assumption ai and its associated effect ei, i.e,
ai ∪ ei |= ⊥, then ai is classified as a transient assump-
tion. For any transient assumption ai, to avoid nonsensical
service descriptions (due to the problem of self-defeating),
after its associated effect ei is applied to the current state of
knowledge, ai is outdated, i.e. we only need to check for
consistency beforehand for a transient assumption.
In the second case, the effect ei of service wsi is a set of
sentences, such that ei = {e1i , . . . , eni }. We define ϕ as the
negation of the service effect ei, if {¬e1i , . . . ,¬eni } ⊆ ϕ.
Here, we use ¬ei ⊆ ϕ to denote that ϕ is the negation
of the service ei. If ¬ei ⊆ ϕ and ϕ is the logical con-
sequence of a current state of knowledge, we refer to the
assumption ai which is associated with service wsi as out-
dated assumption. Formally, the assumption is outdated, if
∀x ∈ ei,∃j > i such that ¬x ∈ Cn(Sj), where Cn(Sj)
denotes logical closure of Sj . A simple example of an out-
dated assumption is: a book borrowing service assumes that
the borrower is in same city as the library. When the bor-
rowed book is returned, we say this assumption is outdated.
Notice that outdated assumptions are not allowed to par-
ticipate in reasoning process for the service composition,
thus its status will be set to inactive. For any service wsi
which has participated a given service composition, if its
assumption ai is not outdated assumption, we refer ai as
active assumption, and use Π(M) to denote the set of all
active assumptions maintained by M for a given service
composition.
6.2 Default Reasoning Framework
The state transition function takes previous state of
knowledge Si−1 and Web Service wsi as the input and pro-
duces the new state Si. To get the legal state transition,
inspired by default logics [15, 17], our conflict checking
contains three transition conditions:
1. Precondition Satisfaction (Cond-A): means that only
when a precondition holds, and then the service is a
valid candidate service to participate service compo-
sition. Formally, if Si−1 |= pi, then we define wsi as
precondition satisfied service. Note that Si−1 here also
contains the knowledge acquired by the sensing oper-
ation for the purpose of the precondition evaluation.
2. Consistency of State and Assumptions: which means
that after the effect ei of Web Service wi is applied to
the current state, the new state of knowledge must be
consistent with the set of all active assumptions Π(M)
maintained in M. Formally, Si ∪ Π(M) |= ⊥. Nor-
mally, ei is the conclusion of a precondition satisfied
service wsi, but ei may need to be retracted in face
of new evidence. Note that here we intentionally make
the design decision that joint consistency of service as-
sumptions is required. Thus checking of consistency
between the state and the assumptions has two steps:
• Joint Consistency of Assumptions (Cond-B):
which means the conjunction of all active ser-
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vice assumptions must be consistent. Formally,
Π(M) |= ⊥
• Consistency between State and Assumptions
(Cond-C): which means that in addition to the
conjunction of all active service assumptions be-
ing consistent, it is also required that the new
state of knowledge should be consistent with
this set of service assumptions. Formally Si ∪
Π(M) |= ⊥
A state transition t = 〈Si−1, wsi, Si〉 is called legal, if wsi
is a precondition satisfied service with respect to Si−1, the
conjunctions of the set of all current active service assump-
tions is consistent and there is no contradiction which can
be inferred from the corresponding set of active assump-
tions with respect to the new state Si. However, the build-
ing of consistent value-added services on a heterogeneous
environment is not a trivial task, we have to take in the con-
sideration that
• the current set of service assumptions must be contin-
ually updated over time to incorporate new knowledge
during this process.
• the conclusions which have been drawn must some-
times be revoked.
• corrections must be soothly accommodated to its cor-
responding assumptions.
In next section, we will prepare to illustrate the process of
constructing the service composition plan and explain how
these proposed state transition conditions should be used
during this reasoning process.
6.3 Default Reasoning Process
Service composition planning can be viewed as a pro-
cess of resolving conflicts and gradually refining a partially
specified plan, until it is transformed into a complete plan
that satisfies the goal. Service composition planning is sim-
ilar to the classical planning in that each state of knowledge
is represented by a conjunction of literals and each Web Ser-
vice is related to a transition between those states. However,
unlike classical AI planning techniques, in this proposed
framework, the planner is the rule based system which al-
lows making tentative conclusions and revising them in the
face of additional information. In other words, the plan-
ner is endowed with the ability to reason about and adapt
to a changing environment. As the result of the applying
the state transition rules, the generated plan represents an
applicable or consistent solution to the service composition
problem even with insufficient information during the pro-
cess. For any state Si−1, Web Service wsi is not applica-
ble to the state until certain minimal criteria are met. wsi
is specified in terms of the precondition pi, effect ei and
assumption ai, where pi must be satisfied for it to be the
precondition satisfied service (Cond-A), the effect may be
concluded, however the joint consistency of assumptions
(Cond-B) and consistency of new state of knowledge and
various service assumptions (Cond-C) are required.
Figure 3. Reasoning Process
A state in our framework is not a complete view of the
world. Usually, an agent is forced to perform sensing opera-
tions which aim at finding out the information which could
satisfy the precondition pi. Like “1” shown in Fig 3, the
sensing operation may lead to knowledge expansion of the
state Si−1. When the sensing operations complete, if pi is
satisfied, we can conclude that wsi may be applicable to the
current state Si−1 (Cond-A). Due to the knowledge expan-
sion to the state Si−1, before the transition to state Si, we
get an intermediate state S
′
i−1. This intermediate state holds
the current state of knowledge after the agent’s sensing op-
eration, which is shown as the operation step “2”. Follow-
ing the sensing operations, beforehand checking will be per-
formed by means of issuing the query S
′
i−1 |= ¬ai. If ¬ai
is entailed by the knowledge of state S
′
i−1, which means
that applying service wsi lead to an inconsistency with its
service assumption. On the other hand, if ¬ai cannot be
entailed by the knowledge of state S
′
i−1, we say the before-
hand checking is successful. This step is shown as operation
step “3”. After the successful beforehand checking, effect
ei is applied to the current state to simulate the action. As
we mentioned before, the effect ei may expand and update
the knowledge of the current state, which is shown as the
operation step “4”. This process can be presented as generic
state transition operation as we defined in page 6.
After the effect ei is applied to the current state of knowl-
edge, for this new state of knowledge Si, it is the time to
perform the afterward checking, which could distinguish
the type of service assumption ai. As defined in Section
3.2, based on the relation between ei and ai, the service as-
sumptions has been classified as transient assumption and
persistent assumption. Because the beforehand checking
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must have been successful before reaching to this step, i.e.
S
′
i−1 |= ¬ai, after applying the ei to the current state
of knowledge, if the ¬ai is entailed by the new state Si,
i.e, Si |= ¬ai, which indicates that for a Web Service
wsi = {pi, ei, ai}, ai ∪ ei |= ⊥. In this case, the ai is
classified as the transient assumption, otherwise, the ai will
be classified as a persistent assumption. This step is shown
as operation step “5”.
One of the main features in this proposed framework is
the ability to describe various service assumptions and sup-
port default reasoning with these assumptions. The service
assumptions generated from the service composition plan-
ning are represented as a set of ground literals stored in
the assumption database M. After expanding and updat-
ing the knowledge of the current state, the planner needs
to carefully perform checking to see whether any outdated
assumption is in M. Because the outdated assumptions are
not allowed to participate in the default reasoning, the status
of all outdated assumptions will be set to inactive, which is
shown as operation step “6”. After updating the assumption
database M, the service assumption ai is added to the as-
sumption database M. Based on the operation of step “3”
and “5”, we have completed the assumption type identifica-
tion checking. If the service assumption belongs to the type
of persistent assumption, then, initially, the status of this
new service assumption ai is set to be active, while if this
new service assumption is a transient assumption, its status
will be set to inactive. which is shown as the operation step
“7”.
Service assumptions are made about things that may not
specifically be known during the process of service compo-
sition. Thus what the service assumptions represent is the
environment of an underlying service composition. Clearly,
the combination of the environment and the current knowl-
edge state uniquely identify a service composition context.
A particular service composition environment is described
by the set of all active assumptions Π(M) maintained in
the assumption database M. Logically, this environment
refers to a conjunction of service assumptions. To achieve
consistent service composition, we intentionally make the
design decision that the service composition environment
is required to be consistent, which means that no contra-
diction can be inferred from Π(M). A consistent service
composition environment is enforced by Cond-B which is
shown as the operation step “8”. Note that the checking
of joint consistency of assumptions is performed after both
the effect ei is applied to the current state of knowledge
and the updating of all the detected outdated assumptions
in the assumption database M is complete. If a contra-
diction appears, it means that the service composition en-
vironment is no longer consistent and corrections to these
assumptions must be made in the face of this contradicting
information. The conclusion of applying the ei of wi to the
state of knowledge must be revoked.
On the other hand, if the the service composition en-
vironment is described by a consistent set of service as-
sumptions, the next reasoning task is to check the consis-
tency between the new state of knowledge and the set of
all active service assumptions Π(M) (Cond-B), which is
shown as operation step “9” . This task is completed by
means of checking whether the negation of any active as-
sumptions can be entailed by the current state of knowledge.
The negation of a service assumption plays the role of be-
ing a defeater, which prevents the effects associated with
this assumption being applied to the state. Similarly, if the
contradicting information is detected at this step, it means
that the previous conclusions are not appropriate in the face
of this additional information and the old conclusions must
discarded in order to incorporate new knowledge and adapt
to a changing environment. Up to now, the process of state
transition from Si−1 to Si is completed. We have illustrated
that how the new state of knowledge is reached in the pres-
ence of possibly incomplete or conflicting information.
7 Conclusions
OWL-S [1] is a formal language which aims to provide
precise and rich declarative specification of a wide variety
of properties about Web Services in order to support au-
tomation of a broad spectrum of activities across the Web
Service life cycle, such as discovery, selection, composi-
tion, negotiation and contracting, invocation and monitor-
ing of progress. In the current version of OWL-S, the vast
majority of efforts and techniques focus on the modeling
and specification of the Web Service alone. Certainly, the
declarative specifications of the prerequisites, consequences
of application of individual services and data flow interac-
tions need to be defined precisely and related to each other.
In current version OWL-S, these properties of services have
been defined by means of 〈I, O, P, E〉 . However, in the ab-
sence of these essential service assumptions about a chang-
ing environment, the service composition specification of-
fered by OWL-S is incomplete or inaccurate. Thus, in par-
allel, the assumptions made about a changing environment
also need to be explicitly represented and documented as an
indispensable part of service composition specification.
In this work, we have extended OWL-S to a richer ser-
vice description representation schema by introducing ser-
vice assumptions. The general goal of adding service as-
sumptions as one property of a Web Service is to allow
making plausible inferences in the process of service com-
position and ensure consistent service composition, which
might be seen as:
• accurately describing the service composition environ-
ment, in which most instances of a concept generally
have some property, but not always.
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• presenting the hypothetical guesses about incomplete-
ness and uncertainty.
• some combination of both.
The goal of dealing with incomplete information in the
service composition context is certainly a challenging task.
In our proposed framework, together with the proposed ser-
vice assumption, we developed a sequence of rules for rea-
soning with various assumptions during the process of ser-
vice composition planning. We also illustrated how knowl-
edge based planning could reason about incomplete knowl-
edge in the service composition context and construct a ser-
vice composition plan. During the planning process, we
showed that only when a precondition holds, then the ser-
vice is a valid candidate service to participate service com-
position. Specially, by adopting service assumptions, the
framework supports default reasoning in the presence of in-
complete knowledge. The service assumptions are made
about the things that may not specifically know during the
process of service composition, thus what service assump-
tions represent is the environment of a underlying service
composition. Logically, this environment refers to a con-
junction of service assumptions. To achieve the consistent
service composition, we intentionally make the design de-
cision that the service composition environment is required
to be consistent. Finally, consistency between the state of
knowledge and the set of all active service assumptions is
required. This consistency checking task is completed by
the means of checking whether the negation of any active
assumptions can be entailed by the current state of knowl-
edge. The negation of a service assumption plays the role of
being a defeater, which prevents the effects associated with
this assumption being applied to the state. Briefly, this pro-
posed framework allows us to make tentative conclusions
based on the available information, and to detect potential
conflicts in service composition when further suitable in-
formation about the problem is available. This proposed
work also leaves many opportunities for future improve-
ments, which include:
1. Moving beyond sequential service composition, how
the underlying service assumptions can be used to deal
with incomplete knowledge and uncertainty in dis-
tributed parallel processing.
2. To facilitate the further automation of web service
composition, it is desirable to have priorities among
various service assumptions. These priorities indicate
the different levels of the preference that the service re-
quester would have on any given service composition.
With these explicitly specified priorities, the planning
agents may be able to re-compile their knowledge in
response to conflicting information or partial failures.
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