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Este documento es la memoria del proyecto de final de carrera de Ingeniería 
Informática de la Facultad de Informática de Barcelona (FIB) llamado White Moon.  
Ha sido realizado durante el año 2011 en colaboración con el Instituto de 
Robótica e Informática Industrial (IRI), un centro de investigación dependiente de la 
Universidad Politécnica de Cataluña (UPC) y del Consejo Superior de Investigaciones 
Científicas (CSIC), dedicado a promover la investigación en Robótica y Informática 
Aplicada, colaborar con la comunidad en proyectos de tecnología industrial y ofrecer 
educación científica (1). 
 
Ilustración 1-1 Logotipo del IRI 
 
1.1 INTRODUCCIÓN 
 White Moon es un proyecto de investigación, en el cual se estudia la viabilidad 
en el diseño, la construcción y la programación de un robot tipo ameba controlado por 
un ordenador, utilizando elementos comunes en la robótica actual, como actuadores 
prismáticos o sensores. 
 Con la creación del prototipo, es posible entender las dificultades que una 
cinemática de estas características conlleva. También permite una comparación con 
las diferentes estrategias de movimiento existentes en maquinas actuales y un estudio 
económico de la implementación de esta tecnología en diversos ámbitos.  
 White Moon se aparta de los proyectos habituales de la FIB, debido a que no 
es de ingeniería sino de investigación: se trata de la creación de un prototipo de robot 
con capacidades de modificar su propia superficie y esto tiene como consecuencia un 
formato de diferente a lo habitual en los proyectos de final de carrera: 
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 No se tienen en cuenta las aplicaciones, el número de productos que producirá 
y venderá (ya que esto no es tarea del investigador). 
 
 Se han hecho tareas de diseño y construcción del robot (diseñar piezas, 
buscar e investigar la viabilidad de componentes y materiales…) 
 
 Debido a la naturaleza de investigación del proyecto no se ha formalizado la 
programación del código, lo cual ha hecho que no se utilice en exceso las 
metodologías y patrones de la Ingeniería del software. 
 
1.2 NECESIDAD DEL PROYECTO 
 A diferencia de los demás seres vivos, el cuerpo humano no es particularmente 
rápido, fuerte o resistente. Para suplir estas carencias, a lo largo de la historia se han 
ideado diversos métodos para complementar las carencias físicas de los seres 
humano, lo cual ha sido de gran ayuda para su supervivencia y desarrollo.  
Al principio se utilizaban animales, como los caballos, para diversos usos, 
habitualmente como medio de transporte y animal de carga. Con la el descubrimiento 
de nuevas tecnologías y fuentes de energía (carbón, gasolina), se fueron creando 
diversas maquinas complejas diseñadas para tareas especificas. Debido a que su 
potencia y velocidad superaban a los de los animales, estos fueron siendo 
desplazados en los diversos por las nuevas tecnologías. 
 
1.2.1 Locomoción terrestre y ruedas 
 
 En el caso particular de la locomoción, casi todas las máquinas terrestres 
actuales utilizan ruedas, un mecanismo que se aprovecha de la fricción de una 
superficie para desplazarse. Desde su invención ha demostrado ser simple y versátil, y 
es por ello que ha sido utilizada para diversas tareas, como desplazar grandes pesos 
con menos esfuerzo, la transmisión de pares motrices, adquirir grandes velocidades 
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de forma más eficiente que cualquier animal conocido… Es por ello que la rueda es 
considerada como uno de los inventos fundamentales de la humanidad. 
 Existen infinidad de vehículos que utilizan la rueda para moverse por diversos 
tipos de terrenos. Algunos de los más conocidos son el coche, la motocicleta 
 
 
Ilustración 1-2 Coche  
 
El coche es uno de los vehículos con ruedas más 
comunes 
  
Pero aunque la rueda ha sido uno de los descubrimientos más útiles, también 
tienen diversos inconvenientes: 
 Grados de libertad:  
La rueda clásica solo tiene 1 grado de libertad en una superficie: el movimiento 
está limitado a una dirección. Para cambiar la dirección de la rueda, esta ha de 
ser girada de forma perpendicularmente a su eje, lo cual incluye 
complicaciones extras en los vehículos, como mecanismos de giro o la 
necesidad de realizar complejas maniobras para poder trasladarse a una 
dirección diferente. 
 
Para compensar este inconveniente, existen variaciones, como la rueda 
omnidireccional, que usadas en de dos en dos,  sacrifican velocidad y energía 
para dotar de la habilidad de moverse en las dos dimensiones, o la rueda bola, 
que añade la dificultad extra de mantenerla en equilibrio y precisa varios 
motores para controlarse.  
 




Ilustración 1-3 Ruedas omnidireccionales 
 
 
 Dependen de la fricción del medio: 
En algunas superficies de baja fricción, como el hielo o suelos con muchas 




Ilustración 1-4 Las cadenas en las ruedas 
 
 
 Terrenos irregulares: 
No se adapta bien al moverse en terrenos irregulares. 




Ilustración 1-5 Tanque 




En una pendiente la gravedad puede ser un problema. 
 
 La solución habitual para controlar este tipo de problemas es adaptar el medio 
para satisfacer las restricciones de las ruedas; para ello se crea una superficie 
adecuada para los vehículos con ruedas, como las carreteras asfaltadas. La 
naturaleza, por otro lado, utiliza una estrategia opuesta, adapta el modo de locomoción 
al medio en el cual un ser vivo se moverá. Esto ha creado infinidad de sistemas 
diferentes y altamente adaptables para multitud de situaciones distintas. En todas 
estas formas de movimiento la rueda es totalmente inexistente, lo cual hace que sea 
interesante estudiar sus mecanismos y comprobar si pueden ser útiles, especialmente 








 Las amebas y otros seres unicelulares, llamados comúnmente ameboides, son 
caracterizados por no tener extremidades especializadas y por su habilidad para 
deformar su cuerpo dependiendo sus necesidades. Esta última característica les 
permite modificar su cuerpo para adaptarse a diversas situaciones, y generar 
prolongaciones de su superficie, que pueden ser utilizadas para diversas funciones, 
entre ellas alimentarse o moverse. 
 El caso particular de la locomoción ameboide en una superficie está basado en 
minúsculas deformaciones temporales, llamadas seudópodos.  
 
Ilustración 1-6 ameba 
Las amebas no tienen extremidades ya que pueden generarlas con 
deformaciones de su cuerpo cuando sea necesario. 
 
 En la actualidad no se dispone de maquinas que puedan imitar estas 
características, por lo cual, el objetivo del proyecto White Moon es determinar si es 
posible implementar un robot cuya movilidad e habilidades sean similares a la de las 
amebas, mediante la creación de un prototipo.  
 El robot implementado en este proyecto ha de poder deformar su superficie 
cuando sea necesario, y ha de poder desplazarse utilizando esta habilidad. A demás, 
ha de ser construido con componentes y dispositivos que no sean difíciles de 
encontrar hoy en día. Finalmente,  se ha de disponer de un programa que nos permita 
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interactuar con el robot fácilmente, y que automatice cualquiera de las funciones de 
White Moon. 
 Para conseguir este objetivo se ha de investigar y solucionar problemas en 3 
ámbitos distintos: diseño, construcción de prototipo y programación. 
 Diseño: ¿Qué tipo de deformaciones son necesarias para moverse? ¿Con 
que componentes y materiales se puede implementar este tipo de 
movimiento? ¿Cuál será el tamaño y el peso una vez construido?  
 
 Construcción: obtención de los materiales para la construcción, controlar la 
suministración de energía a cada uno de los dispositivos del robot, construir la 
electrónica necesaria para el control del la maquinaria… 
  
 Programación: ¿Cómo se interactúa con cada uno de los componentes? 
¿Cómo averiguar el estado de la maquina en un momento determinado? 
¿Cómo automatizar los procesos de control?  
 
1.3.1 Posibles aplicaciones 
 
 Este es un proyecto de investigación en el cual se ha estudiado las 
características que ha de poseer un robot ameboide. Esto significa que el objetivo final 
es superar los diversos obstáculos para poder construir un prototipo, que nos permitirá 
entender la viabilidad de la construcción de una maquina de estas características. Por 
esta razón no se ha hecho con una aplicación industrial o comercial en mente.  
 De todas formas se puede comprobar que una maquina ameboide pueden ser 
de utilidad en diversas aplicaciones, una vez estudiadas sus características, que se 
enuncian a continuación: 
  
 Variar y deformar el tamaño a voluntad: La superficie de White Moon se 
puede deformar de diversas formas, y esta habilidad solo está limitada por la 
distribución y las características de los 12 actuadores que lo forman. 
 
White Moon: Diseño e implementación de un robot tipo ameba 
23 
 
 Libertad de movimientos: Movimiento con dos grados de libertad. 
 
 Superficie homogénea: Toda la superficie del robot es homogénea y puede 
ser deformada. 
 
 Económico: El hardware y el programa de control no son especialmente 
complicados o caros. 
 
 Tecnología escalable: El trabajo conseguido en este proyecto es fácilmente 
escalable en distintos tamaños y para diferente número de actuadores. 
 
 Gracias a estas características y extrapolando otras funcionalidades que 
podrían ser implementadas en futuros prototipos, pueden construirse diversas 
variaciones del robot pensados para una utilidad determinada: 
 
 Un robot de estas características no podría alcanzar grandes velocidades, 
aunque sería relativamente fácil adaptarlo para poder moverse en zonas 
irregulares, arenosas o nevadas, lo cual lo hace interesante para ser usado 
como sonda de exploración. 
 
 Una posible variación de este robot podría tener varias formas para 
desplazarse, adaptándose a zonas estrechas o bajas dependiendo de las 
necesidades, lo cual hace que sea relativamente fácil meterse por oberturas. 
 
A demás, la habilidad de cambiar su superficie hace que, dependiendo del tipo 
de actuadores que se use para construirlo, pueda ser usada para obstruir 
agujeros. 
 
Una aplicación interesante de estas dos características es robot de que podría 
de meterse en oberturas reducidas o de difícil acceso para dentro aumentar su 
volumen, permitiendo tapar fugas de fluido, gas, radioactividad… 
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 Dependiendo del número y características de actuadores con el cual se 
implemente, se puede lograr una ―herramienta universal‖ con la habilidad de 
cambiar de forma dependiendo las necesidades. 
 
1.4 TAREAS ABORDADAS EN EL PROYECTO 
 En este proyecto se han realizado diversos tipos de tareas de diferentes 
ámbitos. Si bien se ha intentado que el estudiante haya participado en casi todas las 
actividades de la construcción del robot, se ha utilizado el personal y los recursos del 
IRI para completar las tareas más complicadas o que no podían ser abordadas. 
 De esta forma, el estudiante ha realizado las siguientes tareas: 
 Ayuda en el diseño del robot: la primera propuesta para el robot fue ofrecida 
por el director del proyecto, y el estudiante tubo que investigar y realizar 
reuniones con los miembros del IRI para determinar, conceptualmente, cuál era 
la forma más conveniente. Una vez decidida cual sería la forma, el estudiante 
colaboro para determinar algunos de los materiales estructurales, como las 
barras que unen los vértices del chasis 
 
 Diseño de piezas: El estudiante tubo que abordar los problemas para el 
diseño de una de las piezas, más específicamente, el vértice del chasis del 
robot, pieza que comportaba una dificultad especial. Si bien la propuesta que 
realizó no era la adecuada para realizar la maquina en tamaño reducido, se 
utilizó como base para generar la pieza definitiva. El resto de piezas fueron 
creadas por los miembros del IRI, si bien la idea del rigidizador vino a partir de 
una observación del estudiante. 
 
 Pruebas con dispositivos: El estudiante realizó diversas pruebas con los 
sensores y los actuadores del robot, y su comunicación con un ordenador. Esto 
permitió definir algunos de los dispositivos que el robot tiene instalados en su 
interior. 
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 Construcción: El estudiante participo en la construcción y colocación del 
chasis del robot. El diseño de la batería, la circuitería y el ensamblaje de los 
diferentes componentes electrónicos fue realizado por miembros del IRI. 
 
 Programación: El estudiante realizó un programa de control en C++ de forma 
totalmente independiente, mientras que el IRI trabajaba con una utilidad 
implementada con Matlab. Si bien toda la implementación del programa en C++ 
fue creada exclusivamente por el estudiante, tuvo asesoramiento para 
conceptualizar el algoritmo de movimiento y las bases matemáticas en las 
cuales este se basa. 
 
1.5 MOTIVACIÓNES PERSONALES 
 Desde siempre me han atraído las maquinas y la ciencia ficción, en particular 
los robots. Uno de los sueños que he tenido desde que era pequeño ha sido construir 
un robot, y de hecho, la robótica fue una de las razones que me hizo orientarme a una 
carrera de ingeniería, como la informática. 
 Durante toda mi vida universitaria he estado intentando elegir la optativa de 
robótica, incluso después de que muchos de mis compañeros recomendasen coger 
otro tipo de asignaturas ―mas fáciles‖. De todas formas no tuve la oportunidad de 
cursarla hasta el final de la carrera, por problemas de compatibilidad de horarios. En 
ese cuatrimestre fue cuando tenía que empezar a elegir un proyecto de final de 
carrera. Entre todos los que encontré disponibles en la oferta de la FIB no veía 
ninguno que me interesase especialmente y, como al cursar la asignatura de Robótica 
vi que me gustaba, decidí preguntar a mi profesor (Federico Thomas)  si tenía algún 
proyecto disponible, a poder ser que fuese de investigación. Entre él y yo intentamos 
definir alguna idea hasta que, al final, Federico propuso el crear un robot utilizando el 
concepto de tensegrity o integridad tensional. Debido a las propiedades de estas, se le 
ocurrió que podía diseñarse un robot ameba, lo cual me pareció bastante interesante.  
 Yo ya había oído hablar de robots amebas en la ciencia ficción y también de 
algún proyecto orientado en esta dirección (ver punto 2.2.3.1, página 44). La idea de 
hacer un robot que podía cambiar de forma utilizando elementos que se encuentran 
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hoy en día me pareció una forma genial de realizar el proyecto final de carrera, y sobre 
todo, de aprender todo lo que pudiese en un ambiente de investigación en vez de uno 
orientado a la empresa, con el cual había tenido más contacto hasta entonces. 
 A los pocos días nos dimos cuenta que las tensiones que el robot sufriría 
debido a utilizar el concepto matemático de integridad tensional daban demasiadas 
dificultades al robot, y que este podía ser construido perfectamente con un diseño más 
sencillo. Como la idea era interesante (¡y emocionante!) decidimos seguir adelante con 
el proyecto. 
 He de decir que, aun ahora, después que el robot ya haya sido construido, al 
verlo me siento como un niño pequeño el día de reyes.  
 
1.6 ORGANIZACIÓN DE LA MEMORIA 
 Esta memoria comienza con dos capítulos introductorios, el primero explica los 
detalles que llevaron a la creación de este proyecto, mientras que el segundo explica 
de forma general el estado de la robótica actual, mayormente de aquellos proyectos 
que muestran alguna semejanza con White Moon. El resto está organizado a partir de 
las fases que se han seguido en este proyecto, las cuales fueron identificadas cuando 
se realizaba la gestión de White Moon y se investigaba los requisitos que el prototipo 
debía tener. Finalmente se ha hablado de los resultados y se han añadido los anexos, 
que completan algunos conceptos explicados en la memoria. 
 A continuación se muestra una lista con cada uno de los capítulos de la 
memoria y una pequeña explicación de que se trata en el. 
 
 Descripción del proyecto: Introducción, explica las razones por las cuales 
este proyecto se originó. 
 
 Estado del arte: Un pequeño resumen del estado actual de los proyectos de 
robótica que muestran alguna similitud con White Moon. 
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 Fase de gestión: se explica lo aprendido en la fase de gestión, y todos los 
pasos realizados, tales como análisis de requisitos, planificación, gestión de 
tiempo y gestión económica. 
 
 Fase de diseño: explica todo lo analizado y aprendido mientras se investigaba 
si era factible fabricar un robot ameba, desde los conceptos teóricos y 
matemáticos, hasta los diversos dispositivos y pruebas que se hicieron para 
comprobar si podían ser utilizados. 
 
 Fase de construcción: Ilustra el ensamblaje del robot y explica cómo se 
montaron cada uno de los componentes que forman parte de este. 
 
 Fase de programación: Se habla sobre los programas utilizados en el 
ordenador que controla White Moon, desde los programas propietarios de 
algunos componentes hasta el ejecutable implementado en este proyecto para 
controlar al robot. 
 
 Tareas Pendientes: se explican todas las funcionalidades y detalles que no 
han podido ser añadidos dentro del robot por diversos motivos, y que se han 
dejado para ser implementados en proyectos futuros 
 
 Conclusiones: se explican los resultados obtenidos y que se ha aprendido al 
realizar este proyecto. 
 
 Índices: aquí se encuentran las diversas tablas de ilustraciones, esquemas… 
También se ha añadido una lista de acrónimos utilizados en el proyecto y un 
pequeño glosario. 
 
 Anexos: Aquí se tratan diversos temas extras relacionados con el proyecto 
que no formaban parte de la memoria pero complementan la información 
explicada en ella.  
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2 Estado del arte 
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 Este es un proyecto independiente, desarrollado íntegramente en el periodo de 
un año (desde febrero del 2011 hasta enero del 2012). La idea surgió a partir de la 
observación de las propiedades de un tipo de estructura llamada tensegridad1, la cual 
parecía que compartía características con la superficie de las amebas. Al poco tiempo 
del inicio del proyecto se descubrió que las tensegridades no podían ser utilizadas de 
forma eficiente para construir un robot ameboide, debido, entre otras cosas, a las altas 
tensiones que los actuadores tendrían que soportar, por lo cual fueron descartadas del 
diseño. A pesar de esto, se consideró que este tipo de cinemática era interesante y 
factible en un periodo de tiempo razonable, por lo cual se continúo adelante. 
 Por la forma en que se originó, White Moon ha sido desarrollado de forma 
independiente, sin partir de ningún proyecto anterior que pudiese ser utilizado como 
base. Este hecho también hace que su tecnología sea única, y por lo tanto, no existen 
muchos prototipos que puedan considerarse ―rivales‖. 
 De todas formas, es cierto que existen otros proyectos con objetivos similares, 
como WSL(2), cuyo propósito es generar nuevas tecnologías y materiales que 
permitan hacer robots ameboides. También se podría considerar proyectos de robótica 
similares, todos aquellos que están basados en el estudio de cinemáticas de seres 
vivos. 
 En este capítulo se repasará varias de las diversas propuestas de proyectos de 
investigación en robótica que muestran algún tipo de similitud con White Moon. 
 
2.1 ROBOTS HUMANOIDES 
 Los Robots humanoides o antropomórficos son aquellos que imitan la conducta 
y/o la apariencia humana. Desde hace años que la posibilidad de crear una maquina 
capacidades similares al ser humano ha estimulado la imaginación de las personas, y 
esto se puede comprobar por la gran cantidad de maquinas humanoides existentes en 
la cultura popular: 
                                               
1
 Principio estructural basado en el empleo de componentes aislados comprimidos que se 
encuentran dentro de una red tensada continua, de tal modo que los miembros comprimidos 
(generalmente barras) no se tocan entre sí y están unidos únicamente por medio de 
componentes traccionados (habitualmente cables) que son los que delimitan espacialmente 
dicho sistema 
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 Existen innumerables películas y series de ficción cuyos protagonistas son 
robots humanoides (terminator, Inteligencia artificial). 
 
 En la literatura de existen gran cantidad de historias dedicadas a este tipo de 
robots. Un ejemplo es Isaac Asimov, uno de los divulgadores y escritores de 
ciencia ficción más famosos del siglo XX; de sus obras, las más famosas son 
las que tratan de robots (el hombre bicentenario, yo robot…). 
 
 En comics, videojuegos, dibujos animados… los robots humanoides que 
interactúan con personas son constantes. 
 
 Esto ha hecho que el diseño de robots humanoides sea bastante mediática y 
que existan muchas propuestas. También ha permitido comprobar la dificultad de 
implementar la cinemática humana, en particular el equilibrio de un robot bípedo: el 
hecho de construir un robot que pueda trasladarse con 2 piernas le permitiría moverse 
en superficies irregulares de forma más eficiente que otro con diversas patas, pero 
equilibrar su centro de masas es un problema complicado. 
  En la actualidad los robots humanoides son utilizados principalmente 
como herramientas de investigación en varias áreas científicas, debido a que permiten 
entender la estructura, comportamiento, y cognición de los seres humanos. También 
son utilizados en otros campos como el entretenimiento (animatrónicos de cine, 
juguetes) o relaciones publicas. 
 




Ilustración 2-1 Robots humanoides en la cultura popular 
En esta imagen se puede ver una escultura, a tamaño real, de 
un robot gigante, perteneciente a una serie de ficción muy 
popular en Japón. Es capaz de mover la cabeza y los brazos. 
 
 La utilidad potencial de este tipo de autómatas es, en teoría, ilimitada, ya que 
podrían realizar las mismas tareas que un ser humano, aunque en la práctica, la 
complejidad de su programación dificulta la creación de un robot de estas 
características. 
 A continuación se explicaran alguno de los proyectos de robots humanoides 
más famosos. 
 





Ilustración 2-2 ASIMO 
 
 ASIMO2 (Advanced Step in Innovative Mobility), el robot humanoide más 
famoso, fue creado en Japón en el año 2000 por la división de robótica de la empresa 
Honda. Este robot surgió como heredero de los múltiples prototipos de autómatas 
bípedos que esta compañía ha ido realizando desde la década de los 80 (Ilustración 
2-3 Los robots bípedos de honda). 
 Serie E 
Robots consistentes en 2 piernas bípedas, creados para estudiar el 
movimiento del ser humano y de otros animales, para conseguir implementar 
su cinemática. 
 
Existen 7 modelos de esta serie, numerados desde el 0 hasta el 6. El primero 
–E0-, construido en 1986, es capaz de equilibrar su centro de gravedad a 
                                               
2
 Si bien su nombre se parece al de un famoso escritor de ciencia ficción cuya obra trata, en 
gran parte, sobre robots humanoides, sus creadores afirman que este parecido es casual. 
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partir del movimiento de sus piernas fue, y el ultimo –E6-, finalizado 1993, es 
capaz de equilibrarse mientras sube escaleras o rodea un obstáculo.  
 
El nombre de la serie viene de ―Experimental Model‖ (modelo experimental). 
 
 Serie P 
El siguiente paso en el proyecto de cinemática bípeda consistía en dotar a los 
robots de un torso, acercándolo a la forma humana. 
 
Existen 3 modelos P, numerados del 1 al 3. El primero - P1- fue construido en 
1993, y es capaz de activar y desactivar interruptores, coger puertas, 
transportar cosas y coordinar los movimientos de las piernas con los brazos. El 
último - P3 – fue finalizado en 1997, siendo el primer robot humanoide bípedo 
totalmente independiente. 
 
El nombre de la serie viene de ―Prototype Model‖ (modelo prototipo). 
 
 
Ilustración 2-3 Los robots bípedos de honda 
 
En la imagen se puede observar, de izquierda a derecha, a los robots 
E0,E1,E2,E3,E4,E5,E6,P1,P2,P3 y ASIMO 
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 ASIMO ha sido diseñado con unas proporciones y articulaciones similares a las 
del ser humano, su tamaño es más reducido que los anteriores prototipos de Honda y 
los movimientos que puede efectuar son fluidos y comparables a los nuestros. 
 Es capaz de andar, correr, saltar, desplazarse en terrenos irregulares,  
adaptarse al movimiento existente en el ambiente, predecir la dirección en que una 
persona andará dentro de unos segundos basado en información obtenida en sus 
sensores, lo cual le permite elegir un camino alternativo para evitar una colisión. 
También es capaz de realizar tareas complejas con sus manos, como coger una 
botella y verter su contenido en un vaso, o hablar en lenguaje de signos.(3) 
Altura 130cm 
Anchura 48kg (6kg menos que el modelo anterior) 
Grados de 
libertad 
Total: 57 grados de libertad (23 grados de libertad más que el 
modelo anterior) 
Velocidad 9km/h (modelo anterior: 6km/h) 





Ilustración 2-4 Surena I y II 
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 Surena es un robot humanoide con características y diseño parecido a ASIMO. 
Es un proyecto desarrollado por la universidad de Teherán, Irán. Su nombre proviene 
de un general parto durante la dinastía Arsacid. 
 Actualmente existen 2 prototipos en activo y otro más en desarrollo: 
 Surena I 
Finalizado en diciembre del 2008, es capaz de andar por control remoto, 
hablar a partir de un texto predefinido. También tiene capacidades de 
búsqueda. 
 
 Surena II 
Es un proyecto conjunto de la Universidad de Teherán y el Ministerio de 
Industrias y Minas.  
 
Presentado en el 2010, Surena II puede andar lentamente combinando manos, 
cabeza y piernas, mantenerse en una sola pierna en equilibrio y bailar. Tiene 
22 grados de libertad y su en su diseño y características muestra muchas 
similitudes con ASIMO. 
 
 Surena III 
 
Es un proyecto conjunto de la Universidad de Teherán y el Ministerio de 
Industrias y Minas. 
 
Surena III está siendo desarrollado actualmente, y no existen imágenes 
públicas. Según la Universidad de Teherán (4), será capaz de caminar más 
rápido y reconocer caras, objetos, palabras y frases, reaccionando 
adecuadamente a órdenes orales. 
 











Ilustración 2-6 TOPIO 3.0 
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 TOPIO (TOSY Ping Pong Playing Robot) es una serie de robots humanoides 
diseñados para jugar al ping pong, creados por la TOSY, una compañía de robótica y 
jugetes de Vietnam. El proyecto empezó en noviembre del 2005 y actualmente 
disponen de 3 prototipos. 
 TOPIO 1.0 
 
Hizo su debut en 2007 en IREX (International Robot Exibition), Tokio. Capaz 
de jugar Ping Pong a nivel básico, pesa 300 kg, tiene dos cámaras de alta 
velocidad y dos unidades de proceso para ayudarle a reconocer la rotación y 
la trayectoria de la bola. Contiene algoritmos de inteligencia artificial que le 
permiten aprender a jugar mejor contra más veces juega. 
 
Si bien posee dos extremidades parecidas a piernas, estas son inmóviles. Sin 
embargo tiene 6 ―dedos‖ al final de ellas, cada uno con un actuador que le da 
1 grado de libertad. 
 
 TOPIO 2.0 
 
Hizo su debut en 2009 en la feria internacional de juguetes de Núremberg, 
Alemania. Tiene dos cámaras de alta velocidad y es bastante más ligero que 
TOPIO 1.0 (60 kg). 
 
Topio 2.0 posee 2 piernas con 6 grados de libertad cada una. 
 
 TOPIO 3.0 
 
El último modelo construido hasta ahora, tiene una forma y tamaño parecido a 
la de un hombre adulto de complexión fuerte. 
 




Ilustración 2-7 versiones de Topio 
 
De izquierda a derecha TOPIO 1.0, 2.0 y 3.0 
 
 
 Según el director de Tosy, Ho Vinh Hoàng(5), el propósito del proyecto TOPIO 
es construir un robot que pueda replicar los movimientos humanos para competir con 
jugadores profesionales, no solo de ping pong, sino en más deportes (futbol, beisbol). 
Este tipo de tecnología tendría varias aplicaciones prácticas en la vida real. 
 
Modelo Topio 1.0 Topio 2.0 Topio 3.0 
Altura 185 cm 215 cm 188 cm 
Peso 300 kg 60 kg 120 kg  
Energía  Hidráulica Baterias LiPo, 48V 20AH Baterias LiPo, 48V 20AH 
Actuadores Cilindros hidraulicos DC Servo Motor Brushless DC Servo 
Motor  
Piernas 6 (dos piernas con seis 
extensiones) 
2 2  
Cámaras de alta 
velocidad  




+2 en la cabeza  
+6 en cada brazo 
+1 en cada pierna (6 
piernas) 
42 
+3 en la cabeza  
+ en cada brazo 
+6 en cada pierna  
+3 en el torso 
+5 en cada mano 
39 
+2 en la cabeza 
+7 en cada brazo 
+6 en cada pierna 
+1 en el torso 
+5 en cada mano 
Tabla 2-2 Especificaciones de los robots TOPIO (6) 
 
2.1.4 Proyecto URUS: Tibi y Dabo 
 




Ilustración 2-8 Tibi y Dabo, del proyecto URUS 
 
 
 El proyecto URUS (Ubiquitous Networking Robotics in Urban Settings) tiene 
como objetivo el desarrollo de nuevas formas de cooperación entre una red de robots 
y los seres humanos en un ambiente urbano. Es un proyecto colaborativo entre el IRI 
(UPC), LAAS, ETHZ, AICIA, SSSA, la universidad de Zaragoza, ITS, UniS, UbEc, TID 
y RT. 
 URUS actualmente posee actualmente seis tipos de robots diferentes, de los 
cuales, dos de ellos son humanoides: Tibi y Dabo. Han sido desarrollados por la UPC 
y el IRI, y su nombre se basa en una montaña de Barcelona. 
 Estos robots se desplazan mediante una plataforma Segway, disponen de 
varios sensores, como cámaras CCD, GPS o sensores Laser. Tienen una pantalla 
táctil diseñada para interactuar con ellos.  
 




Ilustración 2-9 componentes de Tibi y Dabo 
 
El proyecto URUS utiliza 2 prototipos de robots humanoides, 
diseñados para interactuar con ellos en ambientes urbanos. 
 
 
2.2 ROBOTS DEFORMABLES 
 Si bien el concepto de los robots deformables es relativamente nuevo, ha sido 
explorado por la ciencia ficción desde hace años. Un ejemplo una maquina de estas 
características en la cultura popular es el modelo T1000, creado para la película de 
ciencia ficción ―Terminator 2‖. Si bien la razón de existencia de un robot así fue 
mostrar por primera vez ciertos efectos generados por ordenador en una película, el 
concepto fue tan interesante que muchas personas intentaron plantearse si se podía 
hacer una maquina con estas características. 
 




Ilustración 2-10 T1000 de la pelicula Terminator 2 
El T1000 es uno de los primeros ejemplos en ficción de un robot que 
puede cambiar de forma. A partir de ese concepto, se empezó a 
investigar si era factible hacer un robot con características similares. 
 
 Aunque desde entonces se ha investigado hacia esta dirección, no ha sido 
hasta hace poco que la tecnología necesaria para implementarlos ha comenzado a 
aparecer, gracias a nuevos materiales con memoria o en componentes químicos. Es 
por eso que hasta hace pocos años no han surgido los primeros prototipos, que 
habitualmente eran colaborativos con otros proyectos de desarrollo de nuevos 
materiales. 
 Estas son las características principales (generalmente, ya que puede variar de 
un diseño a otro) de este tipo de autómatas: 
 Resistentes a golpes 
Debido a que son (o pueden volverse) ser blandos, su cuerpo puede 
amortiguar los impactos, reduciendo el riesgo a romperse. 
 
 Adaptables a sitios estrechos 
Al poder cambiar de forma, y algunos aumentar y reducir su volumen, les 
resulta más fácil adaptarse a sitios estrechos o reducidos. 
 
 Diferentes características dependiendo de la forma 
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La habilidad de deformarse les permite cambiar de forma, lo cual puede alterar 
sus características originales, lo cual les permite adaptarse a diversos tipos de 
ambientes consiguiendo nuevas habilidades y aplicaciones.  
 
 Son lentos 
Su tipo de movimiento suele ser lento ya que no está optimizado para alcanzar 
grandes velocidades. 
 
 Si bien este tipo de robots son los que muestran más similitudes con White 
Moon, este se basa en una tecnología distinta, que combina las características de los 
robots ―clásicos‖ y los robots deformables. 
 Un detalle a tener en cuenta en los robots que se mencionarán en esta sección, 
es que, al ser prototipos basados en desarrollos de tecnologías nuevas (y algunos de 
ellos son colaboraciones con el ejercito), suelen ser proyectos cerrados, por lo cual no 





Ilustración 2-11 Dibujo ilustrativo de SquishBot 
 SquishBot es un proyecto en desarrollo de Boston Dynamics en colaboración 
con DARPA, cuya meta es crear un tipo de robots ‖babosa‖ que sean capaces de 
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deformarse, reblandecerse o endurecerse y cambiar de dimensiones, a partir de 
nuevas tecnologías y materiales. Es la continuación de un proyecto similar del MIT 
 Debido a su relación con DARPA, no se dispone de mucha información sobre 
el estado actual del proyecto. 
 
2.2.2 Proyecto Chembots 
  
 
Ilustración 2-12 Prototipo de "Chembot" 
 
 Chembot es un proyecto del MIT en colaboración con IRobot Inc., y la 
universidad de Harvard, tiene como objetivo crear robots ―blandos‖ que tengan la 
habilidad de deformar su superficie, ser flexibles y a la vez robustos. En este proyecto 
se combina química, teoría de la información y control. 
 Sus prototipos están basados en cadenas cinemáticas cerradas con forma de 
hexágonos y octágonos, y se están desarrollando actuadores basados en la expansión 
termal de fluidos, electrolisis y transición de fase. 
 Actualmente sus prototipos pueden moverse inflando selectivamente partes de 
su cuerpo usando aire comprimido. 






 Wsl (Whole Skin Locomotion) es un proyecto de investigación de Romela para 
robots móviles en general, del cual el robot Chimera es uno de los resultados. Es un 
estudio de los mecanismos de locomoción de los organismos unicelulares, 
particularmente de ameboides, y de diferentes tipos de materiales que presentan 





Ilustración 2-13 Chimera 
Su superficie puede cambiar de forma al aplicar una corriente eléctrica. 
 
 Chimera (Chemically Induced Motion Everting Robotic Amoeba), es un robot 
ameba creado por Virginia Tech en colaboración con Romela, es un robot de tipo 
ameba que se puede mover gracias a cambios en su superficie. 
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2.3 ROBOTS DE INTEGRIDAD TENSIONAL 
 Al contrario que los robots, la locomoción biológica presenta una alta tolerancia 
al daño físico. Esto es debido a la equivalencia de ―un actuador, un grado de libertad‖ 
con la cual se diseñan las máquinas, mientras que en los seres vivos, existe 
redundancia lo cual permite al cuerpo adaptarse y seguir teniendo movilidad incluso 
después de perder algún músculo o extremidad. 
 Por esta razón se ha comenzado a investigar en el concepto de integridad 
tensional, o tensegridad (tensegrity), es la característica que tienen algunas 
estructuras, cuya estabilidad depende del equilibrio de fuerzas de tracción y 
compresión. 
 
Ilustración 2-14 tensegridad 
La tensegridad es una cualidad de algunas estructuras en 
equilibrio entre fuerzas de tracción y compresión. 
 
 Este tipo de estructuras tienen las siguientes características: 
 Al estar casi totalmente huecas, son bastante ligeras 
 Son muy resistentes a fuerzas y pesos 
 Si (alguno de) los elementos rígidos son actuadores, el movimiento de uno de 
ellos puede llegar a dar lugar a varios grados de libertad. 
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 En una maquina de tensegridad es capaz de deformarse y cambiar de forma, 
variando su resistencia a los pesos 
 Estas características los han hecho un elemento muy interesante para la 
arquitectura y la robótica, si bien es un concepto que se está comenzando a 
desarrollar en este segundo campo. 
 Originalmente este proyecto fue propuesto como la construcción de un robot de 
integridad tensional con capacidades ameboides. Desgraciadamente, se pudo 
comprobar en una fase temprana que no era factible construir una superficie con 
cualidades de tensegridad, debido a las altas tensiones que estarían sometidos los 
actuadores que se utilizarían en el, por lo cual se descarto este tipo de diseño para dar 
paso a otro más sencillo. De todas formas, dado que White Moon nació de esta idea, 





Ilustración 2-15 icoTens 
 
 IcoTens es un proyecto de robot con habilidades de cambio de forma a partir 
de un diseño en forma de tensegridad. Consta de 24 cuerdas y 12 actuadores. Puede 
cambiar su forma, y se desplaza rodando, lo cual le hace significativamente mas 
rápido que otros robots similares. 
 




 Este robot presenta un concepto muy similar a White Moon, tanto en la idea de 
robot deformable, como por la forma de desplazarse que tiene (cada paso es una de 
las caras de la forma que forma, y cada una de ellas es un triangulo). 
 
Ilustración 2-16 tensegridad 




 Biot es un proyecto de robot de integridad tensional inspirado en la forma y el 
comportamiento de invertebrados como las sanguijuelas y las medusas. 
 
Ilustración 2-17 Biot 
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 El objetivo de este proyecto es conseguir estructuras robóticas más resistentes 
y parecidas a las de estos seres vivos. 
  
2.4 OTROS PROYECTOS 
2.4.1 Impass 
 Impass es un proyecto creado por Romela en el cual se experimenta con un 
robot hibrido patas-rueda, diseñado para tener una alta movilidad en terrenos 
irregulares. 
 
Ilustración 2-18 Impass 
Impass usa combinación de ruedas con actuadores. 
 
 Si bien este robot no tiene sus orígenes en un estudio cinemática de un ser 
vivo, los principios teóricos y la tecnología que utiliza para moverse es similar a la 








Ilustración 2-19 BigDog 
 
 BigDog es un robot cuadrúpedo desarrollado por la empresa Boston Dynamics, 
diseñado como una máquina de carga con capacidad de moverse por terrenos 
irregulares  o difíciles. 
 Ha sido construido estudiando el movimiento de animales cuadrúpedos, en 




Ilustración 2-20 BigDog, test de movimiento 
 BigDog es capaz de moverse por terrenos irregulares 
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3
 Este capítulo está escrito siguiendo la sección ―gestión de la integración y el alcance‖ de los 
apuntes de la asignatura PDGPE (7). 
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 En esta sección se explicarán los pasos que se han tenido que realizar en la 
fase de Gestión del proyecto. 
 Como ya se ha mencionado en el apartado anterior, el objetivo de White Moon4 
es construir un robot con la habilidad de moverse mediante deformaciones de su 
superficie. A partir de esta idea, en esta sección se pretende analizar el proyecto, de 
forma que se pueda tener una idea de los costes temporales y económicos que este 
va a requerir. 
 Para ello se procederá a definir y analizar los requisitos del proyecto y las 
actividades que se han de hacer para completarlo de forma satisfactoria. Después de 
esto, se procederá a realizar una lista de las actividades necesarias para que el 
proyecto se pueda realizar satisfactoriamente, las cuales se utilizará para analizar la 
gestionar el tiempo del proyecto utilizando la metodología PERT. A continuación se 
generarán los diagramas Gantt del proyecto con la información obtenida y, finalmente, 
se realizará el Análisis económico del proyecto. 
 Este apartado se ha realizado como guía de referencia del proyecto, por lo cual 
ha sido suficientemente flexible como para poder modificarse y adaptarse durante 
todas las etapas del proyecto. 
  
3.1 ANALISIS DE LOS REQUISITOS 
 En este punto se han seguido las pasos para identificar los requisitos del 
proyecto (no confundir con los requisitos del programa) a partir de diversas técnicas, 
como la creación de la matriz de requisitos. Una vez localizados, se procederá a 
estudiarlos para poder entenderlos mejor de cara a averiguar los procesos del 
proyecto. 
 
3.1.1 Identificación de requisitos 
 
                                               
4
 En este capítulo, White Moon se refiere al proyecto en si, mientras que en los demás este 
nombre se refiere al robot prototipo que se ha construido en el. 
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 En un proyecto de estas características es importante poder identificar los 
requisitos, ya que estos nos ayudarán a comprender tanto los objetivos, como el 
estado en que este se encuentra. Para ser capaces de obtener estos requisitos, en 
esta sección se ha utilizado la técnica de la matriz de identificación de requisitos, tal y 
como se explica  en los apuntes de la asignatura PDGPE de la Facultad de Informática 
de Barcelona (7).  
 La Matriz de identificación de requisitos se utiliza para encontrar y organizar los 
requisitos de un proyecto, a partir su ciclo de vida y los valores que este tiene. Por 
ciclo de vida, se entiende las fases por las cuales se han de pasar para conseguir 
finalizar el proyecto con éxito. Por valor del proyecto se entiende las clasificaciones de 
los diferentes aspectos que influyen y diferencian el proyecto 
 
3.1.1.1 Ciclo de vida del proyecto 
 
 El ciclo de vida de un proyecto son las fases por las cuales este ha de pasar 
para que sea finalizado de forma satisfactoria. Una vez identificada cada etapa, se 
simplifica las tareas de identificación y clasificación de necesidades e inconvenientes 
que pueden surgir en cada una de ellas, facilitando su abstracción. 
Para el proyecto  White Moon se han identificado las siguientes fases. 
 
 Planificación: En esta primera fase, se estudia la viabilidad del proyecto, los 
costes económicos y temporales que este pueda suponer. Es el paso inicial y 
prepara el camino para las siguientes etapas. 
 
 Diseño: En esta fase se estudian diferentes opciones de diseño e 
implementación, y se elige la más adecuada teniendo en cuenta las 
circunstancias del proyecto (restricciones económicas, temporales, 
problemas…). A demás, se eligen los materiales y componentes necesarios 
para la construcción del robot, por lo cual se han de realizar pruebas con cada 
uno de los candidatos.  
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 Construcción: En esta fase se procede a conseguir los materiales necesarios 
para la elaboración del proyecto, basándonos en el diseño y las decisiones 
obtenidas en la fase de diseño. Una vez obtenidos todos los componentes, en 
esta etapa se ensambla el robot. 
 
 Programación: Con la construcción del robot no basta, ya que es necesario 
conseguir controlar y automatizar todos los procesos que este necesita para 
funcionar correctamente. Esta fase es paralela tanto al diseño como a la 
construcción: en la fase de diseño se ha de saber si es factible construir 
programas de control para las distintas opciones de dispositivos que tendrá el 
robot, y durante la fase de construcción se puede implementar los programas 
de control, aunque es cuando el robot está construido cuando la programación 
cobra más importancia. 
 
 Presentación: La fase final, una vez el robot ha sido finalizado, consta de la 
presentación, en donde se muestran las conclusiones y lo aprendido durante 
la realización. En esta fase se puede mostrar el robot en acción para 
demostrar el trabajo realizado. 
 
3.1.1.2 Valor del proyecto 
  
 El valor de un proyecto son los ámbitos que hay que tener en cuenta para 
realizarlo. De esta forma, se ha de saber qué es lo que se está pidiendo, las 
restricciones temporales, sociales o económicas, los problemas que pueden surgir… 
 Podemos agrupar los requisitos en dos grandes categorías: funcionales, o 
aquello y no funcionales. Estos últimos se han dividido en 3 subgrupos. A continuación 
se procederá a explicar cada uno de los valores del proyecto 
 
Requisitos Funcionales 
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 Funcional: Son los objetivos fundamentales que se han de alcanzar una vez 
finalizado el proyecto. En el caso del proyecto es la idea original que motivo 
todo el proceso de investigación, construcción y documentación del robot. 
 
Requisitos no funcionales 
 Los requisitos no funcionales son aquellos que no están directamente 
relacionados con el funcionamiento del robot o su programación, pero sirven para 
marcar criterios que limitaran o juzgaran los resultados del proyecto. En White Moon 
se han considerado los siguientes requisitos no funcionales 
 Económico: En este punto se muestran los factores relacionados con 
presupuestos, gastos, salarios… 
 
 Temporal: En esta clasificación se encuentran todos los factores relacionados 
con el tiempo que se tarda en recibir materiales, plazos de entrega, límites de 
tiempo y en general cualquier evento que tenga como consecuencia una 
modificación del tiempo que se tardará en finalizar el proyecto. 
. 
 Riesgo: Aquí se estudia cualquier incidencia imprevista que pueda surgir en 
proyecto que tenga un efecto negativo (aumento de coste, retraso en la 
finalización…) para poder tener alternativas que permitan amoldarse a las 
circunstancias con el mínimo impacto posible. 
  
3.1.1.3 Matriz de identificación de requisitos 
 
 Usando el ciclo de vida y los valores del proyecto, se ha obtenido la siguiente 
tabla, la cual permite identificar los diversos tipos de requisitos que el proyecto tiene, 
dependiendo de la fase en cada ámbito. 
 





































- restricción: evitar 
ruedas, patas 
articuladas… 
Desglose ciclo planificación: 
- Deformar superficie 
- Superficie homogénea 
- Capacidad de orientación 
- Capacidad de interactuar con  
un usuario. 
- Capacidad de moverse con 
autonomía 
- Peso y tamaño reducidos 
- Controlar el centro de masas 
 
Derivados de los requisitos diseño 
- Obtención del software dispositivos 
- Programación de actuadores 
- Programación de sensores 
- Algoritmos de detección de estados 
- Algoritmos de automatización de 
movimientos 
- Interactuación inalámbrica. 
- Interface con el usuario. 
- Redacción de memoria del proyecto 










- El presupuesto del 
proyecto 
-  Obtención de los materiales y 
dispositivos para pruebas 
iniciales 
- Obtención de  dispositivos y 
materiales para la construcción 
del robot 
 
- Obtención de portátil para interactuar 
con el robot 
 








- Un año (dos 
cuatrimestres) 
-  Obtención de los materiales y 
dispositivos para pruebas 
iniciales 
- Pruebas iniciales 
- Obtención de todos los  
dispositivos y materiales para 
la construcción del robot 
- Construcción 
- Tiempo de implementación de los 
programas 






 - Días libres, 
compromisos 
personales 
- Pruebas no satisfactorias. 
- Tiempo de entrega variable 
de materiales 
- Mantenimiento 
- Problemas con software 
- Problemas al programar con drivers 
- Errores en el programa 
 
Tabla 3-1 Matriz de requisitos
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3.1.2 Estudio de los requisitos 
 
 Una vez localizados todos los requisitos es importante analizar cada uno por 
separado para poder entender bien los detalles y características de cada uno, lo cual 
da información sobre el estado del proyecto en cada momento. En las siguientes 
secciones se procederá a explicar cada requisito, organizados por valores del 
proyecto. 
 
3.1.2.1 Requisitos funcionales 
 
 Los requisitos funcionales son todos aquellos que informan ―que se ha de 
hacer‖. Son los motivadores fundamentales del proyecto y sirven como guía para ver si 
se ha conseguido la meta del proyecto de forma satisfactoria. 
 En el caso del proyecto White Moon, este apartado tienen una característica 
particular: el requisito correspondiente a la fase Planificación actúa a modo de objetivo 
mediador5 que durante las diversas fases del proyecto se ha ido descomponiendo en 
diversos objetivos fundamentales6 (exceptuando la fase presentación, cuyos requisitos 
son independientes). 
 A continuación se procederá a enunciar y a explicar los requisitos funcionales, 
clasificados por las fases de cada proyecto: 
 
Ciclo Planificación: 
 Construcción de un robot que se mueva deformando su superficie: 
 
El requisito funcional del ciclo de planificación es un objetivo mediador del 
proyecto: la construcción de un robot que se pueda mover deformando su 
                                               
5
 Objetivo Mediador es cualquier objetivo particular de un proyecto o un proceso decisional, que 
puede ser descompuesto en otros objetivos más sencillos.  
6
 Objetivo fundamental es cualquier objetivo particular de un proyecto o un proceso decisional, 
que no puede ser descompuesto en otros objetivos más sencillos.   
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superficie, para poder estudiar la viabilidad de una maquina con esta 
cinemática, y sus posibles aplicaciones y utilidades. 
 
 Restricción: usar actuadores prismáticos 
 
Una de las restricciones impuestas al proyecto fue crear un robot en el cual el 
movimiento mecánico fuese determinado exclusivamente por actuadores 
prismáticos. 
 
 Restricción: Evitar medios de locomoción habituales en maquinas 
 
El interés particular por este proyecto reside en que el medio de locomoción h 




 Construcción de robot que pueda deformar su superficie 
 
Uno de los objetivos fundamentales extraídos a partir del objetivo mediador del 
ciclo de planificación. 
 
El robot ha de ser capaz de deformar su superficie, que será su característica 
principal, lo cual le permitirá crear ―pseudopatas‖ (o ―pseudopodos‖) que le 
permitirán desplazarse. 
 
 Construcción de robot de superficie homogénea 
 
Uno de los objetivos fundamentales extraídos a partir del objetivo mediador del 
ciclo de planificación. 
 
El robot ha de ser capaz de deformar cualquier parte de su superficie para 
poder utilizarla para desplazarse. 
 
 Capacidad de orientación 




Uno de los objetivos fundamentales extraídos a partir del objetivo mediador del 
ciclo de planificación y del requisito ―superficie homogénea‖.  
 
El robot ha de ser capaz localizar que parte de su superficie puede ser 
utilizada para desplazarse y hacia qué dirección puede ir. 
 
 Capacidad de interactuar con un usuario 
 
Uno de los objetivos fundamentales extraídos a partir del objetivo mediador del 
ciclo de planificación. 
 
El robot ha de poder realizar las tareas que se le ordene a través de una 
interface. 
 
 Capacidad de moverse con autonomía 
 
Uno de los objetivos fundamentales extraídos a partir del objetivo mediador del 
ciclo de planificación y del requisito ―superficie homogénea‖.  
 
Dado que el robot ha de poder moverse con cualquier parte de su superficie, 
ha de poder moverse con autonomía durante cierto tiempo, sin depender de 
cables de alimentación o comunicación. 
 
 Peso y tamaño reducidos 
 
Esta restricción surge por motivos prácticos y económicos: los elementos 
disponibles para construir el robot, en particular los actuadores, tienen un 
límite de resistencia a las fuerzas de presión que pueden soportar y 
contrarrestar, por lo cual conviene que el robot sea lo más ligero posible. 
 
El tamaño, a demás de estar relacionado con el peso, permitirá al robot ser 
más maniobrable. 
 
 Controlar centro de masas 




Este requisito fue descubierto en las últimas fases del diseño y está 
relacionado con el tamaño y forma del robot, y limitado por los actuadores: el 
tipo de movimiento que White Moon tiene depende de su capacidad para 
desplazar su centro de masas fuera de un punto de equilibrio. Si los 
actuadores no pueden generar deformaciones capaces de mover el centro de 




 No hay requisitos funcionales específicos para esta fase 
 
Ciclo Diseño: 
 Obtención del software necesario para interactuar con los distintos 
dispositivos 
 
Uno de los objetivos particulares de la programación del robot, extraído a partir 
de todos los requisitos de diseño. 
 
Para poder comunicarnos con cada dispositivo del robot, hemos de tener los 
controladores necesarios que permitan a un ordenador reconocerlos y 
utilizarlos. Estos controladores suelen ser distribuidos junto a los dispositivos, 
o proporcionados por el fabricante/distribuidor de diversas formas 
(actualizaciones, pagina web…) 
 
 Programa de control de actuadores 
 
Uno de los objetivos particulares de la programación del robot, extraído a partir 
del requisito ―Construcción de robot que pueda deformar su superficie‖. 
 
Para poder deformar su superficie, el robot ha de ser capaz de utilizar sus 
actuadores cuando sea necesario. 
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 Programa de control de sensores 
Uno de los objetivos particulares de la programación del robot, extraído a partir 
del requisito ―Capacidad de orientación‖. 
 
El robot ha de poder interactuar con sus sensores para saber el estado en el 
cual se encuentra. 
 
 Programa de detección de estados 
 
Uno de los objetivos particulares de la programación del robot, extraído a partir 
del requisito de diseño ―Capacidad de orientación‖, y el requisito de 
programación ―programa de control de sensores‖. 
 
Dependiendo del estado en que se encuentre, calculado a partir de la 
información extraída del sensor, el robot ha de averiguar que actuadores 
puede utilizar para crear una deformación en su superficie que le permita 
moverse en una dirección determinada. 
 
 Programa de automatización de movimientos 
 
Uno de los objetivos particulares de la programación del robot, extraído a partir 
de todos los requisitos de diseño. 
 
Adaptándose a los datos obtenidos con el programa de detección de estados,, 
el robot ha de poder realizar las tareas –movimientos- que se le encomienda a 
partir de una interface adecuada. Este programa se ha de ocupar de todas las 
operaciones de bajo nivel relacionadas con el robot o el robot, de forma que 
las órdenes que reciba puedan ser sencillas. 
 
 Método para la interactuación inalámbrica con el robot 
 
Uno de los objetivos particulares de la programación del robot, extraído a partir 
del requisito de diseño ―Capacidad de moverse con autonomía‖. 
 
White Moon: Diseño e implementación de un robot tipo ameba 
61 
 
El robot ha de ser capaz de utilizar los dispositivos de comunicación 
inalámbrica que contiene para poder comunicarse con un usuario a través de 
una interface de ordenador 
 
 Interface con un usuario 
 
Uno de los objetivos particulares de la programación del robot, extraído a partir 
del requisito de diseño ―Capacidad de interactuar con un usuario‖. 
 
El robot ha de tener una interface en un ordenador externo, que le permita 
recibir órdenes de un usuario. Dicha interface ha de ser intutiva para liberar al 
usuario de cualquier tarea de cálculo, pero ha de ser suficientemente versátil 




 Redacción de la memoria del proyecto 
 
White Moon, a demás de ser un proyecto de investigación, es un proyecto de 
final de carrera, y como tal, es requisito importante que una vez finalizado, se 
realice la redacción de la memoria del proyecto para ser presentada. Dicha 
redacción también puede ser considerada como la documentación del robot. 
 
 Presentación del proyecto 
 
White Moon, a demás de ser un proyecto de investigación, es un proyecto de 
final de carrera, y como tal, es requisito importante que una vez finalizado, se 
realice una presentación del mismo para mostrar los resultados que se han 
obtenido. 
 
 A demás de los requisitos ya mencionadas, también se tuvieron en cuenta los 
siguientes opciones de diseño, que fueron eliminadas por no ser factibles o para 
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White Moon tenía que incorporar un ordenador que le daría cierta 
independencia y le permitiría ejecutar pequeños programas sin la necesidad 
de un soporte externo (ordenador, mando...). 
 
Esta característica se desechó posteriormente debido principalmente a la 
simplificación del diseño, pero también por otros problemas (compatibilidad de 
sistemas operativos de ordenadores reducidos con los drivers proporcionados 
por los fabricantes de los dispositivos, peso del robot en relación a los 
actuadores, hallazgo de alternativa para comunicación con la maquina...). 
 
 Movimiento en  terrenos irregulares 
 
Una de las aplicaciones más interesantes de White Moon es la capacidad 
teórica para moverse por terrenos irregulares con menos dificultad que otros 
métodos de locomoción (rueda) o con menos gasto de energía (patas).  
 
Debido a que esto podría suponer una complicación del prototipo, se ha 
decidido que es mejor hacer pruebas en un terreno plano y estable primero, 
adaptando la programación a este efecto. Así pues, esta habilidad puede ser 
implementada posteriormente sobre el prototipo posteriormente. 
 
 Robot Modular 
 
El proyecto White Moon originalmente tenía que ser una maquina modular, 
formado por un número aleatorio de robots independientes más pequeños. De 
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esa forma se podía aprovechar la habilidad de deformación de cada modulo 
para diversas funciones. 
 
Debido a que la complejidad de implementación y el coste de sistema de estas 
características eran elevados, se decidió rechazar esta propuesta, aunque 
dependiendo de los resultados obtenidos con White Moon, podría ser una 
opción interesante para otro proyecto. 
 
Concurso: Convocatoria lunar 
 Durante la implementación del proyecto se recibió la noticia de una 
convocatoria para un concurso de robots lunares. En la fase de diseño, se pensó que 
el robot podía cumplir todos los requisitos, así que White Moon fue inscrito. Sin 
embargo, una vez el robot fue construido y diseñado, se comprobó que era difícil 
diseñar el prototipo a partir de las especificaciones propuestas, ya que tanto el peso 
como en tamaño superaban los establecidos, por lo cual se decidió no presentarlo. 
 Por lo tanto, al principio del proyecto existían los siguientes requisitos 
funcionales adicionales, extraídos de las bases del concurso, que fueron rechazados 
una vez se comprobaron las limitaciones debido a los materiales disponibles y al 
diseño. 
 Volumen máximo: 100x100x100 mm 
 Masa máxima: 500 gr. 
 Altura desde donde tendrá que salir una vez iniciada la misión: 150 mm 
 
 
3.1.2.2 Requisitos económicos 
 
 Saber distribuirse los recursos de los cuales se dispone es fundamental para el 
éxito de un proyecto, ya que tienen un efecto restrictivo, que condiciona las decisiones 
que se tomaran a lo largo de su ciclo de vida. Es por esta razón que se ha considerado 
conveniente añadir los factores económicos de White Moon dentro de la matriz de 
requisitos. 
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 A continuación explicaran todos los requisitos relacionados con el dinero que 
se puede invertir en el proyecto y los gastos que pueden surgir, clasificados a través 
de las diversas fases. Para más información sobre los aspectos económicos del 
proyecto, ver sección de economía de la memoria, página 98. 
 
Ciclo planificación 
 Presupuesto del proyecto 
 
Un proyecto ha de disponer de un presupuesto inicial, el cual, dependiendo de 
las circunstancias, puede ir variando o no. En el caso de White Moon, el 
presupuesto inicial es fijo, por lo tanto ha sido una restricción importante a 





 Materiales y dispositivos para pruebas iniciales 
 
Para poder saber cuáles son las opciones que se tienen disponibles a la hora 
de construir el robot, es interesante hacer pruebas con los diferentes 
candidatos. 
 
En el caso de White Moon, se hicieron pruebas con diversos dispositivos 
electrónicos pertenecientes a proyectos pasados del IRI, lo cual, si era factible 
utilizarlos, reduciría el gasto del proyecto. Finalmente, de los que estaban 
disponibles, se consideró que el único reutilizable era el sensor ―Phidget‖, y se 
decidió proceder a adquirir el resto de los componentes. Para ello se tuvieron 
que comprar y esperar a que llegase el envío. 
 
Otro detalle importante fue la creación de las diversas piezas pasivas que 
servirían para mantener el robot ensamblado, algunas de las cuales fueron 
diseñadas en ordenador y construidas a partir de una impresora de tres 
dimensiones. Se crearon varias versiones de algunas piezas que finalmente 
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no fueron utilizadas, por lo cual se ha de tener en cuenta del material de 
impresión 3d y el gasto que la impresora en si pudiese suponer. 
 
Ciclo construcción 
 Materiales para la construcción 
 
Una vez decididos los diversos materiales que formaran el robot, se procedió a 
conseguir todos los que fuesen necesarios. Si bien, como se ha mencionado 
anteriormente, ya se disponía de algunos de los componentes de proyectos 




 Obtención de portátil 
 
Durante las diversas pruebas con White Moon se consideró interesante 
disponer de un ordenador portátil, de forma que fuese sencillo interactuar con 
el robot en diferentes ambientes, sin tener que depender de estar en el 
laboratorio para cualquier prueba o para la presentación. 
 
Ciclo presentación 
 Impresión de la memoria 
 
En la fase final del proyecto, se tiene la obligación de imprimir la memoria si 
esta  es pedida, lo cual también supone un gasto económico relacionado con 
el proyecto. 
 
3.1.2.3 Requisitos temporales 
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 De forma análoga a los requisitos económicos, el tiempo es factor importante 
en un proyecto. Existen fechas de entrega que presionan para que sea acabado a 
tiempo, la adquisición de material puede suponer un retraso si este tarda mucho en 
llegar… 
 En White Moon se ha creído conveniente tener en cuenta los factores 
temporales para poder programar el proyecto de forma adecuada. A continuación se 
muestran los requisitos relacionados con el tiempo y una explicación de cada uno. 
 
Ciclo planificación 
 Tiempo de entrega 
 
White Moon fue diseñado como un proyecto que pueda ser finalizado en un 
plazo máximo de un año. La decisión de este periodo te tiempo ha estado 
relacionada con diversos factores: presupuesto, necesidades individuales de 
los diversos componentes que han trabajado en White Moon, riesgo de que 
otros grupos finalicen y patenten un prototipo con tecnología similar, 




 Materiales y dispositivos para pruebas iniciales 
 
Para elegir materiales y dispositivos adecuados para la construcción, primero 
se hubo de hacer diversas pruebas con cada uno de ellos, lo cual supuso un 
coste de tiempo: 
 
- Algunos dispositivos se hubieron de encargar, por lo cual hubo un 
tiempo de espera hasta que llegaron. 
- Se necesitó tiempo para diseñar y construir algunos de los 
componentes.  
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Todos estos detalles han tenido su coste en tiempo, alargando la fase de 
diseño. 
 
 Pruebas iniciales 
 




 Obtención de los dispositivos y materiales 
 
Una vez decididos los dispositivos y materiales, se necesitó invertir tiempo 









Se necesitó tiempo para documentarse e implementar los diversos programas 
que permiten al robot moverse con autonomía. 
 
Ciclo presentación 
 Plazos del proyecto una vez matriculado 
 
Una vez el proyecto ha sido matriculado, existen ciertos plazos que se han de 
cumplir relacionados con entregas del informe, presentación al tribunal, 
entrega de la memoria… 







 Finalmente, para poder tener recursos suficientes para poder amoldarse a 
cualquier incidencia que podamos imaginar, es importante tener en cuenta los riesgos 
y problemas que pueden surgir durante el proyecto, los cuales pueden afectar al 
proyecto tanto en el aspecto funcional (uno de los requisitos no se puede hacer o es 
demasiado costoso, por lo cual se ha de revisar), económico (algún problema supone 
adquirir recambios lo cual se traduce en dinero), temporal (adquirir recambios supone 
dedicar tiempo a buscarlos, encargarlos y esperar que se reciban).  
A continuación se estudiaran cada uno de ellos y como pueden afectar al proyecto. 
 
Ciclo planificación 
 Días libres o compromisos personales 
 
Se han de tener en cuenta los días laborables disponibles y planificar los días 
de fiesta. Es también posible que las personas que forman parte del proyecto 
necesiten algunos días libres de forma personal o por enfermedad. 
 
Este requisito puede darse en cualquier fase del proyecto pero se ha 




 Pruebas no satisfactorias. 
 
Es posible que al hacer pruebas con distintos materiales o dispositivos del 
robot surgiesen problemas. En este caso se ha de invertir cierto tiempo para 
intentar arreglar el problema y considerar si el elemento en cuestión ha de ser 
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desechado y utilizar un sustituto, lo cual tendría un coste tanto en tiempo como 
en dinero (conseguir el sustituto). 
 
En el peor de los casos, dichas pruebas pueden mostrar que no es factible 
cumplir alguno de los requisitos funcionales, lo cual tendría como 
consecuencia un replanteamiento de los objetivos del proyecto. 
 
Ciclo construcción 
 Tiempo de entrega variable de los materiales 
 
Al encargar materiales, es posible que se tarde en obtenerlos o que se pierdan 




Alguno de los componentes o materiales del robot puede fallar en un momento 
determinado. En estos momentos el robot necesita un tiempo de localización 
del problema (aumento de coste en tiempo), un número determinado de 
recambios para substituir los elementos problemáticos (coste en dinero y 





 Problemas con software 
 
Existe el riesgo de que algún programa no implementado en el proyecto, 
perteneciente a alguno de los dispositivos del robot, funcione bien en un 
ordenador pero de problemas en otro.  
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También se ha de tener en cuenta que es posible que en el prototipo no se 
pueda utilizar cierto software que se usa en las pruebas, lo cual puede forzar a 
replantear los objetivos del proyecto (por ejemplo, sacrificar autonomía no 
instalando un ordenador interno, debido a que todos los drivers de dispositivos 
no sean compatible con este tipo de elementos). 
 
 Problemas al programar con drivers 
 
Durante la programación pueden surgir diversos problemas de distintos 
ámbitos: 
 
- Es posible que los dispositivos usados no tengan soporte para los 
lenguajes de programación que se pretendían utilizar. 
- Localización de incidencias en el código puede ser costoso en tiempo. 
- Incompatibilidades entre dispositivos utilizando diversos tipos de 
entorno. 
- Mala documentación por parte del fabricante-distribuidor 
- Driver proporcionado por el fabricante-distribuidor pensado para un 
entorno determinado con poca posibilidad de cambio (sistema 
operativo, lenguaje de programación…) 
- Driver del fabricante-distribuidor incompleto o muy básico, lo cual 
forzaría a buscar soluciones alternativas a problemas como la 
comunicación con el dispositivo o la identificación de este. 
 
Todos estos problemas tienen un coste, a veces económico pero 
principalmente en tiempo de implementación. 
 
 Errores en el programa 
 
Implementar un programa complejo como el de White Moon es proclive a 
generar errores que son fáciles de pasar por alto, pero pueden causar 
problemas más adelante. En estos casos, la localización de errores puede 
suponer una gran inversión en tiempo. 
 
 




 No se ha considerado ningún problema en esta fase 
 
3.2 PROCESOS 
 A demás de identificar los requisitos, es necesario controlar las actividades 
para asegurarnos que no existe ningún problema mientras el proyecto dure, lo cual 
nos permitirá saber si nos estamos desviando del tiempo planeado o si se ha 
descuidado alguna tarea en particular. 
  Por esta razón es importante hacer un estudio mostrando todas las acciones 
necesarias para el éxito del proyecto, dependiendo del la fase en que este se 
encuentre. Para facilitar su identificación  se ha generado una matriz de procesos. En 
este ámbito, entendemos por proceso, cada una de las diferentes actividades que se 
han de realizar para que un proyecto se pueda cumplir de forma satisfactoria. 
  
3.2.1 Tipos de procesos 
  
 En la matriz se clasifican los diferentes procesos necesarios en White Moon a 
partir del ciclo de vida y el tipo. El ciclo de vida del proyecto es siempre el mismo, por 
lo cual coincide con la matriz de requisitos (ver sección Ciclo de vida del proyecto, 
página 52). La diferencia principal en organización de la matriz de procesos, es que en 
esta se utiliza la clasificación ―tipos de procesos‖, que contiene las siguientes 
divisiones: 
 
 Procesos estratégicos: 
Muestra los procesos relacionados a la manera en cómo se desarrollará el 
proyecto. Las actividades pertenecientes a esta clasificación coordinan/dirigen 
otros procesos. 
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 Procesos clave:  
Son los procesos que identifican qué es lo que se hace en cada fase del 
proyecto, y describen la cadena básica de operaciones. 
 
 Procesos de soporte 
Establecen las necesidades que permiten la realización de los procesos clave 
para desarrollar los procesos clave.  
 
3.2.2 Matriz de procesos 
 
 La matriz de procesos se construye a partir del ciclo de vida, y el tipo de 
proceso, los cuales ayudan a identificar las acciones (procesos) necesarias para que 
el proyecto se realice de forma satisfactoria. A continuación se muestra la matriz de 
procesos obtenida para el proyecto White Moon 
  






























- Reuniones de 
planificación 
- Generar un 
calendario 
 
- Reuniones de 
diseño 






 - Pruebas con 
los componentes 
- Pruebas con el 
robot 









   - Ensamblaje del 
robot 









- Búsqueda de 
información 
 




-  Mantenimiento 
y Control de la 
calidad del robot 
 
 - Obtener todos 
los recursos 
gráficos de la 
memoria 
Tabla 3-2 Matriz de procesos del proyecto 
 
 
3.2.3 Estudio de los procesos 
 
 Una averiguados los procesos, es interesante estudiarlos por separado, ya que 
esto dará información sobre qué actividades es necesario hacer en cada momento. En 
las siguientes sub-secciones se explicarán los procesos, ordenados a partir del tipo de 
proceso y ciclo. 
 
3.2.3.1 Procesos estratégicos 
 
 Como ya se ha mencionado, los procesos estratégicos son aquellos que 
coordinan y dirigen las actividades del proyecto. Aquí es donde se decide que se ha de 
hacer, como, cuanto se ha de tardar, si se necesita más tiempo, si se necesitan más 
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recursos… A continuación se explicara en detalle cada uno de los procesos 
pertenecientes a esta clasificación, organizados a partir del ciclo al cual pertenecen 
 
Ciclo Planificación: 
 Reuniones de planificación 
 
Para poder planificar el proyecto de forma correcta, es necesario mantener 
una o varias reuniones orientadas a este propósito.  
 
En ellas, las personas que trabajaran en la construcción del robot pueden 
aportar su visión de cómo se ha de realizar las diversas partes del proyecto, y 
el director puede hacerse una idea de si lo que se desea es factible, si los 
requisitos funcionales originales son correctos o necesitan ser modificados y, 
finalmente, de los recursos y tiempo que se han de invertir que el proyecto se 
pueda poner en marcha. 
 
 Generar un calendario 
 
Una vez se tiene claro que y como se ha de hacer para realizar el proyecto, es 
importante crear un calendario que permita programar las tareas. 
 
El calendario ha de ser suficientemente flexible y adaptable ya que es 
probable que surjan incidencias una vez que White Moon esté en marcha, 
pero también ha de ser razonable, para evitar que se consuma demasiado 
tiempo. Al acabar el proyecto será interesante comparar el calendario original 
con el calendario seguido en la realidad. 
 
Ciclo Diseño: 
 Reuniones de diseño 
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En esta fase del proyecto se ha de matizar como se construirá y programará el 
robot. Para ello es importante hacer una serie de reuniones dedicadas al 
diseño, lo cual nos permite elegir entre diversas propuestas y  materiales.  
 
Las primeras reuniones en esta fase se dedicarán a ofrecer diversas 
propuestas de diseño, y en las siguientes se informará si las ideas propuestas 
anteriormente son viables y, si no lo son, las alternativas disponibles. 
  
 Pruebas de los componentes candidatos 
 
En las sucesivas reuniones de diseño se proponen diversos materiales y 
dispositivos candidatos a ser utilizados en el prototipo de robot de White Moon. 
Antes de tomar una decisión definitiva y adquirir todos los componentes que 
se utilizarán, es necesario comprobar si se pueden utilizar sin problema o si 
existe algún inconveniente con alguno (resistencia al peso que tendrá el robot, 
tipo de funcionamiento, compatibilidad con sistemas operativos, calidad del 
componente). 
 
Una vez se han hecho las pruebas adecuadas, se puede argumentar en la 
siguiente reunión de diseño si es factible utilizar los diseños propuestos o si se 
descartará alguno. 
 
 Documentar las pruebas 
 
Es importante documentar cada una de las pruebas que se ha realizado y los 
resultados obtenidos, ya que apoyarán las decisiones que se tomarán en 




 Pruebas con los componentes 
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El ciclo de programación es paralelo al ciclo de diseño y al ciclo de 
construcción y mantenimiento y por ello importante comprobar si se puede 
acceder y controlar cada uno de los componentes electrónicos del robot, y si 
es factible generar un programa. 
 
Si bien este proceso forma parte del proceso ―prueba de componentes 
candidatos‖ perteneciente al ciclo de diseño, es importante mencionar que, las 
pruebas realizadas en programación son la base del programa que el robot 
utilizará y por tanto también pertenece al ciclo de programación. 
 
 Pruebas con el robot 
 
Una vez se han probado los componentes por separado en los procesos 
estratégicos, lo cual se realiza paralelamente a la fase de diseño, y se ha 
finalizado la construcción del prototipo, se han de realizar pruebas sobre él, 
para comprobar que los programas se ejecutan correctamente cuando todos 
los dispositivos funcionan a la vez, ya que es posible que existan 
incompatibilidades entre ellos. Para evitar este y otro tipo de problemas que 
puedan surgir, se ha de modificar el programa para garantizar que los diversos 
dispositivos que se controlan puedan utilizarse y coordinarse correctamente. 
 
 
 Documentar las pruebas 
 
De forma similar al proceso anterior, la documentación de las pruebas forma 
parte a la vez del proceso de diseño y el proceso de programación debido a 
que son ciclos paralelos y a que el programa utilizado en las pruebas es la 
base del programa final. 
 
En el caso de la programación también es importante mantener una 
documentación de las pruebas y los problemas surgidos, ya que estos pueden 
repetirse en el futuro. También se ha de tener en cuenta que a lo largo del 
tiempo el programa aumentará en complejidad, así que tener escritos las 
decisiones de programación y las incidencias encontradas facilitarán entender 
el programa cuando se haya de modificar o usar como referencia en el futuro. 




Esto también permitirá entender el tipo de decisiones tomadas en ciertas zonas 
del código y si pueden o no ser eliminadas en el programa final. 
 
Ciclo Presentación: 
 Redactar documentación y conclusiones  
 
A partir de la documentación tomada durante todo el proyecto, se ha de 
escribir una documentación, de forma organizada, que permita a otras 
personas entender el funcionamiento del prototipo White Moon, como fue 
diseñado, que se puede hacer con él y aprender de la experiencia adquirida al 
construirlo. Esto también permitirá presentar públicamente el prototipo y 
ayudara a argumentar cada una de las fases del proyecto y las decisiones 
tomadas,  y ayudará a entender las diversas aplicaciones que lo aprendido ha 
aportado. 
 
 A demás, la documentación también debe mostrar las conclusiones a las 
cuales se ha llegado al finalizar el proyecto, lo cual ayudará en proyectos 
similares en el futuros 
 
 
3.2.3.2 Procesos clave 
 
 Los procesos clave son aquellos que nos ayudaran a realizar las operaciones 
necesarias para realizar el proyecto de forma satisfactoria. A continuación se explicará 
los diversos procesos obtenidos en la matriz de procesos. 
 
Ciclo Programación: 
 Ensamblaje del robot 
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Una vez comprobados los materiales y dispositivos que se utilizarán en el 
prototipo, se ha de comenzar el proceso de ensamblaje del robot. El resultado 




 Programación del robot 
 
La creación del programa de control del prototipo, utilizando como base el 
código obtenido en las pruebas de programación, algunas de las cuales se 
han de realizar en paralelo a este proceso, es el segundo de los tres objetivos 
principales del proyecto  
 
Ciclo Presentación 
Presentar los resultados  
 
Como proyecto de investigación, presentar los resultados del proyecto es uno 
de los objetivos finales de White Moon, lo cual permitirá mostrar el trabajo 
realizado y lo aprendido en el tiempo en el cual se ha desarrollado el prototipo. 
 
3.2.3.3 Proceso de soporte 
 
 Los procesos de soporte son las actividades que servirán de apoyo al resto al 
proyecto de forma indirecta, pero que sin ellas, la construcción del robot no hubiese 
sido posible. A continuación se explicaran los procesos de soporte que se han 
realizado en White Moon  
 
Ciclo Planificación: 
 Búsqueda de información 
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Es importante tener un conocimiento general sobre lo que se quiere hacer, y lo 
que se necesita hacer, para poder realizar el proyecto satisfactoriamente. 
 
También es importante averiguar si existen proyectos similares, lo cual 
significa que la totalidad o parte del trabajo ya ha sido hecho y publicado. En 
este caso se puede decidir si es realmente interesante seguir con el proyecto, 
modificar los requisitos e aprovecharnos de la información disponible sobre los 
antecedentes como base.  
 
Ciclo Diseño: 
 Adquisición de los componentes del robot 
 
Para poder realizar las pruebas, se necesita disponer de los diversos 
componentes y dispositivos candidatos, por lo cual es importante realizar las 
actividades que nos permitan adquirirlos.  
 
Una vez se ha decidido que componentes y dispositivos se utilizarán, el ciclo 
de construcción y mantenimiento comenzará cuando se consiga todo el 
material necesario para el ensamblaje del robot. 
 
A demás, es importante disponer de un pequeño excedente, para poder 
utilizarlo como piezas de repuesto, de esa forma el proyecto estará preparado 
para contrarrestar cualquier tipo de incidencia. 
 
 
Ciclo Construcción y Mantenimiento: 
 Mantenimiento y Control de la calidad del robot 
 
Una vez se ha comenzado el proceso de construcción, es necesario 
comprobar que el prototipo va a funcionar como es debido, localizar cualquier 
imprevisto que pueda surgir y realizar pruebas que garanticen que todos los 
White Moon: Diseño e implementación de un robot tipo ameba 
80 
 
componentes funcionan adecuadamente antes de que suceda cualquier 
incidencia. 
 
Mantener un control de la calidad es importante en cualquier proyecto ya que 
un mal funcionamiento no detectado del robot puede suponer costes extras en 
tiempo y recursos, o accidentes. 
 
Ciclo Presentación 
 Obtener los recursos gráficos de la memoria 
 
Para poder redactar una documentación y generar una presentación 
adecuada, se necesita conseguir una serie de recursos graficos, como fotos, 
videos… que ilustraran el texto, facilitando el entendimiento de los conceptos y  
la lectura. 
 
Los diversos recursos gráficos han de ilustrar las características de White 
Moon.  
 
3.3 GESTIÓN DE TIEMPO 
 Una vez se tiene una idea global del proyecto mediante los requisitos y los 
procesos que lo componen, se han de planificar y programar las diversas actividades, 
de manera que el tiempo total entre el inicio y la finalización sea el esperado. 
 La gestión de tiempo nos permitirá saber cuánto tiempo podemos invertir en 
cada actividad, y nos facilitará saber en qué estado se encuentra el proyecto. Se ha de 
tener en cuenta es posible que una planificación no sea adecuada a la realidad, o que  
pueden surgir inconvenientes que fuercen a redistribuir el tiempo o que retrasen el 
proyecto, por lo cual es importante ser flexible. Al finalizar el proyecto se puede 
comprobar si las previsiones se han cumplido, o si el tiempo asignado no ha sido 
suficiente en alguna de las actividades, al comparar la programación original con la 
distribución real. 
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 En esta sección la gestión de tiempo prevista originalmente para este proyecto 
y se contrastará con el calendario real que se ha seguido. Para ello se ha utilizado 
técnicas PERT7 que han permitido distribuir todos los procesos del proyecto para, 
finalmente, generar un diagrama de Gant8 con la información obtenida. 
 
3.3.1 Metodología PERT 
 
 En esta sección se analizará el proyecto White Moon utilizando la metodología 
PERT, un grupo de herramientas de programación de proyectos que tiene como 
objetivo planificar un grupo de actividades minimizando costes y duraciones. Utilizando 
esta metodología se puede: 
 Definir dependencias temporales entre actividades 
 Buscar el plazo mínimo para la ejecución 
 Determinar actividades críticas y las no críticas. Por actividad crítica, 
entendemos todas aquellas actividades del proyecto que no pueden ser 
retrasadas, y por actividad no crítica, aquellas que tienen cierto margen de 
tiempo que les permiten ser retrasadas. 
 Descubrir y analizar el camino crítico9, o secuencia de actividades críticas del 
proyecto. 
 Obtener la holgura, o periodos de tiempo extra que tenemos para realizar una 
actividad. 
 
 Para logarlo necesitamos seguir una serie de pasos, que ayudarán a ver el 
proyecto de forma más abstracta y estructurada, 
 Identificar las actividades del proyecto, basándonos en sus procesos. 
                                               
7
 (En inglés Program Evaluation and Review Technique) Grupo de herramienta de gestión de 
tiempo basadas en grafos y en el método del camino crítico, que están orientadas a programar 
actividades minimizando costes y tiempo. Fueron desarrolladas en 1958 por la Oficina de 
Proyectos Especiales de la Marina de Guerra del Departamento de Defensa de los Estados 
Unidos 
8
 Herramienta visual de gestión de tiempo, de carácter informativo, cuyo objetivo es mostrar el 
tiempo de dedicación previsto para diferentes tareas o actividades a lo largo de un tiempo total 
determinado 
9
 Secuencia de Actividades Críticas de un proyecto. 
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 Asignar un valor temporal a cada una de las actividades. 
 Generar un diagrama PERT. 
 Calcular las MIC (fechas mínimas de comienzo) y las MAC (fechas máximas 
de comienzo) para cada actividad 
 A partir de un análisis se podrá obtener el camino crítico y las holguras 
 
 A continuación se procederá a comenzar la metodología PERT identificando las 
actividades del proyecto. Debido a que puede ser algo complicada de entender, se 
explicará  los pasos realizados en cada sección y una interpretación de los datos 
obtenidos. 
  
3.3.1.1 Las actividades del proyecto 
 
 Para averiguar la lista de actividades del proyecto White Moon se ha partido de 
la matriz de procesos, ya que contiene todos los procesos necesarios para completar 
el prototipo de forma exitosa.  
 Los procesos habitualmente se corresponden con una actividad, pero 
dependiendo de sus características, puede ser recomendable agrupar varios procesos 
para simplificar el diseño del diagrama. También es posible dividir un proceso en 
diversas actividades más específicas si fuese necesario. Por esta razón es interesante 
estudiar cada proceso por separado para generar una lista de actividades que nos 
facilite la gestión de tiempo. A continuación se muestra la lista de procesos y sus 
actividades correspondientes, junto a un identificador para facilitar la construcción del 
diagrama. 
 
 Reuniones de planificación (Pla1, Pla2): Ha de hacerse al principio, existen 
varias, y dependen de la búsqueda de información. Para simplificar se han 
creado dos reuniones: 
- Pla1: Al principio del proyecto 
- Pla2: Reunión que se realiza al acabar la búsqueda de información 
 Generar un calendario (Cal): depende de la reunión de planificación.  
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 Búsqueda de información (BI): Es constante y paralela a todo el proyecto, si 
bien es especialmente importante en la fase de planificación, por lo cual se ha 
simplificado en una. 
 Reuniones de diseño (Rd1, Rd2): han de haber varias, y dependen de las 
pruebas de componentes, para simplificar se han creado dos actividades de 
reunión: 
- Rd1: anterior a las pruebas 
- Rd2: reunión de diseño posterior a las pruebas 
 Pruebas de componentes-hardware (Ph): Han de ser varias, pero para 
simplificar se definirá solo una actividad de pruebas de componentes. Para 
simplificar, esta actividad también contiene el proceso ―documentación de 
pruebas de componentes-hardware‖. 
 Adquisición de los componentes (Ac1, Ac2): Si bien los distintos 
componentes son encargados independientemente, se ha decidido agruparlos 
en la misma actividad. De todas formas existen dos tipos de adquisición de 
componentes distintas:  
- Ac1: adquirir los componentes para hacer pruebas, se realizan 
después de la reunión de diseño (Rd1) 
- Ac2: posterior a  las pruebas de componentes y a la reunión de diseño 
(Rd2), se adquieren los componentes definitivos 
 Ensamblaje del robot (ER): Comienza una vez se han adquirido los 
componentes definitivos del robot. 
 Mantenimiento y control de la calidad del robot (MyC): una actividad que 
empieza en el ciclo de construcción y acaba al final del ciclo de presentación 
 Pruebas de los componentes – software (Ps): Paralela a las reuniones de 
diseño, se enlazan con las pruebas con el robot – software,  al ensamblaje del 
robot y es paralela a la programación.  
 Pruebas con el robot – software (PRs): posterior al las pruebas de los 
componentes con software y paralela a la programación, se realiza durante y 
después del ensamblaje del robot. 
 Programación (P): Paralela a las pruebas con los componentes, las pruebas 
con el robot y al ensamblaje. 
 Redactar documentación y conclusiones (DyC): se realiza al final del 
proyecto, cuando se han acabado todas las actividades de las fases 
planificación, diseño, construcción-mantenimiento y programación. 
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 Presentar los resultados (Pr): Se realiza al acabar la documentación y 
conclusiones. 
 Obtener recursos gráficos de la memoria: se realiza paralelamente a las 
pruebas hardware, el ensamblaje y la construcción del robot y no se considera 
especialmente importante, ya que entra dentro del tiempo de pruebas, por lo 
cual no se mostrará en la gestión de tiempo. 
 
 
 Una vez analizados los procesos y localizadas las actividades, se puede 
generar una tabla de actividades con sus dependencias temporales, las cuales utilizan 
la siguiente notación: 
 
Para toda actividad, (A, B, C | A ≠ B y A ≠ C): 
(A < B, C) significa que A debe ejecutarse antes de B y de C 
Fórmula 1 Notación de las dependencias temporales 
 
 A continuación se muestra el grafico de actividades con sus respectivas 
dependencias temporales, que se utilizaran para generar el diagrama PERT.  
 
Id Nombre Dependencias temporales 
Pla1 Reunión de planificación 1 (inicio) Pla1 < Pla2, BI 
Pla2 Reunión de planificación 2 (final) Pla2 < Cal, Rd1 
Cal Calendario Cal < Rd1 
BI Búsqueda de información BI < Pla2 
Rd1 Reunión de diseño 1 (inicial) Rd1 < Ac1, Rd2,  Ph 
Rd2 Reunión de diseño 2 (final) Rd2 <Ac2, ER 
Ph Pruebas - hardware Ph < Rd2, ER 
Ac1 Adquisición de componentes 1 (pruebas) Ac1 < Ph, Rd2, Ps 
Ac2  Adquisición de componentes 2 (final) Ac2 < ER, MyC 
ER Ensamblaje del robot ER < PRs 
MyC Mantenimiento y control de calidad MyC < ER 
Ps Pruebas -software Ps < Ac2, PRs 
PRs Pruebas con el robot - software PRs < P 
P Programación P < DyC, Pr 
DyC Redactar documentación, conclus. DyC < Pr 
Pr Presentar resultados - 
Tabla 3-3 Actividades del proyecto White Moon 
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3.3.1.2 Asignación de tiempo para cada actividad 
 
  Una vez se han definido las actividades del proyecto, es el momento de 
asignar un valor temporal a cada una, lo cual facilitará la visión global del tiempo que 
puede requerir en el proyecto. 
 Para esto se ha de tener en cuenta el número de personas que operan en el 
proyecto White Moon, las cuales pueden ser clasificadas en tres grupos 
 
 Director de proyecto: Se encarga principalmente de gestionar los recursos y 
el tiempo y comprueba que el proyecto se desarrolla correctamente tal y como 
ha sido planeado. También se encarga de la toma de decisiones y es asesor 
en diseño e implementación. 
 
 Miembros del IRI: Ayuda y formación al estudiante, mantenimiento del 
prototipo, realización diversas tareas que sobrepasaban el conocimiento del 
alumno (electrónica, conceptos matemáticos detrás de los algoritmos), aportan 
experiencia de otros proyectos. 
 
 Estudiante: Ha estado envuelto en todos los ámbitos del proyecto, apoyando 
en el diseño, haciendo pruebas con diferentes materiales, ayuda en 
construcción y mantenimiento y, principalmente programación del robot y 
creación de interface con el humano. 
 
 A la hora de asignar el tiempo de trabajo en el proyecto, se ha de tener en 
cuenta que el número de horas que un estudiante ha de dedicar según la normativa 
del plan 2003 de la FIB (8). En este caso, está definido por el número de créditos del 
proyecto de final de carrera, 37.5, en donde cada crédito equivale a 20 horas 
 
37.5 ciclos x 20 horas/ciclo = 750 horas 
Fórmula 2 Horas de dedicación al proyecto (Plan 2003) 
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 Para averiguar el número de horas correspondientes a cada actividad se ha 
creado una tabla de asignación de tiempo, en las cuales se ha añadido las horas que 
los tres componentes del proyecto tendrían que trabajar en cada actividad, más un 
campo extra que representa un tiempo de espera debido a problemas con los 
materiales, envíos u otros inconvenientes predecibles. 
 Debido a que las tareas de los participantes en el proyecto son paralelas, para 
calcular el tiempo de la actividad se ha utilizado la siguiente fórmula: 
 
máximo(horas director, horas IRI, horas estudiante) + espera 
Fórmula 3 Tiempo de cada actividad 
 
 A continuación se muestra la tabla de asignación de tiempo a cada actividad, 
organizada por cada uno de los participantes del proyecto. En la actividad se ha 
utilizado el identificador, tal y como esta mostrado en la Tabla 3-3 (página 84). 
Activ. Director IRI Estudiante Espera T. Actividad
Pla1 20 5 20
Pla2 20 5 20
Cal 10 10
BI 5 40 45 45
Rd1 20 5 5 20
Rd2 20 5 5 20
Ph 5 100 50 15 115
Ac1 4 4 100 104
Ac2 4 4 100 104
ER 5 300 30 300
MyC 5 100 100
Ps 5 50 50 50
PRs 5 200 50 15 215
P 30 100 450 450
DyC 10 50 50
























Tabla 3-4 Asignación actividad-tiempo-responsable 
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 A partir de los tiempos mostrados en la Tabla 3-3 de la página 84 se ha hecho 
una simplificación en días. De esta forma 5 horas equivale a un día, y se ha 
redondeado al alta. Esta elección es debida a que tanto el estudiante como el director 
y los componentes participaban en otras actividades no pertenecientes al proyecto lo 
cual ha hecho que no trabajasen en White Moon a tiempo completo. Por ello, se ha 
hecho un cálculo asumiendo que 5 horas correspondería a un día.  
 
750 horas / 5 horas/día = 150 días 
150 días / 30 días / mes = 5 meses 
Fórmula 4 Duración del proyecto para el estudiante (Plan 2003) 
 
 A continuación se muestra una versión extendida de la tabla de actividades, 









Pla1 Reunión de planificación 1 (inicio) Pla1 < BI 20 4 
Pla2 Reunión de planificación 2 (final) Pla2 < Cal 20 4 
Cal Calendario Cal < Rd1 10 2 
BI Búsqueda de información BI < Pla2 45 9 
Rd1 Reunión de diseño 1 (inicial) Rd1 < Ac1 20 4 
Rd2 Reunión de diseño 2 (final) Rd2 <Ac2, ER 20 4 
Ph Pruebas - hardware Ph < Rd2 115 23 
Ac1 Adquisición de componentes 1 (pruebas) Ac1 < Ph, Ps 104 21 
Ac2  Adquisición de componentes 2 (final) Ac2 < ER 104 21 
ER Ensamblaje del robot ER < PRs, MyC 300 60 
MyC Mantenimiento y control de calidad MyC < Pr 100 20 
Ps Pruebas -software Ps < Rd2, PRs 50 10 
PRs Pruebas con el robot - software PRs < P 215 43 
P Programación P < DyC, Pr 450 90 
DyC Redactar documentación, conclusiones DyC < Pr 50 10 
Pr Presentar resultados - 20 4 
Tabla 3-5 Actividades del proyecto - extendida 
  
 Con esta información se puede construir el diagrama PERT, que optimizará el 
tiempo que se debe invertir en el proyecto, y ayudará a crear el diagrama de Gantt 
  
White Moon: Diseño e implementación de un robot tipo ameba 
88 
 
3.3.1.3 Diagrama PERT 
 
 Una vez acabado el análisis de las actividades y su asignación de tiempo, se 
ha construido el diagrama PERT (Esquema 3-1) al cual se ha añadido el cálculo de 











































































Esquema 3-1 Diagrama PERT 
En rojo se puede ver el camino crítico, formado a partir de las actividades críticas. Los costes de cada 
actividad, el MIC y el MAC están en días. 
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Explicación del Diagrama 
  En el diagrama, los Nodos son instantes de tiempo en que finalizan y empiezan 
tareas, mientras que cada actividad está representada por una flecha que empieza y 
acaba en los periodos de tiempo que le rodean. 
 
Valor del mic Valor del mac
MACMIC
Instante A





(coste actividad en tiempo)
 
Esquema 3-2 Explicación del diagrama PERT 
 
 Como ya se ha mencionado antes, MIC es la fecha mínima en la cual se ha de 
comenzar las tareas que comienzan en este instante; esto quiere decir, que antes de 
ese momento no es posible empezar la actividad, debido a las dependencias con otras 
actividades anteriores. Por otro lado, el MAC es la fecha máxima de comienzo, lo cual 
quiere decir que, si se comienza una actividad más adelante que esa fecha, el 
proyecto no finalizará en el mínimo tiempo posible. 
 Para averiguar las Holguras, o tiempo extra que una actividad posee, se ha de 
restar el valor del MAC al valor del MIC tiene un instante de tiempo determinado.  
 Si  el valor de la holgura de un instante de tiempo es 0 (lo cual quiere decir que 
MIC=MAC), significa que pertenece al camino critico. Las actividades críticas se 
pueden identificar porque empiezan y acaban en dos instantes de tiempo 
pertenecientes al camino critico. 
 En el  Para más  información sobre como calcular el MIC y el MAC en un 
diagrama PERT, ver anexo localizado en la pagina 292. 
 
 
Interpretación del diagrama  
 Este diagrama muestra el camino crítico, o secuencia de actividades críticas 
que existen en el proyecto, lo cual condiciona el tiempo mínimo en el cual este se ha 
de acabar. En el caso de White Moon estas son las actividades críticas: 




Pla1 Reunión de planificación 1 (inicio) 
BI Búsqueda de información 
Pla2 Reunión de planificación 2 (final) 
Cal Calendario 
Rd1 Reunión de diseño 1 (inicial) 
Ac1 Adquisición de componentes 1 (pruebas) 
Ph Pruebas - hardware 
Rd2 Reunión de diseño 2 (final) 
Ac2  Adquisición de componentes 2 (final) 
ER Ensamblaje del robot 
PRs Pruebas con el robot - software 
P Programación 
DyC Redactar documentación, conclusiones 
Pr Presentar resultados 
Tabla 3-6 Actividades críticas 
 
 El tiempo mínimo para finalizar el proyecto es el tiempo que se ha de gastar en 
el camino crítico. En el caso del diagrama PERT, el tiempo mínimo corresponde al 
valor MIC (y del MAC) del instante de finalización del la última actividad del proyecto 
(que por construcción es una actividad critica). Esto revela que el tiempo mínimo 
previsto para la finalización de White Moon es 299 días. 
 Observando el diagrama, se puede comprobar que casi todas las actividades 
pertenecen al camino critico, exceptuando solo Ps (pruebas de software) y MyC 
(mantenimiento y control de calidad).  
 En el caso de PS, esto es debido a que  las pruebas de software y de 
hardware se han de hacer antes de la segunda reunión de diseño, ya que esta 
depende de la información que se consiga en ambas actividades. Se ha 
previsto que en las pruebas de hardware se consumirá más tiempo por los 
siguientes factores: accesibilidad a equipo especializado, horas disponibles, 
número elevado componentes que probar…, mientras que para hacer las 
pruebas de software solo se necesitan los componentes electrónicos que se 
quieren testear y un ordenador. Esto hace que para dicha actividad haya un 
margen de tiempo mayores (13 días de holgura). 
 
 En el caso MyC, se ha puesto un coste simbólico, pero lo cierto es que, desde 
la finalización del ensamblaje, es una actividad constante, aunque se prevé 
que no consuma mucho tiempo. El detalle de proponer un coste al 
mantenimiento facilitará el análisis económico en el futuro, pero se ha elegido 
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un número que siempre será menor a la suma de las actividades que se 
realizan paralelamente (127 días de Holgura - simbólica). 
 
3.3.2 Diagrama de Gantt 
 
 El diagrama de Gantt es una herramienta muy utilizada en la gestión de 
proyectos, ya que aporta diversas ventajas: 
 Ayuda a detectar y reducir tiempos de espera y tiempos muertos 
 Ayuda a equilibrar cargas entre personas 
 Muestra la planificación del proyecto de una forma sencilla e intuitiva 
 Es por ello que resulta muy útil a la hora de planificar cualquier grupo de tareas 
y se ha considerado adecuado utilizarlo en este proyecto, en el cual se ha creado dos 
diagramas de Gantt. El primero se ha obtenido a partir de los resultados de la 
metodología PERT aplicada en la sección ―Metodología PERT‖ (página 81), mientras 
que el segundo refleja la experiencia real del proyecto.  
 Es importante mencionar los diagramas de Gantt habitualmente se crean de 
forma intuitiva, a partir de los datos de un proyecto. Eso significa que no es 
estrictamente necesario utilizar la metodología PERT, pero se ha considerado 
interesante hacerlo por las siguientes razones: 
 Una vez creado el diagrama PERT, se puede extraer el diagrama Gantt de 
forma sencilla (de otra forma, se tendrían que buscar las actividades, y, sin 
usar un método estructurado, es fácil equivocarse). 
 La metodología PERT permite, no solo planificar el proyecto, sino también 
elegir una secuencia de acciones optima. A demás, permite observar la 
dependencia de ellas, y si un cambio de fechas en una podría afectar al 
proyecto en general. Esto hace que sea una técnica ideal para complementar 
al Gantt a tener en cuenta en la gestión de tiempo. 
 A continuación se mostrará e interpretarán los dos diagramas Gantt del 
proyecto White Moon. 




3.3.2.1 Diagrama original 
 
 Utilizando los datos de los cuales disponemos, y usando las acciones y los tiempos definidos usando la metodología PERT, se ha 
generado el siguiente diagrama de Gantt (Esquema 3-3 Diagrama de Gantt Inicial). 
 
Esquema 3-3 Diagrama de Gantt Inicial 
 
 Se han coloreado las acciones del proyecto según el ciclo al cual pertenecen (ver leyenda). El proyecto se comenzó a planificar el 
martes 1 de febrero del 2011. Utilizando la duración teórica del proyecto, el grafo informa que la fecha de finalización del proyecto tendría 
que ser el viernes 23 de marzo del 2012. En la Tabla 3-7 Duraciones previstas (Gantt)  se muestra las actividades y el tiempo que se ha 
consumido en cada una de ellas.





Tabla 3-7 Duraciones previstas (Gantt) 
 
 En esta previsión ya se tiene en cuenta días festivos. Se ha de mencionar que, 
la asignación de días se hizo pensando en cualquier tipo de contratiempo que pudiese 
surgir, por lo tanto se decidió que era mejor utilizar una visión pesimista. 
 De cara a la visión del White Moon en términos de proyecto de final de carrera 
de la FIB, es importante hacer notar que la duración sobrepasa el tiempo 
correspondiente a dos cuatrimestres, y por esta razón se no matriculó inmediatamente 
después del comienzo del proyecto. De todas formas, y viendo que, al haber dado 
margen de tiempo, era posible que el proyecto durase menos de lo esperado, se 
decidió esperar hasta ver el estado en que se encontraba en Junio para decidir si se 
tenía que matricular para el siguiente cuatrimestre 
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3.3.2.2 Diagrama modificado después del proyecto 
 
 
Esquema 3-4 Diagrama de Gantt modificado 
 
 
 En el Esquema 3-4 Diagrama de Gantt modificado, se muestra el diagrama modificado después del proyecto, el cual se muestra 
siguiendo la misma convención del diagrama Gantt original (página 92). En el desprende que el proyecto comenzó a planificar el martes 
1 de febrero del 2011, y la fecha de finalización es el viernes 13 de enero del 2012. En la Tabla 3-7 Duraciones previstas (Gantt)  se 
muestra las actividades y el tiempo que se ha consumido en cada una de ellas. 
 




Tabla 3-8 Duración real de las tareas 
 
 En esta previsión ya se tiene en cuenta días festivos. Es interesante, desde el 
punto de vista de proyecto de la FIB,  notar que en este caso el proyecto se ha 
ajustado para durar dos cuatrimestres, pudiéndose presentar al final del segundo.  
 
3.3.2.3 Comparación previsión con resultados 
 
 Una vez obtenidos los dos diagramas, en este punto se procederá a 
compararlos, mencionando que previsiones fueron más acertadas  y que detalles 
hicieron que se alterase el programa original, explicando las razones. 
 En el caso de este proyecto, la previsión acababa dos meses después, debido 
a que se intentó dar margen en cada operación, ya que un proyecto de estas 
características (investigación y desarrollo de un prototipo partiendo de cero) era difícil 
de prever debido a diversas razones 
 
Simplificación de diseño 
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 En primer lugar, es posible que algún requisito que se pidan no sea posible o 
se pase de un presupuesto razonable. En el caso de White Moon, se tenía la intención 
de crear un robot con un ordenador interno que lo controlase, pero surgieron un 
número de problemas al respecto 
 Se tenía que controlar el peso del robot, así que se tuvo que ahorrar algunos 
dispositivos. 
 Los  componentes electrónicos requerían sus propios drivers para funcionar y 
en algunos casos no podían ser utilizados en entornos que no fuesen 
Windows medianamente modernos. Esto limitaba la oferta de sistemas 
operativos que el ordenador interno de White Moon podía tener, ya que este 
tenía que ser un sistema lo más reducido posible, y por ello cualquier sistema 
operativo que utilizase estaría limitado y nos sería compatible. 
 Al principio se pensó que el algoritmo de movimiento era sencillo y por lo tanto 
no necesitaba demasiado poder de cálculo, pero conforme empezaron a surgir 
problemas con el centro de masas, este cambio, lo cual podría suponer una 
carga de procesamiento excesiva para un sistema de estas características. 
 
 Estos detalles hicieron replantearse el diseño y debido a que se encontró una 
alternativa (servidor de puertos USB WIFI) que simplificó el sistema, se decidió seguir 
por ese camino. 
 
Tareas que dejaron de ser dependientes 
 En principio se consideró que la programación se empezaría después de las 
pruebas con el robot, y estas tenían que realizares al acabar el ensamblaje. Sin 
embargo, se vio factible hacer los primeros test cuando el robot no estaba acabado, lo 
cual facilitó la realización de las pruebas y la programación de forma paralela.  
 Otro detalle a tener en cuenta es que se pudo reutilizar el código de las 
pruebas de software realizadas en la fase de diseño y las pruebas de software del 
robot, entre otras cosas, porque se diseñaron con la idea de escalarlas al caso 
concreto del prototipo (en particular, el programa de control de los actuadores fue 
implementado desde el principio para poder controlar cualquier numero de estos, lo 
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cual permitió la reutilización más adelante). Esto permitió realizar las tres al mismo 
tiempo, debido a que se hacían sobre el mismo código. 
 
Diferentes previsiones en algunas actividades. 
 Las previsiones no resultaron exactas en algunos casos y esto afectó al tiempo 
invertido en el proyecto. Estos son algunos de los casos más importantes que 
afectaron a la duración de algunas actividades. 
 BI: Se tardó más en buscar información. Esto fue debido a que, originalmente 
el robot tenía que funcionar utilizando tensegridades, un concepto nuevo para 
el cual se necesitó tiempo extra para entender. Al final se vio que no era 
factible así que se tuvo que investigar otras propuestas diferentes, lo cual 
extendió el tiempo dedicado a esta tarea. 
 
 Ac1: La adquisición de los componentes para hacer las pruebas, en la fase 
diseño, fue relativamente rápida, debido a que se tenían actuadores y sensores 
en el IRI pertenecientes a otros proyectos, algunos de los cuales pudieron ser 
reutilizados. 
 
 Ps: De entre los componentes que se investigaron en las pruebas iniciales, 
algunos de ellos fueron problemáticos y se dedicó tiempo extra para averiguar 
si había errores en el programa. Al final se descubrió que no eran fiables y se 
decidió buscar un substituto. 
 Ac2: Por otro lado, la adquisición de componentes finales se extendió más de 
lo previsto debido al tiempo que tardaron en recibirse. 
 
 PRs: Las pruebas para programar con el robot se complicaron más de lo 
esperado, debido a problemas de compatibilidad entre los drivers de los 
sensores y los actuadores, y el tipo de proyecto utilizado originalmente. 
 
 P: Debido a un problema con el movimiento con los actuadores y el centro de 
masas, se tuvo que realizar un algoritmo de movimiento más complicado que el 
que se tenía pensado originalmente. Esto supuso un tiempo extra de 
investigación y desarrollo de dicha automatización de movimientos. 




 DyC: La redacción de la memoria supuso más trabajo de lo esperado, lo cual 
se tradujo en más tiempo para escribirla. 
 
3.4 ANÁLISIS ECONÓMICO 
 En esta sección se explica la gestión económica del proyecto White Moon. 
Como se ha mencionado anteriormente, es importante recordar que dicho proyecto es 
de investigación, en los cuales, el objetivo final no es generar un beneficio económico 
a partir de la venta de un servicio o producto, sino generar nuevo conocimiento a partir 
de la construcción de un prototipo, el cual no será comercializado. 
  Como es tarea de otras personas encontrar aplicaciones y vender robots 
similares al que se construirá, el análisis económico se realizará exclusivamente a 
partir de la investigación, diseño, construcción y programación del prototipo. 
 A continuación, y continuando con los datos obtenidos en los apartados 
anteriores, se realizará un análisis económico en base a las previsiones que se 
hicieron, y los costes reales al final del proyecto. 
 
3.4.1 Roles y costes 
 
En este proyecto, existen los siguientes roles, o tipos de trabajo diferenciados a 
los cuales les corresponde un precio por hora diferente, y equivalen a las fases del 
proyecto10: 
 
 Gestor de proyectos: es el rol que se ocupa de gestionar el proyecto, 
recursos, tiempo… 
                                               
10
 Si bien los roles tienen su equivalencia con las fases del proyecto, alguna de las actividades 
pertenecientes a alguna fase es posible que no pertenezcan a ese rol. Un ejemplo es Bi 
(búsqueda de información), la cual corresponde a la fase de planificación, pero sin embargo el 
rol que la ejecuta es el de diseñador. 
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 Diseñador: es el rol encargado de proponer diversos diseños posibles para el 
robot y elegir uno que sea adecuado. 
 Ensamblador: es el rol encargado de construir y mantener el hardware del 
prototipo. 
 Programador: es el rol que se encarga de implementar el programa de control 
y automatización que permitirá al prototipo moverse. También se encarga del 
programa de interacción con el usuario. 
 Documentador: Es el rol que se encarga de escribir la documentación del 
proyecto. 
 
Así pues, tenemos 5 roles diferentes en este proyecto: ―gestor de proyectos‖, 
―diseñador‖, ―ensamblador‖, ―programador‖ y ―documentador‖. A continuación se 
muestra los precios por hora de cada uno de ellos. 
 
Rol Precio/hora 







 Una vez se definen los roles y precios por hora del proyecto, han de ser 
asignados a cada una de las personas que trabajarán en el proyecto: 
 
 Director de proyecto: En este caso, la persona está encargada 
exclusivamente de la gestión del proyecto, por lo cual usa el rol de ―gestor de 
proyectos‖. En su caso, cada una de las actividades que realiza se cuantifica 
como ―gestor de proyecto‖, incluso aquellas que no pertenecen a fase de 
gestión. 
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 Componentes del IRI: Existe personas del IRI que han trabajado activamente 
tanto en el diseño, construcción, como en programación, por lo cual le 
corresponden tres roles: ―diseñador‖, ―ensamblador‖ y ―programador‖. Para 
simplificar se unificarán todas las horas en una sola persona ―IRI‖. 
 Estudiante: Ha realizado trabajos de gestión, programación y, en menor 
medida, construcción. También ha trabajado para documentar y presentar el 
proyecto, por lo cual le corresponden 5 roles: ―gestor de proyectos‖, 
―diseñador‖, ―ensamblador‖, ―programador‖ y ―documentador‖. 
  
3.4.2 Estimación de costes 
 
Para hacer una estimación de costes, hemos de tener en cuenta en primer 
lugar lo que cobrarán cada uno de los componentes del proyecto por participar en él. 
Tal y como se ha explicado en el punto anterior, cada componente tiene un grupo de 
roles los cuales tienen diferente coste por hora. Finalmente necesitamos una 
estimación de cuánto dinero se invertirá en el hardware.  
 
3.4.2.1 Sueldo de los componentes del proyecto 
 
 En el proyecto White Moon participan varias personas, y cada una de ellas 
aporta algo relacionado con uno de los diversos roles que se estudiaron en el punto 
anterior. A continuación se muestra una tabla de las horas utilizadas por cada uno de 
los componentes según el rol, para cada actividad del proyecto, y el dinero que le 
correspondería a cada uno al final del proyecto.  
 




Director de proyecto 
    
rol\actividad Pla1 Pla2 Cal BI Rd1 Rd2 Ph Act1 Ac2 ER MyC Ps PRs P DyC Pr 
 
total horas euro/hora precio 
Gestor de Proyectos 20 20 10 5 20 20 5 4 4 5 5 5 5 30 10 20 
 
188 45 8460 




              
rol\actividad BI Rd1 Rd2 Ph Act1 Ac2 ER MyC Ps PRs P 
 
total horas euro/hora precio 





      




        
140 30 4200 
Ensamblador 
      
300 100 
    
400 30 12000 
Programador 
        
50 200 100 
 
350 45 15750 
                
             
total euros 32760 




    
rol\actividad Pla1 Pla2 Cal BI Rd1 Rd2 Ph ER Ps PRs P DyC Pr 
 
total horas euro/hora precio 
Gestor de Proyectos 5 5 
  
5 5 
        
20 45 900 
Diseñador 




       
95 30 2850 
Ensamblador 
       
30 
      
30 30 900 
Programador 
        
50 50 450 
   
550 45 24750 
Documentador 
           
50 5 
 
55 30 1650 
                  
               
total euros 31050 
Tabla 3-11 Costes Estudiante (estimados)
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3.4.2.2 Materiales de construcción 
 
Una vez determinado el dinero que se asignará a los miembros del proyecto, se 
hace una estimación de los costes de los materiales de construcción del prototipo. 
Para ello se hace una búsqueda de precios, para tener una idea de cuanto pueden 
costar los componentes necesarios. En el caso de White Moon, a priori está claro que 
se necesitaran al menos 2 tipos de dispositivos distintos: actuadores y sensores. A 
demás, necesitaremos un material para mantener la estructura del robot. 
 Sensores, después de consultar varias tiendas, se estimó que el valor podía 
oscilar entre 52 y 115 €. Para prever cualquier inconveniencia, se decidió 
asumir que se cogerían 4 sensores con el precio más alto (115€). La razón por 
la cual se escogió el número 4 es la siguiente: No se sabe si los sensores 
pueden dar problemas en la fase de diseño. Si se diese el caso, sería 
necesario conseguir otro candidato. Para curarse en salud se decidió que sería 
posible que se hicieran pruebas con 3 componentes distintos y 2 de ellos 
fallasen. Finalmente, White Moon solo necesitará un componente sensor 
internamente y este puede ser el que se utilizó para hacer las pruebas. Sin 
embargo, es posible que suceda alguna incidencia, así que sería prudente 
disponer de un recambio extra. 
 
 Actuadores: después de consultar varias tiendas, la estimación del precio de 
un actuador mas una tarjeta controladora fue 65 + 30 = 95€. Se utilizó la misma 
estrategia que en con los sensores: en la fase de prueba se utilizarían 3 tipos 
de actuadores diferentes. El número de actuadores + tarjetas controladoras 
necesarios en  la fase de construcción no había sido determinado en la fase de 
construcción, por lo cual se consideró que 30 era un numero razonable para 
hacer un robot que pudiese deformar toda su superficie pero minimizando 
costes. 
 
 Comunicación inalámbrica: Se necesitarán componentes que permitan la 
comunicación con el robot, de manera que se le pueda controlar de la forma 
deseada. Al principio se propuso un mini ordenador dentro del prototipo, que se 
ocuparía de realizar la automatización y se comunicaría con un ordenador a 
través de WiFi, pero para simplificar el diseño se decidió que las operaciones 
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las realizaría el portátil que serviría de interface con el robot, por lo cual solo 
necesitaba una tarjeta WiFi  que le permitiría comunicarse con este. Por lo cual 
se necesitaría una tarjeta WiFi y un portátil. Se estimó que el precio de una 
tarjeta para instalar en el prototipo era de 30€, mientras que el portátil 
requerido costaría sobre los 350€. 
 
 Batería: Se tiene la intención de crear un robot con autonomía, por lo cual se 
necesitará una batería que le de alimentación durante el tiempo que se esté 
usando. Para ello se propuso que cada actuador y elemento extra (sensores, 
tarjeta WiFi) tuviese su propia alimentación. Si se disponen de 30 actuadores 
(+ tarjeta controladora) + 1 tarjeta WiFi + 4 tarjeta de sensores, se necesitarían 
35  baterías, el precio de las cuales ronda los 4€ la unidad. 
 
 Materiales de construcción y estructurales: Se propuso metal para la 
estructura, unidas por piezas generadas en una impresora 3D (perteneciente al 
IRI). Para estos materiales y otros, como cables, resistencias y toda la 
electrónica necesaria, se propuso un presupuesto de 150 euros. 
 
 A continuación se muestra una tabla con el número de los diferentes elementos 
que formarán el prototipo, el precio de cada uno y el total. 
 
 
Unidades Precio Unitario 
 
Total 
Sensores 4 115 
 
460 
Actuadores 30 65 
 
1950 
Controladoras Actuadores 30 30 
 
900 
Tarjeta WiFi 1 30 
 
30 
Portátil 1 350 
 
350 
Baterías 35 4 
 
140 
Materiales Estructurales - - 
 
150 





Tabla 3-12 Costes material (estimado) 
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3.4.2.3 Precio del proyecto (estimado) 
 Una vez se tienen todos los datos con las estimaciones de precios de 
materiales y trabajadores, se suman todos los costes y se obtiene el presupuesto 
mostrado en la siguiente tabla: 
 
Coste 






Tabla 3-13 Coste proyecto (estimado) 
  
 Así pues, se ha estimado que, diseñar, construir y programar un prototipo de 
robot como el de White Moon cuesta 76250€. 
 
3.4.3 Costes reales 
 
 Al acabar el proyecto, se comprobó que el tiempo dedicado fue reducido en dos 
meses (sección Gestión de tiempo, página 95), por lo cual los costes de cada uno de 
los componentes humanos que trabajaban en White Moon fue distinto al previsto. 
También existen diferencias con respecto a los materiales de construcción utilizados 
en el prototipo. A continuación se procederá a crear el coste real del proyecto, una vez 
este ha finalizado. 
 
3.4.3.1 Sueldo de los componentes del proyecto 
 
 A continuación se muestran varias tablas con las horas finales dedicadas al 
proyecto por parte de los miembros. 





Director de proyecto 
    rol\actividad Pla1 Pla2 Cal BI Rd1 Rd2 Ph Act1 Ac2 ER MyC Ps PRs P DyC Pr 
 
total horas euro/hora precio 
Gestor de Proyectos 10 25 10 5 20 20 5 5 5 5 5 5 5 30 20 20 
 
195 45 8775 
      Tabla 3-14 costes director proyecto (final) 
 
 
IRI                     
    rol\actividad BI Rd1 Rd2 Ph Act1 Ac2 ER MyC Ps PRs P 
 
total horas euro/hora precio 
Gestor de Proyectos   5 5   5 5           
 
20 45 900 
Diseñador 75     100               
 
175 30 5250 
Ensamblador             300 125       
 
425 30 12750 
Programador                 100 200 150 
 
450 45 20250 
                
             
total euros 39150 
      Tabla 3-15 Costes personal IRI (final) 
 
Estudiante 
              
rol\actividad Pla1 Pla2 BI Rd1 Rd2 Ph ER Ps PRs P DyC Pr 
 
total horas euro/hora precio 
Gestor de Proyectos 5 5 
 
5 5 
        






       
40 30 1200 
Ensamblador 
      
30 
      
30 30 900 
Programador 
       
20 10 525 
   
555 45 24975 
Documentador 
          
100 5 
 
105 30 3150 
                 
              
total euros 31125 
      Tabla 3-16 Costes estudiante (final)
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3.4.3.2 Materiales de construcción 
 
 A continuación se muestra una tabla con los diversos elementos usados en el 





L12 4 96€ 384 € 
SD84 - 84 Channel Servo Driver Module 2 65€ 130 € 
L16 -P 15 62€ 930 € 
Linear Actuator Control Board  Firgelli (LAC) 15 15€
11
 225 € 
33007 Assus Access Point Wireless WL-330G 1 20€ 20 € 
034808 Trust 5870V HUB USB 7 Puertos 2 30€ 60 € 
SILEX SX 3000 GB, Device server, Ethernet - Hi-Speed USB 1 80€ 80 € 
RS ref 438-492 2 DC/DC,Reg,9-18Vin,12Vout 1A,12W,1.5kV 
FabricanteTRACOPOWER Ref. fabric.THD 12-1212 
1 33€ 33 € 
RS ref 438-531 2 DC/DC,Reg,9-18Vin,5.1Vout 2.4A,12W,1.5kV 
FabricanteTRACOPOWER 
Ref. fabric.THD 12-1211 
1 33€ 33 € 
LiFePO4 18650 Rechargeable Cell: 3.2V 1200 mAh, 18A Rate, 
3.84Wh, LFP-18650-1200 (AA Portable Power Corp) 
15 2,70€ 41 € 
1056 PhidgetSpatial 3/3/3 1 111€ 111 € 
Gastos de envio de algunos componentes - - 200 € 
    
  Total 2.247 € 
Tabla 3-17 Costes material (final) 
 
 
3.4.3.3 Precio del proyecto (final) 
 
 Al sumar los costes del personal y del material utilizado en el proyecto 
obtenemos el siguiente resultado. 
 
Coste 
Director del proyecto 8.775 € 
IRI 39.150 € 
Estudiante 31.125 € 
Materiales 2.247 € 
  
Total 81.297 € 
Tabla 3-18 Coste proyecto (final) 
 
                                               
11
 En este caso, el valor del LAC es inferior al valor real  (40$ ≈ 30€) debido a una oferta 
actuador L16 + LAC  














Director del proyecto 8.460€ 8.775 € 315 € -3’6% (perdidas) 
IRI 32.760€ 39.150 € 6.390 € -16’32% (perdidas) 
Estudiante 31.050€ 31.125 € 75 € -0’24% (perdidas) 
Materiales 3.980€ 2.247 € 1.733 € 77’13% (ganancia) 
 
   
Total 76.250€ 81.297 € 5.047 € 
 
Tabla 3-19 comparativa de costes estimados y finales 
 
 El coste final ha sido más caro que el estimado, lo cual es habitual en la gestión 
de proyecto. Si se analiza detenidamente, se puede comprobar lo siguient 
 El coste de los materiales del prototipo se ha visto reducido en 1.733€. Esto ha 
sido debido a que el número de actuadores necesarios (doce) era inferior al 
estimado. El resto de componentes ha sido diferente al estimado al principio, y 
los nuevos dispositivos y materiales no eran excesivamente caros. 
 El coste extra es debido a las horas de trabajo que cada miembro del proyecto 
ha aumentado, especialmente el que ha recaído en los miembros del IRI. Esto 
se ha ocurrido a partir de intentar mantener el tiempo de dedicación del 
estudiante al proyecto al mínimo permitido por la FIB, por lo cual se decidió 
potenciar la actividad P (programación) y para ello, se ha tenido que aumentar 
























   








Rd1 20 5 5 
 
Rd2 20 5 5 
 
Ph 5 100 10 
 
Ac1 5 5 
 
30 








ER 5 300 30 
 







Ps 5 100 20 
 
PRs 5 200 10 50 











      
  
Totales Estudiante: 750 
 
 
Tabla 3-20 distribución de horas del personal (final) 
  
 De todas formas, la diferencia (5.047€) es asumible si tenemos en cuenta que 
se intentó acabar dos meses antes del tiempo previsto.  
White Moon: Diseño e implementación de un robot tipo ameba 
109 
 
4 Fase de diseño 
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 En la fase de gestión del proyecto se han definido y analizado los requisitos 
funcionales del proyecto, los cuales informan de ―qué‖ ha de ser capaz de hacer el 
prototipo (Matriz de identificación de requisitos, pagina 54). En la fase de diseño, se ha 
de estudiar ―cómo‖ lograr que el robot construido tenga las características necesarias 
para implementar dichos requisitos. En este capítulo se explica lo que se ha aprendido 
y las decisiones tomadas en esta etapa del proyecto. 
 
4.1 MOVIMIENTO AMEBOIDE 
 Para poder crear un robot con características ameboides, es importante 
entender cómo se mueven este tipo de organismos, de forma que, a partir de los 
mecanismos que estos utilizan, sepamos qué es lo necesario para desplazarse de 
esta manera y si es posible implementarlo en White Moon. 
 El movimiento de las amebas y otros organismos unicelulares, llamados 
―ameboides‖, está basado en unas minúsculas deformaciones temporales de su 
membrana externa, denominadas seudópodos (―pies falsos‖). Estos están producidos 
por los fluidos internos, los cuales pueden ser controlados para crear extremidades 
temporales en cualquier parte de la superficie del ameboide. Se puede afirmar que, si 
bien este tipo de seres vivos no suelen tener extremidades definidas como órganos 
especializados permanentes, pueden generar cualquier deformación que tenga la 
misma función cuando sea necesario. 
 
 
Ilustración 4-1 Formación de Seudópodos 
Los fluidos internos deforman el cuerpo de los 
ameboides y les permite desplazarse 
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 Los seudópodos son utilizados en diversas tareas, que pueden variar 
dependiendo del organismo. En el caso particular de la locomoción en un fluido, las 
amebas suelen deformarse hacia una dirección determinada para, posteriormente 
mover todo su contenido interno hacia el seudópodo (Ilustración 4-1). Cuando los 
organismos necesitan moverse en un medio solido, pueden utilizar patas temporales: 
han de producir deformaciones en diversas zonas de su cuerpo, de forma que generen 
presión en la superficie en que se encuentran, lo cual permite su movimiento en la 
dirección contraria.  
 
 
Ilustración 4-2 Movimiento Ameboide 
Un ameboide puede generar seudópodos a modo de patas para 
trasladarse en una superficie. 
 
 
4.2 DISEÑO BÁSICO DEL ROBOT AMEBA 
 Una vez están claros los mecanismos de locomoción utilizados por los 
organismos unicelulares ameboides, se puede comenzar a investigar cómo crear un 
robot que tenga las mismas características. 
Nota: En algunos de los puntos siguientes se han simplificado algunas ilustraciones, 
las cuales muestran en dos dimensiones algunos los principios que permiten a White 
Moon moverse. Esto es debido a que es fácilmente escalable en tres dimensiones. 
 
4.2.1 Como deformar la superficie del robot 
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 Una de las restricciones que se tienen en este proyecto es que el robot ha de 
utilizar tecnología fácilmente accesible, en particular, actuadores prismáticos. Este 
requisito es la diferenciación más importante con respecto a otros proyectos de 
movimiento ameboide, los cuales son utilizados como campo de desarrollo de diversos 
materiales deformables (punto 2.2, página 40). 
 En primer lugar hemos de tener claro que es un actuador prismático y cuáles 
son sus características. Un actuador es un dispositivo de realizar un movimiento a 
partir de un controlador o regulador. En el caso particular de los actuadores 
prismáticos, el tipo de movimiento que realizan es longitudinal; pueden aumentar y 
disminuir de longitud.  
 
 
Ilustración 4-3 Actuador prismático 
 
Un actuador prismático puede aumentar o disminuir su longitud. 
 
 Esta característica es interesante, de cara a diseñar una maquina que pueda 
deformar su superficie, ya que, con una distribución adecuada de varios actuadores 
prismáticos alrededor, es posible crear un mecanismo que cambia de forma. 
(Ilustración 4-4). 
 




Ilustración 4-4 Distribución de actuadores 
 
Una distribución adecuada de actuadores puede permitir la construcción 
 de un robot con capacidades ameboides (simplificación del concepto 
en dos dimensiones, fácilmente escalable en tres dimensiones) 
 
 
4.2.2 Como mover el robot 
 
 Una vez tenemos un diseño básico de un robot con capacidades de 
deformación, hemos de saber si existe alguna manera de implementar alguno de los 
movimientos que los organismos ameboides utilizan. Como se ha explicado en el 
apartado Movimiento ameboide (página 110), estos organismos tienen dos estrategias 
para moverse, dependiendo del medio en que se encuentren: 
 En un fluido, las amebas forman un seudópodo y desplazan el interior de su 
cuerpo hacia él.  
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 En una superficie, los organismos ameboides forman seudópodos a modo de 
patas simples que hacen presión para trasladarlo al lugar deseado. Esta forma 
de moverse es la que interesa más en White Moon y la que será 
implementada. 
 White Moon no se desplazará dentro de un fluido, y no tiene medios para 
mover sus componentes internos a una zona u otra del robot, por lo cual, la primera 
estrategia queda descartada. La segunda estrategia sí que es factible con la propuesta 
del punto anterior (Ilustración 4-4) y es la que se implementará en el prototipo. 
 Para conseguir este tipo de locomoción hemos de cambiar la longitud de 
actuadores que se encuentren cerca del suelo, en la posición opuesta hacia donde nos 
queremos desplazar. Debido a que la forma del robot se aproxima a una esfera, se 
puede aprovechar las propiedades de esta, para desplazarse. 
 
 
Ilustración 4-5 Movimiento en el robot ameboide 
 
A partir de la activación selectiva de los actuadores prismáticos y 
aprovechando la forma circular, es posible mover el robot. 
(simplificación en dos dimensiones) 
 
 Este tipo de locomoción plantea la siguiente cuestión: ¿Que actuador se ha de 
mover en cada momento para desplazar el robot a la dirección deseada? 
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4.2.3 Elección del actuador a mover 
  
 Para que el robot pueda moverse, se ha de utilizar el actuador que este 
tocando el suelo. En el caso de la propuesta de diseño que se ha mostrado en los 
puntos anteriores, si bien se acerca a una esfera, existen ciertos puntos de estabilidad 
entre actuadores, que formarán una base. 
 
 
Ilustración 4-6 Base del robot ameboide 
 
Simplificación en dos dimensiones de uno de los puntos de 
estabilidad de un robot del tipo White Moon. 
 
 Se puede averiguar que actuadores están en la base en reposo si se sabe 
cuántos actuadores forman una base, si hay alguna manera de obtener el vector 
gravedad con respecto al robot, y si se tienen las coordenadas del vector director que 
sigue cada uno de los actuadores. Ambas cosas se pueden averiguar fácilmente si el 
robot tiene un acelerómetro con tres grados de libertad. 
 
4.2.3.1 Vector Gravedad y vectores directores 
 
 Para obtener los actuadores de la base, necesitamos disponer del el vector 
gravedad, y los vectores directores de cada uno de los actuadores que componen la 
maquina, relativos a esta. Si se dispone de un acelerómetro de tres ejes (tres sensores 
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de aceleración que miden en las 3 dimensiones) incorporado, obtener estos datos 
resulta sencillo: 
 Se puede encontrar el vector gravedad simplemente obteniendo las lecturas 
del acelerómetro en reposo.  
 Para hallar los vectores directores de los actuadores, se ha de alinear cada 
uno de los actuadores con el vector gravedad y tomar lecturas del 
acelerómetro, dicha lectura es el valor del vector director de ese actuador. 
 
4.2.3.2 Averiguar los actuadores de la base 
 
 Una vez se dispone la información de los vectores gravedad y directores, se 
puede determinar que vectores directores están más orientados hacia el suelo, y, por 
lo tanto, cuáles de ellos pertenecen a actuadores que forman parte de la base actual 
del robot, si se utiliza la definición de producto escalar: 
 El producto escalar de dos vectores en un espacio euclídeo se define como el producto de 
sus módulos por el coseno del ángulo θ que forman.  
                        
[…]Puesto que |A| cos θ representa el módulo de la proyección del vector A sobre la 
dirección del vector B, esto es |A| cos θ = proy AB, será 
                 
de modo que el producto escalar de dos vectores también puede definirse como el producto 
del módulo de uno de ellos por la proyección del otro sobre él. 
 (9) 
  
 Así pues, en el caso particular de que ambos vectores sean unitarios, se puede 
definir el producto vectorial, como el valor del modulo de la proyección de uno de los 
vectores sobre el otro. 
 




Ilustración 4-7 Proyección de un vector en otro 
 
El producto escalar es  
                
 
Si B es un vector unitario, se puede afirmar que  
 
                        
 
        es  el valor del módulo de la proyección de A en B, 
 
  
 Gracias a esta propiedad, si todos los vectores directores de los actuadores 
tienen el mismo módulo, se puede averiguar  cuál de ellos presenta un ángulo 
respecto al vector gravedad más pequeño. Se cumple que, a menor ángulo respecto al 
vector gravedad, mayor es el valor del modulo de este de la proyección en el vector 
gravedad. Esto significa su orientación está más cerca de ser alineada con la 
gravedad, por lo tanto, corresponde a un actuador orientado hacia el suelo.  
  Esto es posible porque se ha usado el acelerómetro para obtener el valor de 
los vectores director, por lo tanto se utiliza como base este dispositivo. 
 Si se sabe que N es el numero de actuadores han de estar tocado el suelo en 
la base del robot cuando está en reposo, utilizando el producto escalar de la gravedad 
en todos sus vectores directores se puede afirmar que los N valores mayores 
corresponden a aquellos que forman la base en ese momento (Ilustración 4-8).  




Ilustración 4-8 Proyección de vectores 
 
Para un vector gravedad y varios vectores directores de mismo 
módulo, la proyección será mayor contra menor sea el ángulo que 
forman con el vector gravedad. Si este ángulo es mayor de 90º, la 
proyección tomara valor negativo. 
  
 A efectos de reducir el número de operaciones, se puede afirmar que el mismo 
principio se cumple para vectores directores de actuadores y gravedad no unitarios, 
siempre y cuanto los vectores directores de cada actuador tengan el mismo módulo, 
ya que el valor de la proyección siempre es multiplicado por el módulo del vector de la 
gravedad el cual es constante: 
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 Por lo tanto se puede afirmar que, si hacemos el producto vectorial de  todos 
los vectores directores por la gravedad, aquellos N actuadores cuyo resultado sea 
mayor, pertenecerán a la base en ese momento. 
 Para aplicarlo con los datos que disponemos (coordenadas de los vectores 
directores de los actuadores y coordenadas de la vector gravedad), se puede utilizar la 
siguiente definición del producto escalar de dos vectores: 
                      
 Esto significa que, si podemos dotar al robot de un acelerómetro que le permita 
medir la gravedad, y si es posible asignar un vector director a cada actuador,  se 
puede averiguar que actuador forma parte de la base del robot cuando este está en 
reposo, los cuales se pueden utilizar para moverlo. 
 
4.2.3.3 Orientación del robot y elección del actuador de la base 
 
 Para mantener una dirección especifica, se puede utilizar sensores magnéticos  
para detectar el norte magnético de la tierra. De esta forma se tiene un punto de 
referencia que permite orientar hacia una dirección determinada. Utilizando esta como 
base, se pueden obtener diversas direcciones, consiguiendo que el robot se mueva 
utilizando el norte magnético como referencia para la dirección que queremos obtener. 
 De esta forma se puede averiguar, de forma análoga a la detección de los 
actuadores que están en el suelo, que actuador de los que soportan el robot es el 
adecuado para dirigir a este a una dirección determinada. Para ello se ha de hacer el 
producto escalar del vector director de cada uno de ellos con respecto al vector de la 
dirección que se quiera ir. Se sabe que para ir a una dirección, se ha de utilizar el 
actuador opuesto, así que, en este caso, el actuador con menor valor de producto 
escalar es el adecuado para dirigir al robot a la dirección deseada. 
 No ha dado tiempo a implementar esta funcionalidad en White Moon así que se 
ha dejado para proyectos futuros. Dada su sencillez y fácil aplicación al sistema actual, 
no tendría que ser complicada su implementación. 
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4.2.4 Forma del robot 
  
 Una vez se ha comprobado que es posible construir un robot ameboide 
utilizando actuadores prismáticos, es el momento de decidir cuál es la forma básica 
adecuada para distribuirlos. Si el prototipo tiene muchos actuadores: 
 Será más deformable, y por lo tanto, estará más cerca de la anatomía de las 
amebas. 
 Se acerca más a la forma de una esfera, lo cual facilitaría el movimiento. 
 Incrementaría el coste de construcción del robot, y aumentaría el número de 
operaciones a realizar en cada momento. 
 Influye en el consumo energético de la máquina: a más actuadores, más 
energía se requiere para hacerla funcionar. 
 El numero de actuadores influye en el peso de la maquina, lo cual puede 
dificultar no solo su desplazamiento, sino también la integridad de sus 
componentes. Así que se puede afirmar que existe un compromiso entre el 
número de actuadores y el peso del robot. 
 
 Por esto, hay que buscar un compromiso entre forma deseada, limitaciones 
energéticas y limitaciones de los actuadores. 
 A demás, dependiendo de la estructura geométrica, es posible que cada una 
de las bases del robot tenga diferentes formas geométricas. Esto significaria un 
número diferentes de actuadores en cada base, lo cual sería una dificultad extra a la 
hora de averiguar que actuadores están colocados en el suelo. Por esta razón 
conviene buscar una estructura que maximice el número de actuadores, minimice el 
peso y tenga todas las caras iguales 
 
4.2.4.1 El icosaedro 
 
 El icosaedro regular convexo es un poliedro que tiene propiedades 
interesantes, algunas de las cuales podrían ser de utilidad  para el robot. 
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 Todas sus caras son iguales.  
 Todas sus caras son triángulos equiláteros. 
 Es un poliedro regular con más caras que existe 
 Es el poliedro regular convexo con mayor número de aristas. 
 
 Usando el icosaedro como forma básica, se colocaría un actuador en cada 
vértice. Las caras estarían siempre formadas por las puntas de 3 actuadores, ya que 
estas siempre tendrían la forma de un triángulo equilátero. Estas que formarían las 
diferentes bases que soportaría el peso del robot en cada momento. 
  
 
Ilustración 4-9 Icosaedro 
White Moon está diseñado con forma de icosaedro, 
debido a las propiedades particulares de este poliedro 
 
 Las propiedades del Icosaedro son interesantes para las funciones que White 
Moon tiene que implementar: 
 Al ser todas sus caras iguales, se simplificaría la implementación del programa 
que controla que actuadores tiene que moverse para ir a una dirección 
determinada. 
 Al ser cada cara triángulos estamos usando el mínimo número posible de 
aristas (actuadores) de la cara que en la cual el robot se sostiene en todo 
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momento (si fuesen menos, no se podría sostener). Así limitamos el número de 
actuadores que necesitamos al mínimo en cada momento. 
 Con esta estructura está garantizado que los actuadores en contacto con el 
suelo siempre serán 3 y, en la forma base, formarían un triangulo equilátero 
entre ellos, lo cual facilitaría el cálculo de los actuadores de la base del robot. 
 El Icosaedro es el poliedro regular convexo con más caras, lo cual hace que su 
forma se aproxime mucho a la de una esfera. 
 Al ser el poliedro regular convexo con más caras que existe, nos aseguramos 
que se maximiza el número de actuadores que se utilizará en el robot mientras 
conservamos las propiedades anteriores.  
 
 Otra característica interesante, pero que a la hora de diseñar el prototipo no se 
llegó a utilizar, es que la estructura del icosaedro regular convexo puede ser generada 
a partir de 3 rectángulos cuyo lado mayor es el doble que el lado menor. Este hecho 
puede ser utilizado para reforzar el robot y hacerlo más robusto. A demás, estos 3 
rectángulos podían contener un cubo en su interior, el cual era interesante a la hora de 
colocar los distintos componentes internos de White Moon. Sin embargo, debido al 
tamaño final de la máquina, esto hubiese complicado el montaje y no hubiese 
supuesto mucha diferencia. De todas formas es una propiedad interesante para ser 
añadida en la construcción de otro robot de mayor tamaño. 
 
Ilustración 4-10 Esquematización del Icosaedro 
Los vértices del icosaedro corresponden a los 
vértices de 3 rectángulos 
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 Debido a todas estas propiedades, se decidió utilizar este poliedro como base 
para la estructura original de White Moon. Con esta forma, se puede afirmar que el 
robot necesita disponer de 12 actuadores, ya que estos serán colocados en las aristas, 
y el icosaedro regular convexo tiene doce. 
Caras  20 
Polígonos (caras) Triángulos equiláteros 
Aristas  30 
Vértices  12 
Grupo de simetría Icosaédrico (Ih) 




 A partir del estudio que se ha hecho en la fase de diseño, se puede afirmar que  
es factible construir un robot que pueda deformar su superficie utilizando diversos 
actuadores distribuidos alrededor de la máquina. Si podemos identificar cada uno de 
ellos y si se dispone de sensores de aceleración, se puede obtener sus vectores 
directores y el vector gravedad, los cuales se pueden utilizar para obtener los 
actuadores que forman la base del robot en cada momento, que pueden ser utilizados 
para que el robot pueda desplazarse. Utilizando un sensor magnético se puede 
obtener información del norte magnético, lo cual permitirá desplazar el robot a la 
dirección deseada. 
 También se ha decidido que la distribución de actuadores idónea es la forma 
de icosaedro regular convexo, ya que esta maximiza el numero de actuadores, se 
acerca a la forma de una esfera – lo cual facilita el movimiento del robot – y hace que 
todas las bases de equilibro de la maquina sean iguales (triángulos equiláteros), lo 
cual facilita las operaciones que se ha de realizar. 
 En la siguiente sección se estudiarán los diversos sensores, actuadores, 
componentes y materiales en general que se podrían utilizar para fabricar el robot, 
para confirmar si son adecuados o no a las necesidades que este tendrá 
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4.3 PRUEBAS CON COMPONENTES Y MATERIALES 
 Decididos el método de desplazamiento y la forma del robot, el siguiente paso 
es estudiar los diferentes materiales que pueden ser usados para que White Moon 
pueda realizar todas las funciones que necesitamos. Esto permitirá comprobar si es 





 El movimiento del robot se basa en la deformación de su superficie. Esto se 
consigue partir de la distribución de actuadores prismáticos en forma de icosaedro 
regular convexo. Dependiendo de lo que se necesite en cada momento, ha de ser 
posible cambiar el tamaño de cualquiera de ellos modificar la forma del robot. 
 Teniendo esto cuenta, se necesita actuador adecuado para la tarea que había 
de realizar. Había de ser pequeño y ligero, evitando así aumentar innecesariamente el 
volumen y el peso de la maquina, pero a la vez y tenía que ser capaz de aguantar 
parcialmente el peso del robot, tanto en reposo como cuando se extendía. Se 
realizaron pruebas con 2 tipos de actuadores distintos, con sus respectivas tarjetas 
controladoras. 
 
4.3.1.1 L12 y SD84 - 84 Channel Servo Driver Module 
 
 
Ilustración 4-11 Actuador L12 Firgelli 
 
 Las pruebas iniciales se hicieron con actuadores prismáticos L12, fabricados 
por Firgelli. Una de las razones es que el IRI disponía de estos componentes, así que, 
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si resultaban adecuados, supondría un ahorro en tiempo (encargarlos) y dinero (como 
ya se tenían unos cuantos, solo se tendrían que comprar los que faltasen).  
Longitud de extensión (Stroke) 100mm 
Fuerza máxima 12-45N 
Velocidad (sin carga) 23-5mm/s 
Voltaje: 6V o 12V 
Opciones de control: 
Limits Switches(-S), Linear 
Feedback(-P), RC Servo(-R), 
Integrated Controller(-I) 
Tabla 4-2 especificaciones del actuador L12 
 
 Para controlarlos se utilizó la tarjeta SD84 - 84 Channel Servo Driver Module, 
que, mediante una conexión USB, permite a un ordenador controlar hasta 84 
dispositivos. 
 
Ilustración 4-12 Tarjeta SD84 - 84 Channel Servo Driver Module 
 
 En los puntos anteriores se ha establecido que en White Moon se usan 12 
actuadores, así que, si fuese factible usar el SD84-84, solo se necesitaría un 
dispositivo para controlarlos a todos, aunque quizás pueda resultar algo voluminoso 
para el robot. 
Canales de Servo Hasta 84 
Salidas lógicas Hasta 84 
Entradas lógicas Hasta 84 




muestreo del servo 
20mS en cualquier situación 
Control de posición Programado directamente en uS 
Control de velocidad Desde 20 segundos para rotación completa 
Servo Power 
Terminales separadas para utilizar voltaje a la 
elección del usuario, en grupos de 8 servos 
Logic Power Directamente del USB 
Control interface USB 
Tabla 4-3 Especificaciones de la tarjeta SD84 - 84 
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 La instalación de los drivers para controlar el SD84-84 y su acceso a través del 
lenguaje de programación C++, resultó ser bastante sencilla y se logro el control de los 
actuadores conectados a ella sin gran problema. Sin embargo, poco tiempo después 
se empezaron a surgir dos inconvenientes debido a la naturaleza de estos dos 
dispositivos.  
 Los actuadores L12 mostraron una tendencia a quemarse con facilidad, sobre 
todo cuando encontraban resistencia. Debido a que en el proyecto, todos 
tendrían que soportar el peso del robot en algún momento, esto podría resultar 
un problema para su vida útil. 
 
 La tarjeta SD84-84  resultó no ser demasiado fiable. Los puertos en donde se 
conectaban los L12 a veces funcionaban y a veces no. Este comportamiento 
dependía del puerto usado: algunos funcionaban prácticamente siempre, otros 
nunca funcionaron, aunque todos alternaban funcionamiento normal con 
bloqueo intermitentemente. 
 
 Se barajaron las hipótesis de que el problema fueran los actuadores, o que el 
acceso vía USB no se gestionaba de forma adecuada, lo cual podría ser una razón 
para que dejase de funcionar después de usarse una vez en la misma sesión del 
sistema operativo. Así pues, se paso a probar en cada puerto diversos actuadores  
que se sabía con seguridad que funcionaban, y en el momento que dejaban de 
moverse, se procedió a reiniciar el sistema operativo. Como resultado se observó que 
la mayoría de puertos dejaban de funcionar espontáneamente (si bien no al mismo 
tiempo) después de uno o varios usos, incluso después de reiniciar. 
 Para comprobar si la tarjeta era defectuosa o se había estropeado con el 
tiempo, se hicieron las mismas pruebas con otra  SD84-84 diferente, pero los 
problemas reaparecieron. Finalmente se intento pulir las conexiones de la tarjeta a los 
actuadores, ya que la conductividad podía haberse deteriorado debido al oxido, pero 
persistieron las mismas incidencias. 
 Debido a los numerosos problemas que ocasionaban ambos componentes, se 
decidió probar con otra alternativa. 
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4.3.1.2 L16 y LAC 
 
 
Ilustración 4-13 Actuador L16 Firgelli. 
Su aspecto es idéntico al L12 
 
 La segunda prueba que se hizo fue con los actuadores L16 de la marca Firgelli, 
una versión mejorada, más potente y preparada para resistir cargas y velocidades 
mayores que el actuador L12. 
Longitud de extensión (Stroke) 100mm 
Fuerza máxima 50-175N 
Velocidad (sin carga) 32-8mm/s 
Voltaje: 12V 
Opciones de control: 
Limits Switches(-S), Linear 
Feedback(-P) 
Tabla 4-4 especificaciones del actuador L16 
 
 Para dar órdenes a los L16 se uso una tarjeta del modelo LAC (Lineal 
ACtuator), que dispone de un micro controlador de la marca "microchip" al cual se le 
puede dar órdenes vía USB.  
 
Ilustración 4-14 LAC 
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Modo de control de entrada digital USB, RC Servo, 1 kHz PWM 
Controlador 10-bit Dual Sample Rate Quasi PD 
Actuadores compatibles 
L12, L16, serie PQ12 
(actuadores con la opción de control -P) 
Dimensiones  50 mm x 50 mm (excluyendo el porta-baterías) 
Voltaje Actuadores de 6, 12 o 24V 
Intensidad máxima 4A 
Valores personalizables 
Velocidad, extensión, constantes de control, precisión... 
(existen más variables) 
Tabla 4-5 Especificaciones del LAC 
 
 En el caso de la combinación LAC + L16, fue algo más difícil empezar a hacer 
pruebas, debido a la escasa documentación que se ofrece: Firgelli solo tiene un 
ejemplo en Labview, un programa de pago.  
 Se planteo la posibilidad de migrar hacia dicho programa, pero se decidió usar 
C++ debido a que no se encontró documentación para utilizar otros componentes del 
robot con él. También se consideró que al ser un lenguaje de programación de más 
bajo nivel, permitiría hacer programas más sencillos y controlar mejor el código12. 
Labview utiliza una librería DLL compilada en C++, y de hecho Firgelli afirmaba que el 
LAC podía ser controlado desde diversos lenguajes, siendo este uno de ellos, 
garantizaba la posibilidad de implementar los drivers de esta manera. 
 La creación del programa de control del LAC con C++ fue algo complicada13, 
debido a la poca documentación oficial en la red. Finalmente se encontró el código 
fuente, la documentación y ejemplos de una versión antigua de la librería usada para 
controlar el micro controlador que contiene el LAC en la web de MicroChip, lo cual 
permitió la implementación del programa de control de los actuadores de White Moon.  
 Una vez se comprobó que se podía acceder a todas las opciones de control de 
los actuadores, estos funcionaron correctamente y parecían resistir bien las tensiones 
que tendrían que soportar sin problemas. 
 Los inconvenientes encontrados al uso del LAC y el L16 conjuntamente, una 
vez conseguidos los drivers para interactuar con ellos, fueron los siguientes 
                                               
12
 En las primeras etapas del diseño de White Moon, este tenía que tener un microordenador 
que lo haría independiente. Eso producía algunas dudas debido al posible sistema operativo de 
este microordenador y la posibilidad de controlar con él los LAC (solo se han encontrado 
librerías para Windows), lo cual explica algunas de las razones para no usar Labview, pero 
posteriormente se cambio de idea, haciendo que toda la carga de cálculo recayese en un 
ordenador externo que lo controlase vía WiFi. 
13
 Para más información sobre las decisiones de programación relacionadas con el LAC, ver 
sección:6.1.3, página 190. 
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 Se necesita un LAC para cada actuador 
 
Esto aumenta el número de componentes que se usarán en el robot y tiene un 
coste en energía, volumen, peso y precio, en comparación con la primera 
alternativa. De todas formas la tarjeta SD84 - 84, si bien era más barata y una 
sola podía controlar los 12 actuadores con facilidad, tenía como inconveniente 
que era más grande, lo cual habría aumentado el volumen del robot. Las LAC, 
al ser más pequeñas, se podía colocar fácilmente en los espacios libres 
dejados por los actuadores, y las 12 en total son mucho menos voluminosas 
que la SD84-84. 
 
 Velocidad y longitud (stroke) limitadas: 
 
Los actuadores tenían ciertas limitaciones en la velocidad (32-8mm/s) y 
longitud (100 mm) máxima que se podía conseguir con ellos (Tabla 4-4). 
 
 En el caso de la velocidad se consideró que no es fácil encontrar más rápidos 
y potentes de este tamaño, y siendo White-Moon un prototipo, no era 
realmente importante. En el caso de longitud, existe el inconveniente de la 
dificultad de desplazar el centro de masas al lugar deseado para mover el 
robot, lo cual complicó el algoritmo inicial de movimiento que el prototipo utiliza 




Las LAC no disponen de un identificador único para los casos en los cuales se 
conecte más de una tarjeta a la vez14. Esto supone un problema en este 
proyecto debido a que necesitamos asignar unas coordenadas a cada uno de 
los actuadores, y acceder a ellos dependiendo el estado en que se encuentra 
el robot. El hecho de no disponer de identificador, dificulta la tarea de 
averiguar la posición espacial de los actuadores en un momento determinado. 
 
                                               
14
 La asignación de un identificador es una tarea pendiente en la siguiente generación de 
tarjetas controladoras, según ha anunciado Firgelli (13) 
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En las pruebas, debido a que cada LAC esta siempre conectado al mismo 
puerto USB de White Moon, cada uno de ellos es inicializado al mismo tiempo, 
lo cual facilita la generación de un identificador dentro del programa de control 
creado en el proyecto. 
 
De todas formas, en la práctica, pueden darse ciertas circunstancias en el que 
el identificador podría cambiar, como por ejemplo una mala conexión de algún 
LAC. En estos casos, un actuador podría ser inaccesible, o inicializarse algo 
más tarde, lo cual cambiaria los identificadores de los actuadores posteriores. 
Esto hace que sea importante controlar que no hay ningún problema de 
conexiones en White Moon para asegurar su funcionamiento. 
 
 Las pruebas de los actuadores L16 llevaron algo más de tiempo de lo 
planeado, pero una vez se consiguió acceder a ellos correctamente a través del LAC, 
demostraron ser fiables. Si bien existen algunos inconvenientes, a la práctica se 
pueden sortear, por lo cual la utilización de estos dos componentes era factible a la 




 A diferencia de otras maquinas, la forma particular de White Moon no cuenta 
con puntos de referencia relativos, lo cual supone un problema a la hora de moverse. 
El robot tiene forma de icosaedro, como aproximación a una esfera, y se aprovecha de 
esta forma para moverse, deformándose de forma adecuada, y aprovechando los 
cambios en su superficie para desequilibrarse y forzar a desplazarse de esa manera 
en la dirección deseada. 
 Como ya se estudió en el punto 4.2.3 (página 115), necesitamos saber donde 
está localizada la superficie en el cual el robot se encuentra, y elegir un actuador 
adecuado para desplazarlo en ella. Para ello necesitamos un grupo de sensores de 
aceleración que nos permita tener un punto de referencia de donde está el suelo 
(vector gravedad), y otro de sensores magnéticos que nos dará un punto de referencia 
sobre el cual desplazarnos a una dirección deseada (norte magnético). Para ello se 
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eligió utilizar una tarjeta con varios tipos de sensores incorporados: Phidget Spatial 
3/3/3. 
 
Ilustración 4-15 Phidget Spatial 3/3/3 
 
 Phidget Spatial 3/3/3, - a partir de ahora Phidget - es un componente 
electrónico de tamaño reducido que se usa conectado a un puerto USB, el cual 
permite leer los datos obtenidos y le suministra el voltaje de alimentación necesario.  
Este componente dispone los siguientes sensores: 
 Sensor de campos magnéticos (Brújula) de 3 ejes 
Utilizados para obtener una dirección a la cual desplazarse 
 
 Giroscopio de 3 ejes 
No utilizado en este proyecto. 
 
 Acelerómetro de 3 ejes hasta 5G 
Utilizado para obtener los datos que ayudarán a calcular que actuador se ha 
de utilizar en cada momento. 
 
 Por eje, nos referimos a un sensor dedicado a detectar un valor a una dirección 
determinada. En el caso de Phidget los sensores están orientados hacia los 3 ejes de 
coordenadas cartesianas en 3 dimensiones: X, Y y Z 








 Todas las pruebas que se realizaron con el Phidget fueron satisfactorias, y fue 
relativamente fácil programar drivers para este componente debido a que los drives 
que el distribuidor facilita con el dispositivo son muy versátiles y simplifican el acceso, 
y también gracias a la cantidad de ejemplos que la página oficial tiene disponibles para 
su consulta (10). De todas formas, a la hora de implementar el programa, se 
produjeron algunos problemas de compilación dentro del entorno elegido 
originalmente, lo cual forzó a cambiar el compilador utilizado para programar el 
programa de control de White Moon. 
  Una vez que se comprobó que el Phidget podía ser usado sin dificultad, y dado 
su reducido tamaño, peso y consumo energético, resulto ideal para ser incluido dentro 
de White Moon.  
 
4.3.3 Automatización y comunicación con el usuario. 
 
 Una vez comprobado que se podía construir un robot ameboide, era el 
momento de estudiar cómo se podía interactuar con él para poder obtener su estado y 
hacerlo funcionar de forma deseada. Para ello se necesitaba comunicarse con el 
prototipo y automatizar las operaciones que se necesitaban para realizar todas las 
funciones, a la vez que se mantenía una estructura sin cables de alimentación 
externos que facilitasen al robot desplazarse, tal y como se mencionaban en los 
requisitos funcionales del proyecto (página 54). 
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 En un primer momento se planteó la idea de utilizar un micro ordenador que 
permitiese al robot tener cierta independencia y realizando todas las operaciones de 
automatización. La comunicación con dicho ordenador se realizaría mediante una 
tarjeta WiFi. De todas formas, esta forma de utilizar el robot acarreaba ciertos 
problemas. 
 Volumen: integrar un ordenador aumentaría el volumen del robot, el cual 
necesitaba ser lo más reducido posible para poder controlar mejor el centro de 
masas a partir de los actuadores que teníamos disponibles. 
 
 Peso: Un ordenador significaría un peso extra que tendrían que soportar los 
actuadores de la base, lo cual podría hacer que se rompiese fácilmente. 
 
 Energía: Los componentes de un ordenador, por simples que sean, son varios 
lo cual aumentaría la alimentación que se necesitaría, la cual también está 
limitada por el espacio disponible dentro del robot. 
 
 Potencia de cálculo: Si bien las operaciones que el robot ha de realizar no 
son muy complicadas para los ordenadores actuales, un micro ordenador 
tendría más problemas a la hora de enfrentarse con esos cálculos. 
 
 Sistema Operativo: Los sistemas operativos de este tipo de ordenadores 
suelen ser especializados y simplificados para optimizar su funcionamiento. 
Esto podría suponer problemas de compatibilidad con dispositivos como el 
LAC o el Phidget, que podrían no ser compatibles, o necesitar librerías no 
disponibles en esta versión, lo cual podría obligar a reprogramar los drivers de 
cero para ser utilizados con un sistema para el cual estos componentes no 
habían sido diseñados. 
 
 Estos inconvenientes hicieron replantear el diseño original de White Moon, para 
encontrar una alternativa de automatización del robot. Al final, se encontró de diversos 
dispositivos que se explicarán a continuación,  que se podían utilizar para hacer que el 
prototipo fuese controlado por un ordenador externo vía WiFi, que se ocuparía de 
controlar y automatizar todas las tareas. 
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4.3.3.1 Comunicación con los dispositivos: SILEX SX 3000 GB 
 
 Una vez descartado el uso de un ordenador, se necesita una forma de 
comunicarse con cada uno de los dispositivos del robot de forma remota, a través de 
un ordenador externo, para poder leer la información del estado actual y poder enviarle 
órdenes. Uno de los problemas fue que tanto los actuadores como el sensor se 
comunican directamente vía USB, por lo cual se había de encontrar una forma de 
permitir a un ordenador externo detectar los componentes USB de White Moon. 
 Actualmente existen diversos aparatos que son utilizados para distribuir 
elementos USB (normalmente discos duros o impresoras) por Ethernet, de forma que 
son visibles por los ordenadores que pertenecen a la misma red. Suelen ser reducidos 
y funcionan con cualquier tipo de dispositivos USB, lo cual hace que sean ideales para 
permitir a White Moon comunicarse con un ordenador externo. 
 Para las pruebas se eligió el dispositivo SILEX SX 3000 GB, Device server, 
Ethernet - Hi-Speed USB (a partir de ahora, SILEX), diseñado especialmente para 
realizar estas funciones. 
 
Ilustración 4-17 SILEX SX 3000 GB 
 
 SILEX tiene dos conectores USB, y es capaz de conectarse a 15 dispositivos 
USB usando hubs. Ya que White Moon ha de poder de  controlar 13 elementos USB 
(12 LACs y 1 Phidget), utilizar SILEX es factible. A partir de su puerto Ethernet, puede 
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ser conectado a un punto de acceso WiFi, y usando programas especifico distribuidos 
con el aparato, cualquier ordenador que se conecte a la red del punto de acceso 
puede utilizar cualquiera de los actuadores o el sensor de White Moon. 
Sistemas Operativos 
Windows 2000/ XP/Vista/7 (32/64-bit)/Server 2003/Server2008 
Mac OS 10.2.7 - 10.5.x (Power PC),  
Mac OS 10.4.3 - 10.6.x (Intel) 
Protocolos soportados 
TCP/IP Printer interface USB 2.0 Hi-Speed (A-Type) x 1 Network 
interface 10 / 100 / 1000 Mbps (Auto-detection) 
Número total de 
conexiones soportadas 
15 (con hubs USB) 
Alimentación Adaptador Universal AC  (DC 12V, 1A) 
Consumo Hasta 5W 
Dimensiones 60 x 100 x 28 mm 
Peso 100g 
Tabla 4-6 Especificaciones SILEX SX 3000 GB 
 
 Las primeras pruebas con SILEX se realizaron con Windows XP de forma 
satisfactoria. Se hicieron otras pruebas con Windows 7 y, como hubo problemas, se 
decidió utilizar White Moon exclusivamente con XP. 
 
4.3.3.2 Comunicación inalámbrica Asus Access Point Wireless WL-330G 
 
 Para complementar el dispositivo SILEX, se necesitaba disponer de un servidor 
o un punto de acceso WiFi que permitiese a un ordenador conectarse con los 
diferentes dispositivos USB de White Moon. Para ello se hicieron pruebas con el punto 
de acceso Asus Access Point Wireless WL-330G (a partir de ahora Asus).  
 
Ilustración 4-18 Asus Access Point 
Wireless WL-330G 
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 Asus genera una red WiFi la cual permite configurarlo mediante el acceso 
desde un navegador de internet a una IP específica, aunque también permite el 
acceso a partir de una herramienta específica. Al conectar al Silex a su puerto 
Ethernet, y utilizando los programas distribuidos con este dispositivo, fue posible crear 
un tunneling que permitiese al ordenador acceder a todos los elementos USB 
conectados de forma satisfactoria, y al ser independiente de sistemas operativos o 
tecnologías, no dio ningún problema. 
Rango de datos 
802.11g: 6, 9, 12, 18, 24, 36, 48, 54Mbps 
802.11b:1, 2, 5.5, 11Mbps  
Modulación OFDM, CCK (11Mbps, 5.5Mbps), DQPSK (2Mbps), DBPSK (1Mbps) 
RF Potencia de salida 15 ~ 18 dBm (en un rango de temperatura nominal) 
Antena 2 antenas IFA internas 
Rango 
Interiores: 40m 
Espacios semi abiertos: 100m 
Espacios Abiertos: (LOS, Line-Of-Sight) 457m 
- el rango puede variar dependiendo del ambiente.  
Sensibilidad del 
recibidor 
PER< 8% @ tamaño=1024 octetos (en un rango de temperatura nominal) 
11Mbps: -82 ~ -85 dBm; 5.5Mbps: -85 ~ -88 dBm; 
2 Mbps: -88 ~ -91 dBm; 1 Mbps: -91 ~ -93 dBm 
Frecuencia de 
operación 
2.412-2.462GHz (N. America) 
2.412-2.484GHz (Japon) 
2.412-2.472GHz (Europa ETSI) 
Adaptador DC 
AC Input: 100V~240V(50~60HZ); DC Output: 4V with max. 1 A current 
Compact: 46(L)×35(W)×21(H) mm (not including Terminals & Wires)  
Dimensiones 8.6 cm x 6.2 cm x1.7 cm H 
Tamaño 62g  
Tabla 4-7 Asus Access Point Wireless WL-330G (especificaciones) 
 
 
4.3.3.3 Otros componentes 
 
 Para completar la conexión de todos los dispositivos USB a las dos entradas 
disponibles en el Silex, se utilizaron dos hubs de 7 puertos del modelo Trust 5870V. 
También se utilizaron conectores USB-micro USB genéricos que permitieron hacer 
todas las conexiones entre LACs, Phidget a los puertos de los hubs. También se 
utilizaron otros cables, como el Ethernet para interconectar el Silex con el punto de 
acceso Asus. 




Ilustración 4-19 Hub Trust 5870V 
 
 Se tuvo en cuenta que los cables tenían que pesar lo mínimo posible pero 





 Una vez conseguidos el dispositivo USB a IP Silex y el punto de acceso Asus, 
la interactuación con los distintos elementos del White Moon fue satisfactoria en 
Windows XP (hubo problemas con Windows 7 y vista, por lo cual se decidió utilizar 
exclusivamente XP), solo dependiendo de la calidad de señal de WiFi que se obtenía. 
Ambos componentes no pesan excesivamente (162g, mas el peso de los cables y los 
hubs), lo cual permitió comprobar que era posible implementarlos dentro del robot sin 
ningún problema si se les distribuía la alimentación suficiente para garantizar su 
correcto funcionamiento. 
 Se decidió utilizar un portátil el cual tendría instalado los programas necesarios 
para controlar a White Moon, y de esta forma aumentar la movilidad del prototipo. 
 
4.3.4 Alimentación de los componentes 
 
 El diseño del circuito eléctrico de alimentación ha sido diseñado e 
implementado por los miembros del IRI a partir del estudio del consumo energético de 
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cada componente. Esta memoria está hecha desde el punto de vista del estudiante de 
la FIB, el cual no ha estado envuelto en su construcción, por lo cual en esta sección se 
procederá a estudiar el circuito ofrecido para determinar el tiempo de independencia 
que otorga al robot. 
 
4.3.4.1 Batería y circuito eléctrico 
 
 Ya que uno de los requisitos del robot es que tenga cierto tiempo de 
autonomía, se decidió que este incluiría una batería recargable interna que le 
permitiese alimentar todos los dispositivos electrónicos que le componen. Para ello se 
han de tener en cuenta las necesidades de cada uno de ellos (Tabla 4-8). 
Dispositivo Voltaje 
L16 (Actuador) 12V 
LAC 4.75-5.25 V 
Access Point 5V 
Silex 12V 
Hub 5V 
Phidget 4.75-5.25 V 
Tabla 4-8 Alimentación de los componentes 
 
 Así pues, la batería propuesta ha de poder suministrar al menos 12V, debido a 
las necesidades energéticas de Silex y Actuadores. A demás, se necesita distribuir el 
peso del robot para equilibrar el centro de masas. Dependiendo del producto elegido, 
es posible que descompense el peso así que, se decidió que se utilizaría una 
combinación de diversas baterías con un tamaño y pesos reducidos, para que fuese 
fácil colocarlas por el robot. Este tipo de dispositivos tienen capacidades menores que 
una batería física, pero utilizando un número determinado de estos y dependiendo de 
la combinación en que se conecten (serie, paralelo) se puede llegar a obtener el 
voltaje equivalente. 
 
 La propuesta del IRI fue utilizar 12 células recargables LiFePO4 para 
almacenar la energía eléctrica. 




Ilustración 4-20  LiFePO4 18650 
 




Capacidad 1200 mAh 
Tabla 4-9 LiFePO4 18650 (especificaciones) 
 
 Debido a que su voltaje es de 3.2V, se necesitaba aproximarlo a 12V, que es el 
valor máximo de voltaje que se necesitan para algunos componentes. Para ello, se 
utilizaron 12 LiFePO4 distribuidas tal y como se muestra en el Esquema 4-1. 
 
Esquema 4-1 Organización de las células de energía. 
 
 Esta organización permite tener 12 células de energía distribuidas por el robot, 
y, a su vez, genera  12.8V, que se asemeja mucho al voltaje máximo que se utilizará 
en los dispositivos. 
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Voltaje nominal 12,8V (continua)  
Capacidad 3600 mAh 
Tabla 4-10 Batería equivalente Esquema 4-1 
 
 Para permitir la carga y descarga de las células de energía, se utiliza un la 
tarjeta CMB (Charging Manage Board), un dispositivo, diseñado específicamente para 
un grupo de baterías que tengan un voltaje de salida de 12.8V que permite lo 
siguiente: 
 Carga y descarga de las baterías 
 Carga y descarga simultanea 
 4 leds informativos: el primero esta rojo cuando está cargando y verde cuando 
la carga ha completado. Los 3 siguientes son verdes y muestran la carga de la 
batería al pulsar un botón. (1 led: 30%, 2 leds: 60%, 3 leds: 100%). 
 Ofrece protección a sobre cargas y sobre descargas. 
 Conectores de carga y descarga diferentes. 
 
Ilustración 4-21 CMB para la batería 
 
 La salida de descarga, de 12.8V, en el caso de los actuadores, puede ser 
usada directamente, debido a que esta es suministrada por el LAC y este está 
pensado para ser utilizada con un voltaje de entre 5 y 24V. Para otros elementos  se 
utilizan conversores TRACOPOWER que permiten obtener el voltaje exacto que se 
requiere en cada caso (12 o 5V) 




Ilustración 4-22  TRACOPOWER 
 
 
THD 12-1211 THD 12-1212 
Voltaje nominal Continua / Continua 
Voltaje entrada 9-18V (nominal: 12V) 
Voltaje salida 5.1V 12V 
Eficiencia 86% 
Tabla 4-11 TRACOPOWER (especificaciones) 
 
 A continuación se muestra el esquema de conexión de los distintos elementos 
del robot (Esquema 4-2). 
 
Esquema 4-2 Alimentación eléctrica de los componentes 
 
 De esta forma se puede tener una fuente de alimentación independiente para el 
robot, lo cual permitirá desplazarse sin necesidad de cables. 
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4.3.4.2 Análisis y tiempo de autonomía. 
 
 Para hacer un análisis aproximado del tiempo de autonomía que el robot tendrá 
con este sistema de alimentación, se ha de tener en cuenta el consumo de todo el 
sistema, y utilizar la información que tenemos de la batería de la que se dispone.  
Dispositivo Voltaje Intensidad Potencia Alimentación 
L16 (Actuador) 12V 650mA (activo)  Baterías - a través del LAC 
LAC  45mA  USB 
Access Point 5V 2A (max)  Baterías 
Silex   3W + USB Baterías 
Hub 5V   Baterías 
Phidget 4.75-5.25 V 45mA (max)  USB 
Tabla 4-12 Información de los componentes eléctricos 
  
 Se sabe que la batería proporciona un voltaje de 12,8V, y que tiene una 
capacidad de 3600mAh. 





 Por lo tanto, si se puede averiguar la intensidad que suministra el sistema en 
total, se puede obtener el tiempo que tardará la batería en descargarse. 
 Antes de realizar los cálculos, se ha de tener en cuenta que, debido a que el 
robot no estará utilizando todos sus componentes a máxima potencia (por ejemplo, los 
12 actuadores) al mismo tiempo, se tendrán que hacer unas suposiciones para 
conseguir una aproximación al tiempo real de autonomía: 
 Se tendrá en cuenta que solo 3 actuadores están siendo utilizados en cada 
momento. 
 No se considerará la intensidad necesitada por los Hubs. 
 
  




Esquema 4-3 Simplificación conexiones eléctricas 
 
 (Esquema 4-3) Se sabe que V=12’8 y que 
                     
 La intensidad que consumen los actuadores queda definida tal y como se ha 
mostrado en la Tabla 4-12                ). Por lo tanto, se necesita averiguar la 
intensidad que absorben los dos conversores Tracopower (          ). 
 
Tracopower 5.1v (THD 12-1211) 
 
 (Esquema 4-4) En el conversor Tracopower que transforma el voltaje de 12’8V 
a 5.1, se tienen conectados tres elementos: el punto de acceso y los dos hubs. En la 
Tabla 4-12 se pueden comprobar los consumos de cada componente: 
 Punto de acceso:        
 Phidget:                  
 Phidget:                   
En el circuito del THD12-1211 se cumple lo siguiente: 
                                   
                       
 




Esquema 4-4 Intensidad den Tracopower (12.8V a 5V) 
 
 Una vez se ha averiguado la intensidad que necesitan todos los componentes 
conectados al Tracopower, se ha de calcular la intensidad de este componente. Para 
ello se ha de tener en cuenta la eficiencia de este dispositivo (E=0.86, ver Tabla 4-11, 
página 141). Esto quiere decir que se cumple la siguiente igualdad: 
              
                           
    
           
          
 
         
 
Tracopower 12v (THD 12-1212) 
 
 (Esquema 4-5) En el conversor Tracopower que transforma el voltaje de 12’8V 
a 12V solo se tiene conectado un elemento: el dispositivo USB-to-IP Silex. En la Tabla 
4-12 se puede ver su consumo, el cual esta expresado en potencia: 3W. 




Esquema 4-5 Intensidad den Tracopower (12.8V a 12V) 
 
 Ya que      , y teniendo el cuenta la eficiencia del THD 12-1212, podemos 
hacer la siguiente afirmación: 
              
 Lo cual nos permite hacer lo siguiente: 
 
                   
     
  
          
 
           
 
Tiempo de autonomía 
 Una vez se tienen los valores de las Intensidades de todas las ramas del 
circuito, es el momento de calcular la intensidad total, que permitirá ahcer una 
estimación del tiempo de autonomía que tiene el robot: 
                     
                                   
                
 Esto permite averiguar el tiempo estimado de consumo 








       
      
       
 Por lo cual se estima que la batería del robot dura aproximadamente una hora. 
 
4.4 MATERIALES DEL CHASIS 
 Una vez decididos todos los componentes y dispositivos electrónicos que White 
Moon necesitará, es el momento de decidir una distribución y de establecer la 




Ilustración 4-23 Estructura básica de White Moon (simplificación) 
Las aristas (en azul) y los vértices están colocadas en forma de 
icosaedro. Cada actuador  se ensamblará en una arista. Se puede 
observar que, debido al tamaño mínimo de los actuadores, existe 
un gran espacio vacío, que es aprovechado para poner los 
diferentes componentes electrónicos. 
 
 En el punto 4.2.4 (página 120) se ha establecido que la forma básica en reposo 
(cuando todos los actuadores tienen el tamaño mínimo) del prototipo será un 
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icosaedro regular convexo, los vértices del cual serán los actuadores. Esto significa 
que el chasis ha de ser también un icosaedro, en los vértices del cual se colocarán los 
actuadores. 
 Originalmente se barajó la idea de colocar cada uno de los dispositivos 
electrónicos del robot en el interior del icosaedro que formaba el chasis, pero debido al 
número de estos, y a la necesidad de reducir el tamaño del prototipo para facilitar su 
movimiento, se decidió que serian distribuidos en el espacio entre actuadores. Una  
excepción es el Phidget15, que se ha de colocar en el interior del chasis.  
  
4.4.1 Aristas de la estructura 
 
 Una vez decidida la estructura del chasis, se procedió a elegir un material 
adecuado para crear la estructura, comenzando por las aristas. Originalmente se 
propuso utilizar barras metálicas, debido a su resistencia, lo cual ayudaría a mantener 
la integridad del robot. Pero surgieron dudas sobre si este material era adecuado para 
minimizar el peso que los actuadores debían resistir. Por ello se descartó este material 
para utilizar barras de fibra de carbono huecas de 5cm de diámetro. 
 
Ilustración 4-24 fibras de carbono 
 
 La fibra de carbono tiene como ventaja su resistencia a tensiones, su precio 
reducido en comparación con otros materiales, su facilidad de manejo y su reducido 
                                               
15
 Este tratamiento especial se debe a que, para facilitar los cálculos relativos a la gravedad y a 
los actuadores convenientes en cada momento, así como los datos referentes a la dirección, 
conviene que los sensores se coloquen lo más cerca posible del centro de gravedad del robot. 
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tamaño. A demás, como la intención es minimizar el tamaño del robot, no se 
necesitarían demasiadas barras. 
   
4.4.2 Piezas de ensamblaje 
 
 A demás de los diversos componentes electrónicos que formarán parte del 
robot, se necesita disponer de piezas de unión que los permitan ensamblar, acorde a 
las necesidades del proyecto. Estas piezas no están disponibles de forma comercial, y 
se han de crear expresamente a partir de las necesidades específicas de este 
proyecto. Para ello, las instalaciones del IRI proporcionan diversas opciones y 
materiales: aluminio, plástico, madera… Teniendo en cuenta que el robot ha de pesar 
lo mínimo posible, pero también ha de resistente, se decidió utilizar una máquina que 
genera piezas de plástico (ABS) a partir de un modelo 3D virtual, utilizando la 
tecnología de prototipado rápido: la impresora 3d. 
 Una vez elegido el material base para las aristas, se procedió a proponer 
propuestas para los vértices, los cuales serian diseñados con el programa SolidWorks. 
Esta forma de crear las aristas permitiría adaptar las piezas de ensamblaje a las 
necesidades del prototipo, lo cual da una gran versatilidad, aunque también supuso un 
proceso de aprendizaje para utilizar el programa de forma correcta. Este proceso fue 
una parte importante del proyecto y se precisó mucho tiempo para diseñar una pieza 
adecuada. 
 
4.4.2.1 Impresión 3d 
  
 El IRI dispone de una impresora 3d Dimension bst 1200es (Ilustración 4-25) la 
cual ha sido utilizada para generar las piezas de ensamblaje de cada uno de los 
dispositivos que componen el robot. Esta máquina tiene capacidad para imprimir 
modelos en 3d en plástico ABS de diversos colores, siendo blanco y negro los 
utilizados en White Moon.  




Ilustración 4-25 Dimension bst 1200es 
 
 Esta tecnología se basa en depositar capas finas de plástico caliente (en 
estado de goma) una sobre otra. La forma de las capas colocadas por la máquina ha 
sido prefijada por la intersección del modelo virtual, con los planos equiespaciales 
(Ilustración 4-26).  
  
Ilustración 4-26 Impresión de modelos en 3d 
Vistas de los planos correspondientes a las capas de plástico que se generarán en la 
impresora 3d 
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 Estas piezas resultantes tienen propiedades anisótropas en el sentido del eje 
vertical, debido a las capas de plástico que lo forman lo cual hace que sean más 
resistentes a presiones en el sentido del eje horizontal, lo cual se ha de tener en 
cuenta a la hora de diseñar las piezas. 
 
 
Ilustración 4-27 Pieza 
generada con la impresora 
3d 
 
4.4.2.2 Vértices de la estructura 
 
 La pieza de ensamblaje que dará forma al robot es la que representa los 
vértices del chasis de White Moon, los cuales irán unidos a través de las barras de 
fibra de carbono, a modo de aristas del Icosaedro. En estos vértices se colocaran los 
actuadores (Ilustración 4-23, página 146). Esta es una de las piezas más importantes 
de la construcción del robot, y su diseño original fue asignado al estudiante. Partiendo 
de este, los miembros del IRI rediseñaron la variación que se utiliza en el prototipo.  
 
Primera versión 
 La primera versión de la pieza fue diseñada por el estudiante, de forma 
genérica, para permitir dar libertad en el tamaño de la máquina16. También fue 
                                               
16
 El tamaño del robot sería definido por la longitud de las aristas del icosaedro del chasis 
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diseñada para poder utilizar la propiedad de los 3 rectángulos cuyos vértices forman 
parte de los de los icosaedros (Ilustración 4-10, página 122), lo cual fortalecería la 
estructura. 
 La pieza se diseñó a lápiz, usando cálculos17 para, posteriormente, generarla 
en SolidWorks. Fue creada teniendo en mente que el robot seria grande, y se le 
añadió una base que permitía colocar el LAC. Se añadieron los agujeros para 
introducir las barras de fibra de carbono, y  diversas oberturas menores para incluir 
tornillos que verificasen que el actuador y las aristas se mantenían en su posición de 
forma adecuada. 
 
Ilustración 4-28 Primera versión de la arista del chasis 
 
 
 Una vez finalizado el diseño, la pieza demostró no haberse calculado de forma 
correcta: 
 No se ajustaba correctamente (Ilustración 4-29), debido a errores de cálculo. 
Para un robot con aristas largas, el error era pequeño y no importaba, ya que 
la fibra de carbono es elástica. Pero debido a que la maquina ha de tener un 
tamaño reducido, estos errores suponían problemas a la hora de ensamblarla, 
y una vez conseguido, las aristas estarían sujetas a una torsión constante que 
podría reducir su vida útil. 
                                               
17
 Estos cálculos no han sido incluidos en la memoria debido a que tenían diversos errores y a 
que esta pieza no fue utilizada en el robot. 




 Utilizar tornillos para reforzar las aristas rompería las barras de fibra de 
carbono, debido a las propiedades especificas de este material (al estar 
formadas de fibras menores, al introducir un tornillo estas se separarían, 
agrietando toda la estructura y reduciendo su resistencia). De hecho, no se 
necesitaba ningún refuerzo, ya que las aristas se mantenían ensamblados de 
forma sólida a partir de la presión. 
 
 La base del LAC forzaba al robot a ser grande, cuando resultaba más práctico 
ponerlo en uno de los lados del actuador. 
 
 La parte donde se coloca el actuador es demasiado justa y no permitía 
colocarlo (originalmente se pensó que el material de la pieza sería algo mas 
elástico cuando en realidad es bastante rígido). 
 
 
Ilustración 4-29 Primera pieza: error de ensamblaje 
 
Se tuvieron errores de cálculo y diseño en la primera 
versión de la pieza 
 
 Por ello, se procedió a crear una segunda versión, utilizando la pieza original 
como base para el nuevo diseño 
 




 En esta versión, no se realizaron cálculos a mano para definir una forma, sino 
que se utilizaron las posibilidades de diseño que SolidWorks ofrece. La forma esencial 
de la primera versión era el pentágono, la pieza, por lo cual se procedió a generar la 
nueva pieza a partir de esta figura también, dándole un pequeño volumen simbólico. 
Utilizando las herramientas disponibles en SolidWorks, se puede averiguar los ángulos 
de cada cara de la pieza (correspondientes a las aristas del pentágono) simulando un 
ensamblaje de al menos tres de ellas (sin las barras de carbono que forman las aristas 
del icosaedro final) forzándolas a compartir una de las aristas de los lados. De esta 
forma se genera un dodecaedro.  
 
Ilustración 4-30 Simulación de ensamblaje 
 
Utilizando las herramientas disponibles en SolidWorks, se puede simular el ensamblaje de las piezas 




 Gracias a esto, después de extender la profundidad de la pieza, se consiguió 
un polígono que no tenía ningún error en los ángulos de sus caras. Se incluyeron 
oberturas en cada una de las caras que surgían de las aristas del pentágono original 
(el cual ahora forma la cara superior) las cuales se utilizarán para ensamblar las 
piezas utilizando las barras de fibra de carbono. 
                                               
18
 Es interesante observar que, al intercambiar vértices por caras desde un icosaedro, se 
obtiene un dodecaedro, otro poliedro regular convexo. 




Ilustración 4-31 Pieza con oberturas 
 
Cada una de las caras que surgían de las aristas del pentágono fue perforada, para 
poder colocar las barras de fibra de carbono que ensamblará las piezas. 
  
 A partir de aquí se intentó minimizar el material y volumen que esta tendría. 
Como el LAC era demasiado voluminoso se decidió que era conveniente colocarlo en 
uno de los lados del actuador, en lugar del interior del robot. Esta decisión lo cual 
reduciría el volumen de la pieza y simplificaría el diseño. 
 
Ilustración 4-32 Soporte del actuador 
 
En esta versión de la pieza, el actuador se sujeta a partir 
de un tornillo y una tuerca. 
 
 A continuación se procedió a crear el soporte del actuador, de forma 
independiente (al acabarse se introduciría dentro de la pieza-vértice, en el centro del 
pentágono). En esta versión, el actuador se colocaría en el interior de la pieza y se 
sujetaría a partir de un tornillo y una tuerca, aprovechando una obertura a tal efecto 
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que los L16 tienen. De esta forma se podría ensamblar fácilmente, y se ahorraría 
material. 
 Cuando el diseño del soporte estuvo finalizado, se fusionó con la pieza la cual 
adquirió todas las propiedades de este, más las incluidas en las piezas. 
 
Ilustración 4-33 Soporte del actuador 
 
En esta versión de la pieza, el actuador se sujeta a partir 
de un tornillo y una tuerca. 
  
 Pero una vez finalizado, se pensó que había mucho espacio solido en el interior 
de la pieza, y el hecho de tener la parte del actuador fuera haría más frágil el robot, por 
lo cual se decidió introducir el soporte del actuador dentro de la pieza, y extender los 
agujeros para el tornillo, los cuales se procuro que no interfiriesen con las oberturas 
para las barras de fibra de carbono. 
 Finalmente se incluyeron 3 agujeros extras. Dos de ellos permitían atornillar el 
soporte para los otros componentes (LACs, Silex, baterías), mientras que el último 
permitiría colocar las barras de fibra de carbono que formarían los rectángulos del 
interior del robot en el caso que se utilizase para diseñar un prototipo más grande 
(aunque no ha sido utilizado en esta versión). 




Ilustración 4-34 Versión final de la pieza 
 
La versión final de la pieza incluye el soporte del actuador en el interior. También 
se añadieron diversas oberturas, entre ellas destacan dos para atornillar el soporte 
del LAC y los otros componentes. 
 
  
4.4.2.3 Soportes del LAC y otros componentes 
 
 A demás de los vértices, que se utilizara para ensamblar los actuadores y 
generar la forma isométrica, necesitamos otras piezas que nos permitan colocar el 
resto de dispositivos, como el LAC, el punto de acceso Asus, las células de energía…  
 Desde el principio se sabe que se necesitarán al menos doce piezas, ya que 
hay tantos LAC como actuadores. De esta forma, se puede colocar el LAC al lado de 
su actuador correspondiente. Después, tenemos diversos dispositivos que irán en 
algunas de estas piezas. Para hacer el robot lo más homogéneo posible, todas las 
piezas han de ser iguales, y suficientemente versátiles como para ensamblar estos 
dispositivos en aquellas que sean seleccionadas a tal efecto. Esto da la libertad 
añadida de poder cambiar de actuador los componentes electrónicos si fuese 
necesario (como por ejemplo, para equilibrar el peso del robot). 
 En este punto se explicará los diferentes diseños de SolidWorks para los 
elementos de plástico que tienen esta función. 
 
Primera versión 
 La primera versión era simple y tenía que ser sujetada con dos tornillos en la 
cara superior de la pieza, junto al actuador. 




Ilustración 4-35 Soporte del resto de componentes electrónicos 
El surco largo de la derecha es la zona donde se coloca el LAC, mientras que los demás 
dispositivos se colocan a la derecha. 
 
 De esta forma se podía aprovechar para colocar diversos dispositivos al lado 
de los actuadores. Hay que recordar que esta pieza es solo una base y se necesita 
generar otras que permitan mantener sujetos los dispositivos en los vértices de la 
estructura. En este momento, se descubrió el problema de la fragilidad del actuador 
para soportar el peso del robot, por lo cual se decidió cambiar el diseño de esta pieza 
por una más rígida que impidiese la rotura del robot. 
 
Ilustración 4-36 Piezas de sujeción de los componentes electrónicos 
 
Se necesita alguna pieza extra para sujetar el LAC (en verde) y los demas 
componentes electrónicos (rojo). 
 




 Esta pieza fue diseñada fabricada posteriormente, una vez se había detectado 
la debilidad estructural de la base de los actuadores con respecto al peso del robot 
(ver punto 5.7.1, pagina 178). Para solucionar este problema, se había de colocar un 
rigidizador, o pieza que reforzase el actuador, en la parte inferior de este, justo en la 
zona en la cual se había de colocar los diferentes dispositivos. Es por ello que se 
consideró adecuado tener en cuenta esto a la hora de diseñar la pieza que mantendría 
los componentes electrónicos. 
 
Ilustración 4-37 Rigidizador 
  
 El rigidizador forzó a cambiar el diseño de las piezas que sujetarían el LAC y 
los componentes electrónicos. Debido ahora existe este volumen extra en el actuador, 
se decidió que se podía utilizar para complementar la sujeción que estas ejercerían.  
 También se ha tenido en cuenta que el tamaño de los dispositivos que estos 
tendrían que aguantar es diverso, por lo cual se han diseñado para ser ajustadas  a los 
componentes más numeroso: el LAC (uno en cada actuador) y las células de energía 
(seis grupos de dos células). Debido a que la mayoría del resto de elementos son de 
tamaño inferior las baterías y serán colocados en la misma zona que estos, es fácil 
crear soportes que ayuden a completar el espacio disponible. 
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Ilustración 4-38 Rigidizador con componentes electrónicos, pieza inferior 
 
Debido a un error estructural del la base del actuador, fue necesario colocar una pieza 
(rigidizador) que reduciría la fuerza ejercida por el peso que este tenía que soportar. La pieza 
superior en contacto con el rigidizador tiene dos agujeros para poder atornillarlo a este. 
 
 Para mantener fijo el soporte superior de estos componentes se puede utilizar 
dos tornillos que lo anclarían al rigidizador. Este se puede mantener estable debido a 
la presión (necesaria para proteger el actuador). 
 
4.5 DISEÑO DEL CASCO EXTERNO 
 White Moon tiene a demás un casco externo formado por doce piezas curvas 
colocadas en los extremos de los actuadores a modo de pies, lo cual lo aproxima más 
a una esfera y facilita su movimiento, aportando a demás una protección de los 
componentes interiores. Esto fue una propuesta del IRI añadida en la fase final del 
diseño, para compensar el problema mencionado en el punto 4.6.1 (página 161). 




Ilustración 4-39 Casco externo ideal 
El casco externo lo aproxima a a una esfera 
 
 De todas formas, si bien en un caso ideal se podía ensamblar las piezas 
dependiendo el movimiento del robot, es difícil hacer que se ajusten en la realidad, por 
lo cual se decidió que no era conveniente utilizar este diseño, sino otro adaptarlo para 
obtener otro casco que, si bien tiene oberturas, no diese problemas de rozamiento o 
ajustes, utilizando un disco en lugar  de este diseño en forma de pentágono. El radio 
de este disco se calculó a partir de las piezas propuestas en SolidWorks. 
 En este caso no se utilizó la impresora 3d para generar esta pieza, en primer 
lugar porque hacerla de ABS es arriesgado, debido a las fuerzas que han de soportar, 
y en segundo lugar, porque se encontró una alternativa en un objeto comercial: unas 
esferas de plástico blancas utilizadas para recubrir farolas, cuyo tamaño y propiedades 
son parecidas a las de White Moon.  
 
Ilustración 4-40 Cubre Farolas 
Existe una alternativa comercial para fabricar el casco 
externo, esferas de plásticos opaco utilizadas para 
cubrir farolas, pensadas para no romperse fácilmente. 




 Es por esto, que el modelo de SolidWorks se utilizó para aprovecharse de las 
herramientas que este ofrece, permitiendo  el cálculo del tamaño  de las diversas 
piezas del casco externo. 
 
Ilustración 4-41 Patas de White Moon 
La versión final del casco externo. Cada una de 
sus piezas tiene los bordes curvos, para facilitar 
el ensamblaje de las patas cuando el robot 
tenga volumen mínimo. 
 
 
4.6 PROBLEMAS DE DISEÑO 
 Una vez decididos todos los componentes surgió un problema, debido a la 
limitación de la distancia que los actuadores podian alcanzar (stroke). Esta no 
desplazaba el centro de masas lo suficiente como para poder mover el robot. A 
continuación se explicará el problema y como se solucionó. 
 
4.6.1 Centro de masas 
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 La idea para mover el robot es la siguiente: el prototipo tiene que ser capaz de 
moverse utilizando un solo actuador. Este, al estirarse, desplaza el centro de masas 
del robot hacia fuera de la zona de equilibrio definida por la base  
 Los actuadores que White Moon tiene tienen las siguientes características: 
 
L16 
Longitud mínima 203 mm 
Longitud máxima 203 + 100 = 303 mm 
Tabla 4-13 Longitud de los actuadores L16 
 
 Después de definir el diseño en forma de icosaedro regular convexo, la longitud 
máxima de los actuadores (100mm+203mm =303 mm) y el ángulo en el cual estaban 
dispuestos con respecto a los otros actuadores de la base hizo que dicho centro de 
masas no se pudiese mover hacia una zona no equilibrada (Anexo B, página 295), por 
lo cual, utilizando el método mostrado (Esquema 4-6) no es posible que White Moon 
se pueda desplazar.  
 Encontrar actuadores de un tamaño tan reducido que puedan obtener la 
longitud necesaria es muy difícil, por lo cual se decidió investigar diversas formas 
alternativas para permitir que White Moon se pudiese desplazar utilizando el mismo 
principio.   
 La primera opción que se planteó, fue poner un mecanismo multiplicador 
que extendiese la longitud natural del actuador hasta el tamaño que se 
necesita. Esto sacrificaría precisión y complicaría el mecanismo.  
 
 La segunda opción fue colocar en los extremos de los actuadores unos "pies"  
curvados lo cual permitiría tener un casco externo que aproximaría la forma 
del robot a una esfera, lo cual facilitaría el desequilibrio. 
 
 Una tercera opción es utilizar las capacidades de cambio de forma de White 
Moon para mover el centro de masas, lo cual permitiría, deformando el robot, 
desequilibrarlo hacia la zona deseada de forma más sencilla. Esta técnica de 
movimiento solo supondría modificaciones en los algoritmos de movimiento del 
robot, y necesitaría experimentarse con ellos cuando el prototipo estuviese 
construido. 




Esquema 4-6 Movimiento de White Moon 
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 Finalmente se decidió implementar la segunda opción, que permite a White 
Moon tener un equilibrio más precario, tendiendo a rodar al mover los actuadores. De 
todas formas, aunque es más parecido a una esfera, existen algunos puntos más 
estables en su superficie, las zonas donde se atornillaron las patas a los actuadores, 
garantizando que en estado de reposo, White Moon se quedara quieta en el triangulo 
formado por los actuadores. 
 Adicionalmente, se decidió estudiar la tercera opción (deformar el robot para 
modificar el centro de masas) una vez el prototipo fuese construido. 
 
4.7 CONCLUSIONES DE LA FASE DE DISEÑO 
 Después de investigar si es factible fabricar un robot ameboide con los 
requisitos y restricciones impuestos en este proyecto, se decidió que si es posible 
utilizando materiales comunes en la robótica e informática actual. 
 El único problema serio encontrado (en la fase de diseño, ya que el problema 
del rigidizador surgió en la fase de construcción) fue la limitación que existe a la hora 
de elegir actuadores prismáticos que puedan obtener una longitud necesaria para 
permitir desplazar el robot de la forma deseada. De todas formas, debido a que existen 
alternativas para sortear este problema, se consideró interesante construir el robot con 
estas restricciones y estudiar cual es la forma óptima de moverlo.   
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 En este capítulo se tratará la fase de construcción del proyecto White Moon, en 
donde se ha ensamblado el prototipo utilizando lo que se definió en la fase de diseño. 
Aquí también se tratarán las diversas incidencias de mantenimiento ocurridas con el 
robot una vez construido, y las acciones realizadas para asegurar que este funcionaba 
de forma adecuada en cada momento. 
 Es importante mencionar que esta fase fue paralela a la implementación del 
programa de control y automatización, por lo cual la fase de programación ha tenido 
gran influencia en la construcción del robot.  
 
5.1 CASCO EXTERNO 
 Como se explicó en el el tema anerior, al diseñar White Moon se detecto que 
los actuadores que se podian utilizar no llegaban a extenderse lo suficiente, lo cual 
impedia el movimiento del robot de la forma propuesta inicialmente (sección 4.6.1, 
página 161). 
 Para solucionar esto, se incluyeron las patas circulares blancas en los 
extremos de cada actuador, lo cual aproximaba la forma del robot a una esfera, 
facilitando su desplazamiento. Estas patas, a demas, cubren la mayor parte de la 
superficie del robot, lo cual ofrece una protección extra para sus componentes 
internos, y hacen que el robot sea blanco, caracteristica que le da el nombre. 
 Uno de los primeros pasos que se realizaron en la construcción, cuando se 
consiguieron los 12 actuadores que se necesitaban, fue la creación de estas patas 
blancas.  
 Estas fueron recortadas de unas esferas de plastico blanco opaco (se venden 
para colocar en diversos tipos de farolas), utilizando el diseño obtenido en el punto 4.5 
(página 159) y curvando bordes para hacerlos circulares utilizando una pulidora 
proporcionada por el IRI. Si bien el tamaño de estas esferas era similar al de White 
Moon, el hecho de que no eran esferas completas (tenian oberturas para colocar en la 
farola), y que parte del material se perderia al recortar y pulir, se tubo que utilizar 3 de 
ellas, lo cual permitió obtener las doce piezas correpondientes al casco externo. 





Ilustración 5-1 Casco externo de White Moon 
El robot tiene patas blancas curvas acopladas al final de cada actuador para 
facilitar su movimiento 
 
 
5.2 ENSAMBLAJE DE LOS ACTUADORES 
 Una vez decididos y adquiridos los componentes, diseñadas y fabricadas todas 
las piezas que se utilizarán para construir el prototipo a partir de la impresora 3d, es el 
momento comenzar la construcción del robot, empezando por los actuadores. 
 




Ilustración 5-2 Motor y LAC 
 
 Los actuadores están montados en las piezas propuestas en la fase de diseño 
(punto 4.4.2, página 148) las cuales fueron diseñadas en SolidWorks y generadas con 
la impresora 3d.  
 
Ilustración 5-3 actuador en la pieza de soporte 
Motor colocado en la pieza que permitirá ensamblar White Moon 
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 Han sido especialmente diseñadas para colocar los actuadores y las aristas 
(barras de fibra de carbono) y tienen una obertura especial para reforzar la colocación 
de los primeros con un tornillo y una tuerca, lo cual contribuye a que no se salgan con 
facilidad. 
 
Ilustración 5-4 Piezas de sujeción de actuadores 
Se muestran los diversos agujeros para las barras de 
fibra de carbono. 
 
 A continuación se procedió a ensamblar las 12 piezas, con los actuadores en 
ellas, utilizando las barras de fibra de carbono, lo cual empezó a dar la estructura de 
icosaedro al robot. Se colocó el phidget en el centro, entre todoas las piezas, para 
asegurar que los sensores estubiesen lo mas cerca posible del centro de masas. 
Mientras se ivan colocando los actuadores, se fueron ensamblando algunas de los las 
piezas del casco externo en algunos de los extremos, para faciliar la sujección del 
prototipoen la superficie en donde se fuese a colocar. (ver punto 4.6, página 161). 




Ilustración 5-5 White Moon con los actuadores 
ensamblados 
 
5.3 ENSAMBLAJE DE OTROS COMPONENTES 
 Un problema que se detectó en esta parte de la construcción fue que algunas 
partes de los actuadores (hechas de plastico) resultaron algo fragiles para soportar el 
peso del robot, por lo cual se decidió reforzarlas con el rigidizador (ver punto 5.7.1, 
página 178), el cual forma parte de las piezas que aguantarán los componentes. 
 Una vez colocadas las piezas de sujección de los componentes electronicos, 
se procedió a colocar los LACs, junto a otros componentes electronicos, el cargador 
de la bateria, como el servidor Asus, el dipositivo USB-to-IP Silex, y los hubs. En este 
estado de la construcción el robot aun no podia ser utilizado porque no habia ninguna 
forma de alimentar a los componentes eletronicos que este tenia en su interior.  
 




Ilustración 5-6 Interior de White Moon – solo con actuadores 
Se pueden observar las piezas blancas que sujetarán los componentes 
electrónicos, entre ellas el rigidizador. 
 
 
Ilustración 5-7 LAC en el actuador 
En esta imagen se puede ver un LAC colocado 
en su actuador correspondiente. 
 
 En esta fase de la construcción se empezaba a comprobar que, era 
conveniente mantener el equilibrio de masa en el interior del robot, y el hecho que 
hubiesen tantos dispositivos con diferente peso complicaria esta tarea. 
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 Una vez todos los dispositivos estaban ensamblados, se procedió a 
interconectarlos entre ellos: el componente USB-to-IP Silex tenia que ir conectado a 
los dos HUBs mediante dos cables usb, y se habia de utilizar un cable ethernet para 
que pudiese comunicarse con el servidor Asus. El Phidget y Cada uno de los LACs 
tenia que ir conectado a uno de los puertos de los HUB. Estos ultimos tambien se 
tenian que conectar a los actuadores (Ilustración 5-8). 
  
 
Ilustración 5-8 Interior de White Moon 
Al final de etapa de la fase de construcción, todos los dispositivos electrónicos que forman parte del 
robot ya estaban colocados e interconectados. 
 
Una vez finalizada esta tarea, se necesitaba crear la electronica que permitiese 
alimentar cada uno de los componentes del robot, para poder comenzar a hacer las 
primeras pruebas. 
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5.4 ELECTRONICA Y ALIMENTACIÓN 
 El siguiente paso fue añadir los elementos y electrónica necesarios para dotar 
a White Moon de la alimentación eléctrica que necesita para funcionar. El robot, una 
vez estuviese completo, dispondría de baterías recargables que le dotarían de 
independencia, pero estas debían ser cargadas de alguna forma cuando estuviesen 
vacías, por lo cual se necesitaba tener un conector que permitiese suministrarle 
energía: el CMB. 
 Aprovechando que este componente permite suministrar electricidad 
directamente conectado a una fuente de alimentación (modo dependiente de 
alimentación o recarga de baterías), fue instalado antes que las células de energía lo 
cual dio la posibilidad de utilizar el robot para hacer pruebas antes de haberlo acabado 
completamente, aunque  tuviese que estar conectado a un elemento externo mediante 
un cable. 
 
Ilustración 5-9 Adaptadores Tracopower 
 
 Para asegurar que cada elemento tiene la alimentación que necesita, White 
Moon utiliza dos adaptadores Tracopower (Ilustración 5-9), que se colocan en las 
piezas que sujetan los componentes de White Moon y refuerzan los actuadores, cuya 
función es transformar el voltaje que les llega desde el circuito de alimentación, 12,8V, 
en 5 o 12V. A continuación se puede observar un esquema de la conexión eléctrica de 
cada uno de los componentes. 




Esquema 5-1 Conexiones de los componentes 
En este esquema se pueden ver las diferentes interconexiones de los dispositivos de White Moon. En el 
estado descrito en esta sección las baterías no habían sido colocadas, pero el robot podía ser utilizado si 
se le conectaba a una fuente de alimentación. 
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 En el momento que todos los componentes han sido instalados, se puede 
proceder a hacer las primeras pruebas (Ilustración 5-10) con el robot en modo 
dependiente (conectado a la electricidad), lo cual permite saber si se puede acceder a 
todos los componentes de White Moon y comenzar a adaptar los algoritmos para la 
automatización del robot. 
 
Ilustración 5-10 Primeras pruebas con el robot 
Al acabar de instalar el circuito de suministro de voltaje, el robot puede 
funcionar en modo dependiente, lo cual permitió realizar las primeras 
pruebas de automatización. 
 
 En a partir de ese momento, el robot se dejo colgando para de un soporte para 
poder comprobar el movimiento de cada actuador. Esto permitia, a demas liberar a los 
actuadores de la base (patas) del peso, aumentando su vida útil. 
 
5.5 INSTALACIÓN DE LAS BATERIAS 
 Una vez instalado el circuito de carga y todos los cables de alimentación y 
despues de comprbar que todos los componentes del robot funcionan y son accesibles 
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mediante un ordenador externo en modo dependiente, es el momento de instalar las 
celulas de energia que dotarán al prototipo de energia en modo independiente (o sin 
estar conectado a una fuente de alimentación externa). Como se ha descrito en el 
punto 4.3.4 (pagina 137), White Moon utiliza 12 celulas de energia LiFePO4 18650, lo 
cual permite distribuirlas por toda la maquina y han sido colocadas en las mismas 
piezas que refuerzan los actuadores y contienen los LAC 
 Las baterias han sido instaladas de dos en dos en cada actuador, lo cual 
permite saber que existen 6 rigidizadores aguantando las celulas de energia. 
 
 
Ilustración 5-11 Células de energía en el actuador 
 
  
5.6 RESULTADO FINAL 
 
 El resultado final de esta fase era construir el robot, por lo cual, una vez 
terminadas estas tareas, toda la maquinaria del prototipo estaba ensamblada y se 
podian realizar todo tipo de pruebas con él. Ha sido construido de forma que en cada 
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actuador hay por lo menos un LAC y un dispositivo19, facilitando el equilibrio de los 
pesos 
Diámetro mínimo 39 cm 
Diámetro máximo 59 cm 
Peso 4.56 Kg 
Autonomía 1 hora 
Voltaje de carga 12V 
Tabla 5-1 Especificaciones de White Moon 
 
 Una vez finalizado el prototipo se han podido comprobar las especificiaciónes 
(Tabla 5-1). Esto nos permite hacer calculos para saber la fuerza que tienen que 
soportar los actuadores. 
                                           
 Asi pues, el robot produce una fuerza de 44’72N en los actuadores de la base. 
Para mover el robot, un actuador ha de realizar una fuerza de mas de 44’72 N en el 
peor de los casos (aunque siempre aguantara menos, ya que se reparte entre 3 
actuadores). Como los L16 pueden proporcionar fuerzas entre 50-175N, no les tendría 
que suponer ningún problema para aguantar el peso. 
 A simple vista parece que el robot construido es el final del proyecto, ya que se 
tiene el prototipo listo, pero falta una de las partes mas importantes: la automatización 
de las acciones del a partir de la programación de las rutinas y el acceso a sus 
componentes lo cual se realiza en la siguiente fase del proyecto. La fase de 
programación es una de las partes mas complicadas del proyecto, y depende de la 
construcción del robot para poder llevarse a cabo. 
 
                                               
19
 Existen seis grupos de 2 celulas de energia, un CMB,  un punto de acceso, un USB-to-IP 
silex, dos adaptadores de corriente traxpower aguantados en la misma targeta y los dos usb. 
Esto hace un total de 12 componentes, tantos como actuadores. (nota: el Phidget se encuentra 
en el interior del chasis del robot). 




Ilustración 5-12 Robot completado 
Una vez finalizado el ensamblaje, el robot ya tenía todas las 




 Como parte del mantenimiento del prototipo, a continuación se mencionaran 
varias incidencias que surgieron una vez White Moon fue acabado, y que se hizo para 
solucionarlas. 
 
5.7.1 Integridad de los motores 
 
 Este problema se observó una vez los 12 actuadores estuvieron  ensamblados 
y White Moon se colocó por primera vez en una superficie. Los actudores tienen una 
pequeña zona de plastico, la cual esta colocada en la pieza que los mantiene unidos al 
centro del robot. Al ser de plastico, y debido al peso del robot, existia una gran presión 
que produjo roturas, por lo cual se decidió que las piezas que mantendrian a los 
distintos elementos de White Moon unidos a los actuadores, se aprovecharian para 
reforzar las zonas mas fragiles de estos. 




Ilustración 5-13 Refuerzo de los actuadores 
Las piezas en donde se colocan los LACS y otros dispositivos 
tienen el propósito extra de reforzar las partes de plástico de los 
actuadores. 
 
5.7.2 Problemas con las patas blancas 
 
 Varios de los problemas de mantenimiento estaban relacionados con las patas 





 Debido a algunas imperfecciones al ensamblar los actuadores, y debido al 
deseo de ajustar las patas lo máximo posible a la distancia permitida cuando White 
Moon adquiere su menor volumen, algunas de las patas acabaron colisionando entre 
ellas, una vez construido el robot.  




Ilustración 5-14 Rozamiento entre patas 
 
 Si bien en las pruebas esto no supuso demasiados problemas de 
funcionamiento, este rozamiento significaba un trabajo extra para los actuadores, y 
dificultaba las tareas de movimiento, por lo cual se consideró necesario pulir los 
bordes de algunas patas para asegurar que el funcionamiento del robot no se veía 
influido por ello. 
  
5.7.2.2 Las patas blancas no eran suficiente 
  
 Una vez construido el prototipo, se hicieron los primeros tests de movimiento y 
se comprobó que, aunque las patas ayudaban, no eran suficientes para permitir un 
desplazamiento adecuado del robot. Esto hizo que se pasase a investigar como utilizar 
utilizar las habilidades de cambio de forma de White Moon para desplazar el centro de 
masas y ayudarlo a moverse en la dirección complicada, lo cual se traducia en un 
algoritmo de selección de actuadores y movimiento mas complejo.  
 Despues de varias pruebas, se decidió implementar el algoritmo que se explica 
en la sección de programación (punto 6.6, página 241). 




Ilustración 5-15 Nuevo movimiento de White Moon 
Para poder mover el robot por una superficie no es 
suficiente utilizar solo un actuador. 
 
5.7.3 Equilibrar los pesos del robot 
 
 Si bien esto no resulto una incidencia, sino algo relacionado con la distribución 
de los elementos del robot, se realizó a posteriori, por lo cual forma parte del 
mantenimiento. Para asegurar que White Moon no se desviaba de su trayectoria 
debido a desequilibrios de peso, se tuvo que comprobar que había un equilibro en la 
colocación de los dispositivos más pesados. 




Ilustración 5-16 Interior de White Moon 
El robot está compuesto por diversos componentes 
electrónicos de diverso tamaño y peso, lo cual puede 
acarrear un desequilibrio en su masa 
 
 
5.7.4 Fragilidad de los LAC 
 
 Los LAC demostraron ser mucho más fiables que las otras alternativas 
investigadas, pero también se comprobó que las soldaduras de sus componentes eran  
frágiles. La consecuencia de esto fue que en un par de ocasiones alguno de los 
componentes electrónicos que lo forman se soltó, por lo cual se tuvo que proceder a 
cambiar el dispositivo. En todas las ocasiones se pudo reparar el LAC roto volviendo a 
soldarlo. 
 Para próximos proyectos es recomendable recubrir totalmente el LAC para 
ofrecer una protección extra. 
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6 Fase de programación 
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 Para que White Moon funcione correctamente, no solo se requiere su 
construcción, se necesita disponer de un software que asegure la correcta interacción 
con el robot. El ordenador que envía las órdenes ha de disponer de ciertos programas 
ya que cada componente necesita disponer de controladores que han sido 
suministrados por los fabricantes, para su correcto uso, los cuales son utilizados por la 
utilidad implementada en esta práctica para interactuar con él. 
 Este capítulo trata sobre la fase de programación de White Moon, en la cual se 
ha estudiado el tipo de hardware, programas y drivers necesarios para poder controlar 
al robot mediante un ordenador con conexión WiFi, y también la implementación de 
rutinas que permiten interactuar con el prototipo y automatizar las acciones que este 
puede realizar. Por esta razón, esta sección engloba gran cantidad de temas, siendo 
una de las partes más importantes de este proyecto. Así pues se ha decidido organizar 
este capítulo en cinco grandes secciones.  
 La primera sección trata de las pruebas de software que se realizaron en el 
robot, y se caracteriza por hablar de programas que no han sido implementados o 
construidos en este proyecto, tales como los entornos de programación, drivers y 
utilidades que permiten a un ordenador comunicarse con los diversos dispositivos del 
robot (actuadores y Phidget) mediante el punto de acceso Asus y el dispositivo USB-
to-IP. 
 La sección siguiente habla de la estructura de programación que se ha seguido 
en el proyecto. A continuación de esta se encuentran los puntos que hablan del 
funcionamiento y la implementación de las diversas partes o módulos que componen 
al programa de control de White Moon: 
 Implementación del módulo de control los actuadores (LAC) 
 Implementación del módulo de control de los sensores (Phidget) 
 Implementación del módulo de estado del robot 
 Implementación del algoritmo de locomoción 
 Implementación de la interface, que permite a un usuario comunicarse con el 
robot. 
 Como ya se ha mencionado en apartados anteriores, la fase de programación 
fue paralela al proceso de diseño y construcción, lo cual queda reflejado en algunas de 
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las elecciones relativas al entorno de programación o el sistema operativo y en la 
construcción. 
 Se ha de tener en cuenta que, la naturaleza de proyecto de investigación de 
White Moon ha hecho difícil la formalización del programa siguiendo la estructura de la 
ingeniería del software, y esto se ha visto reflejado en este capítulo, de forma que se 
da más peso a la explicación del funcionamiento de cada módulo a su especificación 
formal. 
 
6.1 PROGRAMAS NO IMPLEMENTADOS EN EL PROYECTO 
 Como se ha mencionado en la sección de diseño (punto 4.3.3, página 132), el 
robot depende directamente de un ordenador externo el cual, conectado mediante 
WiFi, suministra las órdenes necesarias a los actuadores y sensores del prototipo para 
que pueda realizar las acciones que le son encomendadas. Para ello, este ordenador 
necesita disponer de una serie de programas que le permita interactuar con estos 
dispositivos y que hagan que la utilidad de automatización y control del robot pueda 
comunicarse con estos de forma adecuada, acorde a las órdenes que le son 
suministradas por el usuario 
 En este punto se hablará de los diversos programas que se necesitan para 
utilizar el robot, pero que no ha sido implementado en este proyecto. También se 
trataran las decisiones tomadas con respecto al lenguaje de programación y los 
distintos tipos de entornos que barajaron durante las primeras fases del Proyecto. 
Finalmente se hará una breve explicación de las utilidades implementadas 
especialmente para este proyecto, que servirá como introducción para las siguientes 
secciones de este capítulo en los cuales se tratara la programación realizada 
especialmente para cada componente de White Moon. 
 
6.1.1 La comunicación con el ordenador. 
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 Para saber que programas se han de instalar en un ordenador para poder 
interactuar con White Moon, es necesario comprender cuál es el proceso que permite 
a un ordenador comunicarse con el robot, y de qué manera se han de suministrar las 
órdenes. 
 Los dispositivos relevantes del prototipo desde el punto de vista de un 
ordenador son los siguientes. 
 Punto de Acceso 
White Moon dispone de un punto de acceso Asus WL-330GB, el cual es la 
única forma de comunicarse con el robot. Para ello, un ordenador ha de 
conectarse a la red WiFi que esta genera. 
 
 Dispositivo USB-to-IP 
Conectado al punto de acceso, mediante un cable Ethernet, se encuentra el 
dispositivo USB-to-IP Silex SX 3000 GB. Este permite transferir la información 
de los elementos conectados a sus dos puertos USB, dentro de la red en que 
se encuentra, en este caso, la generada por el punto de acceso. 
 
 Hub USB 
Silex tiene conectado a sus puertos USB dos Hubs para permitir la conexión 
de más de dos dispositivos. En particular, se necesitan 13 puertos USB, los 
cuales están repartidos entre dos Hubs de 7 puertos. 
 
 Phidget 
Conectado a uno de los puertos de los Hubs USB, se encuentra el Phidget, o 
la placa que contiene los sensores que se necesitan en el robot para poder 
orientarse. 
 
 LAC (+ Actuador) 
Finalmente, existe 12 LACs conectados a 12 de los puertos de los Hubs. Cada 
uno controla un actuador diferente de los 12 que están repartidos en el robot y 









Esquema 6-1 Comunicación ordenador - White Moon 
Un ordenador se conecta a la red WiFi del robot, la cual le da acceso al resto de los componentes 
 
 Una vez el punto de acceso y el dispositivo USB-to-IP han sido configurados 
adecuadamente, y se utilizan los programas adecuados, estos componentes realizan 
un proceso de ―tunneling‖, que permite al ordenador tener acceso a los distintos 
elementos USB del robot como si estuviesen conectados directamente en sus propios 
puertos físicos. 




Esquema 6-2 Visión del programa de control de White Moon 
A efectos prácticos, el programa de control del ordenador no es 
consciente del punto de acceso o del dispositivo USB-to-IP. 
 
 Este proceso de comunicación simplifica la implementación del programa de 
control del robot, ya que, para este, los diversos dispositivos USB del robot están 
conectados directamente a los puertos USB del ordenador. Así pues, para que un 
ordenador pueda utilizar a White Moon, es necesario  
 Configurar el punto de acceso y el dispositivo USB-to-IP 
 Instalar los programas de tunneling incluidos con el dispositivo USB-to-IP 
 Instalar los drivers del Phidget y del LAC, necesarios para que un ordenador 
reconozca y pueda interactuar este dispositivo USB. 
 Tener el programa de interacción con el robot implementado en este proyecto. 
 
6.1.2 Requisitos previos al uso del robot 
 
 Como se ha explicado en el punto anterior, White Moon utiliza un sistema de 
Tunneling que permite a un ordenador ver los dispositivos USB que el robot tiene 
instalados como si estuviesen conectados directamente a sus puertos físicos. 
 Debido a esto, el prototipo necesita ciertas configuraciones previas, así como 
utilizar una serie de programas y drivers relacionados con cada uno de los dispositivos 
utilizados en este sistema (Esquema 6-1, página 187) que limitan algunos factores, 
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como el sistema operativo a usar en el ordenador que ha de controlar al robot. Esto 
aumenta el número de dependencias entre programas que el ordenador tendrá, pero a 
cambio permite simplificar el proceso de implementación de los programas y reutilizar 
el código original que se usó en las primas pruebas realizadas en la fase de diseño. 
Adicionalmente, esto da la posibilidad de aprovecharse de las capacidades de cálculo 
de ordenadores potentes y de todo el software y documentación disponible para 
sistema operativo que se necesita en este, en contraste de las limitaciones de los 
ordenadores sencillos que este tipo de robots suelen incluir en su interior. 
 
6.1.2.1 Ordenador (hardware) 
 
 White Moon puede ser utilizado con cualquier ordenador que disponga de una 
tarjeta WiFi (interna o externa, y los drivers asociados instalados) compatible con la 
red que emite el punto de acceso incluida en el robot: 802.11g, 802.11b (Tabla 4-7, 
página 136). 
 A demás, el ordenador ha de tener los drivers que permiten utilizar puertos 
USB 2.0 o superior, debido a que, una vez se conecte a la red ASUS, el sistema 
operativo detectará como USB’s conectados a los 12 LACS y el Phidget que se 
encuentran en el interior del robot. 
 En este proyecto se ha utilizado White Moon a través de dos ordenadores 
portátiles diferentes que reunían estas características. 
 
6.1.2.2 Sistema operativo 
  
 El sistema operativo a utilizar con el ordenador de la sección anterior ha sido 
limitado por los requisitos de los componentes del robot que se sincronizarán con este:  
 Silex: 
Es el dispositivo USB-to-IP que permite que un ordenador detecte a los 
componentes de White Moon como si estuviesen conectados directamente a 
sus puertos USB. Para su correcta utilización es necesario instalar un 
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programa, incluido con este componente, que realiza la traducción de los 
datos que recibe desde una red para realizar esta tarea. 
 
El sistema operativo que este programa soporta es Windows. Según la 
documentación del fabricante(11) puede ser utilizado con Windows XP, Vista y 
7, pero en el proyecto solo funcionó correctamente al ser utilizado con 
Windows XP (arquitectura x86). 
 
 Sensor Phidget:  
El distribuidor de los Phidget ofrece una amplia selección de ejemplos y 
programas para diversos lenguajes de programación y sistemas operativos. En 
este proyecto se ha probado y verificado su funcionamiento con Windows XP 
(arquitectura x86) y Windows 7 (arquitectura x64). 
 
 LACS:  
Las doce tarjetas LAC son las que se ocupan de controlar y dar órdenes a los 
actuadores de White Moon. Disponen de un microcontrolador preparado para 
ello, lo cual hace que, potencialmente, puedan ser utilizados con cualquier 
sistema operativo soportado por él. En realidad el distribuidor de este 
dispositivo solo ofrece un programa de instalación con utilidades y drivers para 
sistemas operativos Windows. 
 
En esta práctica el funcionamiento de este dispositivo ha sido probado en 
Windows XP (arquitectura x86) y Windows 7 (arquitectura x64). En el caso del 
Windows 7 (arquitectura x64), los drivers proporcionados por el fabricante 
daban problemas al ser instalados en CPUs intel de esta arquitectura. Un 
ajuste para poder utilizarlos reside en utilizar la versión de AMD x64, la cual 
funciona correctamente, tal y como se explica en el anexo  C.3.1 (página 302)  
 
 Una vez estudiados los requisitos de cada dispositivo y realizado pruebas de 
funcionamiento con cada uno, se decidió que el sistema operativo seria Windows XP, 
esta decisión se basa en las necesidades del programa que permite utilizar el 
dispositivo Silex. 
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6.1.2.3 Configuración e instalación de los programas 
 
 Una vez se dispone de un ordenador adecuado, es necesario instalar los 
programas necesarios para asegurar que se puede utilizar el robot de forma 
satisfactoria. Para ello es necesario obtener los drivers del Phidget y de los LACs que 
se encuentran en las páginas web de sus distribuidoras(12)(10), e instalar el programa 
que está distribuido con el dispositivo USB-to-IP Silex (el cual también se encuentra en 
la página web del fabricante(11)). Las instrucciones para hacer todo esto se 
encuentran en el Anexo C (página 297). 
 
 
6.1.3 Decisiones sobre el entorno de programación 
 
 En este punto se habla de los lenguajes y entornos de programación que se 
barajaron a la hora de decidir en que se implementaba  el programa de interacción con 
White Moon. Este proceso fue importante en la fase de diseño del robot, ya que fue 
uno de los motivos por lo cual se decidió prescindir de un ordenador interno, para 
pasar a controlar al prototipo a partir de una red WiFi con tunneling hasta los 
componentes USB. 
 
6.1.3.1 Principio de la fase de diseño 
 
 Como se ha mencionado anteriormente, el diseño original de White Moon era el 
de un robot con un ordenador interno, el cual, a través de una red WiFi se comunicaría 
con un PC o un mando, el cual le suministraría ordenes sencillas que el robot se 
encargaría de calcular y automatizar, resultando en la realización de diversas 
acciones.  
 En este punto del proyecto, surgieron varias propuestas de entornos para 
implementar los programas y algoritmos de White Moon. 




MATLAB es un software matemático que ofrece un entorno de desarrollo 
integrado con un lenguaje de programación. Es muy popular en universidades 
y centros de desarrollo. 
 
Fue una de las primeras opciones, debido a la popularidad del programa en 
ámbitos universitarios y centros de investigación y desarrollo. Se hicieron 
pruebas en este lenguaje para controlar los diversos componentes. 
 
 Labview 
Un entorno popular en el sector de robótica, diseñado para introducir la 
programación de sistemas embebidos y la programación electrónica de una 
forma sencilla y visual, orientada para facilitar la creación de programas a 
profesionales de campos no relacionados con la informática. 
 
Tiene como característica ser un entorno visual, en el cual se crean programas 




Entorno de desarrollo integrado para C/C++ de código abierto. 
 
 Visual C++ 
Entorno de desarrollo integrado para C, C++, CPP/CLI, diseñado para 




Ilustración 6-1 Matlab 
 
Ilustración 6-2 Labview 
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Matlab y Labview son dos de las opciones más populares en robótica. 
 
 En este punto, después de hacer diversas pruebas con Matlab y Labview, y 
debido a que aun no sabía qué tipo de ordenador seria instalado dentro del robot, 
surgieron dudas: 
 
 El ordenador interno tenía que ser lo más reducido en volumen y peso posible. 
Esto limitaría la potencia de proceso, lo cual es posible que dificulte el 
funcionamiento de los algoritmos de automatización. Por ello, era necesario 
programarlo de forma eficiente, algo que quizás no era posible con Matlab o 
Labview 
 
 Tanto el LAC como el Phidget son componentes controlados mediante USB. 
Los drivers existentes, especialmente en el caso del LAC, eran distribuidos 
para Windows, y, si bien existían versiones del sistema operativo de Microsoft 
para micro-ordenadores, es más común el uso de sistemas UNIX o LINUX. A 
demás, no había garantía que un Windows para este tipo de maquinas fuese 
compatible con drivers programados para PC. Existe la posibilidad de 
comunicarse con un LAC sin utilizar USB pero esto traía varios 
inconvenientes: 
- Complicaría el diseño añadiendo otros doce dispositivos 
- El peso y la alimentación el robot aumentaría, lo cual no era deseable. 
 
 Si bien es cierto que existen versiones de Matlab para los tres sistemas 
operativos mencionados, supone una carga bastante grande para los 
ordenadores que lo ejecutan, y un micro-ordenador no se espera que sea 
potente, por lo cual un programa de estas características supone una carga. 
 
 Labview utiliza un sistema de programación visual, después del cual genera el 
código. Esto puede crear un código poco flexible e ineficiente. 
 
 Algunas de las opciones barajadas eran programas de pago, lo cual 
aumentaría el precio asignado al proyecto. 
 
White Moon: Diseño e implementación de un robot tipo ameba 
194 
 
 Finalmente se decidió utilizar C++, debido a que es un lenguaje de más bajo 
nivel, y no necesita un entorno para ser ejecutado, una vez se ha compilado y 
producido un ejecutable. Esto permitiría una mayor versatilidad al programar y un 
producto final más ligero para un micro-ordenador. Se decidió usar Dev-C++ como 
entorno de programación, ya que utiliza un compilador mas estándar que Visual C++. 
 En el momento de comenzar las pruebas de programación con los LAC se vio 
que, los ejemplos ofrecidos por el fabricante estaban hechos en Labview. Como este 
aseguraba que se podía programar en C++ (de hecho, Labview usa una librería 
compilada en C++), se decidió continuar investigando para conseguir interactuar con 
este lenguaje de programación. Finalmente se averiguó que la interacción del LAC con 
el ordenador era debida a un microcontrolador, el sistema de comunicación con USB 
del cual pertenecía a Microchip, y se encontró un ejemplo de comunicación en C++, en 
la página oficial del fabricante (13), lo cual facilito la finalización del programa de 
control del actuador para C++. 
 
6.1.3.2 Cambio de diseño 
 
 Los problemas mencionados en el punto anterior, unidos al hecho de que un 
ordenador interno aumentaría considerablemente el peso (el cual recae directamente 
en los actuadores y la fuerza que estos pueden ejercer para mover el robot) y la 
energía que el robot consumiría (lo cual reduciría el tiempo de autonomía) hicieron 
replantear la estructura del robot. En este momento del proyecto se encontró una 
alternativa: el dispositivo USB-to-PC Silex, que junto al punto de acceso Ases, permite 
hacer tunneling (ver punto 6.1.1, página 185). Esto supuso un cambio importante en el 
proyecto, ya que, si bien al hasta entonces no estaba claro si la programación que se 
tenía en ese momento acabaría siendo útil al final del proyecto, ahora se sabía que se 
podría utilizar sin problema y que el sistema operativo no supondría ningún  problema. 




Ilustración 6-3 Dev-C++ 
 
Ilustración 6-4 Visual C++ 
Una vez deciddio utilizar C++, se probaron tanto Dev-C++ como Visual C++. 
Debido a detalles de implementación y incompatibilidades con compiladoes, 
se acabo utilizando el ultimo. 
 
 Después de comprobar que se podía acceder a un actuador mediante el LAC, 
a través de un puerto USB, y que utilizando este sistema de Tunneling, seguía 
funcionando, se pasó a estudiar el siguiente elemento de White Moon que necesitaba 
ser programado a partir de un puerto USB: El Phidget, que contiene los sensores del 
robot. Si bien había una gran cantidad de ejemplos en C++, todos ellos estaban 
diseñados para el entorno Visual C++, el cual tenía algunas incompatibilidades con el 
compilador de Dev-C++.  
 Tanto Visual C++ como Dev-C++ usan el mismo lenguaje de programación, 
solo diferenciándose en el compilador, y por esta razón, finalmente se decidió migrar 
hacia Visual C++ y adaptar el código al nuevo entorno, lo cual, si bien llevo un tiempo, 
permitía aprovechar la mayoría del trabajo ya realizado, siendo las modificaciones 
mínimas - aunque complejas en algunos casos. Este software añadió al programa la 
facilidad de crear interfaces intuitivas, usando el API de Windows, lo cual supuso un 
valor añadido. 
 
6.2 EXTRUCTURA DEL PROGRAMA IMPLEMENTADO  
 Como se ha mencionado anteriormente, White Moon es una práctica de 
investigación, basada en el prototipaje y en pruebas. Como tal, se aparta de las 
formalizaciones y esto hace difícil seguir las pautas de ingeniería de software, lo cual 
corresponde con el patrón de diseño ―desarrollo ágil‖. 
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 De esta forma, a priori no se tenía claro que es lo que el robot tenía que hacer, 
y conforme se iba desarrollando el proyecto fueron lanzándose programas de forma 
paralela, que permitían el control del prototipo de una forma rápida y dinámica, 
evolucionando de forma paralela.  
 Para facilitar la comprensión y implementación del programa, se utilizó la 
filosofía de descomponer el problema general (control del robot ameba) en su 
problemas, los cuales fueron agrupados, añadiendo una diferenciación por capas entre 
los diversos módulos del programa. 
 Existe una capa “hardware”, la cual se dedica de interactuar directamente 
con los dispositivos del robot (Phidget y actuadores) y es independiente del 
resto del programa. 
 
 La clase listActuator se utiliza para consultar el estado y obtener información 
sobre que actuadores utilizar (estado), a partir del vector gravedad, que se le 
suministra desde la capa de dominio. Por lo cual se le considera equivalente a 
la capa de ―datos”. 
 
 A continuación existe una capa de “dominio‖ en la cual se realizan las 
operaciones y algoritmos específicos para que el robot pueda desplazarse. 
 
 Finalmente, existe la capa de ―presentación” que, a partir de los datos 
obtenidos en el dominio y en el hardware, muestra el estado del robot y 
permite darle órdenes. Si bien en teoría tenía que comunicarse solo con la 
capa de dominio, en la práctica, y debido a la naturaleza de prototipo que tiene 
el robot, también se comunica con la capa de hardware y la de estado, ya que 
se consideró interesante tener accesibles las opciones de los actuadores, leer 
la información del Phidget en tiempo real, o tener información del estado 
actual. 
  














Esquema 6-3 Capas del programa White Moon 
Se ha procurado mantener una estructura por capas. En azul se puede ver el 
flujo normal de información, mientras que en gris se encuentra el flujo extra 
añadido para mostrar la información de los diversos dispositivos. 
 
 
6.3 PROGRAMACIÓN DE LOS ACTUADORES 
 White Moon tiene 12 actuadores repartidos por toda su superficie, el 
movimiento de los cuales, utilizando un algoritmo adecuado, permite desplazarse por 
una superficie. Para poder generar este algoritmo, es necesario poder recibir 
información dar órdenes a estos actuadores vía USB, lo cual es un proceso complejo. 
 En esta sección se tratará todos los conceptos y detalles que se han de saber 
para poder controlar un número indeterminado de actuadores a partir de un PC. 




Ilustración 6-5 Actuadores en White Moon 
White Moon tiene a su disposición 12 actuadores para 
deformar su superfície. 
 Como extensión, en el Anexo D (página 318342) se encuentra una explicación 
detallada de cada una de las funciones, variables, constantes que se encuentran 
dentro del modulo de control de sensores (driverMotor) que se ha implementado en 
este proyecto. 
 
6.3.1 Conceptos iniciales 
 
 White Moon utiliza 12 actuadores, cada uno controlado por un LAC. 
Accediendo al LAC para dar órdenes a los actuadores, es posible hacer que el robot 
se desplace. En este proyecto, para simplificar la implementación, solo se consideró la 
interacción con los actuadores usando una conexión USB.  
 Es por esta función de intérprete, por la cual la visión del programador de los 
actuadores se basa exclusivamente en la programación del LAC, utilizando las 
herramientas que este ofrece para controlar al L16. Es por ello que, para el modulo de 
control de los actuadores que se explica en este punto, el LAC y el actuador que este 
controla son básicamente el mismo componente. 
 




Esquema 6-4 Funcionamiento del actuador y el LAC 
Los actuadores L16 son controlados a partir de la tarjeta LAC, la cual ejecuta tareas de control 
de potencia e interacción. 
 
  En este punto se explica la información relevante, según la visión de un 
programador, de la tarjeta LAC (para otros detalles sobre la tarjeta, ver punto 4.3.1.2, 
página 127, y la documentación del fabricante, incluida en el Anexo F). 
 
6.3.1.1 Funciones de la tarjeta LAC 
 
 Cada uno de los actuadores Firgelli L16 que White Moon tiene instalado, es 
usado conjuntamente a una tarjeta LAC, diseñada específicamente para actuadores 
Firgelli. Las funciones este componente son las siguientes: 
 Comunicación con un PC 
LAC dispone de un microcontrolador20 PIC18F4550 (que a partir de 
ahora será llamado PIC) y está preparado para interactuar con un 
ordenador vía USB. Esto permite poder suministrar información a los 
actuadores, o leer el estado en que estos se encuentran. 
 
 Control Directo 
Control de la potencia y velocidad del actuador, para asegurarnos al 
realizar las tareas que le corresponden evita el sobrecalentamiento (que 
reduciría su vida útil).  
 
                                               
20
 Un microcontrolador es un circuito integrado diseñado para controlar un aparato electrónico, 
que incluye en su interior las tres unidades funcionales de una computadora: unidad central de 
procesamiento, memoria y periféricos de entrada y salida.(54)  
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Esta función, cuya implementación viene de serie dentro de la tarjeta, 
es un valor añadido que se realiza de forma transparente al usuario. 
 
 Para la programación del módulo de control, interesa principalmente la 
comunicación con el PC, ya que el control directo se hace de forma automática y 
transparente al usuario (aunque desde un PC se pueden modificar los parámetros del 
control directo). Para ello, se necesita instalar las aplicaciones y drivers suministradas 
por el fabricante, las cuales permitirán a un PC la identificación y comunicación con el 
microprocesador LAC.  
 
6.3.1.2 Instalación de drivers en el PC y configuración del LAC 
 
 Antes de que un PC reconozca el LAC como un dispositivo USB y permita la 
comunicación con este, se necesita instalar los drivers. Y antes de poder ser utilizar un 
actuador con el LAC, se necesita un suministro eléctrico extra. 
 El proceso de instalación de los drivers y configuración de las diversas 
conexiones del LAC se explican el Anexo  C.3.1 (página  C.3.1302). 
 
6.3.1.3 Comunicación con el LAC: mpusbapi.dll 
  
 Una vez tenemos el ordenador con los drivers necesarios instalados, y el LAC 
configurado correctamente, para generar un programa en C++ (o cualquier otro 
lenguaje) que tenga la capacidad de controlar este dispositivo, este ha de poder 
acceder a las órdenes de control del PIC disponibles. Esto se hace mediante el archivo 
mpusbapi.dll, el cual hemos tener accesible21 desde nuestro proyecto. 
 Esta librería está proporcionada por Firgelli dentro de los ejemplos de Labview 
que vienen incluidos con la herramienta de configuración que hemos descrito en el 
                                               
21
 Por accesible, nos referimos a que mpusbapi.dll ha de estar dentro del sistema de archivos 
del proyecto, o este ha de tener definida la dirección en donde puede encontrar esta librería. 
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apartado anterior. Alternativamente, también se encuentra en la carpeta de instalación 
de dicha aplicación.  
 Mpusbapi está diseñada para acceder a las rutinas de control del LAC que 
fueron instaladas en el PC junto a la herramienta de control, de forma transparente al 
programador, y cuenta con 12 funciones diferentes, aunque para nuestro proyecto solo 
nos interesan las siguientes: 
 MPUSBGetDeviceCount: Da información sobre el numero de dispositivos 
(LACS, o más específicamente, microchips) conectados al ordenador. Esta 
función no accede directamente al dispositivo, sino que es actualizada dentro 
de los drivers del fabricante cada vez que se conecta un nuevo LAC. Dado que 
en White Moon tenemos doce actuadores, necesitamos saber si todos ellos 
están disponibles. Si alguno no lo está, puede suponer que haya algún 
problema o exista un error. 
 
 MPUSBOpen: Crea un handle, o instancia con información sobre como 
comunicarse con un dispositivo USB, que se usara cada vez que para acceder 
al uno de los LACs disponibles. 
 
 MPUSBRead: Lee información que el LAC suministra. Existe otra instrucción 
similar, MPUSBReadInt, utilizada para leer enteros, aunque en el caso del 
LAC no es necesaria. 
 
 MPUSBWrite: Escribe información en una zona de memoria dentro del LAC, 
la cual es usada para dar órdenes. 
 
 MPUSBClose: cerramos nuestro handle una vez hemos acabado nuestras 
tareas (si no se cierra. el dispositivo puede bloquear el puerto USB que se ha 
estado usando). 
 
 Usando estas funciones podemos interactuar con un número aleatorio de  
LACs. Para ello se ha de verificar el número de dispositivos que han sido conectados 
usando MPUSBGetDeviceCount, y generar un handle de escritura y otro de lectura 
para cada uno. Usando los códigos y normas de programación suministradas por el 
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fabricante en el documento LAC_Advanced_Configuration.pdf(14) y seleccionando los 
handle correspondientes al LAC que se quiere usar, se puede dar órdenes al actuador 
para que este pueda cumplir las funciones que se consideren necesarias en cada 
momento. 
 
6.3.1.4 Protocolo de comunicación con el actuador 
 
 Si bien es cierto que casi ninguna de las funciones definidas en el 
microcontrolador del LAC (mostradas en la sección anterior) está aparentemente 
relacionada con las actividades que deseamos que el actuador realice (variar 
velocidad, desplegarse, contraerse, etc.), entre ellas podemos encontrar las rutinas 
básicas usadas para comunicarse con cualquier dispositivo a bajo nivel: Read y Write.  
 La comunicación entre un dispositivo externo y un ordenador funciona de la 
siguiente manera: Cada uno de los dispositivos dispone de secciones específicas de 
memoria en donde se puede escribir y leer. Una vez el dispositivo ha sido reconocido 
desde el ordenador y se han accedido a las rutinas que permiten comunicarse con él, 
se puede interactuar estas secciones de memoria.  
 A partir de la escritura de códigos de control específicos, que el dispositivo 
reconoce, en el microcontrolador, se les da órdenes simples para que realice 
acciones. 
 
 A partir de la lectura podemos conseguir los datos que se necesitan. Esta 
operación consta de dos fases diferenciadas: se ha de ordenar la escritura de 
la información que deseamos en la zona de memoria (debido a que la parte 
accesible suele ser compartida por las instrucciones), para proceder con la 
lectura. 
 La información relacionada con los códigos de escritura, el formato de los datos 
a suministrar, y la forma de extraer e interpretar la información de lectura, es 
LAC_Advanced_Configuration.pdf (14). 
 En el caso de los actuadores, LAC usa los siguientes códigos de control 
específicos para realizar las acciones deseadas. 


























Tabla 6-1 Códigos de control del LAC 
  
De todos ellos, en White Moon solo usamos los siguientes: 
 0x01 (SET_AURACY): Define la precisión con la cual el actuador llegará a la 
distancia deseada (modifica el rango de error que permitiremos). 
 0x20 (SET_POSITION): Usado para mover el actuador. Necesita un 
parámetro para definir la distancia. 
 0x21 (SET_SPEED): Define la velocidad del actuador. Necesita un parámetro. 
 0x10 (GET_FEEDBACK): Informa al LAC de que en la próxima instrucción 
será de lectura, para obtener información sobre la posición.  
 Esta forma de comunicarse con los actuadores puede resultar poco intuitiva, y 
compleja de cara a implementar los algoritmos, así que, para facilitar las tareas y 
generar el código de una forma más eficiente, es necesario crear un programa que 
controle automáticamente la interacción a partir de ordénenos sencillas: por esa razón 
se ha implementado una clase de C++ llamada driverMotor.  
 
6.3.2 Módulo de control del LAC: driverMotor 
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 A partir de la información explicada en el punto 6.3.1.4, se puede generar 
programas que controlen el LAC para que este realice las acciones correspondientes 
con el actuador que tiene conectado. 
 En esta práctica se ha creado una clase de C++ que permite automatizar el 
protocolo de comunicación con el LAC, para facilitar la interactuación con este en el 
programa de control de  White Moon. Esto ha resultado algo más complejo que el 
resto de código implementado, debido a que la comunicación con el LAC se produce a 
más bajo nivel, y también se ha tenido que crear casi de cero, debido a los pocos 
ejemplos de programación que se han podido encontrar. 
 Se ha procurado hacer este módulo de la programación del robot lo más 
flexible posible, para poder ser reutilizado en otros programas no relacionados con el 
prototipo de robot ameboide. Un detalle interesante de White Moon es que tiene un 
gran número de actuadores (12) y el programa ha de poder controlarlos a todos sin 
ningún problema. Por ello desde el principio se ha intentado generar un modulo lo 
suficientemente versátil como para que permita utilizar tantos dispositivos como sea 
necesario, ya sea un número menor o mayor que el esperado.  
 
6.3.2.1 Componentes de driverMotor 
 
 DriverMotor ha sido implementado como una clase de C++ que automatiza el 
acceso con el actuador y contiene todos los datos y funciones necesarios para 
interactuar con el LAC. Está formada por los siguientes archivos y dependencias: 
 driverMotor.h 
Archivo de cabeceras, donde están las definiciones de todas las funciones y 
variables de clase, y donde se importa el contenido de constantesMotor.h. 
 
 driverMotor.cpp 
Archivo con las declaraciones de las funciones de la clase. 
 
 constantesMotor.h:  
Archivo que contiene las definiciones de constantes  y tipos usados en la 
clase. 





Librería con funciones que permiten el acceso al LAC. Ha de estar visible en el 
proyecto, driverMotor se encarga de importarlas. 
 
 windows.h 
Como extra, necesitaremos importar esta librería genérica de C++ en 
Windows, la cual contiene definición de variables y funciones necesarias para 
las tareas que tenemos que realizar. 
  
 Para poder utilizar la clase dentro de un programa, hemos de tener definidos 
todos los archivos que la componen, de forma que sean accesibles al proyecto. Una 
vez añadidos al proyecto, se ha de crear una instancia de clase driverMotor, que será 
utilizada para cualquier interacción con el LAC. 
 DriverMotor tiene 14 funciones22 públicas, que se pueden usar para todas las 
interacciones necesarias con el actuador, las cuales han de ser llamadas a partir de la 
instancia que se ha creado. A demás, dispone de varias funciones privadas que 
ayudan a automatizar las tareas que se necesita realizar para comunicarse con el 
dispositivo, de forma transparente al usuario. 
 Una descripción detallada del contenido de todas las funciones, variables y 
constantes, así como otra información de la clase driverMotor se puede encontrar en el 
Anexo D (página 318). 
                                               
22
 Alguna de las funciones públicas han sido implementadas para hacer pruebas en el proceso 
de programación, y se han dejado para facilitar implementación de otras funcionalidades, si se 
vuelve a utilizar el módulo en este u otro proyecto. 
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Funciones publicas Funciones y variables privadas
driverMotor 
constantesMotor
Constantes y definiciones de 
tipos usados en driverMotor
mpusbapi




Esquema 6-5 Esquema de archivos de driverMotor 
Esquema simple del flujo de la clase driverMotor. No se ha incluido 





 Esta clase puede ser utilizada para controlar los LACs los cuales se utilizaran 
para dar órdenes a un actuador. Para ello, estos necesitan haber sido conectados y 
sincronizados antes (debido a que el driver no tiene eventos que le permita saber 
cuándo se conecta un nuevo componente, esta funcionalidad se ha dejado para 
proyectos posteriores). 
 Para utilizar driverMotor, se necesita crear una instancia de clase con la 
constructora, que se ocupa de inicializar todos los datos que esta necesita para 
conectarse.  
 Si no hay ningún LAC conectado, la instancia estará en estado ―not ready‖ por 
lo tanto la función isMotorReady retornara false, y la función returnErrorMessage 
retorna un mensaje que informa que no hay ningún dispositivo conectado (el resto de 
funciones no retornan valores validos). 
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 Cuando si existe uno o más LACs conectados, si se consulta la función 
isMotorReady, esta retorna cierto, lo cual significa que las diversas funciones de la 
instancia de clase pueden ser utilizadas. En el caso que haya diversos dispositivos 
conectados, cada operación enviara órdenes al dispositivo activo actual (por defecto, 
el que tiene identificador 0). 
 setPosition: modifica la posición del actuador controlado por el LAC actual. 
 setSpeed: modifica la velocidad del actuador controlado por el LAC actual. 
 setAcuracy: modifica la precisión del actuador controlado por el LAC actual.  
 getFeedback: lee el valor de la posición del actuador controlado por el LAC 
actual. 
 returnNumMotors: retorna el numero de LACs conectados y disponibles para 
ser utilizados 
 returnActualMotor: retorna el identificador del LAC actual 
 changeMotor: cambia el LAC actual por otro (definido como parámetro) 
 Existen más funciones accesibles, pero solo se utilizan estas en el proyecto. 
Una vez se quiere dejar de utilizar la instancia de clase, se ha de cerrar utilizando 
closeUSB, lo cual evitará problemas con los puerto USB en el cual están conectado 
los LAC, una vez el programa haya acabado.  
 
6.3.3 Uml de la clase 
 





6.3.4 Problemas de implementación 
 
 En la primera versión del actuador que se utilizó (L12 con SD84 - 84 Channel) 
no hubo grandes problemas al crear un programa que lo controlaba, pero cuando se 
realizó el cambio al L16 usando el LAC surgieron varias incidencias. La mayoría eran 
debidos a la escasa documentación que suministraba el fabricante: si bien admitían 
que estaba preparado para ser programado en diferentes lenguajes, como Python, 
Java, C++... ellos solo suministraban un ejemplo para Labview, y siendo este un 
programa de interacción grafica, daba dificultades para entender como funcionaría 
fuera de este entorno. A demás, existía el inconveniente que dicho programa era de 
pago, lo cual aumentaría el coste del desarrollo del prototipo. De todas formas, debido 
a que Labview utiliza una librería compilada con C++, y a que los drivers no son 
específicos del LAC sino del microcontrolador que este lleva (de propósito general, y 
del cual si existe información en la red), se realizaron varias pruebas exitosas con C++ 
por lo cual se procedió a seguir utilizando este lenguaje. 
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 En esta sección se muestran los problemas que se encontraron a la hora de 
implementar el modulo de control de los actuadores (driverPhidget) y lo que se hizo 
para sortearlos. 
 
6.3.4.1 Importar funciones: 
 
 Desde el principio, las escasas menciones al uso combinado del LAC con la 
librería Mpusbapi.dll en de otros lenguajes de programación, hablaban de importar 
diversas funciones de esta librería y, se mostraba el orden que se había de seguir para 
suministrar ordenes de control al LAC (a partir de escritura y lectura). El problema 
principal residía en que no mencionaban como podían extraer las utilidades 
disponibles, por lo cual durante el primes mes se estuvo buscando información de 
cómo utilizar mpusbapi.dll. 
 Si bien es cierto que se encontró fácilmente la forma genérica de extraer 
funciones de librerías dinámicas de extensión dll, el problema principal residía en que, 
desde el  principio se asumió que el nombre de estas era el mismo que aparecía 
dentro del ejemplo en Labview y en las cabeceras mpusbapi.h que este incluía (las 
cuales contenían una descripción de cada función que fue útil más adelante), pero 
usando estos identificadores nunca se consiguió acceder al LAC. 
 Después de muchas pruebas infructuosas, se decidió buscar más información. 
En internet se encontró diversos programas para otros lenguajes de programación 
(Delphi/Pascal) que se controlaban con la misma librería pero que no estaban 
relacionados con actuadores, sino con el microcontrolador que el LAC usaba, que 
estaba presente en diversos periféricos. A la vista de esta información,  se decidió 
cambiar de punto de vista: en vez de buscar ejemplos específicos para LACs Firgelli,  
se procedió a buscar información en la pagina del fabricante del microcontrolador: 
Microchip(13). 
 En dicha página se encontraron ejemplos de mpusbapi.dll con diversos 
ejemplos en C++ que sirvieron de ayuda para controlar cual era el error de 
implementación que nos impedía acceder al LAC (y posteriormente, otros errores 
relacionados con la migración a Visual C++). En realidad, los nombres dentro de la 
librería no eran mismos que suministraba Firgelli: para cada operación, el identificador 
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tenía un carácter extra "_" delante, y por ello nunca se pudo importar las funciones de 
forma correcta. Una vez descubierto esto, y gracias a los ejemplos encontrados en  
Microchip, la implementación de driverMotor se simplificó y se consiguió una versión 
usable a los pocos días. 
 
6.3.4.2 Entrada y Salida 
 
 Durante las primeras etapas de la implementación de driverMotor, las funciones 
importadas no funcionaban o retornaban resultados extraños. Esto era debido a que 
solo se usaba un handle y estaba mal inicializado. Cuando se localizó este problema, 
se decidió corregirlo creando dos tipos de handle diferentes (entrada y salida), los 
cuales serian usados dependiendo de la operación a realizar.  
 Aprovechando que se estaba realizando implementación de la entrada y salida, 
se consideró oportuno dar la opción al driver a ser escalable con un número 
indeterminado de actuadores, ya que White Moon necesitaba controlar 12, por ello, en 
vez de crear un handle de entrada y otro de salida, se decidió generar dinámicamente 
tantos handles de entrada y salida como dispositivos estén conectados, y colocarlos 
dentro de dos arrays: outPipe y inPipe. 
 
6.3.4.3 Implementación de MPUSBREAD / MPUSBREADINT  
 
 Al principio se dio prioridad a la implementación de las operaciones de 
escritura, debido a su utilidad práctica inmediata (dar órdenes al actuador). Una vez 
realizadas las primeras pruebas con éxito, se comenzó a programar las funciones que 
se encargarían de leer el estado del LAC: MPUSBREAD / MPUSBREADINT. 
 Las operaciones de lectura son usadas principalmente para conocer la 
distancia al cual el actuador se ha desplegado. Sin embargo, el valor retornado en las 
primeras fases de la implementación no era el esperado (y en algunos casos, 
bloqueaba el programa durante una lectura que no acababa nunca), lo cual hizo que 
esta utilidad no estuviese disponible durante un tiempo.  
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 El problema residía en que se diseñaron estas operaciones de forma análoga a 
las de escritura, pero en vez de usar el handle de entrada, se usaba el de salida. Se 
esperaba que, al introducir la orden de lectura, se retornase los datos que se 
necesitaba, pero, por diseño, el HANDLE de lectura solo lee, así que no puede 
suministrar ordenes al LAC. La solución fue enviar la orden de lectura con el handle de 
escritura, para, a continuación, usar la instrucción de lectura con el handle de lectura, 
de esa forma, se informaba al microcontrolador que se quería leer datos, para que 
este los suministrase en la zona de lectura (de otra forma, en la zona de lectura se 
escribe el identificador de la ultima instrucción realizada por el microprocesador). 
 
6.3.4.4 Diferencias entre MPUSBREAD / MPUSBREADINT  
  
 La documentación de la programación con LAC no era muy completa, lo cual 
supuso un problema a la hora de implementar las funciones de lectura. En el caso 
particular de la función ―getFeedback‖, no se informaba si se tenía que utilizar 
mpusbread o mpusbreadint, por lo cual se hicieron pruebas con ambas, y como 
retornaban el mismo resultado se eligió utilizar mpusbreadint. 
 Una vez implementados driverMotor y driverPhidget y comprobado que su 
funcionamiento era correcto, se paso a implementar los algoritmos generales que 
permitían la automatización del movimiento del robot. Durante el periodo de 
adaptación de los drivers para ser usados con el API de Windows se detectó un error 
al importar mpusbreadint: en realidad se estaba importando a mpusbread, así que se 
corrigió para que este puntero a función redireccionase a la función correcta. 
 Tiempo después, cuando whiteMoon estaba prácticamente completo, surgieron 
problemas de lectura. Esto fue debido a que, para obtener la posición del actuador, se 
ha de utilizar exclusivamente la función la función mpusbread, y no mpusbreadint. En 
el programa original, aunque se realizaban las lecturas con el puntero que se suponía 
que direccionaba a mpusbreadint, este era erroneo y llamaba a mpusbread. Al 
arreglarlo, getFeedback dejo de funcionar. 
 La solución, una vez detectado el problema, fue utilizar mpusbread en vez de 
mpusbreadint. 




6.3.4.5 Movimiento del actuador 
 
 Durante las pruebas, se noto que el actuador no se movía exactamente a la 
posición deseada, y particularmente, a la mínima y máxima posición que se podía 
extender. Esto era debido a la precisión (acuracy) que el LAC tenia por defecto y se 
arreglo utilizando la operación setAcuracy, que modifica la precisión a costa de tiempo 
de corrección. 
 Esto arreglo esta incidencia de forma parcial, aunque siempre se ha de tener 
en cuenta un margen de error a la hora de controlar cualquier actuador. 
 
6.3.4.6 Tipos de proyecto 
  
 Una vez implementadas las primeras versiones utilizables de driverMotor, se 
procedió a generar variaciones del proyecto. En Visual C++ se observó la siguiente 
incidencia: Mpusbapi no funcionaba cuando el proyecto es de tipo "consola CLR", 
compatible con driverPhidget. 
 
Ilustración 6-6 proyecto consola CLR 
 
 En particular, la librería generaba el siguiente error (Ilustración 6-7). 




Ilustración 6-7 error CLR 
 
 Este error se producía a partir de la inicialización de los vectores a función que 
se usan para llamar las funciones de mpusbapi.dll 
typedef DWORD (WINAPI* nombrefuncion)(parametros) 
 
 Esta implementación se conservo desde momentos iniciales del proyecto, 
(entorno dev-C++, en el cual funcionaba sin ninguna incidencia). Sin embargo, Phidget 
resulto incompatible con este entorno, mientras que la documentación encontrada 
sobre la comunicación con Mpusbapi estaba en Visual C++, lo cual fue una de las 
principales razones por las cuales se migro a este entorno. 
 Investigando se observó que los problemas desaparecían al usar proyecto tipo 
"consola de win32". 
 
Ilustración 6-8 proyecto consola win32 
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 Se procedió a buscar información sobre incidencias similares con la misma 
librería. Aunque se encontraban casos similares, las soluciones propuestas no eran 
aplicables (compilar la librería otra vez, declaración de los vectores de funciones con 
numero de parámetros diferentes). De todas formas, por el tipo de error que generaba 
y las soluciones propuestas para casos similares, se intuía que había diferencias entre 
la forma que la función estaba declarada dentro de mpusbapi.dll y los vectores a 
función que usaba. 
 Finalmente se procedió a buscar en la documentación y programas de ejemplo 
de los fabricantes del microcontrolador (13). Observando los ejemplos se encontraron 
dos formas recomendables para acceder a las funciones del LAC, una de ellas era la 
que se utilizaba en el proyecto mientras que la otra, a demás de la librería, se 
necesitaba tener accesibles diversos archivos extras de los cuales no disponíamos en 
la versión actualizada que usábamos (headers y objetos .lib). 
 Se estuvo investigando sobre la forma ya implementada en el proyecto, y se 
descubrió que, en el ejemplo, se usaba la siguiente notación para invocar al puntero 
de funciones: 
typedef DWORD (* nombrefuncion)(parametros) 
 
 Es decir, sin usar "WINAPI". Esto explicaría porque daba un error de diferente 
declaración entre la librería y el programa. Las funciones importadas no eran APIs y se 
estaban definiendo como tales. 
 
6.4 PROGRAMACIÓN DE LOS SENSORES 
 Por la forma de desplazarse del robot, se necesita acceder a información 
relacionada con la localización de la superficie por la cual se mueve y la dirección a la 
cual tiene que dirigirse. Para ello se decidió conveniente instalar un componente con 
diversos sensores llamado "Phidget Spatial 3/3/3", fabricado por Phidgets Inc.  
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6.4.1 Conceptos iniciales 
 
 Phidget está diseñado para interactuar con un PC utilizando un puerto USB. En 
esta sección se explicará el proceso que se ha de seguir para que el dispositivo pueda 
ser utilizado correctamente, el protocolo de comunicación y las normas de 
programación que se han de seguir para la implementación de utilidades que permitan 
utilizarlo. 
 
Ilustración 6-9: Phidget Spatial 3/3/3 
 
 En este punto se explica la información relevante, según la visión de un 
programador, de la tarjeta Phidget (para otros detalles sobre la tarjeta, ver punto 4.3.2, 
página 127, y la documentación del fabricante, incluida en el Anexo F). 
 
6.4.1.1 Funciones del Phidget 
 
 Phidget es un componente diseñado para ser utilizad por un ordenador 
mediante una conexión USB, la cual utiliza para transferir la información sobre los 
diversos sensores que tiene en su interior, y para obtener la energía que necesita para 
funcionar. 
 Este dispositivo tiene 3 grupos de 3 sensores, distribuidos utilizando el sistema 
de coordenadas cartesianas: cada sensor del mismo grupo está colocado de forma 
ortogonal a los otros dos. Mediante este sistema, Phidget puede ser utilizado para 
obtener la información en un espacio de 3 dimensiones.  
 Los sensores de los cuales dispone son los siguientes:  
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 Sensor de campos magnetices (Brújula) de 3 ejes (tres sensores) 
 Giroscopio de 3 ejes (tres sensores) 
 Acelerómetro de 3 ejes hasta 5G23 (tres sensores) 
 En el caso de White Moon, solo se necesitan los sensores de campos 
magnéticos y los acelerómetros. De todas formas el mádulo de control de los sensores 
implementado en este proyecto puede suministrar la información de los nueve 
sensores, habiéndose diseñado un controlador de carácter general y adaptable a otros 
proyectos. 
 
6.4.1.2 Instalación y configuración  del Phidget en un PC 
 
 Para la correcta utilización de este dispositivo, se necesita tener instalados los 
drivers que suministra el fabricante en el ordenador que controlará el Phidget. 
Adicionalmente, es recomendable realizar una calibración de la brújula, para 
compensar cualquier campo magnético externo que pueda intervenir en las 
mediciones de la brújula del dispositivo (debido a corrientes eléctricas o materiales 
metálicos cercanos a los sensores). 
 A demás de instalar los drivers, si se quiere utilizar el Phidget dentro del 
entorno Visual C++, se ha de proceder a bajar 2 archivos extras e configurar el entorno 
de forma adecuada. 
 Todos estos temas son tratados en detalle en el Anexo C.4, (página 307). 
  
6.4.1.3 Comunicación con el Phidget: phidget21.lib 
 
 Una vez los drivers han sido instalados, y el ordenador está preparado para 
utilizar el dispositivo, si se tiene intención de crear un programa que controle al Phidget 
en C++, necesitamos tener dos archivos, que forman la librería phidget2124: 
                                               
23
 La fuerza G es una medida intuitiva de aceleración. Está basada en la aceleración que 
produciría la gravedad terrestre en un objeto cualquiera en condiciones ideales (sin atmósfera u 
otro rozamiento). Una aceleración de 1G es generalmente considerado como igual a la 
gravedad estándar (9.80665 m/s
2
). (55) 
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 phidget21.lib: librería de C++ que contiene las funciones necesarias para 
comunicarse con el Phidget 
 
 phidget21.h: cabecera de C++ que permite poder acceder a las funciones de 
phidget21.lib desde un programa de C++ 
 
 Phidget21 es una librería general para los productos de phidget.inc, por lo cual 
tiene varias estructuras, variables y funciones pensadas para otros productos, así que 
en cada caso, las operaciones que se usan son aquellas que especificas para el 
producto. En el caso del Phidget Spatial las operaciones que se usan en White Moon 
son las siguientes: 
 
 CPhidgetSpatial_create: crea un objeto de tipo "CPhidgetHandle", definido 
dentro de phidget21.h, que será usado como HANDLE para interactuar con el 
Phidget 
 
 CPhidget_open: Abre un objeto tipo (handle) que conectar la aplicación con el 
dispositivo phidget. 
 
 CPhidget_waitForAttachment: Espera un tiempo definido por el programador 
a que haya una verificación de que el objeto "CPhidgetHandle" que se 
suministra como parámetro ha sido correctamente inicializado y que esta 
conectado a un phidget. 
 
 CPhidget_getErrorDescription: Devuelve un mensaje de error relacionado 
con el Phidget. 
 
 CPhidget_getSerialNumber: Da el número de serie del Phidget. 
 
 CPhidget_close: Cierra la comunicación con el Phidget. 
                                                                                                                                         
24
 Ambos están disponibles en los ejemplos de la página de Phidgets Inc.(10). Para más 
detalles sobre cómo conseguir estos archivos y configurarlos en Visual C++ ver el anexo C.4.2 
(página 235). 




 CPhidget_delete: Borra la instancia del objeto "CPhidgetHandle". 
 
 CPhidgetSpatial_set_OnSpatialData_Handler: Hace que una función, 
proporcionada como parámetro, sea ejecutada cada vez que se actualice uno 
de los sensores del phidget. 
 
 CPhidgetSpatial_getMagneticField: Retorna el valor los sensores 
magnéticos.  
 
 CPhidgetSpatial_getAcceleration: Retorna el valor los sensores de 
aceleración. 
 
 CPhidgetSpatial_getAngularRate: Retorna el valor de los sensores de 
velocidad angular. 
 La forma de comunicarse con el Phidget es más intuitiva si se compara con el 
protocolo del LAC. Esto es debido a que, a demás de los drivers que permiten la 
identificación y comunicación con el dispositivo, se suministra una librería general que 
realiza todas las tareas de bajo nivel relacionadas con la interacción, permitiendo 
simplificar la implementación de cualquier programa que use los sensores. 
 
6.4.1.4 Protocolo de la comunicación con el Phidget 
 
 La principal diferencia entre la comunicación con el actuador y el Phidget reside 
en el tipo de naturaleza de ambos componentes. El actuador es un dispositivo que 
realiza acciones dependiendo de las órdenes que se le suministren, mientras que el 
Phidget es un grupo de sensores que actúan de forma independiente al usuario. En 
todo momento está actualizando la información, y es tarea del programador leerlos 
cuando sea necesario25. En el caso de White Moon, interesa saber el estado de los 
                                               
25
 Esto es una generalización de ambos dispositivos: el LAC tiene funciones de lectura de 
información (velocidad, precisión), mientras que existen instrucciones dedicadas a dar órdenes 
al Phidget (calibración). De todas formas, estas funcionalidades son secundarias. 
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sensores en todo momento, para poder actuar de forma adecuada en cada situación, 
por lo cual el tratamiento de este dispositivo es diferente. 
La librería phidget21 tiene varias funcionalidades que son de utilidad en este 
proyecto: 
 Consulta de información: Ya que el dispositivo tiene funciones de lectura de 
sensores, es posible conseguir su información en cualquier momento que sea 
necesario. 
 
 Interrupciones: Phidget dispone de un sistema de interrupciones que avisa al 
ordenador cuando un dato de alguno de sus sensores cambia. Se le puede 
asignar una función específica para hacer las operaciones adecuadas en cada 
momento, dependiendo de los datos leídos. 
 
 Gracias a estas funcionalidades, existen 2  opciones que se pueden 
implementar para acceder a los datos de los sensores y cambiar el estado del robot 
dependiendo de las mediciones:  
 Encuesta: utilizando un bucle infinito, se puede leer el dispositivo y actualizar 
el estado. Para no bloquear el programa, la encuesta podría ser generada en 
un hilo de ejecución (thread) independiente. 
 
 Interrupción: aprovechando la funcionalidad de interrupciones facilitadas por 
phidget21.lib, se puede actualizar el estado cada vez que haya un cambio en 
los sensores. 
 Para White Moon, se decidió utilizar la implementación por interrupciones, ya 
que de esa forma se simplificaba el problema. A demás, una encuesta con un bucle 
exigiría una lectura excesiva de los sensores por parte del programa, lo cual podría 
suponer un problema (sobrecalentamiento del ordenador o del dispositivo).  
 Es interesante mencionar que la documentación de Phidget recomienda la 
implementación de programas por interrupciones para la utilización del dispositivo. 
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6.4.2 Modulo de control de los sensores: driverPhidget 
 
 A partir de la información explicada en el punto 6.4.1.4, se puede generar 
programas que monitoricen el Phidget para obtener la información de los sensores que 
se necesite en cada momento para conocer el estado de White Moon. 
 En esta práctica se ha creado una clase de C++ que permite automatizar las 
inicializaciones e interactuaciones con el Phidget, para facilitar la implementación 
conjunta con otros módulos del programa de control. 
 Se ha procurado hacer este módulo de la programación del robot lo más 
flexible posible, para poder ser reutilizado en otros programas no relacionados con el 
prototipo de robot ameboide, y por ello existen funciones que no se utilizan en el robot 
pero que podrían ser de utilidad en otros proyecto que utilicen un Phidget Spatial 3/3/3. 
 
6.4.2.1 Componentes de driverPhidget 
 
 La clase de C++ driverPhidget ha sido implementada para realizar distintas 
tareas relacionadas con la información que recibimos del Phidget. Está formada por 
los siguientes archivos y dependencias: 
 constantesPhidget.h: archivo de cabeceras con información sobre la función 
que se utilizará como interrupción 
 interrupcionPhidget.h: archivo de cabecera con la declaración de la función 
que será utilizada para tratar la información del Phidget en cada interrupción. 
 interrupcionPhidget.c: archivo que contiene la definición de la función 
declarada en interrupcionPhidget.h, y varias constantes usadas en el 
programa. 
 phidget21.h: contiene las funciones de phidget21.lib26 que pueden ser 
utilizadas dentro del proyecto. 
                                               
26
 Como se ha mencionado en secciones anteriores, phidget21.lib ha de estar referenciada 
como librería dentro del proyecto y por lo cual, forma parte de los componentes de Phidget, 
aunque de una forma transparente al usuario. 
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 driverPhidget.h: archivo de cabecera con la declaración de la clase 
―driverPhidget‖ que se usara para gestionar las interacciones de Phidget con 
White Moon 
 driverPhidget.c: archivo de definiciones de la clase ―driverPhidget‖. 
 math.h, string.h, stdlib.h: como extra, necesitaremos importar estas librerías 
genéricas de C++ en Windows, que contiene funciones necesarias para las 
tareas que tenemos que realizar. 
 De forma análoga a driverMotor, hemos de tener definidos todos los archivos 
que la componen, de forma que sean accesibles al proyecto para poder utilizar esta 
clase. Una vez añadidos los archivos necesarios, se ha de crear una instancia de 
clase driverPhidget, que será utilizada para interactuar con los sensores. 
 Desde la instancia de driverPhidget, se puede acceder a  tiene 26 funciones27 
públicas, con las cuales automatizan las tareas para interactuar con el Phidget de 
forma cómoda para un programador. Estas tienen a su disposición varias funciones 
privadas que son llamadas de forma transparente al programador, abstrayendo el 
proceso de comunicación con el dispositivo. 
 Una descripción detallada del contenido de todas las funciones, variables y 
constantes, así como otra información de la clase driverPhidget se puede encontrar en 
el Anexo E (página 342). 
 
                                               
27
 Algunas de las funciones incluidas no son utilizadas dentro de White Moon. Esto puede ser 
por dos razones: o implementan funcionalidades del dispositivo que no se utilizan pero pueden 
ser necesarias en otros proyectos, o son funciones creadas para realizar pruebas y dejadas de 
forma ilustrativa para futuras referencias. 
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Funciones publicas Funciones y variables privadas
driverPhidget 
interupciónPhidget
Funciones que controlan los 
eventos phidget (conectar, 
desconectar, actualizar...)
phidget21




Define tipo “puntero a 
función” para interrupciones 
(opcional)
 
Esquema 6-6 Esquema de driverPhidget 
Esquema simple del funcionamiento de driverPhidget. Se ha 




 Para utilizar driverPhidget se necesita crear una instancia de clase con la 
constructora, que se ocupa de inicializar todos los datos que esta necesita para 
conectarse. Si no hay un Phidget, la instancia esperará en estado ―not ready‖, por lo 
tanto la función isPhidgetReady retornara false, y la función getMessageErrror 
retorna un mensaje que informa que el dispositivo no está conectado (el resto de 
funciones no retornan valores validos). 
 Una vez un Phidget se ha conectado, si se consulta la función isPhidgetReady 
esta retorna cierto, por lo cual es recomendable realizar una encuesta hasta que el 
dispositivo sea conectado al sistema. Una vez este está disponible, se puede acceder 
a las diversas funciones de consulta para cada sensor, la información del cual será 
actualizada en cada momento. 
 returnAccelerationX: retorna el valor de la componente x del sensor de 
aceleración 
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 returnAccelerationY: retorna el valor de la componente y del sensor de 
aceleración 
 returnAccelerationZ: retorna el valor de la componente z del sensor de 
aceleración 
 returnMagneticX: retorna el valor de la componente x de la brújula 
 returnMagneticY: retorna el valor de la componente y de la brújula 
 returnMagneticZ: retorna el valor de la componente z de la brújula 
 returnAngularX: retorna el valor de la componente x del sensor de velocidad 
angular (no usado en este proyecto) 
 returnAngularY: retorna el valor de la componente x del sensor de velocidad 
angular (no usado en este proyecto) 
 returnAngularZ: retorna el valor de la componente x del sensor de velocidad 
angular (no usado en este proyecto) 
 Una vez se quiere dejar de utilizar la instancia de clase, se ha de cerrar 
utilizando closeUSB, lo cual evitará problemas con el puerto USB en el cual está 
conectado el Phidget una vez el programa haya acabado. 
 
6.4.2.3 UML de la clase 
 





6.4.3 Problemas de implementación 
 
 A diferencia del LAC, Los dispositivos Phidget están preparados para ser 
controlados con una gran variedad de lenguajes de programación y disponen de una 
librería genérica que libera al programador de interactuar con el dispositivo en bajo 
nivel. Por ello resulta fácil programas que utilicen las funcionalidades disponibles en un 
periodo corto de tiempo. Para ello solo se necesita tener la librería accesible y seguir 
unas cuantas pautas de control, siendo todo el proceso bastante flexible.  
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 Por ello, la interacción con Phidget Spatial en este proyecto fue bastante 
sencilla y no reporto demasiadas complicaciones, siendo el número de incidencias 
menor que en driverMotor. 
 Por otro lado, la librería phidget21 tiene la desventaja de necesitar 
configuraciones específicas que permitan utilizarlas en entornos determinados, como 
Visual C++. Estos problemas, si bien son originados por el tratamiento que Microsoft 
da a los estándares, consumieron bastante tiempo. En este sentido, la librería de los 
LACs, Mpusbapi, no necesita estas configuraciones a causa de su naturaleza – bajo 
nivel y extensión dll. 
 
6.4.3.1 Utilización librería phidget21.lib 
 
 Durante los primeros intentos de implementar un programa que pudiese 
controlar el Phidget, hubo problemas para importar la librería phidget21.lib. Esto era 
debido a que se usaba Dev-C++, y este utilizaba un compilador diferente. La pagina 
web de Phidget Inc. tenía programas de ejemplo y tutoriales relacionados con utilizar 
Phidget  en C++, pero los ejemplos para Windows estaban limitados a Visual C++, por 
lo cual no había demasiada documentación para utilizarlo en un compilador diferente.  
 La solución fue migrar a Visual C++. Este entorno de programación tenía varias 
ventajas  
 Es popular y tanto para el microcontrolador del LAC como en el Phidget se 
podían encontrar ejemplos en este entorno 
 Facilita la programación y el diseño en la API de Windows, lo cual permite 
generar una interface visual de forma relativamente sencilla. 
 La mayoría de preguntas que se encontraban en la red estaban relacionadas 
con este programa,  
 
 Aun así, este entorno tiene varios inconvenientes: 
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 Existen diferencias de compilación en C++: no utiliza las reglas estándares, 
Microsoft adapta los estándares en su conveniencia, 
 La documentación de la programación ofrecida por Microsoft es demasiado 
generalista, siendo compartida para otros lenguajes y entornos de 
programación, siendo difícil encontrar información y ejemplos, 
 La lista de errores de compilación de Visual C++ en la documentación suele 
ser demasiado criptica y muchas veces no resulta de ayuda, ya que se refieren 
a problemas de compatibilidad en dispositivos y proyectos pensados para 
versiones del entorno más antiguas que la que se usa. 
 Dispone de varios tipos de proyectos de C++ y cada uno de ellos tiene un tipo 
de interface y compilación diferente. Así pues, para algunos tipos de 
proyectos, el entorno ofrece ayudas, como autocompletar palabras o 
búsqueda en detalle, mientras que otros no permite arrastrar código con el 
ratón. 
  
 Después de hacer la migración en C++ el acceso al Phidget fue fácil y rápido, y 
si bien al principio hubo algún problema utilizando simultáneas los sensores y los 
actuadores, no resulto demasiado difícil encontrar información sobre el tema. 
 
6.4.3.2 Windows forms con compilación CLR 
 
 A la hora de crear un proyecto de estilo Windows Forms (Ilustración 6-10), los 
cuales permiten generar una interface visual utilizando el API de Windows,  
driverPhidget tiene un error, si el tipo de proyecto elegido es CLR. 
 CLR es una implementación del estándar Commoun Language Infrastructure 
(CLI) que se encarga de compilar el código CIL (Common Intermediate Language), un 
código intermedio entre el C++ y el código máquina del ordenador. 




Ilustración 6-10 proyecto Windows Form CLR 
  
 El compilador de Visual C++ tiene diversas variaciones de CLR, como puede 
ser /clr, /clr:pure, o /clr:safe, cada una implementando una visión distinta de este 
estándar. /clr:pure esta activado por defecto en el tipo de proyecto que se ha 
mencionado, lo cual puede ser un problema si se está utilizando código de una librería 
que ha sido pensada para ser compatible con otro tipo de proyecto, siendo este el 
caso de phidget21. 
 Si se utiliza este proyecto utilizando esta versión del CLR, es posible que surjan 
los siguientes errores de compilación u otros similares – dependiendo de las funciones 
que se hayan usado en el programa implementado: 
Error Mensaje 
C3641: 
'SensorChangeHandler' : convención de llamada no válida '__stdcall ' para la 
función compilada con /clr:pure o /clr:safe 
C2664: 
'driverPhidget::defineSensorInterruption' : no se puede convertir el 
parámetro 1 de 'int (__stdcall *)(CPhidgetSpatialHandle,void 
*,CPhidgetSpatial_SpatialEventDataHandle *,int)' a 'interruptionFunction' 
C2664: 
'driverPhidget::defineSensorInterruption' : no se puede convertir el 
parámetro 1 de 'int (__stdcall *)(CPhidgetSpatialHandle,void 
*,CPhidgetSpatial_SpatialEventDataHandle *,int)' a 'interruptionFunction' 
C2664: 
'CPhidgetSpatial_set_OnSpatialData_Handler' : no se puede convertir el 
parámetro 2 de 'int (__stdcall *)(CPhidgetSpatialHandle,void 
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 Estos errores básicamente afectan al sistema de interrupciones de phidget21. 
Para solucionar este problema, se ha de cambiar las opciones del proyecto para 
utilizar ―common language runtime (/clr)" en en lugar de ―/clr:pure‖ (por defecto). Esta 
opción se encuentra en la ventana que aparece al ejecutar la opción del menú 





Ilustración 6-11 Localización de las propiedades en el menú de Visual C++ 
 
 Una vez en la ventana de configuración de propiedades del proyecto se ha de ir 
a la siguiente opción: 
Propiedades de configuración  → C/C++ 
(Ilustración 6-12) 
 En esta ventana se puede configurar las opciones de compatibilidad con CLI en 
la opción compatible con Commoun Language Runtime. En esta zona se ha de 
cambiar la opción por defecto, normalmente Compatible con Common Language 
Runtime de MSIL puro (/clr:pure), por Compatible con Common Language Runtime 
(/clr). Una vez configurado esto, el proyecto tendría que poder utilizar phidget21 sin 
ningún problema. 




Ilustración 6-12 sección de compatibilidad con CLR 
Se ha de cambiar la sección marcada en azul, que por defecto estaba 
configurada para usar ―Compatible con Common Language Runtime de 




6.4.3.3 Warnings del proyecto 
  
 Una vez el proyecto ha sido compilado, en formato Windows forms, Visual C++ 
da un grupo de 4 warnings que no da en otros tipos de proyecto: 
Warning Mensaje 
LNK4248: 
símbolo (token) de typeref sin resolver (0100000B) para 
'_CPhidgetSpatial'; no se puede ejecutar la imagen 
LNK4248: 
símbolo (token) de typeref sin resolver (0100000E) para '_CPhidget'; no se 
puede ejecutar la imagen 
LNK4248: 
símbolo (token) de typeref sin resolver (01000011) para 
'_CPhidgetSpatial'; no se puede ejecutar la imagen 
LNK4248: 
símbolo (token) de typeref sin resolver (01000013) para 
'_CPhidget'; no se puede ejecutar la imagen 
Tabla 6-2 Warnings del proyecto 
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 Aun teniendo estos mensajes, el programa funciona correctamente. Estos links 
se dan debido a peculiaridades del compilador de Microsoft y pueden ser ignorados sin 
problema.  
 
6.5 DETECCIÓN DEL ESTADO 
 La primera fase de la programación de White Moon fue la creación de los 
módulos de control del Phidget y el LAC, los cuales permiten acceder a los sensores y 
actuadores, de forma que se pudiese controlar todos los dispositivos del robot. Estos 
han sido creados de forma general, para poder ser utilizados no solo en White Moon, 
sino en otros proyectos. El siguiente paso en la programación del robot es generar el 
programa específico que le permitirá moverse de forma apropiada en la superficie en 
que se encuentra. Este puede dividirse en dos partes: 
 Detección de estado 
White Moon puede tener diversos estados, dependiendo del cual, se 
selecciona un actuador u otro para poder desplazarse por una superficie. 
 
 Algoritmo de Locomoción 
Una vez el robot tiene la información relativa al estado en que se encuentra, 
este ha de realizar el algoritmo que le permite moverse por la superficie, lo 
cual cambiara el estado actual. 
 Ambas partes son interdependientes, pero debido a que tienen conceptos algo 
complejos se ha decidido dividirlas en puntos secciones homónimas. En la actual se 
explica el concepto de estado para White Moon, como estos han sido definidos dentro 
del programa y que operaciones son necesarias para averiguar en qué estado el robot 
se encuentra en un momento determinado. Finalmente se explicará el funcionamiento 
del modulo de estados que la programación de White Moon tiene implementado. 
 
6.5.1 Conceptos iniciales 
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 Para poder conseguir que el robot se mueva en una dirección, se ha, entre los 
12 actuadores que este tiene instalado, cuál de ellos se ha de utilizar (Ilustración 6-13). 
Esta información determina el estado del White Moon. 
 
Ilustración 6-13 Actuadores en White Moon 
 
 
6.5.1.1 Caras de White Moon 
 
 Como ya se ha mencionado, cada actuador está distribuido en la superficie de 
White Moon de forma que, cuando todos los actuadores tienen el mismo tamaño, sus 
extremos forman los vértices de un icosaedro regular convexo, cuyas caras son 
triángulos equiláteros (Ilustración 6-14).  
 En reposo, el icosaedro tendrá como base una de estas caras, que será 
paralela a la superficie en donde está colocado. Esto permite saber que, en estado de 
reposo, White Moon estará soportado por 3 de  los 12 actuadores que lo componen.  
 Esta información, junto a lo explicado en el punto 4.2.3 (página 115), permite 
crear un algoritmo que determine que 3 actuadores están colocados en la base del 
icosaedro28. Para ello, se necesita averiguar el vector gravedad y el vector director de 
cada uno de los actuadores del robot. 
                                               
28
 Esto es equivalente a preguntar ¿Qué actuadores están ―abajo‖? 





Ilustración 6-14 Caras de White Moon 
En estado de reposo, White Moon se mantiene en 
una cara formada por 3 actuadores 
 
  
6.5.1.2 Vector gravedad y Vector director de un actuador  
 
 Phidget nos permite obtener el vector gravedad a partir de los acelerómetros, 
los cuales se puede acceder gracias al modulo driverPhidget (punto 6.4, página 214). 
Lo siguiente que se ha de averiguar es el vector director de cada uno de los 
actuadores. Esto se puede hacer alineando cada actuador-vértice de White Moon con 
la gravedad y leyendo los datos del vector gravedad (punto 4.2.3, página 115). Como 
cada actuador siempre estará colocado en la misma posición relativa a White Moon (y 
al Phidget), esto solo es necesario una vez, así que, una vez acabada la lectura, se 
pueden guardar los datos de los diversos vectores directores de cada actuador. 
 Existe el problema de identificar los actuadores. En el caso particular de White 
Moon, los actuadores son controlados por la tarjeta LAC, que hace de intermediaria y 
siempre estará conectada al mismo actuador. Desafortunadamente, los LACs no 
tienen identificador, por lo cual, cada uno de los 12 que se tienen instalados son 
indistinguibles para un ordenador. De todas formas, driverMotor es capaz de utilizar un 
número indefinido de actuadores y darles un identificador, siempre y cuando estos 
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hayan sido conectados antes de ejecutar este módulo. Debido a que los actuadores de 
White Moon siempre están conectados al mismo puerto USB, son siempre 
inicializados en el mismo orden, por lo cual, si no existe problemas de conexiones con 
estos dispositivos, driverPhidget siempre asignara el mismo identificador al mismo 
LAC, y, por extensión, a su actuador asociado. Esto soluciona el problema de la 
identificación de los actuadores y garantiza que si todos los LACs están conectados 
correctamente, siempre se les asignará el mismo identificador, por lo cual se le puede 
asignar su vector director correspondiente. 
 
6.5.1.3 Estados de White Moon 
 
 Un estado de White Moon queda definido por la cara que es la base del 
icosaedro formado por el robot. Esta cara puede ser identificada a partir de los vértices 
del triangulo, que en el caso de este proyecto equivalen a 3 actuadores. 
 
 
Ilustración 6-15 Caras de un icosaedro 
Un icosaedro puede ser dividido en 20 caras. En White Moon cada una de ellas está 
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 De cara al programa que se implementará, se define el estado actual del robot 
como los 3 actuadores que están sujetando al robot en un momento determinado, y  
que se pueden ser usados para moverlo (y cambiar el estado). De las propiedades del 
Icosaedro (Tabla 4-1, página 123), se extrae que existen 20 caras, por lo cual, White 
Moon tiene 20 estados, o 20 combinaciones de actuadores diferentes que pueden 
estar soportando el peso del robot. 
 
6.5.2 Organización de los estados en el programa de control 
 
 Utilizando todo lo definido en el punto anterior, se sabe que White Moon 
necesita poder detectar el estado, o los tres actuadores que actualmente están 
soportando su peso, en un momento determinado. 
 Para ello se ha diseñado un módulo, llamado listActuator, el cual guarda la 
información de los vectores directores asignado a cada actuador para que, cuando sea 
preciso, calcule (usando el vector gravedad como parámetro) el estado actual, y pueda 
retornar los 3 actuadores correspondientes. 
 Debido al tipo de cálculos (vectoriales) y a la asignación de los valores de los 
vectores directores a un actuador, se creó un módulo extra, actuatorVector, que 
simboliza un actuador (identificador) y su vector director correspondiente.  
 En los siguientes puntos se explicara el funcionamiento de ambos vectores 
 
6.5.3 Módulo vector director: actuatorVector 
  
 Este módulo fue implementado para complementar a listActuator y facilitar los 
cálculos vectoriales que se habían de realizar en dicho módulo. Para ello, se ha 
implementado una clase que tiene 4 valores principales: las tres coordenadas de un 
vector director, más un parámetro extra que indica el identificador del actuador al cual 
corresponde. 
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 En teoría, esta clase es utilizada para guardar la información relativa con la 
dirección de un actuador, aunque, en la práctica, también se utiliza para introducir la 
información del vector gravedad y otros vectores relacionados con el algoritmo de 
locomoción (ver punto 6.6, página 241), ya que todos ellos, si bien no expresan 
valores de un actuador, son valores que se utilizaran para operar con los vectores 
directores de los actuadores de White Moon29. 
 
6.5.3.1 Componentes de actuatorVector 
 
 La clase de C++ actuatorVector implementa varias funciones sencillas, y su 
objetivo principal es introducir otro nivel de abstracción para simplificar y facilitar los 
cálculos del estado de White Moon. Por lo cual, es una clase sencilla y tiene pocos 
componentes: 
 actuatorVector.h: archivo de cabeceras con información sobre las funciones y 
variables de clase que actuatorVector tiene. 
 actuatorVector.c: implementa las funciones de clase de actuatorVector. 
 Desde una instancia a actuatorVector, se puede acceder a 6 funciones 
públicas, con las cuales se puede extraer información del vector director que esta 
guarda, o operar (suma y resta) con otras clases actuatorVector. Un detalle interesante 
es que se tienen dos constructoras: una de ellas genera la instancia de clase, dando el 
valor 0 al identificador y a todas las componentes del vector, mientras que la segunda 
constructora tiene como parámetros la componente X, Y y Z del vector que se 
introducirá dentro, mas el identificador que asigna este vector a un actuador.  
 ActuatorVector no tiene funciones privadas (aunque los valores del identificador 
y el vector director se guardan en variables privadas – tres double para el vector, y un 
int para el identificador). 
 Una descripción detallada del contenido de todas las funciones, variables y 
constantes, así como otra información de esta clase se puede encontrar en el Anexo E 
(página 342). 
                                               
29
 En estos casos, el valor asignado al identificador que se encuentra dentro de la instancia de  
actuatorVector se ignora. 

















Esquema 6-7 Esquema de actuatorVector 
Esquema de funcionamiento de actuatorVector. Debido a su simplicidad, 




 Las funciones básicas de la clase son las siguientes: 
 actuatorVector: es la creadora de la clase, existen dos versiones, la primera 
no tiene parámetros y genera un actuatorVector con valor 0 en el vector 
director y el identificador. La segunda versión permite crear una instancia de 
clase inicializada con los parámetros que se le añaden (tres doubles para el 
vector director y un int para el identificador). 
 
 addActuator: añade un actuador con su vector director correspondiente a la 
lista de actuadores que listActuator tiene. 
 
 readX, readY, readZ: retorna las componentes x, y o z del vector guardado 
dentro de la instancia de clase 
 
 readId: retorna el id del actuador asignado al vector guardado dentro de la 
instancia de clase. 
 
White Moon: Diseño e implementación de un robot tipo ameba 
237 
 
 add, sub: operación entre dos instancias de clase, realiza la suma y la resta, 
respectivamente, del la instancia implícita con la instancia del parámetro, y 
retorna una nueva instancia de clase con el valor obtenido30. 
 
 Para utilizar la clase actuatorVector se ha de crear una instancia de clase. Esta 
puede ser hecha utilizando la creadora simple (, con todos los valores inicializados a 0) 
o la versión con parámetros (inicializándola con los valores correspondientes).  
 Una vez hecho esto, se puede consultar los valores que esta contiene con las 
consultoras readX, readY, readZ y readId, o realizar las operaciones de suma 
(función add) o resta (función sub). 
 





                                               
30
 Si bien actuatorVector se creó principalmente para representar actuadores y su vector 
director asociado, no todas las instancias los representan. El valor que se retorna en add y sub 
contiene como id -1, para mostrar que no representa un actuador. 
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6.5.4 Módulo de estado: listActuator (1)31 
 
 En White Moon se ha implementado la clase listActuator, la cual ha sido 
diseñada para mantener la información de los vectores directores de los actuadores, y 
mantiene en todo momento una lista de los tres actuadores que forman la base de la 
estructura icosaédrica del robot, utilizando los conceptos explicados en los puntos 
4.2.3 (página 115) y 6.5.1 (página 230). 
 
6.5.4.1 Componentes de listActuator 
 
 La clase de C++ actuatorVector está diseñada para detectar los tres 
actuadores que se encuentran en la base del robot en cualquier momento. Esta consta 
de los siguientes archivos. 
 listActuator.h: archivo de cabeceras con información sobre las funciones y 
variables de clase que listActuator posee. 
 listActuator.c: implementa las funciones de clase. 
 actuatorVector.h y actuatorVector.c: la clase actuatorVector se puede 
considerar como parte de listActuator, ya que se utilizan a la vez, si bien 
actuatorVector puede ser utilizada independientemente. 
 Desde una instancia a listActuator, se puede acceder a 16 funciones públicas, 
que pueden ser utilizadas para inicializar los valores de la instancia de clase, para 
actualizar el estado (utilizando el vector gravedad como parámetro) y para obtener los 
tres actuadores que se encuentran en la base del robot dado el vector gravedad 
introducida al actualizar el estado. 
 Es importante hacer notar que esta clase no solo tiene la función de detectar el 
estado de White Moon, ya que es utilizada también en el algoritmo de locomoción para 
                                               
31
 La clase listActuador ha sido diseñada para que, a partir del vector gravedad, determinar que 
actuadores están en la base del robot. De todas formas, a medida que los algoritmos de 
locomoción se desarrollaban, se descubrió que listActuador era ideal para calcular los 
actuadores que se habían de mover en la secuencia de desequilibrio. Esta es la razón por la 
cual la clase se muestra tanto en la sección de detección de estados como en la locomoción 
(ver punto 6.6.2, página 222). 
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localizar otros actuadores que no están en la base pero que han de ser utilizados en el 
proceso de movimiento del robot. Esto será explicado en el punto 6.6 (página 241). 
 
listActuator
Funciones publicas Funciones y variables privadas
actuatorVector
Entre las variables privadas 





Esquema 6-8 Esquema de listActuator 
La clase listActuator utiliza 12 instancias de actuatorVector como 
variables privadas, para guardar la información del vector director de un 
actuador. 
 
 Una descripción detallada del contenido de todas las funciones y variables, así 
como otra información de esta clase se puede encontrar en el Anexo F (página 360). 
6.5.4.2 Funcionamiento 
 
 Las funciones básicas de la clase son las siguientes: 
 listActuator: creadora 
 addActuator: añade un actuador con su vector director correspondiente a la 
lista de actuadores que listActuator tiene. 
 updateDotProduct: actualiza32 los datos del estado actual, a partir del vector 
que se envía como parámetro. Una vez acabada la instrucción se pueden 
obtener los tres actuadores que hacen de soporte del robot. 
                                               
32
 Se ha intentado implementar esta operación lo más eficiente posible. Por esto actualiza la 
información de los actuadores con mayor producto escalar (los candidatos a ser los que están 
White Moon: Diseño e implementación de un robot tipo ameba 
240 
 
 returnFirstBiggestId, returnSecBiggestId, returnThirdBiggestId: son las 
consultoras que retornan el valor de los tres actuadores que están en el 
suelo33. 
 
 Al iniciar el programa, se ha de crear una instancia de clase listActuator. Una 
vez creada, se ha de inicializar los datos sobre los actuadores, utilizando su 
identificador y el vector director34. Una vez hecho, la clase esta lista para ser utilizada. 
Para obtener el estado, primero se ha de actualizar los datos de la instancia de clase, 
utilizando updateDotProduct con el vector gravedad obtenido a partir del phidget 
(otros vectores pueden ser utilizados también con esta función, ver punto 6.6.2, página 
246), después de esta instrucción, se puede utilizar las consultoras 
(returnFirstBiggestId, returnSecBigggestId, returnThirdBiggestId) para obtener el 
identificador de los tres actuadores que forman la base de White Moon. 
 
6.5.4.3 UML de la clase 
 
                                                                                                                                         
en el suelo) cada vez que se realiza el producto escalar de la gravedad con un actuador. Esto 
permite actualizar el estado al vuelo en el mismo bucle. 
33
 El orden (first, sec –second- y third) se refiere a su alineación con el vector gravedad, siendo 
first el mas alineado (lo cual significa que el robot está inclinado hacia este actuador, lo cual 
significa que está aguantando más peso que los otros dos) y third el qu menos. 
34
 Esta clase está pensada para ser utilizada con White Moon, así que se han de añadir doce 
actuadores. 





6.6 ALGORITMO DE LOCOMOCIÓN 
 Una vez se tienen todos los módulos necesarios para controlar el hardware y 
para detectar el estado, se puede comenzar con el objetivo real de la fase de 
programación: el algoritmo de locomoción. Este utiliza todos los módulos y programas 
explicados anteriormente. En los siguientes puntos se explicará el algoritmo utilizado 
para mover a White Moon y de qué forma ha sido implementado en el código final 
 
6.6.1 Conceptos iniciales 
 
 Durante la fase de diseño se descubrió que era posible crear un robot 
ameboide a partir de los recursos disponibles (capítulo 4, página 109). También se 
detectó el problema relacionado con la distancia de los actuadores y el centro de 
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masas del robot, junto con diversas propuestas para conseguir que el robot funcionase 
(punto 4.6.1, página 161). 
 Entre las opciones disponibles implementó la carcasa esférica, aunque se 
propuso utilizar la deformación de superficie del robot si esto no era suficiente. Las 
primeras pruebas de movimiento utilizando el algoritmo original propuesto (punto 4.2.2, 
página 113) demostraron que la forma esferizada no era suficiente para mover al 
prototipo. 
 
Ilustración 6-16 Movimiento original 
Un actuador no es suficiente para mover al robot 
 
 
 Así pues, se pasaron a hacer pruebas de movimiento utilizando otros 
actuadores para deformar la superficie y mover el centro de masas del robot.   
 
6.6.1.1 Idea básica detrás del movimiento de White Moon35 
 
 Como ya se ha mencionado, un solo actuador no es suficiente para que el 
centro de masas de White Moon se desplace lo suficiente como para permitir que este 
se mueva. Por esta razón, es necesario utilizar otros actuadores para conseguir mover 
al robot (Esquema 6-9). 
                                               
35
 Extensión del punto 4.2.2, página 105 




Esquema 6-9 Esquema de movimiento (extensión) 
Utilizando otros actuadores se puede llegar a mover el centro de masas, ayudando a 
mover el robot (extensión del Esquema 4-6, página 163). 
 
  Esta extensión al algoritmo original de movimiento del robot (Esquema 4-6, 
página 163) complica el programa: a partir de ahora no solo se ha de conocer los 
actuadores que soportan a White Moon, adicionalmente se ha de averiguar los 
actuadores que harán que el centro de masas se mueva a la zona de de desequilibrio. 
 Los actuadores a mover en el proceso de locomoción del prototipo se 
decidieron a partir de diversos ensayos y pruebas. En el siguiente punto se explica en 
detalle cual es la idea detrás del algoritmo de locomoción final del proyecto. Después 
de diversas pruebas empíricas, se decidió implementar el algoritmo de locomoción que 
se explica en el siguiente punto. 
 
6.6.1.2 Algoritmo de locomoción 
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Ilustración 6-17 fases del algoritmo de locomoción 
El algoritmo de locomoción de White Moon consta de 4 fases. 
 
 El algoritmo de locomoción de White Moon tiene 4 fases diferenciadas. 
 En primer lugar, se mueve el actuador de la base que orienta hacia la 
dirección que se moverá. 
 En segundo lugar, se mueven los cinco actuadores que se encuentran en la 
posición opuesta del robot, lo cual ayuda a desequilibrar el centro de masas 
del robot. 
 En tercer lugar se extienden los tres actuadores correspondientes a la cara 
destino, lo cual ayuda a estabilizar al robot en el nuevo estado. 
 Finalmente se retorna al robot al estado de reposo, con todos los actuadores 
contraídos en su tamaño mínimo. 
 
 Para averiguar los actuadores que se moverán, se ha decidido crear una 
abstracción, de forma que en, vez de buscar un actuador determinado, se intenta 
localizar las caras de sus icosaedros, las cuales están determinadas por los vectores 
directores de tres actuadores. De esta forma, en el algoritmo de locomoción ve al robot 
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como una sucesión de caras, de las cuales hemos de averiguar 4 caras distintas 
(¡Error! No se encuentra el origen de la referencia.): 
 
 
Ilustración 6-18 Caras usadas en el algoritmo de locomoción 
Para elegir los actuadores a mover, se hace una abstracción de la superficie de White Moon en 
caras, formadas por los actuadores del robot. De estas se necesita conocer 5: la base actual, la 
cara destino y las dos caras de desequilibrio 
 
 La cara original: es la cara que está en la base en un momento determinado. 
El actuador que se utilizará para comenzar el algoritmo de locomoción 
determinará la dirección del robot, y también las otras caras que deberemos 
mover. 
 La cara destino: la cara que será la base en cuanto las fases del algoritmo de 
locomoción hayan acabado 
 Las caras de desequilibrio: son dos caras que corresponden a los 
actuadores opuestos al actuador que se moverá de la cara original.  
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 Una vez hemos definido esta abstracción de la superficie de White Moon es 
fácil navegar por los triángulos para obtener las caras que se necesitan para moverse 
(Esquema 6-10). Partiendo de la cara inicial, o base del robot, se puede utilizar el 
cálculo vectorial para hallar las diversas caras que se necesitan (ver 0, página 370). 
 




 De esta forma, para ejecutar la secuencia de movimientos, se han de activar 
los actuadores de las caras en el orden determinado.  
  
6.6.2 Representación de las caras: listActuator (2) 
 
 Una vez determinado el nuevo algoritmo de locomoción se paso a 
implementarlo dentro del código. Al principio esto resulto algo complicado 
conceptualmente, ya que no se sabía cómo navegar por las caras de White Moon. Fue 
entonces cuando se descubrió propiedades de la clase listActuator que podían ayudar 
a calcular las diversas caras que se necesitaban para mover al robot: 
                                               
36
 Existe una versión mejorada de este algoritmo que reutiliza uno de los caminos para calcular 
la segunda cara de desequilibrio. Para más información, ver punto 7.2.2, página 235 
White Moon: Diseño e implementación de un robot tipo ameba 
247 
 
 Contiene la información de todos los actuadores de actuadores con sus 
vectores directores asignados, lo cual se puede considerar como un mapa de 
la superficie del robot 
 
 Guarda en su interior 3 identificadores correspondientes a actuadores que 
forman un triangulo: si usamos la función updateDotProduct (punto 6.5.4.2, 
página 239) con un vector determinado, puede ser utilizado para determinar 
una cara inequívocamente. 
 
 Utilizando vectores específicos, calculados a partir de los vectores directores 
de los actuadores de la cara actual (ver Anexo H, página 372) es posible 
―pasar‖ de una cara a otra utilizando updateDotProduct. 
 Estas propiedades hacen que la clase sea idónea para realizar los cálculos que 
se necesitan en el algoritmo de locomoción. Por ello el programa tiene 5 instancias de 
listActuator: una para calcular la base del robot, y las otras 4 para calcular las caras 
que se necesitaran mover en secuencia según el algoritmo de locomoción explicado 
en el punto anterior. 
 
6.6.2.1 Extensión de la clase 
  
 Para que se pueda utilizar de forma correcta, se necesita añadir 3 variables 
extras y diversas funciones privadas que permitirán calcular el valor que estos 
obtendrán: 
 firstBiggestDestination: 
Esta variable es de clase actuatorVector y está relacionada con 
firstBiggestValue: contiene el vector director que, si es utilizado en instancia de 
clase listActuator con la función updateDotProduct, actualiza el valor de la cara 
que esta apunta a la que se obtendría como base si se moviese el robot 
utilizando  firstBiggestValue como actuador director. 
 
  secBiggestDestination, thirdBiggestDestination: 
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Equivalentes a firstBiggestDestination pero con secBiggestValue y 
thirdBiggestValue, respectivamente. 
 
 Se han añadido consultoras para estas variables, y diversas funciones privadas 
que ayudan a calcular su valor automáticamente cada vez que se utiliza la función 
updateDotProduct. 
 
6.6.2.2  Funcionamiento 
 
 Se pensó en hacer una clase polimórfica, pero se desechó esto debido a que 
se había de utilizar la instancia de clase que apuntaba a la cara-base para obtener los 
vectores que permitirían calcular la cara siguiente. Por lo cual, se decidió unificar todas 
las funciones que se pueden realizar con listActuator, creando una clase general que 
sirve tanto para representar una cara como para averiguar que caras son las 
siguientes. 
 Para averiguar qué cara es la siguiente: 
 Si utilizamos el identificador obtenido con returnFirstBiggestId, el vector que 
apunta a la cara siguiente se obtiene con la función 
returnFirstBiggestDestination. 
 Si utilizamos el identificador obtenido con returnThirdBiggestId, el vector que 
apunta a la cara siguiente se obtiene con la función 
returnThirdBiggestDestination. 
 Si utilizamos el identificador obtenido con returnFirstBiggestId, el vector que 
apunta a la cara siguiente se obtiene con la función 
returnFirstBiggestDestination. 
 
Una vez obtenidos los vectores utilizando estas funciones, una instancia de clase 
listActuator apuntara a la cara correspondiente si se utilizan estos valores como 
parámetro a la instrucción updateDotProduct. 
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6.6.3 Algoritmo de locomoción: whiteMoonFunctions 
 
 La parte final de la implementación del algoritmo de locomoción viene dada por 
las diversas funciones independientes que se han colocado en un archivo llamado 
whiteMoonFunctions. Desde ellas se realiza una comunicación con todas las clases 
implementadas hasta ahora para conseguir que el robot se mueva de la forma que es 
esperada. 
 
6.6.3.1 Componentes de actuatorVector 
 
 Debido a la naturaleza ―final‖ de las funciones de whiteMoonFunctions, no se 
consideró necesario implementado como una clase de C++. Así pues, el algoritmo de 
locomoción está programado como un grupo de funciones que se encargan de realizar 
las diversas tareas utilizando los módulos que se han explicado en esta sección, lo 
cual permite averiguar los datos necesarios y generar la secuencia de movimiento que 
White Moon ha de realizar para poder desplazarse por una superficie. 
 
 Los archivos que componen whiteMoonFunction son los siguientres 
 whiteMoonFunctions.h: archivo de cabeceras con información sobre las 
funciones que implementan las funcionalidades del robot. 
 whiteMoonFunctions.c: implementa las funciones de White Moon. 
 stdafx.h: define las variables globales del programa, entre ellas las instancias 
de clase de driverMotor, driverPhidget, y las 4 variables de estado de tipo 
listActuator (los triangulos base, siguiente y los dos de desequilibrio). 
 stdafx.h: crea las instancias de las variables globales definidas en 
stdafx.h. En el caso de espatial y phidget, también las inicializa. 
 El archivo whiteMoonFunctions.h permite utilizar 10 funciones, aunque algunas 
de ellas solo sirven para complementar la función principal que ejecuta el algoritmo de 
movimiento, por lo cual, en una versión futura se modificará el programa para hacerlas 
privadas. En el Esquema 6-11 se muestra un diagrama del flujo de información que 
existe en whiteMoonFunctions. 
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 Una descripción detallada del contenido de todas las funciones, variables y 





Información sobre vectores, 
(asignados a actuadores o no)
Resto del Programa
listActuator
Varias instancias que 
contiene información sobre 
el estado actual y los 
diferentes actuadores que 
se han de utilizar 
driverPhidget
Interactúa con los sensores 
para obtener información útil 
para calcular el estado
driverMotor
Permite el control 
(movimiento, velocidad) de 
los actuadores y recoger 
información sobre ellos
 
Esquema 6-11 Esquema de whiteMoonFunctions 
Esquema del flujo de datos y funcionamiento de whiteMoonFunctions 
 
 
6.6.3.2 Funcionamiento en el código 
 
 El programa para mover el robot se ha de ejecutar cuando este ya ha sido 
sincronizado con el ordenador y los diversos componentes son visilbles por este. Esto 
es debido a que, si bien spatial puede detectar dinámicamente cuando se conecta el 
Phidget, motor no tiene esta capacidad (la cual se ha dejado para ser implementada 
en proyectos futuros). 
 Para utilizar correctamente el algoritmo de locomoción de White Moon, se han 
de definir diversas variables globales, que nos ayudaran a acceder al los elementos 
hardware o a consultar el estado: 
 espatial: instancia de driverPhidget, que se utilizará para consultar el valor de 
los sensores 
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 motor: instancia de driverMotor, que permite controlar los actuadores de White 
Moon. 
 baseTriangle: instancia de listActuator, se usa para averiguar la cara que esta 
en la base en un momento determinado 
 nextTriangle: instancia de listActuator, se usa para determinar cual será la 
siguiente cara si se utiliza el algoritmo de locomoción con un actuador en 
particular. 
 equilibTriangle1: instancia de listActuator, se utiliza para determinar una de 
las dos caras de desequilibrio en el algoritmo de locomoción. 
 equilibTriangle2: instancia de listActuator, se utiliza para determinar la otra 
cara de desequilibrio en el algoritmo de locomoción. 
 Una vez estas variables han sido definidas como globales, se necesita 
inicializarlas. Para espatial y motor se inicializan directamente una vez creada la 
instancia de clase. Para inicializar las 4 instancias de list actuador, primero se ha de 
introducir la información de los vectores directores en todas ellas. Esto se realiza con 
la función inicializateActuators. 
 Para mover a White Moon, primero se ha de actualizar la información de 
baseTriangle utilizando la operación updateGroundActuator, lo cual permite obtener 
la información sobre los actuadores que pueden ser utilizados para desplazarse. 
Utilizando el identificador del actuador que queremos mover (lo cual se obtiene 
utlizando las funciónes de clase listActuator getFirstBiggestId, getSecBiggestId y 
getThirdBiggestId), se utiliza la función moveRobot, que genera todos los pasos 
necesarios para hacer que White Moon se mueva a partir del actuador elegido, cuyo 
identificador se pasa como parámetro. 
 Finalmente, y antes de cerrar el programa se ha de cerrar todos los handles 
abiertos en la sesión, para evitar problemas con los USB. Esto se hace con la función 
closeAllHandles. 
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6.7 INTERFACE DE CONTROL DE WHITE MOON 
 Como ya se ha mencionado en la memoria, este proyecto es de investigación, 
cuyo objetivo es obtener un prototipo de robot. Este modelo se aleja de las 
metodologías de la ingeniería del software, y es por ello hasta ahora se ha dado más 
importancia a implementar un programa que funcione correctamente que a la 
especificación formal. Esto ha sido debido a que durante el proyecto, las 
especificaciones y dispositivos que se han usado se han ido cambiando, lo cual ha 
afectado en la generación del código. 
 De todas formas, una vez la mayor parte de los módulas programa ha sido 
finalizado, llegó el momento de crear una interface grafica, en donde sí que se 
utilizaron las técnicas de ingeniería del software para establecer lo que habían de 
hacer. En esta sección se muestra el proceso de diseño de la interface para, 
finalmente, mostrar el resultado final que se utiliza para controlar a White Moon. 
 
6.7.1 Análisis de requisitos37 
 
 El análisis de requisitos del diseño del software, tiene como objetivo obtener las 
necesidades que ha de cubrir el programa que se desarrollará, en este caso la 
interface de control. Los requisitos de este programa no se corresponden directamente 
con los estudiados en las fase de gestión del proyecto, ya que estos pertenecían al 
proyecto en general, sino que, si bien algunos están basados en ellos, otros provienen 
de la necesidad de comprobar los diferentes módulos para tener información del 
estado de cada uno de los dispositivos individualmente y de White Moon de forma 
general. 
 Esto se ha hecho así debido a la naturaleza de prototipo del robot que se ha 
implementado. De esta forma, de cara a futuros proyectos que continúen esta 
investigación, se puede tener un programa que de información sobre algunos de los 
detalles del robot, la cual puede ser utilizada para verificar el funcionamiento del robot 
tanto en software como en hardware. 
                                               
37
 No confundir con el análisis de requisitos de la fase de gestión del proyecto. 
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 En este caso, los requisitos del programa se pueden dividir en dos categorías: 
 Funcionales: indican que ha de hacer el programa. 
 No funcionales: muestran las restricciones y condiciones al programa que 
aseguraran su correcto funcionamiento. 
 A continuación se muestra la lista de requisitos funcionales y no funcionales 
que se ha utilizado a la hora de crear la interface de White Moon. 
 
6.7.1.1 Requisitos funcionales: 
 
 La aplicación ha de poder permitir elegir un actuador de la base para utilizarlo 
como actuador director que iniciará el algoritmo de locomoción de White Moon, 
permitiendo la secuencia de movimiento. 
 
 La aplicación ha de tener una acción que permita al robot moverse 
aleatoriamente. 
 
 La aplicación ha de mostrar si el Phidget ha sido conectado o no 
 
 La aplicación ha de mostrar si hay algún motor conectado, y si lo hay, cuantos 
están disponibles 
 
 Si alguno de los 12 motores no están disponibles, la aplicación ha de 
detectarlo e avisar al usuario que ha habido algún problema. 
 
 La aplicación ha de permitir mostrar la información de la gravedad de Phidget 
(para contrastar las acciones del robot con el funcionamiento e informar de la 
orientación de White Moon). 
 
 La aplicación ha de permitir mostrar la información de la brújula del Phidget 
(para contrastar las acciones del robot con el funcionamiento e informar de la 
orientación de White Moon). 
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 La aplicación ha de permitir modificar la velocidad, precisión o posición de 
cualquiera de los actuadores. 
 
 La aplicación ha de poder mostrar la posición de cualquier actuador disponible. 
 
 La aplicación ha de poder seleccionar más de un actuador al mismo tiempo 
para cambiar sus parámetros (velocidad, precisión o posición). 
 
 La aplicación ha de mostrar cada actuador con su producto escalar 
correspondiente, (para verificar que los actuadores de la base son los que 
tienen producto escalar más alto) 
 
 La aplicación ha de mostrar que actuadores forman las posibles caras 
siguientes. 
 
6.7.1.2 Requisitos no funcionales 
 
 El programa ha de funcionar en Windows xp (restricción debido al software 
que se utiliza para el tunneling189 (ver punto 6.1.2.2, página 189). 
 
 El programa ha de poder detectar que se está utilizando un actuador, por lo 
cual, evitar que otro programa modifique sus valores al mismo tiempo. 
 
 El programa ha de ser implementado en C++. 
 
 Se ha de poder modificar cualquier parámetro de uno o varios actuadores de 
forma sencilla y rápida. 
6.7.2 Especificación 
 
 En la especificación del la interface del proyecto se define que hace la interface 
y cómo se comporta, lo cual definirá la estructura que se ha de seguir para construir la 
aplicación. 
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 El programa de White Moon solo tiene un actor, el usuario, que utiliza el 
ordenador para controlar lo que hace el robot. Se puede discutir que el robot podría 
ser un actor también, pero en esta práctica se considera parte del sistema. 
 
6.7.2.2 Descripción de casos de uso 
 
 Al ser un programa sencillo, se ha decidido que todas las funcionalidades se 
mostrarán directamente al iniciar el programa. 
  Este punto se ha dedicado a mostrar, individualmente para cada funcionalidad 
de la interface grafica, la descripción de los casos de uso que se utilizaran. Para 
organizar mejor el programa, se ha clasificado las funcionalidades en cuatro grupos: 
Controles de White Moon, Sensores, Actuadores, Otros datos. 
 
Controles de White Moon 
 Los controles de White Moon son todas las funcionalidades que permiten al 
robot moverse utilizando el algoritmo de locomoción. Son las funcionalidades que se 
comunican con la capa de dominio y generan resultados a partir de la interacción de 
cada uno de los dispositivos. 
 
Caso de uso: Mover actuadores de la base 
Propósito Mover a White Moon 
Resumen 
Inicia el algoritmo de locomoción utilizando 










 1. El sistema  muestra 
3 botones 
correspondientes a 
un actuador, y a su 
lado algunos datos 
(identificador y 
posición) 
2. El actor pulsa uno 
de los tres botones 
 




















Paso 3: El Phidget o algún motor de los 12 no están 
conectados o algún actuador está siendo utilizado 




Caso de uso: Activar movimiento aleatorio 
Propósito 
Mover a White Moon por un camino 
aleatorio. 
Resumen 
Inicia una secuencia de movimiento por la 
superficie utilizando un actuador de la 
base aleatorio cada vez. 
 
p r i n c i p a l Actor Sistema 
 









3. En cada paso de la 
secuencia se elige 
un actuador de la 
base (y por lo tanto 
una dirección) 
aleatorio 




5. El sistema 
interrumpe el 
movimiento de 
White Moon cuando 











Paso 3: El Phidget o algún motor de los 12 no están 
conectados o algún actuador está siendo utilizado 




 Aquí se muestran las funcionalidades que permiten tener datos directamente 
de los sensores. Esto permite comprobar que este dispositivo funciona y que se está 
utilizando correctamente. También facilita una interface directa con el Phidget lo cual 







Caso de uso: Información de dispositivo conectado 
Propósito 
Muestra si el dispositivo está conectado o 
no 
Resumen 
Muestra si los sensores de White Moon 











1. El sistema detecta 
que el dispositivo no 
está conectado e 
informa de ello al 
usuario 












Paso 1: el Phidget está conectado, el sistema no hace 
nada. 
 
Caso de uso: Mostrar información de los sensores 
Propósito 
Muestra en pantalla las lecturas de los 
sensores 
Resumen 
Inicia una secuencia de movimiento por la 
superficie utilizando un actuador de la base 











1. El sistema muestra 
la información 
detectada por los 
sensores de la 











Paso 1: el Phidget está conectado, el sistema no hace 
nada. 
 
Caso de uso: Pulsar botón información 
Propósito 
Muestra información diversa sobre el 
dispositivo conectado actualmente 
Resumen 












1. El sistema  muestra 
el botón de 
información del 
Phidget 




3. El sistema muestra 




















 En esta clasificación se encuentran las funcionalidades que permite interactuar 
directamente con uno o varios actuadores, sin tener que pasar por el algoritmo de 
locomoción. Gracias a esto se puede investigar nuevos algoritmos de movimiento o 
funcionalidades a partir de la extensión de los actuadores de White Moon. 
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Caso de uso: Información de dispositivo conectado 
Propósito 
Muestra si el dispositivo está conectado o 
no 











1. El sistema detecta 
que no hay 
dispositivos 
conectados e 











Paso 1: Hay algún dispositivo conectado, el sistema no 
hace nada. 
 
Caso de uso: Mostrar si están todos los actuadores 
Propósito 
Cuenta los actuadores e informa si falta 
alguno 
Resumen 












1. El sistema cuenta 
los actuadores 
disponibles y 











Paso 1: Si no hay actuadores se inhabilitan cualquier 
funcionalidad que los use. Si hay pero no el número 
adecuado deshabilita las funcionalidades del algoritmo de 
movimiento 
 
Caso de uso: Modificar la velocidad 
Propósito 
Modifica la velocidad a la cual se mueve un 
actuador 
Resumen 












1. El sistema muestra 
una lista de 
actuadores y una 
barra de posición 
que permite ajustar 
la velocidad 
2. El actor selecciona 
uno o varios 
actuadores 
 
3. El actor desplaza 










Caso de uso: Modificar la velocidad 
Propósito 
Modifica la velocidad a la cual se mueve un 
actuador 
Resumen 












5. El sistema muestra 
una lista de 
actuadores y una 
barra de posición 
que permite ajustar 
la velocidad 
6. El actor selecciona 
uno o varios 
actuadores  
 
7. El actor desplaza 








Caso de uso: Modificar la precisión 
Propósito 
Modifica la precisión  a la cual se mueve un 
actuador 
Resumen 












9. El sistema muestra 
una lista de 
actuadores y una 
barra de posición 
que permite ajustar 
la precisión 
10. El actor selecciona 
uno o varios 
actuadores 
 
11. El actor desplaza 








Caso de uso: Modificar la posición 
Propósito 
Modifica la posición a la cual se mueve un 
actuador 
Resumen 












13. El sistema muestra 
una lista de 
actuadores y una 
barra de posición 
que permite ajustar 
la posición 
14. El actor selecciona 
uno o varios 
actuadores 
 
15. El actor desplaza 




16.  La posición del 
actuador/es es 
modificada 




Caso de uso: Mostrar información de posición 
Propósito 
Muestra la posición de uno o varios 
actuadores 
Resumen 












1. El sistema muestra 
una lista de 
actuadores 
disponibles y una 
botón para obtener 
la posición 
2. El usuario elige 
uno o varios 
actuadores 
 
3. El usuario pulsa el 
botón.  
 
4.  El sistema muestra 
un pop up con 
información de la 


























 Aquí se muestran las funcionalidades relacionadas con los cálculos internos de 
White Moon, los cuales es interesante mostrar para que se puedan contrastar los 
resultados con la realidad. 
 Esta sección es especialmente interesante durante el desarrollo de nuevas 
funcionalidades, en particular cuando se implementaban los algoritmos de locomoción. 
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Caso de uso: Producto escalar 
Propósito 
Muestra muestra el resultado del producto 
escalar de la cara base 
Resumen 
Muestra el producto escalar de los 
actuadores con el vector gravedad, que se 
ha utilizado para determinar que tres 











5. El sistema muestra 
el producto vectorial 
calculado para 
obtener los 3 
actuadores de la 
base. Muestra una 
lista con 
identificador de 















Caso de uso: Triangulo siguiente 
Propósito 
Muestra la secuencia de actuadores que 
pueden ser base en el próximo paso del 
algoritmo de locomoción 
Resumen 
Inicia una secuencia de movimiento por la 
superficie utilizando un actuador de la base 











6. El sistema muestra 
para cada actuador 
de la base, su 
identificador, y una 
lista de tres 
actuadores que 
serán la base en la 
próxima itinerario si 
















6.7.3 Interface de control: Form1.h 
  
 Para la interface de control de White Moon se ha utilizado los Windows Forms 
de Visual C++ cuyas herramientas y automatización ha facilitado la tarea  de 
implementación. 
 Form1.h es el archivo que hace de unión entre todo lo hecho en la fase de 
programación, y tiene acceso a todos y cada uno de los módulos generados, tanto de 
acceso a los dispositivos como las funciones del algoritmo de locomoción. A 
continuación se procederá a explicar cómo funciona y que características tiene. 
  Debido a que las diversas variables y archivos necesarios (a parte de los 
creados en esta práctica) dependen de la estructura generada automáticamente por 
Visual C++ y son independientes de lo creado en White Moon, se ha decido omitir la 
explicación de este tipo de dependencias. 
 Para más información sobre las funciones utilizadas en el archivo Windows 
Form1.h para implementar las diversas funcionalidades, ver el Anexo J (página 380). 
 





 La aplicación de White Moon esta implementada de forma sencilla, de modo 
que tiene una sección para cada una de las clases de funcionalidades. 
 
Ilustración 6-19 Actuadores en White Moon 
 
 Una funcionalidad puede implementarse de dos formas distintas.  
 Para cualquier acción que se realiza mediante un botón, este tiene asignado 
una función que utilizara los módulos de White Moon necesarios para 
cumplirlos (ya sea del algoritmo de locomoción o contacto directo con los 
diferentes dispositivos que el robot tiene instalados). 
 
 Para las acciones que muestran información actualizada en cada momento 
(como la sección de los sensores o la de los productos escalares), se utiliza el 
cronometro, un elemento especial de Windows Forms que ejecuta una función 
periódicamente (el periodo en que realiza esta acción puede ser configurado 
desde Visual C++). Esto permite realizar una encuesta a los módulos de 
estado o al Phidget para recibir la información que se muestra por la pantalla. 







Ilustración 6-20 Elementos de la aplicación 
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 Las funciones utilizadas en cada uno de los componentes son las siguientes: 
 
 Para actualizar los datos de las diversas secciones se utiliza la el objeto tipo 
cronometro timerOfTheSensors. En esta se llaman a las siguientes funciones: 
 phidgetBlockHandle: actualiza la información que se encuentra en el bloque 
de los sensores: Brújula, sensor de gravedad e información de dispositivo 
 actuatorBlockHandle: actualiza las notificaciones de los actuadores: muestra 
si todo esta ok (los 12 actuadores se han detectado), si falta alguno, o si no 
hay ninguno. 
 calculateActuator: actualiza la información sobre los actuadores que están en 
la base actualmente, que se encuentra en la sección de controles de White 
Moon. 
 handleDotBlock: actualiza la información del bloque de datos: escribe el 
resultado del producto vectorial de cada vector director asignado a un actuador 
con el vector gravedad. También actualiza la información sobre las 3 caras 
que son las siguientes bases potenciales. 
 En la sección de los sensores, el botón de información llama a la siguiente 
función: 
 infoPhidget_Click: Es un handle de este botón, y obtiene la información del 
Phidget para incluirla en un pop up. 
 La sección de actuadores tiene un bloque donde se muestran todos los 
actuadores, que es inicializado al principio del programa utilizando la función 
―inicializateActuators‖. Para cada una de los sliders se invoca a las siguientes 
funciones 
 speedBar_Scroll: handle de la barra slider de velocidad, llama a la función 
barHandle con un parámetro que identifica que se está moviendo la barra de 
velocidad. Esta función se encarga de dar las ordenes de cambio de velocidad 
en los actuadores seleccionados. 
 acuracyBar_Scroll: handle de la barra slider de velocidad, llama a la función 
barHandle con un parámetro que identifica que se está moviendo la barra de 
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precisión. Esta función se encarga de dar las ordenes de cambio de precisión 
en los actuadores seleccionados. 
 positionBar_Scroll: handle de la barra slider de velocidad, llama a la función 
barHandle con un parámetro que identifica que se está moviendo la barra de 
posición. Esta función se encarga de dar las órdenes de cambio de posición 
en los actuadores seleccionados. 
 buttonMoveActuators_Click: handle del botón de ―feedback info‖, que 
obtiene los datos de posición de los actuadores y los muestra en un pop up 
(no disponible actualmente). 
 selectAll_Click: handle del boton ―sel/Des todo‖, que selecciona o 
deselecciona todo el contenido de la lista de actuadores dependiendo si hay 
algún actuador seleccionado o no. 
 La sección de Control de White moon tiene tres botones, los cuales también 
disponen de un handle propio: 
 movAct1_Click: handle que llama a la función de whiteMoonFuntions 
―moveRobot‖ utilizando identificador que se obtiene al ejecutar la función de la 
variable global baseTriangle returnFirstBiggestId. 
 movAct1_Click: handle que llama a la función de whiteMoonFuntions 
―moveRobot‖ utilizando identificador que se obtiene al ejecutar la función de la 
variable global baseTriangle returnSecBiggestId. 
 movAct1_Click: handle que llama a la función de whiteMoonFuntions 
―moveRobot‖ utilizando identificador que se obtiene al ejecutar la función de la 
variable global baseTriangle returnThirdBiggestId. 
 
 Finalmente, para generar el movimiento aleatorio se ha utilizado un objeto de 
tipo cronometro, el handle del cual (timerOfRandom_Tick) ejecuta las siguientes 
funciones: 
 randomMovGenerator: genera un numero aleatorio entre uno y tres 
 moveOptionNumber: mueve el robot utilizando un actuador aleatorio, que 
depende del número generado con randomMovGenerator 
 
 




6.7.4 Problemas de implementación 
 
 La interface de control de White Moon se ha generado utilizando las 
herramientas disponibles en Visual C++, lo cual ha facilitado considerablemente su 
implementación. De todas formas, surgió un problema relacionado con esta que se 
procederá a explicar a continuación. 
  
6.7.4.1 Strings y chars de arrays 
 
 En los diversos módulos y funciones del proyecto se utilizan arrays de chars 
para representar strings, los cuales se utilizan para diversas funciones (mensajes de 
error, códigos…). Cuando se comenzó a implementar la interface grafica del programa 
se encontrar que los formularios Windows que se implementaban en Visual C++ 
utilizan una clase strings, con diversas funciones que facilitan su manejo. 
 Se intentó modificar todo el programa para utilizar esta clase en lugar de los 
arrays de chars, pero esto dio problemas cada vez que se intentaba utilizar fuera de 
los archivos relacionados con la interface grafica. Esto es debido a que se usaba un 
namespace dos veces. La solución podría haber sido declarar el formulario antes que 
los drivers, pero esto significaría no poder disponer de las variables globales ―espatial‖ 
y ―motor‖, que genera problemas dentro del formulario. Para simplificar se decidió 
seguir utilizando el mismo sistema en los módulos y transformar los array de chars en 
strings cada vez que se necesitaba mostrar un mensaje de error en la interface. 
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 En este capítulo se explican los resultados finales del proyecto White Moon, y 
las tareas pendientes a llevar a cabo en futuros proyectos que completen o rehagan el 
prototipo que se ha diseñado. 
7.1 RESULTADOS 
 En este proyecto se ha intentado descubrir si es posible crear un robot con 
características ameboides utilizando materiales que se encuentran disponibles 
normalmente en el mercado. Así pues, se puede afirmar que se han cumplido las 
expectativas: no solo se ha verificado que se puede construir este tipo de maticas, sino 
que se ha creado un prototipo de robot ameba e implementado un programa interface 
que permite controlarlo sin ningún problema.  
 
 
Esquema 7-1 White Moon desplazándose por el suelo 
 
 
 El robot tiene la capacidad de moverse por el suelo a una velocidad bastante 
reducida (no se esperaba conseguir una maquina veloz). A demás, es posible utilizar 
cualquiera de sus actuadores de forma independiente si es necesario. 
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  Es importante mencionar que, si bien algunas de las ideas preconcebidas que 
se tenían sobre el robot antes del proyecto, como la utilización del tensegrity o el 
algoritmo de locomoción original resultaron no demasiado acertadas, pero incluso ante 
este tipo de inconvenientes, se descubrió que existen varios caminos, y que a veces 
los que son aparentemente más sencillos, pueden llegar a ser los más interesantes y 
los que proporcionen mejores resultados. 
7.2 TAREAS PENDIENTES 
 Como ya se mostró en la sección de gestión (punto 3.3.2.3, página 95) el 
proyecto fue acelerado para poder ser presentado en el segundo cuatrimestre, lo cual 
dejo varios detalles pendientes de implementar, los cuales podrían incluirse en futuros 
proyectos que utilizasen el mismo robot o implementasen uno similar, con el cual se 
podría reaprovechar parte o la totalidad del trabajo realizado en White Moon. 
 A continuación se explicarán algunas de las cosas que han quedado 
pendientes. 
 
7.2.1 Movimiento usando un vector dirección  
 
 Una de las funcionalidades originales era que el robot se pudiese mover hacia 
una dirección determinada utilizando la brújula. Para ello se podría utilizar el norte 
magnético para poder tener un punto de referencia, y orientar la dirección de White 
Moon utilizando un vector director relativo a esta dirección.  
 Si bien la implementación de esta funcionalidad no es extremadamente 
complicada, ya que, de hecho, se asemeja mucho a la detección de los actuadores 
que están en la base, el tiempo no permitió añadirlo al programa. Relacionado con 
esto está la función de calibración de la brújula: los sensores magnéticos de Phidget 
se ven afectados por la circuitería y elementos mecánicos del robot y han de ser 
calibrados. Se empezó a pensar en el programa de calibración basándonos en las 
funciones que el fabricante deja disponibles en la librería phidgets21, pero se dejo 
relevado en segundo plano a causa de otros problemas y de falta de tiempo.  
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 Así pues, esta es la funcionalidad más importante que no se ha implementado 
y se recomienda que sea la primera que se añada en futuros proyectos.  
 
7.2.2 Algoritmo de cálculo de caras mejorado 
 
 White Moon necesita calcular las caras de desequilibrio, para utilizarlas en la 
secuencia de locomoción, según lo explicado en el punto 6.6 (página 241). La actual 
forma de implementación fue creada por conveniencia, ya que, al ser simétricos, se 
podía utilizar la misma función recursiva para obtener ambas caras. Sin embargo, una 
vez se acabó el programa se descubrió que la forma de implementar este algoritmo no 
era la más eficiente, sino que existía otra más sencilla que permitía obtener la segunda 
cara de desequilibrio partiendo de una en dos pasos (Esquema 7-2). Esto se podría 
realizar con el mismo tipo de navegación que se había utilizado hasta ahora. 
 
Esquema 7-2 Algoritmo de cálculo de caras (variación 1) 
De esta forma se ahorra un paso en el cálculo de la segunda cara de desequilibrio 
 
 Una vez ilustrada esta forma de llegar a la segunda cara de desequilibrio, 
surgió la duda de si se podía optimizar un poco mas (Esquema 7-3). La segunda 
variación del algoritmo se podría calcular el paso de la primera cara de desequilibrio a 
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la segunda de la siguiente forma: si A es el vector director del vértice (actuador) común 
a ambas caras, y  B y C los vectores directores de los otros dos vértices:  
        
 En teoría, realizando esta operación vectorial, Z seria un vector director que 
apuntaría a la segunda cara de desequilibrio. 
 
Esquema 7-3 Algoritmo de cálculo de caras (variación 2) 
Es posible optimizar mas el algoritmo, de forma que se ahorran 2 pasos 
 
 El arreglo es sencillo, así que sería interesante implementarlo en proyectos 
posteriores. 
 También sería interesante estudiar si se puede realizar otro algoritmo más 
eficiente utilizando las propiedades del icosaedro, debido a que el actuador director de 
la secuencia de movimientos es el actuador inverso al compartido por las caras de 
desequilibrio. Existe el riesgo de perderse  al realizar este movimiento pero sería una 
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7.2.3 Problemas con la fricción 
 
 El casco externo de White Moon está formado por patas que acercan al robot a 
la forma de esfera. Esto ha resultado de utilidad para hacer moverse al robot, aunque 
no fue suficiente, por lo cual se comenzó a implementar un algoritmo de locomoción 
más complicado basado en la deformación controlada de algunas partes del prototipo 
para mover el centro de masas a otro lugar que facilitase el desequilibrio del robot y la 
caída en la dirección adecuada. 
 De todas formas, el casco externo demostró tener baja fricción en algunos 
suelos lo cual producía que el robot no se desplazase de forma correcta en algunas 
ocasiones. Para proyectos posteriores, sería interesante adaptar las patas para tener 
un coeficiente de rozamiento mayor, lo cual facilitaría el desplazamiento del robot. 
 
7.2.4 Detección de actuadores “en caliente” 
 
 Un detalle útil de la librería phidget21, proporcionada por Phidgets Inc. es la 
implementación de diversos eventos que facilitan el uso de los sensores. Estos 
eventos permiten utilizar handles que permitan realizar acciones en determinadas 
circunstancias, como por ejemplo, cada vez que se obtenga una nueva lectura, que se 
conecte  o que se desconecte un nuevo dispositivo. Esto permitió implementar un 
reconocimiento del Phidget ―en caliente‖. 
 Sin embargo, los LACs no venían con una librería con utilizades similares, asi 
que no queda otra opción que detectar cuando estos han sido conectados mediante 
una encuesta. Para proyectos futuros, sería conveniente intentar investigar como 
implementar una librería driverMotor que permitiese utilizar eventos para detectar la 
conexión de nuevos LAC mientras el programa está en marcha. 
 
7.2.5 Mando a distancia 
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 Originalmente se pensó en incluir un mando a distancia que permitiese 
controlar al robot, pero las restricciones de tiempo impidieron añadir esta 
funcionalidad. Durante las pruebas se encontró que este dispositivo hubiese sido 
conveniente para poder realizar pruebas mientras se observaba el robot desde 
distintos planos. 
 
7.2.6 Compatibilidad con Windows 7 
 
 El sistema de tunneling USB-to-IP estaba pensado para funcionar tanto en 
Windows XP como en vista y 7. Sin embargo solo se pudo ejecutar utilizando Windows 
XP, lo cual forzó a utilizar este sistema operativo con White Moon. Ya que el fabricante 
asegura que se puede utilizar en estos sistemas operativos, sería interesante hacer 
más pruebas para comprobar porque falló la sincronización del robot en estos casos. 
 La hipótesis que se tiene es que el programa que se utilizó era una versión 
antigua y no estaba preparado para este sistema operativo, así que se podría intentar 
instalar otra versión más actualizada de las que se encuentran en la página web. Si no 
funciona, se podría intentar contactar con el fabricante para informarle de nuestro 
problema y ver si existe alguna solución 
 
7.2.7 Fragilidad de componentes: LAC 
 
 Los LAC demostraron ser más fiables que sus predecesores (punto 4.3.1.1, 
página 124), pero se comprobó que sus componentes internos eran algo frágiles: en el 
proyecto se soltaron las soldaduras de 2 LACs. Si bien esto se arreglo fácilmente 
volviendo a soldar las partes dañadas, sería recomendable que, en proyectos futuros, 
los LAC tengan una funda que los recubra por completo y refuerce la zona de las 
conexiones. 
 
7.2.8 Estado de la batería en el programa de control 
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 Las baterías están conectadas a un CMB  para suministrar la alimentación y 
cargar las baterías que, a demás, permite tener el estado de estas, utilizando unos 
leds que tiene instalados. Sería interesante que, en versiones futuras, se pudiese 
detectar el estado de la batería desde el programa de control. 
 
7.3 LINEAS DE FUTURO 
 Después de demostrar que un robot de estas características podía ser 
construido, se considera interesante poder miniaturizar la tecnología para poder crear 
versiones más pequeñas y menos pesadas. Esto viene limitado por el tamaño de los 
componentes, como el Phidget o los actuadores. 
 A demás de tener actuadores prismáticos, sería interesante que el robot 
tuviese 2 grados de libertad mas en cada una de sus patas, añadiéndole juntas 
esféricas en el vértice del chasis del robot. Esto le permitiría aumentar sus 
posibilidades de cambio de volumen. 
 Otra idea interesante es implementar en el robot sensores que le permitan, no 
solo hallar una dirección sino buscar un camino-rastro, de forma que pudiese dirigirse 
a algún lugar, del mismo modo que robots rastreadores. Esto podría suponer un reto 
interesante, debido a la forma homogénea y a la forma de moverse que el prototipo 
tiene. 
 Una vez conseguido un prototipo con actuadores, sería interesante investigar la 
viabilidad de diseñar un robot similar pero que estuviese recubierto de líquido, y 
mediante el control del flujo del fluido interno, pudiese deformarse y desplazarse. Esta 
dirección de investigación es la más habitual en los robots ameboides, tal y como se 
ha visto en el capítulo 2 (página 28). 
 La idea final, aunque quizás algo más fantasiosa, seria adaptar el diseño de 
White Moon, de forma que se pudiese crear un robot modular a partir de varios robots 
ameboides, los cuales podrían aprovechar las habilidades de cambio de forma y 
volumen para generar diversas figuras dependiendo de las necesidades. 
White Moon: Diseño e implementación de un robot tipo ameba 
274 
 
7.4 OPINIÓN PERSONAL 
 La valoración de este proyecto ha sido muy positiva. No solo me ha permitido 
entrar en el proceso de diseño de un robot totalmente original desde cero, sino que ha 
permitido uno de los sueños de mi vida (construir un robot), aunque he lamentado no 
haber podido aportar más, por ejemplo, en la electrónica, que si bien es relativamente 
sencilla, por desgracia se escapa de mis campos de especialización. 
 Me gustaría agradecer especialmente a Federico Thomas por ser tan paciente 
conmigo durante todo este año, y también por dedicar tanto tiempo para apoyarme y 
ayudarme en muchos de los aspectos del proyecto. 
 Este proyecto, a demás, ha sido un experimento de colaboración con la FIB, ya 
que, por lo general, los proyectos de final de carrera del IRI suelen estar relacionados 
con Ingeniería Industrial. Esto ha sido una prueba importante para el director del 
proyecto y también para mí como el estudiante, pero creo que el resultado ha sido 
mejor de lo que se podía esperar. 
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Anexo A. Calculo de MIC y MAC 
 En este anexo se explica cómo calcular el MIC y el MAC, utilizados en el 
diagrama PERT (punto 3.3.2, página 91) según se explica en la asignatura PDGPE(7). 
 
A.1. CALCULO DE LAS MIC 
 Las MIC o fecha mínima de comienzo de cada actividad, se calcula para cada 
suceso del diagrama PERT.  
1. Se calcula de Izquierda a derecha (desde el comienzo de la primera actividad, 
hasta el final de la última). 
2. El suceso inicial tiene un MIC de 0, por construcción 
3. Los MIC de los sucesos contiguos se calculan sumando las duraciones de las 
actividades entre el suceso inicial y el suceso calculado. 
4. Si en un nodo apuntan varias actividades, su MIC será el máximo de los 
calculados, según la regla 3. 
El cálculo del último nodo supone calcular el tiempo mínimo de ejecución del proyecto. 
 
A.2. CALCULO DE LAS MAC 
 Las MAC o fecha Máxima de Comienzo de Actividad calculada en un nodo del 
grafo, representa la fecha máxima en que se debería empezar la siguiente actividad, 
de manera que no implique un retardo respecto al tiempo mínimo de ejecución 
calculado. Se han de calcular después de los MIC. 
1. Se calcula de derecha a izquierda (desde el final de la última actividad, hasta 
el principio de la primera). 
2. El suceso final tendrá un MAC igual al MIC, por construcción 
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3. Los MAC de un suceso a la izquierda se calcula como Mac del suceso de la 
derecha menos la duración de la actividad que los une. 
4. Si de un nodo se inician varias actividades, su MAC será el mínimo de los 
calculados según la regla 3 
 
A.3. CALCULO DE LA HOLGURA 
 La holgura se define como el margen temporal que se puede añadirese a la las 
actividades no criticas de manera que no retrasen el proyecto en su globalidad. La 
formula de la holgura en un grafo PERTT es la siguiente: 
H(Camino, nInicio, nFinal)= MAC(nFinal)-MIC(nInicio) – Tiempo(camino) 
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Anexo B. Longitud mínima de los 
actuadores 
 
 En este anexo se calculara la longitud mínima que un actuador ha de tener 
para poder moverse según el método original de White Moon (punto 4.2.2, página 
113), utilizando los actuadores L16 y la forma en icosaedro regular convexo elegida 
para el prototipo. Para comenzar, se sabe que la longitud mínima y máxima que un 
actuador L16 puede adquirir son 203 y 303mm, respectivamente. 
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Anexo C. Instalación y Configuración 
 En este anexo se incluyen los pasos e instrucciones necesarios para instalar 
los diversos programas que son necesarios para utilizar White Moon. 
C.1. DRIVERS Y PROGRAMAS PARA SILEX 
 Para utilizar el dispositivo USB-to-IP Silex, este se ha de configurar primero. 
Para ello, en primer lugar, se ha de conectar el dispositivo a un ordenador, 
directamente mediante un cable Ethernet. A continuación se puede utilizar el programa 
de configuración incluido en el CD de drivers. Alternativamente, se puede bajar el 
programa desde la página oficial(11) a través de internet. En el caso de este anexo se 
ha bajado y probado utilizar la herramienta ―s-40a600 Device Server Setup.zip‖ de la 
pagina web (Enero del 2012). 
 Después de extraer los archivos, se ha de entrar a la carpeta ―device server 
setup 6.0‖ y ejecutar el programa ―setup.exe‖ que ahí se encuentra. Al ejecutar la 
aplicación de configuración aparecerá una pantalla con dos opciones. Se elegirá 
―configuración del servidor de dispositivos‖. 
 
Ilustración 11-1 Paso inicial: configuración de servidor de dispositivos. 
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  En la pantalla siguiente de la aplicación se ha de leegir ―configure 
empleando la función de configurar‖. 
 
Ilustración 11-2 Paso inicial: utilizar la función configurar. 
 
 A continuación se abrirá un nuevo programa para configurar la herramienta. En 
este momento Silex ha de estar conectado mediante Ethernet al ordenador. Una vez 
esté conectado y encendido, pulsar ―siguiente‖. 
 
 
Ilustración 11-3 Aplicación de configuración: comienzo 
 El una vez aceptado se ha de leer el contrato de licencia de software. Leer y 
pulsar ―si‖ cuando se esté listo. En el siguiente paso, la herramienta de configuración 
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buscará a Silex en todas las conexiones de red disponibles. Si está bien conectado 
aparecerá en la ventana de resultados38. Seleccionar y continuar. 
 
Ilustración 11-4 Selección de Silex en la aplicación 
 
 En la pantalla siguiente se muestran los parámetros TCP/IP para configurar el 
dispositivo. Para esta práctica se han configurado con los siguientes datos, para poder 
ser conectado al punto de acceso Asus: 
Asignar dirección IP 
Dirección IP: 192.168.1.219 
Mascara de subred: 255.255.255.0 
Puerta de enlace: 0.0.0.0 
 Una vez se han configurado los datos correctamente, pulsar siguiente. 
                                               
38
 Es posible que no salga el dispositivo Silex en la búsqueda. Esto puede ser porque no está 
encendido o conectado a un cable Ethernet, o que la dirección IP que tiene no es la misma que 
la del puerto al cual está conectado. Para estos casos, se puede reiniciar el dispositivo en la 
configuración de origen siguiendo las instrucciones. Alternativamente, si se sabe la IP del Silex, 
se puede cambiar la IP del puerto al que está conectado para que sea compatible con la IP del 
dispositivo. 




Ilustración 11-5 Configuración de los datos TCP/IP 
 
 El siguiente paso permite ejecutar los cambios y transferirlos a Silex. Una vez 
esto este hecho ya se puede utilizar junto al punto de acceso. 
 
Ilustración 11-6 Paso final de la configuración de Silex 
 
  
C.2. SISTEMA DE TUNNELING USB-TO-IP + RED WIFI 
 En primer lugar se ha de configurar la interficie WiFI que se utilizará para 
conectarse al robot con las siguientes especificaciones: 
Asignar dirección IP 
White Moon: Diseño e implementación de un robot tipo ameba 
301 
 
Dirección IP: 192.168.1.222 
Mascara de subred: 255.255.255.0 
Puerta de enlace: 0.0.0.0 
      
Ilustración 11-7 configuración de la red WiFi del ordenador 
 
 Esto permitirá al ordenador estar en la red de Asus e interactuar con Silex. 
Mediante el programa SX-Virtual Link 
 
 C.2.1. SX-Virtual Link 
 
 Para poder utilizar el sistema de Tunneling de White Moon, se ha de instalar el 
programa virtual Link que viene incluido en el CD del dispositivo USB-to-IP, aunque 
también se puede encontrar en la página web oficial de Silex (11). En este anexo se 
explicará como instalar el archivo ―s-33a380 SX-Virtual Link.zip‖ bajado de la página 
web. 
 En primer lugar, se ha de descomprimir el archivo y entrar en la carpeta 
Virtuallink. A continuación se ha de proceder a instalar el programa, utilizando el 
instalador (setup32.exe para máquinas 86x y setup64 para maquinas 64x). Siguiendo 
los pasos del instalador se acabará instalando la aplicación Virtual Link. Este programa 
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permite a un ordenador detectar los diversos dispositivos USB de White Moon como si 
estuviesen conectados directamente. Una vez ejecutado, funciona automáticamente. 
 
C.3. DRIVERS Y CONFIGURACIÓN DEL LAC Y EL L16 
 En este punto se explicará como instalar los drivers y programas relacionados 
con el LAC, y a configurarlo correctamente para que se pueda controlar un actuador 
L16 con él. 
 
 C.3.1. Instalación de los drivers 
 
 El primer paso para el control del un LAC a partir del USB es preparar el 
ordenador al cual conectaremos el dispositivo para que reconozca el microprocesador 
al cual accederemos. Con ese objetivo Firgelli tiene disponible un instalable que 
contiene todo el software necesario para que un PC con Windows identifique e 
interactué con  todos LACs que puedan estar conectados en un momento 
determinado. Para acceder a este archivo se ha de acceder a la sección de 
controladores LAC de la página web de Firgelli: 
http://www.firgelli.com/products.php?id=44 
 En donde se pueden encontrar39 diversos datos de interés sobre este 
dispositivo, que, además, tiene una sección de descargas (pestaña de download) en la 
cual están disponibles los programas necesarios. 
                                               
39
 Los datos mencionados en esta sección son validos para el año 2011. Es posible que Firgelli 
cambie la página en el futuro, o desarrolle otra versión de los drivers. En este caso se 
recomienda leer la documentación actualizada o contactar con algún representante de la 
empresa. De todas formas, junto a esta memoria se proporciona todo lo necesario para utilizar 
White Moon si se cumplen los requisitos mencionados (sistema operativo, etc.), incluido 
cualquier programa que se pueda necesitar.  




Ilustración 11-8 Pagina de descargas del LAC 
 
 En particular se ha de bajar el archivo disponible en la link "Software and 
Examples": LAC_Software_V2.zip (año 2011). 
 LAC_Software_V2.zip es un archivo comprimido que contiene los siguientes 
archivos: 
 Firgelli LAC Configuration Utility-1.4-Setup.exe: Programa instalable con 
una interface sencilla que permite dar órdenes sencillas a un actuador 
conectado a un LAC que esta accesible vía USB al ordenador en el cual se 
utiliza. Este instalable contiene todos los drivers necesarios que permitirán al 
PC reconocer al microcontrolador del LAC, por lo cual es necesario instalarlo 
antes de usar los actuadores. 
 Firgelli LabVIEW Example.zip: archivo comprimido con diversos ejemplos 
para LabVIEW. Entre ellos contiene la librería mpusbapi.dll, que será usada 
dentro del proyecto de visual C++ 
  
Incidencias detectadas a la hora de instalar el programa suministrado por firgelli: 
 Para ordenadores con arquitecturas de 64bits, el programa puede requerir 
instalar un archivo extra que el mismo crea en una carpeta determinada en el 
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proceso de instalación. La dirección de esta depende de los datos introducidos 
en el momento de instalación pero por defecto es la siguiente: 
 
C:\Program Files\Firgelli LAC Configuration Utility 
 
Dentro de esta carpeta se encuentra la herramienta de configuración instalada, 
junto a diversas carpetas con drivers específicos para diferentes arquitecturas, 
los cuales han de ser instalados dependiendo del CPU que se está utilizando. 
 
 Para arquitecturas de 64bits quadcore, double core o similares de Intel, es 
posible que algunas versiones del ejecutable no contenga drivers específicos. 
En este caso se recomienda instalar la versión del driver "AMD64". 
 
 Una vez instalado el ejecutable, el ordenador es capaz de reconocer a un LAC 
vía USB siempre y cuando este haya sido configurado correctamente. En la siguiente 
sección se explicará la configuración utilizada en este proyecto. 
 
 C.3.2. Conexiones del LAC y el Actuador 
 
 La instalación de los drivers es importante para el control del LAC con un PC, 
pero no es suficiente, ya que el dispositivo necesita un suministro, el cual, a diferencia 
de otros periféricos, no lo obtiene del USB. Esto es debido a que, no solamente tiene 
que tener alimentación necesaria para realizar las tareas de control y calculo: también 
ha de dotar al actuador de la potencia eléctrica que requiere para realizar sus 
funciones, y esto hace que los requisitos energéticos sean demasiado altos en 
contraste con lo que un USB puede aportar: no solamente tenemos que alimentar a 
dos dispositivos, sino que, además, el actuador ha de realizar un trabajo mecánico, y 
dependiendo de la tensión a la cual este sometido necesitará una alimentación 
eléctrica diferente, la cual puede resultar importante en comparación a los 
requerimientos energéticos de los dispositivos diseñados para obtener electricidad de 
un USB.  
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 White Moon tiene un sistema de células de energía conectadas a los LACs 
para asegurar la movilidad de la maquina. En esta práctica, la fuente de alimentación 
esta instaladas los conectores correspondientes (ver Ilustración 11-9 y Ilustración 
11-10). 
 




Ilustración 11-10 Alimentación del 
LAC (conectada) 
Zona utilizada para conectar la fuente de alimentación. Se han de respetar los 
signos + y - 
 
 De todas formas, para que el LAC sea útil, ha de tener acceso a un actuador. 
Para ello se ha de conectar de la manera que indica la Ilustración 11-11 (respetando el 
orden de los colores): 
 
Ilustración 11-11 Conexión de un 
actuador L16 al LAC. 
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 Una vez el LAC esta correctamente conectado con la fuente de alimentación y 
el actuador de la forma que se ha descrito, un PC con Windows y los drivers del LAC 
instalados correctamente (ver Anexo  C.3.1 página 302), debería ser capaz de 
reconocer y interactuar con el microcontrolador de este dispositivo cuando se usa una 
conexión USB. 
 
Ilustración 11-12 Esquema de conexiones del LAC 
 
 Cuando se conecta un LAC al PC, se puede utilizar la herramienta instalada 
junto a los drivers, la cual permite el control de un actuador de forma sencilla y 
simplificada, útil para hacer pruebas y comprobar que las conexiones, la configuración 
y la instalación han sido realizadas satisfactoriamente. 




Ilustración 11-13 Herramienta de configuración del LAC 
Herramienta de configuración de LAC instalada con los drivers 
proporcionados por Firgelli 
 
 Esta sección ha descrito una forma de configurar el LAC y el actuador, aunque 
no es la única disponible. Para más información sobre los diferentes tipos de 
configuración del LAC, incluido el suministro a fuente eléctrica y conexión al actuador, 
junto a otras opciones de control disponibles, consultar el documento 
"LAC_Advanced_Configuration.pdf", disponible en la página web de Firgelli(14).  
 
C.4. DRIVERS Y CALIBRACIÓN DEL LOS SENSORES 
 C.4.1. Instalación de los drivers 
 
 Para poder utilizar el Phidget en el proyecto, primero hemos de preparar el 
ordenador que controlará a White Moon para que reconozca el dispositivo. Para ello, 
es necesario instalar los drivers que podemos encontrar en la sección correspondiente 
de la página web del Phidgets Inc (10). 
http://www.phidgets.com/drivers.php 
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  En esta página se pueden conseguir diversas versiones de los drivers que se 
necesitan instalar para que un ordenador pueda trabajar con el phidget. Se debe 
escoger el adecuado dependiendo tipo, sistema operativo y arquitectura del PC a 
utilizar. En la práctica se utilizó el Phidget en dos PC con diferentes configuraciones: el 
primero con sistema operativo Windows 7 y arquitectura 64 bits, el segundo utilizaba 
Windows 7 con un CPU de 32 bits, por lo cuales se han realizado pruebas 
satisfactorias con las versiones de drivers correspondientes, Phidget 21 Installer (32-
bit) y Phidget 21 Installer (64-bit). 
 
Ilustración 11-14 Sección de descarga de drivers de Phidget 
 
 Una vez obtenido el instalador del driver especifico para el sistema operativo 
donde se utilizará el dispositivo, se ha de proceder con la instalación, durante la cual, 
el ejecutable se encargara de bajar la última versión (es necesario disponer de una 
conexión a internet), los instalará junto a un programa de prueba: "Phidget control 
Panel". Esta aplicación se puede utilizar como ejemplo para comprobar la correcta 
instalación así como los valores medidos por el dispositivo. 




Ilustración 11-15 Instalación de las librerias phidget21 
 
 Una vez acabada la instalación, si todo es correcto, el ordenador debería ser 
capaz de reconocer al Phidget, en el momento de conectarlo vía USB. 
 
 




  La aplicación de ejemplo se instala como servicio en segundo plano y es 
accesible desde la parte derecha de la barra de tareas, en la cual se muestra con el 
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icono . La imagen siguiente tiene capturas de barra de tareas con Phidget instalado 
y la aplicación "Phidget control panel" ejecutándose como servicio en segundo plano 
en Windows 7 y Windows XP 
 
 




Ilustración 11-18 Phidget 
control panel, Windows XP 
 
 Para abrir "Phidget control panel", se ha de hacer doble clic en su icono en la 
barra de tareas. Si hay un dispositivo conectado, el programa lo mostrará en una lista, 
informando al usuario con la siguiente pantalla40. 
 
Ilustración 11-19 Phidget control panel 
 
                                               
40
 En el campo ―device‖ aparecerá el nombre del producto de Phidgets Inc que estamos 
utilizando, en el caso de este proyecto ―Phidget Spatial 3/3/3‖. Para cada dispositivo ―Phidget‖, 
corresponde un serial distinto, por lo cual este campo en la lista puede ser diferente. También 
el número de versión puede variar. 
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 Si en "Phidget control panel" se muestra el phidget de forma similar a la de la 
imagen, significa que el ordenador lo reconoce y puede ser utilizado. Para mostrar las 
mediciones que el dispositivo está realizando, Phidget control panel pone a la 
disposición de los usuarios una visualización grafica de las lecturas, junto a algunos 
datos referentes al phidget. Para acceder a ella, se ha de hacer doble clic en el 
nombre del dispositivo -phidget Spatial 3/3/3, (Ilustración 11-19 Phidget control panel, 
marcado en azul)-. Una vez hecha la comprobación, el PC está listo para utilizar el 
Phidget.  
 
Ilustración 11-20  aplicación "Phidget control panel" 
 
 Hasta ahora se ha descrito la instalación de los drivers de Phidget, así como la 
aplicación que se instala a la vez con ellos. Phidget Control Panel dispone de más 
opciones y características, aunque no son de interés para esta práctica. Para más 
información sobre este programa, consultar con la documentación disponible la página 
web de Phidgets(10) o entrar en contacto con un representante de Phidgets Inc. 
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 C.4.2. Configuración de Visual C++ 
 
 Una vez los drivers han sido instalados, y el ordenador está preparado para 
utilizar el dispositivo, si se tiene intención de crear un programa que controle al Phidget 
en C++, necesitamos tener dos archivos: 
 phidget21.lib: librería de C++ que contiene las funciones necesarias para 
comunicarse con el Phidget 
 phidget21.h: cabecera de C++ que permite poder acceder a las funciones de 
phidget21.lib desde un programa de C++ 
 Ambos están disponibles en los ejemplos de la página de Phidgets Inc.(10) 




 En esta dirección se encuentran información sobre implementación de 
programas en dispositivos Phidget, incluidos diversos manuales y archivos de 
documentación. En el caso del proyecto White Moon, interesa conseguir los ejemplos 
de C/C++. 
 
Ilustración 11-21 Pagina de recursos de programación de Phidget. 
En verde la sección dedicada a la programación en C/C++, 
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 Para poder utilizar phidget21.dll en un proyecto de Visual C++, necesitamos 
que sea accesible (es decir, que esté en una de las carpetas a las cuales el proyecto 
pueda acceder). Una vez el archivo es localizable por el proyecto, se ha de proceder a 
la importación. Para ello, dentro del programa y con el proyecto abierto se ha acceder 
al menú desplegable  
Proyecto → propiedades del proyecto -nombre del proyecto – 




Ilustración 11-22 Localización de las propiedades en el menú de Visual C++ 
 
 
 Al hacer clic saldrá la ventana siguiente en la cual se puede acceder y 
modificar a diversas propiedades del proyecto: 
 
Ilustración 11-23 Propiedades del proyecto 




Desde esta ventana se ha de ir a  
propiedades de configuración → Vinculador → Entrada 
 
Desde aquí se pueden modificar las dependencias e importar archivos externos al 
proyecto. 
 
Ilustración 11-24 Modificar dependencias adicionales 
  
 Desde aquí, la opción "Dependencias adicionales" (recuadro azul en la imagen 
anterior) nos permite importar librerías para que puedan ser utilizadas en el proyecto. 
Si se hace clic en esta opción se nos permite editar las dependencias. 




Ilustración 11-25 Edición de dependencias adicionales 
 Al seleccionar la opción "Editar" aparece la siguiente ventana en la cual se 
pueden añadir nuevas librerías: 
 
Ilustración 11-26 phidget.lib y Visual C++ 
  
 En el recuadro blanco de texto se ha de escribir el nombre de la librería a 
importar, en este caso phidget21.lib (cada librería que se importe ha de estar en una 
línea diferente). 
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 Una vez phidget21.lib ha sido colocado en las dependencias correctamente, el 
proyecto ha de contener el las cabeceras que contiene phidget21.h, que ha de estar 
situado en la misma carpeta que los archivos sus archivos. Después de colocar el 
archivo en el mismo directorio, se ha de arrastrar desde la carpeta hasta el interior del 
explorador del proyecto. 
 
Ilustración 11-27 phidget21.h y Visual C++; explorador de soluciones 
  
 Después de esto ya se puede utilizar el archivo phidget21.h para acceder  a las 
funciones de phidget21.lib. 
 
 
 C.4.3. Calibración de los sensores magnéticos 
  
 Los sensores magnéticos de Phidget, también llamados "brújula", son usados 
en White Moon para localizar el norte magnético del planeta, para así poder tener un 
punto de referencia a la hora de orientarse hacia la dirección deseada. Sin embargo, y 
debido a que el magnetismo inherente de la tierra es relativamente débil, y el 
dispositivo, debido a su naturaleza electrónica, suele estar expuesto a numerosos 
campos electromagnéticos: 
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 White Moon dispone de partes metálicas y eléctricas, la cuales generan  
campos magnéticos. 
 El propio Phidget utiliza energía eléctrica y está hecho con partes metálicas, lo 
cual produce un campo magnético.  
 También pueden haber interferencias producidos en el ambiente: campos 
eléctricos o materiales ferromagnéticos que se encuentren relativamente cerca 
de la máquina. 
 Todo esto supone un problema para el correcto funcionamiento de la brújula. 
Para facilitar el trabajo con los sensores magnéticos, Phidget dispone de herramientas 
para la calibración en un momento determinado, las cuales permiten al dispositivo 
tener una lectura de los campos magnéticos que le rodean y compensarlos a la hora 
de mostrar el resultado de las mediciones. Para ello, se han de ejecutar ciertas 
órdenes a nivel de programación, las cuales han sido implementadas en el proyecto. 
Desgraciadamente, debido a la falta de tiempo no se ha podido añadir las 
funcionalidades de movimiento a una dirección, que son las que usan la brújula, por lo 
cual, tampoco se ha añadido la rutina de calibración, la cual no tendría que ser muy 
difícil de implementar y se dejara para proyectos posteriores. 
 Como extra, la página web de Phidgets Inc. tiene disponible para bajar un 
programa, "compas callibrator", diseñado para la calibración del Phidget. Para más 
información sobre esta aplicación consultar el documento "1056ApplicationNote.pdf" 




White Moon: Diseño e implementación de un robot tipo ameba 
318 
 
Anexo D. Funciones de driverMotor 
 En este anexo se enuncian y explican las diversas funciones, variables y 
componentes de la clase driverMotor y sus funciones relacionadas. Esta clase se 
encarga de controlar las funcionalidades de los actuadores, y automatizar todas las 
operaciones necesarias para asegurar que White Moon se mueve adecuadamente. 
D.1. FUNCIONES PÚBLICAS 
 En esta sección se describen las acciones de las funciones públicas y su 
funcionamiento. Por público se entiende cualquiera de los objetos pertenecientes a 
una clase que pueden ser accedidos desde fuera de esta. En un programa externo, 
necesitan ser llamados mediantes una instancia de clase, mientras que dentro de una 
función perteneciente a ella, la instancia es la misma que la de la clase que la ejecuta, 
por lo cual se puede ignorar. 
 Algunas de las funciones públicas son consultoras, es decir, se encargan de 
leer valores de variables privadas. Esto se ha hecho para impedir la modificación del 
valor de una variable en tiempo de ejecución por un usuario, lo cual asegura que los 
estados guardados en las variables son los correspondientes a White Moon. 
 
  




Parámetros:   
Retorna:  driverMotor 
Retorna: 
 driverMotor, Instancia de clase 
driverMotor inicializada. 
Comentarios: 
 DriverMotor() genera una instancia de 
clase preparada para ser utilizada. En particular, 
este constructor inicializa todas las variables de 
la clase a un valor valido adecuado con el 
estado actual e intenta generar un handle para 
comunicarnos con el LAC mediante el USB. Si 
lo consigue, el programa sigue a delante, sino, 
actualiza el estado de la variable ―motorReady‖ 
a false.  




Parámetros   
Retorna Booleano. 
Retorna: 
 Booleano, falso si hay algún error en la 
instancia actual de driverMotor,cierto si todo 
funciona normalmente. 
Comentarios: 
 Retorna el valor de la variable privada " 
motorReady"  
Variables de clase usadas: 
motorReady 
returnNumMotors 
Parámetros   
Retorna int 
Retorna: 
 int, retorna el numero de motores 
accesible desde la instancia de "driveMotor". 
Comentarios: 
 Retorna el valor de la variable privada 
"numMotors", que contiene el numero de 
actuadores conectados. 




Parámetros   
Retorna int 
Retorna: 
 Int, con el identificador del motor activo 
en este momento. 
Comentarios: 
 Retorna el valor de la variable privada 
"actualMotor", que contiene el identificador del 
motor que se está usando actualmente. 
Variables de clase usadas: 
actualMotor 
 




Parámetros  entero 
Retorna DWORD 
Parámetros: 
 tamano, entero con el valor, en tanto por 
ciento, al cual queremos que el actuador 
se desplegue. 
Retorna: 
 DWORD, cierto si ha habido algún error 
al inicializar la instancia de driverMotor, falso si 
la operación a acabado satisfactoriamente. 
Comentarios: 
 Accede al actuador y le ordena 
desplegarse hasta la distancia proporcionada en 
el parámetro, introducida en tanto por ciento
41
. 
Si la distancia proporcionada no es válida, no 
hace nada.  
Constantes de clase usadas: 
SET_POSITION 
Funciones de clase usadas: 
calculaTamano, sendToMotor 
 
                                               
41
 Se decidió implementar esta función a partir del 
tanto por ciento, por ser más intuitivo de cara a 
programar que usar los valores que el LAC puede 
entender. 
setSpeed 
Parámetros  entero 
Retorna DWORD 
Parámetros: 
 speed, entero que contiene el valor de la 
velocidad a la cual queremos que el 
actuador se mueva, en tanto por ciento. 
Retorna: 
 int, cierto si ha habido algún error al 
inicializar la instancia de driverMotor, falso si la 
operación a acabado satisfactoriamente. 
Comentarios: 
 Accede al actuador y le definir su 
velocidad a partir del valor proporcionada en el 
parámetro, introducida en tanto por ciento. Si la 
velocidad proporcionada no es válida no hace 
nada. 
 La posibilidad de modificar la velocidad 
no estaba incluida en las especificaciones 
oficiales del actuador y del LAC, lo cual al 
principio llevo a pensar que no se tenia esta 
posibilidad o que se debia de hacer de forma 
alternativa. Sin embargo, entre los codigos de 
control suministrados por el fabricante se 
encontraba SET_SPEED, lo cual permitió 
implementar la función de modificación de 
velocidad satisfactoriamente. 
 Se decidió implementar esta función a 
partir del tanto por ciento, por ser mas intuitivo 
de cara a programar que usar los valores que el 
LAC puede entender. 
Constantes de clase usadas: 
SET_SPEED 
Funciones de clase usadas: 
getThousandPercentage, sendToMotor 








 acuracy, entero que contiene el valor de 
precisión que queremos que el actuador 
tenga a la hora de desplegarse, en tanto 
por ciento. 
Retorna: 
 int, cierto si ha habido algún error al 
inicializar la instancia de driverMotor, falso si la 
operación ha acabado satisfactoriamente. 
 
Comentarios: 
 Accede al actuador y le definir su 
precisión, introducida en tanto por ciento. Si la 
precisión proporcionada no es válida no hace 
nada. 
 Se decidió implementar esta función a 
partir del tanto por ciento, por ser más intuitivo 
de cara a programar que usar los valores que el 
LAC puede entender. 
Constantes de clase usadas: 
SET_ACCURACY 




Parámetros   
Retorna DWORD 
Retorna: 
 DWORD, contiene la información de la 
distancia a la cual el actuador esta desplegado. 
Comentarios: 
 Accede al actuador, le ordena 
suministrar la información de la distancia a la 
cual está desplegado en el momento de la 
consulta, obtiene esta información de la zona de 
lectura del LAC y lo retorna. Si el LAC informa 
de que la operación de lectura no se puede 
realizar, getFeedback retorna el código de error 
generado por la función getFromMotor. 
 
 Esta función dio problemas al 
implementar porque al principio se desconocía 
que tenía dos partes: envió de orden y lectura, 
por lo cual se creía que el dato que se quería 
leer venia incluido en la instrucción de escritura 
(LAC retorna el código de la última instrucción 
recibida en estos casos). 
Constantes de clase usadas: 
GET_FEEDBACK 
Funciones de clase usadas: 
sendToMotor, getFromMotor 




Parámetros   
Retorna  
Comentarios: 
 Hace las operaciones necesarias para 
cerrar los puertos USB ocupados por los 
actuadores cuando no necesitan ser usados 
mas. 
Variables de clase usadas: 
MPUSBClose(puntero a funcion), pipesActivas 




Parámetros   
Retorna Puntero a char (vector de chars) 
Retorna: 
 Puntero a vector char, que contiene el 
mensaje del último error generado dentro de la 
instancia actual de driverMotor. 
Comentarios: 
 Retorna el valor de la variable privada 
"errorMessage", que contiene información sobre 
el último error generado en driverMotor. 




Parámetros  Entero 
Retorna  
Parámetros: 
 newMotor: identificador del motor que se 
quiere utilizar a continuación. 
Comentarios: 
 Usando el valor del parametro 
suministrado, modifica la variable "actualMotor", 
que contiene el identificador del motor que se 
quiere utilizar. Si el nuevo identificador no 
concuerda con ninguno de los motores que se 
tienen disponibles, "actualMotor" no cambia. 
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D.2. VARIABLES PRIVADAS 
 Externamente, "driverMotor" es un objeto con diversas funciones públicas para 
realizar acciones relacionadas con el LAC y el actuador. Estas han sido diseñadas 
para ser intuitivas de cara al programador que realice la programación de White Moon 
(y en general de cualquier programa que necesite usar estos drivers). Sin embargo, el 
control del actuador requiere, no solo funciones, sino también un grupo de variables 
que permiten interactuar con el LAC o muestran su el estado actual. 
 En esta sección se describen estas variables y su significado, así como 
diversos detalles relacionados con ellas.  
 Como observación, existe un caso especial entre las variables de la clase: las 
que son punteros a funciones. Después de ser inicializadas, a todos los efectos, son 
equivalentes a funciones privadas, así que, si bien se muestran en esta sección, se 
trataran más detalladamente en la sección A.1 (página 335). 
  
  






 Guarda información sobre el estado del 
driver. Si el valor es falso, no podemos usar 
driverMotor, porque hay problemas con el 
dispositivo, o este no ha sido inicializado 
correctamente. 
Otros: 
 Esta variable está directamente 
relacionada con errorMessage. Si el valor es 
falso, significa que el mensaje que 
encontraremos en la variable mencionada es 
válido para el estado actual. Por esta razón, se 






 Informa si el valor de pipes es activo y 
funcional. Es usado solo para cerrar el USB. 
 
vid_pid 
Tipo Vector de chars (string) 
 
Comentarios: 
 El valor que identifica el firmware del 
PIC. Es usado para acceder al microchip de 
LAC. El valor que toma ha sido suministrado por 






Tipo Vector de chars (string) 
Comentarios: 
 Identificador de escritura, usado para 
inicializar las Pipes de escritura. El valor que se 
le asigna ("\\MCHP_EP1") está definido por la 
documentación. 
Otros: 
 En la práctica, tiene el mismo valor que 
outPipeName, pero se usaron dos variables 
distintas para facilitar la lectura del código que 
inicializa las pipes, y también, por si se 
definiesen identificadores para ambas en 
versiones posteriores del LAC 
 
inPipeName 
Tipo Vector de chars (string) 
Comentarios: 
 Identificador de lectura, usado para 
inicializar las Pipes de lecturas. El valor que se 
le asigna ("\\MCHP_EP1") está definido por la 
documentación. 
Otros: 
 En la práctica, tiene el mismo valor que 
outPipeName, pero se usaron dos variables 
distintas para facilitar la lectura del código que 
inicializa las pipes, y también, por si se 
definiesen identificadores para ambas en 
versiones posteriores del LAC 
 




Tipo Vector de chars (string) 
 
Comentarios: 
 Contiene información sobre el ultimo 
error que se ha generado dentro del driver. 
Otros: 
 Esta variable está directamente 
relacionada con "motorReady". Si el valor es 
falso, significa que el mensaje que 
encontraremos en "errorMessage" es válido 
para el estado actual. Por este hecho, se suele 




Tipo Vector de HANDLE 
Comentarios: 
 Variable que se usa para escribir 
información dentro del microchip del LAC. Es un 
vector de HANDLE, que son usados como 
pipes. 
Otros: 
 Es usada junto a la variable 
"actualMotor", ya que es la que define el 
actuador que queremos acceder, por lo cual nos 






 Contiene el número de actuadores que 





 Contiene el identificador del actuador 




Tipo Vector de HANDLE 
Comentarios: 
 Variable que se usa para leer 
información dentro del microchip del LAC. Es un 
vector de HANDLE, que son usados como 
pipes. 
Otros: 
 Es usada junto a la variable 
"actualMotor", ya que es la que define el 
actuador que queremos acceder, por lo cual nos 




Tipo mpusbapiFunction1 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi. 
_mpusGetDLLVersion 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBGetDLLVersion(void); 
 Que retorna un string con información 
sobre la versión del driver mpusbapi.dll usado. 
 
 




Tipo mpusbapiFunction2 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi. 
_mpusGetDeviceCount. 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBGetDeviceCount(PCHAR pVID_PID); 
que retorna el numero de LAC's conectados que 






Tipo mpusbapiFunction3 (Vector a función) 
 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi "_ MPUSBOpen". 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
HANDLE MPUSBOpen (DWORD instance, PCHAR 
pVID_PID, PCHAR pEP, DWORD dwDir, DWORD 
dwReserved);          
 
 que retorna un HANDLE que puede ser 
usado como enlace para conectarnos con el 
microcontrolador del LAC 
 
MPUSBRead 
Tipo mpusbapiFunction4 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi  
_ MPUSBRead 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBRead(HANDLE handle, PVOID pData, 
DWORD dwLen, PDWORD pLength, DWORD 
dwMilliseconds); 
 que se utiliza para leer información que 
el microcontrolador del LAC suministra en la 
zona de lectura. 
 
MPUSBReadInt 
Tipo mpusbapiFunction5 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi "_ MPUSBReadInt". 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBReadInt(HANDLE handle, PVOID 
pData, DWORD dwLen,PDWORD pLength, DWORD 
dwMilliseconds);                   
 que se utiliza para leer información que 
el microcontrolador del LAC suministra en la 
zona de lectura. El uso es similar a 
"mpusbRead", con la diferencia que está 
implementada para leer enteros.  
 




Tipo mpusbapiFunction6 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi 
_ MPUSBClose 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
BOOL MPUSBClose(HANDLE handle); 
que cierra un Handle que hace de enlace para 
interactuar con el microcontrolador LAC. 
 
MPUSBGetDeviceDescriptor 
Tipo mpusbapiFunction7 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi 
_ MPUSBGetDeviceDescriptor 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBGetDeviceDescriptor(HANDLE 
handle, PVOID pDevDsc, DWORD dwLen, PDWORD 
pLength); 
que no se usa42 en esta práctica. 
 
                                               
42
 Se han incluido punteros a funciones del 
mpusbapi.dll que no se usan, debido a que se quería 
mantener flexibilidad a la hora de programar el LAC. 
De esa forma, si en algún momento se descubría que 
se necesitaba hacer una operación determinada, ya 
estaría lista para ser usada. 
MPUSBGetConfigurationDescriptor 
Tipo mpusbapiFunction8 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi 
 _ MPUSBGetConfigurationDescriptor 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBGetConfigurationDescriptor(HANDLE 
handle, unsigned char bIndex, PVOID pDevDsc, 
DWORD dwLen,PDWORD pLength); 
que no se usa en esta práctica. 
 
MPUSBGEtStringDescriptor 
Tipo mpusbapiFunction9 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi "_ 
MPUSBGEtStringDescriptor". 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBGetStringDescriptor(HANDLE 
handle, unsigned char bIndex, Input unsigned 
short wLangId, PVOID pDevDsc, DWORD dwLen, 
PDWORD pLength); 
que no se usa en esta práctica. 
 




Tipo mpusbapiFunction10 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi 
_ MPUSBSetConfiguration 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBSetConfiguration(HANDLE handle, 
unsigned short bConfigSetting);   
que no se usa en esta práctica. 
 
MPUSBWrite 
Tipo mpusbapiFunction11 (Vector a función) 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi "_ MPUSBWrite". 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBWrite(HANDLE handle, PVOID pData, 
DWORD dwLen, PDWORD pLength, DWORD 
dwMilliseconds); 
Cuya función es escribir información dentro de 
la zona de memoria del Microcontrolador del 
LAC, para indicarle que haga una acción 
determinada.  
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D.3. FUNCIONES PRIVADAS 
 En esta sección se describen las funciones privadas de la clase driveMotor. Por 
privadas se entiende todas las operaciones que no estan disponibles externamente, 
pero que pueden ser usadas dentro de otras funciones de clase.  
 Generalmente, las funciones privadas suelen hacer todas las operaciones 
complicadas para realizar las tareas que se necesitan de forma transparente al 
usuario. Así pues, todo el proceso de comunicación y actualización de estados de 
clase se hace con estas funciones, de forma que un programador que use driverMotor 
pueda concentrarse en la programación de tareas especificas de los actuadores, en 
vez de tener que preocuparse por la inicialización y gestión de todas las variables y 
protocolos que el microcontrolador del LAC exige para la comunicación. 
  




Parámetros   
Retorna Entero 
Retorna: 
Int, 1 si se ha producido un error, si no, 0. 
Comentarios: 
 Inicializa las funciones necesarias para 
la utilización de las funciones proporcionadas 
por la librería "mpusabapi.dll". Retorna 1 y 
actualiza las variables de error si ha habido 
algún problema, 0 si todo se realizó 
correctamente. 
Variables de clase usadas: 
MPUSBGetDLLVersion, 
MPUSBGetDeviceCount, MPUSBOpen, 





Funciones de clase usadas: 
 generateErrorMessage,  
Funciones externas usadas: 




Int(datos a escribir), 
BYTE(operación a realizar) 
Retorna DWORD 
Parámetros: 
 dataToWrite: int, información que 
queremos suministrar al LAC 
 operationToSend: BYTE, codigo de la 
operación que queremos realizar en el 
motor. 
Retorna: 
 DWORD, 0 si todo ha salido 
satisfactoriamente, 1 si error. 
Comentarios: 
 Envía información al LAC. Se usa para 
dar órdenes al actuador. 
Variables de clase usadas: 
MPUSBWrite 
Funciones de clase usadas: 
 generateErrorMessage, distanciaBaja, 
distanciaAlta 
Funciones externas usadas: 
DWORD (Windows.h), BYTE (Windows.h), 
 




Parámetros   
Retorna int 
Retorna: 
 int, cierto si ha habido algún error al 
inicializar la instancia de driverMotor, falso si la 
operación a acabado satisfactoriamente. 
Comentarios: 
 Hace todas las funciones de 
inicialización necearías en driverMotor para 
poder interactuar con los actuadores: 
Inicializa, prepara las funciones de mpusbapi 
para ser usadas dentro de driverMotor 
Actualiza numMotors con el numero de motores 
conectados 
Genera los handlers de entrada y de salida al 
USB, 
Verifica que no ha habido ningún error y si lo 
hay, informa al driver. 
Variables de clase usadas: 
outPipeName, inPipeName, vid_pid, numMotors, 
outPipe, inPipe, pipesActivas, 
MPUSBGetDeviceCount (puntero a funcion), 
MPUSBOpen (puntero a funcion) 




Parámetros  BYTE(operación a realizar) 
Retorna DWORD 
Parámetros: 
 operationToSend: BYTE, codigo de la 
operación que queremos realizar en el 
motor. 
Retorna: 
 DWORD, con la información del LAC a 
la cual queriamos acceder. 
 
Comentarios: 
 Lee información del LAC. Se usa para 
saber el estado del actuador. el funcionamiento 
es análogo al de sendToMotor, pero consta de 
dos fases: 
 
 Informar al LAC que queremos leer un 
dato determinado - usando MPUSBwrite 
 Leemos la información - usando 
MPUSBRead 
Al acabar, retornamos el valor leído. 
Variables de clase usadas: 
MPUSBWrite, MPUSBRead 
Funciones de clase usadas: 
 fusionarDistancias 
Funciones externas usadas: 








Parámetros  Int  
Retorna Int 
Parámetros: 
 distancia: entero del cual queremos 
extraer la parte alta. 
Retorna: 
 Entero, con el valor de la parte alta del 
parámetro 
Comentarios: 
 Dado un parámetro entero, retorna la 
parte de mayor peso (el valor binario a partir del 
bit 8). Se usa para partir números en dos 
valores para poder ser enviados al LAC. 
 
distanciaBaja 
Parámetros  int 
Retorna Int 
Parámetros: 
 distancia: entero del cual queremos 
extraer la parte baja. 
Retorna: 
 Entero, con el valor de la parte baja del 
parámetro 
Comentarios: 
 Dado un parámetro entero, retorna los 
8 bits de menor peso. Se usa para partir 
números en dos valores  para poder ser 
enviados al LAC en forma de dos valores que 




Parámetros  Int(parte baja), int (parte alta) 
Retorna Entero 
Parámetros: 
 disBaja: entero, parte baja del valor que 
queremos conseguir. 
 disAlta: entero, parte alta del valor que 
queremos conseguir. 
Retorna: 
 Entero, que es la concatenación de los 
dos parametros. 
Comentarios: 
 Dado dos parámetros enteros, retorna 
el entero cuyo valor es la union de dichos 
parámetros, expresados en forma de byte, 
concatenados uno delante de otro. 
 
 
 Si disBaja no llega a los 8 bits, se 
colocan 0 en los bits de mayor peso que faltan.  
 




Parámetros  int 
Retorna int 
Parámetros: 
 tamano: entero, tamaño al cual queremos 
extender el actuador, en tanto por ciento. 
Retorna: 
 Entero, traducción del valor al cual 
queremos extender el actuador en el formato 
que el LAC usa. 
Comentarios: 
 Transforma el valor que tenemos por 
parámetro, en tanto por ciento, en un valor que 
el LAC puede entender, antes de ser usado para 




Parámetros  int 
Retorna int 
Parámetros: 
 acuracy: entero, valor, en tanto por 
ciento, que representa la precisión con la 
cual queremos usar el actuador 
Retorna: 
 Entero, traducción del valor de la 
precisión del actuador en el formato que el LAC 
usa. 
Comentarios: 
 Transforma el valor que tenemos por 
parámetro, en tanto por ciento, en un valor que 
el LAC puede entender, antes de ser usado para 




Parámetros  int 
Retorna int 
Parámetros: 
 distancia: int, valor en tanto por ciento 
que queremos transformar en un valor 
que el LAC pueda entender. 
Retorna: 
 Entero, con la traducción del parametro 
a un valor que el LAC pueda entender 
 
Comentarios: 
 Convierte un parámetro que llega en 
tanto por ciento, en un valor expresado en tanto 
por mil. Se usa para hacer mas intuitiva la 
lectura de ciertas partes del código. 
 
retornaTamano 
Parámetros  int 
Retorna int 
Parámetros: 
 tamano: numero que queremos 
transformar a tanto por ciento 
Retorna: 
 Entero, traducción del valor al cual 
queremos extender desde el formato del LAC a 
tanto por ciento. 
Comentarios: 
 Transforma el valor que tenemos por 
parámetro, en tanto por 1025 (valor en el 
formato LAC) en tanto por ciento, para poder ser 
mostrado a un usuario o usado con el API de 
Windows. 
 




Parámetros   
Retorna Entero 
Parámetros: 
 mensaje: vector de chars (string), 
contiene el mensaje de error que 
colocaremos en "errorMensaje" 
Comentarios: 
 Actualiza la variable "errorMensaje" con 
la cadena de caracteres obtenida en el 
parametro. Finalmente, actualiza la variable 
"motorReady" para informar de que el estado 
actual de driverMotor es "error" 
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D.4. FUNCIONES PRIVADAS - ANEXO 
 En esta sección se explica el funcionamiento de un tipo variables especiales de 
los punteros a función una vez inicializados. Si bien es cierto que se inicializan todas 
las funciones posibles mpusbapi.dll, aquí solo se muestran aquellas que se usan 
actualmente en driverMotor. 
 
  









 instance: DWORD, una instancia del 
numero (identificador) del aparato a abrir. 
 pVID_PID: PCHAT, string contiene la 
informacion sobre el PID y el VID, que ha 
sido proporcionada por la documentacíon. 
 pEP, PCHAR, string con información del 
objetivo que queremos definir para 
interactuar con él. Necesario para usar 
las operaciones MUPSBRead, 
MPUSBWrite, MPUSBReadInt. Valor 
proporcionado en documentación. 
 dwDir: DWORD, especifica las 
operaciones que el HANDLE podra 
realizar: MP_READ para MPUSBRread y 
MPUSBReadInt, MP_Write para 
MPUSBWrite (proporcionado en la 
documentación). 
Retorna: 
 HANDLE, que servirá de intermediario 
para comunicarse con cualquier artefacto 
conectado que coincide con el VID y PID 
suministrados, y con las opciones que se han 
introducido como parámetros configuradas. 
Comentarios: 
 Retorna un HANDLE que puede ser 
usado como enlace para conectarnos con un 
microcontrolador del LAC que está conectado al 
ordenador. 
Otros: 
 Se suele usar después de haber 
conseguido la información del número de LACs 
conectados usando MPUSBGetDeviceCount. A 
cada LAC se le asigna un número desde el 0 
hasta el valor obtenido con esta función. 
 
 El HANDLE solo puede ser de lectura o 
de escritura (pero no ambos),  por lo cual, en el 
proyecto se necesitara usar dos tipos de 










 distancia: int, valor en tanto por ciento 
que queremos transformar en un valor 
que el LAC pueda entender. 
Retorna: 
 No definido por la documentación. 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi  
_ MPUSBRead 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBRead(HANDLE handle, PVOID pData, 
DWORD dwLen, PDWORD pLength, DWORD 
dwMilliseconds);  
que se utiliza para leer información que el 
microcontrolador del LAC suministra en la zona 
de lectura. 
 









 distancia: int, valor en tanto por ciento 
que queremos transformar en un valor 
que el LAC pueda entender. 
Retorna: 
 Entero, con la traducción del parametro 
a un valor que el LAC pueda entender 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi "_ MPUSBReadInt". 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBReadInt(HANDLE handle, PVOID 
pData, DWORD dwLen,PDWORD pLength, DWORD 
dwMilliseconds); 
que se utiliza para leer información que el 
microcontrolador del LAC suministra en la zona 
de lectura. El uso es similar a "mpusbRead", con 




Parámetros  HANDLE 
Retorna BOOL 
Parámetros: 
 distancia: int, valor en tanto por ciento 
que queremos transformar en un valor 
que el LAC pueda entender. 
Retorna: 
 Entero, con la traducción del parametro 
a un valor que el LAC pueda entender 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi "_ MPUSBClose". 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
BOOL MPUSBClose(HANDLE handle); 
que cierra un Handle que hace de enlace para 
interactuar con el microcontrolador LAC. 
 









 distancia: int, valor en tanto por ciento 
que queremos transformar en un valor 
que el LAC pueda entender. 
Retorna: 
 Entero, con la traducción del parametro 
a un valor que el LAC pueda entender 
Comentarios: 
 Variable en la cual se guarda el puntero 
a la función de mpusbapi "_ MPUSBWrite". 
Otros: 
 El uso de esta variable equivale a la 
llamada de la siguiente función de la librería 
mpusbapi.dll: 
DWORD MPUSBWrite(HANDLE handle, PVOID pData, 
DWORD dwLen, PDWORD pLength, DWORD 
dwMilliseconds);  
 Cuya función es escribir información 
dentro de la zona de memoria del 
Microcontrolador del LAC, para indicarle que 
haga una acción determinada. 
 
MPUSBGetDeviceCount 
Parámetros  PCHAR 
Retorna DWORD 
Parámetros: 
 pVID_PID: PCHAR, información sobre el 
VID y el PID - identificador de los drivers 
que permiten controlar el LAC. Esta 
información es suministrada por la 
documentación del LAC y del 
microcontrolador de Microchip 
Retorna: 
 DWORD; número de aparatos 
conectados que coinciden con el VID y PID 
suministrados 
Comentarios: 
 Retorna el numero de LAC's 


















 DriverMotor cuenta con un archivo de cabecera anexo llamado 
"constantesMotor.h", en el cual se definen todas las constantes y tipos que se 
necesitan para facilitar la implementación del programa de control de los actuadores. 
Como constantes, entendemos valores fijos dentro de un programa al cual se le asigna 
un nombre, para que su uso sea más intuitivo, y como tipo lo definiremos como 
atributo asignaremos a una variable para informar al ordenador que propiedades va a 
tener. 
 En "constantesMotor.h" se han definido las todas constantes y tipos necesarios 
para poder acceder a mpusbapi.dll, tanto si se usan en driverMotor o no. Esto ha sido 
debido a que, originalmente, no se sabía si se necesitarían alguna de las funciones de 
la librería en el futuro, y, como no suponía demasiada dificultad o tiempo,  se 
consideró sensato dejar el máximo de posibilidades abiertas para el futuro. Como 
actualmente no influye en la velocidad de ejecución o el peso del programa, se ha 
considerado interesante dejar los datos no utilizados de cara a tener estas funciones 
disponibles en el futuro para una configuración en profundidad del LAC y el actuador. 
 
 D.5.1. Constantes 
 
 Dentro de driverMotor existen varios valores numéricos que se repiten en 
varias funciones, el valor de los cuales no es significativo para los cálculos dado a que 
se usan como identificadores para realizar tareas o describir estados. A la hora de 
programar resulta confuso usar números, por lo cual se decidió definirlos como 
constantes, usando un nombre más intuitivo, que facilitaría la comprensión de las 
operaciones realizadas.  
 A continuación se pasará a  enunciar dichas constantes y describir su función 
dentro del programa y el valor que les ha sido asignado: 
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Identificador Valor Descripción 
Constantes para usar con el LAC 
SET_ACCURACY 0x01 
Código de control del LAC - Se puede usar para controlar 
la exactitud con la cual el actuador se desplegara a una 
distancia determinada. 
SET_RETRACT_LIMIT 0x02 Código de control del LAC - no usada 
SET_EXTEND_LIMIT 0x03 Código de control del LAC - no usada 
SET_MOVEMENT_THRESHOLD 0x04 Código de control del LAC - no usada 
SET_STALL_TIME 0x05 Código de control del LAC - no usada 
SET_PWM_THRESHOLD 0x06 Código de control del LAC - no usada 
SET_DERIVATIVE_THRESHOLD 0x07 Código de control del LAC - no usada 
SET_DERIVATIVE_MAXIMUM 0x08 Código de control del LAC - no usada 
SET_DERIVATIVE_MINIMUM 0x09 Código de control del LAC - no usada 
SET_PWM_MAXIMUM 0x0A Código de control del LAC - no usada 
SET_PWM_MINIMUM 0x0B Código de control del LAC - no usada 
SET_PROPORTIONAL_GAIN 0x0C Código de control del LAC - no usada 
SET_DERIVATIVE_GAIN 0x0D Código de control del LAC - no usada 
SET_AVERAGE_RC 0x0E Código de control del LAC - no usada 
SET_AVERAGE_ADC 0x0F Código de control del LAC - no usada 
GET_FEEDBACK 0x10 
Código de control del LAC - Usada para obtener la 
distancia con la cual el actuador se ha desplegado. 
SET_POSITION 0x20 
Código de control del LAC - Usada para ordenar al LAC 
que mueva el actuador hacia una posición determinada 
SET_SPEED 0x21 
Código de control del LAC - Usado para ordenar al LAC 
que defina la velocidad del actuador a partir de un 
parámetro 
DISABLE_MANUAL 0x30 Código de control del LAC - no usada 
RESET 0xFF Código de control del LAC - no usada 
Constantes relacionadas con los HANDLE 
MP_WRITE 0 La pipe que se quiere crear crear a es de escritura 
MP_READ 1 La pipe que se quiere crear es de lectura 
Tabla 11-1 constantes de driverMotor 
 
 D.5.2. Tipos 
 
 Dentro de driverMotor, necesitamos acceder a las operaciones que  
mpusbapi.dll facilita. Al ser una librería, primero hemos de exportar sus funciones de 
una forma adecuada, permitiendo así que sean usadas como funciones del proyecto. 
 Para ello se han declarado punteros a funciones con definiciones equivalentes 
a las operaciones que apuntaran, para que puedan redireccionar adecuadamente las 
funciones que deseamos usar. Para ello hemos creado 11 tipos diferentes, uno para 
cada función de mpusbapi.dll, para así poder definir variables como punteros, 
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asignarle la dirección de memoria de la función correspondiente, y, a partir de 
entonces, usar esta variable para ejecutar las tareas de la librería. 
 Los tipos que hemos implementado dentro de constantesMotor.h son los 
siguientes: 
Identificador Retorna Parámetros 
El puntero ha de apuntar a la 
siguiente función 
mpusbapiFunction1 DWORD Sin parametros MPUSBGetDLLVersion;  
mpusbapiFunction2 DWORD PCHAR MPUSBGetDeviceCount; 
mpusbapiFunction3 DWORD 








HANDLE, PVOID, DWORD, 
PDWORD, DWORD 
MPUSBReadInt; 
mpusbapiFunction6 bool HANDLE MPUSBClose; 
mpusbapiFunction7 DWORD 











HANDLE, unsigned char, 








HANDLE, PVOID, DWORD, 
PDWORD, DWORD 
MPUSBWrite; 
Tabla 11-2 tipos puntero a funcion (constantesMotor.h) 
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Anexo E. Funciones de driverPhidget 
 En este anexo se muestra la lista de elementos pertenecientes a la clase 
driverPhidget y se explica su funcionamiento. Esta clase se ocupa del funcionamiento 
del dispositivo de sensores Phidget que está instalado en el prototipo de robot White 
Moon. 
 
E.1. FUNCIONES PÚBLICAS 
 En esta sección se describen las funciones públicas y su funcionamiento. En un 
programa externo, necesitan ser llamados mediantes una instancia de clase. 
 Algunas de las funciones públicas son consultoras, es decir, se encargan de 
leer valores de variables privadas. Esto se ha hecho para impedir la modificación del 
valor de una variable en tiempo de ejecución por un usuario, lo cual asegura que los 
estados guardados en las variables son los correspondientes a White Moon. 
  







driverPhidget, Instancia de clase driverPhidget 
con todos sus datos de estado inicializados. 
Comentarios: 
 Se inicializa con estado ―no preparado‖, 
es decir, en el momento de inicializar la variable 
no se puede interactuar con el Phidget. Es tarea 
de la función enlazada al evento ―onAttach‖ del 
dispositivo, preparar el estado para poder usar 
los sensores. 
Funciones de clase usadas: 
generateErrorMessage, defineEvents 







 Hace todas las tareas necesarias para 
inicializar el estado del Phidget: actualiza el 
estado a ―preparado para ser usado‖, actualiza 
las variables de clase con los datos recibidos 
por el sensor, actualiza las variables que 
representan las constantes del dispositivo 
conectado (ver la definición de 
―updateConstants‖ para más información sobre 
las constantes). 
Funciones de clase usadas: 
updateVars, updateConstants,  
Variables de clase usadas: 
phidgetReady 
generateDetachInformation 
Parámetros   
Retorna  
Comentarios: 
 Variable utilizada para crear un 
mensaje de error que informe que el dispositivo 
ha sido extraído, y por lo cual no se puede 
utilizar. Tambien se actualiza el estado del driver 
a ―no preparado‖ y ―error‖. Solo se ha de utilizar 
en la función asignada de onDetach del Phidget. 
Como, por limitaciones del control del 
dispositivo, es una función externa al driver 
(pertenece a interrupcionPhidget), se ha 
generado como pública, pero no tendría que ser 
utilizada por otra función. 
Funciones de clase usadas: 
generateErrorMessage 




Parámetros   
Retorna  
Comentarios: 
 Hace las operaciones necesarias para 
dejar de usar la instancia de clase 
―driverPhidget‖. Al interactuar con un dispositivo 
USB, antes de cerrar el programa, se ha de 
ejecutar ciertas operaciones para definir al 
puerto como libre, sino se corre el riesgo de 
bloqueo hasta reiniciar el sistema operativo. 
Funciones de phidget21.h usadas: 
CPhidget_getSerialNumber, CPhidget_close, 
CPhidget_delete 




Parámetros   
Retorna Puntero a char (vector de chars) 
Retorna: 
 Puntero a vector char, que contiene el 
mensaje del último error generado dentro de la 
instancia actual de driverMotor. 
Comentarios: 
 Retorna el último mensaje de error 
generado en driverPhidget 




Parámetros   
Retorna  
Comentarios: 
 Función que calibra los sensores. Pone 
a cero los giroscopios y compensa los campos 
magneticos que interfieren en la brújula 
magnetica. Esta funcionalidad no está acabada 
en White Moon 





Parámetros   
Retorna  
Comentarios: 
 Actualiza los valores de las variables 
de clase correspondientes a las mediciones de 
los sensores. 









 Actualiza el valor de los valores 
máximos y mínimos admitidos por el Phidget. 
Estos valores serán constantes durante el 
tiempo que se use el dispositivo y es posible 
que varíen de un Phidget a otro, por lo cual se 
han implementado como variables internas a 
driverPhidget.  
 
 Los valores máximos y mínimos son 
utilizados para detectar si los sensores retornan 
valores validos. 
















Parámetros   
Retorna double 
Retorna: 
 double, valor del componente ―X‖ de lo 
acelerómetros 
Comentarios: 
 Retorna el valor de la variable de 
estado ―axisAcelerometrosX‖, que se actualiza 
periódicamente con el valor del primer 
acelerometro del Phidget 




Parámetros   
Retorna double 
Retorna: 
 double, valor del componente ―X‖ de los 
sensores magneticos 
Comentarios: 
 Retorna el valor de la variable de 
estado ―axisMagneticX‖, que se actualiza 
periódicamente con el valor del primer sensor 
magnético del Phidget 
Variables de clase usadas: 
axisMagneticX 
returnAngularX 
Parámetros   
Retorna double 
Retorna: 
 double, valor del componente ―X‖ de los 
giroscopios 
Comentarios: 
 Retorna el valor de la variable de 
estado ―axisAngularX‖, que se actualiza 
periódicamente con el valor del primer sensor 
angular del Phidget 




Parámetros   
Retorna double 
Retorna: 
 double, valor, en tanto por ciento, de la 
componente X de los sensores magnéticos. 
Comentarios: 
 Esta función ha sido diseñada para 
facilitar la implementación de la brújula: el 
programa que permite detectar el norte 
magnético. (no utilizada en White Moon)  
Variables de clase usadas: 
axisMagneticX, axisMagneticY, axisMagneticZ 
 








Análogo a getMagneticPercentageX 
 
returnAccelerationY 
Análogo a returnAccelerationX  
 
returnAccelerationZ 
Análogo a returnAccelerationX  
 
returnMagneticY 
Análogo a returnMagneticX  
 
returnMagneticZ 
Análogo a returnMagneticX  
 
returnAngularY 
Análogo a returnAngularX  
 
returnAngularZ 
Análogo a returnAngularX  
 
isPhidgetReady 
Parámetros   
Retorna bool 
Retorna: 
 bool, retorna un valor que simboliza el 
estado de driverPhidget 
Comentarios: 
 Retorna cierto si la instancia de 
driverPhidget a consultar ha sido inicializado 
correctamente y tiene un dispositivo Phidget 
asignado con el cual puede interactuar. 




Parámetros  interruptionFunction 
Retorna  
Parámetros: 
interruptionFunction; puntero a función que se 
utilizará para el evento de actualización del 
phidget 
Comentarios: 
 Asigna la función apuntada por el 
puntero que se recibe como parámetro al evento 
―onSpatialData‖, que se activará cada vez que 
los sensores actualicen su valor.  Esta función 
no se utiliza actualmente, y se ha definido para 
adaptar el programa en el futuro a otras 
utilidades diferentes a ―whiteMoon‖. 
Tipos de constantesPhidget usados: 
interruptionFunction 
Variables de clase usadas: 
Spatial 
Funciones de phidget21.h usadas: 
CPhidgetSpatial_set_OnSpatialData_Handler 




Parámetros   
Retorna Puntero a char (vector de chars) 
Retorna: 
 Puntero a char (vector de chars), que 
apunta a un vector de chars con información del 
driver actual. 
Comentarios: 
 Retorna el valor que se encuentra en la 
variable ―infoPhidget‖ 




Parámetros   
Retorna int 
Retorna: 
 Int, retorna el valor del sensor con 
mayor valor de aceleración del phidget 
Comentarios: 
 Esta función sirve para propósitos de 
prueba y testeo. 
Funciones de clase usadas: 
updateAccelerationValue, 
testComparationNumerical 





Parámetros   
Retorna Puntero a char (vector de chars) 
Retorna: 
 Puntero a char (vector de chars), 
retorna la letra que identifica el eje 
correspondiente al sensor de aceleración que 
tiene mayor valor absoluto. Incluye el símbolo 
negativo, si el valor de dicho sensor es menor 
que cero. 
Comentarios: 
 Función creada para hacer pruebas. 
Funciones de clase usadas: 
testComparation 





Parámetros   
Retorna Puntero a char (vector de chars) 
Retorna: 
 Puntero a char (vector de chars), 
retorna la letra que identifica el eje 
correspondiente al sensor magnético que tiene 
mayor valor absoluto. Incluye el símbolo 
negativo, si el valor es menor que cero. 
Comentarios: 
 Función creada para hacer pruebas. 
Funciones de clase usadas: 
testComparation 
Variables de clase usadas: 
axisMagneticX, axisMagneticY, axisMagneticZ 




Parámetros   
Retorna Puntero a char (vector de chars) 
Retorna: 
 Puntero a char (vector de chars), 
retorna la letra que identifica el eje 
correspondiente al sensor de aceleración 
angular que tiene mayor valor absoluto. Incluye 
el símbolo negativo, si el valor de dicho sensor 
es menor que cero. 
Comentarios: 
 Función creada para hacer pruebas. 
Funciones de clase usadas: 
testComparation 
Variables de clase usadas: 













E.2. VARIABLES PRIVADAS 
 
 La clase driverPhidget tiene un grupo de variables privadas que se utilizan para 
tener información del estado actual, y para comunicarse un dispositivo que se ha 
enlazado con la instancia. 
Dependiendo del valor de cada una de ellas, el programa puede saber si actualmente 
se puede ejecutar las operaciones de consulta de sensores o hay que esperar hasta 
que se disponga de un dispositivo conectado al ordenador. 










 Variable que se usa como enlace para 
conectarse con los drives oficiales de Phidget 
Inc.  
Otros: 
 Por lo general, las funciones de la 
librería Phidget21 necesitan una instancia de 
este tipo para poder funcionar. 
 
errorMessage 
Tipo char * 
Comentarios: 
 Contiene n vector de chars que 
representa el último mensaje de error que 
driverPhidget ha detectado 
Otros: 
 Los datos de esta variable no son 




Tipo char * 
Comentarios: 
 Contiene un vector de chars con 
información sobre el dispositivo conectado y la 
versión de los drivers que se esta utilizando 
Otros: 
 Los datos de esta variable son validos 
después de asignar un disposivo al programa. 
En cualquier otro caso, se retorna un mensaje 






 Variable que informa si existe un 
dispositivo Phidget conectado, enlazado a 






 Variable que contiene el valor máximo 
que los tres acelerómetros pueden medir 
Otros: 
 Se utiliza para verificar que una lectura 
es correcta (no se pasa del límite físico del 






 Variable que contiene el valor mínimo 
que los tres acelerómetros pueden medir 
Otros: 
 Se utiliza para verificar que una lectura 
es correcta (no se pasa del límite físico del 
sensor) y es proporcionada por el propio 
dispositivo. 
 






 Variable que contiene el valor máximo 
que los tres sensores angulares pueden medir. 
Otros: 
 Se utiliza para verificar que una lectura 
es correcta (no se pasa del límite físico del 






 Variable que contiene el valor mínimo 
que los tres sensores angulares pueden medir. 
Otros: 
 Se utiliza para verificar que una lectura 
es correcta (no se pasa del límite físico del 







 Variable que contiene el valor máximo 
que los tres sensores magnéticos pueden medir. 
Otros: 
 Se utiliza para verificar que una lectura 
es correcta (no se pasa del límite físico del 






 Variable que contiene el valor mínimo 
que los tres sensores magnéticos pueden medir. 
Otros: 
 Se utiliza para verificar que una lectura 
es correcta (no se pasa del límite físico del 






 Contiene el ultimo valor medido por el 
acelerómetro numero 0. 
Otros: 
 En un eje de coordenadas cartesiano 





 Contiene el ultimo valor medido por el 
acelerómetro numero 1. 
Otros: 
 En un eje de coordenadas cartesiano 
centrado en el Phidget, equivale al eje Y. 
 






 Contiene el ultimo valor medido por el 
acelerómetro numero 2. 
Otros: 
 En un eje de coordenadas cartesiano 





 Contiene el ultimo valor medido por el 
sensor magnético numero 0. 
Otros: 
 En un eje de coordenadas cartesiano 





 Contiene el ultimo valor medido por el 
sensor magnético numero 1. 
Otros: 
 En un eje de coordenadas cartesiano 





 Contiene el ultimo valor medido por el 
sensor magnético numero 3. 
Otros: 
 En un eje de coordenadas cartesiano 





 Contiene el ultimo valor medido por el 
sensor de velocidad angular numero 0. 
Otros: 
 En un eje de coordenadas cartesiano 





 Contiene el ultimo valor medido por el 
sensor de velocidad angular numero 1. 
Otros: 
 En un eje de coordenadas cartesiano 
centrado en el Phidget, equivale al eje Y. 
 






 Contiene el ultimo valor medido por el 
sensor de velocidad angular numero 2. 
Otros: 
 En un eje de coordenadas cartesiano 


















E.3. FUNCIONES PRIVADAS 
 
 Las funciones privadas de driverPhidget son operaciones que no son 
relevantes para el usuario, pero que se necesitan ejecutar para el correcto 
funcionamiento de la clase. Por esta razón y por seguridad (si el programador que usa 
driverPhidget como librería accede a estas funciones puede propiciar un 
funcionamiento incorrecto) se definen como privadas, impidiendo su utilización fuera 
de la clase. 
 Las funciones que se encuentran dentro del archivo interrupcionPhidget 
tendrían que pertenecer a este grupo. Sin embargo, debido a problemas con la 
especificación que Phidget fuerza a una función para ser usada en un evento, han sido 
implementadas como independientes. 
  




Parámetros   
Retorna  
Comentarios: 
 Define que funciones se usaran en tres 
eventos del Phidget: OnAttach (al conectar), 
OnDetach (al desconectar), OnSpatailData (al 
medir un valor diferente). 




Variables de clase usadas: 
spatial 






Parámetros  char * (vector de chars) 
Retorna  
Parámetros: 
 errorMensaje, vector de chars que 
contiene el mensaje de error que queremos 
introducir en el estado de driverPhidget 
Comentarios: 
 Actualiza el mensaje de error y las 
variables de error del estado. 
Funciones de clase usadas: 
whiteErrorMessage 




Parámetros  char * (vector de chars) 
Retorna  
Parámetros: 
 errorMensaje, vector de chars que 
contiene el mensaje de error que queremos 
introducir en el estado de driverPhidget 
Comentarios: 
 Actualiza el mensaje de error estado. 




Parámetros   
Retorna  
Comentarios: 
 Actualiza el valor de infoPhidget con 
información obtenida dentro del dispositivo 
phidget 
Variables de clase usadas: 
infoPhidget 









Funciones de stdlib.h usadas: 
_itoa_s 
Funciones de string.h usadas: 
_ strcat_s, strcpy_s 




Parámetros   
Retorna  
Comentarios: 
 Define el estado actual de las 
mediciones de los giroscopios como 0, se usa 
en calibración para compensar cualquier 
interferencia en la medición. 
Variables de clase usadas: 
spatial 




Parámetros   
Retorna  
Comentarios: 
 Borra los factores de corrección de la 
brújula y los inicia a los valores por defecto: a 
partir del momento de usar esta instrucción, las 
mediciones de los sensores magnéticos son tal 
y como llegan, sin calibraciones por 
interferencias magnéticas externas. Opcional 
para calibración. 
Variables de clase usadas: 
spatial 








double, double, double, double, 
double, double, double, double, 





magField, offset0, offset1, offset2, gain0, gain1, 
gain2, T0, T1, T2, T3, T4, T5; double(13), 
factores de corrección. 
Comentarios: 
 Introduce los nuevos factores de 
corrección de la brújula. Estos valores se han de 
calcular externamente. En el proyecto actual no 
se ha implementado la calibración. 
Variables de clase usadas: 
spatial 





Parámetros   
Retorna  
Comentarios: 
 Obtiene el valor de los tres sensores 
magnéticos y los escribe en las variables de 
estado de la clase driverPhidget 
correspondientes. 
Funciones de clase usadas: 
valueInBetween 
Variables de clase usadas: 
axisMagneticX, axisMagneticY, axisMagneticZ 
Funciones de phidget21.h usadas: 
CPhidgetSpatial_getMagneticField 




Parámetros   
Retorna  
Comentarios: 
 Obtiene el valor de los tres 
acelerómetros y los escribe en las variables de 
estado de la clase driverPhidget 
correspondientes. 
Funciones de clase usadas: 
valueInBetween 
Variables de clase usadas: 
axisAccelerationX, axisAccelerationY, 
axisAccelerationZ 




Parámetros   
Retorna  
Comentarios: 
 Obtiene el valor de los tres sensores de 
velocidad angular y los escribe en las variables 
de estado de la clase driverPhidget 
correspondientes. 
Funciones de clase usadas: 
valueInBetween 
Variables de clase usadas: 
axisAngularX, axisAngularY, axisAngularZ 





Parámetros  double, double, double 
Retorna char* (vector de chars) 
Parámetros: 
X, Y, Z; tres double, contienen los valores que 
se utilizaran, representan a los 3 ejes 
cartesianos 
Retorna: 
 Vector de chars con la letra que 
representa el eje cartesiano con mayor valor 
absoluto, acompañado por su símbolo. 
Comentarios: 
 Utilizado en varias funciones no 
esenciales, creadas para testear el programa. 




Parámetros  double, double, double 
Retorna int 
Parámetros: 
X, Y, Z; tres double, contienen los valores que 
se utilizaran, representan a los 3 ejes 
cartesianos 
Retorna: 
 Int con el valor del parámetro con 
mayor valor absoluto. 
Comentarios: 
 Utilizado en varias funciones no 
esenciales, creadas para testear el programa. 
Funciones de math.h usadas: 
abs 
 




Parámetros  double, double, double 
Retorna bool 
Parámetros: 
value, double que representa el valor que 
analizaremos 
maxValue, double que representa el mayor valor 
minValue, double que representa el menor valor 
Retorna: 
 Cierto si minValue =< value =< 
maxValue, falso en cualquier otro caso. 
Comentarios: 
 Usado principalmente para comprobar 


























E.4. OTROS ARCHIVOS 
 
 A demás de driverPhidget.c y driverPhidget.h, existen otros archivos que 
contienen funciones y tipos que sirven como apoyo para facilitar la tarea de 
driverPhidget pero por diversas razones no han sido incluidos dentro de la clase 
drivePhidget. 
 
 E.4.1. constantesPhidget.h 
  
Este archivo ha estado reservado para colocar las definiciones de tipos y constantes 
que  se usan en driverPhidget. Estos datos son utilizados en las funciones, para 
simplificar semánticamente el programa, de forma que sea más legible.  
Dentro de constantesPhidget.h se han delcrado una serie de constantes de apoyo que 
se utilizan en la función ―generateInfo‖. Esto es debido a que dentro de esta función se 
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necesita transformar enteros en vectores de caracteres (strings). Para ello se dispone 
de la función _itoa_s, la cual tiene como parámetros el entero que queremos 
transformar, el vector de chars donde colocaremos el resultado y un numero entero 
que representa la codificación que se utilizara. Para este último valor se han definido 
las constantes siguientes: 
MYBYNARY, que equivale al número 1 y define la codificación binaria. 
MYOCTAL, que equivale al número 8 y define la codificación octal. 
MYDECIMAL, que equivale al número 10 y define la codificación decimal. 
MYHEXADECIMAL, que equivale al número 16 y define la codificación hexadecimal. 
Dentro del programa solo se utiliza la codificación decimal, pero se decidió añadir las 
otras constantes por si pudiesen resultar de utilidad en el futuro. 
A demás de cosntantes, se ha incluido un tipo, ―interruptionFunction‖, que define el 
formato de una función que puede ser usada como handler para el evento 
―onChange‖, y está relacionada con la función ―defineSensorInterrupción‖ (sección 
Operaciones públicas). Este tipo y operación se utilizaban en una versión previa de 
White Moon, y se han conservado por si pudiesen ser necesarias mas adelante. 
 
 E.4.2. interrupciónPhidget.h 
 
 En este archivo se definen las operaciones que se utilizan por defecto en los 
eventos del Phidget: 
 onChange: evento que se activa cada vez que el Phidget detecta una 
medición diferente en sus sensores. 
 onAttach: evento que se activa cuando se conecta un Phidget al ordenador. 
 onDetach: evento que se activa cuando se desconecta un Phidget del 
ordenador. 
Las operaciones que se encuentran los dos archivos (headers y definiciones) de 
interrupcionPhidget son las siguientes: 
  





CPhidgetSpatialHandle, void *, 
CPhidgetSpatial_SpatialEventDa
taHandle *, int 
Retorna int 
Parámetros: 
 IFK, handle de Phidget spatial, que sirve 
de enlace entre el programa y el 
dispositivo 
 usrptr, data, count; parámetros tal y como 
se definen en la documentación de los 
phidgets para el evento ―onAttach‖ 
Retorna: 
 int, definido por la documentación de 
Phidget spatial, en este caso siempre retorna 0. 
Comentarios: 
 SensorChangeHandler se ocupa de 
actualizar las variables de estado 
correspondientes con las mediciones de los 
sensores del Phidget. 
 
 La función ha sido definida tal y como 
especifica la documentación de la librería 
phidget21.h para las funciones que se enlazarán 
al evento ―onChange‖; por esta razón se eligió 
implementar esta función fuera de clase 
driverPhidget.  
Funciones de driverPhidget.h: 
updateVars 
Variables globadas: 
espatial (clase driverPhidget) 





Parámetros  CPhidgetHandle, void *usrptr 
Retorna Int 
Parámetros: 
 IFK, instancia de handler de Phidget: es 
una función generalizada para cualquier 
dispostivo phidget, incluido  
CPhidgetSpatialHandle (extiende la clase 
CPhidgetHandle) 
 Usrptr, puntero a void definido en la 
documentación de Phidget 
Retorna: 
 int, definido por la documentación de 
Phidget spatial, en este caso siempre retorna 0. 
Comentarios: 
La función attachHandler se enlaza al evento 
―onAttach‖ automáticamente desde una 
instancia de clase driverPhidget y tiene la tarea 
de inicializar el dispositivo de tipo Phidget que 
se conecte al ordenador mientras driverPhidget 
este ejecutándose. Combinándose con la 
función  detachHandler se puede conseguir un 
uso ―al vuelo‖, sin necesidad que el dispositivo 
esté al iniciar el programa para su correcta 
inicialización. 
 La función ha sido definida tal y como 
especifica la documentación de la librería 
phidget21.h para las funciones que se enlazarán 
al evento ―onChange‖; por esta razón se eligió 
implementar esta función fuera de clase 
driverPhidget.  
Funciones de driverPhidget.h: 
inicializatePhidget 
Variables globadas: 
espatial (clase driverPhidget) 
Tipos de phidget21.h usadas: 
CPhidgetHandle 
 




Parámetros  CPhidgetHandle, void *usrptr 
Retorna Int 
Parámetros: 
 IFK, instancia de handler de Phidget: es 
una función generalizada para cualquier 
dispostivo phidget, incluido  
CPhidgetSpatialHandle (extiende la clase 
CPhidgetHandle) 
 Usrptr, puntero a void definido en la 
documentación de Phidget 
Retorna: 
 int, definido por la documentación de 
Phidget spatial, en este caso siempre retorna 0. 
Comentarios: 
 La función detachHandler se enlaza al 
evento ―onDetach‖ automáticamente desde una 
instancia de clase driverPhidget y tiene la tarea 
de actualizar el estado a la instancia 
driverPhidget que le corresponde cuando el 
dispositivo de tipo Phidget se ha desconectado 
del ordenador. Combinándose con la función  
attachHandler se puede conseguir un uso ―al 
vuelo‖, sin necesidad que el dispositivo esté al 
iniciar el programa para su correcta 
inicialización. 
 
  La función ha sido definida tal y como 
especifica la documentación de la librería 
phidget21.h para las funciones que se enlazarán 
al evento ―onChange‖; por esta razón se eligió 
implementar esta función fuera de clase 
driverPhidget.  
Funciones de driverPhidget.h: 
inicializatePhidget 
Variables globadas: 
espatial (clase driverPhidget) 
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Anexo F. Funciones de actuatorVector 
 
 En este anexo se muestra la lista de elementos pertenecientes a la clase 
actuatorVector, que implementa un vector director con un identificador (que 
corresponde a un actuador), utilizado para añadir una abstracción que simplifique los 
cálculos que se han de hacer en actuatorVector. 
F.1. FUNCIONES PÚBLICAS 
 En esta sección se describen las funciones públicas y su funcionamiento. En un 
programa externo, necesitan ser llamados mediantes una instancia de clase. 
 Algunas de las funciones públicas son consultoras, es decir, se encargan de 
leer valores de variables privadas. Esto se ha hecho para impedir la modificación del 
valor de una variable en tiempo de ejecución por un usuario, lo cual asegura que los 
estados guardados en las variables son los correspondientes a White Moon. 
 
  







actuatorVector, Instancia de clase 
actuatorVector, con todos sus datos de estado 
inicializados a 0 
Comentarios: 
 Se inicializa con estado ―no preparado‖. 
Por lo general esta versión del constructor no se 
utiliza, se recomienda utilizar la versión con 
parámetros. 
Variables de clase usadas: 
x, y, z, id 
 
actuatorVector (2) 
Parámetros: double, double, double, int 
Retorna: actuatorVector 
Parámetros: 
 parX: double, componente X del vector 
director. 
 parY: double, componente Y del vector 
director. 
 parZ: double, componente Z del vector 
director. 
 numID: identificador del actuador 
correspondiente al vector director que se 
guardara en esta instancia. 
Retorna: 
actuatorVector, Instancia de clase 
actuatorVector, con todos sus datos de estado 
inicializados según los parámetros recibidos 
Variables de clase usadas: 






double, valor de la variable x. 
Comentarios: 
 Retorna valor del componente X del 
vector director del actuador que la instancia de 
clase representa 




Análogo a readX 
 
readZ 






double, valor de la variable id. 
Comentarios: 
 Consultora de la variable id, retorna el 
identificador del actuador asignado a esta 
instancia de clase 
Variables de clase usadas: 
id 
 




Parámetros  actuatorVector 
Retorna actuatorVector 
Parámetros: 
 addVec: actuatorVector, contiene el valor 
que sumaremos al parámetro implícito. 
Retorna: 
actuatorVector: contiene el resultado de sumar 
el parámetro implícito con el parámetro addVec. 
Comentarios: 
 Retorna una instancia de listActuator 
cuyo valor de vector es igual a la suma vectorial 
del parámetro implícito con el parámetro 
addVec. Su identificador es 0 porque no 
representa ningún actuador. 
Funciones de clase usadas: 
readX, readY, readZ 
sub 


















F.2. VARIABLES PRIVADAS 
 La clase actuatorVector tiene un grupo de variables privadas en las cuales se 
guarda la información del un vector director y el identificador de su actuador asociado 
(aunque no siempre el vector representa a un actuador, en estos casos el valor del 
identificador se ignora). 
 A continuación se describen las variables privadas que se encuentran en 
actuatorVector. 
  






 Variable que simboliza la componente 
X del vector director que está guardado en la 
instancia de clase 
 
y 









 Variable que representa el identificador 
asociado al vector director guardado en la 
instancia de actuatorVector 
Otros: 
 Los datos de esta variable no son 
validos siempre: esta clase se usa para operar 
con el vector gravedad o otros vectores 
auxiliares utilizados para averiguar alguna cara 
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Anexo G. Funciones de listActuator 
 En este anexo se muestra la lista de elementos pertenecientes a la clase 
actuatorVector, que implementa un vector director con un identificador (que 
corresponde a un actuador), utilizado para añadir una abstracción que simplifique los 
cálculos que se han de hacer en actuatorVector. 
G.1. FUNCIONES PÚBLICAS 
 En esta sección se describen las funciones públicas y su funcionamiento. En un 
programa externo, necesitan ser llamados mediantes una instancia de clase. 
 Algunas de las funciones públicas son consultoras, es decir, se encargan de 
leer valores de variables privadas. Esto se ha hecho para impedir la modificación del 
valor de una variable en tiempo de ejecución por un usuario, lo cual asegura que los 
estados guardados en las variables son los correspondientes a White Moon. 
 
 







listActuator, Instancia de clase listActuator, con 
firsBiggestId, secBiggestId, thirdBiggestId y size 
inicializados a 0, firstBiggestValue, 
SecBiggestValue, thirdBiggestValue 
inicializados a -8000, ready inicializado en falso, 
y errorMessage inicializado a ―there is no 
actuator in the list‖ 
Comentarios: 
 Se inicializa con estado ―no preparado‖. 
Se necesita introducir el valor de los diversos 
actuadores de White Moon utilizando la función 
addActuator 
Variables de clase usadas: 
firstBiggestId, secBiggestId, thirdBiggestId, 
firstBiggestValue, secBiggestValue, 






 valueToDot: actuatorVector, contiene el 
vector que se utilizará para hacer el 
producto escalar de todos los vectores 
directores que se encuentran en la 
instancia de clase 
Comentarios: 
 Reformatea el valor del estado actual 
de la instancia para, seguidamente llamar a la 
función groupDotProduct, que actualiza el 
producto vectorial de los actuadores de la 
instancia de clase 
Funciones de clase usadas: 
groupDotProduct 
Variables de clase usadas: 








 myActuator: actuatorVector, contiene el 
actuador que se añadirá a la lista de 
actaudores de la instancia de clase. 
Comentarios: 
 Añade otro actuatorVector a la lista de 
actuadores de la instancia de clase y se 
actualiza el valor de su producto escalar 
correspondiente a 0, se incrementa el valor de la 
variable size y, si esta es mayor que 3, se 
actualiza la variable ready a cierto. Finalmente 
escribe un mensaje informando que los valores 
de los productos escalares todavía no son 
correctos. 
Funciones de clase usadas: 
inputErrorMessage 
Variables de clase usadas: 
myList, ready, size, errorMessage 
 







int, valor de la variable firstBiggestId. 
Comentarios: 
 Retorna el valor de la variable 
firstBiggestId, que contiene el id de uno de los 
actuadores de la cara señalada por la instancia 
de clase. 







double, valor de la variable firstBiggestValue 
Comentarios: 
 Retorna el valor de la variable 
firstBiggestValue, que contiene el valor del 
producto vectorial asignado a firstBiggestId 







actuatorVector, valor de la variable 
firstBiggestDestination 
Comentarios: 
 Retorna el valor de la variable 
firstBiggestDestination, que contiene el valor 
ddel vector director que apunta a la cara destino 
si se usa el actuador firstBiggestId como 
actuador director en el algoritmo de movimiento. 




Análogo a returnFirstBiggestID 
 
returnThirdBiggestId 
Análogo a returnFirstBiggestID 
 
returnSecBiggestValue 
Análogo a returnFirstBiggestValue 
 
returnThirdBiggestValue 
Análogo a returnFirstBiggestValue 
 
returnSecBiggestDestination 
Análogo a returnFirstBiggestDestination 
 
returnThirdBiggestDestination 
Análogo a returnFirstBiggestDestination 







double, valor de la variable size 
Comentarios: 
 Consultora de la variable size, retorna 
el número de vectores directores que la intancia 
de clase guarda actualmente. 




Parámetros  int 
Retorna int 
Parámetros: 
 myId: int, numero del actuador que 
queremos consultar. 
Retorna: 
Int: id del componente de myList que ocupa la 
posiciçon myId-1. Si no existe, retorna -1 
Comentarios: 
Consultora que se hizo por razones de testing, 
para comprobar el valor del producto vectorial 
de todos los componentes que se encuentran 
dentro de la instancia de clase. En White Moon, 
myId coincide con el valor que se retorna. 
Variables de clase usadas: 
myList 
readX, readY, readZ 
groupActValue 
Parámetros  int 
Retorna double 
Parámetros: 
 myId: int, numero del actuador que 
queremos consultar. 
Retorna: 
Int: valor del componente de myDot que ocupa 
la posiciçon myId-1. Si no existe, retorna -1 
Comentarios: 
Consultora que se hizo por razones de testing, 
para comprobar el valor del producto vectorial 
de todos los componentes que se encuentran 
dentro de la instancia de clase.. 
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G.2. VARIABLES PRIVADAS 
 La clase actuatorVector tiene un grupo de variables privadas en las cuales se 
guarda la información sobre los actuadores y sus vectores directores 
correspondientes, la cara del icosaedro formado por White Moon que representa la 
instancia… 







 Contiene el valor del identificador del 
actuador que esta mas alineado al vector que se 
ha utilizado en la función updateDotProduct. 
Otros 
 Este identificador corresponde a uno de 







 Contiene el valor del identificador del 
segundo actuador que esta mas alineado al 
vector que se ha utilizado en la función 
updateDotProduct. 
Otros 
 Este identificador corresponde a uno de 







 Contiene el valor del identificador del 
tercer actuador que esta mas alineado al vector 
que se ha utilizado en la función 
updateDotProduct. 
Otros 
 Este identificador corresponde a uno de 






 Contiene el valor del vector director 
que, usándose con updateDotProduct, generaría 
la instancia de clase que representa la cara a la 
que se llegaría si se utilizase el actuador 
correspondiente al id de firstBiggestValue para 
moverse a otra cara. 
 
 






 Contiene el valor del vector director 
que, usándose con updateDotProduct, generaría 
la instancia de clase que representa la cara a la 
que se llegaría si se utilizase el actuador 
correspondiente al id de secBiggestValue para 





 Contiene el valor del vector director 
que, usándose con updateDotProduct, generaría 
la instancia de clase que representa la cara a la 
que se llegaría si se utilizase el actuador 
correspondiente al id de thirdBiggestValue para 







 Contiene el valor del producto vectorial 






 Contiene el valor del producto vectorial 





 Contiene el valor del producto vectorial 






 Tamaño de la lista de actuadores que 






 Informa si la clase esta lista para ser 
utilizada. Por lista se entiende que la instancia 
de clase tiene la información de al menos 3 
actuadores, por lo cual puede operar para 
obtener los tres actuadores mas alineados al 





Tipo char * 
Comentarios: 
 Contiene n vector de chars que 
representa el último mensaje de error que 
listActuator tiene 
Otros: 
 Los datos de esta variable no son 
validos si la variable ―ready‖ tiene el valor 
―cierto‖ 
 






 Contiene un vector de N 
actuatorVectos. Cada uno de sus componentes 







 Contiene el valor del producto escalar 
resultante de la última vez que se utilizo la 
función updateDotProduct 
 
G.3. FUNCIONES PRIVADAS 
 Las funciones privadas son operaciones que no son relevantes para el usuario, 
pero que se necesitan ejecutar para el correcto funcionamiento de la clase. Por esta 




Parámetros Char * 
Retorna  
Parámetros: 
newMessage: char*, vector de chars con el 
mensaje de error a actualizar. 
Comentarios: 
 Actualiza la variable de error de la 
instancia de clase 




Parámetros: actuatorVector, actuatorVector 
Retorna: double 
Parámetros: 
 firstVec: actuatorVector, uno de los dos 
actuatorVectors que se usaran para el 
producto escalar. 
 secVc: actuatorVector, uno de los dos 




Doble, el valor del producto vectorial de los dos 
parametros 
Comentarios: 
 Realiza el producto escalar. Se podía 
haber colocado en actuatorVector, pero se 
colocó aquí por razones históricas 




Parámetros: int, int int 
Retorna: listActuator 
Parámetros: 
 staticAct1: identificador del primer 
actuador que comparte con la cara que 
se quiere obtener 
 staticAct2: identificdador del segundo 
actuador que comparte con la cara que 
se quiere obtener 
 actToMov: actuador opuesto a la cara 
que se quiere obtener 
Retorna: 
listActuator, Instancia de clase listActuator que 
contiene el valor del vector director que pasa por 
la cara destino si se utiliza actToMov como 
actuador director para mover White Moon. 
Comentarios: 
 Retorna el vector director que identifica 
la cara del icosaedro que se obtendria si la cara 
de la instancia de clase actual estuviese en el 
suelo y se utilizase a actToMov como actuador 
director para mover White Moon 







 valueToDot: actuatorVector, contiene el 
vector que se utilizará para hacer el 
producto escalar de todos los vectores 
directores que se encuentran en la 
instancia de clase 
Comentarios: 
 Realiza el producto escalar de todos 
los vectores directores de la instancia, 
actualizando las variables correspondientes 
Funciones de clase usadas: 
dotProduct, updateBiggest 





Parámetros Int, double 
Retorna  
Parámetros: 
 actualId: int, valor del identificador del 
actuador que se quiere verificar. 
 actualValue: valor del producto escalar 
asingado al actuador con id = actualId 
Comentarios: 
 Verifica que el actuador con 
identificador actualId no tenga un producto 
vectorial mayor que los tres mayores 
actualmente. Si lo tiene, las variables de los tres 
mayores se actualizan para incluirlo a él y 
excluir el actuador con menor valor de producto 
escalar. Finalmente se actualizan las 
destinaciones (getBiggestDestination) de cada 
uno de los actuadores con mayor producto 
escalar. 
Funciones de clase usadas: 
getBiggestDestination 
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Anexo H. Navegación por las 
caras 
 En este anexo se explica el método de cálculo vectorial que se utiliza en White 
Moon para calcular las diversas caras necesarias para realizar la secuencia de 
movimiento del algoritmo locomotor (punto 6.6, página 241). 
 En White Moon, un triángulo (cara) está definido por los vectores directores de 
tres puntos (actuadores). 
 
Ilustración 11-28 Cara de White Moon 
 
 Si suponemos que esta cara en particular es la base de White Moon, al intentar 
mover el actuador correspondiente al vector C, nos desplazamos al siguiente triángulo, 
del cual desconoceremos D hasta que este sea la base. 




Ilustración 11-29 Cara de White Moon 
 
 Utilizando los vectores directores del triángulo actual, es posible generar un 
vector director del triángulo simétrico. 
 
Ilustración 11-30 Cara de White Moon 
 
 Este vector pasa por el triangulo formado por la cara siguiente. Si se utiliza 
como parámetro en la operación updateDotProduct, en una instancia de listActuator, 
podemos obtener los actuadores del triangulo siguiente. A demás, la instancia de 
listActuator obtenida tiene la característica que firstBiggestId será siempre el actuador 
que no se comparte con la anterior cara (D). Esto es debido a que  C’ esta mas 
alineado con D que con los otros actuadores 




Ilustración 11-31 Cara de White Moon 
 
 Utilizando este concepto es posible utilizar una instancia de esta clase para 
navegar por las caras de White Moon, y utilizando el algoritmo que se encuentra en la 
función moveRobot de whiteMoonFunctions, se puede averiguar los identificadores de 
los actuadores pertenecientes a las caras que hemos de mover en la secuencia de 
locomoción de White Moon. 
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Anexo I. Funciones de 
whiteMoonFunctions 
 En este anexo se muestra la lista de funciones de whiteMoonFunctions, así 
como las variables globales que se utilizan para determinar los actuadores que se han 
de mover en la secuencia de locomoción.  
I.1. VARIABLES GLOBALES 
 En este punto se describen las variables globales que se utilizan en el 
algoritmo de locomoción. Las variables globales se pueden clasificar entre las 
variables que permiten acceder al hardware y las de estado de White Moon. Estas 
últimas necesitan ser inicializadas, por lo cual se ha de ejecutar la función 






 Variable que se utiliza para acceder al 
Phidget. Con ella se puede acceder a los datos 
de los sensores de White Moon 
Otros: 
 Antes de acabar el programa se 
necesita cerrar los puertos utilizando la función 





 Variable que se utiliza para acceder los 
LAC que estan conectados al ordenador.Con 
ella se puede acceder a los actuadores de White 
Moon 
Otros: 
 Antes de acabar el programa se 
necesita cerrar los puertos utilizando la función 
de clase driverMotor closeUSB. 
 






 Variable de estado que contiene la 
información de una de las caras de White Moon. 
Se utiliza para obtener la cara que hace de 
función de base del robot en un momento 
determinado. 
Otros: 
 Esta variable necesita ser inicializada 
con la función de whiteMoonFunctions 
inicializateActuators, que introduce los datos de 
todos los actuadores. Para actualizar su 
información se utilizará la función 
updateDotProduct exclusivamente con el Vector 







 Variable de estado que contiene la 
información de una de las caras de White Moon. 
Se utiliza para obtener la cara que será la base 
en el paso siguiente, si se utiliza un actuador en 
particular de la base actual. 
Otros: 
 Esta variable necesita ser inicializada 
con la función de whiteMoonFunctions 
inicializateActuators, que introduce los datos de 
todos los actuadores. Para actualizar su 
información se utilizará la función 
updateDotProduct exclusivamente con 







 Variable de estado que contiene la 
información de una de las caras de White Moon. 
Se utiliza para obtener una de las caras cuyos 
actuadores desequilibraran a White Moon para 
forzarlo a moverse en una dirección 
determinada. 
Otros: 
 Esta variable necesita ser inicializada 
con la función de whiteMoonFunctions 
inicializateActuators, que introduce los datos de 
todos los actuadores. Para actualizar su 
información se utilizará la función 
updateDotProduct con información de la 
variables nextTriangles y información de la 








 Variable de estado que contiene la 
información de una de las caras de White Moon. 
Se utiliza para obtener la otra cara cuyos 
actuadores desequilibraran a White Moon para 
forzarlo a moverse en una dirección 
determinada. 
Otros: 
 Esta variable necesita ser inicializada 
con la función de whiteMoonFunctions 
inicializateActuators, que introduce los datos de 
todos los actuadores. Para actualizar su 
información se utilizará la función 
updateDotProduct con información de la 
variables nextTriangles y información de la 




                                               
43
 Se utiliza la información interna para 
navegar por las caras de White Moon. 




 Aquí se muestran las diversas funciones de WhiteMoonFunctions. Todas son 
publicas pero solo se ha de utilizar la función moveRobot (se ha dejado la seguridad 






 Inicializa las variables globales de 
estado para añadir la información de los 
actuadores de White Moon en su interior. 
Funciones de usadas: 
inicializateOneListActuator 
Variables globales usadas: 







 myList: listActuator, variable de clase 
listActuator que se inicializará. 
 
Comentarios: 
 Inicializa el parámetro para introducir la 
información de los vectores directores 







 Actualiza el valor de baseTriangle, para 
que correspnda con la cara-base actual del 
robot. 




Parámetros: listActuator, int 
Retorna: int 
Parámetros: 
 myTriangle: listActuator, contiene la 
información de la cara de la cual se 
moverán todos los actuadores 
 moveSize: contiene la información de la 
distancia que se han de mover los 
actuadores 
Retorna: 
 Int, identificador del último actuador 
que se movio. 
Comentarios: 
 Mueve todos los actuadores de una 
cara de White Moon, representada por 
myTriangle, una distancia de moveSize (en 
tanto por ciento). 









 actualId: int, identificador del actuador 
que se ha utilizado para dirigir el 
movimiento de White Moon 
Comentarios: 
 Mueve a distancia 0 todos los 
actuadores de todas las caras representadas 
por las variables de estado menos la cara base. 
Finalmente, deja a estado 0 el actuador que ser 
recibe como parámetro (que habitualmente es el 
actuador de la base que se utilizo para digerir el 
movimiento). Finalmente espera que este ultimo 
actuador termine de moverse antes de acabar. 
Funciones de clase usadas: 
moveTriangle, waitUntilMovementFinish 
Variables globales usadas: 




Parámetros: Int int 
Retorna:  
Parámetros: 
 idToWait: int, id del actuador que se ha 
de esperar 
 sizeToExpect: int, tamaño al cual se ha 
de esperar que alcance el actuador 
Comentarios: 
 Espera a que un actuador llegue a una 
distancia determinada. 








 numberToMove: int, numero del actuador 
que se usa como director para un 
movimiento 
Comentarios: 
 Actualiza el estado de las variables 
equilibTriangle1, equilibtriangle2, nextTriangle 
utilizando como dato el identificador 
numberToMove, el cual informa cual son estas 
caras si se utilizase este actuador para mover 
White Moon. 
Funciones de clase usadas: 
getEquilibTriangle 
Variables globales usadas: 







 Da la orden a todos los actuadores de 
contraerse hasta el mínimo tamaño 
Variables globales usadas: 
motor 




Parámetros Int, listActuator, int 
Retorna  
Parámetros: 
 dontUse, int, identificador del actuador 
que no se ha de utilizar para navegar por 
las caras de White Moon. 
 equilibTriangle: listActuator, cara que se 
utilizará para navegar por las caras de 
White Moon. 
 pahseWeAre: int, número que identifica el 
paso del cálculo en el que se está. 
Cuando es 0 significa que ya hemos 
acabado 
Comentarios: 
 Función recursiva para averiguar caras 
de desequilibrio. 







 numberToMove: int, numero del actuador 
que se usa como director para el 
movimiento 
Comentarios: 
 Genera la secuencia de movimientos 
de actuadores que se utiliza para desplazar 
White Moon por una superficie. 
Funciones de clase usadas: 
getMovementSatus, waitUntilMovementFinish, 
moveTriangle, getBackToOriginalStatus 
Variables globales usadas: 
equilibTriangle1, equilibTriangle2, nextTriangle, 
baseTriangle 
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Anexo J. Funciones de Form1 
 Form1.h es el archivo principal de ―Windows forms‖, o la API de Windows tal y 
como se presenta en Visual C++. Ha sido producida automáticamente por lo cual 
muchas de las funciones y handles que esta tiene no se utilizan. En esta sección se 
explicaran las partes de Form1 que fueron modificadas, y las funciones añadidas para 
poder ser utilizadas en combinación con los algoritmos de whiteMoonFuntions y las 
diversas clases implementadas en el proyecto. 
J.1. VARIABLES GLOBALES 







 Informa si actualmente se está 
realizando un movimiento aleatorio. 
Otros: 
 Se utiliza para inhabilitar el acceso a 
los actuadores mientras están siendo utilizados 





 Informa si se está realizando una 
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J.2. FUNCIONES MODIFICADAS 
 Algunas de las funciones originales de los formularios de Windows han sido 
modificadas, de forma que se adapten a las necesidades especificas del proyecto. En 






 Función que inicializa todas las 




















J.3. FUNCIONES EXTRAS 
 En este punto se describen las funciones especiales implementadas para ser 
utilizadas dentro de form1.h. Esto se ha hecho así y no en otros archivos separados, 
para tener la ocasión de utilizar objetos de esta clase que permiten interactuar y 
modificar la interface grafica.  







 Define la velocidad de todos los 
actuadores a la máxima posible (100). 




Parámetros  int 
Retorna  
Parámetros: 
 acuatorId: int; variable con el identificador 
de tipo de barra que se utilizará. 
Comentarios: 
 Esta función implementa las acciones 
de las barras de modificación de posición, 
velocidad y precisión de los actuadores. 
Identifica que barras se ha movido a partir del 
parámetro y realiza las acciones necesarias que 
se necesiten con los actuadores seleccionados.  







 Inicializa los actuadores del la lista de 
actuadores disponibles mostrados en la 
interface. 






 Muestra la distancia de los actuadores 
seleccionados 







 Informa si hay algún problema con los 
actuadores. Si lo hay, notifica un mensaje en la 
zona reservada para ello de la parte reservada a 
los actuadores. 







 operationRandomMove; bool, valor que 
indica si en este momento se esta 
realizando una operación que necesita 
los actuadores 
Comentarios: 
 Inhabilita la sección de actuadores de 
la herramienta mientras se están dando ordenes 
a un actuador mediante una operación no 
perteneciente a esta sección. 
 







 operationRandomMove; bool, valor que 
indica si en este momento se está 
realizando una operación que necesita 
los actuadores 
Comentarios: 
 Habilita la sección de actuadores de la 
herramienta cuando se ha acabado la operación 






 str, String, mensaje que se quiere 
mostrar. 
Comentarios: 
 Muestra un mensaje en la sección 
habilitada para ello de la zona de los 
actuadores. 
phidgetBlockHandle 
Parámetros   
Retorna  
Comentarios: 
 Muestra la información de los sensores 
en la zona de la aplicación habilitada para ello. 




Parámetros   
Retorna  
Comentarios: 
 Calcula la información sobre que 
actuadores estan en la base del robot, y 
actualiza la zona de control de robot con esta 
información. 










 actualStep: int; define que actuador de la 
base se ha de mover 
Comentarios: 
 Define que actuador será el que dirija el 
movimiento del robot, definido por el parámetro, 
que ha de ser un número entre el 1 y el 3 
(ambos incluidos).  









Parámetros  int 
Retorna  
Parámetros: 
 acuatorId :int; identificador de actuador 
Comentarios: 
 Mueve el actuador definido por el 
parámetros hasta su longitud máxima y después 
lo retorna a la longitud 0. Función en desuso. 




Parámetros   
Retorna int 
Retorna: 
 Int, numero aleatorio entre 1 y 3 
Comentarios: 
 Genera un número aleatorio entre 1 y 
3, ambos incluidos y lo retorna. Se utiliza en la 
función de movimiento aleatorio. 
 
printNextTriangleId 
Parámetros   
Retorna  
Comentarios: 
 Muestra en la aplicación, para cada 
actuador de la base, los triángulos destino que 
se obtienen al moverse utilizándolos como 
vector director. 
Variables globales usadas: 
baseTriangle, nextTriangle 
printNextTriangleVectors 
Parámetros   
Retorna  
Comentarios: 
 Muestra en la aplicación los actuadores 
de la base actual y, para cada ellos, el vector 
director que permite viajar al triangulo destino si 
se utilizan como directores del movimiento. 
Utilizado como pruebas para verificar que el 
cálculo del estado y las caras pertenecientes a 
las diferentes fases del algoritmo de locomoción 
funcionan adecuadamente. 




Parámetros   
Retorna  
Comentarios: 
 Muestra el producto vectorial de todos 
los vectores directores con el vector gravedad, 
en la zona correspondiente de la aplicación. 







Parámetros   
Retorna  
Comentarios: 
 Recoge información varia sobre cada 
uno de los actuadores de la base y la muestra 
en la zona habilitada para ello de la parte de 
controles de White Moon. 
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J.4. HANDLES DE LOS COMPONENTES DE LA INTERFACE 
 En esta sección se explicarán los handles que tiene form1.h, los cuales se 







 Ejecuta la acción relacionada con el 
botón de la zona de los actuadores. Este botón 
se encarga de leer la posición de los actuadores 








 Realiza las acciones del objeto tipo 
scroll bar ―speed bar‖, que modifica la velocidad 
de los actuadores seleccionados. 







 Realiza las acciones del objeto tipo 
scroll bar ―acuracy bar‖, que modifica la 
precisión de los actuadores seleccionados. 









 Realiza las acciones del objeto tipo 
scrollbar ―position var‖, que modifica la posición 
de los actuadores seleccionados. 











 Mueve el robot utilizando como director 
el actuador mostrado en el botón numero 1 de 
los controles de White Moon 
 





Análogo a movAct1_Click 
 
movAct3_Click 






 Muestra la información relacionada con 
el dispositivo Phidget utilizado actualmente. 







 Controla si el checkbox de movimiento 
aleatorio esta activado o no. Si la acción 
realizada en el checkbox era activarlo, llama a la 
función de movimiento aleatorio. Si la acción era 
deasctivarlo, finaliza las operaciones de 
movimiento aleatorio. 










 Función que es llamada por uno de los 
dos cronometros de la aplicación, actualiza los 














 Realiza todas las actividades que 
controlan el movimiento aleatorio del robot, si la 
opción ha sido activada. 
 









 Al pulsar el botón de 
seleccionar/deseleccionar todo de la sección de 
los actuadores, se seleccionan todos los 
actuadores si no hay ninguno seleccionado. Si 
lo hay, se deseleccionan todos. 
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Applications?? Robotics?? Consumer?appliances?? Toys?? RC?vehicles?? Automotive?? Industrial?Automation?
Miniature?Linear?Motion?Series????L16?
Firgelli? Technologies’? unique? line? of? Miniature? Linear? Actuators? enables? a? new?
generation?of?motion?enabled?product?designs,?with?capabilities? that?have?never?
before? been? combined? in? a? device? of? this? size.? ? These? linear? actuators? are? a?
superior?alternative?to?designing?your?own?push/pull?mechanisms.?
The?L16?actuators?are?complete,?self?contained?linear?motion?devices?with?position?
feedback? for? sophisticated? position? control? capabilities,? or? end? of? stroke? limit?
switches? for? simple? two? position? automation.? ?Driving? them? couldn’t? be? easier,?
simply? apply? a? DC? voltage? to? extend? the? actuator,? and? reverse? the? polarity? to?
retract? it.? ? Several? gear? ratio’s? are? available? to? give? you? varied? speed/force?
configurations.???
L16?Specifications?
Gearing?Option? 35:1 63:1? 150:1
Peak?Power?Point? 50N?@16mm/s 75N?@10mm/s? 175N?@4mm/s
Peak?Efficiency?Point? 24N?@24mm/s 38N?@15mm/s? 75N?@7mm/s
Max?Speed?(no?load)? 32mm/s 20mm/s? 8mm/s
Max?Force?(lifted)? 50N 100N? 200N
Back?Drive?Force? 31N 46N? 102N
Stroke?Option? 50mm 100mm? 140mm
Mass? 56g 74g? 84g
Positional?Accuracy? 0.3mm 0.4mm? 0.5mm
Max?Side?Load?(extended)? 40N 30N? 20N
Feedback?Potentiometer? 9k??30%? 18k??30%? 25k??30%











determined? by? the? load? applied.? ? (See? the? Load? Curves).? ?When? power? is? removed? the?
actuator?will?hold?its?position,?unless?the?applied?load?exceeds?the?backdrive?force.??Stalling?
the? actuator? for? short? periods? will? not? cause? damage,? however? repeated? stalling? will?
shorten?the?life?of?the?actuator.???
Ordering?
Small? quantity? orders? can? be? placed? directly? online? at?www.firgelli.com.? ? Each? actuator?















































































analog? position? feedback? signal? that? can? be? input? to? an?
external? controller.? ? While? voltage? is? applied? to? the? motor?
power?pins?(3?&?4)?the?actuator?extends.??Reverse?the?polarity?
and?the?actuator?retracts.??This?can?be?accomplished?manually?




vary? linearly? between? the? two? reference? voltages? in?
proportion?to?the?position?of?the?actuator?stroke.?
?
The? L16? –P? actuators? can? be? used? as? a? linear? servo? by?
connecting? the?actuator? to?a?microcontroller?such?as? the?CIB?
control?board?offered?by?Firgelli.??This?control?board?reads?the?
position? signal? from? the? L16,? compares? it? with? your? input?
control?signal?then?commands?the?actuator?to?move?via?an?on?
board? H?bridge? circuit.? ? The? CIB? allows?any? one? of? the?
following?control? inputs:?Analog?0?5V?or?4?20mA,?or?Digital?0?
5V? PWM? or?1?2ms? standard? RC.? ? The? RC? input? effectively?
transforms? your? L16? into? a? linear? servo? which? is? a? direct?



























































































































































































































































































































































































CMB for 12.8V LiFePO4 Battery Pack (16A limited ) 
with DC charging, Fuel Gauge and full protection 
AA Portable Power Corp (http://www.batteryspace.com) 
 Address: 860 S, 19
th
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Product Features
Measures angular rotation in 3 axes, up to ± 400 °/second.• 
Measures static and dynamic acceleration in 3 axes, up to 5g. • 
Measures magnetic ﬁeld in 3-axes up to ± 4 Gauss.• 
Internally calibrated at the factory.• 
Uses precise voltage supply ﬁltering for low noise and correct sensor operation.• 
Rigorously tested to ensure that output data correlates to physical real life motion, instead of relying solely on • 
sensor data sheets for device speciﬁcations.
Programming Environment
Operating Systems: Windows 2000/XP/Vista/7, Windows CE, Linux, and Mac OS X
Programming Languages (APIs): VB6, VB.NET, C#.NET, C++, Flash 9, Flex, Java, LabVIEW, Python, Max/MSP, 
and Cocoa.
Examples: Many example applications for all the operating systems and development environments above are 
available for download at www.phidgets.com >> Programming.
Connection
The board connects directly to a computer’s USB port.
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Connect the PhidgetSpatial 3/3/3 to your PC using the Mini-B USB cable.
Getting Started
Checking the Contents
You should have received:
A PhidgetSpatial 3/3/3• 
A Mini-B USB cable• 
Connecting all the pieces
Testing Using Windows 2000/XP/Vista/7
Downloading the Phidgets drivers
Make sure that you have the current version of the Phidget library installed on your PC.  If you don’t, do the 
following:
Go to www.phidgets.com >> Drivers
Download and run Phidget21 Installer (32-bit, or 64-bit, depending on your PC)
You should see the  icon on the right hand corner of the Task Bar.
Running Phidgets Sample Program
Double clicking on the  icon loads the Phidget Control Panel; we will use this program to make sure that your 
new Phidget works properly. 
The source code for the Spatial-full sample program can be found under C# by clicking on www.phidgets.com >> 
Programming.
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Double Click on the  icon to activate the Phidget Control 
Panel and make sure that the Phidget Spatial 3/3/3 is 
properly attached  to your PC.
Double Click on 1. Phidget 
Spatial 3/3/3 in the 
Phidget Control Panel to 
bring up Spatial-full and 
check that the box labelled 
Attached contains the word 
True.
You can adjust the Data Rate 2. 
by moving the slider.
Move the 1056 board around 3. 
and you should see the data 
change to reﬂect the change 




Testing Using Mac OS X
Click on System Preferences >> Phidgets (under Other) to activate the Preference Pane• 
Make sure that the • Phidget Spatial 3/3/3 is properly attached.
Double Click on • Phidget Spatial 3/3/3 in the Phidget Preference Pane to bring up the Spatial-full Sample 
program. This program will function in a similar way as the Windows version.
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If you are using Linux 
There are no sample programs written for Linux.
Go to www.phidgets.com >> Drivers
Download Linux Source
Have a look at the readme ﬁle • 
Build Phidget21 • 
The most popular programming languages in Linux are C/C++ and Java.
Notes: 
Many Linux systems are now built with unsupported third party drivers.  It may be necessary to uninstall these 
drivers for our libraries to work properly.
Phidget21 for Linux is a user-space library.  Applications typically have to be run as root, or udev/hotplug must be 
conﬁgured to give permissions when the Phidget is plugged in.
If you are using Windows Mobile/CE 5.0 or 6.0
Go to www.phidgets.com >> Drivers
Download x86, ARMV4I or MIPSII, depending on the platform you are using.  Mini-itx and ICOP systems will be x86, 
and most mobile devices, including XScale based systems will run the ARMV4I.
The CE libraries are distributed in .CAB format.  Windows Mobile/CE is able to directly install .CAB ﬁles.
The most popular languages are C/C++, .NET Compact Framework (VB.NET and C#).  A desktop version of Visual 
Studio can usually be conﬁgured to target your Windows Mobile Platform, whether you are compiling to machine 
code or the .NET Compact Framework.
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Programming a Phidget
Phidgets’ philosophy is that you do not have to be an electrical engineer in order to do projects that use devices 
like sensors, motors, motor controllers, and interface boards. All you need to know is how to program. We have 
developed a complete set of Application Programming Interfaces (API) that are supported for Windows, Mac OS X, 
and Linux. When it comes to languages, we support VB6, VB.NET, C#.NET, C, C++, Flash 9, Flex, Java, LabVIEW, 
Python, Max/MSP, and Cocoa.
Architecture
We have designed our libraries to give you the maximum amount of freedom. We do not impose our own 
programming model on you. 
To achieve  this goal we have implemented the libraries as a series of layers with the C API at the core surrounded 
by other language wrappers.
Libraries
The lowest level library is the C API.  The C API can be programmed against on Windows, CE, OS X and Linux.  With 
the C API, C/C++, you can write cross-platform code.  For systems with minimal resources (small computers), the C 
API may be the only choice.
The Java API is built into the C API Library.  Java, by default is cross-platform - but your particular platform may not 
support it (CE).  
The .NET API also relies on the C API.  Our default .NET API is for .NET 2.0 Framework, but we also have .NET 
libraries for .NET 1.1 and .NET Compact Framework (CE).  
The COM API relies on the C API.  The COM API is programmed against when coding in VB6, VBScript, Excel (VBA), 
Delphi and Labview.  
The ActionScript 3.0 Library relies on a communication link with a PhidgetWebService (see below).  ActionScript 3.0 
is used in Flex and Flash 9.
Programming Hints
Every Phidget has a unique serial number - this allows you to sort out which device is which at runtime.  Unlike • 
USB devices which model themselves as a COM port, you don’t have to worry about where in the USB bus you 
plug your Phidget in.  If you have more than one Phidget, even of the same type, their serial numbers enable 
you to sort them out at runtime.
Each Phidget you have plugged in is controlled from your application using an object/handle speciﬁc to that • 
phidget.  This link between the Phidget and the software object is created when you call the .OPEN group of 
commands.  This association will stay, even if the Phidget is disconnected/reattached, until .CLOSE is called.
For full performance, the Phidget APIs are designed to be used in an event driven architecture.  Applications that • 
require receiving all the data streaming from the device will have to use event handlers, instead of polling.
Networking Phidgets
The PhidgetWebService is an application written by Phidgets Inc. which acts as a network proxy on a computer.  The 
PhidgetWebService will allow other computers on the network to communicate with the Phidgets connected to that 
computer.  ALL of our APIs have the capability to communicate with Phidgets on another computer that has the 
PhidgetWebService running.
The PhidgetWebService also makes it possible to communicate with other applications that you wrote and that are 
connected to the PhidgetWebService, through the PhidgetDictionary object.
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Documentation
Programming Manual
The Phidget Programming Manual documents the Phidgets software programming model in a language and device 
unspeciﬁc way, providing a general overview of the Phidgets API as a whole.  You can ﬁnd the manual at www.
phidgets.com >> Programming.
Getting Started Guides
We have written Getting Started Guides for most of the languages that we support. If the manual exists for the 
language you want to use, this is the ﬁrst manual you want to  read. The Guides can be found at www.phidgets.com 
>> Programming, and are listed under the appropriate language.
API Guides
We maintain API references for COM (Windows), C (Windows/Mac OSX/Linux), Action Script, .Net and Java. These 
references document the API calls that are common to all Phidgets. These API References can be found under www.
phidgets.com >> Programming and are listed under the appropriate language. To look at the API calls for a speciﬁc 
Phidget, check its Product Manual. 
Code Samples
We have written sample programs to illustrate how the APIs are used. 
Due to the large number of languages and devices we support, we cannot provide examples in every language for 
every Phidget.  Some of the examples are very minimal, and other examples will have a full-featured GUI allowing 
all the functionality of the device to be explored.  Most developers start by modifying existing examples until they 
have an understanding of the architecture.
Go to www.phidgets.com >> Programming to see if there are code samples written for your device. Find the 
language you want to use and click on the magnifying glass besides “Code Sample”. You will get a list of all the 
devices for which we wrote code samples in that language.
API for the PhidgetSpatial 3/3/3
We document API Calls speciﬁc to this product in this section. Functions common to all Phidgets and functions not 
applicable to this device are not covered here. This section is deliberately generic. For calling conventions under a 
speciﬁc language, refer to the associated API manual. For exact values, refer to the device speciﬁcations.
Properties
int AccelerationAxisCount() [get] : Constant = 3
Returns the number of axes the PhidgetSpatial can measure acceleration on.
double Acceleration (int AxisIndex) [get] : Units = g (standard gravity = 9.81m/s2)
Returns the acceleration of an axis. At a standstill each axis will measure between -1.0 and 1.0 g’s depending on 
orientation - the effect of gravity. 
This value will always be between AccelerationMin and AccelerationMax. 
double AccelerationMax (int AxisIndex) [get] : Constant = 5.1g
Returns the maximum acceleration value that this axis will report.  Acceleration can be accurately measured up to 
5.0g - any value past this will be reported as 5.1g, which represents saturation.  If the acceleration data is equal 
to AccelerationMax, it should be treated as suspect, as the real acceleration could be far greater than the reported 
number.
double AccelerationMin (int AxisIndex) [get] : Constant = -5.1g
Returns the maximum negative acceleration value that this axis will report.  Negative acceleration can be accurately 
measured up to -5.0g - any value past this will be reported as -5.1g, which represents saturation.  If the acceleration 
data is equal to AccelerationMin, it should be treated as suspect, as the real acceleration could be far greater than 
the reported number.
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int GyroAxisCount() [get] : Constant = 3
Returns the number of axes the PhidgetSpatial can measure angular momentum on.
int AngularRate(int AxisIndex) [get] : Units = °/s (degrees/second)
Returns the angular momentum on an axis.  This value will always be between AngularRateMax and 
AngularRateMin.  If the value is equal to AngularRateMax or Min, the data should be treated as suspect, as the 
sensor may be saturated.
int AngularRateMax(int AxisIndex) [get] : Constant = 400°/s
Returns the maximum angular momentum that this axis will report. If the angular rate is reported as 400°/s, this 
should be considered saturated, and any heading integration will have errors.
int AngularRateMin(int AxisIndex) [get] : Constant = -400°/s
Returns the maximum negative angular momentum that this axis will report. If the angular rate is reported as 
-400°/s, this should be considered saturated, and any heading integration will have errors.
int CompassAxisCount() [get] : Constant = 3
Returns the number of axes the PhidgetSpatial can measure magnetic ﬁeld strength on.
int MagneticField(int AxisIndex) [get] : Units = G (gauss)
Returns the magnetic ﬁeld on an axis. This value will always be between MagneticFieldMax and MagneticFieldMin. If 
the reported value is equal to MagneticFieldMax or Min, the data should be treated as suspect, as the sensor may be 
saturated. Magnetic ﬁeld measurements can be combined to calculate compass bearing (magnetic north).
Magnetic ﬁeld data will become unavailable for ~28ms every 2 seconds as the compass perform internal calibrations. 
When this happens this function will return EPHIDGET_UNKNOWNVAL, or throw an UNKNOWNVAL exception, 
depending on the API being used.
int MagneticFieldMax(int AxisIndex) [get] : Constant = 4.1G
Returns the maximum magnetic ﬁeld that this axis will report. Magnetic ﬁeld strength can be accurately measured 
up to 4.0G - any value past this will be reported as 4.1G, which represents saturation.  If the magnetic ﬁeld data is 
equal to MagneticFieldMax, it should be treated as suspect, as the real magnetic ﬁeld could be far greater than the 
reported number.
int MagneticFieldMin(int AxisIndex) [get] : Constant = -4.1G
Returns the maximum negative magnetic ﬁeld that this axis will report. Magnetic ﬁeld strength can be accurately 
measured down to -4.0G - any value past this will be reported as -4.1G, which represents saturation.  If the 
magnetic ﬁeld data is equal to MagneticFieldMin, it should be treated as suspect, as the real magnetic ﬁeld could be 
far greater than the reported number.
int DataRate () [get,set] : Units = ms (milliseconds)
Gets/sets the data rate. This is corresponds to the time interval at which SpatialData events will be ﬁred. This is 
bound by DataRateMax and DataRateMin. When set to less then the maximum data rate, data is still sampled at the 
maximum rate, and averaged before being sent to the user. At data rates below 8ms, the data event will ﬁre at 8ms 
intervals with an array of spatial data.
Supported data rates are: 4ms, 8ms and every multiple of 8 up to 1000ms (ie. 8, 16, 24, 32, etc). The default data 
rate is 8ms.
Data rate is limited to at most 16ms when opening over the Phidget Webservice. Actual data rate will depend on 
network latency.
int DataRateMax () [get] : Constant = 4ms
The maximum supported data rate.
int DataRateMin () [get] : Constant = 1000ms
The minimum supported data rate.
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Functions
void zeroGyro();
Re-zeroes the gyroscope. This takes 1-2 seconds of gyro samples and uses this data as a new zero point. The 1056 
must remain stationary during the zeroing process. The angular rate will be reported as zero during zeroing.
void setCompassCorrectionParameters(double magField, double offset0, double offset1, double 
offset2, double gain0, double gain1, double gain2, double T0, double T1, double T2, double T3, double 
T4, double T5);
Sets correction parameters for the magnetometer. This can be used to correct for hard and soft iron offsets, bias 
errors in the magnetometer, etc. Generally useful for using the magnetometer as an electronic compass. The 
parameters can be determined from the Phidget supplied calibration program.
Parameters:
 magField: The reference ﬁeld to use. Generally, use the local expected ﬁeld strength, or 1.0.
 offset0,1,2: Applies offset to the compass data in axes 0,1,2.
 gain0,1,2: Applies gain corrections in axes 0,1,2.
 T0,1,2,3,4,5: Applies corrections for non-orthogonality of the ellipsoid.
void resetCompassCorrectionParameters();









 int seconds;   -time since attach event
 int microseconds;  -time since last second
};
The SpatialData Structure is used by the OnSpatialData event. This contains acceleration data, angular rate data, 
magnetic ﬁeld data, and a timestamp. The timestamp is an accurate measurement streamed from the hardware, 
and can be trusted over a local software timestamp. This timestamp is generally used for integrating angular rate 
into a heading over time.
Events
OnSpatialData (SpatialData[] data) [event]
An event issued at the speciﬁed data rate. If the data rate is set faster then 8ms, then there will be multiple items 
in the data array - use the timestamp ﬁeld to get the timing data. When the data rate is >= 8ms, there will only be 
one item in the data array.
Magnetic ﬁeld data will become unavailable for ~28ms every 2 seconds as the compass perform internal calibrations. 
When this happens the magneticField array in the SpatialData structure will either have a length of zero, or each 
element will equal PUNK_DBL, depending on the API being used. This needs to be handled explicitly in the event 
handling code to avoid erroneous program behavior.
131056_0_Product_Manual - January 31, 2011 12:08 PM
Technical Section
General
The PhidgetSpatial combines a 3-axis accelerometer, 3-axis gyroscope, and a 3-axis magnetometer (compass). The 
PhidgetSpatial is factory calibrated.
GRAVITY
Axis 0 ≈ +1G
Axis 1 ≈ 0G
Axis 2 ≈ 0G
Axis 0 ≈ 0G
Axis 1 ≈ +1G
Axis 2 ≈ 0G
Axis 0 ≈ -1G
Axis 1 ≈ 0G
Axis 2 ≈ 0G
Axis 0 ≈ 0G
Axis 1 ≈ -1G
Axis 2 ≈ 0G
Axis 0 ≈ 0G
Axis 1 ≈ 0G
Axis 2 ≈ +1G
3-Axis Accelerometer 
The PhidgetSpatial 3/3/3 has a 3-Axis accelerometer that can measure ±5 gees (±49 m/s2) per axis.  It will measure 
both dynamic acceleration (change in velocity) and static acceleration (gravity vector).  
The theoretical static response of the PhidgetAccelerometer to gravitational acceleration (1g) in space is displayed  
below.  This diagram is intended for use in sensor orientation.
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Calculating Tilt Angle from Acceleration
Tilt angle can only be measured when the 1056 is stationary. When in motion, the acceleration experienced by the 
accelerometer is a combination of the device’s physical orientation, and the device’s movement, and the tilt can 
therefore not be determined.











 = acceleration in the x-axis
 g
y
 = acceleration in the y-axis
 a = indicates which axis the tilt is in
Example of tilt angle calculation
Axis Measure Acceleration (g)
x 0.25
y -0.73
Tilt = (arcsin(0.25))° a
x
 +  (arcsin(0.73))° a
y
           Tilt = 14.48 ° a
x
 - 46.89 ° a
y
3-Axis Gyroscope
Drift must be addressed when developing a navigation system that uses a gyroscope. Over time, the value that the 
gyroscope outputs when in a steady position will change because of gyroscope bias drift. This is a problem when 
the gyroscope output is integrated to determine heading; the error will accumulate, and the gyroscope will appear 
to be rotating when it is stationary. This cumulative error can be counteracted by using the shortest integration 
period possible, and by using advanced ﬁltering algorithms, such as Kalman ﬁlters, which use the accelerometer and 
compass to decrease bias drift errors.
Determining Attitude
Attitude is orientation in all 3 dimensions. Determining attitude over time is done by integrating all 3 angular rates 
with respect to time at once, and using them to instantaneous rotate an attitude vector. This is demonstrated in the 
C# ‘wireframe’ example.
3-Axis Magnetometer (compass)
The magnetometer reports the sum of all magnetic ﬁelds acting on the 1056 device. The earth’s magnetic ﬁeld is 
only one source that affects this measurement. In order to get accurate bearing data from the magnetometer - ie. 
to ﬁnd magnetic north as a compass - any interfering magnetic effects need to be calibrated out.
Any magnetic ﬁeld that is stationary with respect to the 1056 device, and less than ± 3 Gauss, can be calibrated 
out of the magnetic ﬁeld measurement. This includes both hard and soft iron effects caused by nearby ferrous and 
magnetic materials. Interfering magnetic ﬁelds that vary in strength and orientation with respect to the 1056 device 
cannot be easily calibrated out.
Magnetic ﬁeld data will become unavailable for ~28ms every 2 seconds as the compass perform internal calibrations. 
During this time, polling the magnetic ﬁeld will return EPHIDGET_UNKNOWNVAL, or throw an UNKNOWNVAL 
exception. The magnetic ﬁeld data in the SpatialData event will equal PUNK_DBL.
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Magnetic Error Correction 
Method 1
The 1056 can be aligned with gravity (in axis 2), and with magnetic north (in axis 0 or 1), and these values can be 
compared with known values for this region. The 1056 is then positioned at 90, 180 and 270 degrees to get a total 
of 4 measurements in the earth frame, always keeping axis 2 aligned with gravity. Gain and offset errors can be 
calculated as constants and applied to the magnetic ﬁeld data in the x-y plane. This is known as compass swinging, 
and is generally used by vehicles which cannot easily be rolled/pitched.
The following website is a good reference for magnetic ﬁeld vector information:
-http://www.ngdc.noaa.gov/geomagmodels/IGRFWMM.jsp
Method 2
Data can be gathered as the 1056 is rotated arbitrarily. This data should represent a sphere centered at the origin 
when nothing is interfering with earths magnetic ﬁeld. However, the 1056 itself, as well as whatever it is mounted 
to, will be producing errors. These errors show up by shifting and distorting the sphere. We can determine the offset 
and gain errors by estimating the error-ﬁlled ellipsoid, and then shifting and transforming it into a sphere centered 
at the origin. This method requires that a good portion of the sphere be sampled for best results.
There is also a version that requires only one full rotation in the x-y plane, which draws out a circle instead of a 
sphere. This method is less accurate, but still does quite well as long as the 1056 stays fairly close to level.
Phidgets Inc. provides a library, along with some example programs, which will calculate compass correction factors 
using these methods.
Finding North
The three axis magnetometer data can be used, along with pitch and roll angles calculated from the accelerometer, 
to ﬁnd a magnetic bearing - ie. as a compass. In order for the compass to be accurate at all, calibration must have 
been done to factor out hard and soft iron offsets.
The magnetic ﬁeld is represented as a vector. If the 1056 is completely level with respect to gravity, then we can 
calculate magnetic bearing easily by looking at the x and y components of the vector, which simply represents an 
angle between 0 and 360 degrees on the unit circle.
However, when the board is not level, the magnetic ﬁeld vector components in each axis will be skewed, or is 
other words, what we need to know is the magnetic ﬁeld with respect to the earth frame, and what we have is the 
magnetic ﬁeld with respect to the 1056, which is rotated with respect to the earth. What needs to be done is to 
rotate the magnetic ﬁeld vector back into the earth frame, we can then use the x-y components to again determine 
bearing. The easiest way to do this is to ﬁnd the board pitch and roll angles using the accelerometer, and then build 
a rotation matrix using these angles to rotate the magnetic ﬁeld vector into the earth frame (ie aligned with gravity). 
This is demonstrated in the C# and Cocoa examples.




  Resolution 400μG Minimum
  Offset (°) from North 2° Typical
Gyroscope
  Measurement Range ±400 °/s
  Resolution 0.02 °/s
  Drift / minute 4° Typical
  Typical error over rotation @ 1g 2mg
Accelerometer
  Acceleration Bandwidth @ 1ms sample rate 110 Hz
  Measurement Range (XYZ Axis) ±5g (49 m/s2)
  Axis 0 Noise Level (X Axis) 300μg standard deviation (σ) at 128 samples/second 
  Axis 1 Noise Level (Y Axis) 300μg standard deviation (σ) at 128 samples/second
  Axis 2 Noise Level (Z Axis) 500μg standard deviation (σ) at 128 samples/second
  Acceleration Resolution 230µg
PhidgetSpatial 3/3/3 board
  Data Rate  4ms to 1000ms per sample
16ms to 1000ms over the webservice
  Min/Max USB Voltage 4.75 - 5.25 VDC
  USB Current Speciﬁcation 45mA max
  USB Speed Full Speed (12MBit)
  Operating Temperature 0 - 70°C
Product History
Date Board Revision Device Version Comment
May 2010 0 100 Product Release
May 2010 0 101 Fixed setLabel bug
Support
Call the support desk at 1.403.282.7335 9:00 AM to 5:00 PM Mountain Time (US & Canada) - GMT-07:00
or
E-mail us at: support@phidgets.com
http://www.tracopower.com
DC/DC Converters
THD 12 Series, 12 Watt
Features
? High power density
? DIP-24 metal package
? Wide 2:1 input range
? Very high efficiency up to 88% 
? I/O isolation 1500V
? Input filter to meet EN 55022, class A  
? Remote On/Off
? Shielded metal case with insulated 
 Baseplate
? Continuous short-circuit protection
? Operating temp. range –40°C to +85°C 
 (with derating)
? Lead free design, RoHS compliant
? 3-year product warranty
The THD-12 series is a range of high performance, isolated 12W dc/dc convert-
ers. They come in a low profile, DIP-24 package with standard industry pin-out. 
Overload and overvoltage protection as well as remote On/Off are included as 
standard. Built-in filters for both input and output minimizes the need of external 
filtering. Full SMD-design with exclusive use of ceramic capacitors guarantees a 
high reliability and long product lifetime. Typical applications for these converters 
are industrial electronics, instrumentation, data communication systems and battery 
operated equipment with limited space available on the PCB.
Order code Input voltage range Output voltage Output current max. Efficiency typ.
THD 12-1209  2.5 VDC  3‘500 mA 82 %
THD 12-1210  3.3 VDC  3‘500 mA 84 %
THD 12-1211 9  – 18 VDC  5.1 VDC  2’400 mA 86 %
THD 12-1212 (nominal 12 VDC)  12 VDC  1‘000 mA 86 %
THD 12-1222  ±12 VDC  ±500 mA 87 %
THD 12-1223  ±15 VDC  ±400 mA 87 %
THD 12-2409  2.5 VDC  3‘500 mA 83 %
THD 12-2410  3.3 VDC  3‘500 mA 85 %
THD 12-2411 18  – 36 VDC  5.1 VDC  2’400 mA 87 %
THD 12-2412 (nominal 24 VDC)  12 VDC  1‘000 mA 87 %
THD 12-2422  ±12 VDC  ±500 mA 88 %
THD 12-2423  ±15 VDC  ±400 mA 88 %
THD 12-4809  2.5 VDC  3‘500 mA 83 %
THD 12-4810  3.3 VDC  3‘500 mA 85 %
THD 12-4811 36  – 75 VDC  5.1 VDC  2’400 mA 87 %
THD 12-4812 (nominal 48 VDC)  12 VDC  1‘000 mA 87 %
THD 12-4822  ±12 VDC  ±500 mA 88 %
THD 12-4823  ±15 VDC  ±400 mA 88 %
Models
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All specifications valid at nominal input voltage, full load and +25°C after warm-up time unless otherwise stated. 
DC/DC Converters
THD 12 Series 12 Watt
Input Specifications 
Input current (no load)  12 Vin; 2.5/ 3.3 / 5.1 Vout models: 55 mA typ. 
  12 Vin other models: 20 mA typ. 
  24 Vin; 2.5/ 3.3 / 5.1 Vout models: 35 mA typ. 
  24 Vin other models: 15 mA typ. 
  48 Vin; 2.5/ 3.3 / 5.1 Vout models: 20 mA typ. 
  24 Vin other models: 6 mA typ.
Input current (full load)  12 Vin; 2.5 Vout models: 935 mA typ. 
  12 Vin other models: 1250 mA typ. 
  24 Vin; 2.5 Vout models: 460 mA typ. 
  24 Vin other models: 600 mA typ. 
  48 Vin; 2.5 Vout models: 230 mA typ. 
  48 Vin other models: 300 mA typ.  
Start-up voltage / under voltage lockout 12 Vin models: 9 VDC /  8 VDC typ. 
  24 Vin models: 18 VDC / 16 VDC typ. 
  48 Vin models: 36 VDC / 33 VDC typ.
Surge voltage (100 msec. max.) 12 Vin models:   36 V max. 
  24 Vin models:   50 V max. 
  48 Vin models: 100 V max.  
Conducted noise (input)   EN 55022 level A, FCC part 15, level A with   
   external capacitor, see application note: 
   www.tracopower.com/products/thd12-application.pdf
ESD (electrostatic discharge)   EN 61000-4-2, air ±8 kV, contact ±6 kV, 
   perf. criteria A
Radiated immunity   EN 61000-4-3 10 V/m, perf. criteriy A
Fast transient / Surge   EN 61000-4-4, ±2 kV, perf. criteria A 
   EN 61000-4-5, ±1 kV perf. criteria A 
   with external input capacitor e.g. Nippon 
   chemi-con KY 220 µF, 100 V, ESR 48 mOhm
Conducted immunity   EN 61000-4-6, 10 Vrms, perf. criteria A
Reflected ripple current   20 mAp-p typ. 
Output Specifications 
Voltage set accuracy   ±1.2 %
Regulation – Input variation   single output models: ±0.2 % max. (Vin min. to Vin max) 
  dual output models: ±0.5 % max. (Vin min. to Vin max) 
 – Load variation 0 – 100 % single output models: 0.5 % max. (1.0% max. for 2.5 Vout models) 
  dual output models balanced load: 1.0 % max. 
 – Load cross regulation 25/100%  5.0 % max. (dual output models)
Minimum load    0 % of rated max current
Ripple and noise (20 MHz Bandwidth)  85 mVp-p typ.
Temperature coefficient   ±0.02 %/K
Output current limitation     150 % typ. of Iout max.
Short circuit protection    continuous, automatic recovery
Start up time (nominal Vin and constant resistive load)  450 ms typ. 
Transient response setting time (25% load step change)  250 µs
Over voltage protection (single output models only) 2.5 & 3.3 VDC models: 3.9 VDC 
  5.1 VDC models: 6.2 VDC 
  12 VDC models: 15 VDC 
  15 VDC models: 18 VDC
Capacitive load  2.5/ 3.3/ 5.1 Vout models:    2000 µF max. 
      12 Vout models: 430 µF max. 
  ±12 Vout models: ±200 µF max. 
    ±15 Vout models: ±120 µF max.
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DC/DC Converters
THD 12 Series 12 Watt
General Specifications 
Temperature ranges – Operating  –40°C to +85°C  
 – Case temperature  +100°C max. 
 – Storage  –55°C to +105°C
Derating    2.5 %/K above 65°C
Thermal inpedance – Natural convection  20°C/W
Humidity (non condensing)   5 % to 95 % rel H max.   
Reliability, calculated MTTF (MIL-HDBK-217F, @ 25°C, ground benign)   >750’000 h 
Thermal shock & vibration   MIL–STD–810F
Isolation voltage (60sec)  – Input/Output  1’500 VDC
Isolation capacity  – Input/Output   1’200 pF typ.
Isolation resistance – Input/Output (500 VDC)  >1’000 MOhm
Switching frequency   400 kHz typ. (pulse width modulation PWM)
Safety standards (operational Insulation)  UL 60950-1, EN 60950-1, IEC 60950-1
Safety approvals   www.ul.com -> certifications -> File E188913
Remote On/Off – On:  3.0 ... 12 VDC or open circuit (referenced to -Vin) 
 – Off:  0 ... 1.2 VDC or short circuit pin 1 and pin 2/3 
 – Off idle current:  2.5 mA 
 Physical Specifications 
Casing material   nickel coated copper
Baseplate material   non conductive FR4
Potting material   epoxy (UL94V-0 rated)
Weight   18 g (0.62 oz)
Soldering temperature    max. 265°C / 10 sec.
Outline Dimensions
Pin Single Dual
1 Remote On/Off Remote On/Off
2 –Vin (GND) –Vin (GND)
3 –Vin (GND) –Vin (GND)




22 +Vin (Vcc) +Vin (Vcc)
























































Dimensions in [mm], () = Inch
Pin diameter ø 0.5 ±0.1  (0.02 ±0.004)
Tolerances  ±0.5 (±0.02)
Pin pich tolerances ±0.25 (±0.01)
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ntc. = not to connect
