A common problem for many database users is how to formulate and submit correct queries in order to get useful responses from the system, with little or no knowledge of the database structure and its content. The notion of cooperative query answering has been explored as an effective mechanism to address this problem. In this paper, we propose a cooperative query answering scheme based on the Abstract Interpretation framework. In this context, we address three key issues: soundness, relevancy and optimality of the cooperative answers.
Introduction
Traditional query processing system enforces database-users to issue precisely specified queries, while the system provides limited and exact answers, or no information at all when the exact answer is unavailable in the database. Therefore, it is important to the database-users to fully understand problem domain, query syntax, database schema, and underlying database content.
To remedy such shortcomings and to enhance the effectiveness of the information retrieval, the notion of cooperative query answering [5, 6, 8, 15] has been explored. The cooperative query answering system provides users an intelligent database interface that allows them to issue approximate queries independent to the underlying database structure and its content, and provides additional useful information as well as the exact answers.
As an example, in response to the query about "specific flight departing at 10 a.m. from Rome Fiumicino airport to Paris Orly airport" the cooperative query answering system may return "all flight information during morning time from airports in Rome to airports in P aris", and thus, the user will be able to choose other flight if the specific flight is unavailable. Such query answering is also known as neighborhood query answering, as instead of providing exact answers it captures neighboring information as well. Cooperative query answering system also gives users the opportunity to issue conceptual or approximate queries where they might ask more general questions, for example, "how to travel from Rome to P aris at a reasonable cost during morning time" or "find the flights that fly during night only" without knowing the exact database schema and its content. One of the benefits of issuing conceptual queries is to avoid reissuing of the set of concrete queries if the corresponding conceptual query returns empty result.
Cooperative query answering depends on the context in which queries are issued. The context includes the identity of the issuer, the intent or purpose of the query, the requirements that make explicit the answers relevant to the user etc. The following example illustrates it clearly: suppose a user issues a query asking the list of airports that are similar to "Venice Marcopolo" airport. Different contexts define the meaning of "similarity between airports" differently. For instance, to any surveyor "similarity" may refer in terms of the size and facilities provided in the airport, whereas to any flight company "similarity" may refer in terms of business point of view i.e. flight landing charges or other relevant taxes.
Abstract Interpretation is a well known semantics-based static analysis technique [7, 9, 11] , originally developed by Cousot and Cousot as a unifying framework for designing and then validating static program analysis, and recently it becomes a general methodology for describing and formalizing approximate computation in many different areas of computer science, like model checking, process calculi, security, type inference, constraint solving, etc [9] .
In our previous work [11] , we introduced Abstract Interpretation framework to the field of database query languages as a way to provide sound approximation of the query languages. In this paper, we extend this to the field of cooperative query answering system: we propose a cooperative query answering scheme based on the Abstract Interpretation framework that consists of three phases -transformation of the whole query system by using abstract representation of the data values, cooperative query evaluation over the abstract domain, and concretization of the cooperative abstract result. The main contributions in this paper are: (i) we express the cooperative query evaluation by abstract databases, (ii) we express how to deal with cooperative query evaluation in presence of aggregate and negation operations, (iii) we address three key issues: soundness, relevancy and optimality of the cooperative answers.
The structure of the paper is as follows: Section 2 discusses related work in the literature and motivation of our work. Section 3 describes the key issues in the context of cooperative query answering. In Section 4, we discuss our proposed scheme. In Section 5, we show how our proposal is able to address the key issues. Finally, we draw our conclusions in Section 6.
Related Work and Motivation
Several techniques have been proposed in the literature based on logic model, semantic distance, fuzzy set theory, abstraction, and so on. The logic-based models [1, 8] use first-order predicate logic to represent the database, the knowledge-base, and the user's queries. Content of the knowledge base helps in guiding query reformulation into more flexible and generalized query that provides relaxed, intelligent cooperative answer. However, these approaches have limitations in guiding the query relaxation process and the less intuitive query answering process due to lack of its expressiveness.
The semantic distance-based approaches [14, 17] use the notion of semantic distance to represent the degree of similarity between data values, and provide ranked cooperative results sorted according to their semantic distances. For categorical data, distances between data values are stored in a table. However, since every pair is supposed to have semantic distances, in realistic application domain these approaches are inefficient as the table size gets extremely larger and becomes harder to maintain the consistency of the distance measures.
In [10] , the initial queries are transformed into flexible form based on knowledge base and fuzzy set theory. Finally, these queries are rewritten into boolean queries and evaluated to the traditional database.
In abstraction-based models [4, 6] , the data are organized into multilevel abstraction hierarchies where nodes at higher level are the abstract representation of the nodes at lower level. The cooperative query answering is accomplished by generating a set of refined concrete queries by performing query abstraction and query refinement process by moving upward or downward through the hierarchy. Finally, the refined queries are issued to the database that provide additional useful information. These approaches suffer from high overhead when the degree of relaxation for a query is large, as the query abstraction-refinement process produces a large set of concrete queries to be issued to the database. To remedy this, fuzzy set theory or semantic distance approach is combined with abstraction hierarchy [5, 13, 15] to control the abstraction-refinement process and to provide a measure of nearness between exact and approximate answers.
However, all the above mentioned schemes do not provide any formal framework to cooperative query answering system. In addition, none of these schemes enlightens the key issues: soundness, relevancy and optimality in the context of cooperativeness of the query answers. Most of the existing techniques [4, 5, 6, 13, 15] suffer from the problem of soundness when query contains negation operation MINUS. In case of conceptual or approximate queries where approximate results are desirable, none of the schemes focuses on the way to compute aggregate functions when appearing in a query so as to preserve the soundness.
Key Issues: Soundness, Relevancy, Optimality
Any cooperative query answering scheme should respect three key issues: soundness, relevancy, and optimality. Intuitively, a cooperative query answer is sound if it is equal to or it is a superset of the corresponding extensional query answer. The relevancy of the answers w.r.t. the context concerns with avoiding the tuples that have no value to the user: all the information in the cooperative answer should have relevancy to the user. The third criteria optimality implies that the system should return as much information as possible, while satisfying the first two properties. Since there exist many cooperative answers corresponding to a given query under given context, the optimality describes the "preferability" of the query answers to the user.
Given a cooperative query processing system B, a database dB, a context C, and a query Q, the result obtained by the cooperative system is R = B(dB, C, Q).
Definition 1 (Soundness). Given a database dB, a query Q, and a context C. Let R be the extensional query answer obtained by processing
The relevancy of the information to a user depends on his interests. These interests can be expressed in terms of constraints represented by well-formed formulas in first order logic. If the information provided by a cooperative system satisfies the set of constraints representing user's interests, it is treated as relevant. For instance, "flight duration in the result set must be less than 3 hours" can be used as a constraint that determines the relevancy of the information in the cooperative answer.
Definition 2 (Relevancy). Given a database dB, a query Q, and a context C. Let S(Q) be the set of constraints represented by well-formed formulas in first order logic that make explicit the answers relevant to the user. The cooperative answer R = B(dB, C, Q) respects the relevancy if ∀x ∈ R : x |= S(Q).
It is worthwhile to mention that the system relaxes users' queries to obtain neighboring and conceptually related answers in addition to the exact answer. However, the formulas appearing in the pre-condition φ [11] of the query Q is different from the set of constraints appearing in S(Q) that determines the relevancy of the cooperative answers. The constraints in S(Q), in contrast to φ, is strict in the sense that there is no question of relaxing them, and violation of any of these constraints by the information in the cooperative answer will be treated as irrelevant.
A cooperative system may return different cooperative answers to a user in a given context. However, it is sensible to define a measure that describes the "preferability" of each answer. A cooperative answer is called more optimal than another answer if it is more preferable to the user in the given context than the other.
Definition 3 (Optimality). Given a database dB, a query Q, a context C, and a set of constraints S(Q) expressing user's requirements. The cooperative answer
In other words, a cooperative answer is called more optimal than another answer when it contains more relevant information and less irrelevant information w.r.t. S(Q) than the other.
Proposed Scheme
Our proposal consists of three phases: (i) Transforming the databases and its query languages by using abstract representation of the data values, (ii) Cooperative query evaluation over the abstract domain, and finally, (iii) Concretization of the cooperative abstract result.
Transforming from Concrete to Abstract Domain
In this section, we discuss how to lift databases and its query languages from concrete to the abstract domain of interests. The level of approximation of the database information obtained by abstraction gives a measure of the "preferability" of the cooperative answers and depends on the context in which queries are issued. The best correct approximation [9] of the database information according to the context provides the optimal cooperative answers to the end-users.
Generally, traditional databases are concrete databases as they contain data from the concrete domain, whereas abstract databases are obtained by replacing concrete values by the elements from abstract domains representing specific properties of interests. We may distinguish partially abstract database in contrast to fully abstract one, as in the former case only a subset of the data in the database is abstracted. The values of the data cells belonging to an attribute x are abstracted by following the Galois Connection (℘(D by the provinces they belong, the numerical values of the cost attribute are abstracted by the elements from the domain of intervals, the values of the start-time/reach-time attributes are abstracted by the periods from the abstract domain P ERIOD = {⊥, morning, af ternoon, evening, night, } where represents "anytime" and ⊥ represents "don't know", the flight no. and availability attributes are abstracted by the topmost element of their corresponding abstract lattices. Observe that the number of abstract tuples in an abstract database may be less than that in the corresponding concrete database. 
Definition 4 (Abstract Database
). Let dB be∈ dB such that ∀i ∈ [1 . . . n] (x i ∈ id(y i ) ∨ x i ∈ γ(y i )).
Cooperative Query Evaluation
In [11] , we proposed denotational semantics of database query languages in both concrete and abstract level. We extend this to the context of cooperative query answering, where the SQL queries are lifted into an abstract setting and instead of working on concrete databases they are applied on the corresponding abstract databases. However, in this paper, we restrict our discussions to the SELECT statements only. Let us start with a simple example: Example 1. Consider an online booking application interacting with the concrete database depicted in Table 1 (a). Suppose a user wants to travel from Rome Fiumicino airport to Paris Orly airport by a flight such that flight cost is less than or equal to 300 USD. So the following query satisfying the required criteria can be issued:
Q1 =SELECT * FROM flight WHERE source = "Fiumicino" AND destination = "Orly" AND cost ≤ 300.00 AND availability=Y;
Observe that the result ξ 1 of the query Q 1 is empty i.e. ξ 1 = ∅, because seats are not available in the flight from Rome F iumicino to P aris Orly airport.
To obtain cooperative answers, we lift the whole query system from concrete to the abstract domain of interests by abstracting the database information and the associated query languages. The abstract database corresponding to the concrete database (Table 1(a) ) is depicted in Table 1 (b), and the abstract query corresponding to the concrete query Q 1 is shown below: where the abstract operation ≤ for intervals is defined as follows:
and the abstract equality = is defined as usual.
When the imprecise abstract query Q 1 is executed over the abstract database (Table 1( b) ), it returns the flight information depicted in Table 2 . This way, the abstraction of the databases and its query languages helps in obtaining additional information in the result. Consider a SELECT statement Q = A sel , φ where A sel is action part and φ is pre-condition part of Q [11, 12] . In the concrete domain, the pre-condition φ evaluates to two-valued logic (true and f alse) and the active data set on which A sel operates contains those tuples for which φ evaluates to true only. In contrast, when we lift the whole query system to an abstract setting, the evaluation of the abstract pre-condition φ over the abstract database results into a three-valued logic (true, f alse, and ). The logic value indicates that the tuple may or may not satisfy the semantic structure of φ . Thus, in the abstract domain, the active data set on which abstract SELECT action A sel operates consists of those abstract tuples for which φ evaluates to true or . For instance, in the query result ξ 1 of Table 2 , φ evaluates to true for the first tuple with cost equal to [200.00, 249.99], whereas it evaluates to for the last tuple with cost equal to [300.00, 349.99].
Soundness is preserved as the concretization of the abstract queries always results into a sound approximation of the corresponding concrete queries.
Cooperative query evaluation with aggregate functions:
In case of conceptual or approximate queries where approximate results are desirable, none of the existing techniques focuses on the way to compute aggregate functions when appearing in a query so as to preserve the soundness. In this section, we discuss how to compute the cooperative aggregate functions in an abstract setting to provide the users a sound approximation of the aggregate results.
Let T φ be the set of abstract tuples for which φ evaluates to true or . The application of abstract GROUP BY function g on T φ yields to a set of abstract
When no g appears in abstract SELECT statement Q , we assume T φ as a single abstract group. Given an abstract group G , we can partition the tuples in G into two parts: G yes for which φ evaluates to true, and G may for which φ evaluates to . Thus we can write G = G yes ∪ G may , where G yes ∩ G may = ∅.
Let s be an abstract aggregate function and e be an abstract expression. To ensure the soundness, the computation of s (e ) on G is defined as follows:
By f n (e )[G yes ] and f n (e ) [G ] we mean that the function f n is applied on the set of abstract values obtained by evaluating e over the tuples in G yes and G respectively, yielding to an abstract aggregate value as result. The computation of f n is defined differently by considering two different situations that can arise: (i) when the primary key is abstracted, yielding two or more tuples mapped into a single abstract tuple, and (ii) when the primary key is not abstracted and the identity of each tuples are preserved in abstract domain. Both the functions min and max take single abstract value a and b respectively as parameters which are obtained from f n , and returns a concrete numerical value as output. min (a ) returns minimum concrete value from γ(a ) and max (b ) returns maximum concrete value from γ(b ), where γ is the concretization function. If we execute Q 2 on the database of Table 1 (a), we get the result ξ 2 depicted in Table 3 . The abstract version of Q 2 is defined as below:
Lemma 1. Let s and
and destination IN (Paris) and start-time ≥ morning
The result of Q 2 on the abstract database of Table 1 (b) is shown in Table 4 . The Cooperative query evaluation with negation operation: Most of the existing abstraction-based techniques [4, 5, 6, 13, 15] suffer from the problem of soundness when query contains negation operation M IN U S, because abstraction of the query appearing on right side of M IN U S may remove more information from the result of the query on left side of M IN U S, yielding to a result that does not satisfy the soundness. In this section, we discuss the way to treat negation operation so as to preserve the soundness. Given any abstract query Q and an abstract database state dB , the result of the query can be denoted by ξ = [[Q ]](dB ) = (ξ yes , ξ may ) where ξ yes is the part of the query result for which semantic structure of φ evaluates to true and ξ may represents the remaining part for which φ evaluates to 1 . Observe that we assume ξ yes ∩ ξ may = ∅.
Consider an abstract query of the form Q = Q l M IN U S Q r . Let the result of Q l and Q r be ξ l = (ξ yes l , ξ may l ) and ξ r = (ξ yesr , ξ mayr ) respectively. The difference operation M IN U S over an abstract domain is defined as follows:
Observe that the first component (ξ yes l − (ξ yesr ∪ ξ mayr )) contains those tuples for which the pre-condition φ strictly evaluates to true, whereas for the second component ((ξ may l ∪ ξ mayr ) − ξ yesr ) it evaluates to . The execution of Q 3 on the database of Table 1 (a) yields the result ξ 3 shown in Table 5 . The corresponding abstract version of Q 3 is as follows: By following the abstract computation of M IN U S defined in Equation 1, we get the result of Q 3 depicted in Table 6 which is sound i.e. ξ 3 ∈ γ(ξ 3 ). 
Concretization of the Cooperative Abstract Result
Given a concrete and the corresponding abstract databases dB and dB respectively, let ξ be the abstract answer obtained by executing the abstract query Q on dB . The cooperative answer R = B(dB, C, Q) returned to the user is obtained by: R = γ(ξ ) ∩ dB. That is, the cooperative answer is obtained by mapping the abstract result into its concrete counterpart. For instance, after mapping ξ 1 (Table  2) , the user gets its concrete counterpart R 1 shown in Table 7 . The extensional query answering system uses zero level abstraction and it returns only the exact answer if available. More relaxation of the query indicates more abstraction used by the cooperative system, returning more cooperative information to the users. Thus whenever we tune the level of abstraction from lower to higher, the system returns monotonically increasing answer set, i.e. 
D abs
When the term "relevancy" comes into the context, the tuning of abstraction must end at a particular point, after which the system returns irrelevant additional information that does not satisfy the constraints in S(Q), where S(Q) is the set of constraints that make explicit the answers relevant to the user. We call the abstraction used at that point as the best correct approximation of the database information. Best correct approximation, thus, depends on the context that defines S(Q). More abstraction beyond the best correct approximation level makes the answer partially relevant as it includes additional irrelevant information w.r.
t. S(Q).
Example 4. The cooperative answer R 1 of the query Q 1 in Example 1 is shown in Table 7 . Let the constraint set be S(Q)={flights must be destined in the airport ORY/BVA/CDG/LYS, flight duration must be less than 3 hours}. Observe that the cooperative answer in Table 7 is completely relevant as all tuples in the answer satisfy S(Q). If we use an higher level of abstraction, for instance, if the source and destination airports in Table 1 (a) are abstracted by the nations they belong (in our example, Italy and France), the corresponding cooperative answer R 1 of the query Q 1 will contain all tuples of the concrete Table 1 (a) except the tuple with flight no. F002. The answer R 1 is partially relevant because one tuple among them (flight no. equal to F005) does not satisfy S(Q).
Our system can work together with a filtering system that can filter out those tuples from the partially relevant results that do not satisfy S(Q), and ranks the results based on the satisfiability of tuples w.r.t. S(Q). However, the level of abstraction determines the efficiency of the system with respect to the processing time.
Partial Order between Cooperative Answers
Given a database dB, a query Q, and a context C, the cooperative system may return different cooperative answers to the user under context C depending on the level of abstraction of the abstract domain which is used. We define a partial order between any two cooperative answers: a cooperative answer R = B(dB, C, Q) is said to be better than another answer R = B (dB, C, Q) (denoted R ≤ R ) if R is more optimal than R (see definition 3). The partialordered set of all cooperative answers for a given query under given context forms a lattice. The bottom most element R 0 determines worst cooperative answer which is completely irrelevant w.r.t. S(Q), whereas the top most element R n is the best cooperative answer which is completely relevant w.r.
t. S(Q).
Example 5. The cooperative answer R 1 of the query Q 1 in Example 1 is shown in Table 7 . When we abstract the airports in Table 1 (a) by the nations they belong, the corresponding cooperative answer R 1 of the query Q 1 will contain all tuples of the concrete Table 1 (a) except the tuple with flight no. F002. Since R 1 contains one irrelevant tuple (tuple with flight no. F005) w.r.t. S(Q) as depicted in Example 4, after filtering out the irrelevant tuple we get the result R 2 shown in Table 8 . Observe that R 2 is better than the result R 1 (i.e. R 2 < R 1 ) since R 2 is more optimal than R 1 according to definition 3. There exists a wide variety of abstract domains with different expressiveness and complexity that focus on the linear relationship among program variables, such as Interval Polyhedra [3, 2] to infer interval linear relationship, or DifferenceBound Matrices [16] representing the constraints of the form x − y ≤ c and ±x ≤ c where x, y are program variables and c is constant. We can exploit such abstract domains by focusing on the set of constraint S(Q) that make the answers relevant to the users.
Conclusions
Our new cooperative query answering scheme needs to be further refined. In particular, we are currently investigating its application to more sophisticated scenarios on different abstract domains, in order to properly address the tradeoff between accuracy and efficiency.
