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Uporaba plosˇcˇe BeagleBone Black za zajem digitalnih signalov
z velikim dinamicˇnim razponom
Matjazˇ Vovk







V nalogi smo raziskovali uporabnost plosˇcˇe BeagleBone Black kot platforme za komu-
nikacijo z analogno-digitalnim pretvornikom z velikim dinamicˇnim razponom. Razvili
smo ustrezno programsko opremo in preizkusili njeno delovanje. Rezultati kazˇejo, da je
uporaba taksˇne konfiguracije za zajem digitalnih signalov mogocˇa. Programska oprema,
ki je bila v okviru te naloge razvita, omogocˇa kontinuiran zajem, prozˇenje ob dogodkih





Using BeagleBone Black for high dinamic range data acquisi-
tion
Matjazˇ Vovk







In this thesis, the possibility of using BeagleBone Black as a communication platform
in measurement systems with high dynamic range is researched. Software for com-
munication between BeagleBone Black and analog-to-digital converter was developed
and tested. The results show that the given component configuration can be used for
acquisition of digital signals. The developed software allows continuous data acquisi-
tion, triggering of measurements, and exploiting all the capabilities of the converter.
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a V kvantizacijski merilni pogresˇek
B / sˇtevilo bitov, dinamicˇni razpon
f Hz frekvenca
f ∗ Hz navidezna frekvenca
L V locˇljivost digitalnega signala
N / sˇtevilo mozˇnih izhodnih vrednosti A/D pretvornika
R V merilni razpon pretvornika
v / vrednost v pomnilniku
V V elektricˇna napetost
T / mejna vrednost sprozˇilca, threshold
Enota pri a, L in R je V, ker je vhodni signal A/D pretvornikov (navadno) napetostni.
Indeksi
po potem, naslednji
PP Peak-to-Peak, dvakratnik amplitude
pr prej, prejˇsnji








BIOS temeljni vhodno-izhodni sistem (ang. Basic Input Output System)
CISC mikroprocesor z velikim naborom ukazov (ang. Complex Instruction
Set Computer)
CS vodilo za izbiro podrejenega, Chip Select
DRDY vodilo za obvestilo o opravljeni pretvorbi, Data Ready
eMMC vgrajeni flash ponmilnik plosˇcˇe BeagleBone Black
EVM evaluacijski modul analogno-digitalnega pretvornika, Evaluation Mo-
dule
GND ozemljitev, nicˇelni potencial
GPIO vhodi in izhodi za splosˇne namene, General Purpose Inputs and Out-
puts
HDMI visoko-locˇljivostni multimedijski vmesnik (ang. High-Definition Mul-
timedia Interface)
I2C vmesnik Inter-Integrated Circuit
I/O vhodi in izhodi
LCD zaslon s tekocˇimi kristali (ang. Liquid Crystal Display)
MISO bralno vodilo SPI komunikacije
MOSI pisalno vodilo SPI komunikacije
PRU programirljiva realno-cˇasovna enota, Programmable Real-Time Unit
RAM delovni pomnilnik (ang. Random Access Memory)
RISC mikroprocesor z manjˇsim naborom ukazov (ang. Reduced Instruction
Set Computer)
SCLK serijska ura
SFTP protokol SSH za prenos datotek
SPI serijski periferni vmesnik (ang. Serial Peripheral Interface)
SSH protokol Secure Shell
UART univerzalni asinhroni sprejemni in oddajnik (ang. Universal Asyn-
chronous Reciever and Transmitter)
USB univerzalni serijski vmesnik (ang. Universal Serial Bus)




Merjenje je sestavni del strojniˇstva; najsi bo to v proizvodnih procesih ali pri postavlja-
nju novih teorij. Zaradi tega je nujno imeti zanesljive merilne sisteme, ki pa morajo biti
poleg tega tudi dovolj zmogljivi, da lahko z njihovo pomocˇjo dobimo dobre podatke.
Del teh merilnih sistemov so tudi analogno-digitalni pretvorniki, ki omogocˇajo avto-
matizacijo merjenja ter izkoriˇscˇanje senzorjev do njihovih meja. Dandanes jih lahko
najdemo povsod: od izdelkov, kot so mobilni telefoni, do vesoljske tehnike. Njihove
zmogljivosti se nenehno izboljˇsujejo, s tem jim pada cena; vendar je za sisteme, ki so
preprosti za uporabo, potrebno vecˇ kot zgolj sam pretvornik in so zaradi tega drazˇji.
Cˇe pa lahko razvijemo sistem na principu odprte kode in odprte strojne opreme, lahko
kombiniramo nizko ceno, visoko zmogljivost in preprosto uporabo v enem sistemu.
1.2. Cilji naloge
Za namen zajemanja analognih signalov bi lahko uporabili odprto platformo Arduino,
ki, odvisno od plosˇcˇe, omogocˇa zajem do 16 analognih kanalov, vendar je dinamicˇni
razpon pretvornikov na teh plosˇcˇah nizek (pretvorniki so 10-bitni), prav tako je maksi-
malna frekvenca vzorcˇenja relativno nizka (15 tisocˇ vzorcev na sekundo). Bolj uporabni
so pretvorniki, kot je ADS131A04 proizvajalca Texas Instruments. Omogocˇa socˇasen
zajem 4 analognih kanalov pri frekvenci 128 tisocˇ vzorcev na sekundo, njegov dinamicˇni
razpon pa znasˇa 24 bitov. Vendar za razliko od pretvornikov na Arduinu ni sestavni
del mikrokrmilnikov, ampak je samostojno integrirano vezje. Njegova uporaba je za-
radi tega nekoliko zahtevnejˇsa, saj zahteva bodisi uporabo programske opreme istega
proizvajalca (Delta-Sigma ADC EvaluaTIon Software), ki pa je namenjena za uporabo
s plosˇcˇo Evaluation Module, na kateri se prav tako nahaja omenjeni pretvornik, bodisi
razvoj lastne programske (in strojne) opreme. Pri prej omenjeni plosˇcˇi Evaluation Mo-
dule (EVM) in pripadajocˇi programski opremi pa nastopi tezˇava, saj ta kombinacija ni
sposobna kontinuiranega zajema ali uporabe sprozˇilca (ang. trigger).
Po drugi strani je odprtost velika prednost platforme Arduino; ki pa vsekakor ni edina
odprta platorma. Tu sta sˇe npr. Raspberry Pi, ki je za razliko od mikrokrmilnika
Arduina racˇunalnik, ki poganja sistem Linux. in BeagleBoard. Podobna platformi
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Raspberry Pi je BeagleBoard, druzˇina, ki vkljucˇuje plosˇcˇe BeagleBoard, BeagleBone,
pocketBeagle itn. Vendar za razliko od Raspberry Pi-ja omogocˇa delo v realnem cˇasu,
ker je del procesorjev, ki jih uporablja platforma BeagleBoard, tudi programirljiva
realno-cˇasovna enota (PRU). Omogocˇa, da lahko zanesljivo napovedujemo cˇase izvaja-
nja operacij, zato je lahko primerna tudi za komunikacijo s pretvorniki.
Cilj naloge ugotoviti, ali se lahko za zajem podatkov z A/D pretvornika
ADS131A04 uporabi plosˇcˇo BeagleBone Black iz druzˇine BeagleBoard; tekom
raziskave pa razviti ustrezno programsko opremo, ki bi komunicirala s pretvor-
nikom in zapisovala dobljene podatke. Zaradi prirocˇnosti smo se odlocˇili pretvornik
uporabiti kar na plosˇcˇi EVM, ker ta vsebuje zˇe ustrezne periferne komponente in lahko
funkcionira kot samostojen pretvornik, poleg tega pa je dovolj dobra za izvajanje testov,
s katerimi bi preverjali delovanje razvite programske opreme.
2
2. Teoreticˇne osnove in pregled li-
terature
2.1. Analogno-digitalna pretvorba
Merilni signali so lahko digitalni ali analogni. Locˇijo se po njihovi zveznosti: analogni
signali so po cˇasu in vrednosti zvezni, kar pomeni, da lahko v poljubnem cˇasovnem
trenutku zavzamejo poljubno realno vrednost. Digitalni signali so navadno rezultat
pretvorbe analognih signalov in so tako po cˇasu kot vrednosti nezvezni, kar pomeni, da
so definirani le v dolocˇenih cˇasovnih trenutkih in lahko zavzamejo le omejeno sˇtevilo
vrednosti. Medtem ko so analogni signali fizikalne kolicˇine s svojo velikostjo in mer-
sko enoto, so digitalni signali sˇtevilcˇni, zapisani v binarni obliki. To omogocˇa, da so
manj obcˇutljivi na sˇum od analognih in da so obvladljivi za racˇunalniˇsko zajemanje in
obdelavo, kar omogocˇa avtomatizacijo merjenja [1].
A/D pretvorba se izvaja s pomocˇjo pretvornikov, ki so, fizicˇno, integrirana vezja. Ob-
staja jih vecˇ vrst, med sabo pa se locˇijo po svojih karakteristikah, kot so frekvenca
vzorcˇenja, dinamicˇni razpon (tudi bitna sˇirina), sˇtevilo kanalov, sinhronost zajema itn.
Obicˇajno pretvarjajo elektricˇne napetostne signale v binarne, pri cˇemer potekata 2 pro-
cesa: vzorcˇenje in kvantizacija. Vzorcˇenje poteka v enakomernih cˇasovnih intervalih,
zato pretvorniki zahtevajo signal za takt. Ob dolocˇenih trenutkih se tako zajame ana-
logni signal, ki se nato s kvantizacijo zapiˇse kot binarna sekvenca; pri tem pride do
nastanka dodatnega merilnega pogresˇka. Ta nastane zaradi omejenega sˇtevila mozˇnih
vrednosti, ki jih digitalni signal lahko zavzame, v nasprotju z analognim; pri pretvorbi
torej izgubimo na sami natancˇnosti meritve [1].
2.1.1. Pomembnejˇse karakteristike A/D pretvornikov
Frekvenca vzorcˇenja fvz je frekvenca, s katero pretvornik zajema analogne vhode in
opravlja pretvorbo. Njena enota je Hertz (Hz) ali vzorci na sekundo (SPS, ang. samples
per second). Igra veliko vlogo pri zajemu signala: ne dolocˇa le cˇasovne locˇljivosti
pretvorbe, ampak tudi najvecˇjo mozˇno frekvenco signala, ki ga vzorcˇimo, cˇe zˇelimo, da
je izhodni signal ustrezen. Cˇe torej zˇelimo zajeti (periodicˇni) signal s frekvenco fsig,
mora biti frekvenca vzorcˇenja najmanj
fvz > 2fsig (2.1)
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Enacˇba (2.1) se imenuje Nyquistov kriterij, minimalna frekvenca vzorcˇenja pa Nyqui-
stova frekvenca [1]. Cˇe vzorcˇimo s frekvenco, manjˇso od Nyquistove, pride do podv-
zorcˇenja; vhodni signal s previsoko frekvenco bo tedaj zapisan kot signal z amplitudo,






V enacˇbi (2.2) je nint(x) funkcija, ki vsakemu realnemu sˇtevilu x priredi njemu naj-
blizˇje celo sˇtevilo (ang. nearest integer function). Da se podvzorcˇenju izognemo,
izberemo pretvornik z dovolj visoko frekvenco vzorcˇenja, v kombinaciji z nizkopre-
pustnim (ang. low-pass) analognim filtrom, ki iz signala zˇe pred pretvorbo odstrani
nezˇelene visoke frekvence. Cˇe zˇelimo vzorcˇeni signal tudi ustrezno oblikovno popisati,
izbiramo frekvence vzorcˇenja med 5- in 10-kratnikom (ali vecˇ) frekvence signala, skupaj
z ustreznim filtrom [1,2].
Dinamicˇni razpon je sˇtevilo bitov, s katerim pretvornik zapiˇse izhodni digitalni si-
gnal. Za pretvornik z B biti je sˇtevilo mozˇnih izhodnih vrednosti signala (razdelkov)
N enako
N = 2B (2.3)
Enacˇba (2.3) pove, da le en bit vecˇ v pretvorbi pomeni dvakrat vecˇ mozˇnih izhodnih
vrednosti digitalnega signala. 10-bitni pretvorniki imajo tako 210 = 1024 razdelkov,
24-bitni pa kar 224 = 16777216 razdelkov. Z dinamicˇnim razponom sta tesno povezana






V en. (2.4) je R merilni razpon pretvornika; to je interval, v katerem se lahko na-
hajajo vhodne vrednosti analognega signala. Locˇljivost se z vecˇanjem dinamicˇnega
razpona vecˇa eksponentno, kar lahko pomeni kvalitetnejˇse meritve; tudi zato, ker je





Vecˇja locˇljivost pomeni manjˇse intervale L, kar po enacˇbi (2.5) pomeni manjˇse merilne
pogresˇke, to pa izboljˇsa kakovost meritve. Jasno je, da lahko s pomocˇjo pretvornikov
z vecˇjim dinamicˇnim razponom dobimo boljˇse meritve; v primeru merilnega razpona
velikosti 3 V je maksimalni pogresˇek pri pretvorbi z 10-bitnim pretvornikom 1,46 mV,
pri uporabi 24-bitnega pretvornika (pod istimi pogoji) pa 89,4 nV [1,2].
Sˇtevilo kanalov je sˇtevilo analognih vhodov, ki jih lahko hkrati prikljucˇimo na pre-
tvornik in jih ta lahko obdela. Analogne vhodne signale lahko zajema socˇasno (to
pomeni, da so vsi vzorci zajeti v istem cˇasovnem trenutku) ali pa sekvencˇno (vzorci
niso zajeti v istem trenutku, uporablja multipleksing vhodov). Pri socˇasnem zajemu
cˇasovnega zamika med vzorci razlicˇnih kanalov ni, medtem ko pride pri sekvencˇnem
zajemanju do zamika med posameznimi vzorci, kar je potrebno uposˇtevati pri ana-
lizi meritev. Tudi nacˇin priklopa analognih vhodov se med posameznimi pretvorniki
4
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razlikuje: pri diferencialnih pretvornikih moramo na vsak kanal prikljucˇiti 2 vodili (po-
zitivni in negativni prikljucˇek), pretvornik pa rezultat generira na podlagi razlike teh
vrednosti. Nasprotno pa si pri single-ended pretvornikih vsi analogni vhodi delijo ne-
gativni prikljucˇek; pretvornik pa izhode generira na podlagi razlike med posameznim
pozitivnim in skupnim negativnim polom.
2.2. Platforma BeagleBone Black in operacijski sis-
tem Linux
Plosˇcˇa BeagleBone Black je ena iz druzˇine plosˇcˇ BeagleBoard. Te so open-source,
kar pomeni, da je njihova celotna dokumentacija prosto dostopna – za uporabo in
spreminjanje. Poganjajo operacijske sisteme iz druzˇine Linux, ki so prav tako odprti
(odprtokodni); prosti za uporabo, sˇtudij, prekrojitev po lastnih potrebah. Ker je plosˇcˇa
razvojna, je odprtost strojne in programske opreme dobra: za potrebe lastnega projekta
lahko prikrojimo opremo tako, da svojo nalogo opravlja optimalno.
2.2.1. BeagleBone Black
Kot zˇe omenjeno, je BeagleBone Black odprta strojna oprema. Njene zmogljivosti so,
kljub nizki ceni, majhni velikosti in preprosti gradnji, precejˇsnje. Osrednji del pred-
stavlja procesor proizvajalca Texas Instruments Sitara AM3358BZCZ100 s frekvenco
1 GHz, sposoben izvajati 2 miljardi operacij na sekundo, katerega del sta 2 neodvisni
jedri PRU, katerih delovna frekvenca je 200 MHz in sta sposobni izvajati procese v
realnem cˇasu1. Procesor je podprt je z 512 MB delovnega pomnilnika tipa DDR3L
s taktom 800 MHz. Ima 4 GB vgrajenega flash pomnilnika (8-bitni), omogocˇa pa
mozˇnost razsˇiritve s spominsko kartico microSD. Razpolaga tudi z graficˇnim procesor-
jem SGX530 3D, ki lahko izriˇse do 20 milijonov vecˇkotnikov na sekundo; to omogocˇa
uporabo plosˇcˇe kot samostojnega racˇunalnika, prikljucˇenega na zaslon in vhodne enote
(tipkovnica, miˇska) preko povezav HDMI oz. USB. Plosˇcˇo lahko prikljucˇimo tudi na
internet prek prikljucˇka za omrezˇni kabel [3].
Za razvojno rabo pa sta sˇe posebej pomembna prikljucˇka P8 in P9 na straneh plosˇcˇe.
Vsak od njiju ima 46 GPIO vhodov/izhodov, pri cˇemer so nekateri rezervirani za
dolocˇene namene (npr. kot prikljucˇki GND ali VCC). Na prikljucˇka lahko po svojih
zˇeljah priklapljamo lastna elektronska vezja, ali pa razsˇiritvene plosˇcˇe, poimenovane
”plasˇcˇi”(ang. capes); te so lahko LCD zaslon, razsˇiritve, namenjene vodenju robotov,
razsˇiritve za protokole industrijske komunikacije itn. Plosˇcˇa nima BIOS, kar pomeni, da
mora operacijski sistem (ki skrbi tudi za vhode/izhode naprave in druge komponente)
nalozˇiti drug program – bootloader. Za priklop drugih komponent na plosˇcˇo in komu-
nikacijo z njimi mora uporabnik poskrbeti sam – ali s spreminjanjem konfiguracijske
datoteke bootloader -ja (uEnv.txt) oz. s pisanjem ustreznih datotek, ki se nato nalozˇijo
v ustrezne sistemske mape. Te datoteke se imenujejo device tree overlays in omogocˇajo
uporabniku, da plosˇcˇo konfigurira za komunikacijo s prikljucˇenimi komponentami po
njegovih zˇeljah [4].
1Dosega zahteve hard realno-cˇasovnega delovanja (poglavje 2.2.3.).
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Na sliki 2.1 je plosˇcˇa BeagleBone Black. Komponente, ki so na sliki oznacˇene, so:
1. procesor: del procesorja je tudi realno-cˇasovna enota PRU.
2. delovni pomnilnik: 512 MB.
3. flash pomnilnik: 4 GB.
4. prikljucˇek P8.
5. prikljucˇek P9.
Slika 2.1: Plosˇcˇa BeagleBone Black. Oznacˇene so najpomembnejˇse komponente.
2.2.2. Operacijski sistem Linux
Linux ni en sam odprti sistem, ampak se deli na distribucije – te so npr. Debian,
Ubuntu. Med sabo se distribucije v dolocˇenih vidikih razlikujejo; od samega vi-
deza do ciljne platforme delovanja. Tako je bila na starejˇsih plosˇcˇah BeagleBone pri-
marna distribucija sistema Angstro¨m, ki je grajena posebej za delovanje na vgrajenih
(ang. embedded) sistemih, na plosˇcˇi, ki smo jo za samo nalogo uporabljali, pa je bila
namesˇcˇena distribucija Debian. Kljub temu, da ima vsak BeagleBone Black zˇe predho-
dno namesˇcˇen operacijski sistem, ga je mogocˇe nalozˇiti tudi prek microSD kartice in z
nje tudi poganjati; zaradi odprte narave sistema pa ga je mogocˇe prikrojiti tako, da kar
najbolje sluzˇi nasˇim potrebam – v bistvu lahko napiˇsemo svojo distribucijo sistema.
Sistemi, osnovani na Linuxovem kernel -u (torej njegove distribucije), v veliki vecˇini niso
sposobne delovati v realnem cˇasu. Zaporedje operacij procesorja je namrecˇ dolocˇeno z
Linuxovim process scheduler -jem; to pomeni, da je le-to odvisno od prioritete procesov
in od tega, katero opravilo v dolocˇenem cˇasovnem trenutku procesor izvaja. Zaradi tega
je nemogocˇe natancˇno napovedati, kdaj se bodo dolocˇene operacije izvedle; to sicer ne
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predstavlja tezˇave pri opravilih, kot so na primer delo z datotekami. Tezˇave nastopijo
tedaj, ko je potrebno opravila izvajati v regularnih, predvidljivih cˇasovnih intervalih;
tak primer bi bil na primer krmiljenje kvadrokopterja s pomocˇjo plosˇcˇe BBB [4].
2.2.3. Realno-cˇasovni sistemi
Realno-cˇasovni (racˇunalniˇski) sistemi (ang. real-time systems) so tisti sistemi, pri ka-
terih pravilnost delovanja ni odvisna le od pravilnih rezultatov racˇunskih procesov,
ampak tudi cˇas, v katerem se le-ti izvedejo. Cˇasovno kriticˇno izvajanje procesov je
zahtevno na primer pri mikrokrmilnikih, ki nadzirajo avtomobilske motorje, ali pa pri
taksˇnih sistemih, kot je kontrola zracˇnega prometa. Realno-cˇasovni sistemi sestojijo iz
nadzornega in nadziranega sistema; iz cˇesar je ocˇitno, da se najvecˇkrat uporabljajo v
krmilnih aplikacijah za interakcijo senzorji-krmiljenje-aktuatorji. Navadno je zahtevana
visoka zanesljivost delovanja, saj lahko napake privedejo do katastrofalnih posledic [5].
Sisteme, ki delujejo v realnem cˇasu, lahko v grobem razdelimo na 2 skupini [5]:
– hard real-time sistemi: to so sistemi, pri katerih rezultat izracˇuna po njegovem
roku nima vecˇ uporabne vrednosti. Drugacˇe povedano, zamujen rok opravila pomeni
odpoved sistema. V to skupino sodijo na primer kontrolni sistemi jedrskih elektrarn.
– soft real-time sistemi: pri teh sistemih obcˇasno zamujen rok opravila sˇe ne po-
meni odpovedi sistema, zato se izvajanje procesa ob manjˇsih zamudah rokov lahko
nadaljuje. V to skupino sodi na primer predvajanje zvoka na racˇunalniku.
V poglavju 2.2.2. omenjeni sistemi druzˇine Linux, z izjemo nekaterih specialnih realno-
cˇasovnih distribucij, ne omogocˇajo doseganja hard realno-cˇasovnih zahtev [4]; cˇe pa na
primer zˇelimo komunicirati z A/D pretvornikom, je to nujno – ne zaradi katastro-
falnih posledic kot posledico zamujenih rokov, ampak zaradi zagotavljanja ustrezne
kvalitete merilnih sistemov. V kolikor moramo dosegati taksˇne zahteve, imamo pri
uporabi plosˇcˇe BBB vecˇ alternativ: lahko jo povezˇemo z mikrokrmilnikom, ki taksˇne
zahteve dosega (kot je na primer Arduino), ali pa uporabimo podsistem procesorja –
programirljivo realno-cˇasovno enoto oz. PRU.
2.2.4. Programirljiva realno-cˇasovna enota – PRU
Programirljiva realno-cˇasovna enota na plosˇcˇi BBB je del procesorja. Procesor ima 2
taksˇni enoti, ki skupaj z lastnima delovnim in programskim pomnilnikom ter drugimi
komponentami tvorita podsistem Programmable Real-Time Unit Subsystem and Indu-
strial Communication SubSystem – PRU-ICSS. Vsako izmed PRU jeder je neodvisno
od ostalega sistema in drugega jedra; vendar pa lahko z njima komunicira. PRU deluje
s frekvenco 200 MHz in dosega hard realno-cˇasovne zahteve.
Posamezno PRU jedro je, skupaj s svojimi perifernimi komponentami in pomnilniki,
32-bitni mikrokrmilnik. Je tipa RISC – to pomeni, da za posamezno operacijo potre-
buje manj ciklov kot konvencionalni racˇunalniki (tipa CISC). Programi, ki jih lahko
PRU izvaja, so bistveno manj kompleksni kot tisti, ki lahko tecˇejo na osrednjem delu
procesorja. Da lahko PRU sploh poganja program, ga je potrebno nanj nalozˇiti z
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drugim (gostiteljskim) programom, ki tecˇe v Linuxovem uporabniˇskem prostoru; po
zagonu pa ne potrebuje vecˇ gostitelja. Programi za PRU lahko omogocˇajo komuni-
kacijo z GPIO, branje in pisanje podatkov iz/v sistemski in lastni RAM podsistema
PRU, pa tudi komunikacijo z gostiteljskimi programi prek prekinitev (ang. interrupts).
Nasˇteto omogocˇa, da lahko PRU, poleg klasicˇnih krmilnih aplikacij, uporabimo tudi za
serijsko komunikacijo z zunanjimi komponentami (na primer A/D pretvorniki).
Slika 2.2 prikazuje arhitekturo podsistema PRU. Vsako izmed jeder ima svoj DATA
RAM (to je podatkovni pomnilnik) in INSTR RAM (to je pomnilnik za ukaze, navo-
dila). Prek povezovalnega vodila sta povezana sˇe s skupnim RAM, ki si ga delita; s
kontrolerjem prekinitev (INTC – Interrupt Controller), ki zaznava prekinitve; s peri-
fernimi enotami, kot so na primer vodila za komunikacijo UART; ter z ostalimi enotami
procesorja (ARM jedro, globalni RAM). Poleg tega lahko obe jedri dostopata do ne-































Slika 2.2: Shematski prikaz podsistema PRU. Prirejeno po [6].
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2.3. Serijska komunikacija
2.3.1. Osnove serijske komunikacije
Serijska komunikacija je nacˇin prenosa podatkov med digitalnimi napravami oz. kom-
ponentami, ki sledi dolocˇenemu protokolu; ta je lahko standardiziran ali ne (vendar
je lahko de facto standard). Da lahko podatke prenasˇamo serijsko, to je v zaporedju
bitov, morajo biti trenutki, v katerih komponenti oddajata ali sprejemata podatke (v
obliki digitalnih signalov) bodisi sinhronizirani s serijsko uro (primera I2C in SPI), bo-
disi se podatke prenasˇa asinhrono, vendar s predhodno dogovorjeno hitrostjo prenosa
(primer UART) [4]. Primeri parov komponent, ki komunicirajo prek serijske povezave,
so na primer Bluetooth slusˇalke in pametni telefon, daljinski upravljalnik in televizor,
USB flash pomnilnik in racˇunalnik.
2.3.2. Serijski periferni vmesnik – SPI
Serijski periferni vmesnik je bus za komunikacijo med komponentami. Z njim lahko
povezˇemo 2 ali vecˇ komponent (ta opcija zahteva multipleksing vodila CS), pri cˇemer
imamo vedno le eno nadrejeno (master) komponento, ki so ji podrejene ostale (slave)
komponente – teh je lahko vecˇ. Nadrejena komponenta daje signale za izbiro podrejene
komponente oz. aktivacijo prenosnega okna komunikacije, serijsko uro in pisanje podat-
kov, sprejema pa izhodne podatke podrejenih komponent. SPI komunikacija navadno
sestoji iz 4 vodil (zˇic):
– Chip Select (CS): izbira podrejenega; sluzˇi za aktivacijo prenosnega okna komu-
nikacije, skupaj z multipleksingom lahko tudi dolocˇi, s katero podrejeno komponento
komunicira nadrejena. Aktiven je v nizkem stanju.
– Serial Clock (SCLK): serijska ura; sluzˇi za sinhronizacijo prenosa podatkov med
komponentama. Obstaja vecˇ nacˇinov prozˇenja: lahko pri prehodu iz visokega v
nizko stanje ali obratno, njeno mirujocˇe2 stanje je lahko visoko ali nizko. Katerega
izmed nacˇinov izberemo, je odvisno od komponent, med katerimi vzpostavljamo
komunikacijo.
– Master In-Slave Out (MISO): bralno vodilo; sluzˇi za prenos podatkov iz po-
drejene v nadrejeno komponento. Ta bere podatke v trenutku, ko se prozˇi serijska
ura.
– Master Out-Slave In (MOSI): pisalno vodilo; sluzˇi za prenos podatkov iz nad-
rejene v podrejeno komponento; ta prav tako sprejema podatke ob prozˇenju serijske
ure [4].
Odvisno od komponente so lahko vodila poimenovana drugacˇe in jih je lahko vecˇ, ali
pa dolocˇenih vodil sploh ne uporabljamo, odvisno od namena. Slika 2.3 prikazuje
poenostavljen primer poteka SPI komunikacije, ki ima serijsko uro mirujocˇo v nizkem
stanju in se prozˇi ob prehodu visoko-nizko (izpusˇcˇeno je tudi vodilo MISO). Ko se
CS spusti v nizko stanje, se aktivira serijska ura. Pri vsakem prehodu nizko-visoko
se stanje vodila MOSI (tudi MISO) postavi v stanje, kot ga ima naslednji bit. Ob
2Ang. idle.
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prehodu visoko-nizko se vrednosti podatkovnih vodil prebereta, kar na sliki oznacˇujejo
pusˇcˇice in cˇrtkane cˇrte. Vrednost MOSI (oz. MISO) je v vsakem trenutku lahko v
visokem ali nizkem stanju, odvisno od podatkov, ki se prenasˇajo prek komunikacije.
To traja toliko cˇasa, dokler niso preneseni vsi podatki v danem oknu; nato se vodilo CS
vrne v mirujocˇe visoko stanje; ko ta miruje, se podatki ne prenasˇajo. V predstavljenem













1 0 1 0 1 0 1 0
prenešena sekvenca
Slika 2.3: Diagram genericˇne komunikacije SPI.
2.4. Programski jeziki
Programski jeziki so nabor ukazov, navodil in drugih sintakticˇnih lastnosti, s katerimi
lahko cˇlovek komunicira z racˇunalniki; to pomeni, da lahko daje racˇunalnikom navodila,
katere operacije naj izvajajo, nad katerimi podatki, in kaj naj vrnejo kot rezultat.
Po nivoju abstrakcije se locˇijo se na nizkonivojske in visokonivojske programske
jezike. Nizkonivojski jeziki so blizˇje strojni kodi: to je binarni zapis navodil, kakrsˇnega
”razume”procesor; tak primer je zbirni jezik. Visokonivojski jeziki pa imajo visok nivo
abstrakcije od strojne kode in so po sintaksi blizˇje cˇloveku, zato so lazˇji za ucˇenje in
uporabo; tak jezik je na primer Python [7].
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2.4.1. Zbirni jezik
Zbirni jezik (ang. assembly language) je programski jezik, ki je najblizˇe strojni kodi.
Je nizkonivojski jezik, ukazi, ki jih zapiˇsemo, pa so neposredni ukazi na nivoju strojne
opreme. Nima spremenljivk v klasicˇnem smislu, ampak operira neposredno nad registri
v aritmeticˇno-logicˇni enoti procesorja; spremenljivke, ki jih vnasˇamo v registre, pa so
celosˇtevilske. Ima omejeno sˇtevilo ukazov – to pomeni, da je nacˇeloma sintakticˇno
preprost, vendar zahteva od programerja dobro poznavanje delovanja racˇunalnika, tudi
zato, ker je sintaksa zbirnega jezika odvisna tako od samega procesorja, za katerega
piˇsemo kodo, kot tudi od prevajalnika za zbirni jezik (ang. assembler). Tako je na
primer zbirni jezik za PRU na plosˇcˇi BBB drugacˇen od tistega, ki ga uporablja npr.
mikrokrmilnik Atmel ATMega328/P, ki se nahaja na plosˇcˇah iz druzˇine Arduino.
Sintaksa zbirnega jezika za PRU je taksˇna, kot jo prikazuje izvorna koda 2.1 na primeru
funkcije sesˇtevanja registrov. Ta del kode izvede sesˇtevanje r1 = r2 + 172; torej v
register r1 shrani rezultat priˇstevanja sˇtevila 172 k registru r2. Na podoben nacˇin so
grajeni vsi ukazi zbirnega jezika za PRU.
Programska koda 2.1: Primer sintakse zbirnega jezika za PRU.
ADD r1, r2, 172 //sestejemo r2 in 172
Ta jezik prav tako nima knjizˇnic ali modulov; interakcija programov z uporabnikom
je tudi omejena na komunikacijo neposredno preko digitalnih vhodov. Zaradi tega je
odkrivanje napak v kodi razmeroma tezˇavno. Komentarje zaznamujeta dve posˇevnici
(//) – v primeru, da uporabljamo prevajalnik pasm. Cˇe bi za prevajanje kode upora-
bljali prevajalnik clpru (prav tako za PRU), bi komentarje zaznamovala podpicˇja pred
njimi (...koda... ;komentar) [8].
2.4.2. C
Programski jezik C je bil razvit med letoma 1969 in 1973 v Zdruzˇenih drzˇavah Amerike,
razvil ga je Dennis Ritchie. Je viskonivojski jezik, cˇeprav je v primerjavi z nekaterimi
jeziki, kot so npr. Python, skorajda nizkonivojski – omogocˇa npr. neposredno interak-
cijo s pomnilniˇskim prostorom, cˇesar novejˇsi jeziki ne dopusˇcˇajo vecˇ.
Jezik C ima nekatere znacˇilnosti, ki jih novejˇsi jeziki nimajo vecˇ; predvsem so to tipizi-
rane spremenljivke in kazalci oz. pointers – to so spremenljivke, ki shranjujejo naslov
spominskega mesta, kjer je shranjena variabla, na katero se kazalec nanasˇa [9]. Za raz-
liko od danes najbolj razsˇirjenih jezikov, ki so objektno orientirani, je C proceduralni,
kar pomeni, da so njegove procedure (oz. funkcije) le zaporedje korakov, ki jih mora
program izvesti. Je standardiziran – cˇe programer sledi priporocˇilom standarda, je koda
prenosljiva, kar pomeni, da isto kodo v enako delujocˇ program prevede prevajalnik na
katerikoli platformi.
Koda 2.2 prikazuje enega izmed najpreprostejˇsih programov v jeziku C, ki na zaslon
izpiˇse besedilo. Pred funkcijo je definirano, kaksˇen tip spremenljivke vracˇa, v tem
primeru celo sˇtevilo (int). Vsak ukaz v kodi je terminiran s podpicˇjem, komentarje pa
zaznamujeta dve posˇevnici.
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Programska koda 2.2: Primer kode v jeziku C.
#include <stdio.h>
int main(){




Programski jezik Python je nastal po letu 1990 in tako spada med novejˇse jezike. Je
visokonivojski jezik, njegova sintaksa pa zelo blizu cˇlovesˇki, zato je preprost za ucˇenje
in uporabo. Prav tako je odprtokoden jezik, prost za uporabo in distribucijo [7]; za
razliko od C-ja pa ni standardiziran.
Uporabnost Pythona je zaradi njegove enostavne sintakse velika. Podobno kot ima C
knjizˇnice, ima Python module, ki se jih lahko uvazˇa in uporablja, vendar je to bistveno
lazˇje kot v C-ju. Podpira izdelavo graficˇnih uporabniˇskih vmesnikov, primeren je za
obdelavo velikih kolicˇin podatkov in njihovo graficˇno reprezentacijo. Koda 2.3 je primer
programa, katerega rezultat je povsem enak kot pri kodi 2.2. Komentarje v jeziku
Python zacˇenja lojtra (#).
Programska koda 2.3: Primer kode v jeziku Python.
print("Pozdravljen, svet!\n") #izpise "Pozdravljen, svet!" na zaslon
2.5. Krozˇni medpomnilnik
Cˇe zˇelimo zajemati podatke kontinuirano, moramo vire sistema, ki niso neomejeni
(kolicˇina spomina), uporabiti tako, da lahko delujejo kot neomejeni. Struktura, ki na
omejenih spominskih virih to omogocˇa, se imenuje krozˇni medpomnilnik (ang. circular
buffer ali ring buffer). Ideja je, da podatke, ki jih ne potrebujemo vecˇ, prepisujemo.
Slika 2.4 shematsko prikazuje krozˇni medpomnilnik. Ta ima definirana pisalni kazalec
(ang. head pointer) in bralni kazalec (ang. tail pointer). Podatki se v medpomnilnik
zapisujejo na mesto, kamor kazˇe pisalni kazalec, iz njega pa se prebirajo na naslovu, na
katerega kazˇe bralni kazalec. Pisalni kazalec napreduje neodvisno od bralnega, ki ga
lovi. Ko pisalni kazalec zapiˇse podatke na koncˇni spominski naslov (N), preskocˇi nazaj
na naslov 0. Vrednosti, ki so bile prej tam zapisane, prepiˇse. Tudi bralni kazalec po
prebranih podatkih z zadnjega naslova preskocˇi na zacˇetnega.
Pri implementaciji v sistem moramo za krozˇni medpomnilnik zagotoviti, poleg rezer-
viranega prostora, sledecˇe:
– da bralni kazalec ne prehiti pisalnega – v tem primeru bi prebiral napacˇne podatke.
Cˇe torej pisalni kazalec stoji, mora za njim obstati tudi bralni.
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– da pisalni kazalec ne ujame (in prehiti) bralnega – prav tako bi bralni kazalec prebiral
napacˇne podatke. Cˇe slucˇajno pride do taksˇne situacije, se mora izvajanje programa
prekiniti.































































Slika 2.4: Shematska predstavitev krozˇnega medpomnilnika.
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3. Metodologija raziskave
3.1. Analogno-digitalni pretvornik ADS131A04
Pretvornik, ki smo ga pri nalogi uporabljali, ima nekaj lastnosti, ki niso skupne vsem
pretvornikom. Teh je vecˇ, pomembnejˇse pa so [10]:
– spremenljiv dinamicˇni razpon izhoda: odvisno od vezave dolocˇenih konektorjev cˇipa.
Izhodni podatki se lahko zapisujejo z 16 ali 24 biti. Ker je bil nasˇ cilj dosecˇi velik
dinamicˇni razpon, smo pretvornik konfigurirali tako, da je bil njegov izhodni razpon
24 bitov.
– konfigurabilnost logicˇnih nivojev: izhodni digitalni napetostni nivoji se lahko spre-
menijo, cˇe na ustrezne konektorje priklopimo zˇeleno napetost izhodnih nivojev. To
je bilo nujno za varno komunikacijo s plosˇcˇo BBB, katere napetost visokega logicˇnega
stanja je 3,3 V.
– SPI: ta vmesnik ima na cˇipu 5 vodil; dodano je vodilo DRDY (data ready), ki
daje informacijo o opravljeni pretvorbi. Z njegovo pomocˇjo tudi nadzorujemo okno
prenosa podatkov (aktiviramo CS).
– razlicˇni nacˇini komunikacije: lahko je nadrejena ali podrejena komponenta SPI ko-
munikacije. Za to nalogo smo pretvornik konfigurirali tako, da je bil podrejena
komponenta; to pomeni, da smo morali serijsko uro in aktivacijo okna komunikacije
dolocˇati s plosˇcˇo BBB.
Je diferencialni pretvornik, ki vse 4 analogne kanale zajema socˇasno. Njegova ma-
ksimalna frekvenca vzorecˇnja je 128 kSPS [10]; ker je bil nasˇ cilj v celoti izkoristiti
zmogljivosti pretvornika, smo morali programe napisati tako, da so lahko podatke
prenasˇali dovolj hitro; v nasprotnem primeru bi lahko razpolovili frekvenco vzorcˇenja
le s prepocˇasnim prenosom podatkov.
3.2. Povezava plosˇcˇe BeagleBone Black z racˇunalnikom
Plosˇcˇo BBB lahko uporabljamo kot samostojen racˇunalnik ali pa povezano z osebnim
racˇunalnikom; v tej konfiguraciji smo jo uporabljali pri razvoju programske opreme.
Za povezavo smo morali najprej namestiti gonilnike, nato pa sˇe terminal za SSH komu-
nikacijo in prenos datotek po protokolu SFTP. Zaradi uporabe podsistema PRU smo
morali pred nadaljnjim razvojem onemogocˇiti tudi HDMI prikljucˇek; to smo storili s
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spremembo datoteke uEnv.txt na plosˇcˇi BBB. Ta datoteka se nahaja na FAT particiji
plosˇcˇe in se jo lahko spreminja neposredno prek osebnega racˇunalnika.
3.3. Razvoj programske opreme
3.3.1. Konfiguracija plosˇcˇe BeagleBone Black
Ker uporabljena plosˇcˇa nima BIOS, je bilo najprej treba napisati ustrezno datoteko,
s katero smo konfigurirali vhode/izhode plosˇcˇe in aktivirali PRU. Konfiguracijska da-
toteka za plosˇcˇo ima koncˇnico .dts, jezik, ki se uporablja za to, je specificˇen. Enkrat
napisana in prevedena konfiguracijska datoteka se lahko shrani v mapo operacijskega
sistema (/lib/firmware – tu so shranjene vse konfiguracijske datoteke), iz katere se
jo lahko nalozˇi v mapo /sys/devices/bone capemgr.9/slots, ki nadzira vhode in
izhode plosˇcˇe, pa tudi ostale komponente.
3.3.2. Program za komunikacijo SPI
Zaradi mozˇnosti delovanja v realnem cˇasu in s tem predvidljivega cˇasovnega obnasˇanja
smo se odlocˇili za komunikacijo na relaciji BBB-A/D pretvornik ter pisanje podatkov
v spomin plosˇcˇe uporabiti PRU. Tekom naloge smo napisali vecˇ programov za PRU
v zbirnem jeziku, pri cˇemer smo napake poskusˇali sproti odkrivati in odpravljati. Pri
tem smo morali paziti na to, da smo stanja serijske ure spreminjali dovolj pocˇasi,
da smo dosegali minimalne dovoljene periode, kot jih specificira dokumentacija A/D
pretvornika. Samo odkrivanje napak je zahtevalo uporabo osciloskopa, s katerim smo
lahko spremljali stanja na vodilih serijske komunikacije, iz cˇesar smo posredno lahko
sklepali na napake v kodi.
Zaradi zahteve po kontinuiranem zajemu smo morali v sistem integrirati krozˇni medpo-
mnilnik, katerega pisalni kazalec (ang. head pointer) je moral biti posredovan programu
za zapis podatkov v datoteko prek PRU. Tako smo v kodo vkljucˇili strukturo, ki je
imela nalogo, da je po vsakem oknu prenosa podatkov sporocˇila, na katerem mestu v
globalnem RAM se je nahajala zadnja zapisana vrednost.
3.3.3. Gostiteljski program
Programe za PRU je treba iz Linuxovega uporabniˇskega prostora nalozˇiti s pomocˇjo
drugega programa. Napisali smo ga v jeziku C, katerega knjizˇnice, nalozˇene na plosˇcˇi
BBB, zˇe vsebujejo funkcije za interakcijo s PRU. Poleg tega smo morali pri tem pro-
gramu napisati tudi strukturo, ki je morala znati PRU posredovati glavni karakteristiki




3.3.4. Program za shranjevanje podatkov
Program smo napisali v jeziku C. Za to smo se odlocˇili iz dveh razlogov:
– shranjevanje podatkov je moralo potekati v skladu s PRU, torej je moral program
dostopati do spominskih informacij s PRU. C ima zˇe vkljucˇeno knjizˇnico za to ko-
munikacijo.
– C je hitrejˇsi in ”lazˇji”od visokonivojskih jezikov (kot je na primer Python). Ker je
cˇas v tej aplikaciji kljucˇen, smo morali razviti program, ki je tudi dovolj hiter. Prav
tako so viri na plosˇcˇi BBB v primerjavi z viri danasˇnjih osebnih racˇunalnikov zelo
omejeni, kar zahteva ”lazˇje”programe – ki jih prav tako lazˇje razvijemo v jeziku C.
V ta program je moral biti vkljucˇen tudi bralni kazalec (ang. tail pointer) krozˇnega
medpomnilnika. Zaradi izjemne razlike v hitrosti delovanja in porabi spominskega
prostora smo program zasnovali tako, da je podatke v datoteko pisal v binarni obliki
in ne v formatirani tekstovni obliki.
Druga pomembna zahteva kontinuiranega delovanja je mozˇnost prozˇenja ob dogodkih.
V ta namen smo morali napisati funkcijo za implementacijo sprozˇilca, ki je morala biti
dovolj fleksibilna, da bi lahko koncˇni uporabnik dolocˇil njene od zahtev meritve odvisne
parametre.
3.3.5. Programi za analizo podatkov
Za to, da smo lahko zajete podatke analizirali, smo napisali tudi nekaj programov za
analizo podatkov:
– program za dekodiranje binarnega zapisa: napisali smo program, ki pretvori
binarno datoteko v berljivo tekstovno datoteko, v kateri so vrednosti meritev zapi-
sane v sˇestnajstiˇskem (heksadecimalnem) zapisu. Napisan je v jeziku C, prevedli pa
smo ga za uporabo na osebnem racˇunalniku.
– program za obdelavo podatkov: program za obdelavo podatkov in izris grafov
smo zaradi enostavnejˇse kode in velikega sˇtevila vkljucˇenih knjizˇnic napisali v jeziku
Python. Z njegovo pomocˇjo smo nato lahko tudi testirali razvito programsko opremo.
3.4. Testiranje razvite opreme
Programsko opremo smo tekom razvoja tudi testirali. Za testiranje programske opreme
smo se posluzˇevali modula EVM skupaj s pripadajocˇo programsko opremo, osciloskopa,
generatorja signalov in improviziranih vezij s tipkami oz. potenciometri.
3.4.1. Evaluacijski modul
Kot celoto smo ga uporabljali predvsem za programiranje pretvornika: to pomeni ak-
tiviranje vseh 4 kanalov pretvornika in dolocˇitev frekvence vzorcˇenja. Za to smo upo-
rabljali tudi pripadajocˇo programsko opremo Delta-Sigma ADC EvaluaTIon Module,
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s katero smo programirali pretvornik, pa tudi zajemali podatke. Zajem je bil omejen
na zgodnjo fazo testiranja, ko smo primerjali lastne sˇume A/D kanalov, zajete z lastno
programsko opremo s tistimi, ki smo jih zaznali s programi za EVM.
Slika 3.1 prikazuje modul EVM. Na desni strani je procesorski del; najvecˇje integrirano
vezje je procesor (oznacˇen z 1). Na levi strani je A/D pretvornik (2); okoli njega so
postavljene ustrezne periferne komponente, ki omogocˇajo dobro delovanje. Na skrajni
levi strani modula se nahajajo prikljucˇki za analogne vhode (3). Modul razpolaga tudi
z lastnim kristalnim oscilatorjem (4), ki daje urni signal pretvorniku.
Slika 3.1: Evaluacijski modul ADS131A04 EVM. [11]
Prav tako je EVM sluzˇil kot od EVM neodvisno A/D pretvornik; poleg vseh komponent
so na modulu tudi prikljucˇki za komunikacijo SPI, s katero smo ga povezali s plosˇcˇo
BBB.
3.4.2. Osciloskop
Pri razhrosˇcˇevanju kode za PRU smo uporabljali osciloskop SDS 1022DL proizvajalca
Siglent, ki lahko zajema do 500 milijonov vzorcev na sekundo na 2 kanalih. Z nje-
govo pomocˇjo smo lahko spremljali stanja vodil SPI komunikacije (glej 3.3.2.), pa tudi
ugotavljali frekvenco vzorcˇenja pretvornika.
Slika 3.2 prikazuje primer testiranja delovanja programske kode za PRU. S sˇtevilko
1 je oznacˇena plosˇcˇa BBB, s sˇtevilko 2 A/D pretvornik na plosˇcˇi EVM, s sˇtevilko 3
osciloskop in s sˇtevilko 4 osebni racˇunalnik. Sonda osciloskopa je prikljucˇena na vodilo
DRDY. Slika 3.3 prikazuje zajem zaslona osciloskopa, ki je nastal pri tem testu. Na
njej je viden cˇasovni potek napetosti pri maksimalni frekvenci vzorcˇenja.
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Slika 3.2: Testiranje delovanja kode za PRU z osciloskopom.
Slika 3.3: Zajem zaslonske slike osciloskopa s slike 3.2
.
3.4.3. Generator signalov
Geneartor signalov DG1022 proizvajalca Rigol omogocˇa generiranje razlicˇnih napeto-
stnih signalov na 2 kanalih z nastavljivimi parametri: oblika signala (sinusni, zˇagasti,
kvadratni...), amplituda (kot VPP ali kot VRMS), frekvenca, fazni zamik, nicˇelni polozˇaj.
Uporabljali smo ga v poznejˇsih fazah testiranja programske kode, ko smo zajemali si-
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gnale le z lastnimi programi, rezultate pa vrednotili preko (s prav tako lastnimi pro-
grami) izrisanih grafov, ki so prikazovali odvisnost elektricˇne napetosti od cˇasa.
Na sliki 3.4 je prikazana postavitev, uporabljana za testiranje programov. Oznake
ustrezajo tistim s slike 3.2, le da je sedaj s sˇtevilko 3 oznacˇen uporabljeni generator
signalov. Njegov izhod je povezan na analogni vhod enega izmed kanalov pretvornika.
Slika 3.4: Testiranje z uporabo generatorja signalov.
3.4.4. Testiranje sprozˇilca
Za testiranje programskega sprozˇilca smo sestavili in uporabljali zelo enostavno vezje,
kot ga prikazuje slika 3.5. To je pravzaprav le neposredno s plosˇcˇe BBB napajan
napetostni delilnik, ki je na sredini locˇen, pritisk na tipko pa sklene tokokrog. Na
koncih enega izmed uporov delilnika so zˇice, ki smo jih priklopili na analogni vhod
A/D pretvornika. Na sliki 3.6 pa je poenostavljena elektricˇna shema vezja, kot smo ga
uporabili za testiranje. Ko tipka ni pritisnjena, tokokrog ni sklenjen, tako je na vhodu
ADC+ kot ADC- napetost (priblizˇno) 0 V. Ko tipko pritisnemo, stecˇe elektricˇni tok in
na uporu R2 se pojavi padec napetosti. Obraten proces potecˇe, ko tipko spustimo. Te
spremembe v razliki napetosti med vhodoma pretvornika smo nato lahko uporabljali
za testiranje delovanja sprozˇilca.
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Z nalogo smo potrdili, da je mogocˇe uporabiti plosˇcˇo BBB skupaj z izbranim A/D pre-
tvornikom za zajem digitalnih signalov z velikim dinamicˇnim razponom, pri cˇemer nam
je uspelo v celoti izkoristiti zmogljivosti pretvornika. Dosegli smo kontinuirano delo-
vanje sistema, pri cˇemer smo poleg krozˇnega medpomnilnika vkljucˇili tudi programski
sprozˇilec, ki zajem podatkov sprozˇi ob zahtevanih dogodkih.
4.2. Struktura programskega sistema
Tekom naloge razvitih programov (in druge kode) je vecˇ, vsi pa so nujni za to, da smo
lahko dosegli zastavljene cilje. Razviti programi, ki se poganjajo na plosˇcˇi BBB, so:
1. device tree overlay : konfiguracijska koda za vhode/izhode plosˇcˇe BBB in
omogocˇanje podsistema PRU.
2. program za komunikacijo SPI: tecˇe na jedru 0 podsistema PRU. Za izvedbo
posameznega okna komunikacije potrebuje okoli 6,5 µs. V tem cˇasu prenese
15 bajtov (5×24 bitov) informacije, torej je njegova hitrost prenosa priblizˇno
2,3 MB/s – toliksˇno lahko dosega A/D pretvornik. Zasnovan je tako, da poskusˇa
dosegati cˇim krajˇse periode urnega signala; poleg tega pa po vsakem opravljenem
oknu prenosa v lastnem RAM shrani informacijo o zadnjem zapisanem naslovu;
to je tudi pisalni kazalec krozˇnega medpomnilnika. Enkrat pognan tecˇe neodvisno
od sistema Linux.
3. gostiteljski program: njegova naloga je nalozˇiti program za komunikaciji SPI
na PRU, skupaj z informacijo o razpolozˇljivem prostoru za pisanje podatkov
v globalni RAM – le-to zapiˇse v lokalni RAM sistema PRU. Za pridobitev te
informacije je implementirana funkcija za branje podatkov iz sistemskih datotek,
kjer je shranjena.
4. program za shranjevanje podatkov: omogocˇa kontinuiran zajem podatkov.
S programom za komunikacijo SPI, ki tecˇe na PRU, komunicira preko kazalcev na
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spominska mesta, kjer se nahaja informacija o naslovu pisalnega kazalca. V njem
je implementiran bralni kazalec krozˇnega medpomnilnika, pa tudi programski
sprozˇilec. Podatke iz RAM zapisuje v datoteko v binarni obliki – to je hitrejˇsi in
prostorsko manj potraten nacˇin shranjevanja podatkov kot v formatirani obliki.
Programi za analizo podatkov tecˇejo na osebnem racˇunalniku, ker je to opravilo racˇunsko
precej zahtevnejˇse kot zajem. Za samo delovanje sistema kot takega ne igrajo kljucˇne
vloge. Kljub temu so dobrodosˇli, saj omogocˇajo predstavitev zajetih podatkov.
Slika 4.1 prikazuje strukturo programskega sistema. Gostiteljski program, kot zˇe ome-
njeno, nalozˇi program za komunikacijo SPI in informacijo o razpolozˇljivem spominu na
PRU. Ta program nato samostojno komunicira s pretvornikom preko I/O prikljucˇkov,
prebrane podatke pa piˇse v globalni RAM plosˇcˇe BBB. Program za shranjevanje po-
datkov bere informacijo o trenutnem pisalnem mestu (tj. naslovu head pointer -ja), iz
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Slika 4.1: Shematska predstavitev strukture programskega sistema.
4.2.1. Implementacija krozˇnega medpomnilnika
V sistemu je vkljucˇen tudi krozˇni medpomnilnik, ki je fizicˇno del globalnega RAM
plosˇcˇe, ki je rezerviran za namen pisanja podatkov s PRU in ima kapaciteto 2 MB;
velikost medpomnilnika je izbrana tako, da omogocˇa shranjevanje priblizˇno 1 sekunde
zajema. Njegov pisalni kazalec nadzira PRU, njegov bralni kazalec pa program za shra-
njevanje podatkov (tecˇe v Linuxovem uporabniˇskem prostoru). Za razliko od klasicˇnih
krozˇnih medpomnilnikov deluje v sledecˇih korakih:
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1. ob zagonu prebere zadnji spominski naslov, na katerega je PRU pisal podatke, in
ga shrani v spremenljivko (”a”);
2. pocˇaka, znova prebere zadnji spominski naslov pisanja, ki je tokrat drugacˇen, ga
prav tako shrani v spremenljivko (”b”);
3. v ciljno datoteko naenkrat zapiˇse vse podatke med prebranima naslovoma;
4. izvede operacijo ”a=b”;
5. vrne se na korak 2 in ostaja v zanki do prekinitve.
Ta izvedba nima bralnega in pisalnega kazalca v klasicˇnem smislu; nadomesˇcˇata ju
programski spremenljivki ”a”(bralni) oz. ”b”(pisalni kazalec). Prav tako ne napreduje
v enakomernih korakih, ampak so ti odvisni od tega, koliko se je med posameznimi
koraki pisanja povecˇal pisalni naslov. Cˇe dosezˇe pisalni kazalec (”b”) koncˇni naslov
oz. preskocˇi na zacˇetnega, program najprej v datoteko zapiˇse vse podatke do koncˇnega
naslova medpomnilnika, nato pa ponastavi bralni kazalec (”a”) na zacˇetno vrednost.
4.2.2. Implementacija programskega sprozˇilca
Za namen prozˇenja ob dogodkih je v program za shranjevanje podatkov vkljucˇen tudi
programski sprozˇilec, ki se po potrebi aktivira ob zagonu programa. Ko se sprozˇi, se
aktivira pisanje podatkov v datoteko. Implementiran je v locˇeni funkciji kot sam zajem
brez prozˇenja, vendar prav tako uporablja enako strukturo krozˇnega medpomnilnika,
in sicer tako, da zaporedoma primerja zadnji dve zaznani vrednosti na izbranem kanalu
(vpr, vpo). Je konfigurabilen; nastavljati je mocˇ kanal za prozˇenje, mejo (T ; vrednost,
pri prehodu katere poteka prozˇenje) in nacˇin prozˇenja. Ti so trije:
1. prozˇenje ob dvigu cˇez izbrano mejo se zgodi, cˇe velja:
vpr < T < vpo (4.1)
2. prozˇenje ob padcu pod izbrano mejo se zgodi, cˇe velja:
vpr > T > vpo (4.2)
3. prozˇenje ob prehodu izbrane meje se zgodi, cˇe velja katerakoli izmed relacij (4.1)
ali (4.2).
4.3. Delovanje sistema
Delovanje sistema smo testirali s pomocˇjo naprav in komponent, opisanih v poglavju
3.4.. Prvi test je bil zajem lastnega sˇuma pretvornika s pomocˇjo razvitih programov in
primerjava vrednosti s tistimi, ki smo jih zajeli preko modula EVM. Ugotovili smo, da
se vrednosti lastnega sˇuma skladajo oz. so v istem rangu. Preglednica 4.1 prikazuje
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tipicˇne vrednosti tega sˇuma. Te sicer lahko nekoliko odstopajo, odvisno od okoliˇskih
pogojev.
Preglednica 4.1: Tipicˇne vrednosti lastnega sˇuma A/D pretvornika v sˇestnajstiˇskem
zapisu.
Kanal Tipicˇna vrednost sˇuma
ADC0 0x0003**
ADC1 0x0009** ali 0x000a**
ADC2 0x000b**
ADC3 0xffc3**
Opomba: ** pomeni katerikoli sˇtevki.
S pomocˇjo generatorja signalov smo zajeli nekaj definiranih signalov. Slika 4.2 prikazuje
primer podatkov, ki smo jih zajeli z lastnimi programi, ko smo na pretvornik prikljucˇili
vhodni napetostni signal z amplitudo 1 V in frekvenco 5 Hz. Vse sledecˇe slike smo
izrisali s pomocˇjo lastnih programov za analizo podatkov, napisanih v jeziku Python.
Slika 4.2: Zajem sinusnega signala.
Slika 4.3 pa prikazuje cˇasovni potek zajetega napetostnega signala kvadratne oblike z
amplitudo 1 V in frekvenco 4 Hz. Delezˇ cˇasa, v katerem je napetost pozitivna, je 20%.
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Slika 4.3: Zajem kvadratnega signala.
Primer podatkov, zajetih pri testiranju sprozˇilca, je na sliki 4.4. Uporabljeni parametri
sprozˇilca so bili: meja -0,8 V, prozˇenje ob dvigu cˇez izbrano mejo. Negativno napetost
smo dosegli tako, da smo zamenjali prikljucˇka ADC+ in ADC- (slika 3.6).
Slika 4.4: Zajem signala pri testiranju sprozˇilca.
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5.1. Struktura programskega sistema
Pri razvoju vseh programov za plosˇcˇo BBB smo uporabljali programski jezik C (razen
pri programu za PRU), ker je bistveno bolj zmogljiv pri omejenih virih plosˇcˇe.
Programski sistem za zajem podatkov na plosˇcˇi BBB smo zasnovali tako, da bi bil
karseda enostaven in lahek, kljub vsemu pa dosegal zahteve, ki smo si jih postavili. To
nam je uspelo s tem, da smo en program ”razbili”na dva dela – locˇili smo gostitelj-
ski program od programa za shranjevanje podatkov. S tem lahko prenos podatkov s
pretvornika na plosˇcˇo pozˇenemo in ta tecˇe v ozadju; tudi po tem, ko koncˇamo z za-
jemom podatkov v datoteko. Tako smo omogocˇili tudi bistveno lazˇjo implementacijo
programskega sprozˇilca.
Program za komunikacijo SPI, ki tecˇe na PRU jedru 0, je bil tekom raziskave podvrzˇen
mnogim spremembam (zaradi razhrosˇcˇevanja), zadnja delujocˇa verzija pa je zelo zane-
sljiva. Pretvornik v enem oknu prenosa po SPI posˇlje 5 24-bitnih besed, od katerih je
prva statusna, zato smo zaradi lazˇje izvedbe le-to zanemarili – brez posledic za zajem
signalov. Ko smo dosegli zahtevo prenosa podatkov z vseh 4 kanalov pri maksimalnem
dinamicˇnem razponu, smo z razvojem kode koncˇali; kljub temu je sˇe odprta za dolocˇene
izboljˇsave.
Za zapis podatkov iz krozˇnega pomnilnika v datoteko smo namesto funkcije fprintf(),
ki v datoteko piˇse formatirano besedilo, uporabili funkcijo fwrite() (obe sta del stan-
dardne knjizˇnice stdio.h jezika C), ki v datoteko piˇse surov bitni zapis. Prednost te
ni le ta, da po koncu zajema dobimo bistveno manjˇso datoteko, ampak tudi v hitrosti
zapisa in veliki fleksibilnosti same funkcije, kar se velikosti zapisane informacije ticˇe.
Ker ta funkcija kot argument jemlje med drugim velikost informacije, ki jo je potrebno
zapisati, in njen zacˇetni naslov v RAM, je za ta namen zelo primerna. Omogocˇa tudi
izvedbo modifikacije krozˇnega medpomnilnika, kakrsˇno smo uporabili pri nasˇih pro-
gramih; razliko med obema naslovoma (glej 4.2.1.) uporabimo za velikost informacije,
prvi izmed njiju (tj. ”a”) pa je tudi argument funkcije fwrite(). S tem smo dosegli
optimalno hitrost zapisovanja, saj smo minimizirali sˇtevilo operacij pri zapisu.
Programski sprozˇilec je v svoji osnovi zelo preprost, saj le primerja zaporedne zaznane
vrednosti z dolocˇeno mejno vrednostjo. Ker je bila zˇelja narediti program cˇim lazˇji, je




Pri maksimalni frekvenci vzorcˇenja pride do padca dinamicˇnega razpona s 24 na 20
bitov. Vzroki za to so verjetno omejitve samega cˇipa ter dejstvo, da pri tej frekvenci
pretvornik nima toliko cˇasa za t.i. oversampling, ki ga izvaja pri nizˇjih frekvencah. Pri
oversamplingu gre za to, da pretvornik v istem intervalu med pretvorbama analogni
signal vzorcˇi vecˇkrat, izhodni signal pa je baziran na povprecˇnem vhodnem. Ker pri
tej frekvenci to ni mogocˇe v taki meri kot pri nizˇjih frekvencah, lahko temu pripiˇsemo
nekaj izgube natancˇnosti.
Na slikah 4.2 in 4.3 je opazen velik sˇum signala. Razlogov zanj je vecˇ: elektromagne-
tna valovanja iz okolice oz. drugih komponent in njihovih napajalnih vodov, dolzˇina
prikljucˇnih zˇic, na katere lahko ta valovanja vplivajo itn. Najvecˇji razlog motenj pa je
nacˇin priklopa generatorja signalov na prikljucˇne zˇice (slika 3.4) preko krokodil sponk.
To je jasno vidno tudi s pomocˇjo slike 4.4. V tem primeru so dolzˇine zˇic vecˇje kot
ob uporabi generatorja signalov, sˇum pa je bistveno manjˇsi. Edina bistvena razlika
je nacˇin priklopa vodil analognih kanalov, ki je v tem primeru izveden neposredno na
prototipno plosˇcˇo. Velik sˇum signala prav tako ni posledica samega generatorja – to
je bilo razvidno, ko smo prikljucˇili sonde osciloskopa neposredno na izhode generatorja
signalov, pri cˇemer skoraj ni bilo zaznati sˇuma.
Sˇuma bi se lahko dodatno znebili tudi s pomocˇjo nizkoprepustnega filtra na vsakem
izmed analognih kanalov, s cˇimer bi odstranili nezˇelene visoke frekvence, pa tudi za-




Med izdelavo te naloge smo pokazali oziroma razvili in testirali sledecˇe:
1. Pokazali smo, da je plosˇcˇo BeagleBone Black mogocˇe uporabiti za komunikacijo z
analogno-digitalnim pretvornikom z velikim dinamicˇnim razponom, kar omogocˇa
izdelavo odprtega merilnega sistema.
2. Razvili smo programe, s katerimi lahko plosˇcˇa komunicira s pretvornikom.
3. V programski kodi smo implementirali krozˇni medpomnilnik, ki omogocˇa kontinu-
irano zapisovanje podatkov, in programski sprozˇilec, ki lahko sprozˇi zapisovanje
podatkov ob predhodno definiranih dogodkih. Ti funkcionalnosti vecˇata uporab-
nost sistema.
4. Programe smo testirali in ugotovili, da je mozˇno z njimi v celoti izkoristiti zmo-
gljivosti uporabljenega analogno-digitalnega pretvornika.
S to nalogo smo tako razvili programsko opremo za odprte (open-source) merilne sis-
teme, pri cˇemer smo uporabili plosˇcˇo BeagleBone Black. Zaradi implementiranih funk-
cionalnosti, kot je kontinuiran zajem, je sistem zelo uporaben, hkrati pa je to prvi (in
zaenkrat edini) sistem s taksˇnimi zmogljivostmi. Podobne resˇitve namrecˇ (sˇe) ne ob-
stajajo. Razvita koda je del odprte platforme za zajem digitalnih signalov na omrezˇju
GitHub in se bo v prihodnosti redno posodabljala.
Predlogi za nadaljnje delo
Kljub temu da je koda funkcionalna, so pri njej sˇe mozˇnosti za izboljˇsave, s cˇimer bi
programe lahko naredili sˇe ”lazˇje”. Podobno je odprta mozˇnost optimizacije velikosti
krozˇnega medpomnilnika, ki bi ga lahko (precej) zmanjˇsali; s tem bi sprostili prostor v
delovnem pomnilniku plosˇcˇe BBB, ki bi ga lahko izkoristili drugi programi. Prav tako
je mozˇno optimizirati programski sprozˇilec; s tem je miˇsljena mozˇnost nastavitve cˇasa
zacˇetka zapisovanja podatkov pred oz. po dogodku, ki aktivira sprozˇilec. Nazadnje
pa tu omenimo sˇe programiranje pretvornika; pri izdelavi te naloge smo uporabljali
pretvornik na modulu EVM, ki ga lahko programiramo prek osebnega racˇunalnika. Za
odstranitev potrebe po modulu bi bilo potrebno napisati tudi program, s katerim bi
programirali pretvornik neposredno prek plosˇcˇe BBB.
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