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Povzetek
Magistrsko delo se osredotoča na razvoj naprave za prestrezanje in poseganje v
serijsko komunikacijo med dvema napravama, z namenom razhroščevanja komu-
nikacijskega vmesnika na obeh napravah in posledično olaǰsanja razvoja in testi-
ranja naprav. Naprava za prestrezanje komunikacije je zasnovana tako, da deluje
kot strežnik s potisnim mehanizmom, ki vso prestreženo komunikacijo posreduje
vsem povezanim klientom prek spletne aplikacije, ki nudi tudi razna orodja za po-
seganje v komunikacijo. Napravi, ki med seboj komunicirata, sta v tem primeru
elektronski števec za merjenje električne energije in izmenljiv komunikacijski mo-
dul. Pri razvoju sem se osredotočil predvsem na programski del razvoja naprave,
pri čemer je glavna platforma za programsko arhitekturo operacijski sistem Li-
nux na računalniku Raspberry Pi. Uporabil sem različne programske jezike in
ogrodja, kot so JavaScript, Python, HTML, Node.js in različne metode medpro-
cesne komunikacije, kot npr. poimenovane cevi in signali ter mnoge sistemske
klice operacijskega sistema Linux, ki so v veliki meri pripomogli k sinhronizaciji
delovanja procesov. V veliko pomoč so mi bile tudi razne programske knjižnice,
še posebej socket.io, s pomočjo katere sem implementiral potisni mehanizem
na strežniku. Obseg dela zajema tudi testiranje obremenjenosti in temperature
procesorja računalnika Raspberry Pi zaradi programov, napisanih v programskem
jeziku Python, in strežnika, implementiranega v ogrodju Node.js. Rezultati testov
so privedli do ugotovitve, da je trenutna programska implementacija primerna za
uporabo in ne obremenjuje procesorja računalnika Raspberry Pi v preveliki meri.
Ključne besede: MITM, Raspberry Pi, serijska komunikacija, Node.js, števec
električne energije
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Abstract
This thesis focuses on developing a serial communication interception tool, with
the aim of debugging the communication interface of both communicating devices,
therefore facilitating development and testing of these devices. The interception
device is also designed as a server with implemented push mechanism to mediate
intercepted communication to all connected clients through a web application,
which also provides various tools for communication altering. Communication
devices in this case are energy meter and interchangeable communication mod-
ule. My main focus in developing this device was software development, with the
main platform for software architecture being Raspberry Pi with Linux operating
system on board. I have used various programming languages and frameworks
such as JavaScript, Python, HTML, Node.js and various methods of interprocess
communication such as named pipes and signals, with the help of many Linux
system calls that contributed to synchronization of the process interactions. var-
ious software libraries have also been of great help, especially socket.io which
helped implementing the push mechanism on the server. The scope of this thesis
also includes testing the load and temperature of a Raspberry Pi processor due
to programs written in Python and a server implemented in Node.js framework.
Test results have led to the conclusion that the current software implementation
is appropriate for use and does not overload the Raspberry Pi processor.
Key words: MITM, Raspberry Pi, serial communication, Node.js, energy meter
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menskimi sponkami . . . . . . . . . . . . . . . . . 35
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v spremljajočem besedilu, kjer je simbol uporabljen.
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1 Uvod
Razvijanje in testiranje tehnološko naprednih izdelkov velikokrat olaǰsa uporaba
raznih orodij, pripomočkov in naprav. Tudi v podjetju Iskraemeco d. d. se
pri razvoju in testiranju večkrat pokaže potreba po orodju, ki bi omogočil lažji
razvoj in testiranje nekega izdelka ali določene funkcionalnosti. Če taka orodja
na trgu že obstajajo, se podjetje največkrat odloči za licenčno uporabo, včasih pa
je zaradi potrebe po specifični uporabnosti orodje oziroma pripomoček smiselno
razviti v podjetju.
Podjetje Iskraemeco d. d. se ukvarja z razvijanjem in izdelavo števcev za mer-
jenje električne energije ter drugih, z njimi povezanih komunikacijskih naprav in
programske opreme. Števci so lahko opremljeni z različnimi izmenljivimi komuni-
kacijskimi moduli FEM (angl. Field Exchangeable Module), ki števcu omogočajo
komunikacijo s sistemom HES (angl.Head-End System), glede na potrebe kupca
in na okolje, kjer se števci nahajajo. Obstajajo moduli, ki podpirajo različne
vrste komunikacije, kot so: GSM, GPRS, UMTS, LTE, CDMA, S-FSK, G3 PLC.
Števec in modul med seboj komunicirata s pomočjo komunikacijskega vmesnika
P*, ki je bil za ta namen zasnovan v podjetju. Tako smo prǐsli do ideje, da
bi razvoj in testiranje interakcije števca s komunikacijskim modulom olaǰsali z
napravo, ki prestreza komunikacijo med njima in jo po potrebi tudi modificira,
prikaz komunikacije in interakcija z napravo pa je dostopna na spletni aplikaciji.
Glavni cilj magistrskega dela je razvoj omenjene naprave, opis njenih zahtev
in specifikacij ter njenega delovanja, poleg tega pa delo obsega tudi kratek opis
specifikacije komunikacijskega vmesnika P*.
Razlog za razvoj te naprave je bil predvsem olaǰsati razvojni proces tako
števcev kot tudi komunikacijskih modulov in omogočiti vpogled ter poseg v ko-
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munikacijo med povezanima napravama. Z razvojem take naprave bi olaǰsali tudi
proces testiranja komunikacije med števcem in modulom ter njune medsebojne
interakcije. Poleg tega pa je bil razlog tudi omogočiti vse to brez potrebe po nepo-
sredni bližini razvijalca ali preizkuševalca in s tem omogočiti možnost testiranja
na daljavo in realizacijo dodatnih testnih scenarijev.
1.1 Podobne naprave
Kot omenjeno v uvodu, do razvoja take naprave pride ravno zaradi potrebe po
točno določenih zahtevah delovanja, zato lahko rečem, da se podobne že obstoječe
naprave kar precej razlikujejo od te.
Za podobno napravo torej lahko štejem preprosto vezje z integriranim vezjem
FTDI (proizvajalec integriranih vezij, angl. Future Technology Devices Internati-
onal), ki serijsko komunikacijsko linijo pretvori v protokol USB za komunikacijo
z računalnǐskim programom. Primer računalnǐskega programa za pregled komu-
nikacije je Docklight, ki ga tudi sicer uporabljamo v podjetju. Vendar tej napravi
manjka bistvena funkcionalnost, to je modifikacija komunikacije v realnem času.
Prav tako je omejena na žično povezljivost z računalnikom in ima omejen prikaz
podatkov.
1.2 Tehnologija prestrezanja komunikacije
Uporabljen način prestrezanja komunikacije je znan tudi kot MITM (angl. Man
In The Middle) [2], česar neposreden prevod je mož v sredini. Običajno se pri
takem načinu prestrezanja komunikacije napravi, ki med seboj komunicirata, po-
srednika ne zavedata, torej sta v prepričanju, da komunicirata neposredno med
seboj. Posrednik lahko prestrežene informacije posreduje naprej povsem transpa-
rentno, lahko pa jih sproti tudi spremeni, odstrani ali vsili svoje. Táko poseganje
v komunikacijo je velikokrat zlonamerno, vmesni člen hoče škodovati uporabni-
koma oziroma napravama, ki med seboj komunicirata, ali pa pridobiti zaupne
informacije. Nasprotno pa gre v mojem primeru predvsem za razhroščevanje
(angl. debugging) komunikacije med dvema napravama.
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MITM način poseganja v komunikacijo je poznan v različnih komunikacijskih
tehnologijah, kot so npr. LAN, HTTP, serijska komunikacija, SSL, SSH itn. Zelo
pogosti so napadi v javnih ali lokalnih omrežjih med odjemalci in usmernikom
(angl. router), strežnikom ali drugo omrežno napravo. Take napade je zelo težko
odkriti, saj napadalec dobro posnema obnašanje druge naprave. Obstaja mnogo
programskih orodij, ki omogočajo poseganje v omrežno komunikacijo, velikokrat
gre za upravljanje s paketi ARP. Primeri orodij: MITMF, Ettercap, Wireshark.
Táko poseganje v serijsko komunikacijo je težje, ker so povezave med napra-
vami običajno kraǰse in je posledično lažje fizično odkriti napadalca. Za izvajanje
napada na serijsko komunikacijo je potrebno dobro poznati fizični nivo komunika-
cije in morebitne dodatne protokole, ki jih napravi uporabljata za vzpostavitev in
vzdrževanje komunikacijskega kanala. Poleg programske opreme pa je potrebna
tudi ustrezna strojna oprema, saj je komunikacijo treba fizično prestreči. Primer
programskega orodja: RealTerm, Docklight.
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2 Komunikacijski vmesnik P*
Vmesnik P* (angl. P Star) je univerzalen komunikacijski vmesnik za različne
tipe komunikacijskih modulov, ki podpirajo različne komunikacijske tehnologije.
Zasnovan je bil znotraj podjetja, z namenom poenotiti komunikacijski protokol
med različnimi napravami. Tako so komunikacijski moduli, ki za komunikacijo
uporabljajo vmesnik P*, med seboj zlahka zamenljivi.
2.1 Fizični vmesnik
Komunikacijski modul je s števcem povezan prek priključka s 14 sponkami, ki za-
gotavlja glavno in pomožno napajanje, serijski komunikacijski vmesnik, kontrolne
komunikacijske signale in galvansko ločene komunikacijske signale napetostnega
omrežja (PLC, angl. Power Line Communication). Posameznih priključkov in
njihovih pripadajočih signalov zaradi morebitnega razkritja zaupnih podatkov ne
bom podrobneje opisal.
2.2 Fizični nivo komunikacije
Fizični komunikacijski nivo med števcem in modulom predstavlja serijski vmesnik
RS232 z dvema sponkama RX (sprejemna sponka, angl. Receive) in TX (oddajna
sponka, angl. Transmit), ki privzeto komunicira s hitrostjo prenosa 115200 Bd, z 8
podatkovnimi biti in z 1 končnim bitom. Nastavitve fizičnega nivoja komunikacije
so odvisne od komunikacijske tehnologije modula.
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2.3 Načini delovanja vmesnika
Komunikacijski vmesnik P* podpira dva načina delovanja, pri čemer je lahko
naenkrat izbran samo en način:
1. prvi način uporablja le fizični nivo vmesnika P*, namenjen že uveljavljenim
prenosnim protokolom in temelji na standardih IEC 62056-21 [3] in IEC
62056-46 [4],
2. drugi način temelji na tehnični specifikaciji 3GPP TS 27.010 [5], ki omogoča
vzporedno podatkovno in kontrolno komunikacijo na različnih navideznih
kanalih. Podpira največ tri virtualne kanale DLCI0, DLCI1 in DLCI2. Prvi
kanal je namenjen upravljanju z navideznimi kanali, drugi kanal je namenjen
nastavitvi, kontroliranju in diagnosticiranju komunikacijskega modula s t.i.
ukazi AT, tretji kanal pa je namenjen pretoku podatkov.
2.4 Ukazi AT
Komunikacijski modul podpira minimalen nabor ukazov AT (okraǰsava za izraz
Attention, ki v prevodu pomeni pozor), ki temeljijo na Hayes-ovem naboru ukazov
in standardu 3GPP TS 27.007 [6]. Sintaksa vseh ukazov AT mora ustrezati prej
omenjenima standardoma, nabor ukazov pa mora biti ustrezno podprt glede na
uporabljeno komunikacijsko tehnologijo modema.
Vsak ukaz AT mora biti zaključen z znakom <CR>, odgovor pa mora
biti na začetku in na koncu opremljen z znakoma <CR><LF>, primer:
<CR><LF>”odgovor na ukaz”<CR><LF>. Najmanǰsa časovna zakasnitev
med dvema zaporednima ukazoma AT, ki jih izvrši klient P* (števec), je 300
ms.
Komunikacija med števcem in modulom se začne z ukazom ATE0V1, ki iz-
klopi odmev ukazov (E0, angl. Echo) na strani komunikacijskega modula in vklopi
razširjen format odgovorov (V1, angl. Verbose). Temu sledita ukaza AT+GMM,
ki zahteva tip modula glede na njegovo podprto komunikacijsko tehnologijo, in
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AT+GMR, ki zahteva verzijo komunikacijskega modula. Nato števec vklopi način
MUX (angl. Multiplex ) na serijskem vmesniku, kot opisano v poglavju 2.3. Vsaka
zgoraj opisana faza ima na voljo tri poskuse za uspešno izvedbo komunikacijskega
kanala. V primeru treh neuspešnih poskusov se sproži postopek za ponovni za-
gon komunikacijskega modula (postopek ni enak pri komunikacijskih modulih s
tehnologijo G3 PLC).
Vsi podprti tipi komunikacijskih tehnologij v števcu so definirani v enem
objektu, ki ga lahko preberemo iz števca in so prikazani v tabeli 2.1.
Tabela 2.1: Podprti tipi komunikacijskih tehnologij v števcu.
Zaporedna številka Komunikacijska tehnologija
1 GSM GPRS (vrednost je uporabljena tudi za 3G-UMTS)
2 CDMA
3 LTE
4 G3 PLC
5 S-FSK
6 ETHERNET
7 P* HDLC
Izmed komunikacijskih tehnologij, ki jih podpira števec, so manj znane pred-
vsem tehnologije, ki za fizični medij uporabljajo napetostno omrežje. To sta
komunikacijski tehnologiji G3 PLC (angl. Third Generation Power-Line Commu-
nication) in S-FSK (angl. Spread Frequency-Shift Keying). Števec s pomočjo teh
komunikacijskih tehnologij komunicira z drugimi napravami prek napetostnega
omrežja z uporabo signalov vǐsjih frekvenc.
8 Komunikacijski vmesnik P*
Primer poteka zgoraj omenjene komunikacije med števcem in modulom (Meter
pomeni števec, Module pomeni komunikacijski modul):
METER: ATE0V1<CR><LF>
MODULE: ATE0V1<CR><LF>
MODULE: <CR><LF>OK<CR><LF>
METER: AT+GMM<CR><LF>
MODULE:<CR><LF>TIP MODULA<CR><LF><CR><LF>OK<CR><LF>
METER: AT+GMR<CR><LF>
MODULE: <CR><LF>VERZIJA MODULA<CR><LF>
MODULE: <CR><LF>OK<CR><LF>
METER: AT+CMUX=0,0,5,255,10,3,15<CR><LF>
MODULE: <CR><LF>OK<CR><LF>
Informacije o tipu in verziji komunikacijskega modula so izvzete zaradi zaupnosti
podatkov.
3 Zahteve, specifikacije in arhitektura
3.1 Zahteve
Osnovne tehnične in funkcionalne zahteve so bile pri razvoju naprave določene
večinoma na začetku. Vendar, ker ne gre za napravo zahtevano s strani kupcev, so
se zahteve (še posebej funkcionalne zahteve) prav tako pojavljale in dopolnjevale
med razvijanjem naprave. Gre za napravo, ki omogoča lažji proces razvoja in
testiranja izdelkov, torej je sodelovanje z razvijalci in preizkuševalci, ki bodo to
napravo uporabljali, ključnega pomena.
3.1.1 Tehnične zahteve
Naprava mora izpolniti naslednje tehnične zahteve:
1. priklop naprave med priključek FEM na števcu in priključek na modulu,
2. delovanje brez dodatnega zunanjega napajanja,
3. možnost dodatnega zunanjega napajanja,
4. dva ločena komunikacijska vmesnika UART (angl. Universal Asynchronous
Receiver-Transmitter),
5. podpora za komunikacijo JTAG (angl. Joint Test Action Group) in SWD
(angl. Serial Wire Debug),
6. podpora za komunikacijo SPI (angl. Serial Peripheral Interface),
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7. podpora za upravljanje s splošno namenskimi sponkami (GPIO, angl.
General-Purpose Input Output).
3.1.2 Funkcionalne zahteve
Naprava mora izpolniti naslednje funkcionalne zahteve:
1. transparentno nadzorovanje serijske komunikacije med števcem in modulom,
2. modifikacija serijske komunikacije v realnem času,
3. prikaz komunikacije med števcem in modulom,
4. brezžični dostop do naprave,
5. spletna aplikacija, ki omogoča interakcijo z napravo,
6. meritev napetostnih in tokovnih signalov vmesnika P*,
7. upravljanje z ostalimi signali komunikacijskega vmesnika P*,
8. možnost delovanja kot simulator modula,
9. možnost delovanja kot simulator števca,
10. prepisovanje vgrajene programske opreme (angl. firmware) števca.
3.2 Specifikacije in arhitektura
3.2.1 Specifikacije strojne opreme
Glede na omenjene zahteve v poglavju 3.1, je bilo najprej potrebno izbrati ustre-
zno strojno opremo (angl. hardware). Tukaj sem veliko napotkov pridobil s
sodelovanjem z našim razvojnim oddelkom za strojno opremo. Odločil sem se,
da bo naprava sestavljena iz dveh glavnih strojnih komponent: Mini računalnika
Raspberry Pi in tiskanega vezja, ki ga bo razvil že prej omenjeni oddelek za razvoj
strojne opreme. Do tega sklepa je prǐslo predvsem zaradi dejstva, da samostojen
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Raspberry Pi ne podpira tehničnih zahtev glede komunikacijskih vmesnikov (dva
ločena vmesnika UART). Tako se je pojavila potreba po ločenem tiskanem vezju,
ki bo ustrezal vsem tehničnim zahtevam z naslednjimi komponentami:
• integrirano vezje FTDI (FT4232H), ki ima štiri neodvisne poljubno nasta-
vljive kanale. Dva sta rezervirana za vmesnika UART, ostala dva pa sta
lahko v poljubni kombinaciji uporabljena za komunikacijo JTAG, SWD, SPI
in upravljanje s splošno namenskimi sponkami.
• šest analogno-digitalnih pretvornikov (AD pretvornik, angl. Analog-Digital
converter), ki nadzorujejo vse tri napajalne signale (20 V, 3,3 V in pomožno
napajanje), torej za vsak signal dva AD pretvornika (za merjenje napetosti
in toka). Za analogno merjenje napetosti skrbi preprost delilnik napetosti,
ki signal posreduje AD pretvorniku. Za analogno merjenje toka pa skrbi
vezje s serijskim merilnim uporom (angl. shunt resistor) v kombinaciji z
integriranim vezjem HSCM (angl. High-Side Current-Sense Measurement),
ki signal nato posreduje AD pretvorniku (shema merilnega vezja je vidna
na sliki 3.1). Izhodi AD pretvornikov so odčitani prek komunikacije SPI.
• dva priključka s 14 sponkami, ki ustrezata specifikaciji vmesnika P* (opisan
v poglavju 2.1), eden za priklop števca in drugi za priklop komunikacij-
skega modula. Ostali signali vmesnika P* so lahko speljani neposredno do
priključka za modul, lahko pa so prestreženi prek vmesnika za upravljanje
s splošno namenskimi sponkami, ki omogoča vklop in izklop posameznega
signala.
3.2.1.1 Primerjava različic Raspberry Pi
Računalnik Raspberry Pi bo skrbel za programski del zahtev in krmiljenje tiska-
nega vezja. Odločal sem se med tremi različnimi modeli, in sicer:
1. Raspberry Pi 3 Model B+ (slika 3.3: model z zmogljivim procesorjem in
klasično velikostjo, opremljen z veliko vhodi in izhodi in podpira vrsto
različnih povezljivosti. Specifikacije: 1,4 GHz štiri jedrni procesor, 1 GB
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Slika 3.1: Shema vezja za meritev napetosti in toka napajalnih signalov vmesnika
P*, primer za napajanje 20 V.
pomnilnika, 2,4 GHz in 5 GHz IEEE 802.11.b/g/n/ac dvopasovna brezžična
LAN povezljivost, Bluetooth 4,2 BLE (angl. Bluetooth Low Energy), štiri
vhodi USB 2.0, vhod za spominsko kartico micro SD, enosmerno napajanje
5 V/2,5 A. Dimenzije (dolžina, širina, vǐsina): 85 mm x 56 mm x 19,5 mm,
cena: okoli 35 e. Model je primeren,
2. Raspberry Pi Zero W (slika 3.4): manǰsi in ceneǰsi model z nekoliko manj
zmogljivim procesorjem in okrnjenim številom vhodov in izhodov (lahko
so razširljivi z zunanjimi enotami), še vedno pa podpira brezžično LAN
in Bluetooth povezljivost. Specifikacije: 1 GHz eno jedrni procesor, 512
MB pomnilnika RAM, 802.11 b/g/n brezžična LAN povezljivost, Bluetooth
4,1 BLE, en vhod micro USB 2.0, vhod za spominsko kartico micro SD,
enosmerno napajanje 5 V/ 1,2 A. Dimenzije (dolžina, širina, vǐsina): 65
mm x 30 mm x 5 mm, cena: okoli 11,50 e. Model je primeren,
3. Raspberry Pi Compute Module 3+ (slika 3.2 levo): model, primerneǰsi za
industrijske namene z vgrajenim pomnilnikom Flash (namesto spominske
kartice), primeren za vgradnjo v standardno režo DDR2 SODIMM brez dru-
gih vhodov in izhodov. Procesor je enak kot pri modelu 3 B+, vendar zaradi
porabe omejen na nekoliko nižjo frekvenco delovanja. Razvoj lahko poteka
na za to namenjeni razvojni plošči Compute Module IO Board (slika 3.2
desno). Glavna prednost tega modela je fleksibilnost implementacije pov-
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sem po svoji meri, brez dodatnih nepotrebnih komponent. Specifikacije:
1,2 GHz štiri jedrni procesor, 1 GB pomnilnika RAM, 8/16/32 GB pomnil-
nika Flash. Dimenzije (dolžina, širina, vǐsina): 67,6 mm x 31 mm x 3,7
mm, cena: okoli 28 e za verzijo s pomnilnikom velikosti 8 GB. Model ni
primeren, ker ni samostojna enota.
Možna sta dva scenarija uporabe Raspberry Pi računalnika, odvisno od upo-
rabljenega modela: V primeru uporabe modela 3 B+ ali Zero W, bi bil Raspberry
Pi fizično ločen od tiskanega vezja in z njim povezan prek kabla USB. V primeru
uporabe modela Compute Module, bi bil računalnik vstavljen kar v tiskano vezje,
ki bi moral vsebovati tudi ustrezen brezžični LAN modul. Zaradi kompleksnosti
razvoja in implementacije brezžičnega LAN modula sem se odločil uporabiti prvi
scenarij, torej Raspberry Pi (3 Model B+ ali Zero W), ločen od tiskanega vezja.
Če bi se v prihodnosti izkazala potreba po velikem številu naprav, bi se mogoče
izplačala izbira modela Compute Module in ga vključiti na tiskano vezje.
Slika 3.2: Raspberry Pi Compute Module (na sliki levo) in pripadajoča razvojna
plošča (na sliki desno). Vir: www.raspberrypi.org.
3.2.1.2 Integrirano vezje FTDI FT4232H
Integrirano vezje FT4232H [1] proizvajalca Future Technology Devices Interna-
tional je namenjen pretvarjanju različnih komunikacijskih protokolov v protokol
USB. Omenjena različica podpira štiri neodvisne kanale, ki jih uporabnik lahko
nastavlja po svojih željah (slika 3.5). Prva dva kanala A in B podpirata vmesnik
MPSSE (angl. Multi-Protocol Synchronous Serial Engine), ki omogoča podporo
komunikacijskim tehnologijam JTAG, SPI, I2C in t. i. Bit banging (to je način
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Slika 3.3: Raspberry Pi 3 Model B+. Vir: www.raspberrypi.org.
Slika 3.4: Raspberry Pi Zero W. Vir: www.raspberrypi.org.
komuniciranja, kjer za komunikacijski protokol namesto ustrezne strojne opreme
skrbi programska oprema). Druga dva kanala C in D sta lahko nastavljena kot
vmesnika UART ali vmesnika za upravljanje s splošno namenskimi sponkami.
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Največja hitrost prenosa podatkov v načinu UART (RS232) je 12 MBd. Velika
prednost tega integriranega vezja je, da ni potrebno razvijati gonilnika za upo-
rabo, saj ga Linux podpira v t. i. načinu priključi in uporabi (angl. plug and
play), poleg tega pa proizvajalec razpolaga tudi z gonilniki D2XX, ki omogočajo
napredneǰse nastavljanje integriranega vezja in uporabo vmesnika MPSSE. Prav
tako je za napredneǰso uporabo na voljo več programskih knjižnic, napisanih v
različnih programskih jezikih, ki še bolj razširijo možnosti uporabe tega integri-
ranega vezja.
Slika 3.5: Shema integriranega vezja FT4232H. Vir: tehnična dokumentacija
integriranega vezja [1].
3.2.2 Strojna arhitektura
Uporaba naprave v smislu strojne konfiguracije je razdeljena na tri načine:
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1. nadzor in modifikacija komunikacije med števcem in modulom (slika 3.6),
2. simulacija modula (slika 3.7),
3. simulacija števca (slika 3.8).
Tiskano vezje (označeno TIV na slikah 3.6, 3.7 in 3.8), ki vsebuje komponente, opi-
sane v poglavju 3.2.1, skrbi za prestrezanje signalov komunikacijskega vmesnika
P*, torej serijske komunikacije in napajalnih ter kontrolnih signalov. Prestrežene
signale prek kabla USB posreduje računalniku Raspberry Pi (na slikah označen
kot RPI), ki jih nadzira in po potrebi obdela, poleg tega pa jih oddaja na svojem
strežniku. Modre črte na slikah predstavljajo smeri komunikacije, rdeče črte pa
smeri napajanja.
V načinu transparentnega nadziranja Raspberry Pi prek tiskanega vezja spre-
jema komunikacijo števca in jo naprej prek tiskanega vezja posreduje modulu.
Obratno se dogaja s komunikacijo, ki jo modul posreduje števcu. V načinu pose-
ganja v komunikacijo se dogaja podobno, s to razliko, da Raspberry Pi komuni-
kacijo pred posredovanjem obdela.
V načinu simulacije modula števec komunicira prek tiskanega vezja z Ra-
spberry Pi-jem, ki se obnaša kot modul. Obratno se dogaja pri simulaciji števca,
s tem, da moramo namesto napajanja iz števca uporabiti ustrezen zunanji napa-
jalnik.
Stojna arhitektura tiskanega vezja je prikazana na sliki 3.9. Z rdečo barvo
so prikazane smeri napajalnih signalov, z zeleno barvo je označen serijski del
komunikacije vmesnika P*, s črno barvo pa ostala komunikacija. Samo prva dva
kanala A in B integriranega vezja FT4232H podpirata vmesnik MPSSE, kot je
to omenjeno v poglavju 3.2.1.2. Posledično je kanal A namenjen komunikaciji
SPI za merjenje napajalnih signalov, kanal B je lahko nastavljen kot vmesnik
JTAG ali vmesnik za upravljanje s splošno namenskimi sponkami, odvisno od
potrebe uporabnika. Zadnja dva kanala (kanala C in D) pa sta nastavljena kot
serijska vmesnika RS232. Števec torej pošilja sporočila kanalu C (sponka Rx)
na integriranem vezju FT4232H, ta pa jih po komunikaciji z Raspberry Pi-jem
posreduje naprej modulu (sponka Tx). Na drugi strani obratno počne modul na
kanalu D. Če pa uporabljamo način simulacije, eden izmed kanalov (npr. kanal
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Slika 3.6: Shema delovanja naprave v smislu nadzora in modifikacije komunika-
cije.
Slika 3.7: Shema delovanja naprave v smislu simulacije komunikacijskega mo-
dula.
C) sprejema sporočila (sponka Rx), drugi kanal (v tem primeru je to kanal D)
pa pošilja sporočila (sponka Tx). Za posredovanje in obdelavo sporočil skrbi
Raspberry Pi.
V prototipni fazi razvoja naprave sem uporabil zmogljiveǰsi računalnik Ra-
spberry Pi 3 model B+, za tiskano vezje pa sem uporabil vezje z imenom Slon
v1.1 slovenskega proizvajalca Borea, ki razpolaga z integriranim vezjem FTDI
FT4232H, opisanem v poglavju 3.2.1.2. Prototip naprave je viden na sliki 3.10,
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Slika 3.8: Shema delovanja naprave v smislu simulacije števca.
Slika 3.9: Shema arhitekture tiskanega vezja.
kjer se zgoraj levo nahaja tiskano vezje Slon, spodaj levo Raspberry Pi 3 model
B+ in na desni strani števec in komunikacijski modul GPRS. Sprejemne in od-
dajne sponke serijske komunikacije na števcu in modulu so ustrezno povezane na
zadnja dva kanala C in D integriranega vezja FT4232H, ostali signali vmesnika P*
pa so speljani neposredno od števca do modula. V tej fazi ni bilo implementirano
3.2 Specifikacije in arhitektura 19
nadzorovanje napajalnih signalov prek AD pretvornikov.
Slika 3.10: Prototip naprave s tiskanim vezjem Borea Slon v1.1 in računalnikom
Raspberry Pi 3 model B+.
3.2.3 Programske specifikacije
Bistvo naprave v smislu programske implementacije je računalnik Raspberry Pi,
na katerem teče operacijski sistem Linux, natančneje Raspbian verzije Stretch
izvedenke Lite in predstavlja računalnǐsko platformo za programski del naprave.
Ta verzija operacijskega sistema ne vsebuje grafičnega vmesnika, upravljati jo je
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mogoče prek konzole. To lahko storimo neposredno s priključitvijo tipkovnice in
ekrana, lahko pa se povežemo z njim prek SSH (angl. Secure Shell) povezave. Vse
programske rešitve so implementirane na Raspberry Pi-ju in delujejo na operacij-
skem sistemu Linux. To je tudi eden izmed razlogov izbire računalnika Raspberry
Pi, torej enostavna programska implementacija zaradi operacijskega sistema Li-
nux, ki ponuja širok spekter uporabe. Programske specifikacije so sledeče:
• program za komunikacijo s kanalom UART je napisan v programskem jeziku
Python,
• program za komunikacijo s kanalom za upravljanje s splošnimo namenskimi
sponkami je napisan v programskem jeziku Python,
• program za komunikacijo s kanalom SPI je napisan v programskem jeziku
Python,
• za komunikacijo s kanalom JTAG/SWD je uporabljen program OpenOCD,
• strežnik za serviranje podatkov in spletnih strani ter komuniciranje s klienti
je napisan v programskem jeziku JavaScript v ogrodju Node.js,
• spletna aplikacija je napisana v programskem jeziku HTML v kombinaciji
s programskim jezikom JavaScript in knjižnico JQuery.
3.2.4 Programska arhitektura
Največji poudarek tega magistrskega dela predstavlja razvoj programske arhi-
tekture za napravo in implementacija programov. Izziv je bil razviti sistem,
ki s programskega stalǐsča ponuja celostno rešitev za uporabnika naprave. Kot
že rečeno, je Linux odlično okolje za implementacijo raznoraznih programov in
omogoča mnogo načinov medprocesne komunikacije. V naslednjih poglavjih bom
podrobneje opisal delovanje posameznih programov, v tem poglavju pa bom opi-
sal programsko arhitekturo celotnega sistema.
Programi za upravljanje s komunikacijskimi kanali integriranega vezja
FT4232H so napisani v programskem jeziku Python. Program spy.py je zasno-
van kot t. i. vohun komunikacije (angl. spy) oziroma posrednik MITM (opisan v
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Slika 3.11: Shema programske arhitekture.
poglavju 1.2) in lahko transparentno posreduje prejeta sporočila od ene naprave
proti drugi, lahko pa prejeta sporočila tudi sproti modificira, vsiljuje dodatna
sporočila in drugače posega v komunikacijo. Program gpio.py upravlja s kana-
lom za upravljanje s splošno namenskimi sponkami in omogoča nastavljanje stanj
priključkov ter sporoča spremembe stanj priključkov. Program simulation.py
pa je namenjen simulaciji ene izmed naprav, ki med seboj komunicirata (števec
ali modul). Program, ki vso komunikacijo posreduje uporabniku, je strežnik
webserver.js in je napisan v programskem jeziku JavaScript v ogrodju Node.js.
Z ostalimi programi komunicira s pomočjo različnih načinov medprocesne ko-
munikacije, kot so Unix-ove poimenovane cevi (angl. named pipe) in Unix-ovi
signali.
Poimenovana cev, znana tudi kot FIFO (angl. First In First Out), je ko-
munikacijski kanal, ki omogoča enosmerno komunikacijo med dvema procesoma
[7, stran 212-220]. Na enem koncu v cev pǐsemo, na drugem pa iz nje beremo.
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Poimenovana cev se od običajne cevi razlikuje po tem, da je navzven vidna kot
datoteka, in omogoča komunikacijo med dvema procesoma v različnih programih.
Običajne cevi so namreč pogosteje uporabljene za komuniciranje procesov v so-
rodstvu znotraj istega programa (starš in otrok). Cevi delujejo na nivoju jedra
operacijskega sistema in same skrbijo za izravnavo hitrosti. Pisanje in branje
cevi se obravnava enako kot pri datotekah, le da se to dogaja prek dveh različnih
deskriptorjev. Običajno sistemski klic, ki bere neko cev, čaka na podatke in s tem
blokira proces. Temu se je moč izogniti z zastavico O NONBLOCK, ki omogoči, da
se branje cevi izvaja neodvisno od pisanja v cev, in tako ne blokira procesa. Ta
način delovanja sem uporabil pri vseh uporabljenih ceveh in s tem sinhronizacijo
branja in pisanja prepustil sistemskemu klicu poll.
Signali [7, strani 221–235] so še eden izmed načinov medprocesne komuni-
kacije. Proces prejme signal kot obvestilo o nekem dogodku in nanj reagira na
različne načine: lahko se zaključi, ga ignorira, ali pa prestreže in ga obravnava po
svoje. Pošiljatelji signala so lahko različni: lahko je to nek proces, jedro operacij-
skega sistema, ali pa isti proces, ki signal prejme (torej ga proces pošlje samemu
sebi). Poznamo veliko različnih signalov, kot so na primer SIGINT, SIGKILL,
SIGPIPE, SIGUSR1 itn. Sam sem uporabil dve vrsti signalov, in sicer: SIGINT
in SIGUSR1, ki jih posredno proži strežnik webserver.js z zaganjanjen Python
skripte sendSignal.py. Namenjeni so ostalim programom kot signal za zaključek
programa ali kot signal za zahtevo po izvedbi ustrezne funkcije. Za oba signala
imajo programi implementirano prestrezno funkcijo, ki signal prestreže in obrav-
nava. Signal SIGINT je poslan tistemu procesu, ki ga strežnik želi zaključiti.
Prestrezna funkcija sporoči, da je omenjen signal prejela, zapre morebitne upora-
bljene vmesnike (kot npr. serijski vmesnik) in zaključi program. Signal SIGUSR1
pa je poslan procesom spy.py in simulation.py z namenom, da ob prejetju tega
signala ponovno naložijo zunanjo Python funkcijo.
Strežnik s klienti komunicira prek dveh metod: komunikacijskih vtičnic (angl.
WebSockets) s pomočjo programske knjižnice socket.io in prek standardnega
protokola HTTP in njegovih zahtevkov. Knjižnica socket.io [8] uporablja teh-
nologijo spletnih vtičnic in omogoča dvosmerno komunikacijo v sistemu strežnik-
klient. Implementirana je na obeh koncih tega sistema, kot knjižnica v ogrodju
Node.js, napisana v programskem jeziku JavaScript, in kot skripta, uporabljena
v dokumentu tipa html na strani klienta, prav tako napisana v programskem je-
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ziku JavaScript. Deluje na principu dogodkovno orientirane komunikacije med
strežnikom in klientom. Protokol HTTP je uporabljen za običajno postrežbo z
dokumenti html (z odgovorom na zahtevek GET). Poleg tega pa strežnik in kli-
enti s pomočjo protokola HTTP komunicirajo z ostalimi metodami, ki jih protokol
omogoča (GET, POST). Pri zahtevku POST klient zahteva, da strežnik prejme
podatke v telesu sporočila zahtevka. Nasprotno, z zahtevkom GET klient zahteva
podatke s strežnika, ki jih strežnik vrne kot odgovor na zahtevek.
Na sliki 3.11 je prikazana programska arhitektura na računalniku Raspberry
Pi. Na njem naenkrat teče več procesov, ki so posledice zgoraj omenjenih
programov, pri čemer procesa spy.py ne moreta delovati hkrati s procesom
simulation.py, ker oba uporabljata ista serijska vmesnika /dev/ttyUSB2 in
/dev/ttyUSB3. Napravo torej lahko uporabljamo za spremljanje oziroma modi-
ficiranje komunikacije ali kot simulator števca oziroma modula, vendar ne oboje
hkrati. Z rdečo barvo so prikazane smeri komunikacije poimenovanih cevi, z ze-
leno barvo so označeni signali, z vijolično barvo je označena komunikacija prek
komunikacijskih vtičnic (s pomočjo knjižnice socket.io), z modro barvo pa zah-
tevki HTTP. Strežnik webserver.js proži signale s pomočjo dodatne Python
skripte sendSignal.py, ki je natančneje opisana v poglavju 3.2.4.4.
3.2.4.1 Program za nadzor in modifikacijo serijske komunikacije
Za razliko od ostalih vohunov komunikacije, ki sporočila samo berejo, je ta na-
prava sposobna branja in spreminjanja sporočil v realnem času. To omogočata
dva ločena serijska kanala na integriranem vezju FT4232H (eden za prestrezanje
sporočil od števca proti modulu, drugi za prestrezanje sporočil od modula proti
števcu), največji del pa pri tem pripomorejo programske rešitve, ki so opisane v
nadaljevanju. Program za prestrezanje sporočil bere podatke iz serijskega vme-
snika, po potrebi obdela sporočila in jih pošlje naprej, brez vednosti obeh naprav,
ki med seboj komunicirata. Potrebno je, da ima enake nastavitve serijske komu-
nikacije kot pošiljatelj in sprejemnik (hitrost prenosa podatkov, pariteta, število
končnih bitov, število podatkovnih bitov), in da se operacije branja, obdelave in
pisanja dogajajo dovolj hitro. Prav tako je zaželena omejitev branja serijskega
vmesnika, da ne beremo takrat, ko ni novih podatkov za branje, in s tem ne
obremenjujemo procesorja po nepotrebnem. Program spy.py je napisan v pro-
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gramskem jeziku Python in je namenjen nadziranju in modifikaciji serijskega dela
komunikacije med števcem in modulom ter vsiljevanju sporočil v obeh smereh ko-
munikacije.
Za uspešno komunikacijo med števcem in modulom morata biti naenkrat ak-
tivni dve instanci programa spy.py, ki uporabljata vsaka svoj serijski kanal: ena
za branje in pisanje sporočil na napravi /dev/ttyUSB2 (kanal C, smer komunika-
cije je od števca proti modulu) in vrivanje sporočil namesto števca proti modulu
ter ena za branje in pisanje sporočil na napravi /dev/ttyUSB3 (kanal D, smer
komunikacije od modula proti števcu) in vrivanje sporočil namesto modula proti
števcu. Program na začetku nastavi nekaj potrebnih parametrov, kot je npr.
objekt serijskega vmesnika. Za serijski vmesnik sem uporabil Python knjižnico
serial [9]:
1 import serial
2
3 ser = serial.Serial(
4 port=device , # /dev/ttyUSB2 (kanal C) ali /dev/ttyUSB3 (
kanal D)
5 baudrate =115200 ,
6 parity=serial.PARITY_NONE ,
7 stopbits=serial.STOPBITS_ONE ,
8 bytesize=serial.EIGHTBITS ,
9 timeout =0
10 )
Objekt ser je ustvarjen z zgornjimi parametri, ki predstavljajo fizične nastavitve
serijskega vmesnika. Vrednost 0 parametra timeout pomeni, da operacija branja
podatkov iz serijskega vmesnika ne blokira.
Eden izmed načinov za komuniciranje med procesi je uporaba poimenovanih
cevi. V programskem jeziku Python so definirane tako:
1 import os
2
3 pipe_meter = ’/serial/meter.fifo’
4
5 if not os.path.exists(pipe_meter):
6 os.mkfifo(pipe_meter)
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V eni instanci programa spy.py sta uporabljeni dve poimenovani cevi, in sicer:
ena za posredovanje prejetih sporočil ali števca ali modula do strežnika, posledično
za prikazovanje sporočil na spletni aplikaciji (meter.fifo ali module.fifo) in ena za
branje vrinjenih sporočil ali števca ali modula (metermessage.fifo ali modulemes-
sage.fifo).
Glavni del programa je zanka while, ki spremlja, kdaj je serijski vmesnik
pripravljen na branje. Za ta namen sem uporabil Unix-ov sistemski klic poll
[10], ki spremlja, kdaj se na nekem datotečnem deskriptorju (angl. file descriptor)
zgodi določen dogodek. To nam omogoča, da lahko z enim procesom spremljamo
več deskriptorjev hkrati. Sistemski klic poll blokira, dokler se ne zgodi ena
izmed naslednjih stvari: na enem izmed datotečnih deskriptorjev, ki jih spremlja,
se zgodi določen dogodek, sistemski klic je prekinjen zaradi signala, ali pa preteče
podana časovna zakasnitev. Posledično lahko odpremo datotečne deskriptorje
v načinu brez blokiranja (poimenovana cev je odprta z zastavico O NONBLOCK,
parameter timeout serijskega vmesnika je nastavljen na vrednost 0, kar pomeni,
da branje serijskega vmesnika prav tako ne blokira).
1 import select
2
3 fd_message = os.open(pipe_message , os.O_RDWR | os.O_NONBLOCK)
4 fd_serial = ser.fileno ()
5
6 while True:
7 readable = False
8 fd_to_read = None
9 poller = select.poll()
10 poller.register(fd_serial , select.POLLIN)
11 poller.register(fd_message , select.POLLIN)
12 events = poller.poll (2000)
13 for fileno , event in events:
14 if event is select.POLLIN:
15 readable = True
16 fd_to_read = fileno
Zgornji del kode prikazuje zanko while, ki uporablja sistemski klic poll
za spremljanje dveh datotečnih deskriptorjev za branje: serijski vmesnik
(števec ali modul) in poimenovano cev za vrinjena sporočila (števec ali
modul). Če se na kateremkoli od njiju zgodi dogodek POLLIN (po-
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datki so pripravljeni), je ta uporabljen za branje. Branje serijskega vme-
snika in posredovanje sporočil je implementirano v naslednjem odseku kode:
1 if fd_to_read == fd_serial:
2 # branje serijskega vmesnika
3 data = ser.inWaiting ()
4 read_data = ser.read(data)
5
6 # obdelava podatkov , modifikacija sporocil
7 if device == meterserial:
8 read_data = rulesMeter.modify_message(read_data)
9 elif device == moduleserial:
10 read_data = rulesModule.modify_message(read_data)
11
12 # posiljanje podatkov drugim procesom prek poimenovane cevi
13 fd = os.open(pipe , os.O_RDWR)
14 os.write(fd , read_data)
15 os.close(fd)
16
17 # posredovanje prebranih (obdelanih) podatkov do ciljne
naprave
18 ser.write(read_data)
Podobno je implementirano branje poimenovane cevi za vrinjena sporočila:
1 elif fd_to_read == fd_message:
2 # branje poimenovane cevi
3 read_data = os.read(fd_message , 1024)
4
5 # posiljanje podatkov drugim procesom prek poimenovane cevi
6 fd = os.open(pipe , os.O_RDWR)
7 os.write(fd , read_data)
8 os.close(fd)
9
10 # posredovanje vrinjenega sporocila do ciljne naprave
11 ser.write(read_data)
Na sliki 3.12 je prikazana shema delovanja ene instance programa spy.py, ki
uporablja napravo /dev/ttyUSB2, torej prestreza sporočila, ki jih števec pošilja
komunikacijskem modulu.
Modifikacija sporočil serijske komunikacije med števcem in modulom je im-
plementirana kot nabor pravil, ki jih definira uporabnik. Pravila so zasnovana
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Slika 3.12: Shema delovanja programa spy.py za smer komunikacije od števca
proti modulu.
na sledeč način: če sporočilo vsebuje določeno zaporedje znakov, jih zamenjaj s
poljubnim nizom znakov. Eno pravilo torej vsebuje dva znakovna niza: enega
za primerjavo z vhodnim sporočilom in enega za zamenjavo, če sporočilo vsebuje
primerjalni niz. Nabor pravil vsebuje poljubno število pravil. Sporočilo, ki ga
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npr. števec pošlje modulu, je vhodni niz znakov v nabor pravil. To pomeni, da se
po vrsti primerja z vsakim pravilom v naboru pravil. Izhodni niz iz nabora pravil
je spremenjeno sporočilo, če ustreza enemu ali več pravilom za modifikacijo.
Prvotno je bil nabor pravil za modifikacijo sporočil implementiran kot dato-
teka tipa json, ki jo je program spy.py prebral in nabor pravil shranil v lokalni
slovar. Obstajala sta dve datoteki z naborom pravil: ena za smer komunika-
cije od števca proti modulu in ena za smer komunikacije od modula proti števcu
(meterrules.json in modulerules.json). Vsakič, ko je program spy.py iz se-
rijskega vmesnika prebral sporočilo, jih je primerjal z ustreznim naborom pravil
za modifikacijo. Ta metoda modificiranja sporočil je bila razširjena z uporabo
spreminjajoče se Python funkcije. Namesto lokalne funkcije za branje json da-
toteke in primerjavo sporočil, to nalogo opravlja kar zunanja Python funkcija,
ki se dinamično spreminja glede na nabor pravil, definiran s strani uporabnika.
Zunanja funkcija modify message() je sestavljena iz if stavkov, ki predstavljajo
posamezna pravila. Vhod v funkcijo je sporočilo iz serijskega vmesnika, izhod
pa spremenjeno sporočilo. Primer funkcije z naborom dveh pravil (pravili sta
prikazani na sliki 3.18):
1 def modify_message(input_data):
2 if b’\x41\x54\x2B\x4B\x43\x45\x4C\x4C\x3D\x30’ in input_data:
3 input_data = input_data.replace(b’\x41\x54\x2B\x4B\x43\
x45\x4C\x4C\x3D\x30’, b’\x41\x54\x2B\x4B\x43\x45\x4C\
x4C\x3D\x30’)
4
5 if b’\x41\x54\x45\x30\x56\x31’ in input_data:
6 input_data = input_data.replace(b’\x41\x54\x45\x30\x56\
x31’, b’\x41\x54\x45\x31\x56\x31’)
7
8 return input_data
Uporabnik lahko to funkcijo tudi poljubno spremeni in ji doda npr. časovne
zakasnitve, ali pa vhodni niz poljubno dodatno obdela. Omejitve modifikacije
sporočil so torej omejitve programskega jezika Pyhton. Funkcija brez pravil za
modifikacijo samo vrne vhodne nespremenjene podatke:
1 def modify_message(input_data):
2 return input_data
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Funkcija modify message() se nahaja v ločeni datoteki, in sicer:
rulesMeter.py za modifikacijo sporočil, ki jih pošilja števec in rulesModule.py
za modifikacijo sporočil, ki jih pošilja modul. Odvisno od instance programa
spy.py, se uvozi ustrezna zunanja funkcija:
1 if device == meterserial:
2 import rulesMeter
3 elif device == moduleserial:
4 import rulesModule
Če uporabnik pravila spremeni, je potrebno modifikacijsko funkcijo ponovno
naložiti. Za to sem uporabil medprocesno komunikacijo z uporabo Unix-ovih
signalov. Izbral sem signal SIGUSR1, ki je eden izmed dveh signalov (SIGUSR1
in SIGUSR2), namenjenih poljubni implementaciji. V programu spy.py je imple-
mentirana funkcija, ki je skrbnik omenjenega signala:
1 import sys , importlib , signal
2
3 signal.signal(signal.SIGUSR1 , signal_handler_usr1)
4
5 def signal_handler_usr1(sig , frame):
6 print("GOT␣SIGNAL␣SIGUSR1")
7 if device == meterserial:
8 importlib.reload(sys.modules[’rulesMeter ’])
9 elif device == moduleserial:
10 importlib.reload(sys.modules[’rulesModule ’])
Ko nek drug proces (v našem primeru strežnik) sproži signal SIGUSR1 določeni
instanci procesa spy.py, ta reagira z nastavljenim skrbnikom signala (v tretji
vrstici zgornjega odseka kode), ki kliče prestrezno funkcijo za ponovno naložitev
ustrezne modifikacijske funkcije.
3.2.4.2 Program za simulacijo števca ali modula
Poleg vohunjenja serijske komunikacije je naprava zasnovana tudi kot simula-
tor ene izmed naprav, ki med seboj komunicirata. To pomeni, da nam simulirane
naprave sploh ni potrebno fizično priključiti. Recimo, da hočemo simulirati komu-
nikacijski modul: na priključek FEM na števcu priključimo napravo, ki se obnaša
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kot komunikacijski modul. Za uspešno simulacijo je nujno potrebno ustrezno
nastaviti logični nivo priključka Module Detection (nizek nivo pomeni prisotnost
modula). Za vse ostalo poskrbi program simulation.py, ki ga zaženemo z ar-
gumentom simulation.py module. Program za simulacijo naprave je zasnovan
na podoben način kot program spy.py, s tem da je za uspešno simulacijo nujno
potrebno definirati nabor pravil za odgovarjanje na sporočila, ki jih pošlje fizično
prisotna naprava. Torej, če simuliramo komunikacijski modul, moramo defini-
rati nabor pravil za odgovarjanje na sporočila, ki jih pošilja števec. Naenkrat
je aktivna samo ena instanca programa za simulacijo simulation.py, in sicer
simulacija števca ali simulacija modula. Program tokrat uporablja oba serijska
vmesnika /dev/ttyUSB2 in /dev/ttyUSB3, enega za branje in drugega za pisanje
(odvisno, za katero simulacijo gre). Kateri bo uporabljen za operacijo branja in
pisanja se ustrezno nastavi glede na podan argument pri zagonu programa:
1 if device == devicemeter: # vhodni argument: meter
2 import simulationMeter
3 deviceInput = "/dev/ttyUSB3"
4 deviceOutput = "/dev/ttyUSB2"
5 pipe_input = pipe_module
6 pipe_output = pipe_meter
7 elif device == devicemodule: # vhodni argument: module
8 import simulationModule
9 deviceInput = "/dev/ttyUSB2"
10 deviceOutput = "/dev/ttyUSB3"
11 pipe_input = pipe_meter
12 pipe_output = pipe_module
13 else:
14 print("device␣argument␣must␣be␣either␣’meter ’␣or␣’module ’!")
15 sys.exit (0)
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Definicija objektov obeh serijskih vmesnikov:
1 serIn = serial.Serial(
2 port=deviceInput ,
3 baudrate=config_baudrate ,
4 parity=serial.PARITY_NONE ,
5 stopbits=serial.STOPBITS_ONE ,
6 bytesize=serial.EIGHTBITS ,
7 timeout =0
8 )
9 serOut = serial.Serial(
10 port=deviceOutput ,
11 baudrate=config_baudrate ,
12 parity=serial.PARITY_NONE ,
13 stopbits=serial.STOPBITS_ONE ,
14 bytesize=serial.EIGHTBITS ,
15 timeout =0
16 )
Delovanje zanke while:
1 fd_serial_in = serIn.fileno ()
2 fd_meter_message = os.open(pipe_meter_message , os.O_RDWR | os.
O_NONBLOCK)
3 fd_module_message = os.open(pipe_module_message , os.O_RDWR | os.
O_NONBLOCK)
4
5 while True:
6 readable = False
7 fd_to_read = None
8 poller = select.poll()
9 poller.register(fd_serial_in , select.POLLIN)
10 poller.register(fd_meter_message , select.POLLIN)
11 poller.register(fd_module_message , select.POLLIN)
12 events = poller.poll (2000)
13 for fileno , event in events:
14 if event is select.POLLIN:
15 readable = True
16 fd_to_read = fileno
Enako kot pri programu spy.py, tudi v tem primeru program deluje v eni
glavni zanki while, ki uporablja sistemski klic poll za detekcijo vhodnih podatkov
na posameznem prijavljenem deskriptorju (zgornji odsek kode). Razlika je v
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tem, da program spremlja obe poimenovani cevi za vrinjena sporočila, v smeri
komunikacije od števca proti modulu in obratno, kar je posledica samo ene aktivne
instance programa simulation.py. S tem pridobimo enako funkcionalnost kot pri
programu spy.py, to je možnost vsiljevanja sporočil v obeh straneh komunikacije.
Simulacija je zasnovana z uporabo zunanje Python funkcije za simulacijo od-
govorov na prejeta sporočila, podobno kot modifikacijska funkcija pri programu
spy.py. Uporabnik mora definirati nabor pravil za odgovarjanje na sporočila, ki
se posredno prek strežnika transformira v Python funkcijo. Za primer vzemimo
simulacijo komunikacijskega modula (delovanje programa je prikazano na sliki
3.13: vsako sporočilo, ki ga pošlje števec (program prebere na serijskem vme-
sniku /dev/ttyUSB2), je vhod v simulacijsko funkcijo. Ta funkcija sporočilo pri-
merja z definiranimi primerjalnimi sporočili. Če vhodno sporočilo vsebuje enega
od primerjalnih sporočil, funkcija vrne pripadajoč odgovor. Odgovor nato pošlje
na drug serijski vmesnik /dev/ttyUSB3, ki ga posledično prejme števec. Branje
serijskega vmesnika, uporaba simulacijske funkcije in posredovanje odgovora je
prikazano v spodnjem odseku kode:
1 if fd_to_read == fd_serial_in:
2 data = serIn.inWaiting ()
3
4 read_data = serIn.read(data)
5
6 fd = os.open(pipe_input , os.O_RDWR)
7 os.write(fd , read_data)
8 os.close(fd)
9
10 if device == devicemeter:
11 read_data_response = simulationMeter.get_response(
read_data)
12 elif device == devicemodule:
13 read_data_response = simulationModule.get_response(
read_data)
14 if read_data != read_data_response:
15 fd = os.open(pipe_output , os.O_RDWR)
16 os.write(fd , read_data_response)
17 os.close(fd)
18 serOut.write(read_data_response)
Simulacija se zgodi s klicem zunanje Python funkcije
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simulationModule.get response(read data), v primeru simulacije mo-
dula. Ta se podobno kot v primeru modifikacijske funkcije nahaja v ločeni
datoteki simulationModule.py, ki vsebuje funkcijo get response(). Primer
generirane funkcije, ki vsebuje nabor pravil za odgovarjanje na štiri različna
sporočila, je prikazan spodaj (pravila so prikazana na sliki 3.21):
1 def get_response(input_data):
2 if b’\x41\x54\x45\x30\x56\x31\x0D\x0A’ in input_data:
3 return b’\x41\x54\x45\x30\x56\x31\x0D\x0A\x0D\x0A\x4F\x4B
\x0D\x0A’
4
5 if b’\x41\x54\x2B\x47\x4D\x4D\x0D\x0A’ in input_data:
6 return b’\x0D\x0A\x54\x49\x50\x5F\x4D\x4F\x44\x55\x4C
\x41\x0D\x0A\x0D\x0A\x4F\x4B\x0D\x0A’
7
8 if b’\x41\x54\x2B\x47\x4D\x52\x0D\x0A’ in input_data:
9 return b’\x0D\x0A\x56\x45\x52\x5A\x49\x4A\x41\x5F\x4D
\x4F\x44\x55\x4C\x41\x0D\x0A\x0D\x0A\x4F\x4B\x0D\
x0A’
10
11 if b’\x41\x54\x2B\x43\x4D\x55\x58\x3D\x30\x2C\x30\x2C\x35
\x2C\x32\x35\x35\x2C\x31\x30\x2C\x33\x2C\x31\x35\x0D\
x0A’ in input_data:
12 return b’\x0D\x0A\x4F\x4B\x0D\x0A’
13
14 return input_data
Za razliko od modifikacijske funkcije v tem primeru posamezno pravilo takoj vrne
vrednost in s tem zapusti simulacijsko funkcijo. Če pa želi delovanje spremeniti,
ima uporabnik povsem proste roke pri spreminjanju generirane funkcije, kar ima
v primeru simulacije ene izmed komunikacijskih naprav še toliko večjo uporabno
vrednost. Tudi ponovna naložitev funkcije se enako kot pri modifikaciji zgodi s
prejetjem signala SIGUSR1 (kot je prikazano v poglavju 3.2.4.1), za kar je upora-
bljena prestrezna funkcija v programu simulation.py.
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Slika 3.13: Shema delovanja programa simulation.py za primer simulacije
komunikacijskega modula.
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3.2.4.3 Program za upravljanje s kanalom s splošno namenskimi spon-
kami
Program za upravljanje s splošno namenskimi sponkami (GPIO, angl. General
Purpose Input Output) gpio.py je napisan v programskem jeziku Python in je
namenjen za prestrezanje različnih signalov vmesnika P*, ki uporabljajo logični
nivo 3,3 V, ali za morebitno priključitev kakšne zunanje naprave za upravljanje
na daljavo. Če je kanal na integriranem vezju FT4232H uporabljen kot vmesnik
za upravljanje s splošno namenskimi sponkami, je za ta namen na voljo 8 sponk.
Splošno namenskim sponkam je lahko nastavljena smer delovanja (vhod ali izhod)
in logični nivo (če je uporabljen kot izhod). Za komunikacijo z vmesnikom sem
uporabil knjižnico pyftdi, ki je napisana v programskem jeziku Python in vsebuje
gonilnike za različne komunikacijske vmesnike. Gonilnik za vmesnik GPIO je
definiran v naslednjem odseku kode:
1 from pyftdi.gpio import GpioController
2
3 Gpio = GpioController ()
4 url = environ.get(’FTDI_DEVICE ’, ’ftdi :// ftdi :4232h/1’)
5 Gpio.configure(url , direction =255)
Za uporabo kanala kot vmesnik GPIO je potrebno podati poseben naslov, v kate-
rem je razvidna verzija integriranega vezja FTDI (v tem primeru je to FT4232H)
in številko kanala (prvi kanal, to je kanal A), kar je razvidno v zgornjem odseku
kode v četrti vrstici. Smeri in vrednosti so podane kot desetǐsko število, ki ga
lahko iz binarnega zapisa dobimo s pomočjo enačbe 3.1.
N = an2
n + an−12
n−1 + ...+ a12
1 + a02
0 (3.1)
pri čimer N pomeni desetǐsko število, a pa številske koeficiente. Primer:
110010102 = 1 ·27+1 ·26+0 ·25+0 ·24+1 ·23+0 ·22+1 ·21+0 ·20 = 20210 (3.2)
Pri zgornji enačbi 3.2 binarno število 11001010 predstavlja splošno namenske
sponke, označene po velikosti od desne proti levi. Torej prva števka 0 iz desne
pomeni logično vrednost priključka BUS0, naslednja števka 1 pomeni logično
vrednost priključka BUS1, naslednja števka 0 pomeni logično vrednost priključka
BUS2 in tako naprej. Pri nastavljanju smeri logična vrednost 0 pomeni vhodno
smer, logična 1 pa izhodno smer.
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Program gpio.py deluje podobno kot program spy.py, opisan v poglavju
3.2.4.1, z eno glavno while zanko v kombinaciji z Unix-ovim sistemskim klicem
poll za bolj optimalno porabo procesorskega časa. Spremlja datotečni deskriptor
za branje ene poimenovane cevi, ki je uporabljena za nastavljanje smeri in logičnih
vrednosti priključkov:
1 prevState = None
2 prevDirection = None
3 fd_req_write = os.open(’/serial/gpiorequestwrite.fifo’, os.O_RDWR
| os.O_NONBLOCK)
4
5 while True:
6 readable = False
7 fd_to_read = None
8 poller = select.poll()
9 poller.register(fd_req_write , select.POLLIN)
10 events = poller.poll (50) # casovna zakasnitev 50 ms
11 for fileno , event in events:
12 if event is select.POLLIN:
13 readable = True
14 fd_to_read = fileno
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Tudi tukaj sta možna dva scenarija: ali je datotečni deskriptor vhodne poimeno-
vane cevi pripravljen na branje ali ne (znotraj glavne zanke while):
1 if not readable:
2 if prevState != Gpio.read() or prevDirection != Gpio.
direction:
3 # poslji nazaj stanja
4 sendResponseGpio(pipe_res , bytes([Gpio.read(), Gpio.
direction ]))
5
6 else:
7 if fd_to_read == fd_req_write:
8 # preberi in nastavi gpio
9 read_data = os.read(fd_to_read , 2)
10 if len(read_data) == 2:
11 updateGpio(Gpio , read_data [0], read_data [1])
12 else:
13 print("refreshing␣data")
14 # poslji nazaj stanja
15 sendResponseGpio(pipe_res , bytes([Gpio.read(), Gpio.
direction ]))
16
17 prevState = Gpio.read()
18 prevDirection = Gpio.direction
Drug proces prek vhodne poimenovane cevi programu gpio.py pošlje največ
dva bajta, in sicer: prvi bajt pomeni logične vrednosti priključkov, drugi bajt pa
smeri. Program ustrezno nastavi vmesnik GPIO glede na prejeta bajta s funkcijo
updateGpio():
1 def updateGpio(gpio_controller , states , direction):
2 gpio_controller.configure(url , direction=int(direction))
3 gpio_controller.write(int(states))
4 return gpio_controller
Če program iz vhodne poimenovane cevi prebere samo en bajt, se na-
stavitev vmesnika ne izvede, namesto tega program samo sporoči sta-
nje vmesnika, to so smeri in logične vrednosti priključkov. Vhodna po-
imenovana cev je tako uporabna tudi za zahtevo stanja vmesnika. Za
sporočanje stanja vmesnika program uporablja drugo poimenovano cev, v
katero pǐse. Sporočanje stanja se izvede s funkcijo sendResponseGpio():
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1 def sendResponseGpio(pipeRes , bytesToSend):
2 fd_to_write = os.open(pipeRes , os.O_RDWR)
3 os.write(fd_to_write , bytesToSend)
4 os.close(fd_to_write)
Sporočanje stanja se prav tako zgodi vsakič, ko se novo stanje razlikuje od
preǰsnjega po pretečeni časovni zakasnitvi, ki jo uporablja sistemski klic poll.
Časovna zakasnitev je nastavljena na 50 ms, kar pomeni, da se stanje posodablja
vsakih 50 ms, vendar samo, če se stanje razlikuje od stanja v preǰsnji iteraciji.
Delovanje programa gpio.py je prikazano na sliki 3.14.
Slika 3.14: Shema delovanja programa gpio.py.
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3.2.4.4 Strežnik
Predhodno opisani programi spy.py, simulation.py in gpio.py so zasnovani
precej nizkonivojsko, ker so večinoma namenjeni upravljanju s fizičnimi komuni-
kacijskimi vmesniki in medprocesni komunikaciji, čeprav sta napisana v program-
skem jeziku Python. Strežnik predstavlja ključno povezavo med nizkonivojskim
programskim delom in visokonivojsko aplikacijo, dostopno uporabniku. Strežnik
je implementiran na računalniku Raspberry Pi in je napisan v programskem je-
ziku JavaScript v ogrodju Node.js, skupaj s knjižnico Express. Pri načrtovanju
strežnika sem se odločal med dvema možnostima:
• uporabiti že uveljavljen strežnik Apache,
• napisati svoj strežnik v moderneǰsem okolju Node.js.
Pravi izziv pri načrtovanju strežnika je bil razpolagati z enovito spletno aplikacijo,
kjer so na enem mestu izpolnjene vse funkcionalne zahteve, ki se tičejo interakcije
naprave z uporabnikom, hkrati s prikazom celotne serijskega dela komunikacije
vmesnika P* v realnem času. Odločil sem se za Node.js strežnik, ker je enoniten
(angl. single-threaded) in dogodkovno orientiran (angl. event-driven), kar olaǰsa
implementacijo večih funkcionalnih zahtev. Glavna prednost tega je vhodno-
izhodno delovanje brez blokiranja (angl. non-blocking). To pomeni, da strežnik
deluje povsem asinhrono in omogoča izgradnjo enostranskih spletnih aplikacij, ki
omogočajo pretok podatkov v realnem času. Za ta namen sem uporabil program-
sko knjižnico socket.io, ki je pripravljena za uporabo v ogrodju Node.js in je
napisana v programskem jeziku JavaScript.
Pri načrtovanju sistema strežnik-klient sem čim večji del obdelave in proce-
siranja podatkov namenil brskalniku. Strežnik v največji meri skrbi le za preu-
smerjanje podatkov iz poimenovanih cevi do povezanih klientov prek vmesnika
socket.io in obvladovanje klientovih zahtev. Razlog za tak način razporeditve
procesiranja je čim bolj razbremeniti Raspberry Pi v smislu porabe procesorske
moči, ki jo potrebuje za nadzorovanje serijske komunikacije in upravljanje z osta-
limi komunikacijskimi kanali. To se še posebej pozna pri morebitni izbiri manj
zmogljivega računalnika Raspberry Pi, model Zero W. Vpliv strežnika, napisa-
nega v ogrodju Node.js, na procesor je viden v poglavju 4.2.2.
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Program webserver.js je napisan v programskem jeziku Java-
Script in za osnovno delovanje strežnika uporablja programsko knjižnico
Express. Zagon programa omogoča vmesnik Node.js z ukazom node: node
/serial/web/webserver.js. V programu je strežnik implementiran tako:
1 var express = require(’express ’);
2 var app = express ();
3 var server = require(’http’).Server(app);
4
5 app.use(express.static(__dirname + ’/public ’));
6
7 server.listen (8080);
8
9 app.get(’/’, function (req , res) {
10 res.sendFile(__dirname + ’/public/index.html’);
11 });
Strežnik spremlja povezave na vratih (angl. port) 8080 namesto na privzetih
vratih 80 (za protokol HTTP) zaradi administratorskih pravic. Namreč, nava-
den uporabnik v sistemu Linux nima pravic za uporabo vrat od 0 do 1024. Če
se hočemo izogniti zagonu programa webserver.js kot administrator (z Linux-
ovim ukazom sudo), lahko uporabimo druga vrata, kot na primer vrata 8080.
Seveda se tej oviri da izogniti tudi na drugačne načine z uporabo privzetih
vrat 80, vendar za moje potrebe to ne predstavlja nobene bistvene prednosti.
Strežnik za zahtevo osnovnega (angl. root) statičnega dokumenta postreže z
dokumentom index.html. Za komuniciranje s klienti strežnik uporablja dve me-
todi: standardni protokol HTTP in njegove zahtevke (GET, POST) ter vme-
snik socket.io, ki uporablja tehnologijo spletnih vtičnic (angl. WebSockets).
Program webserver.js je večinoma sestavljen iz funkcij, ki obdelujejo zahtevke
HTTP klientov, vsebuje pa tudi potisni mehanizem (angl. push), ki ga omogoča
vmesnik socket.io. Potisni mehanizem je namenjen posredovanju sporočil se-
rijske komunikacije vmesnika P* med števcem in modulom, ki jih program dobi
iz poimenovanih cevi, ki so opisane v poglavju 3.2.4.1 (meter.fifo in module.fifo)
in osveževanju stanja vmesnika za upravljanje s splošno namenskimi sponkami
(gpioresponse.fifo). Strežnik ta sporočila pošlje vsem povezanim klientom. Funk-
cija, ki bere iz poimenovane cevi in posreduje sporočila vsem klientom je sledeča:
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1 readFifo(’/serial/meter.fifo’, ’incomingMeter ’);
2 readFifo(’/serial/module.fifo’, ’incomingModule ’);
3
4 function readFifo(pathToFifo , eventName) {
5 fs.open(pathToFifo , fs.constants.O_RDWR | fs.constants.
O_NONBLOCK , (err , fd) => {
6 if (err != null) console.log(err);
7 const pipe = new net.Socket ({ fd });
8 pipe.on(’data’, (data) => {
9 var decodedData = data.toString(’hex’);
10 if (eventName == ’incomingMeter ’) {
11 decodedData = new Date().toISOString () + "␣METER:
␣" + decodedData;
12 }
13 else if (eventName == ’incomingModule ’) {
14 decodedData = new Date().toISOString () + "␣MODULE
:␣" + decodedData;
15 }
16 io.sockets.emit(eventName , decodedData);
17 });
18 });
19 }
Funkcija readFifo() bere podatke iz vhodno podane poimenovane cevi in po-
datke iz bajtov pretvori v šestnajstǐski znakovni niz (angl. hex string). Podatkom
doda še predpono, ki je sestavljena iz datuma in ure ter pošiljatelja (števec ali mo-
dul). Nato sporočilo pošlje vsem povezanim klientom in mu določi ime dogodka, ki
ga klienti prepoznajo: io.sockets.emit(eventName, decodedData);. Primer
poslanega sporočila, ki ga prejmejo klienti: 2019-08-14T12:43:07.308Z METER:
415445305631 (jedro sporočila 415445305631 v formatu ASCII pomeni ATE0V1).
Podobno je implementirana funkcija za posredovanje stanja vmesnika GPIO.
Funkcija bere podatke iz vhodno podane poimenovane cevi (gpioresponse.fifo),
v katero pǐse program gpio.py iz poglavja 3.2.4.3 in podatke posreduje vsem
klientom prek vmesnika socket.io. Pri branju cevi pričakuje dva bajta, in sicer:
prvi bajt pomeni logična stanja vmesnika, drugi bajt pa smeri. V naslednjem
odseku kode je prikazana funkcija readFifo() za posredovanje stanja vmesnika:
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1 readFifo(’/serial/gpioresponse.fifo’, ’incomingGpio ’);
2
3 function readFifo(pathToFifo , eventName) {
4 fs.open(pathToFifo , fs.constants.O_RDWR | fs.constants.
O_NONBLOCK , (err , fd) => {
5 if (err != null) console.log(err);
6 const pipe = new net.Socket ({ fd });
7 pipe.on(’data’, (data) => {
8 var states = parseInt(data [0]);
9 var direction = parseInt(data [1]);
10 io.sockets.emit(eventName , ‘${states} ${direction }‘);
11 });
12 });
13 }
Obe funkciji readFifo() sta v dejanskem programu implementirani v eni sami
funkciji, vendar sem jih tukaj ločil zaradi bolǰse preglednosti.
Za posredovanje vrinjenih sporočil na serijski del komunikacije vmesnika P* in
spremenjenih stanj vmesnika GPIO skrbi funkcija appPostWritePipe(). Glede
na url naslov zahtevka POST funkcija posreduje podatke naprej v ustrezno po-
imenovano cev. Kot vhodni parameter sprejme naslov zahtevka POST, pot do
poimenovane cevi in odgovor na zahtevek. Funkcija appPostWritePipe() je pri-
kazana v naslednjem odseku kode.
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1 appPostWritePipe(’/post/meterMessage ’, ’/serial/metermessage.fifo
’, ’Message␣sent’)
2 appPostWritePipe(’/post/moduleMessage ’, ’/serial/modulemessage.
fifo’, ’Message␣sent’)
3 appPostWritePipe(’/post/gpioStates ’, ’/serial/gpiorequestwrite.
fifo’, ’Gpio␣updated ’)
4
5 function appPostWritePipe(postUrl , fifoPath , responseText) {
6 app.post(postUrl , function (req , res) {
7 console.log("received␣post␣request␣on␣url", postUrl);
8 fs.open(fifoPath , fs.constants.O_RDWR | fs.constants.
O_NONBLOCK , (err , fd) => {
9 var errors = "";
10 if (err != null) {
11 console.log(err);
12 errors += err;
13 }
14 const pipe = new net.Socket ({ fd });
15 var buff = Buffer.from(req.body , ’hex’);
16 pipe.write(buff);
17 fs.close(fd , (error) => {
18 if(error) {
19 console.log(error);
20 errors += error;
21 }
22 });
23 res.send(responseText + errors);
24 });
25 });
26 }
Za obdelavo zahtevkov HTTP poskrbijo metode objekta app, ki je ustvarjen
s pomočjo knjižnice Express. V tem primeru je za obdelavo zahtevka POST
uporabljena metoda post(), ki kot vhodna parametra sprejme naslov zah-
tevka POST in funkcijo zahteve (v kodi imenovana req) ter odgovora (v kodi
imenovan res). Predmet zahteve so v tem primeru podatki, ki jih klient
pošlje v telesu zahtevka POST (req.body), ki jih funkcija nato zapǐse v
poimenovano cev. Primer: Recimo, da uporabnik želi vriniti neko sporočilo
v smeri komunikacije od števca proti modulu. S pomočjo spletne aplikacije
vnese želeno sporočilo in potrdi. Klient nato ustvari zahtevek z naslovom
/post/meterMessage in želenim sporočilom v telesu zahtevka. Strežnik
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sprejme zahtevo in kliče funkcijo appPostWritePipe(’/post/meterMessage’,
’/serial/metermessage.fifo’, ’Message sent’), ki preusmeri sporočilo v
poimenovano cev /serial/metermessage.fifo. Funkcija na zahtevek odgovori
z ”Message sent”, z dodatnim sporočilom o napaki, v primeru, da se ta pojavi.
Če pa na primer uporabnik želi spreminjati stanja vmesnika GPIO, jih nastavi
s pomočjo spletne aplikacije in potrdi izbiro. Znova se ustvari zahtevek POST,
tokrat z naslovom /post/gpioStates in dvema desetǐskima številoma podatkov
v telesu zahtevka: prvo število predstavlja logične vrednosti stanj, drugo pa
smeri. Strežnik zahtevo obdela enako kot prej, torej usmeri podatke v ustrezno
poimenovano cev in odgovori na zahtevek.
Strežnik poleg drugih stvari skrbi tudi za generacijo dveh Python funkcij,
in sicer funkcije za modifikacijo sporočil serijske komunikacije (omenjena v po-
glavju 3.2.4.1) in funkcije za simulacijo ene izmed komunikacijskih naprav (ome-
njena v poglavju 3.2.4.2). Podobno kot prej, tudi v tem primeru strežnik čaka
na ustrezen zahtevek POST klienta, ki z unikatnim naslovom pokliče ustrezno
funkcijo. Nabor pravil za modifikacijo ali simulacijo strežnik prejme v telesu
zahtevka kot objekt tipa json in vsebuje pravila za modifikacijo ali simulacijo
sporočil v eni smeri komunikacije (npr. v smeri komunikacije od števca proti mo-
dulu). Primer objekta json za modifikacijo ali simulacijo sporočil, ki jih pošilja
števec: {"message":"41 54 45 30 56 31 0D 0A","modified":"41 54 45 31
56 31 0D 0A"}. Objekt vsebuje dva znakovna niza: primerjalni niz message in
nadomestni niz modified. Oba znakovna niza sta niza šestnajstǐskih znakov, ki
predstavljajo posamezne bajte. V preǰsnjem primeru bi bila niza prevedena v ko-
dirni sistem ASCII (angl. American Standard Code for Information Interchange)
kot {"message":"ATE0V1<0D><0A>","modified":"ATE1V1<0D><0A>"}, pri
čemer zadnja dva bajta ni možno predstaviti z znakoma, zato sem jih postavil v
okvir <>. Za obdelavo tega objekta skrbi funkcija appPostRules().
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1 appPostRules("/post/meter", "/serial/meterrules.json", "/serial/
rulesMeter.py", ["/serial/sendSignal.py", "/dev/ttyUSB2"])
2 appPostRules("/post/module", "/serial/modulerules.json", "/serial
/rulesModule.py", ["/serial/sendSignal.py", "/dev/ttyUSB3"])
3
4 function appPostRules(postUrl , filePath , rulesPythonPath ,
listArgs) {
5 app.post(postUrl , function (req , res) {
6 var responseText = "";
7 fs.writeFile(filePath , JSON.stringify(req.body), function
(err) {
8 if(err) {
9 responseText = "Error␣saving␣file!";
10 res.send(responseText);
11 return console.log(err);
12 }
13 else {
14 console.log("file␣saved!", filePath);
15 responseText = "Rules␣file␣saved!";
16 }
17 });
18 createRulesFile(JSON.stringify(req.body), rulesPythonPath
);
19 const spawn = require("child_process").spawn;
20 const pythonProcess = spawn(’python3 ’, listArgs);
21 pythonProcess.stdout.on(’data’, (data) => {
22 responseText = responseText + "␣" + data.toString ();
23 if (data.toString ().includes("Could␣not␣find␣process␣
id.")) responseText = responseText + "␣" + "
Process␣won’t␣be␣updated␣with␣new␣rules.";
24 });
25 pythonProcess.on(’close ’, (code , signal) => {
26 res.send(responseText);
27 });
28 });
29 }
V prvem delu zgornjega odseka kode se objekt shrani v datoteko json, npr.
meterrules.json ali modulerules.json, nato pa sledi generacija Python
funkcije, ki se zgodi znotraj funkcije createRulesFile(). Na koncu funkcija
sproži signal SIGUSR1, namenjen posodobitvi Python modula v programu spy.py
ali simulation.py. Sprožitev signala izvede Python skripta sendSignal.py, ki
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najde identifikacijsko številko procesa (PID, angl. Process Identifier) s pomočjo
njegovega imena in argumentov in mu pošlje signal (v tem primeru signal
SIGUSR1). Implementacija funkcije createRulesFile():
1 function createRulesFile(jsonString , filePath) {
2 console.log("creating␣rules␣python␣file␣...");
3 var file = fs.createWriteStream(filePath);
4 var lines = [
5 "#!/usr/bin/env␣python3",
6 "",
7 "def␣modify_message(input_data):" // v primeru
simulacijske funkcije: get_response(input_data)
8 ];
9 var ifLines = createIfStatements(jsonString);
10 lines.push (... ifLines);
11 var endLines = [
12 "␣␣␣␣␣␣␣ return␣input_data"
13 ];
14 lines.push (... endLines);
15
16 for (var i = 0; i < lines.length; i++) {
17 file.write(lines[i] + os.EOL);
18 }
19 file.end();
20 }
Zgornja funkcija ustvari Python datoteko, kjer se nahaja funk-
cija za modifikacijo ali simulacijo. Kot argument sprejme json
objekt, predstavljen kot znakovni niz (string), ki ga poda na-
prej funkciji za generacijo if stavkov createIfStatements().
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1 function createIfStatements(jsonString) {
2 var jsonObject = JSON.parse(jsonString);
3 var outputArray = [];
4 for (var i = 0; i < jsonObject.length; i++) {
5 outputArray.push(‘ if b’${buildByteString(jsonObject
[i][’message ’])}’ in input_data :‘);
6 outputArray.push(‘ input_data = input_data.
replace(b’${buildByteString(jsonObject[i][’message ’])}
’, b’${buildByteString(jsonObject[i][’modified ’])}’) ‘)
; // v primeru simulacijske funkcije: outputArray.push
(‘ return b’${buildByteString(jsonObject[i
][’modified ’])}’‘);
7 outputArray.push("");
8 }
9 return outputArray;
10 }
Funkcija createIfStatements() kot vhodni argument vzame znakovni niz
objekta json, iz katerega generira tekstovno obliko Python funkcije. Glede na to,
da je generirana funkcija napisana v programskem jeziku Python, je potrebno
znakovni niz bajtov ustrezno pretvoriti v obliko, ki jo uporablja Python.
Tako mora biti, recimo, niz bajtov ”41 54 45 30 56 31 0D 0A” pretvorjen v
”\x41\x54\x45\x30\x56\x31\x0D\x0A”, kar je pravilna oblika v programskem
jeziku Python. Za to poskrbi funkcija buildByteString():
1 function buildByteString(inputString) {
2 var outputString = "";
3 var splitted = inputString.split("␣");
4 for(var i = 0; i < splitted.length; i++) {
5 if (/\S/.test(splitted[i])) {
6 outputString = outputString + "\\x" + splitted[i];
7 }
8 }
9 return outputString;
10 }
Zgoraj omenjena Python skripta sendSignal.py je implementirana za
proženje dveh različnih signalov: SIGINT, ki je uporabljen za prekinitev delo-
vanja procesa (v implementiranih programih se ga največkrat prestreže in za tem
zaključi program) in SIGUSR1, ki je uporabljen za posodobitev modifikacijske
funkcije v programu spy.py. Sprva je potrebno s pomočjo imena procesa, ki mu
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želimo poslati signal, najti pripadajočo identifikacijsko številko PID. Za primer
vzemimo program spy.py, ki mu želimo poslati signal SIGINT:
1 import psutil
2
3 def findPid(procName , procArg):
4 for process in psutil.process_iter ():
5 cmdline = process.cmdline ()
6 if procName in cmdline and procArg in cmdline and ’/
serial/sendSignal.py’ not in cmdline:
7 return process.pid
8 print("Could␣not␣find␣process␣id.")
9 return -1
Funkcija findPid() s pomočjo imena procesa in njegovih argumentov vrne iden-
tifikacijsko številko procesa PID, ki je nato uporabljena za pošiljanje signala:
1 import os
2
3 pid = findPid("/serial/spy.py", "/dev/ttyUSB2")
4
5 if pid != -1:
6 try:
7 os.kill(pid , signal.SIGINT)
8 print("Sent␣SIGINT␣to␣process␣with␣PID:␣{}.".format(pid))
9 except expression as identifier:
10 print("Could␣not␣send␣signal␣SIGINT␣to␣process␣with␣PID:␣
{}.".format(pid))
V primeru proženja signala SIGUSR1, bi vrstico os.kill(pid, signal.SIGINT)
nadomestila vrstica os.kill(pid, signal.SIGUSR1) (seveda ne smemo pozabiti
tudi na vsa sporočila, ki omenjajo ime signala). Za uporabo Python skripte za
proženje signalov sem se odločil zaradi lažje implementacije. V okolju Node.js
namreč ni možno neposredno prožiti Unix-ovih signalov, možno pa je posredno
izvajati ukaze Linux-ovega terminala na podoben način.
3.2.4.5 Spletna aplikacija
Za enostavneǰse upravljanje orodja sem zasnoval spletno aplikacijo, ki uporabniku
omogoča uporabo vseh zgoraj omenjenih programov. Napisana je v programskem
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jeziku HTML (angl. Hyper Text Markup Language) v sozvočju s skriptnim je-
zikom JavaScript, knjižnico JQuery in slogovnim jezikom CSS (angl. Cascading
Style Sheets). Zaradi prevelikega obsega kode bom tekom tega poglavja prikazal
samo pomembneǰse odseke kode. Spletna aplikacija je zasnovana kot dinamična
spletna stran, sestavljena iz enega samega dokumenta index.html, ki ga strežnik
postreže klientom. Razlog za to je potreba po nemotenem prikazu serijske ko-
munikacije med števcem in modulom, ki je uporabniku viden ves čas. Spletna
aplikacija je vidna na sliki 3.15.
Slika 3.15: Spletna aplikacija.
Zgornji del okna je rezerviran za prikaz serijske komunikacije, spodnji del pa
je razdeljen s pomočjo zavihkov, prek katerih se uporabnik pomika prek strani.
Pod razdelkom za prikaz serijske komunikacije se nahajajo gumbi za spreminjanje
možnosti prikaza:
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• gumb Clear izbrǐse vso izpisano komunikacijo,
• gumb Toggle View razdeli pogled na dva dela ob strani in s tem loči sporočila
glede na napravo, ki je posamezno sporočilo poslala,
• gumb Save Log shrani trenutno prikazano komunikacijo v lokalno datoteko
na uporabnikovi napravi. Datoteka je shranjena kot običajna tekstovna da-
toteka, vsebina pa je odvisna od pozicije stikala HEX, ASCII : če je izbrana
možnost HEX, so sporočila shranjena kot šestnajstǐski znakovni niz, če pa
je izbrana možnost ASCII, so sporočila shranjena kot znakovni niz ASCII,
razen tistih znakov, ki jih ni mogoče prikazati (to so kontrolni znaki iz ta-
bele ASCII). Ti znaki so prikazani kot šestnajstǐski znaki in so umeščeni v
oklepaje <>,
• stikalo HEX, ASCII preklaplja med dvema načinoma kodiranja sporočil,
• gumb Update posodobi tabele za modifikacijo in simulacijo sporočil,
• gumba Meter color in Module color uporabniku omogočata poljubno iz-
biro barve sporočil posamezne naprave. Uporabnik izbiro potrdi z gumbom
Sumbit.
Izbira barv prikazanih sporočil je uporabniku omogočena s pomočjo barvne pa-
lete, ki se prikaže s pritiskom na enega izmed gumbov za izbiro barv (slika 3.16).
Barvna paleta je implementirana z uporabo knjižnice jscolor.js. Implementi-
ran pa je tudi sistem za prikaz obvestil, ki uporabniku vrnejo povratno informa-
cijo kot posledico njegove interakcije z uporabnǐskim vmesnikom. Obvestila so
večinoma odgovori strežnika (angl. response) na zahtevke HTTP. Prikažejo se na
dnu spletne strani in izginejo po treh sekundah (prikazano na sliki 3.17).
Okno za prikaz sporočil serijske komunikacije prikazuje sporočila, ki jih
strežnik pošilja prek komunikacijskih vtičnic, ki so del programske knjižnice
socket.io. Na strani klienta so implementirane v skriptnem delu spletne aplika-
cije, kot je prikazano v spodnjem odseku kode. Po prejetju podatkov prek komu-
nikacijske vtičnice se podatki ustrezno obdelajo in prikažejo v ustreznem oknu.
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1 <script src="/socket.io/socket.io.js"></script >
2 <script >
3
4 var socket = io();
5
6 socket.on(’incomingMeter ’, function (data) {
7 // ... obdelava in prikaz podatkov data
8 });
9 socket.on(’incomingModule ’, function (data) {
10 // ... obdelava in prikaz podatkov data
11 });
12
13 </script >
Slika 3.16: Barvna paleta za izbiranje poljubne barve prikazanih sporočil.
Slika 3.17: Primer obvestila.
Zavihek Message Manipulation je razdeljen na dve strani glede na pošiljatelja
sporočil: števec in modul. Vsaka stran vsebuje polje za vrivanje sporočil, stikalo
za preklop med načinom HEX in ASCII ter tabelo za modifikacijo sporočil, kot
prikazujeta sliki 3.18 in 3.19. Omenjeno stikalo spremeni način kodiranja sporočil
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v vseh poljih, ki pripadajo posamezni napravi, kot je vidno na sliki 3.20 za primer
števca. Tabela za modifikacijo uporabniku omogoča dodajanje pravil za modifi-
kacijo sporočil z gumbom Add. V levo polje Message vpǐse poljubno sporočilo ali
njegov del, ki ga želi nadomestiti s sporočilom v desnem polju Modified Message.
Z gumbom Delete lahko uporabnik izbrǐse zadnje pravilo v tabeli, gumba Import
in Export pa sta namenjena uvozu in izvozu nabora pravil iz tabele. Nabor pravil
je moč uvoziti ali izvoziti kot datoteko tipa json, ki je opisana v poglavju 3.2.4.1.
Pri uvozu se uporabniku ponudi okno za izbiro datoteke, pri izvozu pa se dato-
teka shrani lokalno na uporabnikovo napravo. Z gumbom Send uporabnik pošlje
strežniku zahtevek POST z vsebino tabele v telesu zahtevka kot objekt json.
Slika 3.18: Uporabnǐski vmesnik za interakcijo s sporočili, ki jih pošilja števec.
Zavihek Meter/Module Simulation je zasnovan enako kot zavihek Message
Manipulation, razlikuje se samo v delovanju, vendar je to stvar nižjega program-
skega nivoja. Spet je razdeljen na dva dela, pri čemer je eden namenjen simulaciji
števca, drugi pa simulaciji modula. Vsak del vsebuje polje za vrivanje sporočil
in tabelo za simulacijo naprave. V tabeli uporabnik enako kot prej doda pravila
za simulacijo naprave, pri čemer levo polje vsebuje del sporočila, ki ga pošlje ne
simulirana naprava, na katerega simulator odgovori s sporočilom v desnem polju.
Na sliki 3.21 je prikazan primer tabele za simulacijo komunikacijskega modula.
Zavihek GPIO uporabniku omogoča upravljanje s kanalom s splošno namen-
skimi sponkami. Uporabnik lahko prek stikal nastavlja stanja in smeri splošno
namenskih sponk. Želeno stanje pošlje strežniku s pomočjo gumba Send, ki pošlje
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Slika 3.19: Uporabnǐski vmesnik za interakcijo s sporočili, ki jih pošilja modul.
Slika 3.20: Uporabnǐski vmesnik za interakcijo s sporočili, ki jih pošilja števec,
z vklopljenim načinom kodiranja HEX.
zahtevek POST, ki v telesu vsebuje informacijo o stanju in smereh splošno na-
menskih sponk. Gumb Refresh pa strežniku pošlje zahtevek POST s samo enim
podatkom (z vrednostjo 0) v telesu zahtevka, ki zahteva posodobitev prikazanega
stanja, kot je opisano v poglavju 3.2.4.3. Uporabnǐski vmesnik je prikazan na
sliki 3.22.
Zavihek Tools je namenjen raznim uporabnim orodjem, ki olaǰsajo interak-
cijo uporabnika z napravo. Zaenkrat so implementirani gumbi za zaganjanje in
ustavitev posameznih programov, ki tečejo v ozadju (prikazani na sliki 3.23):
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Slika 3.21: Uporabnǐski vmesnik za simulacijo komunikacijskega modula.
Slika 3.22: Uporabnǐski vmesnik za upravljanje s splošno namenskimi sponkami.
spy.py, simulation.py in gpio.py. Gumbi Start in Stop strežniku pošljejo
zahtevek GET, ki s pomočjo različnih naslovov ustrezno zažene oziroma ustavi
določen proces. Če uporabnik zahteva zagon programa spy.py (pod oznako Spy),
strežnik zažene dve instanci programa, in sicer: /serial/spy.py /dev/ttyUSB2
in /serial/spy.py /dev/ttyUSB3. Če uporabnik zahteva zagon programa za
simulacijo števca (pod oznako Meter Simulation), strežnik zažene instanco pro-
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grama: /serial/simulation.py meter. Če uporabnik zahteva zagon programa
za simulacijo modula (pod oznako Module Simulation), strežnik zažene instanco
programa: /serial/simulation.py module. Če pa uporabnik zahteva zagon
programa za upravljanje s splošno namenskimi sponkami (pod oznako Gpio),
strežnik zažene instanco programa: /serial/gpio.py.
Slika 3.23: Zavihek Tools z uporabnǐskim vmesnikom za zaganjanje in ustavljanje
programov.
Zahtevki HTTP predstavljajo velik del komunikacije med klienti in
strežnikom. Na strani klienta so implementirani v spodnji funk-
ciji httpRequest(), ki kot vhodne parametre sprejme tip zahtevka (v
mojem primeru GET ali POST), url zahtevka, format vsebine zah-
tevka (v mojem primeru application/json ali text/plain) in povratno
funkcijo, ki se izvede ob prejetju odgovora na zahtevek. Kot po-
vratno funkcijo lahko uporabimo npr. funkcijo za prikaz obvestila.
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1 function httpRequest(requestType , httpUrl , contentFormat ,
onResponseFunction) {
2 var xmlhttp = new XMLHttpRequest ();
3 xmlhttp.onreadystatechange = function () {
4 if (xmlhttp.readyState == XMLHttpRequest.DONE) {
5 return onResponseFunction(xmlhttp.responseText);
6 }
7 }
8 xmlhttp.open(requestType , httpUrl);
9 xmlhttp.setRequestHeader("Content -Type", contentFormat);
10 xmlhttp.send();
11 }
4 Testiranje obremenjenosti naprave
Zaradi uporabe programskega jezika Python pri programih spy.py,
simulation.py in gpio.py ter programskega jezika JavaScript pri pro-
gramu webserver.js me je zanimalo, kako bo to vplivalo na obremenjenost in
temperaturo procesorja računalnika Raspberry Pi.
4.1 Pogoji testiranja
Za vse teste so bili pogoji testiranja enaki, in sicer: uporabil sem Raspberry Pi 3
model B+, ki ima štirijedrni procesor s taktom delovanja 1,4 GHz. Raspberry Pi
se nahaja v plastičnem ohǐsju (slika 4.1), ki je povsem zaprto in postavljeno na
mizi. Za napajanje računalnika Raspberry Pi skrbi napajalnik, ki lahko zagotovi
največji tok 2,5 A pri napetosti 5,1 V. Raspberry Pi je prek kabla USB povezan
s tiskanim vezjem Borea Slon v1.1, omenjenim v poglavju 3.2.2. Ta je prek dveh
kanalov integriranega vezja FT4232H ustrezno povezan s števcem in komunikacij-
skim modulom. Za testiranje je bil uporabljen komunikacijski modul s tehnologijo
GPRS. Pri računalniku Raspberry Pi ni bil uporabljen noben pasivni ali aktivni
hladilni sistem.
4.2 Testiranje obremenjenosti procesorja
Testiral sem obremenjenost procesorja programov spy.py, gpio.py in
webserver.js. Za merjenje obremenjenosti posameznega programa sem uporabil
program pidstat, ki je del orodja sysstat. Ta program omogoča spremljanje
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Slika 4.1: Uradno ohǐsje za Raspberry Pi 3 model B+. Vir: commons.
wikimedia.org.
sistemskih statistik določenega procesa s pomočjo njegove identifikacijske številke
PID. Izpis statističnih podatkov se lahko dogaja v določenem časovnem intervalu,
ki ga poda uporabnik. Obremenitev procesorja zaradi sistema je večinoma zelo
majhna, zato tega pri testih nisem upošteval in sem se osredotočil na obremenitev
procesorja zaradi delovanja posameznih programov. Izpisana obremenitev pro-
cesorja iz programa pidstat za posamezen proces pomeni celoten delež uporabe
procesorja v časovnem intervalu.
4.2.1 Obremenjenost procesorja programa spy.py
Program spy.py uporablja sistemski klic poll za optimizacijo porabe procesorske
moči, ki blokira proces, ko ni nobenih podatkov na voljo za branje. Testiral sem
eno instanco programa, in sicer instanco spy.py /dev/ttyUSB2, ki za branje in
pisanje podatkov uporablja kanal C integriranega vezja FT4232H. Na vezju sem
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naredil povratno vezavo (angl. loopback) med kanaloma C in D. To pomeni, da
sem za pisanje lažnih podatkov uporabil kanal D, ki te podatke posreduje kanalu
C namesto števca. Pri tem testu torej nisem uporabil števca in komunikacijskega
modula, ker sem podatke pošiljal napravi ročno prek kanala D. Tak način testi-
ranja mi je omogočil večjo obremenitev programa spy.py, saj števec običajno
pošilja podatke z večjimi vmesnimi prekinitvami. Test je potekal tako:
1. Zagon programa spy.py /dev/ttyUSB2,
2. zagon programa pidstat -p PID 1 30, pri čemer PID pomeni trenutno
identifikacijsko številko procesa spy.py /dev/ttyUSB2, 1 pomeni časovni
interval 1 s, 30 pa pomeni število ponovitev meritve,
3. po petih sekundah se začne pisanje 200 kB podatkov na napravo
/dev/ttyUSB3, ki podatke fizično preusmeri na napravo /dev/ttyUSB2.
Test sem ponovil štirikrat, glede na število pravil za sprotno modifikacijo po-
datkov. Prva iteracija testa je bila izvedena brez pravil za modifikacijo, druga
iteracija je vsebovala eno pravilo za modifikacijo sporočil, tretja 10 pravil in četrta
50 pravil za modifikacijo. Ker večje število pravil za modifikacijo sporočil pomeni,
da mora z vsakim prejetim podatkom program spy.py preveriti več pogojev, sem
pričakoval, da z večanjem števila pravil program bolj obremeni procesor. Rezul-
tati testa so prikazani na sliki 4.2.
Kot je razvidno z grafa na sliki 4.2, se pisanje podatkov začne po štirih se-
kundah. Pred tem je obremenjenost procesorja 0 %, kar je zaradi uporabe sis-
temskega klica poll pričakovano. Program spy.py pri branju v vsakem primeru
zelo malo obremeni procesor, tudi pri primerjanju podatkov s 50 pravili za modi-
fikacijo. Povprečna obremenitev procesorja programa spy.py je bila v času testa
brez pravil 1,77 %, z enim pravilom 2,13 %, z 10 pravili 2,43 % in s 50 pravili
2,97 %. Na grafu lahko vidimo, da je z večjim številom pravil procesor res bolj
obremenjen, čeprav razlike niso zelo velike.
Programa simulation.py nisem testiral, ker deluje na enak način kot program
spy.py, torej bi bila obremenjenost procesorja zelo podobna.
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Slika 4.2: Obremenjenost procesorja programa spy.py v odvisnosti od časa, pri
čemer posamezni grafi pomenijo različno število pravil za modifikacijo sporočil.
4.2.2 Obremenjenost procesorja programa webserver.js
Strežnik webserver.js je, kot rečeno, napisan v programskem jeziku JavaScript,
zato lahko pričakujemo nekoliko vǐsjo obremenitev procesorja. Pri testiranju sem
izbral naslednji scenarij: Integrirano vezje FT4232H je povezano s števcem in
modulom v običajnem načinu delovanja, kot prikazuje slika 3.9. Tako vsak ka-
nal UART sprejema podatke iz ene naprave in jih posreduje drugi napravi. V
ozadju tečeta obe instanci programa spy.py, to sta spy.py /dev/ttyUSB2 in
spy.py /dev/ttyUSB3, ki sta potrebni za pravilno delovanje v načinu prestreza-
nja komunikacije. Osredotočil sem se predvsem na obremenitev procesorja zaradi
strežnikovega posredovanja komunikacije med napravama prek komunikacijskih
vtičnic socket.io, ker to predstavlja večinski del komunikacije med strežnikom
in povezanimi klienti. Zahtevke HTTP bo uporabnik pošiljal strežniku samo
občasno, če bo želel spremeniti na primer pravila za modifikacijo, nastaviti vme-
snik s splošno namenskimi sponkami, poslati kakšno vrinjeno sporočilo in po-
dobno. Po drugi strani pa strežnik vso komunikacijo med napravama konstantno
pošilja prek komunikacijskih vtičnic vsem povezanim klientom, zato je to najbolj
verjeten scenarij uporabe te naprave. Test je vseboval naslednje korake:
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1. Zagon dveh instanc programa spy.py: spy.py /dev/ttyUSB2 in spy.py
/dev/ttyUSB3 ter zagon strežnika: node webserver.js,
2. zagon spletne aplikacije, število instanc je odvisno od želenega števila po-
vezanih klientov,
3. zagon programa pidstat -p PID 1 30, pri čemer PID pomeni trenutno
identifikacijsko številko procesa node webserver.js, 1 pomeni časovni in-
terval 1 s, 30 pa pomeni število ponovitev meritve,
4. vklop števca, ki po nekaj sekundah začne komunicirati s komunikacijskim
modulom.
Test sem ponovil trikrat, vsakič z različnim številom povezanih klientov. V prvi
iteraciji je bil na strežnik povezan le en klient, v drugi iteraciji je bilo povezanih
10 klientov, v tretji pa je bilo na strežnik povezanih 50 klientov. Ker večje število
povezanih klientov na strežnik pomeni, da mora strežnik posredovati podatke
večim klientom, sem pričakoval večjo obremenitev procesorja pri več povezanih
klientih. Na spodnji sliki 4.3 so prikazani rezultati testa.
Slika 4.3: Obremenjenost procesorja programa webserver.js v odvisnosti od
časa, pri čemer posamezni grafi pomenijo različno število povezanih klientov.
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Na grafu na sliki 4.3 lahko vidimo obremenitev procesorja programa
webserver.js v odvisnosti od časa, pri čemer je razvidno, kdaj števec in mo-
dul med seboj komunicirata (v 10-sekundnih intervalih). V teku komunikacije
strežnik vsem povezanim klientom posreduje podatke, ki jih prestrežeta instanci
programa spy.py, medtem ko je med intervali obremenitev procesorja zane-
marljiva. Kot pričakovano, pri večjem številu povezanih klientov strežnik bolj
obremeni procesor, in sicer skoraj do 40 % pri 50 povezavah, kar se mi glede
na število povezav ne zdi veliko. Povprečna obremenitev procesorja programa
webserver.js je bila v času testa z enim povezanim klientom 0,77 %, z 10 kli-
enti 4,13 % in s 50 klienti 4,50 %. Običajno bo napravo naenkrat uporabljal
samo en uporabnik, tako da je graf z enim povezanim klientom najbolj relevan-
ten. Obremenitev procesorja pri enem povezanem klientu je manǰsa od 10 %
v teku komunikacije med napravama, kar je zelo malo. V primeru, da bo na-
pravo hkrati uporabljalo več uporabnikov, bo število uporabnikov predvidoma
majhno (najverjetneje največ 5 hkratnih uporabnikov). Strežnik poleg komuni-
kacije med števcem in modulom prek komunikacijskih vtičnic socket.io posre-
duje tudi stanja vmesnika s splošno namenskimi sponkami, ki mu jih posreduje
program gpio.py. Vendar je obremenitev procesorja zaradi majhnega števila po-
datkov (spremenjeno stanje vsebuje dva bajta) majhna, do 10 % pri 50 povezanih
klientih, zato tega nisem vključil v rezultate testa.
4.2.3 Obremenjenost procesorja programa gpio.py
Podobno kot program spy.py, tudi programgpio.py uporablja sistemski klic
poll, vendar je ta uporabljen tudi za osveževanje stanja vmesnika s splošno na-
menskimi sponkami. To je implementirano z nastavljivo časovno zakasnitvijo
(parameter timeout) sistemskega klica poll, ki definira čas blokiranja procesa.
Manǰsi kot je, bolj pogosto se sistemski klic poll izvede in osveži stanje vme-
snika. Tako sem testiral obremenitev procesorja programa gpio.py pri različnih
časovnih zakasnitvah. Pri tem testu števec in modul nista bila uporabljena, test
je vseboval naslednje korake:
1. Zagon programov gpio.py in webserver.js,
2. zagon programa pidstat -p PID 1 30, pri čemer PID pomeni trenutno
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identifikacijsko številko procesa gpio.py, 1 pomeni časovni interval 1 s, 30
pa pomeni število ponovitev meritve,
3. spreminjanje stanja vmesnika prek spletne aplikacije med testom.
Test sem ponovil trikrat, vsakič z različno časovno zakasnitvijo sistemskega klica
poll. V prvi iteraciji je zakasnitev znašala 50 ms, v drugi iteraciji 100 ms in
v tretji 500 ms. Ker večja zakasnitev pomeni manj pogosto osvežitev stanja
vmesnika, sem pričakoval manǰso obremenitev procesorja v časih, ko ni nobene
zahteve po spremembi stanja vmesnika. Na spodnji sliki 4.4 so prikazani rezultati
testa.
Slika 4.4: Obremenjenost procesorja programa gpio.py v odvisnosti od časa,
pri čemer posamezni grafi pomenijo različno časovno zakasnitev sistemskega klica
poll.
S slike 4.4 je razvidno, da je pri zahtevah za spremembo stanja vmesnika
obremenitev procesorja programa gpio.py kljub različnim zakasnitvam približno
enaka (okoli 12 %). Obremenitev procesorja se razlikuje predvsem v času, ko ni
nobene zahteve po spremembi stanja vmesnika. To je čas, ko se stanje osvežuje.
Kot predvideno, je pri časovni zakasnitvi 50 ms procesor takrat najbolj obreme-
njen, to je okoli 2 %. Pri zakasnitvi 100 ms obremenitev pade na okoli 1 %,
pri zakasnitvi 500 ms pa je obremenitev večinoma 0 %. Kot lahko vidimo, je
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obremenitev procesorja programa gpio.py zelo majhna in s tem zagotovo ne bo
povzročala težav pri delovanju naprave.
4.3 Merjenje temperature procesorja
Po testiranju obremenjenosti procesorja sem testiral še spreminjanje temperature
pri delovanju računalnika Raspberry Pi. Za testni scenarij sem poskusil pogoje
čim bolj približati običajni rabi naprave, in sicer: Raspberry Pi se nahaja v ohǐsju,
integrirano vezje FT4232H je povezano s števcem in modulom v običajnem načinu
delovanja za prestrezanje komunikacije, kot prikazuje slika 3.9, v ozadju tečejo
naslednji programi: spy.py /dev/ttyUSB2, spy.py /dev/ttyUSB3, gpio.py in
webserver.js. Temperatura okolice znaša 25 °C. Meritev temperature sem iz-
vedel z ukazom sudo vcgencmd measure temp, ki ga ponuja operacijski sistem
Raspbian. Meritev sem ponavljal 5 minut z intervalom merjenja 1 s. Za izvajanje
ukaza sem napisal preprosto Python funkcijo, ki ukaz izvede vsako sekundo za
določen čas (v tem primeru 5 minut). Test je potekal tako:
1. Zagon spletne aplikacije, število instanc je odvisno od želenega števila po-
vezanih klientov,
2. zagon Python funkcije za merjenje temperature procesorja,
3. po preteku 10 s zagon dveh instanc programa spy.py: spy.py
/dev/ttyUSB2 in spy.py /dev/ttyUSB3, zagon programa gpio.py ter za-
gon strežnika: node webserver.js,
4. vklop števca, ki po nekaj sekundah začne komunicirati s komunikacijskim
modulom.
Ker na obremenjenost procesorja najbolj vpliva strežnik in posledično število
povezanih klientov, sem test ponovil z različnim številom klientov. Test sem
ponovil trikrat, vsakič z različnim številom povezanih klientov. V prvi iteraciji je
bil na strežnik povezan le en klient, v drugi iteraciji je bilo povezanih 10 klientov,
v tretji pa je bilo na strežnik povezanih 50 klientov. Kot je bilo prikazano v
poglavju 4.2.2, večje število klientov bolj obremeni procesor, zato sem pričakoval
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večjo temperaturo procesorja pri večjem številu povezanih klientov. Slika 4.5
prikazuje rezultate testa.
Slika 4.5: Merjenje temperature procesorja v odvisnosti od časa, pri čemer
posamezni grafi pomenijo različno število povezanih klientov.
S slike 4.5 je razvidno, da po 10 s, ko zaženemo omenjene programe in se začne
komunikacija med števcem in modulom, temperatura procesorja začne naraščati.
Kot je videti, se vrednosti temperature posameznih grafov med seboj bistveno
ne razlikujejo. Povprečna temperatura procesorja je bila v času testa z enim
povezanim klientom 52,6 °C, z 10 klienti 52,9 °C in s 50 klienti 53,3 °C. Tako
lahko rečem, da število povezanih klientov bistveno ne vpliva na temperaturo
procesorja. Najvǐsja temperatura, ki jo procesor doseže v času testa, je okoli 55
°C (s 50 povezanimi klienti), kar je dokaj nizka vrednost. Test sem z enakimi
pogoji ponovil še enkrat, s to razliko, da se računalnik Raspberry Pi ne nahaja v
ohǐsju. Rezultati testa so prikazani na sliki 4.6.
Kot je razvidno s slike 4.6, so tokrat vrednosti temperature glede na število
povezanih klientov med seboj še bolj podobne. Opaziti je tudi, da temperatura
kmalu preneha naraščati, saj se toplotna energija ne akumulira, kot se to dogaja
znotraj ohǐsja. Povprečna temperatura procesorja je bila v času testa z enim
povezanim klientom 49,5 °C, z 10 klienti 49,7 °C in s 50 klienti 50,0 °C. V tabeli
4.1 je prikazana primerjava med temperaturami procesorja z ohǐsjem in brez ohǐsja
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Slika 4.6: Merjenje temperature procesorja brez ohǐsja v odvisnosti od časa, pri
čemer posamezni grafi pomenijo različno število povezanih klientov.
Raspberry Pi-ja.
Tabela 4.1: Primerjava povprečne temperature procesorja Raspberry Pi-ja z
ohǐsjem in brez ohǐsja.
število povprečna temperatura procesorja
klientov Raspberry Pi-ja [°C]
brez ohǐsja z ohǐsjem
1 49,5 52,6
10 49,7 52,9
50 50,0 53,3
Iz rezultatov meritev obremenjenosti in temperature procesorja lahko skle-
pam, da naprava v trenutnem stanju deluje brez prevelike obremenitve procesorja
na Raspberry Pi-ju, prav tako se ta prekomerno ne segreva. Zato zaenkrat še ni
potrebe po uporabi kakšnega pasivnega ali aktivnega hladilnega sistema. Proce-
sor zlahka prenese vsa opravila, ki so potrebna za delovanje naprave. Iz videnih
rezultatov sklepam, da bi Raspberry Pi Zero W prav tako brez težav izvajal vse
procese za običajno uporabo naprave z manǰsim številom povezanih klientov.
5 Zaključek
V magistrskem delu mi je uspelo razviti napravo, ki smo jo v sodelovanju z
razvijalci v našem podjetju zasnovali za namen razhroščevanja komunikacijskega
vmesnika P* in olaǰsanja razvojnega procesa naprav ter njihovega testiranja.
Naprava je bila že uporabljena in preizkušena na terenu, kjer se je izkazala kot
zelo uporabna, saj z nadzorovanjem komunikacije na daljavo lahko hitro opazimo
morebitne napake.
Raspberry Pi je odlična izbira programske platforme, saj je cenovno ugoden,
dovolj zmogljiv, ima dobro povezljivost in obstaja v več različicah, torej lahko
izberemo najprimerneǰso glede na svoje zahteve. Z operacijskim sistemom Li-
nux omogoča stabilno osnovo za implementacijo programov in ponuja številne
načine medprocesne komunikacije, ki so ključne za delovanje takega sistema. Iz
rezultatov testiranja sem ugotovil, da je uporaba programskega jezika Python pri
nizkonivojskih programih za upravljanje z integriranim vezjem FT4232H več kot
primerna, saj je delovanje programov hitro in ne obremenjuje procesorja, dodatne
knjižnice za uporabo sistemskih klicev operacijskega sistema Linux pa pripomo-
rejo k fleksibilnosti in lažji implementaciji programov. Uporaba programskega
jezika JavaScript v sozvočju z ogrodjem Node.js in knjižnico socket.io mi je
olaǰsala implementacijo sistema strežnik-klient s potisnim mehanizmom, ki za
naše potrebe (manǰse število povezanih klientov) ni preveč obremenjujoč za pro-
cesor.
Nastala naprava ustreza večini funkcionalnih in tehničnih zahtev, nekaj pa jih
bo treba še realizirati. Nadaljnji razvoj se bo osredotočil predvsem na izdelavo ti-
skanega vezja. Potrebna bo implementacija programskega vmesnika za komunika-
cijo prek protokola JTAG in SWD, kot tudi nadzorovanje napetostnih in tokovnih
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signalov, pretvorjenih v logične nivoje prek AD pretvornikov, s pomočjo vmesnika
SPI. To bo lažje izvedljivo, ko bo dokončno razvit prototip tiskanega vezja, ki bo
vseboval vse potrebne elemente za nadaljnji razvoj programske opreme.
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