The application of multi-agent systems to real-time environments is an interesting line of work that can provide new solutions to very complex and restrictive systems such as real-time systems. A suitable method for realtime multi-agent system development must take into account the intrinsic characteristics of systems of this type. This work presents an approach for the development of real-time multi-agent systems. The proposed method is called rt-Message and is based on the Message methodology.
Introduction
One of the major problems in the field of multi-agent systems is the need for methods and tools that facilitate the development of systems of this kind. If the agents are considered to have the potential to be used as a software engineering paradigm, then it is necessary to develop software engineering techniques that are specifically applicable to this paradigm. Also, the acceptance of multi-agent system development methods in industry and/or enterprise depends on the existence of the necessary tools to support the analysis, design and implementation of agent-based software.
Over the last few years, the application of software engineering techniques to agents, known as Agent-Oriented Software Engineering (AOSE ) [16] has produced several related research studies. These works have mainly centered on trying to search for development methods which are able to model real complex systems with clearly distributed characteristics.
These works are principally based on a view of the system as a computational organization which consist of different interacting entities. Some of the relevant existing approaches are: the work of Kinny on the BDI model [22] , the GAIA methodology [30] , the works of Kendall [21] and Bursmeister [6] , the AUML approach [24] , the specification of DESIRE [5] , the methodologies MAS-CommonKADS [15] and MASSIVE [23] , and more recently the works of TROPOS [26] , MaSE [29] and Message [10] . The majority of these approaches entail different phases, models and/or artifacts, in order to completely or partially cover the multi-agent system development process. However, due to their recentness, it is not clear now how these methods will be able to obtain widespread recognition in industrial environments.
On the other hand, techniques from the area of Real-Time Systems (RTS) and more specifically from Real-Time Artificial Intelligence Systems (RTAIS) have emerged as useful tools for solving complex problems which require intelligence and real-time response times. In new real-time systems, flexible, adaptive and intelligent behaviors are some of the most important ones. Thus, the multiagent system paradigm seems especially appropriate for developing systems in real-time environments. Therefore, it is necessary to adapt the development and later implementation of a multi-agent system to environments of this type. In this paper rt-Message [17] is presented as a development method for realtime multi-agent systems. This method is fundamentally based on Message methodology.
The rest of the paper is structured as follows: a definition of the real-time multi-agent system concept is presented in section 2. The main aspects of the rt-Message method are shown in section 3. Finally, some conclusions are explained in section 4.
Real-Time Multi-Agent Systems
This work has focused on time-critical environments in which the system can be controlled by autonomous agents that require communication to better achieve the system goal. In such environments, agents need to act autonomously while still working towards a common goal. These agents require real-time responses and must eliminate the possibility of massive communication among agents.
In accordance with these concepts, it is possible to define a real-time agent as:
A real-time agent is an agent with temporal restrictions in some of its responsibilities or tasks.
If the unfulfillment of its temporal restricted responsibilities causes catastrophic consequences, the agent is catalogued as a hard real-time agent. On the other hand, if the unfulfillment of its temporal restricted responsibilities only causes a degradation in the response, then the agent is catalogued as a soft real-time agent.
The following definition of a real-time multi-agent system is based on this definition of real-time agent:
A real-time multi-agent system is a multi-agent system where at least one of its agents is a real-time agent.
As mentioned in the introduction, there currently exist different research works that attempt to present an approach for multi-agent system development. Nevertheless, these approaches do not take into account the applicability of these systems to real-time environments. This promotes the need for a specific development method oriented to systems of this kind.
The development of a real-time multi-agent system implies using a system architecture which is adapted to incorporate all the related temporal features. In rt-Message a specific multi-agent system architecture is used in the development method. This architecture is known as Simba (SI stema M ultiagente Basado en Artis -Artis-based Multi-agent System-) [19] [28] and constitutes a significant extension of the Artis agent architecture approach for realtime environments [3] . Simba is made up of a multi-agent platform for real-time agents with real-time responsibilities and time-bounded services. Basically, Simba can be considered as a set of Artis agents and their interactions.
RT-MESSAGE
The development method presented in this article is based on existing approaches within the multi-agent system and real-time system areas. Specifically, rt-Message is based on the methodology for multi-agent system development known as Message [9] [10] and on the RT-UML method [8] with regard the real-time system development.
The selection of Message (Methodology for Engineering Systems of Software Agents) is based on an analysis of the features of several methods (this analysis can be seen in [17] ). This methodology is an agent-oriented methodology which incorporates software engineering techniques, which covers the analysis and design phases of multi-agent system development. The methodology provides a language, a method and a few guides on how to apply the methodology. It is centered on the analysis and design phases, but includes some ideas about other activities such as implementation, tests and deployment.
Message incorporates specific features that allow us to consider this methodology as the most appropriate option. These features are:
• Message is one of the approaches that covers the greatest number of aspects regarding the analysis activity. For example, the domain model in Message allows us to specify the environment where the agent is located. This point is very important in real-time systems.
• The employment of UML throughout the entire development process makes the approach easier to understand and manage, primarily due to the popularity and widespread use of UML. This makes the methodology much easier for developers to assimilate and use.
• The existence of specific methods for real-time systems based on UML such as RT-UML can facilitate a possible integration of approaches.
However, Message does not directly allow for the development of real-time multi-agent systems, for the following reasons:
• This methodology is a general approach and does not take into account the specific needs of real-time systems.
• Its low-level design phase should be adapted to the specific case of realtime agents and their peculiarities.
• An extension of the different models is necessary in order to incorporate all the needed temporal aspects.
• It is necessary to incorporate different goal types in accordance with the criticalness of a goal.
The inability of Message to specify real-time systems makes it necessary to adjust and extend it. Therefore, rt-Message is an extension of Message which covers analysis, design and implementation of real-time multi-agent systems. These activities are described in points 3.1, 3.2 and 3.3.
Analysis
The analysis process identifies all the characteristics of the system that are essential. This allows for a better understanding of the system and it facilitates the design of the problem solution. In a multi-agent system analysis process, the abstractions are different from object-oriented approaches. Fundamentally, the development process revolves around the concept of agent. Other concepts such as goals, tasks, roles or interactions are also important and appear in the majority of approaches. In our approach, it is necessary to incorporate the basic concepts that allow us to manage the time and the temporal restrictions as crucial elements in the system specification.
The set of models proposed in Message that are extended in rt-Message are the following:
• Organization Model (OM): this model is focused principally on the structure and the behavior of the organization and of the potential suborganizations, as well as on the relations among the entities that they contain.
• Goal/Task Model (GM): this model is focused on the identification of the goals and tasks of the system as well as on their existing relations.
• Agent Model (AM): in this model, every agent or role of the system is individually specified, indicating its main characteristics.
• Interaction Model (IM): this model is in charge of modelling the interactions between agents or roles of the system. The specification can define complex interaction protocols.
• Domain model (DM): this model specifies the concepts and their relationships in the problem domain to be solved.
rt-Message uses the same set of Message models. Therefore, some realtime extensions are made from the models specified in Message . These extensions will allow us to use this methodology to analyze multi-agent systems for real-time environments. The different models of rt-Message are presented below. For reasons of brevity, only the main issues of each model are mentioned. A more detailed description can be found in [17] .
Organization Model
The organization model allows us to express system and environment entities as well as their interrelationships. From the point of view of real-time systems, it would be desirable to detect the entities that have temporal restrictions in the first stages of the process. In the model specification, it is necessary to define the structural aspects of the organization and to define the behavior of its entities. The principal contributions of rt-Message on the organization model are the reinforcement of the artifacts for the system behavior specification [17] . The possibility of using diagrams with temporal marks in the behavior specification (diagrams of sequence, state and activity) has been included. This inclusion allows us to model the time as a crucial element in the organization. Also, the model includes the definition of an external event list with potential temporal restrictions. This list allows us to identify and control all the event occurrences which may produce a system reaction with a periodic or aperiodic behavior. The different features to be included in the event specification list are shown in Table 1 . Finally, the purpose description schema of an organization has also been modified, allowing for the definition of the main temporal restrictions that are associated to it. 
Goal/Task model
This model attemps to answer the questions of why, who and how throughout the analysis process: Why refers to the goals that are defined for the system; who refers to the agents which are responsible for the goal fulfillment; how refers to the set of tasks which are defined to achieve the goals.
The main extensions made on the Message goal/task model basically consist of the incorporation of a goal taxonomy which attends to temporal criteria. Thus, it is possible to distinguish between hard goals (with critical temporal restrictions), soft goals (with non-critical temporal restrictions) and normal goals (without temporal restrictions). This also promotes the existence of different types of tasks in the model according to their temporal restrictions. For the specification of these new types, it is necessary to extend the goal and task schemas in such a way as to incorporate real-time characteristics. For example, in a goal schema, it is possible to express aspects like deadline or criticalness. Also, diverse diagrams that incorporate different temporal marks has been included in order to support temporal behavior specification. For example, a task behavior specification with temporal marks is shown in Figure 1 . Temporal events, activities specification inside the states and notes with temporal restrictions are shown in the figure. Finally, the possibility of specifying common methods in the area of Real-Time Artificial Intelligence, such as anytime algorithms [7] multiple methods [14] and anytime progressive [4] has been included. These specifications can be done by means of their corresponding state diagrams.
Agent Model
Agent model consists of a set of individual specifications of the identified agents and/or roles. Every element of the agent model assembles the specific information of an agent or role including its relations with other entities. From the point of view of real-time systems, at the moment of specifying the properties of an agent or a role, it is possible to identify possible real-time characteristics in accordance with the agent's/role's goals and tasks.
The principal contributions on the Message agent model consist of the extension of agent identification criteria, attending to structural considerations [17] . Also, it should be possible to define real-time agents and roles with critical or non-critical temporal restrictions. For agent/role definition, the corresponding schemas proposed in this model have been extended. These extensions allows us to express the temporal restricted responsibilities of agents or roles.
Domain Model
The domain model allows us to define the specific concepts of the environment in which the agents are placed. From the point of view of real-time systems, it is important to determine the variables of the environment that the agents must control. This is because the control of these variables will determine the actions to be carried out. Since time is an intrinsic feature of the environment, the treatment of time should be natural in the model. Therefore, it is necessary to consider the specification of temporal information in systems of this kind.
In our approach, the domain model represents factual knowledge of the environment through the use of classical UML class diagrams. Moreover, some environment variables may have temporal information associated, allowing for the representation of the temporal evolution of these variables as explained in [1] [2] . Finally, the model allows the domain to be divided into subdomains. The objective is to facilitate the specification of complex environments, since environments of this kind are typical in real-time systems.
Interaction Model
This model captures the way in which the agents (or roles) interchange information with other entities (and also with the environment). In the case of real-time systems, the possibility of incorporating temporal restrictions in the specification of some interactions is mandatory. To do this, it is necessary to specify interaction protocols with a specific deadline and expected quality. The main contributions on the Message interaction model consist of extending the spectrum of possible interactions to be developed [17] . rt-Message incorporates the specification of interactions that have time as an essential factor. To do this, the interaction schemas and diagrams have been extended. Temporal information has been incorporated to the interaction schema offering the possibility of specifying concepts such as the utility of the interaction or the expected duration from the point of view of the initiator. The interaction protocols are specified using AUML interaction diagrams [25] that are extended with temporal marks as can be seen in the example shown in Figure 2 , where the protocol is temporally restricted.
RT-MESSAGE Analysis Summary
In summary, the phases during the analysis activity development in rt-Message are (see Figure 3 ):
1. The organization model is built viewing the system as a single entity.
The model shows its interactions within the environment, identifying the events which it must react to. It is also necessary to estimate approximate response times for all the identified events.
2. Next, it is necessary to develop the goal/task model, finding a correspondence among subgoals and purposes identified in the organization model.
The goal identification must take into account the previously identified events that have temporal restrictions to be managed by the system. The goals must be classified according to the proposed types. The task behavior specification must also be started using diagrams which incorporate temporal marks.
3. It is then necessary to develop the agent model, generating the corresponding schemas, paying special attention to the temporal aspects of those agents with real-time responsibilities.
4. Next, the interaction model can be started. This model allows for the specification of the possible cooperation processes among the agents or roles identified in the previous models. In this case, it is necessary to specify a schema for every identified interaction, indicating the possible temporal restrictions associated to it.
5. The domain model is then constructed parallel to the whole process. To do this, it is important to determine the environment events that must be controlled by the system and to specify their possible temporal characteristics. 
Design
Design essentially consists of defining a solution for the system model which was previously specified in the analysis activity. This solution is assumed to be the most appropriate for this analysis. In the design process proposed in rt-Message , the following activities must be performed: denote the number and type of agents in the system, define the internal structure of every agent, design the communication protocols among agents, distribute the system entities between physical nodes and, finally, study the schedulability of the different agents of the system from the point of view of real-time systems. The design is developed from the artifacts obtained in the different models of the analysis activity. rt-Message focuses its work on the design of the set of agents identified as real-time agents. Therefore, the design steps are exclusively focused on the design of this type of agent, being able to apply Message purposes to the rest of agents. In rt-Message the real-time agents are designed using the Artis agent architecture.
The rt-Message design process can be divided in two parts: an architectural design and a low-level design, which are explained in points 3.2.1 and 3.2.2 respectively.
Architectural design
The architectural design consists of the design of those aspects that affect the system as a whole. The main objective at this point is to design the system from a high-level point of view, identifying the number and type of the agents in the system and detailing the inter-agent relations and the required interaction protocols.
Interaction design Deployment definition
Agent Identification Ontology refinement The process contains the following phases (see Figure 4 ):
• To define the structure of the specific agents in the system and their probable relations. In the beginning, each agent which has been identified and labelled as a real-time agent in the analysis process will be treated as an Artis agent. By doing this, the set of Artis agents in the system is defined, as well as the organizational relations among them. As above mentioned each identified Artis agents will be designed according to the Artis agent architecture in the low-level design.
• To refine the system ontology, highlighting the temporal aspects of the different elements. To do this, some examples of the different identified events to be managed by the system should be considered. The environment specification is then refined and new variables, to be managed by the system, may be added.
• To design the interactions, constructing the protocols and specifying the necessary messages and their contents. This consists of detailing the steps of the identified protocols and specifying the necessary inter-change messages as well as their content using variables which have previously been identified. Depending on the detail achieved in the interaction model, this work can cost more or less. At the end of the process, the system interactions must be completely specified.
• To define the deployment of the proposed system, selecting where to place the different entities. This consists of describing the distribution strategies of the agents in specific computational devices. Actually, the characteristics of the Simba platform [19] are defined at this point. One important aspect is the selection of the different locations for the system resources as well as the possible auxiliary agents. A deployment diagram is generated as a result of this process.
Low-level design
The low-level design is in charge of developing the internal components of the agents. In this respect, the Artis agent architecture is taken as the reference for the internal development of real-time agents. Therefore, the question at this level is how to construct or model Artis agents from the available artifacts.
Belief design Behaviors design
Components definition Schedulability analysis Figure 5 : Steps in the low-level design
The process consists of developing the following activities (see Figure 5 ):
• To derive the components of each Artis agent. In this phase, the interiors of each Artis agent are established through the specification of their inner components. Without going into detail, an Artis agent can be considered as an aggregation of a control element, a belief structure and a set of behaviors (represented by a hierarchy of resolution knowledge entities) which constitute the functional component of the agent. A basic diagram of these components is shown in Figure 6 . A more detailed specification of the Artis agent architecture is explained in [3] . With respect to the control module, it is basically an extension of a real-time operating system. Therefore, it is an inherent component of the Artis agent architecture.
• To design the belief structure of every Artis agent. The belief design of a specific agent depends on its specific responsibilities within the organization as well as its own tasks. The system ontology refinement is taken as an input in this design process. Each belief structure is denoted as a temporal frame hierarchy.
• To design the behavior of each Artis agent. The behaviors correspond to the functional component of the Artis agent and integrate the whole set of possible actions of the agent in a specific situation. In order to describe each identified behavior in an agent, it is necessary to define the diverse entities that make up the behavior (a detailed description about these entities can be found in [27] ). This identification starts from the related task specification of the analysis activity.
• To study the schedulability of every Artis agent. The possible temporal restrictions of every Artis agent are identified and expressed throughout the entire development process. At this point, these temporal restrictions are collected in order to study the schedulability of each Artis agent. With this temporal information, it is possible to realize an off-line schedulability analysis for every developed Artis agent [13] . This analysis determines the viability of the proposed design. If the Artis agent is not schedulable, it is necessary to redefine its design or even to modify the analysis in future refinements. 
Implementation
The system implementation is started once the multi-agent system is designed. To implement the system, it is necessary to implement every agent of the system on a software platform that supports the social components of this special kind of agent.
The multi-agent platform used in Simba offers us special services to be used in the system implementation [19] . The platform is the social frame where to place the different Artis agents that constitute the Simba multi-agent system to be developed. The services of the Simba platform are the following:
• It offers a communication environment which allows for the sending and receiving of messages among agents. It provides a library of predefined functions that facilitates the developer's work.
• The platform supports a subset of FIPA interaction protocols and includes the AMS (Agent Management System), the DF (Directory Facilitator), and the ACC (Agent Communication Channel) [11] .
• Communication message interchange is based on FIPA-ACL (Agent Communication Language) message specification [12] .
• Simba is a distributed agent platform and can be executed in several hosts.
• Light-weight transport of ACL messages is used inside the agent platform. When a sender or receiver does not belong to the platform, messages are automatically converted to FIPA string format.
The use of the platform allows the developer to focus on the implementation of the logical aspects; that is, to implement the components of every Artis agent identified. Therefore, we will focus on how to implement an Artis agent in a Simba system.
To do this, there exists a development tool called InSiDE (Integrated Simulation and Development Environment) [20] which can be employed during the implementation process of every Artis agent. This tool is a visual toolkit which was developed to permit an agent-oriented implementation of Artis agents. By means of this toolkit, a user can build a prototype of an Artis agent, which is directly translated to an embedded system for a specific hardware [27] . InSiDE provides sophisticated graphical tools for development. This option allows the developer to detect failures in the specification. InSiDE also incorporates a debugging environment and can simulate the real-time responsibilities of an Artis agent in order to check its functioning. From the point of view of the agent specification, InSiDE performs the schedulability analysis. Currently, in the development of a real-time system, the process must conclude obtaining a set of real-time low-level tasks. In the case of an Artis agent, this is not an exception and, therefore, a transformation of the components designed for every agent in a set of low-level tasks is necessary. The transformation of the components obtained after the design process is performed by means of the above mentioned tool. InSiDE transforms the specification of an Artis agent into a set of files that implements the real-time tasks. The automatic transformation process mentioned above is shown in figure 7 . More information about this process can be found in [18] . Moreover, Artis provides the needed mechanisms for the management of the possible shared resources.
After the process developed by InSiDE, the developer obtains a prototype of every Artis agent which is directly executable over an extension of the RTLinux operative system. Therefore, a prototype of the desired real-time multiagent system is obtained once each agent is implemented using the development tool.
Conclusions
This paper presents the rt-Message development method for real-time multiagent systems This method attempts to integrate the development methods of two different research areas, Multi-agent Systems and Real-Time Systems. The method covers the activities of analysis, design and implementation. For reasons of brevity, only the main aspects of the method have been outlined.
Real-world applications have been developed using rt-Message (mobile robot teams problem and port container terminal management problem), providing very satisfactory results. Future lines of research include improvement in the process of automatic code generation by the development tool. The code generated in InSiDE can be currently considered to be a basic skeleton of the system. New forms of code generation need to be studied in order to obtain a more refined code and thereby facilitate the developer's work. InSiDE should also include new integrated tools, such as debugging techniques, for developing and testing a complete real-time multi-agent system.
