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Abstrakt 
Táto diplomová práca sa zaoberá problematikou testovania softvéru. Podrobnejšie popisuje 
rôzne druhy a spôsoby testovania, ako sú testovanie bielej skrinky, testovanie čiernej skrin-
ky, jednotkové, integračné či regresné testovanie. Rieši tiež problematiku špecifík spojených 
s testovaním sieťových aplikácií a automatizáciou testovacieho procesu. Ďalej sa venuje ná-
vrhu jazyka pre popis testovacích prípadov, ktorý bol vytvorený na základe jazyka XML. 
Nasledujúca kapitola obsahuje popis návrhu interpretu tohto jazyka. Práca tiež popisuje 
možné problémy, s ktorými sa môžeme stretnúť pri implementácii podobných nástrojov, 
a návrhy ich riešení. Počas demonštrácie funkčnosti navrhnutého nástroja dokonca prispela 
k odhaleniu chyby v produkte spoločnosti AVG Technologies CZ, s.r.o., na ktorej podnet bol 
nástroj vyvíjaný.  
 
Abstract 
This master thesis addresses the issue of software testing. It discusses different types and 
forms of testing such as white-box testing, black-box testing, unit testing, integration testing 
and regression testing. Further it deals with the specific problems of testing network applica-
tions and automation of the testing process. To solve these issues, the thesis presents a lan-
guage based on XML for describing testing cases. The following chapter describes the design 
of this language interpreter. The thesis also deals with problems occurring during implemen-
tation phase of similar tools and their possible solutions. Functionality demonstration of 
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Testovanie tvorí dôležitú súčasť vývoja softvéru. Jeho úlohou je overiť, aké sú skutočné 
vlastnosti softvéru a ako veľmi sa zhodujú s tými, ktoré sme očakávali či požadovali. Cie-
ľom je teda hlavne odhaliť chybné správanie aplikácií.  
Kvalitné testovanie sprevádza celý proces vývoja aplikácie. Z tohto dôvodu býva 
veľmi náročné na zdroje i čas. Je to zároveň činnosť, pri ktorej vykonávaní sa môžu tiež 
objaviť chyby. Často sa preto využívajú rôzne nástroje, ktoré testovanie uľahčia, urýchlia 
a zefektívnia. Niekedy sú  tieto nástroje nevyhnutné a testovanie bez nich by nebolo mož-
né. V iných prípadoch dokážu testovanie výrazne zjednodušiť, alebo dokonca plne automa-
tizovať. Jedným z cieľov testovania väčšiny organizácií je automatizácia v čo najväčšej 
miere. Tým sa redukujú náklady a minimalizujú ľudské chyby. Medzi takéto firmy patrí 
i spoločnosť AVG Technologies CZ, s.r.o., na ktorej podnet vznikla i táto práca.  
V prvej kapitole budú popísané základné informácie týkajúce sa problematiky tes-
tovania softvéru. Predstavené budú rôzne druhy a spôsoby testovania. V tejto časti budú 
vysvetlené hlavné rozdiely medzi testovaním čiernej skrinky a testovaním bielej skrinky. 
Z pohľadu testovania počas vývoja systému bude prezentované rozdelenie na základe V-
modelu, ktorý delí testovanie na jednotkové, integračné, systémové, akceptačné a regresné 
testy. Ďalej sa práca zameria na špecifiká spojené s testovaním sieťových aplikácií, či au-
tomatizáciu testovania. V rámci podkapitoly venovanej automatizácii budú popísané na-
príklad jej výhody a nevýhody, typické problémy spojené s automatizáciou a nástroje na 
podporu automatizácie.  
Ďalšia kapitola bude obsahovať návrh jazyka na popis testovacích prípadov 
a testovacích scenárov sieťových aplikácií. Navrhnutý jazyk bude založený na obecnom 
značkovacom jazyku XML (Extensible Markup Language). XML-Schema umožní tento 
jazyk formálne definovať, a tým popísať prístupný obsah výsledných skriptov 
a kontrolovať ich správnosť. Skripty napísané v tomto jazyku budú tvoriť základ nástroja 
na podporu automatického testovania sieťových aplikácií, ktorý bude predstavený v štvrtej 
kapitole. 
Piata kapitola bude prezentovať bližšie informácie o implementácii navrhnutého in-
terpretu a tiež návrhy jednotkových testov kľúčových funkcií tohto interpretu. Nasadenie 
implementovaného nástroja v praxi na konkrétnej sade testovacích prípadov od spoločnos-
ti AVG Technologies CZ, s.r.o., ukážky jednotkových testov kľúčových funkcií, ako 
i formálna definícia navrhnutého jazyka budú súčasťou príloh.   
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2 Testovanie softvéru 
Účelom tejto kapitoly je oboznámiť čitateľa so základmi testovania softvéru. Popisuje tes-
tovanie ako celok a objasňuje jeho význam v praxi. Ďalej obsahuje delenie testovania na 
základe V-modelu, testovania čiernej a bielej skrinky a tiež rozdiel medzi statickou analý-
zou a dynamickým testovaním. Nemenej dôležitá je i ďalšia podkapitola venovaná testo-
vaniu sieťových aplikácií. Poslednou časťou je popis automatizácie testovania a jej výz-
namu. 
2.1 Úvod do testovania softvéru 
V praxi si často rôzne skupiny ľudí testovanie softvéru vysvetľujú inak. Pre niektorých je 
to iba časť na konci procesu vývoja softvéru, ktorou overíme, že náš systém funguje správ-
ne. Iní ho môžu zasa chápať vo význame testovania výkonnosti a spoľahlivosti softvérové-
ho produktu a podobne. Pojem testovania a jeho význam sú obsahom tejto časti.  
2.1.1 Pojem testovania 
Testovanie je akákoľvek aktivita, ktorá nám pomáha vyhodnocovať schopnosti programu 
alebo systému a rozhodnúť, či jeho správanie zodpovedá tomu, ktoré je preň definované. 
Proces testovania softvéru pomáha tiež identifikovať dôležité chyby alebo nedostatky apli-
kácie. Je dôležité poznamenať, že proces testovania môže byť veľmi efektívnym spôsobom, 
ako ukázať prítomnosť chýb. Ich neprítomnosť už však dokázať nemôže! K tomuto účelu 
slúžia formálne dôkazy, ktoré kvôli svojej náročnosti nepatria k bežnej praxi. Testovanie  
je podmnožinou procesu zabezpečovania kvality softvéru (Quality Assurance, QA), 
v ktorom zohráva dôležitú úlohu, no nemôžeme si ho s ním mýliť. Jeho hlavným cieľom 
nie je zabezpečovanie kvality softvérového produktu, ale jej meranie. 
Testovanie softvéru má tri hlavné účely: 
· Verifikácia: 
potvrdzuje, že softvér spĺňa technickú špecifikáciu. Špecifikácia popisuje aká je 
úloha systému. Je to vlastne popis funkcií z hľadiska merateľných výstupov na zá-
klade konkrétnych vstupných hodnôt, za určitých predpokladov. 
· Validácia: 
potvrdzuje, že softvér spĺňa obchodné požiadavky a požiadavky užívateľa. Ob-
chodné požiadavky potom tvoria napríklad detailný popis toho, ako budú dáta su-
marizované, formátované a zobrazované. 
· Hľadanie chýb: 
výraz chyba sa môže spájať s rôznymi významami ako sú odchýlka, anomália, 
problém, porucha, zlyhanie. Vysvetlenie týchto pojmov je však v praxi závislé na 
konkrétnej firme či organizácii. Aby sme vedeli, čo teda hľadáme, musíme si nade-
finovať aspoň súhrnný pojem chyba. O softvérovej chybe budeme teda hovoriť vte-
dy, ak je splnená jedna alebo viac z nasledujúcich podmienok [1]:  
o Softvér nerobí niečo, čo by podľa špecifikácie produktu robiť mal. 
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o Softvér robí niečo, čo by podľa údajov špecifikácie produktu robiť nemal. 
o Softvér robí niečo, o čom sa produktová špecifikácia nezmieňuje. 
o Softvér nerobí niečo, o čom sa produktová špecifikácia nezmieňuje, ale mala 
by sa. 
o Softvér je obtiažne zrozumiteľný, ťažko sa s ním pracuje, je pomalý, alebo, 
podľa názoru testera softvéru, ho koncový užívateľ nebude považovať za 
správny. 
2.1.2 Význam testovania 
Existuje viacero dôvodov, kvôli ktorým softvér testovať. Medzi najvýznamnejšie patrí ten, 
že testovanie výrazne pomáha k zvyšovaniu kvality nášho softvéru. Okrem toho nám však 
testovanie môže v praxi ušetriť množstvo času a financií tým, že včas identifikujeme chy-
by. Výška nákladov na odstránenie chyby má v čase logaritmickú stupnicu [1]. To zname-
ná, že chyba, ktorú sme odhalili a opravili ešte v ranných štádiách zostavovania špecifiká-
cie, nemusí stáť takmer nič. No tá istá chyba, ktorú objavíme až niekedy behom progra-
movania alebo systémového testovania softvéru, bude stáť niekoľko násobne viac. A ak by 
sa dokonca preniesla, a objaví ju až konečný zákazník, jej odstránenie môže byť už neú-
nosne drahé. Štúdie IBM ukazujú, že je minimálne 10-násobne drahšie opraviť chybu po 
ukončení programovania, ako pred ním, a až 100-násobne drahšie odstrániť chybu, ktorá 
sa dostala do produkcie [2].  
 Testovanie nám tiež pomáha vyhnúť sa, alebo redukovať čakacie doby vo vývoji, 
a tým ho skvalitniť. Môže pomôcť poskytovať lepšie služby zákazníkom tým, že vytvoríme 
lepšie aplikácie, identifikovať znovu použiteľné moduly a komponenty nášho softvéru,  
alebo napríklad určiť oblasti, v ktorých je potrebné zlepšovanie programátorov 
a vývojárov.  
Ďalším dôležitým hľadiskom pre hodnotenie významu testovania je ekonomické 
hľadisko. Testovanie, rovnako ako iné fázy vývoja, môže byť finančne i časovo veľmi ná-
ročné. Preto i hľadanie ďalších chýb a teda ďalšie testovanie môže byť pre nás nezaujíma-
vé a nevýhodné. Typicky sa s ďalším testovaním končí vtedy, ak sú náklady na nájdenie 
a odstránenie novej chyby väčšie ako náklady, ktoré môžu vzniknúť, pri jej ponechaní 
v systéme. 
2.2 Úrovne testovania – V-model 
Testovanie softvéru nie je samostatná oddelená činnosť, naopak, je zviazané s celým pro-
cesom vývoja. V-model je založený na skutočnosti, že testovanie musí začať čo najskôr 
v životnom cykle systému. Ukazuje, že existuje mnoho aktivít spojených s testovaním, 
ktoré by mali byť vykonávané paralelne s aktivitami súvisiacimi s procesom vývoja apliká-
cie. Tento model teda znázorňuje, akým spôsobom môžu byť aktivity testovania (validácia 
a verifikácia) previazané so všetkými fázami životného cyklu. Rôzne fázy vývoja na seba 
týmto spôsobom viažu rôzne druhy testov.  
Na svojej ľavej strane zobrazuje tento model fázy vývoja softvéru, ku ktorým sú 
naviazané druhy testov z pravej strany modelu.  Rôzne druhy testovania slúžia v priebehu 
procesu vývoja k overeniu, že daná fáza prebehla správne a výsledky zodpovedajú očaká-
vaniu.  Prechod na ďalší druh testovania býva podmienený úspešným dokončením pred-
chádzajúcej časti. Tento prístup je založený na postupnom testovaní od malých častí apli-
kácie, cez väčšie funkčné celky, až k otestovaniu celej aplikácie. Základná verzia V-modelu 
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má štyri úrovne. V praxi môže byť týchto úrovní viac, a v niektorých prípadoch i menej, 
v závislosti na projekte a softvérovom produkte. Integračné testy môžu byť napríklad roz-
delené na integračné testy komponent, nasledujúce po testoch komponent a integračné 
testy systému, nasledujúce po systémových testoch. Podobným spôsobom môžu byť úrov-



















































Obr. 1.1: V-model 
2.2.1 Jednotkové testy 
Jednotkové testy môžu byť niekedy nazývané i testovanie komponent (Component testing) 
alebo testovanie modulov (Module testing). Táto fáza testovania je zameraná na podrobné 
testovanie čo možno najmenších častí softvéru, ktoré sú samostatne testovateľné. Toto 
testovanie môže byť vykonávané izolovanie od zvyšku systému v závislosti od kontextu 
životného cyklu vývoja systému. Testovanie komponent môže zahŕňať funkčné 
i štrukturálne testovanie rôznych špecifických vlastností. Pri objektovo orientovanom ná-
vrhu ide napríklad o konkrétne časti modelu, objekty, triedy alebo ich metódy. Tieto testy 
sú typicky vo forme programového kódu a vyžadujú detailnú znalosť vnútorného návrhu 
aplikácie. Robia ich preto často už programátori alebo testeri so znalosťami programova-
nia. Pri objavení chyby je táto odstránená prevažne ihneď ako je to možné a často i bez 
akéhokoľvek záznamu. Jedným z prístupov využívaných v jednotkových testoch je prípra-
va a automatizácia testovacích prípadov už pred programovaním. Tento prístup sa nazýva 
testami riadený vývoj [3].  
2.2.2 Integračné testy 
Integračné testy overujú rozhrania medzi komponentmi, interakcie rôznych častí systému 
alebo rozhrania medzi systémami. Testovanie integrácie je možné rozlíšiť od ostatných 
integračných aktivít. Často je vykonávané integrátorom, avšak preferuje sa vykonávanie 
konkrétnym integračným testerom alebo testovacím tímom.  
Existuje viacero úrovní testovania integrácie, ktoré môžu byť prevádzané na rôzne 
veľkých komponentoch systému: 
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· Testovanie integrácie komponent: testuje interakcie medzi komponentmi systému 
a vykonáva sa po jednotkových testoch. Toto testovanie sa niekedy nazýva 
i assembly testovanie. Jeho úlohou je overiť, že je možné zostaviť jednotlivé časti 
aplikácie do funkčného celku, a tiež, že jednotlivé časti kódu z jednotkových testov 
spolu fungujú. Kontroluje sa napríklad, či môžu dva alebo viac modulov spolu ko-
munikovať a vytvárať očakávané výsledky. Assembly testy spadajú do kategórie 
testovania čiernej skrinky. 
· Testovanie integrácie systému: testuje rozhrania a interakcie medzi systéma-
mi. Vykonáva sa po systémovom testovaní. Úlohou tohto testovania je teda po-
dobná ako pri integrácii komponent. Tento krát už však medzi väčšími časťami 
alebo celými systémami.  
Čím väčší je rozsah integrácie, tým ťažšie je priradiť chyby ku konkrétnemu roz-
hraniu. To vedie k rôznym prístupom k integračnému testovaniu. Jeden extrém spočíva v 
tom, že všetky stavebné diely alebo systémy sú integrované súčasne, a potom priamo tes-
tované ako celok. Takýto postup sa nazýva testovanie integrácie veľkým treskom (big-
bang integration testing). Výhoda tohto prístupu je v tom, že všetky časti sú pripravené 
už predtým, ako začne testovanie integrácie. Preto nie je potrebné simulovať rozhrania 
zatiaľ nedokončených častí. Hlavnú nevýhodu potom tvorí fakt, že je často veľmi náročné 
zistiť príčinu zlyhania takejto neskorej integrácie. Testovanie integrácie veľkým treskom sa 
teda môže javiť ako dobré, ak optimisticky predpokladáme, že počas neho nenarazíme na 
žiadne chyby. V opačnom prípade je dobré zvážiť obetovanie nejakého času na rozdelenie 
procesu integrácie. Opačný extrém nastáva, ak pridávame súčasti systému jednu po dru-
hej, a po každom kroku zároveň vykonávame i integračné testovanie (inkrementálne testo-
vanie). Inkrementálny prístup má tú výhodu, že chyby sú objavené včas už pri integrácii 
menších častí, kedy je ešte relatívne jednoduché odhaliť ich príčinu. Nevýhodou zasa je, že 
takéto testovanie môže byť časovo veľmi náročné, pretože je potrebné vyvinúť náhrady, 
ktoré budú simulovať rozhrania tých častí systému, ktoré ešte nie sú vyvinuté. Integrácia 
môže prebiehať viacerými spôsobmi ako sú zhora dolu, zdola hore, alebo napríklad na zá-
klade funkcií popísaných vo funkčnej špecifikácii.  
Ideálne poradie integrácie a počet integračných krokov závisí na umiestnení 
v architektúre vysoko rizikového rozhrania. Najlepšou voľbou je začať s integráciou roz-
hraní, ktoré by mohli spôsobiť najväčšie problémy. Týmto predídeme závažným problé-
mom, ktoré by sa mohli vyskytnúť na konci integrácie. Aby sa znížilo riziko neskorých 
odhalení niektorých chýb, mala by byť integrácia postupná a naplánovaná v poradí po-
trebnom pre najefektívnejšie testovanie.  Vykonávanie integračného testovania môžu pre-
vádzať vývojoví inžinieri, no je možné ho ponechať i na tým špecialistov na integračné 
testovanie [3].  
2.2.3 Systémové testy 
Systémové testovanie sa zaoberá správaním celého systému alebo produktu v zmysle vývo-
ja tohto systému. Toto môže zahŕňať testy založené na rizikách, na špecifikačných požia-
davkách, obchodné testy, testy prípadov použitia alebo iného popisu systému, jeho inter-
akcie s operačným systémom či systémovými zdrojmi. Systémové testovanie býva často 
posledným testovaním v rámci vývoja aplikácie. Má teda overiť, či táto spĺňa špecifikáciu. 
Jeho účelom je nájsť čo najväčšie množstvo zostávajúcich chýb. Systémové testovanie bý-
va vykonávané špeciálnymi, niekedy i nezávislými,  tímami testerov. V niektorých organi-
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záciách je toto testovanie robené treťou stranou alebo obchodnými analytikmi. Požadova-
ný stupeň nezávislosti je založený na úrovni rizík, čo má veľký vplyv na spôsob testovania.  
Systémové testovanie by malo skúmať funkčné i nefunkčné požiadavky systému. Ty-
pickými nefunkčnými požiadavkami sú výkon a spoľahlivosť. Pri systémových testoch by 
sa mali testovať rozsiahle scenáre simulujúce bežnú i menej častú prácu užívateľa s celým 
systémom. Testeri sa v takomto prípade musia často vyrovnať s neúplnými alebo 
s nezdokumentovanými požiadavkami. Systémové testovanie najčastejšie radíme do kate-
górie testovania čiernej skrinky. Pri niektorých špecifikách je však možné využiť i techniky 
testovania bielej skrinky [3].  
2.2.4 Akceptačné testy 
Po dokončení systémového testovania a odstránení všetkých alebo takmer všetkých chýb, 
je systém dodaný užívateľovi alebo zákazníkovi k akceptačným testom. Akceptačné testy 
by mali overiť, že je systém pripravený na prevádzku a spĺňa požiadavky zákazníka. Preto 
býva akceptačné testovanie  zodpovednosťou užívateľa a zákazníka. Akceptačné testovanie 
je zamerané na typy testov, kedy sa snažíme zistiť, či je systém vhodný na daný účel. 
Hľadanie chýb by už nemalo tvoriť hlavné zameranie testov. 
2.2.5 Regresné testy 
Regresné testovanie už nie je úrovňou testovania, ale opakované testovanie softvéru, ku 
ktorému dochádza, pri jeho zmene. Jednou z možností využitia nástroja, ktorý bude na-
vrhnutý ďalej v práci, bude práve regresné testovanie v spoločnosti AVG Technologies 
CZ, s.r.o.. Úlohou regresného testovania je zistiť, či si nová verzia softvéru zachovala 
vlastnosti pôvodnej, a či nebolo zmenou alebo pridaním nových časí systému porušené 
správne fungovanie ostatných častí, ktorých sa táto zmena nemala dotknúť. Regresné tes-
tovanie má teda na starosti overenie každej novej verzie systému, kde overuje, či oprava 
niektorej chyby, alebo pridanie novej funkcionality, nevniesli do systému inú chybu, 
v predtým funkčných častiach. Toto testovanie sa môže vyskytnúť na ktorejkoľvek úrovni 
testovania, kde sa môže v určitých intervaloch opakovať. Keďže je však výsledok tej istej 
funkcie v novej verzii systému vopred známy, regresné testy sa často automatizujú. Cie-
ľom týchto automatizovaných testov je potom zistiť, či sa objavili nejaké odchýlky medzi 
získanými výstupmi pred zásahom do aplikácie a po jej úprave. Ďalšie využitie regresných 
testov je možné nájsť i v prípadoch, keď ide o vývoj rozsiahlejších systémov rozdelený na 
etapy. Regresné testovanie sa tu použije na overenie, či vývoj v novej etape neovplyvnil 
výstupy z predchádzajúcej etapy [7].  
2.3 Testovanie čiernej skrinky vs. testovanie bielej 
skrinky 
Podľa toho, koľko informácií máme o testovanom softvéri, môžeme rozdeliť testovanie na 
nasledujúce dva spôsoby. Ide o testovanie čiernej skrinky (Black-box testing) a testovanie 
bielej skrinky (white-box testing). Vzhľadom k V-modelu možno povedať, že nižšie úrovne 
testovania, jednotkové testovanie a integračné testovanie, sú často vykonávané ako testo-
vanie bielej skrinky. Naopak vyššie úrovne modelu, systémové a akceptačné testy, využíva-
jú princípy testovania čiernej skrinky.  
 9
2.3.1 Testovanie čiernej skrinky: Black-box testing 
Pri testovaní softvéru pomocou prístupu čiernej skrinky, tester považuje testovaný softvér 
za nepriehľadnú čiernu skrinku a nemá žiadne vedomosti o jej vnútornej štruktúre. Má 
informácie iba o tom, čo softvér robí, nie už však ako to robí. Veľkosť testovaného softvé-
ru sa môže v jednotlivých prípadoch líšiť. Skrinka môže predstavovať členské funkcie, ob-
jekty, moduly, alebo tiež kompletný softvérový systém. Popis správania alebo funkcionali-
ty testovaného softvéru môže byť formou formálnej špecifikácie, pomocou vstup-
ných/procesných/výstupných diagramov, alebo ako skupina dobre definovaných 
vstupných a výstupných podmienok. Ďalším zdrojom informácií je dokument so špecifiká-
ciou požiadaviek, ktorý zvyčajne popisuje funkciu testovaného softvéru spolu s jeho 
vstupmi a očakávanými výstupmi. Zmyslom tohto prístupu je skúmať funkcionalitu prog-
ramu podľa vlastností, ktoré očakáva užívateľ. Tester teda predkladá stanovené vstupy 
testovanému systému, spustí test a vyhodnotí, či výstupy zodpovedajú tým, ktoré sú po-
žadované v špecifikácii. Pretože testovanie čiernej skrinky uvažuje iba správanie 
a funkcionalitu testovaného softvéru, býva často tento prístup nazývaný i funkčné testo-
vanie alebo testovanie založené na špecifikácii. Tento prístup je obzvlášť užitočný pri od-
haľovaní chýb v špecifikácii. Testovanie čiernej skrinky sa tiež používa takmer pre všetky 
druhy testov užívateľského rozhrania, akceptačné testy i regresné testy. 
Vzhľadom k tomu, že pri testovaní čiernej skrinky uvažujeme iba vstupy a výstupy, 
jednou z najdôležitejších otázok tohto prístupu je: Ako vybrať vhodné vstupy z množiny 
všetkých možných platných i neplatných vstupov? Keďže nemáme k dispozícii nekonečný 
čas ani prostriedky, nemôžeme otestovať všetky prijateľné vstupy. Takýto prístup by bol 
neúmerne nákladný už pri malých jednoduchých aplikáciách. Počet testovacích prípadov 
veľmi rýchlo stúpa až k bodu, kedy je overenie všetkých nedosiahnuteľné. Cieľom teda 
zostáva efektívne využiť dostupné zdroje a vytvoriť súbor testovacích prípadov, ktoré po-
skytujú maximum odhalených chýb s minimálnym časom a úsilím. K dosiahnutiu tohto 
cieľa pomocou testovania čiernej skrinky slúži niekoľko metód. Niektoré sú praktickejšie, 
iné  menej [7]. Patria sem:  
· Náhodné testovanie - ide o náhodný výber hodnôt, ktoré sa použijú na testovanie. 
Tento prístup je síce rýchly, no testovanie nie je efektívne.  
· Delenie do ekvivalenčných tried - možné vstupy sa rozdelia do takzvaných ekviva-
lenčných tried a k testovaniu sa použije jedna hodnota reprezentujúca každú trie-
du.  
· Analýza hraničných hodnôt - k testovaniu sa používajú hraničné hodnoty ekviva-
lenčných tried.  
· Rozhodovacie tabuľky - používajú sa na záznam pravidiel, ktoré musia byť imple-
mentované v systéme. Tabuľka obsahuje možné vstupné podmienky a akcie, ktoré 
by sa mali spúšťať v závislosti od vstupných podmienok.  
2.3.2 Testovanie bielej skrinky: White-box testing 
Testovanie bielej skrinky, niekedy tiež nazývanej sklenenej (Glass-box), sa zameriava na 
vnútornú štruktúru testovaného softvéru, ktorá je potrebná k návrhu testovacích prípadov 
s použitím tejto stratégie. Tester musí mať teda k dispozícii zdrojový kód alebo vhodný 
pseudokód aplikácie, ktorú chce testovať. Tým, že vidí okrem vonkajšieho správania prog-
ramu i jeho vnútorné reakcie trochu stráca pohľad užívateľa, môže však lepšie odhadnúť, 
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kde hľadať chyby. Vyberá testovacie prípady so zameraním na vnútorné konštrukčné prv-
ky a ich správnu funkčnosť. Testovacie prípady môžu byť napríklad navrhnuté tak, aby 
vykonali všetky príkazy alebo vetvy, ktoré sa vyskytujú v testovanom module či funkcii. 
Testovanie bielej skrinky je časovo veľmi náročné, a preto býva táto metóda obvykle apli-
kovaná na menšie časti systému, ako sú moduly či funkcie. Zároveň tento prístup vyžaduje 
i kvalitného testera so znalosťou programovacieho jazyka vyvíjanej aplikácie. Táto straté-
gia môže byť užitočná pri odhaľovaní chýb v návrhu, logických chýb, chýb 
v nadväznostiach, či problémov s dátovými tokmi [7].  
Medzi týmito kategóriami vznikla ešte tretia kategória, testovanie šedej skrinky 
(Grey-box), kedy síce vieme niekoľko informácií o implementácii a vnútornej štruktúre, no 
nevieme toho toľko, aby bolo možné toto testovanie považovať za testovanie bielej skrin-
ky. Takáto situácia nastáva v praxi stále častejšie. Môže nastať napríklad pri testovaní 
webových aplikácií, kedy nemáme síce k dispozícii celý kód aplikácie, ale máme HTML 
kód stránky, poprípade informácie o dizajne aplikácie. Princípy testovania čiernej a bielej 
skrinky sú v dnešnej dobe stále viac potláčané. 
2.4 Statická analýza vs. testovanie 
Dôležitú úlohu v hodnotení kvality aplikácií zohráva statická analýza, ktorá nevyžaduje 
beh programu. Táto analýza je teda časovo nezávislá a môže byť využitá napríklad pri 
rôznych zložito testovateľných častiach, ku ktorým by sa dynamické testy vytvárali veľmi 
ťažko. Statická analýza programu môže byť rovnako manuálna i automatická. Príkladom 
automatickej statickej analýzy je napríklad kompilátor, ktorý prechádza zdrojový kód 
a overuje jeho syntax. Analýza zdrojového kódu programu je vhodná pri hľadaní chýb ešte 
pred vytvorením prvej funkčnej verzie programu. Kvalitná analýza býva veľmi efektívna 
v hľadaní konkrétnych druhov chýb. Cieľom je nájsť hlavne logické chyby, preklepy a 
chyby pri práci so vstupom a výstupom. Kontrola vážnejších chýb je jednoduchšia pomo-
cou dynamického testovania.  
Dynamické testovanie môže byť buď formou formálnych dôkazov, alebo rôznych 
druhov testov. Testovanie  je závislé na čase a vyžaduje vykonávanie špecifických sekven-
cií inštrukcií na papieri alebo v počítači. Priebeh je založený na poskytovaní rôznych vstu-
pov, a posudzovaní k nim vytváraných výstupov.  
2.5 Testovanie sieťových aplikácií 
Spoľahlivosť sieťových aplikácií je závislá na viacerých faktoroch. Patria sem sieťová infra-
štruktúra, sieťová platforma a samotná aplikačná vrstva systému. Všetky tieto časti sú na 
seba naviazané a správna funkčnosť systému ako celku, môže byť zabezpečená, iba ak bu-
dú všetky svoju činnosť vykonávať kvalitne. Inými slovami, dôležité je testovanie nie len 
samotnej aplikácie, ale i sieťovej infraštruktúry. 
2.5.1 Testovanie sieťovej infraštruktúry 
V tejto práci sa síce budem viac venovať testovaniu aplikačnej vrstvy. Sieťová infraštruk-
túra je však často prehliadaná, ale zároveň kľúčová a kritická časť úspechu klient-server 
aplikácií. Problém v tejto vrstve je často oveľa ťažšie odstrániteľný, vyžaduje viac času, 
a z finančného hľadiska môže byť tiež nákladnejší ako problémy v aplikačnej/prezentačnej 
vrstve. Testovanie sieťovej infraštruktúry overuje, že sieť poskytuje stabilnú, vysoko vý-
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konnú platformu, schopnú podporovať klient-server aplikácie a sieťové služby. Ak nie je 
rýchla a spoľahlivá sieťová infraštruktúra, nebudú rýchle a spoľahlivé ani sieťové služby 
a aplikácie. Spoľahlivosť a rýchlosť sú teda kľúčové vlastnosti, ktorým je potrebné sa ve-
novať. Práve preto sa im venuje najväčšie množstvo času pri testovaní sieťovej infraštruk-
túry [9].  
2.5.2 Testovanie aplikačnej vrstvy sieťových systémov 
Aplikačná vrstva sieťových systémov je zložená zo samotných aplikácií, databázových sof-
tvérov, užívateľských rozhraní (UI) a prezentačnej vrstvy, ktoré spolu poskytujú sieťové 
užívateľské rozhranie. S tým súvisia i sieťový operačný systém (NOS), súborové servery 
a pracovné stanice, ktoré bežia na pozadí aplikácií a zároveň nad sieťovou infraštruktúrou. 
Z testovacieho hľadiska môžeme tieto vrstvy rozdeliť na aplikačnú vrstvu a sieťovú plat-
formu. Sieťové aplikácie sú závislé na sieťovej platforme a skúsenosti ukazujú, že je kvôli 
týmto závislostiam najlepšie, testovať tieto časti spolu. Testovanie na aplikačnej vrstve sa 
zameriava na aplikácie, UI rozhrania a databázový softvér tak, ako ho vidí a vníma užíva-
teľ. Testovanie sieťovej platformy je viac zamerané na sieťové operačné systémy (NOS) 
rozložené na serveroch, pracovných staniciach a rôznom hardvéri. Čo sa týka sieťovej in-
fraštruktúry, pre testovanie aplikácií a sieťovej platformy je braná v čo najväčšej miere 
ako čierna skrinka [9].  
Kľúčovými cieľmi v testovaní sieťových aplikácií a sieťovej platformy sú:  
· doba odozvy, 
· priepustnosť, 
· plánovanie kapacít, 
· spoľahlivosť, 
· funkčnosť. 
Testovacie nástroje aplikačnej vrstvy sieťových aplikácií 
Nástroje na testovanie aplikačnej/prezentačnej vrstvy sieťových aplikácií môžeme 
rozdeliť na dve kategórie. Prvá z nich generuje testy založené na aplikačných príkazoch, 
simulácii pohybov a klikaní myšou, alebo simulácie vstupov rôznych užívateľských rozhra-
ní. Tieto nástroje nazývame klient-server testovacie nástroje. Sú závislé na pracovných 
staniciach a sieťových operačných systémoch. Bývajú používané prevažne na testovanie 
užívateľského rozhrania aplikácií. Druhú kategóriu tvoria nástroje generujúce vstupno-
výstupné požiadavky na server. Tieto nástroje sú používané na testovanie sieťovej plat-
formy veľmi podobným spôsobom, ako pri testovaní sieťovej infraštruktúry. Testovacie 
nástroje sú síce podobné, ale testovanie sa sústreďuje na vyššiu vrstvu siete a zahŕňa ser-
very, pracovné stanice a sieťové operačné systémy. Tieto nástroje vyžadujú sieťový ope-
račný systém na nastavenie testovania, ale samotné nástroje na sieťovom operačnom sys-
téme závislé nie sú. Sú však väčšinou závislé na  pracovných staniciach, kde sa používajú 
rôzne verzie týchto nástrojov.  
Väčšina klient-server testovacích nástrojov umožňuje, aby boli testovacie skripty vy-
víjané buď programovo, alebo cez zaznamenávanie a simulovanie rôznych užívateľských 
činností ako klávesových udalostí či pohybov myši. Tento prístup poskytuje flexibilitu pri 
vytváraní  testovacích skriptov založených na požiadavkách alebo funkcionálnej špecifiká-
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cii už pred tým, ako je samotná aplikácia dokončená. Pri testovaní sieťových aplikácií by 
mal každý kvalitný test obsahovať minimálne tieto tri sekcie (nemajú ustálený preklad):  
- startup/setup (nastavenie), 
- test execution (vykonanie testu), 
- shutdown (vypnutie). 
Startup/setup: táto fáza koordinuje načítanie aplikácií alebo záťažových generáto-
rov na každú pracovnú stanicu v teste, pripája požadované súbory, a môže tiež napríklad 
vytvoriť súbor na zaznamenávanie výsledkov testu. Poskytuje tiež metódy na koordinova-
né spustenie každého testu na všetkých pracovných staniciach. V závislosti od použitého 
klient-server testovacieho nástroja, môžu byť tieto kroky manuálne, alebo automatizované.  
Test execution: táto fáza môže byť niekedy rozdeľovaná na dve samostatné fázy. 
Prvou je vykonávanie testu, a druhou verifikácia výsledkov. Počas tejto fázy sa vykonáva-
jú príkazy časovania, overovanie odoziev a ostatné kroky, potrebné k vykonaniu testu. 
Môže tiež poskytovať napríklad zaznamenávanie časových pečiatok počas testu. Vykoná-
vanie testu je zvyčajne kontrolované buď počtom opakovaní, alebo časovačom v testovom 
skripte. Testovanie odoziev a spoľahlivosti často obsahuje spúšťanie takéhoto skriptu i 
viac krát za sebou. Pri testovaní odoziev aplikácií sa zvyčajne používa 20 opakovaní [9]. 
Pri kontrole s časovým obmedzením býva k získaniu reprezentatívneho priemeru dostatoč-
ných 5 minút. Testovanie spoľahlivosti využíva napríklad opakované spúšťanie skriptov 
počas 12 až 72 hodín. Pre ostatné druhy testov stačí väčšinou i jedno spustenie skriptu.  
Shutdown: konečné kroky v testovacom skripte, ktoré zvyčajne obsahujú čistenie 
testovacieho prostredia. Tieto zahŕňajú vypínanie spustených aplikácií, odpájanie, odhla-
sovanie či mazanie nepotrebných súborov. Je dôležité, že jednotlivé pracovné stanice ne-
spúšťajú tieto kroky pred kompletným ukončením samotného testovania [9].  
Testovanie odoziev sieťových aplikácií 
Najdominantnejším a najčastejším druhom testovania sieťových aplikácií je testo-
vanie ich odoziev. Tieto testy viac ako hociktoré iné odrážajú to, ako sieť vníma užívateľ. 
Testovanie odoziev je často vykonávané pre rôzne konfigurácie pracovných staníc a siete. 
Podobne ako pri systémovom testovaní, testovanie odoziev aplikácií využíva skripty 
s aplikačnými príkazmi, ktoré simulujú chovanie užívateľa. Týmto spôsobom môžeme me-
rať odozvy a reakcie systému pri rôznych zaťaženiach systému. Toto transakčne založené 
testovanie slúži na overovanie všetkých aspektov systému okrem užívateľského rozhrania. 
Užívateľské rozhranie je v týchto prípadoch nahradené programom, ktorý posiela príkazy 
priamo serveru, čím dosiahneme, že odmeraný čas odozvy bude nezávislý na čase odozvy 
užívateľského rozhrania. Výsledky meraní času odozvy sú zvyčajne reprezentované ako 
krivky záťaže voči dobe odozvy. Záťaž je reprezentovaná počtom užívateľov a doba odozvy 
sa udáva v sekundách alebo minútach. Doba odozvy sa udáva ako priemer zo všetkých 
pracovných staníc počas celého testu. Rôzne krivky môžu potom reprezentovať rôzne 
skripty alebo rôzne druhy operácií [9].  
Testovanie funkčnosti sieťových aplikácií a systémové testovanie 
Funkčnosť sieťových klient-server aplikácií je väčšinou testovaná už počas vývoja. 
Testovanie vlastností zahŕňa spočiatku jedného užívateľa a rozširuje sa na viacerých uží-
vateľov v malej sieti so zvyšujúcou sa spoľahlivosťou aplikácie. Testovanie vlastností sa 
sústredí na overovanie, či užívateľské rozhranie, príkazy a transakcie pracujú správne 
v rôznom kontexte, v ktorom môžu nastať. Existuje veľké množstvo aplikácií a nástrojov, 
ktoré pomáhajú v poskytovaní komplexného pokrývania testov užívateľského rozhrania 
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a aplikačných vlastností. Cieľom sieťovo orientovaného testovania funkčnosti je potvrdiť, 
že ani iné operácie bežiace na pozadí, ani väčšie zaťaženie systému nedegradujú jeho 
schopnosť uspokojovať užívateľov alebo zvládnuť bežné operácie a činnosti, napríklad na 
serveri. Keďže testovanie vlastností sieťových systémov je pre každú aplikáciu unikátne 
nie je možné vymenovať konkrétne testovacie ciele. Je však vhodné, ak testovanie proce-
dúry, slúžiace na sieťovo orientované testy klient-server aplikácií, overujú aspoň niektoré z 
nasledujúcich vlastností: súbežné prístupy viacerých užívateľov k dátam, časovo citlivé 
úlohy, operácie na pozadí s viacerými cyklami pri vykonávaní [9]. 
2.6 Automatizácia testovania 
Testovanie softvéru je drahé a prácne. Až 50% [8] nákladov na vývoj softvéru býva vyna-
ložených práve na testovanie, a dokonca i viac pri aplikáciách s dôrazom na bezpečnosť. 
Automatizácia testovania softvéru môže výrazným spôsobom znížiť úsilie, potrebné 
k vykonaniu potrebných testov, alebo tiež výrazne zlepšiť kvalitu testov, ktoré musia byť 
vykonané v obmedzenom čase. Testy, ktorých ručné vykonávanie by inak trvalo hodiny, 
môžu byť realizované behom niekoľkých minút, vďaka čomu sa šetria i prostriedky. I keď 
hlavným dôvodom automatizácie testovania väčšiny manažérov je práve úspora, 
v niektorých organizáciách sa nešetria peniaze priamo. Výhody ako rýchlosť, presnosť a 
správnosť, ktoré prináša automatizácia testov, napríklad umožňujú týmto firmám produ-
kovať softvér lepšej kvality, a tým dosahovať väčších ziskov z predaja. Ďalšou výhodou 
môže byť tiež, že automatické testy môžu bežať v čase, kedy by boli bežne počítače vyp-
nuté, alebo počas behu testov cez deň môže tester vykonávať iné úlohy ako plánovanie 
testovania, premýšľanie a príprava ďalších testovacích prípadov a podobne.  
2.6.1 Manuálne vs. automatizované testovanie a ich kvalita 
Automatizácia jedného testu je výrazne drahšia ako jedno jeho manuálne vykonanie. Aby 
mala automatizácia čo najväčší prínos, je potrebné starostlivo vybrať testy, ktoré sa budú 
automatizovať. Kvalita automatizácie je pritom nezávislá od kvality testov. To, či je test 
vykonávaný automaticky alebo ručne, nemá vplyv na jeho efektivitu a účinnosť. Ak teda 
test sám osebe nič nedosiahne, automatizáciou tohto testu nedosiahneme tiež nič, iba rých-
lejšie. Obrázok 2.1. názorne vykresľuje vzťah medzi automatickým a manuálnym testova-
ním vzhľadom ku kvalite testovacieho prípadu. 
Diagram zohľadňuje 4 atribúty testovacieho prípadu: efektivitu, možnosti prispô-
sobenia novým požiadavkám, možnosti napodobňovania testovacieho prípadu, 
a ekonomické hľadisko. Vidíme, že efektivita ani napodobňovateľnosť testovacieho prípadu 
sa jeho automatizáciou nezmenia. Typicky sa však s počtom použití zlepšuje ekonomické 
hľadisko vykonávania testu. Naopak automatizáciou sa zhorší jeho prispôsobivosť novým 
požiadavkám. Hodnotenie kvality testovacieho prípadu na základe Keviatovho diagramu 
z obrázku 2.1 je založené na úrovni jednotlivých atribútov. Čím vyššia je hodnota kon-
krétneho atribútu, tým väčšia je potom i oblasť, ktorú testovací prípad v grafe pokrýva 
















Obr. 2.1: Keviatov diagram hodnotenia testovacích prípadov (prevzaté a preložené z [6]) 
 
2.6.2 Bežné problémy automatizácie testovania 
Existuje veľké množstvo problémov, s ktorými sa môžeme stretnúť v snahe 
o automatizáciu testovania. Väčšinu z nich je však možné jednoducho prekonať, ak vieme 
čo môžeme od procesu automatizácie očakávať. Najčastejšie vyskytujúce problémy sú [6]:  
· Nerealistické očakávania: Je dôležité si uvedomiť, že automatizácia našich testov 
nevyrieši všetky naše súčasné problémy. Tendencia k optimizmu v tom, čo všetko 
môžeme pomocou testovacích nástrojov a automatizácie testovacieho procesu do-
siahnuť, je často prehnaná. Predajcovia samozrejme zdôrazňujú všetky výhody 
a úspechy nástrojov, ktoré ponúkajú, no ak sú naše očakávania nereálne, tak bez 
ohľadu na to, aký kvalitný je použitý nástroj, budeme v konečnom dôsledku skla-
maný. 
· Zlé testovacie zvyklosti: Ak sú naše manuálne testy nekvalitné,  automatizáciou sa 
ich kvalita nezvýši. Je oveľa výhodnejšie zlepšiť najskôr efektivitu súčasných testov 
a až potom prejsť k ich automatizácii.  
· Očakávania, že automatizované testy nájdu množstvo nových chýb: Väčšina testov 
s najväčšou pravdepodobnosťou nájde chybu už pri prvom spustení. Ak bol teda 
test už raz vykonaný, je málo pravdepodobné, že jeho opätovné použitie odhalí no-
vú chybu. Význam automatizovaného vykonávania testov spočíva v opakovanom 
spúšťaní napríklad pri regresných testoch. Preto by sme nemali predpokladať, že 
zavedenie automatizovaných testov prinesie väčšie množstvo odhalených chýb.  
· Falošný pocit bezpečia: To, že automatizovaná testovacia sada funguje bez prob-
lémov a bez nájdenia nových chýb, neznamená že je softvér dokonalý a nemá ďal-
šie nedostatky. Testy môžu byť neúplné, alebo môžu samy obsahovať chyby. Ak sú 
teda očakávané výsledky nesprávne, automatizované testy ich jednoducho zachova-
jú na neurčito.  
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· Údržba automatizovaných testov: Pri zmene softvéru je často nutné aktualizovať 
i niektoré, alebo dokonca všetky testy. Toto môže byť obzvlášť nákladné pri auto-
matizovaných testoch. Je preto vhodné vopred zvážiť, aké zmeny sa budú 
v softvéri vytvárať, a testy navrhnúť tak, aby pri zmene softvéru nebolo nákladnej-
šie prispôsobenie testov ako samotná zmena v testovanej aplikácii. Z týchto dôvo-
dov môže byť niekedy výhodnejšie zostať pri manuálnom testovaní.  
· Technické problémy: Ako i pri ostatných softvérových produktoch ani testovacie 
nástroje nie sú imúnne voči chybám či problémom napríklad s technickou podpo-
rov. Technologické podmienky sa v dnešnej dobe menia tak rýchlo, že je pre dodá-
vateľov veľmi obtiažne držať krok. Interoperabilita nástroja s iným softvérom môže 
taktiež spôsobiť vážny problém. Testovacie nástroje sú zároveň veľkými 
a komplikovanými výrobkami, a preto sú nutné i podrobné znalosti k ich využíva-
niu. Je výhodné, aby boli všetci užívatelia, ktorý budú nástroj využívať, 
s nástrojom detailne oboznámení. 
· Organizačné problémy: Automatizácia testovania nie je jednoduchá úloha. Preto je 
tomuto procesu potrebné venovať dostatok času a kvalitne ho naplánovať. Výber 
správneho nástroja zohráva v tomto procese kľúčovú úlohu. Ten však nemusí byť 
jednoduchou úlohou. Použitie niektorých nástrojov môže vyžadovať rôzne školenia, 
technickú podporu pre inštaláciu a konfiguráciu nástroja, poprípade údržbu. Pri 
menších projektoch je teda niekedy výhodnejšie automatizáciu riešiť pomocou 
vlastných nástrojov, ktoré si vytvoríme priamo na mieru našej testovanej aplikácie. 
2.6.3 Nástroje na podporu automatizácie testovania 
Hlavnú úlohu v automatizácii testovania softvéru zohrávajú testovacie nástroje, ktoré vy-
konávajú určité úlohy v testovacom procese úplne samostatne. Sú to nástroje, ktoré na-
hrádzajú fyzické klikanie testerov, porovnávajú výsledky opakovaných testov, automatizu-
jú konfiguráciu alebo inštaláciu testovaných aplikácií, alebo nástroje, ktoré automatizujú 
i generovanie testovacích prípadov. Výberom vhodných nástrojov teda dokážeme 
v určitých prípadoch zabezpečiť automatizáciu takmer celého procesu testovania. Rôzne 
druhy nástrojov, používaných v rôznych fázach vývoja softvéru podľa V-modelu, zobrazu-

































Obr. 2.2: Druhy nástrojov používaných v procese vývoja softvéru  
 
 Momentálne existuje priam až enormne veľké množstvo rôznych nástrojov na pod-
poru automatizácie testovania. Je preto relatívne náročné sa v nich vyznať a vybrať si pre 
nás ten správny. Tieto nástroje by sme však mohli rozdeliť do dvoch veľkých skupín. Prvá 
skupina obsahuje nástroje zamerané na testovanie funkcionality aplikácií, testovanie užíva-
teľských rozhraní a regresné testovanie. Spoločným znakom týchto nástrojov je, že dokážu 
jednoducho simulovať správanie užívateľa a zachytávať, prípadne vyhodnocovať, reakcie 
testovanej aplikácie. Druhú skupinu by mohli tvoriť nástroje zamerané na testovanie siete 
a sieťových aplikácií. Tie sa sústreďujú prevažne na simulovanie a monitorovanie sieťovej 
komunikácie. Ich hlavné využitie je pri záťažových testoch a testoch spoľahlivosti. Dokážu 
teda simulovať súčasné pripájanie sa veľkého množstva klientov ku konkrétnemu serveru 
či službe. Do tejto skupiny by mohli spadať i všetky nástroje zamerané na testovanie we-
bových aplikácií.  
Obe tieto skupiny obsahujú spolu stovky rôznych nástrojov s podporov veľkého 
množstva vlastností, nastavení, spôsobov testovania. Na internete sa tiež nachádza veľké 
množstvo rôznych rebríčkov s najlepšími nástrojmi, no máloktorý nástroj sa vyskytuje 
v dvoch rebríčkoch súčasne. Vývoj v tomto smere postupuje vysokým tempom. Kvôli veľ-
kému množstvu a neustálemu rýchlemu vývoju nových nástrojov sa mi teda nepodarilo 
presne a konkrétne tieto nástroje rozdeliť, vyskúšať, zhodnotiť a objektívne porovnať. Ďa-
lej som sa preto venoval hľadaniu nástroja, ktorý by mohol byť využitý všeobecne na tes-
tovanie sieťových aplikácií. Nástroja, ktorý by dokázal simulovať rôznych sieťových klien-
tov a sieťovú komunikáciu bez ohľadu na použitý sieťový protokol rodiny TCP/IP. Taký-
to nástroj sa mi nájsť tiež nepodarilo. Nástroj, ktorý bude navrhnutý v ďalších kapitolách 
môže teda nájsť široké uplatnenie a byť užitočný tam, kde nie je možné použiť žiadny zo 
spomínaného množstva iných nástrojov.  
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3 Jazyk na popis priebehov 
testovacích prípadov 
a testovacích scenárov  
Testovanie softvéru je rozsiahla činnosť, na ktorej často pracujú rôzne veľké tímy. Preto je 
dôležité celý proces testovania kvalitne navrhnúť, naplánovať a rozdeliť. K tomuto účelu 
slúži testová dokumentácia, ktorá je výsledkom procesu plánovania testovania softvéru. 
Medzi najdôležitejšie dokumenty, ktoré sem spadajú, patria testovací plán, zoznam testo-
vacích prípadov, testovací prípad, testovací scenár, testovacie skripty, testovacie dáta atď.  
Testovací plán je vnímaný ako najzákladnejší a najdôležitejší dokument. Obsahuje 
informácie o tom ako sa bude celý proces testovania riadiť, určuje rozsah testovania, defi-
nuje aké druhy testov a na ktoré časti systému sa budú aplikovať, rozdeľuje zdroje 
a zodpovednosti a tiež identifikuje riziká. Testovací prípad potom podrobne popisuje zoz-
nam úloh a krokov, ktoré sú potrebné vykonať pre jeden konkrétny prípad, ktorý pri tes-
tovaní môže nastať. Tieto testovacie prípady sa potom skladajú do testovacích scenárov, 
ktoré zoskupujú tematicky podobné prípady. Prepis testovacích prípadov alebo scenárov 
do určitého jazyka, ktorý je určený k automatickému testovaniu sa často nazýva testovací 
skript. 
Úlohou tejto kapitoly je predstaviť návrh vhodného jazyka pre popis testovacích 
prípadov alebo testovacích scenárov, ktoré budú určené na testovanie sieťových aplikácií. 
Cieľom je teda návrh jazyka na popis určitých štruktúrovaných dokumentov. K tomuto 
účelu bude využitý jazyk XML, ktorý umožňuje jednoduché vytváranie nových značkova-
cích jazykov pre rôzne účely. Na definíciu takýchto jazykov je možné použiť XML-Schema, 
ktoré popisuje štruktúru XML dokumentov. 
3.1 XML a XML-Schema 
Jazyk XML je určený predovšetkým k ukladaniu a predávanie štruktúrovaných dát a ich 
následnému automatickému spracovaniu. Medzi jeho výhody patria predovšetkým možnosť 
automatickej kontroly štruktúry dokumentov, jednoduchá konverzácia do iných formátov 
a jednoduché automatické spracovávanie. Štandard XML neobsahuje definície značiek, 
ktoré je možné používať a preto je potrebné si ich nadefinovať. Tieto môžeme potom pou-
žiť k formálnej definícii značkovacích jazykov, ktorá je jednoznačná a znemožňuje rôzne 
interpretácie daných jazykov. Na definíciu značiek slúžia jazyky pre popis schémy XML 
dokumentu. Patria sem napríklad DTD (Document Type Definition), XML-Schema, Re-
lax-NG alebo Schematron. Z týchto bolo na účely tejto práce zvolené využitie XML-
Schema. 
XML-Schema Definition (XSD) popisuje štruktúru XML dokumentov. Pomocou 
XML schémy vlastne definujeme syntax nového značkovacieho jazyka, ktorý má syntax 
XML. Zároveň definujeme pre daný jazyk i značky, ktoré môže obsahovať. XML schéma 
umožňuje tiež napríklad pracovať s dátami uloženými v databáze či konvertovať dáta me-
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dzi rôznymi dátovými typmi. V praxi sa využíva niekoľko jazykov, ktoré sú definované 
týmto spôsobom. Najznámejší z nich je XHTML, ktorý slúži na popis webových stránok. 
Okrem neho sú dobrými príkladmi i jazyky RSS, SVG, Jabbler či mnohé ďalšie.  XML-
Schema definuje:  
· miesta v dokumentoch, kde sa môžu nachádzať rôzne prvky, 
· prvky XML dokumentov, 
· atribúty XML dokumentov, 
· ktoré prvky sú potomkami prvkov, 
· počet a poradie potomkov, 
· či je prvok prázdny, alebo môže obsahovať hodnotu, 
· typy dát pre prvky a atribúty, 
· východiskové a pevné hodnoty pre prvky a atribúty. 
3.2 Analýza požiadaviek 
Analýza požiadaviek bude v tomto prípade zahŕňať požiadavky na jazyk pre popis testo-
vacích prípadov a testovacích scenárov. Pôjde o testovacie prípady popisujúce testovanie 
sieťových aplikácií. Kľúčovými súčasťami bude teda určenie, či ide o simuláciu servera 
alebo klienta, posielanie a prijímanie dát medzi nimi, overovanie prijatých dát a overova-
nie, či testovaná aplikácia vykonala s dátami to, čo bolo očakávané. Bude tiež potrebné 
vykonávať jednoduché vetvenie testov ako i oznamovanie výsledkov testovania. Okrem 
toho je nevyhnutné vziať do úvahy i požiadavky vyplývajúce z použitého XML formátu. 
Výsledný jazyk (skript) by teda mal podporovať:  
· identifikáciu sady testovacích prípadov, 
· jednoduchý a prehľadný systém zapisovania testov a prehľadné rozdelenie doku-
mentov, 
· simuláciu správania serveru i klienta, 
· určenie portu komunikácie, 
· definíciu adresy, kam sa má klient pripájať, prípadne adresy, od koho môže server 
prijímať spojenie, 
· možnosť odpojenia neočakávaného klienta, 
· možnosť ukončenie sieťového pripojenia, 
· posielanie a prijímanie dát v sieti, 
· možnosť pripojenia preddefinovaného spôsobu ukončenia posielaných dát (naprí-
klad pripojenie konca riadku za odosielanú správu), 
· možnosť uloženia prijatých dát do premennej alebo do súboru, 
· možnosť odoslania dát z načítaného súboru, 
· spúšťanie externého skriptu alebo programu, 
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· vetvenie v testovacích prípadoch, 
· možnosť vytvoriť report s výsledkami testovania, 
· overovanie prijatých, uložených a ďalších dát voči očakávaným, 
· mazanie pomocných súborov, 
· podporu získavania štatistických informácií o testovaní. 
3.3 Návrh jazyka 
Na základe popísaných požiadaviek bol s využitím XML-Schema navrhnutý jazyk pre po-
pis testovacích prípadov. Navrhnutý jazyk obsahuje tieto časti: 
· koreňová značka, 
· simulácia pripojenia klienta, 
· simulácia serveru čakajúceho na pripojenie, 
· ukončenie sieťového spojenia, 
· odosielanie dát v sieti, 
· prijímanie dát v sieti, 
· spúšťanie externých skriptov a aplikácií, 
· oznamovanie výsledkov testovania, 
· overovanie dát, 
· vetvenie testovacích prípadov, 
· sprehľadnenie testovacích prípadov, 
· odstraňovanie nepotrebných súborov, 
· vytváranie jednoduchých štatistík testovania. 
3.3.1 Koreňová značka 
 Z definície XML vyplýva, že každý dokument musí obsahovať koreňovú značku. Keďže 
dokument bude popisovať sadu testovacích prípadov, bude ňou párová značka 
<test_scenario>.  
3.3.2 Simulácia pripojenia klienta 
V rámci testových prípadov bude potrebné simulovať správanie serveru i klienta. Prvotná 
vlastnosť klienta spočíva v tom, že sa dokáže spojiť so serverom. Toto dosiahneme pomo-
cou párovej značky <client>. Táto značka má povinných dvoch potomkov. Budú nimi 
tiež párové značky <host> a <port>, ktoré musia nasledovať v danom poradí. Pomocou 
značky <host> určíme, na aký server sa má klient pokúsiť pripojiť, a následne pomocou 
značky <port> spresníme i komunikačný port.   
Príklad použitia: 





Testovací prípad bude simulovať klienta, pripájajúceho sa na IP adresu 
192.168.1.100 na port číslo 80. 
3.3.3 Simulácia serveru čakajúceho na pripojenie 
Hlavnou vlastnosťou serveru je, že dokáže prijať pripojenie od klienta a komunikovať 
s ním. Túto vlastnosť budeme simulovať pomocou elementu <server>. Element <server> 
musí obsahovať jedného povinného potomka, ktorým je element <port>. Ten určuje ko-
munikačný port, na ktorom má server očakávať pripojenie. Okrem toho môže obsahovať 
i jedného voliteľného potomka, ktorý v prípade výskytu musí nasledovať až za elementom 
<port>. Pomocou páru značiek <from> a </from> môžeme v prípade záujmu určiť kon-






Simulovaný server bude v tomto prípade očakávať pripojenie na porte číslo 80 
a bude prijímať pripojenie od ktoréhokoľvek klienta.   
3.3.4 Ukončenie sieťového spojenia 
Nezávisle od toho, či simulujeme použitie serveru alebo klienta, naviazané sieťové pripoje-
nie je potrebné v určitých prípadoch ukončiť. To môžeme dosiahnuť pomocou nepárovej 
značky <closeConnection/>. Ukončenie pripojenia môže byť vhodné napríklad 
v testovacom scenári, v ktorom simulujeme e-mailových klientov. V takomto prípade mô-
žeme najskôr simulovať klienta, ktorý sa pripája na e-mailový server na porte 110 pre 
POP3 protokol. Potom pomocou značky <closeConnection/> spojenie ukončíme 
a môžeme začať simulovať e-mailového klienta, ktorý sa bude pripájať napríklad na iný 
server, alebo na rovnaký server pomocou IMAP protokolu, a teda na port 143. Rovnakým 
spôsobom ukončíme spojenie i na strane serveru. 
3.3.5 Odosielanie dát v sieti 
Odosielanie dát v sieti zabezpečíme párovými značkami <send> a <send_file>. Element 
uzatvorený týmito značkami, bude obsahovať dáta, ktoré sa majú posielať. Pri elemente 
<send_file> je jeho obsahom cesta s názvom súboru, ktorého obsah sa bude posielať. 
Príkazy a dáta odosielané v rámci sieťovej komunikácie sú často ukončované pomocou 
rôznych sekvencií znakov. Tá slúži na lepšie rozoznanie konca posielaných dát.  
Oba tieto elementy preto môžu obsahovať voliteľný atribút append, ktorý 
v prípade potreby definuje, akým spôsobom majú byť odosielané dáta ukončené. Atribút 
append bude môcť nadobúdať hodnoty:  
· _SENDL (single end line) – pre pridanie zalomenia riadku,  
· _DENDL (double end line) – pre pridanie dvoch zalomení riadkov,  
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· _DDENDL (dot with double end line) – pre pridanie sekvencie ukončenia 
<CR><LF>.<CR> <LF> (zalomenie riadku-bodka-zalomenie riadku), ktoré sa použí-
va napríklad pri e-mailoch. 
Okrem týchto ukončení je možné do budúcna počítať s ďalšími rôznymi sekvenciami, kto-
rých podpora bude musieť byť pridaná dodatočne. 
Príklady použitia: 
· <send append=“_SENDL“>HELO</send> 
Odoslanie príkazu HELO s pridaním ukončenia riadku 
· <send_file>C:\file.html</send_file> 
Odoslanie obsahu súboru file.html ktorý sa nachádza na disku C. 
3.3.6 Prijímanie dát v sieti 
Prijímanie dát v sieti uskutočníme značkami <receive> a <receive_and_save>. Hodno-
tu elementu <receive> bude tvoriť regulárny výraz. Po prijatí dát pomocou elementu 
<receive> sa automaticky overí, či vyhovujú zadanému regulárnemu výrazu, a nastaví 
príznak pre element <if>, ktorý bude popísaný neskôr. Takýmto spôsobom rýchlo overíme 
napríklad chyby v komunikácii. Element <receive_and_save> túto možnosť rýchlej kon-
troly však neobsahuje a prijaté dáta bude priamo ukladať do súboru s názvom, ktorý určí 
obsah tohto elementu. Oba elementy môžu obsahovať i voliteľné atribúty until 
a variable.  
Atribút until definuje, kedy sa má prijímanie ukončiť. Tvorí vlastne protipól 
k atribútu append značiek <send> a <send_file>, a teda i hodnoty, ktoré bude nadobú-
dať sú rovnaké. Druhý voliteľný atribút variable bude vytvárať možnosť ukladania pri-
jímaných dát do rôznych premenných v rámci skriptu popisujúceho testovací prípad. Jeho 
hodnotou bude názov premennej, do ktorej si tvorca skriptu bude môcť prijaté dáta uložiť. 
Pri vynechaní tohto atribútu sa hodnota posledných prijatých dát nestratí a pre element 
<match> bude naďalej dostupná. 
Všetky uložené hodnoty je možné využiť v rámci elementov <match> a <report>, 
ktoré budú popísané neskôr. Na základe podnetu z AVG Technologies CZ, s.r.o., ako roz-
šírenie pôvodného jazyka, je povolené pôvodný atribút variable nahradiť i ďalším atribú-
tom email_struct. Jeho význam je rovnaký ako pri atribúte variable, rozdiel však spo-
číva v tom, že prijaté dáta sa pri spracovávaní uložia do pripravenej e-mailovej štruktúry. 
Tá obsahuje položky ako sú hlavička, telo a pole príloh, kde každá príloha má svoj typ, 
názov, kódovanie a obsah prílohy. Výhodou tohto prístupu je možnosť vyhľadávania 
a overovania konkrétnej časti e-mailu samostatne. Napríklad ak potrebujeme overiť, či e-
mail obsahuje prílohu s určitým názvom, budeme prehľadávať iba názvy príloh a vyhneme 
sa tým chybným výsledkom, kedy by bol názov prílohy spomenutý napríklad i v tele e-
mailu. Podobne pri overovaní, či predmet e-mailu obsahuje textový reťazec „*VIRUS*“, 
môžeme vyhľadávať iba v hlavičke a nie je potrebné prehľadávať celý prijatý e-mail 
i s prílohami. V prípade ďalších rozšírení a prispôsobení jazyka konkrétnym aplikáciám je 
možné pridať i nové dátové štruktúry pre rôzne typy dát posielaných v sieti.  
Príklady použitia: 
· <receive_and_save until=“_DDENDL“>test.eml</receive> 
Prijímanie dát, pokým nepríde sekvencia „zalomenie riadku – bodka – zalomenie 
riadku“, a následné uloženie prijatých dát do súboru s názvom test.eml. 
· <receive>^EHLO</receive> 
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Prijatie príkazu EHLO za ktorým môže nasledovať ľubovoľný počet akýchkoľvek 
znakov. 
3.3.7 Spúšťanie externých skriptov a aplikácií 
Značka <execute> bude slúžiť na spúšťanie externých skriptov alebo programov. Hodnota 
elementu ohraničeného touto značkou bude tvorená názvom a cestou k skriptu alebo prog-
ramu, ktorý sa má vykonať i s prípadnými parametrami, s ktorými sa má spúšťať. Využi-
tie tejto značky je relatívne široké. Poskytuje možnosť spúšťať ďalšie pomocné programy 
alebo skripty, pomocou ktorých si môžeme napríklad nakonfigurovať testovaný softvér, 
alebo tiež spustiť iné pomocné testovacie nástroje. Elementy <execute> sa môžu nachá-
dzať v elementoch <setup>, <exercise> i <verify>.  
Príklad použitia: 
· <execute>C:\test\config.exe</execute> 
Spustenie programu config.exe, ktorý sa nachádza v zložke test na disku C. 
3.3.8 Oznamovanie výsledkov testovania 
Značka <report> umožní jednoducho zaznamenávať dôležité udalosti počas automatické-
ho spracovávania skriptu. Jej hodnotu bude tvoriť správa alebo dáta, ktoré chceme, aby sa 
zapísali do súboru s informáciami o vykonaných testoch. Názov súboru, kam sa správa 
zapíše, bude určený pomocou atribútu  file. Tento atribút je povinný. Rôzne informácie 
si týmto spôsobom môžeme nechať zapisovať do rôznych súborov. Ak súbor, do ktorého 
chceme správu zapísať neexistuje, najskôr sa tento súbor vytvorí, a následne sa vloží sprá-
va na prvý riadok. Ak už však súbor so zadaným názvom v danom umiestnení existuje, 
správa bude pridaná ako riadok na konci tohto súboru. 
Príklady použitia: 
· <report file=“test1.txt“>test1: setup – OK</report> 
Do súboru test1.txt sa pridá riadok: test1: setup – OK, ktorý informuje 
o tom, že fáza prípravy v teste č. 1 prebehla bez problémov.  
· <report file=“test1.txt“>test1: verify – Error : Chyba pri overova-
ní !!!</report> 
Do súboru test1.txt sa pridá riadok, ktorý informuje o neúspechu vo fáze overo-
vania v teste č. 1. 
3.3.9 Overovanie dát 
Elementy <match>, <match_variable>, <match_email> a <match_file> podobne ako 
element <receive> využívajú na overovanie regulárne výrazy, na základe kto-
rých nastavia príznak pre element <if>. Môžeme tak v kombinácii s elementmi vetvenia 
a elementom report vytvárať správy s výsledkami testovacieho prípadu. Značka <match> 
slúži na overovanie v posledných prijatých dátach. Tento element nepoužíva žiadne atri-
búty a jednoducho porovnáva zadaný regulárny výraz voči dátam, ktoré boli prijaté ako 
posledné. Elementy <match_variable> a < match_file> majú jeden atribút. Je ním 
atribút id, ktorý je povinný, a určuje identifikátor premennej v prípade elementu 
<match_variable> a názov spolu s cestou k súboru v prípade elementu <match_file>. 
Element <match_email> má atribúty dva. Prvý je povinný atribút id, ktorý určuje iden-
tifikátor premennej, voči ktorej sa má porovnávať. Druhým je voliteľný atribút tail, kto-
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rý je možné využiť na spresnenie vyhľadávania pri overovaní v niektorej z uložených 
štruktúr.  
Príklady použitia: 
· <match_email id=“email“ tail=“header“>^Subject: VIRUS</match_email> 
Overenie, či sa v hlavičke e-mailu, uloženého v štruktúre email nachádza riadok 
ktorý sa začína textom: Subject: VIRUS.  
· <match_file id=“test.txt“>(\d{1,3}\.){3}\d{1,3}<match_file> 
Overenie, či súbor test.txt obsahuje nejakú IP adresu.  
3.3.10 Vetvenie testov 
Vetvenie testov zabezpečíme pomocou značiek <if>, <else_if>, <else> a <then>. Ich 
použitie bolo navrhnuté tak, aby bolo intuitívne a čo najviac pripomínalo použitie vetve-
nia z iných programovacích jazykov. Testovací prípad môžeme vetviť na základe príznaku 
s elementu <match> alebo <receive>. I keď tieto elementy nastavia záporný príznak, 
nemusí to znamenať, že testovanie má záporný výsledok. Pomocou vetvenia môžeme, ak si 
to testovací prípad vyžaduje, pokračovať vo vykonávaní testu inými krokmi. Obsahom 
prvkov <if> a <else_if> je jeden zo skupiny elementov <match> alebo <receive>, kto-
rý tvorí spomínanú podmienku vetvenia.  
Nasleduje značka <then>, ktorá udáva ďalšie kroky testu v prípade, že podmienka 
bola splnená, a teda prvok v podmienke vrátil kladný príznak. Táto značka je povinná 
v oboch  elementoch vetvenia <if> i <else_if>. Obsahom elementu <then> môžu byť 
všetky elementy, ktoré sa používajú v rámci prvkov: <exercise> a <verify> vrátane 
opätovného použitia <if>, <else_if> a <else>. Element <else> podmienku tvorenú 
prvkami <match> alebo <receive> a ani vnorený element <then> neobsahuje, no môže 
obsahovať opäť všetky prvky, ktoré i element <then>. Kroky uvedené v ňom sa vykonajú 
v prípade, že nebola splnená žiadna z podmienok v predchádzajúcich elementoch <if> a 
<else_if>. V prípade použitia značky <if> nie je povinné použitie značiek <else> a 









<report file=“fail.txt“>TEST1 Failed</report> 
</else> 
Ak sa v posledných prijatých dátach nachádza reťazec „abcd“ zapíše sa do súboru 
success.txt text „TEST1 OK“. V opačnom prípade sa do súboru fail.txt zapíše text 
„TEST1 Failed“. 
3.3.11 Sprehľadnenie skriptov 
Navrhnutý jazyk poskytuje dve možnosti zápisu testovacích scenárov. Okrem klasického 
priameho zápisu testovacích krokov, je možné testovací scenár sprehľadniť a rozdeliť do 
konkrétnych testovacích prípadov pomocou voliteľného párového elementu <test_case>. 
Tento môže obsahovať voliteľný atribút stId (subtestId). Ten slúži na identifikáciu testo-
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vacieho prípadu, prípadne ponúka ďalšie možnosti spracovania konkrétneho testovacieho 
prípadu. Element <test_case> musí povinne obsahovať štyroch potomkov. Sú nimi <se-
tup>, <exercise>, <verify> a <teardown>. Tieto voliteľné párové značky slúžia ku 
konkrétnejšiemu sprehľadneniu skriptu a určeniu fázy testovacieho prípadu. Nemôžu sa 
teda navzájom vnorovať a ich poradie musí byť dodržané. Keďže ide o voliteľné značky, je 
možné ich vynechať alebo ich použiť s prázdnym obsahom. Preto, ak napríklad testovací 
prípad nevytvára a nepoužíva žiadne pomocné súbory, môže byť na jeho konci element  





  ... 
</setup> 
<exercise> 
  ... 
</exercise> 
<verify> 




  ... 
</test_case> 
</test_scenario> 
3.3.12 Odstraňovanie nepotrebných súborov 
Použitie voliteľnej značky <delete> má význam napríklad, ak pri testovaní používame 
a vytvárame pomocné súbory. Pomocou tejto značky ich bude možné odstrániť.  
Príklad použitia: 
· <delete>file.txt</delete> 
Odstránenie súboru file.txt. 
3.3.13 Vytváranie jednoduchých štatistík testovania 
K tomuto účelu slúžia nepárové elementy <addTestCounter />, <addSucceed />, <ad-
dFailed /> a <printTestResults />. Element <addTestCounter /> zvyšuje počítadlo 
vykonaných testov. Môže slúžiť napríklad v scenároch, kde chceme do štatistiky započítať 
iba niektoré testy. Element <addSucceed /> zvyšuje počítadlo testov, ktoré skončili pod-
ľa predpokladu a teda boli úspešné. Element <addFailed /> naopak zvyšuje počítadlo 
testov, ktoré boli neúspešné. Posledný z tejto skupiny elementov <printTestResults /> 
obsahuje voliteľný atribút file, ktorý určuje, kam sa majú výsledky zapísať. V prípade že 
tento atribút nie je zadaný, výsledky budú zapisovať na štandardný výstup.  
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4 Nástroj na testovanie 
sieťových aplikácií 
Ďalšou časťou práce je popis tvorby nástroja, ktorý bude schopný simulovať prostredie pre 
sieťové aplikácie (klient/server). Keďže bola možnosť výberu tohto prostredia zahrnutá už 
pri vytváraní jazyka pre popis testovacích prípadov, úlohou tejto kapitoly bude predložiť 
ideu programu, ktorý dokáže spracovávať skripty napísané v danom jazyku a simulovať 
v nich popísané testovacie prípady. Rozhodnutie medzi interpretom a prekladačom tohto 
jazyka bolo spravené na základe skutočnosti, že testovacie prípady sa môžu pridávať, me-
niť alebo upravovať. Rozhodol som sa teda, že táto aplikácia bude plniť úlohu interpreta 
vytvorených testovacích scenárov. Praktickú výhodu tohto prístupu vidím v tom, že pri 
zmene testovacieho prípadu, nie je potrebné ho znovu prekladať a nahrádzať starý prog-
ram novým. Ak sú napríklad automatické testy pravidelne plánované a spúšťané 
v určitých termínoch a testovací prípad bude upravený, nie je potrebné meniť nič, okrem 
konkrétneho popisu testovacieho prípadu v danom scenári. Podobne i pri pridávaní nového 
testovacieho scenára sa jednoducho vloží volanie toho istého programu s iným riadiacim 
skriptom. 
4.1 Analýza požiadaviek 
Nástroj, ktorý chceme vytvoriť, musí spĺňať niekoľko požiadaviek spojených so spracova-
ním skriptu s popisom testovacieho scenára. Medzi kľúčové požiadavky tohto nástroja 
patria najmä: 
· možnosť načítanie skriptu, ktorý sa má spracovávať a s tým spojené načítavanie 
XML súborov a ich správne parsovanie, 
· rozoznanie a reakcia na načítané elementy, 
· schopnosť simulácie správanie servera a klienta a s tým spojená komunikácia, 
· práca s premennými, 
· možnosti vytvárania a odstraňovania súborov, 
· možnosť zápisu do súborov, 
· schopnosť overovania dát voči regulárnym výrazom, 
· možnosť spúšťania externých programov, 
· možnosť vkladania celých častí testov do pôvodného scenára pomocou include, 
· vhodné reagovanie na chyby v spracovaní. 
Okrem týchto kľúčových požiadaviek je vhodné pri návrhu vziať do úvahy i niektoré ďal-
šie požiadavky na funkcionalitu výsledného nástroja. Sú to napríklad: 
· podpora pripájania pomocou IPv6, 
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· možnosť spustenia interpreta i s niektorými pomocnými výpismi, 
· schopnosť vytvoriť zoznam neúspešných testov, 
· možnosť konkretizovania testovacích prípadov, ktoré sa majú z daného testovacie-
ho scenára vykonať (napr. vykonávanie iba predtým neúspešných testov). 
4.2 Návrh nástroja na testovanie sieťových 
aplikácií 
Na základe požiadaviek, predstavených v predchádzajúcej časti práce, si popíšeme návrh 
tohto nástroja. Tento bol naprogramovaný v jazyku C++ na operačnom systéme Win-
dows.  
4.2.1 Načítavanie riadiaceho skriptu 
Načítavanie skriptu s popisom testovacích protokolov je možné riešiť v podstate dvoma 
spôsobmi. Prvým spôsobom by sa v rámci programu určil názov súboru, ktorý sa vždy po 
spustení načíta. Tento spôsob však nie je pre nás vhodný, pretože budeme chcieť spraco-
vávať viacero testovacích prípadov uložených v rôznych súboroch. Preto  budeme toto 
načítanie riešiť pomocou parametru programu. Aplikácia sa teda bude vždy spúšťať s pa-
rametrom, ktorý bude obsahovať názov súboru so scenárom, ktorý sa má spracovávať. 
Vstupný testovací scenár popísaný navrhnutým jazykom môže okrem elementov jazyka 
obsahovať i element <include>. V niektorých testovacích prípadoch sa môžu určité kroky 
viackrát opakovať. V takých prípadoch je výhodné tieto kroky napísať do externého súbo-
ru a namiesto vypisovania všetkých krokov po poradí, vložiť do skriptu tento súbor. Ešte 
pred spustením samotnej interpretácie testovacích prípadov aplikácia skontroluje výskyt 
elementov <include> a nahradí ich obsahom príslušného súboru.  
4.2.2 Parsery XML-dokumentov 
Výhody výberu popisu testovacích prípadov práve pomocou XML sa prejavia i pri návrhu 
tohto nástroja. Rozoznávanie elementov v XML je jednoduché a rýchle. Na internete je 
v dnešnej dobe už mnoho rôznych XML parserov, ktoré využívajú rôzne spôsoby prístupu 
k dátam v XML. Pre túto prácu som sa rozhodol použiť jednoduchý XML parser 
s názvom TinyXML. Je to nástroj, ktorého licencia umožňuje jeho použitie na akékoľvek 
účely, vrátane komerčných. Tento nástroj využíva DOM model (Document Object Model), 
čo znamená, že dáta sú roztriedené do C++ objektov, ktoré môžeme prezerať 
a manipulovať s nimi. Tieto objekty sú reprezentované stromovou štruktúrou dokumentu 
a máme teda niekoľko možností ako ich prechádzať. Pomocou tohto parsera je tiež možné 
z objektov v C++ vytvoriť XML dokument. 
4.2.3 TCP/IP Sokety 
Na simuláciu správania a komunikácie serveru a klienta nad TCP/IP bola využitá práca 
so soketmi. Soket tvorí abstrakciu, prostredníctvom ktorej môžu aplikácie odosielať 
a prijímať dáta v podstate rovnakým spôsobom, ako môžu dáta čítať a zapisovať z/do 
otvoreného súboru. Soket teda umožňuje aplikácii „pripojiť sa“ k sieti a komunikovať 
s ostatnými aplikáciami v rámci siete. Informácie zapísané do soketu aplikáciou bežiacou 
na jednom počítači môžu byť potom čítané aplikáciou spustenou na inom počítači 
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a naopak. Na základe toho, k akému protokolu alebo akej rodine protokolov sa viažu, ro-
zoznávame viacero druhov soketov. Najznámejšími typmi soketov sú takzvané „stream“ 
(prúdové) sokety a „datagram“ (datagramové) sokety. 
Stream sokety používajú rodinu protokolov TCP/IP a poskytujú teda spoľahlivé 
služby. Pri čítaní zo stream soketu nie sme schopný rozoznať, aké veľké bloky dát boli na 
druhej strane do soketu zapísané. Máme k dispozícii iba postupnosť bajtov, táto postup-
nosť je čítaná v tom poradí v akom boli na druhej strane vložené. Dáta sa nemôžu pred-
biehať ani stratiť.  
Datagramové sokety zasa využívajú rodinu protokolov UDP/IP a umožňujú posie-
lať dáta veľkosti až 65500 bajtov. Prijímacia strana môže od seba odlíšiť jednotlivé data-
gramy. Pri datagramovej službe nemôžeme predpokladať, že datagram bol doručený a že 
jednotlivé datagramy budú doručené v rovnakom poradí ako boli odoslané.  
Sokety sú jednoznačne identifikované internetovou adresou a číslom portu. Pri vy-
tvorení soketu sa určí príslušný protokol, no pokým nie je soket naviazaný na číslo portu, 
nemôže prijímať dáta od vzdialených aplikácií. Jeden soket môže využívať viacero aplikácií 
a podobne môže jedna aplikácia pristupovať k viacerým soketom. V praxi sú však progra-
my, ktoré pristupujú k rovnakému soketu, často súčasťou jednej aplikácie (napr. viacero 
kópií programu webového serveru) [4]. 
4.2.4 Práca s premennými 
Na prácu s premennými je najvhodnejšie vytvoriť interpretu tabuľku symbolov. V prípade 
že v rámci XML narazíme na premennú, jej identifikátor, hodnotu a tiež napríklad typ 
uložíme do tabuľky symbolov. Jediný spôsob, ktorým umožňuje navrhnutý jazyk vytvoriť 
premennú, je pomocou elementu <receive> a jeho atribútov variable a email_struct. 
V oboch prípadoch bude hodnota premennej textový reťazec, prijatý ako posledný 
v sieťovej komunikácii. Preto vytvoríme možnosť dvoch rôznych tabuliek s premennými. 
Do prvej tabuľky sa budú ukladať identifikátory a hodnoty pri atribúte variable a druhá 
bude obsahovať identifikátor e-mailu a samotný text e-mailu. Ten bude uložený ako dáto-
vá štruktúra, ktorá bude obsahovať hlavičku e-mailu, telo e-mailu a pole príloh. Kľúčové 
vlastnosti týchto tabuliek sú vo vkladaní a vyhľadávaní hodnôt v čo najmenšom čase. Na 
tieto účely sú vhodnými štruktúrami napríklad binárny vyhľadávací strom, AVL strom 
alebo tiež hashovacia tabuľka, ktoré poskytujú pri častej práci s väčším množstvom pre-
menných rýchlejšiu a efektívnejšiu manipuláciu. Na účely tohto projektu bola zvolená has-
hovacia tabuľka. Vytvorená bude pomocou C++ knižnice <hash_map>. 
4.2.5 Spúšťanie a parametre programu 
Interpret bude fungovať ako konzolová aplikácia. Spúšťaný bude vždy minimálne s jedným 
parametrom. Tým môže byť buď názov súboru s popisom testovacích prípadov, alebo pa-
rameter -unittest. Pri spustení s parametrom -unittest sa nebude spúšťať samotný 
interpret, ale jednotkové testy kľúčových funkcií interpretu.  
Spustenie programu s názvom súboru popisujúceho testovacie prípady je privátna 
voľba. V tomto prípade interpret daný súbor načíta, overí jeho správnosť a pokúsi sa in-
terpretovať príkazy jazyka v danom súbore. V prípade chyby na ňu upozorní a vypíše ju 
na obrazovku. Túto voľbu je možné rozšíriť o ďalšie parametre. Budú nimi -p, -s file-
Name a -t fileName. Úlohou parametra -p je sprístupnenie pomocných výpisov pri vy-
konávaní programu. Sú nimi napríklad zobrazovanie odosielaných dát, prijatých dát alebo 
porovnávaných dát s výsledkami porovnávania.  
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Pri spustení programu s parametrom -s a názvom súboru, sa do tohto súboru ulo-
žia identifikátory testovacích prípadov, ktoré skončia neúspechom. Pri následnom spustení 
aplikácie s parametrom -t a názvom toho istého súboru, sa opätovne spustia iba tie testy, 
ktorých identifikátory sa nachádzajú v danom súbore. Všetky ostatné interpret preskočí 
a bude ich ignorovať.  
4.2.6 Návrh tried aplikácie 
Obrázok 4.1 zobrazuje návrh tried interpretu.  
 
 
Obrázok 4.1: Diagram tried interpretu 
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 Tento diagram obsahuje 4 triedy. Trieda interpret využíva k svojej funkčnosti 
okrem iného i jeden objekt triedy my_socket, pomocou ktorého komunikuje v rámci siete 
a jeden objekt triedy var_table, ktorý sa využíva pri práci s premennými. Trieda 
my_socket dedí z triedy baseSocket. Okrem týchto 4 tried využíva aplikácia i iné triedy, 
ktoré sú súčasťami použitých knižníc a preto neboli do diagramu zahrnuté. 
4.3 Zamýšľaný spôsob použitia 
Navrhovaný nástroj ma široké možnosti využitia v praxi. Svoje uplatnenie nájde hlavne 
pri testovaní čiernych skriniek a systémových či regresných testoch. Keďže je ním možno 
simulovať klientov i serverovú časť mnohých sieťových aplikácií, môžeme tiež overovať 
správnu funkčnosť opačnej strany komunikácie. Príkladom pre takéto využitie by mohlo 
byť testovanie webových aplikácií alebo monitorovanie sieťových služieb. Pomocou tohto 
nástroja je možné simulovať príkazy posielané serveru, prijímať jeho odpovede 
a porovnávať ich s očakávanými výstupmi. Podobným spôsobom môžeme testovať 
v podstate väčšinu aplikácií využívajúcich TCP/IP protokol. Sem patria okrem e-
mailových klientov a webových aplikácií i rôzne komunikačné programy, RSS a podobne. 
Ďalšie možnosti využitia tohto nástroja spočívajú v jeho schopnosti spúšťať externé prog-
ramy a aplikácie. Takýmto spôsobom môžeme testovať nie len sieťové, ale i iné aplikácie, 
ktoré vytvárajú rôzne druhy dát a zapisujú ich do súborov. Ak poznáme očakávané výstu-
py, môžeme ich jednoducho porovnávať a overovať či vyhovujú požiadavkám. Využitie pri 
testovaní antivírovej kontroly e-mailovej komunikácie bude prakticky overené a otestované 
i v rámci ďalšej časti práce. 
K rozšíreniu možnosti automatizácie testovania týmto nástrojom je možné využiť 
niektorý z nástrojov pre virtualizáciu počítačov. Virtualizácia ponúka široké možnosti, ako 
testovanie zrýchliť a zefektívniť, prípadne ešte viac automatizovať. Najznámejšie 
a najvyužívanejšie nástroje používané k virtualizácii sú Virtual PC1 a VMware2. Oba tieto 
nástroje ponúkajú možnosti vytvorenia viacerých virtuálnych počítačov s rôznymi operač-
nými systémami. Ešte väčšie možnosti nám potom ponúka ovládanie týchto virtuálnych 
počítačov cez príkazový riadok. S využitím dávkových súborov môžeme takto automatizo-
vať takmer celý proces testovania. Spustením jedného dávkového súboru môžeme dosiah-
nuť vykonanie niekoľkých testovacích scenárov, ktoré by inak musel tester spracovávať 
i niekoľko dní.  
Príklad použitia by mohol vyzerať napríklad takto: V navrhnutom jazyku si pri-
pravíme niekoľko testovacích scenárov, ktoré budú testovať nejakú sieťovú aplikáciu. Tie-
to scenáre si spolu s našim interpretom a inštalačným balíkom testovanej aplikácie pripra-
víme do jednej zložky. Následne môžeme pomocou dávkového súboru skopírovať túto zlož-
ku na disk virtuálneho počítača. Tam, stále automatizovane s využitím toho istého 
dávkového súboru, spustíme inštaláciu testovanej aplikácie a po úspešnom dokončení tejto 
inštalácie spustíme interpret s prvým testovacím scenárom. Výsledný report z testovania 
skopírujeme späť na hostiteľský počítač a pokračujeme ďalším testovacím scenárom. Po 
ukončení všetkých testov a skopírovaní všetkých reportov na hostiteľský počítač, môžeme 
v rámci toho istého dávkového súboru vykonať všetky tieto kroky znovu na ďalšom virtu-
álnom počítači. Výsledok bude, že budeme mať sadu reportov z viacerých testovacích sce-
nárov na viacerých operačných systémoch prípadne s rôznymi nastaveniami testovanej 
aplikácie a toto všetko dosiahneme spustením jedného dávkového súboru.  
 
1 http://www.microsoft.com/windows/virtual-pc/default.aspx 
2 http://www.vmware.com/  
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5 Implementácia testovacieho 
nástroja  
Úlohou tejto kapitoly je krátky popis implementácie nástroja na podporu automatického 
testovania sieťových aplikácií. Pôjde teda o popis implementácie interpretu jazyka na po-
pis testovacích prípadov a scenárov predstaveného v 3 kapitole, a s touto implementáciou 
spojenými problémami. V druhej časti kapitoly budú vybrané kľúčové funkcie a metódy 
interpretu spolu s návrhom jednotkových testov týchto funkcií.  
5.1 Implementačné detaily 
Navrhnutý interpret sa skladá z niekoľkých menších častí, ktoré spolu tvoria výsledný 
interpret. Niektoré z nich sú popísané v tejto podkapitole. 
Spracovanie XML  
Prvým krokom k úspešnému interpretu je spoľahlivé spracovanie XML dokumentov. 
Pri spracovávaní XML dokumentov máme niekoľko možností. Môžeme si vytvoriť vlastnú 
knižnicu pre prácu s týmito súbormi, alebo použiť niektorú z tých, ktoré sú dostupné na 
voľné použitie na internete. Ako bolo uvedené v predchádzajúcej kapitole, pre túto prácu 
bolo vybrané použitie knižnice TinyXML.  
TinyXML je síce malá a jednoduchá knižnica, no jej detailný popis by bol i tak nad 
rámec tejto práce. Popíšeme si teda aspoň základné informácie potrebné pre spracovanie 
jednoduchého XML dokumentu. Prvou úlohou je vytvorenie DOM modelu zo samotného 
súboru. Toto docielime vytvorením štruktúry TiXmlDocument, ktorej pomocou metódy 
SetValue() nastavíme cestu k súboru, ktorý budeme spracovávať. Takto pripravenú štruk-
túru naplníme elementmi z dokumentu v podobe objektov pomocou metódy LoadFile(). 
Následne už môžeme s pripraveným modelom začať pracovať. TinyXML poskytuje niekoľ-
ko druhov objektov a veľké množstvo metód ako k elementom a ich atribútom pristupovať 
a získavať ich názvy a hodnoty. Najdôležitejšie typy objektov sú: TiXmlDocument, TiX-
mlElement a TiXmlNode. Metódy, ktoré som najviac využil pri spracovávaní xml súborov 
boli napríklad: RootElement(), FirstChild(), LastChild(), NextSibling(), Previous-
Sibling(), Value(), ValueStr() či FirstAttribute(). 
Podpora IPv6 
Ďalšou časťou, pri ktorej je potrebné sa pozastaviť, je podpora IPv6 v našom nástro-
ji. Zaujímavou úlohou je zistenie, či konkrétny operačný systém túto verziu IP protokolu 
podporuje. Na základe toho potom môžeme vytvoriť soket pre IPv4, alebo takzvaný „dual-
stack“ soket pre podporu oboch verzií IP protokolu. V tejto chvíli sa môže naskytnúť otáz-
ka, prečo teda nevyužiť „dual-stack“ soket i v prípade, keď operačný systém IPv6 nepod-
poruje, ak tento druh soketu podporuje obe verzie IP protokolu?  Dual-stack je totiž soket 
pre IPv6, ktorý má vlastnosť IPv6ONLY (iba IP verzia 6) nastavenú na hodnotu false, 
a teda pracuje i s IPv4. IP adresy IPv4 sú však v tomto prípade prekonvertované na IPv6 
adresy, a ďalej sa s nimi pracuje ako s adresami šesťkovej verzie IP protokolu. Výhoda je 
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v tom, že ak operačný systém podporuje IPv6, môže tento soket pri simulácii serveru pri-
jímať pripojenie ako od klientov s IPv4, tak s IPv6 adresami. 
Keďže i staršie systémy ako napríklad Windows XP, ktoré IPv6 pôvodne nepoznali, 
môžu mať podporu IPv6 nainštalovanú dodatočne, rozhodovanie sa na základe zistenia 
verzie systému by zbytočne vylúčilo IPv6 i na systémoch, kde by mohla bez problémov 
fungovať. Jedno z najjednoduchších riešení, využité i pri tejto práci, ktorým je možné ove-
riť funkcionalitu IP verzie, je pokus o vytvorenie soketu pre IP verziu 6. V prípade, že 
bude vytvorenie takéhoto soketu úspešné, môžeme jednoznačne povedať, že systém IPv6 
podporuje, socket jednoducho uzavrieť a pokračovať ďalej vo vykonávaní programu 
s podporou IPv6. V prípade, že je vytvorenie tohto soketu neúspešné, je potrebné vykonať 
i pokus o vytvorenie soketu pre IPv4. V prípade úspechu môžeme soket tiež uzavrieť a 
pokračovať v programe v spracovávaní iba s podporov IPv4. Ak však zlyhá vytvorenie 
i tohto typu soketu, program skončí chybou.  
Časové limity sieťových pripojení 
 Veľké množstvo sieťových pripojení môže byť z rôznych dôvodov prerušené. Túto 
situáciu je niekedy veľmi ťažké alebo v niektorých prípadoch dokonca i nemožné deteko-
vať. Preto sú v rámci sieťovej komunikácie používané časové limity. Tie určujú ako dlho 
má napríklad klient čakať na správu od serveru. Ak po tejto dobe správa nepríde, predpo-
kladá sa, že spojenie bolo prerušené a aplikácia musí na túto situáciu správne zareagovať. 
Časový limit pre interpret je možné nastaviť v hlavičkovo súbore global_types.h, ktorý 
k tomuto účelu obsahuje premennú MY_TIME_LIMIT. Implicitná hodnota tejto premennej 
je nastavená na 60 sekúnd. 
Spracovanie regulárnych výrazov 
 K spracovaniu regulárnych výrazov bola v interprete využitá knižnica <regex>, 
ktorá obsahuje dátové typy, iterátory a funkcie na prácu s regulárnymi výrazmi. Tieto sú 
obsiahnuté v mennom priestore (namespace) std::tr1. Významnú úlohu tu zohrávajú 
dve funkcie regex_match a regex_search. Funkcia regex_match skončí úspechom, iba 
vtedy, ak celý reťazec zodpovedá regulárnemu výrazu. Oproti tomu funkcia re-
gex_search overuje reťazec voči regulárnemu výrazu tak, ako sme zvyknutý štandardne 
z iných skriptovacích jazykov.  Táto funkcia je teda využitá pri spracovaní a overovaní 
všetkých regulárnych výrazov interpretu.  
Vlákna v programe 
 Aplikácia bola navrhnutá ako interpret konkrétneho jazyka. Tento jazyk slúži na 
popis testovacích prípadov sieťových aplikácií a bol navrhnutý tak, aby nepovoľoval sú-
bežný beh viacerých klientov alebo serverov či iných operácií. Z toho vyplýva, že pri sek-
venčnom prechádzaní a spracovávaní skriptu napísaného v tomto jazyku, nie je potrebné 
využívať viacero vlákien alebo procesov. Do budúcna by bolo možné do jazyka i interpretu 
túto podporu pridať. 
5.2 Návrh jednotkových testov kľúčových metód 
Pre jednotkové testy bolo vybraných 9 metód. Sú to metódy startServer(), startClient(), 
closeConnection(), sendCommand() a receiveCommand() z triedy my_socket a metódy 
varTableInsert(), varTableSearch(), mailTableInsert() a mailTableSearch() z triedy 
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var_table. K testovaniu týchto metód bola využitá knižnica UnitTest++, pomocou kto-
rej bolo vytvorených 50 testov týchto metód. Všetky tieto metódy majú návratovú hodno-
tu typu Int. Pomocou tejto hodnoty metóda informuje o jej úspechu, prípadne neúspechu 
a zároveň poskytuje bližšie informácie o tom, kde daná chyba nastala. Metódy môžu vra-
cať jeden zo 44 návratových kódov, ktoré sú definované v hlavičkovom súbore glo-
bal_types.h. Patria sem napríklad return_SocketError, return_ConnectingFailed, 
return_SendingError, a mnoho ďalších, ktoré majú kľúčovú úlohu i v jednotkových 
testoch.  
5.2.1 Test funkcie startClient() 
- Deklarácia: 
int startClient(const char *host, const char *service); 
- Popis: 
Metóda slúži na vytvorenie a simuláciu správania sa klienta. Používa sa teda pri 
spracovaní elementu <client> v popisoch testovacích prípadov.  
- Parametre: 
host - textový reťazec, reprezentujúci meno serveru, na ktorý sa má klient 
pripojiť, 
service - textový reťazec, reprezentujúci službu prípadne číslo portu, kam sa 
má klient pripojiť. 
 
Pre metódu startClient() bolo navrhnutých 9 jednotkových testov, ktoré overia jej 
funkčnosť v konkrétnych situáciách. Príklady konkrétneho riešenia jednotkových testov 
niektorých z týchto ale i v iných metód sú uvedené v prílohe E. 
Navrhnuté jednotkové testy pre metódu startClient(): 
· test pripojenie na reálny server k službe/portu, ktorú server podporuje, 
· test pripojenia na reálny server k neexistujúcej službe, zadaný port je mimo rozsah, 
· test pripojenia na reálny server k neexistujúcej službe, port zadaný textovým re-
ťazcom s hodnotou „text“, 
· test pripojenia na neexistujúci server, názov serveru zadaný ako textový reťazec 
s hodnotou „text“, 
· test pripojenia na server, ktorý je síce dostupný, ale na službu ktorú nepodporuje, 
· test pripojenia na server, ktorý je zadaný pomocou IP adresy verzie 4 na službu, 
ktorá je na tomto serveri podporovaná, 
· test pripojenia na server, ktorý je zadaný pomocou IP adresy verzie 6 na službu, 
ktorá je na tomto serveri podporovaná, 
· test volania funkcie s prázdnym reťazcom namiesto adresy serveru, 
· test volania funkcie s prázdnym reťazcom namiesto portu. 
5.2.2 Test funkcie startServer() 
- Deklarácia: 




Metóda slúži na vytvorenie a simuláciu správania sa serveru. Používa sa teda pri 
spracovaní elementu <server> v popisoch testovacích prípadov.  
- Parametre: 
port - textový reťazec, reprezentujúci číslo portu, na ktorom má simulovaný 
server očakávať pripojenie, 
client -  text, reprezentujúci obsah elementu <from>. Keďže je tento element 
voliteľný, metóda je v prípade, že nie je zadaný, volaná s prázdnym 
textovým reťazcom. 
 
Pre túto metódu bolo navrhnutých 8 jednotkových testov. Sú nimi:  
· test úspešného prijatia pripojenia od akéhokoľvek klienta na porte 1020, 
· test simulácie serveru, ktorý počúva na porte mimo rozsah, 
· test simulácie serveru, ktorý počúva na porte 0, 
· test simulácie serveru, ktorý počúva na nesprávne zadanom porte ako „textovy 
retazec“, 
· test simulácie serveru, ktorý príjme pripojenie od jediného klienta s pripojením ne-
vyhovujúceho klienta, 
· test simulácie serveru, ktorý príjme pripojenie od jediného klienta s pripojením vy-
hovujúceho klienta, 
· test spustenia simulácie serveru s prázdnou hodnotou portu. 




Metóda slúži na ukončenie aktuálneho pripojenia, či už pri simulácii serveru alebo 
klienta.  
- Parametre: 
Táto metóda neobsahuje žiadne parametre. 
 
Pre metódu closeConnection() boli vytvorené dva jednotkové testy, ktoré overia, že 
naviazané spojenie bolo ukončené i v prípade serveru i klienta. Sú to teda testy: 
· test ukončenia pripojenia na strane serveru, 
· test ukončenia pripojenia na strane klienta. 
5.2.4 Test funkcie sendCommand() 
- Deklarácia: 
int sendCommand(std::string data, std::string end); 
- Popis: 
Metóda slúži na odosielanie dát v rámci aktuálneho sieťového pripojenia. Jej využi-




data – textový reťazec reprezentujúci dáta, ktoré sa budú v sieti odosielať, 
end - textový reťazec reprezentujúci niektorú z ukončovacích sekvencií znakov 
“\r\n“, “\r\n\r\n“ alebo “\r\n.\r\n“. Tieto sekvencie sú definované 
v hlavičkovom súbore „global_types.h“ pod názvami _CH_SENDL, 
_CH_DENDL a _CH_DDENDL. V prípade, že nechceme použiť žiadne prí-
davné ukončenie odosielaných dát, môžeme použiť i prázdny reťazec de-
finovaný ako _NOENDL. 
 
Pre túto metódu bolo navrhnutých 7 jednotkových testov. Sú nimi:  
· test odoslania správy pripojenému klientovi bez pridanej ukončovacej sekvencie, 
· test odoslania správy pripojenému klientovi s pridaním sekvencie “\r\n“, 
· test odoslania správy pripojenému klientovi s pridaním sekvencie “\r\n\r\n“, 
· test odoslania správy pripojenému klientovi s pridaním sekvencie “\r\n\.r\n“, 
· test odoslania správy pripojenému klientovi s nepodporovanou sekvenciou ukonče-
nia, 
· test odoslania správy nepripojenému klientovi, 
· test odoslania prázdnej správy. 
5.2.5 Test funkcie receiveCommand() 
- Deklarácia: 
int receiveCommand(std::string end); 
- Popis: 
Metóda slúži na prijímanie dát v sieti. Jej využitie spočíva v spracovaní elementov 
<receive> v testovacích prípadoch. Prijaté dáta metóda vkladá do privátnej pre-
mennej triedy my_socket s názvom m_RecCommand. 
- Parametre: 
end – textový reťazec, reprezentujúci sekvenciu znakov, po ktorú sa majú dáta 
prijímať. Môže nadobúdať rovnakých hodnôt ako parameter end metódy 
sendCommand(). 
 
Pre túto metódu bolo navrhnutých 7 jednotkových testov. Sú to: 
· test prijatia správy od serveru bez prídavného ukončenia, a teda prijímanie dovte-
dy, kým server odosiela, 
· test prijatia správy od serveru po prvú sekvenciu znakov “\r\n“, pri správe ktorá 
touto sekvenciou končí, 
· test prijatia správy od serveru po prvú sekvenciu znakov “\r\n\r\n“, pri správe, 
ktorá touto sekvenciou končí, 
· test prijatia správy od serveru po prvú sekvenciu znakov “\r\n\.r\n“, pri správe, 
ktorá touto sekvenciou končí, 
· test prijatia správy od serveru po prvú sekvenciu znakov “\r\n“, pri správe, ktorá 
po tejto sekvencii pokračuje ďalej, 
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· test prijatia správy od serveru po prvú sekvenciu znakov, pri nesprávnom zadaní 
tejto sekvencie alebo nepodporovanej sekvencii, 
· test prijatia správy pri nepripojenom klientovi. 
5.2.6 Test funkcie varTableInsert() 
- Deklarácia: 
int varTableInsert(std::string id, std::string &value); 
- Popis: 
Metóda slúži na ukladanie premenných v rámci popisu testovacích prípadov do ta-
buľky symbolov. 
- Parametre: 
id – textový reťazec, reprezentujúci meno identifikátoru vkladanej premennej, 
value - referencia na hodnotu vkladanej premennej. 
 
Pre túto metódu bolo vytvorených 5 jednotkových testov: 
· test vloženia novej hodnoty do tabuľky s premennými, 
· test sekvenčného vloženia viacerých hodnôt po sebe do tabuľky s premennými, 
· test vloženia dvoch premenných s rovnakým identifikátorom do tabuľky 
s premennými, 
· test vloženia premennej s prázdnym reťazcom ako identifikátorom, 
· test vloženia premennej s prázdnou hodnotou. 
5.2.7 Test funkcie varTableSearch() 
- Deklarácia: 
int varTableSearch(std::string id, std::string &value); 
- Popis: 
Metóda slúži na vyhľadávanie v tabuľke s premennými. Vyhľadá sa premenná 
s daným kľúčom a jej hodnota sa uloží do premennej programu. Táto hodnota mô-
že byť neskôr využitá pri rôznych overovaniach a porovnávaniach v testoch. 
- Parametre: 
id – textový reťazec, reprezentujúci meno identifikátoru hľadanej premennej, 
value - referencia na hodnotu premennej, do ktorej sa má nájdená hodnota ulo-
žiť. 
 
Pre metódu varTableSearch() boli vytvorené tieto 4 jednotkové testy: 
· test vyhľadania hodnoty premennej v tabuľke s jedinou premennou, 
· test vyhľadávania hodnoty premennej v tabuľke s viacerými premennými, 
· test vyhľadania neexistujúceho identifikátoru v tabuľke s premennými, 
· test vyhľadania hodnoty premennej v prázdnej tabuľke s premennými. 
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5.2.8 Test funkcie mailTableInsert() 
- Deklarácia: 
int mailTableInsert(std::string id, rec_email &email); 
- Popis: 
Metóda rovnako ako varTableInsert() slúži na ukladanie premenných v rámci popi-
su testovacích prípadov do tabuľky symbolov a dala by sa touto metódou nahradiť. 
Rozdiel spočíva v tom, že metóda mailTableInsert() používa k ukladaniu hodnôt 
tabuľku s dátovými štruktúrami reprezentujúcimi e-maily. Tie obsahujú položky 
pre identifikátor, hlavičku e-mailu, telo e-mailu a pole príloh. Metódu mailTableIn-
sert() teda využijeme ak si chceme ako premennú uložiť e-mail. 
- Parametre: 
id – textový reťazec, reprezentujúci identifikátor vkladaného e-mailu, 
email - referencia na dátovú štruktúru obsahujúcu vkladanú e-mailovú správu. 
 
Pre metódu mailTableInsert() boli vytvorené tieto jednotkové testy:  
· test vloženia jednoduchého e-mailu bez príloh do tabuľky e-mailov, 
· test vloženia e-mailu s prílohou do tabuľky e-mailov, 
· test vloženia e-mailu s troma prílohami do tabuľky e-mailov, 
· test vloženia dvoch e-mailov s rôznymi identifikátormi sekvenčne po sebe do ta-
buľky e-mailov, 
· test vloženia dvoch e-mailov s rovnakým identifikátorom do tabuľky e-mailov. 
5.2.9 Test funkcie mailTableSearch() 
- Deklarácia: 
int mailTableSearch(std::string id, rec_email &email); 
- Popis: 
Metóda slúži na vyhľadávanie v tabuľke s e-mailami. Metóda vyhľadá e-mail 
s daným identifikátorom a ten uloží štruktúry reprezentujúcej e-mail. Túto štruk-
túru je možné následne použiť pri porovnávaní a testovaní vlastností konkrétneho 
e-mailu. 
- Parametre: 
id – textový reťazec, reprezentujúci identifikátor hľadaného e-mailu, 
email - referencia na dátovú štruktúru pre vloženie vyhľadanej e-mailovej sprá-
vy. 
 
Pre túto metódu boli vytvorené tieto 4 jednotkové testy: 
· test vyhľadania e-mailu v tabuľke s jediným e-mailom, 
· test vyhľadávania e-mailu v tabuľke s viacerými e-mailami, 
· test vyhľadania neexistujúceho identifikátoru v tabuľke s e-mailami, 





Testovanie predstavuje veľmi dôležitú časť procesu vývoja softvéru a je s týmto procesom 
úzko zviazané. Práca sa snaží oboznámiť s tým, aká rozsiahla a členitá je oblasť testova-
nia. Toto členenie je spolu so stručným úvodom do problematiky testovania podrobnejšie 
popísané v druhej kapitole. Tá tiež predstavuje niekoľko oblastí a možností testovania. 
Každá z nich má špecifický význam pri testovaní určitých aplikácií alebo ich častí. Preto 
je veľmi dôležité, s tým súvisiace, plánovanie procesu testovania, ktoré nám pomáha v čo 
najväčšej miere celý tento proces zefektívniť.  
Druhá časť práce sa zameriava na návrh nástroja vhodného na podporu automatic-
kého testovania sieťových aplikácií. Jadrom tohto nástroja je jazyk pre popis testovacích 
scenárov sieťových aplikácií. Pri návrhu tohto jazyka bolo uvažovaných niekoľko spôsobov 
jeho reprezentácie. Tretia kapitola vysvetľuje, z akého dôvodu vychádza navrhnutý jazyk 
práve z jazyka XML a výhody s tým spojené. Ďalej tiež popisuje požiadavky na takýto 
jazyk spolu s konkrétnym návrhom jeho elementov. Štvrtá kapitola je zameraná na návrh 
interpreta riadiacich skriptov testovania, popísaných navrhnutým jazykom. Sú v nej ob-
siahnuté požiadavky, s ktorými je potrebné sa vyrovnať pri návrhu takéhoto nástroja. Ob-
sahuje tiež rôzne spôsoby riešenia niektorých menších úloh, spojených s návrhom aplikácie, 
ako napríklad návrh tried aplikácie alebo popisy knižníc, ktoré je možné pri implementácii 
využiť.  
Práca ďalej pokračuje popisom implementácie navrhnutého nástroja. Táto časť po-
skytuje pohľad na niektoré detaily, s ktorými je možné sa pri implementácii stretnúť. 
Druhá časť tejto kapitoly je venovaná testovaniu navrhnutého interpretu. Obsahuje popisy 
kľúčových funkcií interpretu a k nim navrhnutých testov, ktoré slúžia na overenie správ-
neho chovania sa aplikácie v kľúčových situáciách.  
Aktuálne využitie navrhnutého nástroja má široké spektrum možností. Jeho použí-
vanie by sa však dalo zjednodušiť niektorými ďalšími rozšíreniami. Do budúcnosti by moh-
lo byť výhodné pridať podporu nových dátových typov a operácií používaných v sieťových 
komunikáciách. Okrem textových reťazcov a e-mailových správ by to mohla byť napríklad 
podpora formátu správ komunikačných klientov, RSS, alebo tiež podpora štandardných 
dátových typov ako integer. Ďalšie možnosti rozšírenia spočívajú napríklad 
v automatickom generovaní nových testovacích scenárov z neúspešných testovacích prípa-
dov, pridaní podpory pre cykly v testovacích scenároch či spúšťanie a simulácia viacerých 
klientov súčasne.  
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A Demonštrácia funkčnosti 
prekladača 
Táto príloha sa zaoberá praktickým využitím navrhnutého jazyka a implementovaného 
interpreta na príkladoch overovania antivírovej kontroly elektronickej pošty od AVG 
Technologies CZ, s.r.o.. 
AVG Technologies CZ, s.r.o. používa v súčasnosti na testovanie svojej antivírovej 
kontroly elektronickej pošty tím testerov, ktorí postupujú pri testovaní podľa stanovených 
testovacích scenárov. Keďže však tieto scenáre patria ku know-how spoločnosti, táto práca 
neposkytuje ich presný a detailný popis. Použitá ukážka testovacieho scenáru z pôvodných 
scenárov síce vychádza, no niektoré kroky sú pozmenené, nahradené alebo úplne vynecha-
né. K názornej ukážke využitia nástroja v spoločnosti by však mal byť tento príklad po-
stačujúci.  
A.1 Testovanie AVG E-mail Scanner 
V rámci svojej aplikácie ponúka spoločnosť AVG Technologies CZ, s.r.o. i ochranu schrán-
ky elektronickej pošty pred nevyžiadanými správami, šírením podvodných e-mailov i pred 
skrytými vírusmi. AVG E-mail Scanner kontroluje, či prílohy a odkazy e-mailov neobsahu-
jú hrozby, ktoré by mohli po doručení do e-mailovej schránky spôsobiť škodu. Táto apliká-
cia funguje ako plug-in modul pre e-mailových klientov a prevádza kontrolu e-mailov pre 
účty využívajúce protokoly POP3, IMAP a SMTP. 
Aplikácia ponúka niekoľko možností nastavenia ochrany e-mailov. Patria sem: 
· zapnutie/vypnutie kontroly prichádzajúcej pošty, 
· zapnutie/vypnutie kontroly odchádzajúcej pošty, 
· zapnutie/vypnutie antispamovej kontroly, 
· zapnutie/vypnutie zmeny predmetu správy v prípade infikovaných správ, 
· zapnutie/vypnutie testovania archívov, 
· nastavenie hodnotenia, pri ktorom bude už správa označovaná ako SPAM, 
· zapnutie/vypnutie zmeny predmetu pri správach označených ako SPAM,  
· a veľa ďalších. 
Ako i ostané časti aplikácie, i funkčnosť antivírovej a antispamovej kontroly je po-
trebné overovať s rôznymi nastaveniami. Pre každé nastavenie musí testovací scenár zo-
hľadniť niekoľko krokov a rôznych vstupných dát. Ak chceme napríklad overiť, či apliká-
cia správne detekuje e-maily s vírusom, musíme zabezpečiť, aby bola zapnutá kontrola 
prichádzajúcej pošty a aby bola nastavená zmena hlavičky pre infikované e-maily. Násled-
ne je potrebné odoslať a prijať niekoľko e-mailov, z ktorých určité množstvo bude daný 
vírus obsahovať a nakoniec overiť, či aplikácia všetky prichádzajúce správy skontrolova-
la, či u všetkých správ s vírusom správne zmenila predmet správy a tiež to, že u správ, 
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ktoré vírus neobsahovali, zostal predmet správy nezmenený. Podobným spôsobom by sme 
tiež postupovali napríklad pri overovaní správnej detekcie SPAM-u. Okrem toho, že je 
potrebné overovať funkčnosť pri viacerých nastaveniach, je potrebné vždy konkrétne testy 
vykonať na viacerých operačných systémoch, na ktorých aplikácia môže bežať.  
Ukážka testovacieho scenára na kontrolu niektorých vlastností môže vyzerať nasle-
dovne. 
· Testovací scenár: 
o Inicializačné kroky pred testovaním. 
o Kontrola prijatých e-mailov pri východiskovom nastavení aplikácie. 
o Kontrola prijatých e-mailov pri vypnutej kontrole prichádzajúcich správ. 
o Kontrola prijatých e-mailov pri zapnutom odstraňovaní infikovaných príloh. 
o Kontrola prijatých e-mailov pri vypnutej certifikácii prichádzajúcej pošty. 
o Kontrola prijatých e-mailov pri zapnutej certifikácii prichádzajúcej pošty. 
o Kontrola prijatých e-mailov pri zapnutej certifikácii pri e-mailoch s prílohou. 
o Kontrola prijatých e-mailov pri certifikácii v konkrétnom jazyku. 
o Kontrola prijatých e-mailov pri zapnutej certifikácii e-mailov so zmeneným tex-
tom certifikácie. 
· Inicializačné kroky pred testovaním: 
o Spustenie virtuálneho počítača s OS Windows. 
o Príprava e-mailov, ktoré budú použité na testovanie. 
o Príprava e-mailového klienta s podporov POP3 protokolu. 
o Inštalácia aplikácie AVG. 
· Kontrola prijatých e-mailov pri východiskovom nastavení aplikácie: 
o Prijatie zvolenej sady testovacích e-mailov. 
o Overenie, že všetky e-maily boli skontrolované. 
o Overenie, že e-maily obsahujúce vírus boli detekované ako e-maily s vírusom, ale 
predmet  správy zmenený nebol. 
o Overenie, že e-maily detekované ako SPAM boli detekované správne, ich tzv. 
Spam-skóre je vyššie ako nastavené.  
o Overenie, že všetky správy ktoré obsahujú infekciu, boli správne certifikované. 
o Overenie, že všetky správy boli prijaté správne i so všetkými prílohami. 
· Kontrola prijatých e-mailov pri vypnutej kontrole prichádzajúcich správ: 
o Vypnutie kontroly prichádzajúcich správ v nastavení aplikácie. 
o Prijatie zvolenej sady testovacích e-mailov. 
o Overenie, že všetky správy boli správne prijaté. 
o Overenie, že žiadna zo správ nemá odstránenú žiadnu z príloh. 
o Overenie, že žiadna zo správ nie je certifikovaná. 
o Overenie, že žiadna zo správ nemá zmenený predmet správy. 
· Kontrola prijatých e-mailov pri zapnutom odstraňovaní infikovaných príloh: 
o Zapnutie kontroly prichádzajúcich správ v nastavení aplikácie. 
o Zapnutie odstraňovania príloh infikovaných správ. 
o Prijatie zvolenej sady testovacích e-mailov. 
o Overenie, že infikované správy boli správne detekované. 
o Overenie, že prílohy u infikovaných správ boli správne odstránené. 
o Overenie, že prílohy u neinfikovaných správ zostali neodstránené. 
o Overenie, že žiadna správa nemá zmenený predmet správy. 
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o Overenie, že všetky správy obsahujúce vírus sú certifikované. 
· Kontrola prijatých e-mailov pri vypnutej certifikácii prichádzajúcej pošty: 
o Vypnutie certifikácie prichádzajúcich e-mailov. 
o Vypnutie certifikácie prichádzajúcich správ s prílohami. 
o Prijatie zvolenej sady testovacích e-mailov. 
o Overenie, že sada e-mailov bola prijatá bez problémov. 
o Overenie, že žiadny e-mail nemá odstránenú prílohu. 
o Overenie, že žiadny z e-mailov nebol certifikovaný. 
· Kontrola prijatých e-mailov pri zapnutej certifikácii prichádzajúcej pošty: 
o Zapnutie certifikácie všetkých prichádzajúcich správ. 
o Prijatie zvolenej sady testovacích e-mailov. 
o Overenie, že správy boli prijaté bez problémov, a ich prílohy neboli odstránené. 
o Overenie, že všetky správy boli správne certifikované. 
· Kontrola prijatých e-mailov pri zapnutej certifikácii pri e-mailoch s prílohou: 
o Zapnutie certifikácie e-mailov iba pri správach s prílohami. 
o Prijatie zvolenej sady testovacích e-mailov. 
o Overenie, že všetky správy boli prijaté bez problémov. 
o Overenie, že správy s prílohami boli správne certifikované. 
o Overenie, že správy bez príloh neboli certifikované. 
· Kontrola prijatých e-mailov pri certifikácii v konkrétnom jazyku: 
o Nastavenie certifikácie všetkých prichádzajúcich správ. 
o Nastavenie jazyka certifikácie. 
o Prijatie sady testovacích e-mailov. 
o Overenie, že všetky správy boli prijaté bez problémov. 
o Overenie, že všetky správy boli certifikované. 
o Overenie, že certifikácia obsahuje správnu verziu AVG a vírusovej databázy. 
· Kontrola prijatých e-mailov pri zapnutej certifikácii e-mailov so zmeneným textom 
certifikácie: 
o  Zmena textu certifikácie v nastavení aplikácie. 
o  Prijatie sady testovacích e-mailov. 
o  Overenie, že správy boli prijaté bez problémov. 
o  Overenie, že všetky správy boli certifikované. 
o  Overenie, že správy obsahujú správny text certifikácie. 
 
Takto pripravený testovací scenár je možné popísať i pomocou navrhnutého jazyka 
a testovanie vykonať automaticky. Inicializačné kroky pred testovaním je možné zapísať 
formou dávkového súboru pre Windows, prípadne využiť i možnosti, ktoré nám poskytuje 
virtualizácia. Prijímanie sady testovacích e-mailov je možné jednoducho simulovať pomo-
cou príkazov protokolu POP3. Takýmto spôsobom môžeme simulovať prijímanie e-mailov 
na strane serveru i klienta. Prijatie niekoľkých e-mailov teda môžeme simulovať na strane 
klienta napríklad takto: 
     <client> 
           <host>2001:0:5ef5:79fd:2cec:342d:3f57:cb78</host> 
           <port>110</port> 
     </client> 
           
 42
          <receive until="_SENDL">^\+OK.*</receive> 
          <send append="_SENDL">USER XXXX</send> 
          <receive until="_SENDL">^\+OK.*</receive> 
          <send append="_SENDL">PASS XXXXX</send> 
          <receive until="_SENDL">^\+OK.*</receive> 
          <send append="_SENDL">LIST</send> 
          <receive until="_DDENDL">^\+OK.*</receive> 
     
    <send append="_SENDL">RETR 1</send> 
     <receive until="_SENDL">^\+OK.*</receive> 
     <receive_and_save until="_DDENDL"  
email_struct="Email1">sprava1.eml</receive_and_save> 
        
     <send append="_SENDL">RETR 2</send> 
          <receive until="_SENDL">^\+OK.*</receive> 
          <receive_and_save until="_DDENDL"  
email_struct="Email2">sprava2.eml</receive_and_save> 
 
     <send append="_SENDL">RETR 3</send> 
          <receive until="_SENDL">^\+OK.*</receive> 
          <receive_and_save until="_DDENDL"  
email_struct="Email3">sprava3.eml</receive_and_save> 
     
     <send append="_SENDL">QUIT</send> 




Podobne potom simulujeme i stranu serveru s tým, že server bude využívať ele-
ment jazyka <send_file append=“_DDENDL“> a pomocou neho odosielať pripravené e-
mailové správy. 
 Na to, aby sme mohli nastavovať rôzne vlastnosti AVG, využijeme element <exe-
cute>. Pomocou neho môžeme spúšťať externé súbory a aplikácie. Na nastavovanie vlast-
ností E-mail Scanneru z príkazového riadku mi v spoločnosti AVG Technologies CZ, s.r.o. 
vytvorili jednoduchý nástroj cfgsetx.exe, ktorý umožňuje robiť zmeny v nastavení AVG 
tak, aby bolo možné prezentovať funkčnosť tejto práce. Týmto programom nie je možné 
ovplyvniť detekčné časti systému AVG, takže nemôže dôjsť k ohrozeniu počítača škodli-
vým kódom v prípade nesprávneho použitia. Ďalšou podmienkou jeho úspešného behu je 
spúšťanie pod účtom s oprávnením administrátora.  Nástroj je schopný pomocou svojich 
parametrov: 
· zapnúť/vypnúť antispamovú kontrolu v aplikácii (aspamOn/aspamOff),  
· zapnúť/vypnúť certifikáciu prichádzajúcej pošty (emcCertifyOn/emcCertifyOff), 
· a zapnúť/vypnúť zmenu predmetu správy pri správe detekovanej ako spam (as-
pamSubject-On/aspamSubjectOff).  
 Pomocou elementu <execute>cfgsetx.exe parameter</execute> môžeme teda 
spúšťať tento nástroj a nastavovať spomenuté vlastnosti aplikácie pre testovanie.  
Poslednou časťou, ktorá je v rámci testovacieho scenára najčastejšia, je overovanie 
prijatých e-mailov. Či už ide o overovanie, či boli zmenené predmety, odstránene prílohy, 
alebo správne pridaná certifikácia e-mailu, môžeme na tento účel využiť elementy 
<match_email> prípadne <match_file>. Ak sme pri prijímaní e-mailu použili volitelný 
atribút email_struct, prijatá správa sa uložila do štruktúry s daným identifikátorom. 
Pomocou elementu <match_email> môžeme túto správu overiť voči akémukoľvek regu-
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lárnemu výrazu. Ak teda napríklad vieme, že správa ktorú sme odosielali, obsahovala vírus 
a overujeme práve, či aplikácia správne zmenila predmet správy, ktorá obsahuje vírus, 
môžeme to zistiť napríklad takto:  
<match_email id="Email1" tail="header">^Subject: \*VIRUS\* </match_email> 
V kombinácii s elementmi vetvenia a elementom <report> môžeme overiť všetky prijaté 
správy a vytvoriť k testu správu o tom ako testovanie dopadlo. Príklad môže vyzerať na-
príklad takto:               
 
<if> 
  <match_email id="Email1" tail="header">^Subject: \*VIRUS\*</match_email> 
  <then> 
    <report file="test_report.txt">Test 1 OK: subject changed!</report> 
  </then> 
</if> 
<else> 
  <report file="test_report.txt">Test 1 ERR: subject not changed!</report> 
</else> 
Takýmto spôsobom môžeme vytvoriť a popísať celý spomínaný testovací scenár 
a automaticky k nemu vytvoriť i správu o tom, ktoré testy dopadli úspešne a ktoré nie. 
Pripravený scenár môžeme rovnako použiť na viacerých operačných systémoch.  
A.2 Výsledky testov 
V rámci testovania interpretu navrhnutého jazyka bolo vytvorených niekoľko testovacích 
scenárov, ktoré overovali funkcionalitu antivírovej ochrany elektronickej pošty od AVG 
Technologies CZ, s.r.o.. Tieto testovacie scenáre popisovali a overovali funkcionalitu pri 
rôznych nastaveniach, využití rôznych protokolov a tiež rôznych operačných systémov. 
Úspešné výsledky takmer všetkých testov potvrdili možnosti využitia navrhnutého jazyka 
pri overovaní správnej funkčnosti antivírovej ochrany elektronickej pošty. Pri jednom 
z testov sa podarilo odhaliť i chybné spávanie samotnej testovanej aplikácie, ktoré bolo 
následne odstránené.  
V tomto prípade išlo o overenie, že pri zapnutej kontrole odosielaných správ budú 
správy odosielané pomocou SMTP protokolu bez šifrovania správne odoslané 
a skontrolované. Pri samotnom teste však AVG E-mail Scanner počas komunikácie 
s niektorými SMTP servermi zlyhal a správu sa nepodarilo odoslať. 
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B  XML-Schema navrhnutého 
jazyka 
Príloha obsahuje úplnú a detailnú definíciu navrhnutého jazyka. Pomocou XML-Schema 
popisuje to, čo bolo uvedené v podkapitole 3.2 vo forme viet.   
<?xml version="1.0" encoding="UTF-8"?> 
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"> 
    <xs:element name="test_scenario"> 
        <xs:complexType> 
            <xs:choice> 
                <xs:element name="test_case" minOccurs="1" maxOccurs="unbounded"> 
                    <xs:complexType> 
                        <xs:sequence> 
                            <xs:element name="setup" minOccurs="0" maxOccurs="1"> 
                                <xs:complexType> 
                                    <xs:choice> 
                                        <xs:element name="execute" type="xs:string"  
minOccurs="0" maxOccurs="unbounded"/> 
                                        <xs:group ref="startElements"/> 
                                    </xs:choice> 
                                </xs:complexType> 
                            </xs:element> 
                            <xs:element name="exercise" minOccurs="0" maxOccurs="1"> 
                                <xs:complexType> 
                                    <xs:choice minOccurs="0" maxOccurs="unbounded"> 
                                        <xs:element name="execute" type="xs:string"  
minOccurs="0" maxOccurs="unbounded"/> 
                                        <xs:group ref="communicationElements"/> 
                                        <xs:sequence> 
                                            <xs:element name="if" type="if_type"  
minOccurs="1" maxOccurs="1"/> 
                                            <xs:element name="else_if" type="if_type"  
minOccurs="0" maxOccurs="unbounded"/> 
                                            <xs:element name="else" type="then_type"  
minOccurs="0" maxOccurs="1"/> 
                                        </xs:sequence> 
                                    </xs:choice> 
                                </xs:complexType>     
                            </xs:element> 
                            <xs:element name="verify" minOccurs="0" maxOccurs="1"> 
                                <xs:complexType> 
                                    <xs:choice minOccurs="0" maxOccurs="unbounded"> 
                                        <xs:group ref="verifyElements"/> 
                                        <xs:sequence> 
                                            <xs:element name="if" type="if_type"  
minOccurs="1" maxOccurs="1"/> 
                                            <xs:element name="else_if" type="if_type"  
minOccurs="0" maxOccurs="unbounded"/> 
                                            <xs:element name="else" type="then_type"  
minOccurs="0" maxOccurs="1"/> 
                                        </xs:sequence> 
                                    </xs:choice> 
                                </xs:complexType>     
                            </xs:element> 
                            <xs:element name="teardown" minOccurs="0" maxOccurs="1"> 
                                <xs:complexType> 
                                    <xs:choice minOccurs="0" maxOccurs="unbounded"> 
                                        <xs:element name="closeConnection"  
type="emptyElement"/> 
                                        <xs:element name="delete" minOccurs="0"  
maxOccurs="unbounded"/> 
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                                    </xs:choice> 
                                </xs:complexType> 
                            </xs:element> 
                        </xs:sequence>  
                        <xs:attribute name="stId" type="xs:string"/> 
                    </xs:complexType> 
                </xs:element> 
                <xs:choice> 
                    <xs:sequence minOccurs="1" maxOccurs="unbounded"> 
                        <xs:group ref="startElements" maxOccurs="1"/>   
                        <xs:choice minOccurs="0" maxOccurs="unbounded"> 
                            <xs:element name="execute" type="xs:string" minOccurs="0"  
maxOccurs="unbounded"/> 
                            <xs:group ref="communicationElements"/> 
                            <xs:group ref="verifyElements"/> 
                            <xs:sequence> 
                                <xs:element name="if" type="if_type" minOccurs="1"  
maxOccurs="1"/> 
                                <xs:element name="else_if" type="if_type" minOccurs="0"  
maxOccurs="unbounded"/> 
                                <xs:element name="else" type="then_type" minOccurs="0"  
maxOccurs="1"/> 
                            </xs:sequence>    
                        </xs:choice> 
                        <xs:element name="closeConnection" maxOccurs="1"/> 
                        <xs:choice minOccurs="0" maxOccurs="unbounded"> 
                            <xs:sequence> 
                                <xs:element name="if" type="if_type" minOccurs="1"  
maxOccurs="1"/> 
                                <xs:element name="else_if" type="if_type" minOccurs="0"  
maxOccurs="unbounded"/> 
                                <xs:element name="else" type="then_type" minOccurs="0"  
maxOccurs="1"/> 
                            </xs:sequence>    
                            <xs:group ref="verifyElements"/> 
                        </xs:choice> 
                    </xs:sequence> 
                    <xs:sequence> 
                        <xs:element name="execute" type="xs:string" minOccurs="0"  
maxOccurs="unbounded"/> 
                        <xs:group ref="verifyElements" maxOccurs="unbounded"/> 
                    </xs:sequence> 
                </xs:choice> 
            </xs:choice> 
        </xs:complexType> 
    </xs:element>  
    <xs:group name="startElements"> 
        <xs:choice> 
            <xs:element name="client" type="client_type"/> 
            <xs:element name="server" type="server_type"/>      
        </xs:choice>   
    </xs:group> 
    <xs:group name="communicationElements"> 
        <xs:choice> 
            <xs:element name="send" type="send_type"/> 
            <xs:element name="receive" type="receive_type"/> 
            <xs:element name="receive_and_save" type="receive_type"/> 
            <xs:element name="send_file" type="send_type"/> 
        </xs:choice> 
    </xs:group> 
    <xs:group name="verifyElements"> 
        <xs:choice> 
            <xs:element name="report" type="report_type"/> 
            <xs:element name="match" type="xs:string"/> 
            <xs:element name="match_email" type="match_mail_type"/> 
            <xs:element name="match_variable" type="match_type"/> 
            <xs:element name="match_file" type="match_type"/> 
            <xs:element name="delete" type="xs:string"/> 
            <xs:element name="addTestCounter" type="emptyElement"/> 
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            <xs:element name="addSucceed" type="emptyElement"/> 
            <xs:element name="addFailed" type="emptyElement"/> 
            <xs:element name="printTestResults" type="print_results_type"/> 
        </xs:choice> 
    </xs:group> 
    <xs:complexType name="client_type"> 
        <xs:sequence> 
            <xs:element name="host" type="xs:string"/> 
            <xs:element name="port" type="xs:int"/> 
        </xs:sequence> 
    </xs:complexType> 
    <xs:complexType name="server_type"> 
        <xs:sequence> 
            <xs:element name="port" type="xs:int"/> 
            <xs:element name="from" type="xs:string" minOccurs="0" maxOccurs="1"/> 
        </xs:sequence> 
    </xs:complexType> 
    <xs:complexType name="report_type"> 
        <xs:simpleContent> 
            <xs:extension base="xs:string"> 
                <xs:attribute name="file" type="xs:string" use="required"/>         
            </xs:extension> 
        </xs:simpleContent> 
    </xs:complexType> 
    <xs:simpleType name="emptyElement"> 
        <xs:restriction base="xs:string"> 
            <xs:length value="0"/> 
        </xs:restriction> 
    </xs:simpleType> 
    <xs:complexType name="print_results_type"> 
        <xs:attribute name="file" type="xs:string" use="required"/> 
    </xs:complexType> 
    <xs:complexType name="send_type"> 
        <xs:simpleContent> 
            <xs:extension base="xs:string"> 
                <xs:attribute name="append" type="xs:string" use="optional"/> 
            </xs:extension> 
        </xs:simpleContent> 
    </xs:complexType> 
    <xs:complexType name="receive_type"> 
        <xs:simpleContent> 
            <xs:extension base="xs:string"> 
                <xs:attribute name="until" type="xs:string" use="optional"/> 
                <xs:attribute name="variable" type="xs:string" use="optional"/> 
                <xs:attribute name="email_struct" type="xs:string" use="optional"/> 
            </xs:extension> 
        </xs:simpleContent> 
    </xs:complexType>       
    <xs:complexType name="if_type"> 
        <xs:sequence> 
            <xs:choice> 
                <xs:element name="receive" type="receive_type"/> 
                <xs:element name="match" type="xs:string"/> 
                <xs:element name="match_variable" type="match_type"/> 
                <xs:element name="match_email" type="match_mail_type"/> 
                <xs:element name="match_file" type="match_type"/> 
            </xs:choice>  
            <xs:element name="then" type="then_type"/> 
        </xs:sequence> 
        <xs:attribute name="stId" type="xs:string" use="optional"></xs:attribute> 
    </xs:complexType> 
    <xs:complexType name="match_mail_type"> 
        <xs:simpleContent> 
            <xs:extension base="xs:string"> 
                <xs:attribute name="id" type="xs:string" use="required"/> 
                <xs:attribute name="tail" type="xs:string"  use="optional"/> 
            </xs:extension> 
        </xs:simpleContent> 
    </xs:complexType> 
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    <xs:complexType name="match_type"> 
        <xs:simpleContent> 
            <xs:extension base="xs:string"> 
                <xs:attribute name="id" type="xs:string" use="required"/>         
            </xs:extension> 
        </xs:simpleContent> 
    </xs:complexType> 
    <xs:complexType name="then_type"> 
        <xs:choice minOccurs="0" maxOccurs="unbounded"> 
            <xs:group ref="verifyElements" minOccurs="0" maxOccurs="unbounded"/> 
            <xs:group ref="communicationElements" minOccurs="0" maxOccurs="unbounded"/> 
            <xs:sequence> 
                <xs:element name="if" type="if_type" minOccurs="1" maxOccurs="1"/> 
                <xs:element name="else_if" type="if_type" minOccurs="0"  
maxOccurs="unbounded"/> 
                <xs:element name="else" type="then_type" minOccurs="0" maxOccurs="1"/> 
            </xs:sequence> 
        </xs:choice> 
    </xs:complexType> 
</xs:schema>  
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C  Grafické zobrazenie XML-
Schema 
Príloha obsahuje grafický návrh XML-Schema, ktoré slúži najmä na prehľadnejšie a intui-
tívnejšie znázornenie vnárania elementov. Detailný návrh skupín a rôznych typov elemen-





C.1 Skupiny a typy elementov  
V rámci návrhu XML-Schema bolo použitých viacero skupín elementov ako startEle-
ments, comunicationElements a verifyElements. Okrem nich boli tiež využité rôzne 
typy elementov, ktoré môžu obsahovať ďalšie vnorené elementy. Tieto typy a skupiny 












D  Príklad popisu testovacieho 
prípadu 
Príloha obsahuje príklad popisu testovacieho prípadu s využitím všetkých druhov elemen-
tov, ktoré jazyk podporuje.  
1: <test_scenario> 
2:   <test_case stId="test1"> 
3:      <setup>       <!-- connect to server : port 110 --> 
4:          <client> 
5:              <host>2001:0:5ef5:79fd:2cec:342d:3f57:cb78</host> 
6:              <port>110</port> 
7:          </client> 
8:      </setup> 
9:      <exercise>            <!-- receive email --> 
10:        <receive until="_SENDL">^\+OK.*</receive> 
11:        <send append="_SENDL">USER tester</send> 
12:        <receive until="_SENDL">^\+OK.*</receive> 
13:        <send append="_SENDL">PASS tester</send> 
14:        <receive until="_SENDL">^\+OK.*</receive> 
15:        <send append="_SENDL">LIST</send> 
16:        <receive until="_DDENDL">^\+OK.*</receive> 
17:        <send append="_SENDL">RETR 1</send> 
18:        <receive until="_SENDL">^\+OK.*</receive> 
19:        <receive_and_save until="_DDENDL"  
email_struct="Email">sprava1.eml</receive_and_save> 
20:        <send append="_SENDL">QUIT</send> 
21:     </exercise> 
22:     <verify> 
23:        <if stId="subtest1.1">   <!-- was subjekt changed ??? --> 
24:           <match_file id="sprava1.eml">^Subject: \*VIRUS\*</match_file> 
25:           <then> 
26:               <report file="test_report.txt">Test 1.1: OK - virus detected!!!</report> 
27:           </then> 
28:        </if> 
29:        <else> 
30:           <report file="test_report.txt">Test 1.1: ERR - virus NOT detected!!!</report> 
31:        </else> 
32:        <if stId="subtest1.2">  <!—- was attachment removed ??? --> 
33:           <match_email id="Email"  
tail="attachments">filename="attWithVirus\.txt"</match_email> 
34:           <then> 
35:              <report file="test_report.txt">Test 1.2: OK - virus detected!!!</report> 
36:           </then> 
37:        </if> 
38:        <else> 
39:           <report file="test_report.txt">Test 1.2: ERR - virus NOT detected!!!</report> 
40:        </else> 
41:     </verify> 
42:  </test_case> 
43:  <test_case stId="test2"> 
44:      <setup>   <!—- receive connection from localhost : port 110 --> 
45:          <server> 
46:              <port>110</port> 
47:              <from>::1</from> 
48:          </server> 
49:      </setup> 
50:      <exercise>            <!-- execute external program/script --> 
51:          <execute>C:\TEST\test2.bat -param1 -param2</execute> 
52:      </exercise> 
53:      <verify>            <!-- verify result file --> 
54:          <match_file id="result.txt">reg.exp</match_file> 
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55:      </verify> 
56:      <teardown>            <!-- delete result file --> 
57:          <delete>result.txt</delete> 
58:          <closeConnection /> 
59:      </teardown> 
60:  </test_case> 
61:  <test_case stId="test3">        <!-- include external xml --> 
62:       <include>test3.xml</include> 
63:  </test_case> 
64:</test_scenario> 
 
Celý príklad slúži skôr na ukážku použitia všetkých podporovaných elementov, ako 
na ukážku reálneho využitia tohto jazyka. To by bolo možné ukázať prepisom testovacieho 
scenáru z prílohy A do tohto jazyka. Týmto prepisom by sa však neukázalo využitie všet-
kých elementov. Naopak tento príklad, ktorý, i keď by bol rozsiahly, by obsahoval iba 
niekoľko z nich a tieto elementy by sa často opakovali. I keď boli už jednotlivé elementy 
zvlášť predstavené v rámci tretej kapitoly, ukážka ich použitia v komplexnejšom príklade 
môže napomôcť k lepšiemu pochopeniu ich využitia.   
Testovací scenár je ohraničený, značkami <test_scenario> a </test_scenario> 
na prvom a poslednom riadku. Konkrétne testovacie prípady sú potom na riadkoch 2, 43 
a 61 označené pomocou elementov <test_case> spolu s atribútom id pre ich identifiká-
ciu. Tento identifikátor môže byť využitý pri spúšťaní interpretu s parametrami, popísa-
nom v podkapitole 4.2.5. 
2:   <test_case stId="test1"> 
... 
42:  </test_case> 
43:  <test_case stId="test2"> 
... 
60:  </test_case> 
61:  <test_case stId="test3">        <!-- including external xml --> 
62:       <include>test3.xml</include> 
63:  </test_case> 
Na riadku 62 zároveň vidíme využitie elementu <include>, pomocou ktorého 
vkladáme do scenára celý testovací prípad, popísaný v súbore test3.xml. Týmto spôso-
bom môžeme tento testovací prípad použiť viac krát v rôznych testovacích scenároch.  
3:      <setup>       <!-- connect to server : port 110 --> 
4:          <client> 
5:              <host>2001:0:5ef5:79fd:2cec:342d:3f57:cb78</host> 
6:              <port>110</port> 
7:          </client> 
8:      </setup> 
V tejto časti vidíme využitie elementu <client> s jeho potomkami <host> a <po-
rt>. Takto vytvorený klient sa bude teda pokúšať o pripojenie sa na server s IP adresou 
2001:0:5ef5:79fd:2cec:342d:3f57:cb78, zadanou pomocou IPv6, na port číslo 110. 
Element je použitý v rámci elementu <setup>, ktorý slúži hlavne na sprehľadnenie celého 
testovacieho scenára.  
9:      <exercise>            <!-- receive email --> 
10:        <receive until="_SENDL">^\+OK.*</receive> 
11:        <send append="_SENDL">USER tester</send> 
12:        <receive until="_SENDL">^\+OK.*</receive> 
13:        <send append="_SENDL">PASS tester</send> 
14:        <receive until="_SENDL">^\+OK.*</receive> 
15:        <send append="_SENDL">LIST</send> 
16:        <receive until="_DDENDL">^\+OK.*</receive> 
17:        <send append="_SENDL">RETR 1</send> 
18:        <receive until="_SENDL">^\+OK.*</receive> 
19:        <receive_and_save until="_DDENDL"  
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email_struct="Email">sprava1.eml</receive_and_save> 
20:        <send append="_SENDL">QUIT</send> 
21:     </exercise> 
 Ďalšia časť ukazuje využitie elementov <receive> a <send>. V tomto prípade 
konkrétne simuluje správanie e-mailového klienta a jeho prijatie e-mailovej správy 
pomocou POP3 protokolu. Na riadku 19 je táto správa pomocou elementu 
<receive_and_save> prijatá a uložená do tabuľky s e-mailami, kde má 
priradený identifikátor Email. Zároveň je uložená i ako súbor s názvom sprava1.eml. Pre 
väčšiu prehľadnosť je táto časť testovacieho prípadu uzavretá v elemente <exercise>.  
23:        <if stId="subtest1.1">   <!-- was subjekt changed ??? --> 
24:           <match_file id="sprava1.eml">^Subject: \*VIRUS\*</match_file> 
25:           <then> 
26:               <report file="test_report.txt">Test 1.1: OK - virus detected!!!</report> 
27:           </then> 
28:        </if> 
29:        <else> 
30:           <report file="test_report.txt">Test 1.1: ERR - virus NOT detected!!!</report> 
31:        </else> 
 Riadky 23 - 31 slúžia na ukážku využitia vetvenia v testovacom prípade. Element 
<if> obsahuje atribút stId, ktorého využitie, okrem toho že nám bližšie určuje o aký test 
ide, je rovnaké ako pri elemente <test_case>. Toto využitie je spolu so spúšťaním inter-
pretu s parametrami  popísané v podkapitole 4.2.5.  
 Podmienku vetvenia v tomto prípade tvorí element <match_file>. Na základe 
neho sa overí, či súbor sprava1.eml, vytvorený na riadku 19, obsahuje text vyhovujúci 
regulárnemu výrazu: „^Subject: \*VIRUS\*“. A teda, či obsahuje riadok, ktorý má na 
začiatku text: „Subject: *VIRUS*“. Ak súbor tento riadok obsahuje, vloží sa do súboru 
test_report.txt riadok s oznamom, že aplikácia v prijatej správe správne detekovala 
vírus. V opačnom prípade (element <else>) sa do tohto súboru vloží riadok s oznamom, 
že vírus nebol detekovaný.   
 Riadky 32 - 40, podobne ako riadky 23 - 31, ukazujú využitie vetvenia 
v testovacích prípadoch. Rozdiel je v tomto prípade iba vo využití elementu 
<match_email> ako podmienky vetvenia.  
45:          <server> 
46:              <port>110</port> 
47:              <from>::1</from> 
48:          </server> 
 
 Týchto niekoľko riadkov ukazuje využitie elementu server i s oboma jeho vnore-
nými elementmi  <port> a <from>. Takto vytvorený server bude teda na porte číslo 110 
čakať pripojenie v rámci toho istého sieťového rozhrania. Ak sa bude pokúšať o pripojenie 
iný klient, tento server ho odmietne.  
Riadok 51 slúži ako ukážka využitia elementu <execute> v testovacom prípade.  
V tejto časti sa spustí externý program test2.bat s parametrami –param1 a –param2 zo 
zložky TEST na lokálnom disku C.  
 
56:      <teardown>            <!-- delete result file --> 
57:          <delete>result.txt</delete> 
58:          <closeConnection /> 
59:      </teardown> 
 
 Element <teardown> v testovacom prípade test2 slúži na odstránenie nepotreb-
ných súborov, ktoré boli počas tohto testu vytvorené. Obsahuje tiež element <closeCon-
nection/>, pomocou ktorého bude uzatvorené sieťové pripojenie.  
 54
E  Príklady niektorých 
jednotkových testov  
Príloha obsahuje konkrétne ukážky návrhu niektorých jednotkových testov s využitím 
knižnice UnitTest++. 
 




 my_socket client; 
 // exercise 
 int result = client.startClient("www.google.sk", "80");  
 client.closeConnection(); 
 //verify 
 CHECK_EQUAL(return_OK, result); 
} 
 
// test simulácie serveru, ktorý počúva na porte mimo rozsah  
TEST(startServerUnitTest2) 
{ 
 // setup 
 my_socket server; 
 std::string empty; 
 empty.clear(); 
 // exercise 
 int result = server.startServer("887789", empty); 
 // verify 
 CHECK_EQUAL(return_WrongPortNumber, result); 
} 
 
// test ukončenia spojenia na strane klienta 
TEST(closeConnectionUnitTest1) 
{ 
 // setup 
 my_socket client; 
 std::string end; 
 end = _NOENDL; 
 client.startClient("www.google.sk", "80");  
 // exercise 
 client.closeConnection(); 
 int result = client.receiveCommand(end); 
 // verify 
 CHECK_EQUAL(return_NotConnected, result); 
} 
 
// test odoslania správy pripojenému klientovi s pridaním sekvencie “\r\n\r\n“ 
TEST(sendCommandUnitTest3) 
{ 
 // setup 
 my_socket server; 
 std::string command, end, empty; 
 empty.clear(); 
 command = "text"; 
 end = _DENDL; 
 _beginthread(connectClientToLocalhostPort1020, 0, NULL); 
 int result = server.startServer("1020", empty); 
 // exercise 
 result = server.sendCommand(command, end); 
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 server.closeConnection(); 
 // verify 
 CHECK_EQUAL(return_OK, result); 
} 
 
// test prijatia správy ukončenej sekvenciou “\r\n.\r\n“ 
TEST(receiveCommandUnitTest4) 
{ 
 // setup 
 my_socket client; 
 std::string end = _DDENDL; 
 std::string expected = "text"; 
 expected += _CH_DDENDL; 
 _beginthread(startServerLocalhostPort1020SendCommDDendl, 0, NULL); 
 int result = client.startClient("localhost", "1020"); 
 // exercise 
 result = client.receiveCommand(end); 
 client.closeConnection(); 
 std::string recCommand= client.getRecCommand(); 
 // verify 
 CHECK_EQUAL(expected, recCommand); 
 CHECK_EQUAL(return_OK, result); 
} 
 
// test vloženia dvoch premenných s rovnakým identifikátorom do tabuľky s premennými 
TEST(varTableInsertUnitTest3)  
{ 
 // setup 
 var_table new_varTable; 
 std::string varName1 = "myName1"; 
 std::string varValue1 = "text1"; 
 std::string varValue2 = "text2"; 
 // exercise 
 int result = new_varTable.varTableInsert(varName1, varValue1); 
 result = new_varTable.varTableInsert(varName1, varValue2); 
 // verify 
 new_varTable.varTableIterator = new_varTable.varTable.find(varName1); 
 CHECK_EQUAL(return_tabOK, result); 
 CHECK_EQUAL("myName1", new_varTable.varTableIterator->first); 
 CHECK_EQUAL("text2", new_varTable.varTableIterator->second);  
} 
 
// test vyhľadania neexistujúceho identifikátoru v tabuľke s e-mailami 
TEST(mailTableSearchUnitTest3)   
{ 
 // setup 
 var_table new_varTable; 
 std::string emailStructName = "email1"; 
 // exercise 
 int result = new_varTable.mailTableSearch(emailStructName, new_varTable.email); 
 // verify 






F  CD s aplikáciou 
Priložené CD obsahuje:  
· zdrojové súbory interpretu (projekt pre Microsof Visual Studio 2010), 
· preloženú verziu aplikácie spolu so systémovými knižnicami potrebnými k spus-
teniu na počítači bez nainštalovaného prostredia Microsoft Visual Studio 2010, 
· cfgsetx.exe – nástroj na úpravy v nastavení aplikácie AVG pomocou príkazové-
ho riadku, 
· príklady testovacích skriptov, 
· Schema.xsd – XML-Schema navrhnutého jazyka, 
· Readme.txt – súbor obsahujúci stručný návod na použitie.  
