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Resumo 
 
 
As tecnologias de informação em Portugal continuam a ter grande importância no 
meio empresarial. 
Em Portugal, uma das áreas mais solicitadas diz respeito à necessidade de se 
construírem portais que permitam maior facilidade na gestão das empresas, 
nomeadamente ao nível do armazenamento e processamento de informação. Estes 
portais oferecem ainda a hipótese de se agilizarem processos de negócio nas 
empresas, através da informatização dos seus fluxos de negócio. 
Neste relatório descrevo o trabalho desenvolvido na elaboração de uma aplicação 
que permitirá a gestão de todo o negócio da empresa X na área de trabalho 
temporário em Portugal. Para simplificar o desenvolvimento deste portal, foram 
identificados módulos funcionais. Dou especial ênfase aos módulos de Clientes, 
Prospects, Propostas e Processos e Pedidos, que são aqueles com que trabalhei mais 
de perto.  
O projecto descrito neste relatório dá pelo nome de Business & Worker Solutions e 
foi desenolvido na Indra Sistemas Portugal, SA e relativamente ao mesmo irei 
explicar alguma da lógica de negócio associada. Explico também a divisão que foi 
feita em termos de módulos funcionais, descrevo as ferramentas e tecnologias 
utilizadas para a elaboração da aplicação e apresento as opções de implementação. 
Por fim, irei ainda relatar o trabalho que foi desenvolvido e o que ainda seria 
possível desenvolver. 
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Abstract 
 
 
Information technologies still have a great importance in the Portuguese enterprise 
mean, backing-up these words are the numerous companies that proliferate in the 
informatics mean and that respond to the needs of this market. In Portugal, one of the 
most requested areas is the need to build portals that will allow easier ways to manage an 
enterprise in what concerns to storing and processing data. In addition, these portals offer 
mechanisms that allow companies to improve the efficiency of their business processes 
through the computing of their business flows. 
In this paper, I describe the work that I have developed while building a web 
application that will allow the Portuguese leading company at Temporary Work to 
manage the whole of its core business. In order to simplify the necessary development 
done to build this portal, some functional modules were identified. I will give special 
emphasis to the Client’s, Prospects’, Proposals’, Requests and Processes’ modules, 
because these were the ones I worked closest with. 
The project described in this paper goes by the name of Business & Worker Solutions 
and was develop at Indra Sistemas Portugal, SA. In what concerns to this project, I will 
explain some its core business logic. I will also explain the separation that was made in 
means of the functional modules. 
In this paper I will describe the tools and technologies that were applied while 
building this application, I will also present some of development decisions. 
Finally, I will mention the work that has been done and the work that is still 
remaining. 
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1. Introdução 
 
Este relatório pretende apresentar o trabalho realizado no projecto Business & 
Worker Solutions da Indra Sistemas Portugal, enquadrado na disciplina de Projecto 
de Engenharia Informática (PEI), no âmbito do Mestrado em Engenharia Informática 
relativo ao ano lectivo 2006/2007.  
A empresa cliente da Indra neste projecto é a empresa X na área de trabalho 
temporário em Portugal, deste ponto em diante designada neste relatório por empresa 
X. 
O trabalho consistiu na elaboração de um portal que permitirá aos funcionários 
gerirem todo o negócio da empresa X. 
O projecto que foi desenvolvido no âmbito do PEI teve uma duração de 9 meses 
nos quais se inclui a realização deste relatório final. 
Esta versão pública do relatório está incompleta pelo carácter confidencial que 
alguns dados tinham. Esses dados foram passados para um Anexo que é de acesso 
restrito. 
 
1.1 Motivação 
 
O Grupo da empresa X é uma importante empresa de trabalho temporário que 
exerce a sua actividade um pouco por todo o mundo. Em Portugal, com vista a 
dinamizar a sua actividade, surgiu a ideia de se criar um sistema único que 
centralizasse toda a lógica do seu negócio. Este sistema visava dar suporte a todos os 
processos de negócio, tais como o recrutamento de pessoas e a sua colocação num 
cliente da empresa X, bem como dar suporte à área financeira inerente ao seu 
negócio, emissão de facturas, notas de débito e de crédito, entre outros. Foi, por toda 
a complexidade associada ao negócio da empresa X, um projecto ambicioso que tem 
uma projecção e visibilidade muito grande, esperando-se que a solução desenvolvida 
venha a ser reutilizada noutros países. 
 
1.2 Objectivos 
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Os objectivos deste projecto passavam pela construção de um portal a partir do 
qual seria possível à empresa X controlar várias vertentes do seu negócio. Pretendia-
se que fosse uma solução desenhada à medida das necessidades do cliente e que 
recorresse a tecnologias Microsoft. O sistema desenvolvido devia ser único na 
medida em que tinha de oferecer, simultaneamente, funcionalidades de administração 
e as funcionalidades para o qual foi inicialmente concebido, isto é, suportar o negócio 
da empresa X. 
  
1.3 Organização do documento 
Este primeiro capítulo pretende apresentar preliminarmente o projecto que serviu 
de trabalho base para o PEI, bem como a organização do relatório.  
O segundo capítulo faz uma descrição sucinta da instituição responsável pelo 
projecto e que é a instituição responsável face ao PEI, a Indra. Este capítulo apresenta 
também a empresa cliente da Indra neste projecto. E por fim, faz uma breve 
apresentação do projecto. 
O terceiro capítulo entra em maior detalhe explicando em que consiste o projecto, 
apresentando os objectivos e arquitectura global. Neste capítulo detalham-se os 
módulos funcionais em que foi dividida a aplicação, mas com maior ênfase para os 
módulos de Clientes, Propostas, Processos/Pedidos e Prospects, dada a minha maior 
colaboração nestes módulos. O terceiro capítulo explica ainda a organização da 
equipa nas diferentes fases do projecto, apresenta a metodologia de desenvolvimento 
aplicada e finalmente, apresenta o planeamento, quer o que estava inicialmente 
previsto quer o que foi efectivamente cumprido. 
O quarto capítulo, referente ao trabalho realizado, descreve exaustivamente as 
duas abordagens que o projecto seguiu e descreve o que foi feito, como foi feito e 
porque razão foi feito. Neste capítulo comparam-se ainda as duas abordagens 
seguidas. 
O quinto, e último, capítulo apresenta as conclusões relativamente ao trabalho 
desenvolvido e descreve algum do trabalho futuro. 
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2. Projecto de Engenharia Informática – Enquadramento 
 
Neste capítulo são apresentadas as empresas envolvidas no projecto Business & 
Worker Solutions. A empresa de acolhimento no âmbito do PEI, a Indra, e a empresa 
cliente para a qual foi desenvolvida a aplicação. 
 
2.1. Indra – apresentação 
A Indra Sistemas Portugal, SA é uma empresa da área das Tecnologias de 
Informação que está em Portugal desde o ano 2000 e é uma filial da Indra em 
Espanha. Com representação em 11 países, incluindo Portugal, a Indra é a maior 
empresa de tecnologias de informação em Espanha. Em Portugal, as áreas de negócio 
da Indra podem ser divididas em três áreas principais, são elas: Giaf, Sap e 
Tecnologia. As duas primeiras dizem respeito a produtos específicos enquanto que a 
última engloba uma série de projectos a curto e longo prazo que são desenvolvidos 
com recurso a várias plataformas e linguagens e em diversos sistemas. Actualmente, 
na Indra, as duas tecnologias mais utilizadas são o Java e o .NET. É exactamente 
nesta última área que surge o projecto que descrevo neste relatório, mais 
concretamente, utilizando a tecnologia .NET. 
 
2.2. empresa X – Cliente da Indra 
A empresa X integra um grupo multinacional na área recursos humanos que é o 
terceiro maior grupo do mundo na sua actividade, após a fusão que ocorreu em 1999 
entre dois importantes grupos a operar nesta área. O grupo é constituído por cerca de 
18 empresas, distribuídas por 200 unidades de negócio e 46 delegações A empresa X 
opera em Portugal e é a empresa número um na sua área. Muito sucintamente, o que 
este grupo faz é recolher currículos de pessoas que procuram emprego, seleccionar os 
candidatos através da avaliação dos currículos e através de processos de selecção e 
finalmente, subcontratar estes colaboradores aos seus clientes, que são as 
organizações que os vão acolher a nível profissional. Recorrendo a um exemplo, 
suponha-se a existência de uma empresa de telecomunicações que precisa de 
colaboradores para acções de apoio ao cliente. Esta empresa entra em contacto com a 
empresa X solicitando um número de colaboradores com determinado nível de 
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habilitações e experiência. A empresa X procura os candidatos indicados entre os 
muitos possíveis de acordo com os requisitos exigidos e subcontrata-os à empresa de 
telecomunicações, cedendo os colaboradores a um preço acordado. 
Este processo pode ainda ser despoletado de forma diferente, isto é, ser a própria 
empresa X a falar com o cliente fazendo uma proposta para contratação de mais 
colaboradores. Exemplo disso é o que ocorre nas épocas festivas em que as empresas, 
clientes da empresa X, necessitam de mais trabalhadores. Os exemplos aqui referidos 
exprimem apenas um dos serviços que a empresa X oferece, neste caso o serviço de 
trabalho temporário. Mais à frente, teremos oportunidade de conhecer melhor outros 
serviços. 
No exemplo supracitado, foi referida a empresa X como sendo a empresa que 
fornecia o serviço, contudo, a empresa X é uma das empresas que compõem o grupo 
da empresa X e que, no âmbito deste relatório e do sistema desenvolvido, são 
conhecidas por sociedades. As sociedades trabalham com diversas áreas de negócio e 
uma gama de produtos que disponibilizam aos seus clientes, tais como trabalho 
temporário, que foi o produto referido no exemplo acima. 
 
2.3. O Projecto 
Este projecto teve o seu arrancou em Maio de 2006 com a fase de análise que se 
estendeu até meados de Setembro. Este longo período de análise ficou a dever-se à 
complexidade do negócio. Terminada esta fase, iniciou-se a implementação e com 
isso também teve início a minha colaboração neste projecto. 
Este é um projecto ambicioso e de extrema importância para a Indra, quer pelas 
boas práticas que se escolheram como directrizes para o trabalho a desenvolver, 
como também pela parceria que se estabeleceu com a empresa número 1 em Portugal 
na sua área, podendo a solução aqui desenvolvida ser aproveitada para projectos 
semelhantes dentro e fora de Portugal. Mais uma vez, tanto a nível de práticas e 
métodos de trabalho como a nível de soluções concebidas. 
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3. Projecto Business & Worker Solutions 
 
Este projecto surge no âmbito de uma proposta apresentada ao cliente, empresa X, 
com o intuito de se desenvolver um sistema que permita controlar toda a lógica de 
negócio associada a esta empresa.  
 
3.1. Objectivos e Arquitectura Global 
O principal objectivo deste projecto era a criação de um portal onde seria possível 
a empresa X gerir toda a sua actividade comercial. O meu trabalho passou mais 
concretamente pelo desenho e desenvolvimento dos módulos de propostas, processos 
e pedidos, prospects e clientes. 
Tendo em conta a aplicação a ser desenvolvida foram necessários longos meses 
para que a fase de levantamento de requisitos ficasse concluída, dadas as complexas 
regras do negócio. A título de exemplo dessa complexidade, atente-se ao caso já atrás 
referido, no qual um cliente solicita à empresa X um determinado número de 
colaboradores com qualificações específicas. Neste caso exemplificativo surge a 
necessidade de representar diferentes tipos de contratos. Existe um contrato entre o 
cliente e a empresa X e existe ainda um outro contrato que é estabelecido entre o(s) 
colaborador(es) e a empresa X. Além destes dois contratos, há ainda que ter em conta 
a relação que existe entre os dois tipos de contratos, dado que o primeiro agrega 
todos os contratos que são estabelecidos entre colaboradores e empresa X, por outras 
palavras, a existência de um contrato entre um colaborador e a empresa X obriga à 
existência de um contrato entre a empresa X e o cliente. 
Como produto desse levantamento de requisitos resultaram, entre outras coisas, 
cadernos de encargos que separaram a aplicação por módulos. Para cada módulo 
descrevem-se as suas funcionalidades específicas e a forma como se liga com outros 
módulos. Uma vez que existem casos em que as dependências entre módulos são 
muito grandes e isso resulta, obviamente, numa intersecção de funcionalidades 
descritas nos módulos. A divisão de módulos serviu para se identificarem entidades 
ou artefactos, o que levou a que fossem identificadas entidades diferentes que 
manipulavam um conjunto de dados muito semelhante, um caso concreto são os 
clientes e os prospects. No âmbito deste trabalho, atribuiu-se ao clientes potenciais a 
designação de prospect, por outras palavras, são oportunidades de negócio. Estas 
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duas entidades, clientes e prospects, são claramente entidades distintas, quer pela sua 
representação no sistema, quer pelas operações que podem ser executadas sobre elas. 
Contudo, os dados manipulados são comuns e uma boa parte das funcionalidades 
também são. 
Respondendo às necessidades foram identificados os seguintes módulos: 
• Administração e Segurança 
• Candidatos 
• Clientes 
• Colaboradores 
• Concursos Públicos 
• Contratos 
• Facturação 
• Folhas de Horas 
• Mailing Center 
• Processamento de Vencimentos 
• Processos/Pedidos 
• Propostas 
• Prospects 
 
Em seguida, apresento em detalhe os módulos do sistema. São explicados 
posteriormente e em maior detalhe os módulos em que trabalhei, apresentando-se 
aqui todos de uma forma mais sucinta.  
 
O módulo de “Administração e Segurança” é responsável pela forma como na 
aplicação são implementadas práticas de segurança com vista a proteger o sistema. 
Este módulo diz ainda respeito a mecanismos de registo de operações (logging e 
trace) e à gestão de papéis (roles) no sistema. Os mecanismos de logging e trace 
permitem controlar os acessos ao sistema, bem como saber as operações que cada 
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utilizador fez no sistema e quando as realizou. A gestão de roles permite categorizar 
os utilizadores, isto é, agrupar os utilizadores em categorias e definir um conjunto de 
permissões para essas mesmas categorias. Por exemplo, o role Administrador pode 
ver os contratos de todas as sociedades, o role Encarregado poderá ver apenas os 
contratos da sua sociedade. 
O módulo de “Candidatos” diz respeito à forma como são suportados os 
mecanismos de recrutamento, selecção e colocação de eventuais colaboradores. Este 
módulo tem como objectivo a gestão da informação dos candidatos, quer a nível de 
dados pessoais, quer a nível da gestão da sua disponibilidade para integrar novos 
processos de recrutamento. Este módulo oferece ainda suporte à necessidade, 
levantada pela empresa X, de se guardar um histórico de candidatos. Desta forma, 
sempre que são alterados os dados de um candidato, guardam-se as diferentes versões 
que podem ser consultadas posteriormente. 
O módulo de “Clientes”, que foi um dos módulos em que trabalhei, dá especial 
foco à actividade comercial da empresa X. Além de gerir toda a informação relativa a 
clientes, permite ainda o suporte a todas as actividades que lhes são inerentes, como é 
o caso da criação de uma proposta. Relembrando o exemplo utilizado anteriormente, 
no qual um cliente solicitava à empresa X um determinado número de colaboradores 
com características específicas, para que estes processos possam ser assegurados no 
sistema, há que criar um conjunto de funcionalidades, nomeadamente a possibilidade 
de dar início aos processos de recrutamento. Essa funcionalidade é assegurada 
através deste módulo, não de uma forma funcional, mas sim estruturalmente. Os 
processos de recrutamento são criados para um cliente e a responsabilidade deste 
módulo está exactamente na forma como suporta a existência da entidade cliente.  
O módulo de “Colaboradores” suporta toda a gestão de informação relativa a 
colaboradores. Este módulo tem também uma forte ligação com clientes na medida 
em que um colaborador só tem essa designação quando está contratado a um cliente. 
Não tendo qualquer contrato, não se atribui a designação de colaborador, mas sim de 
candidato. Contudo, um colaborador pode sê-lo várias vezes em diferentes contratos, 
se estiver contratado em vários clientes em horários parciais. 
O módulo de “Concursos Públicos” caracteriza a relação que há entre a empresa X 
e as outras empresas do mesmo ramo de actividade, por outras palavras, caracteriza a 
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concorrência. Uma das funcionalidades deste módulo, será o armazenamento de 
dados relativos a um concurso público, com vista a conhecer melhor os concorrentes 
da empresa X e como tal, promover a elaboração de propostas mais competitivas que 
permitam à empresa X ganhar mais concursos. 
O ponto central do negócio e do sistema é assegurado pelo módulo de 
“Contratos”. É através deste módulo que os clientes e colaboradores se relacionam 
com a empresa X. Um cliente poder ter um ou mais contratos com as sociedades da 
do grupo da empresa X e o mesmo acontece com os colaboradores. Os contratos que 
os vinculam à empresa X são distintos e contêm diferentes tipos de dados. Contudo, 
estes dois tipos de contratos relacionam-se entre si, visto que um contrato de 
colaborador só pode existir no âmbito de um contrato com um cliente. Este por seu 
lado pode agregar um ou mais contratos de colaborador. Todas estas particularidades 
são asseguradas neste módulo. 
A elaboração de contratos está directamente ligada à adjudicação de uma proposta, 
visto só poderem ser celebrados contratos de cliente para as propostas que tiverem 
sido adjudicadas.  
Este módulo suporta também o histórico de contratos. Para fins legais, foi pedido 
pela empresa X que fosse possível imprimir um contrato antigo e que nesse contrato 
figurassem as mesmas condições de quando foi celebrado. 
O módulo de “Facturação” diz respeito a todos os processos de facturação entre 
clientes e a empresa X, resultantes de contratos entre as duas partes. 
O módulo de “Folhas de Horas” permite suportar o registo das horas de trabalho 
realizadas pelos colaboradores com vista a facturar essas horas ao cliente e proceder 
ao processamento do vencimento dos colaboradores. É também neste módulo que são 
feitas marcações de férias. 
O módulo de “Mailing Center” é respeitante ao mecanismo de envios massivos 
sob várias formas, nomeadamente, e-mails, SMS, cartas CTT, entre outros. Uma 
campanha de promoção é um bom exemplo para justificar as potencialidades 
oferecidas por este módulo, uma vez que ser torna possível utilizar os contactos 
inseridos na aplicação para divulgar essa mesma campanha aos clientes da empresa X 
através dos meios de comunicação seleccionados. 
O módulo de “Processamento de Vencimentos” tem uma relação muito próxima 
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com os módulos de folhas de horas e de facturação. É neste módulo que são 
processados os vencimentos dos colaboradores. 
O módulo de Processos/Pedidos implementa as capacidades de um cliente 
submeter pedidos de recrutamento e processos de recrutamento. Para que melhor se 
perceba a forma como os pedidos e processos se ligam, apresentamos em seguida um 
exemplo. Um cliente faz um pedido de proposta à empresa X envolvendo um número 
de colaboradores. A empresa X responde ao pedido do cliente com uma proposta. O 
cliente por seu turno, adjudica a proposta e dá-se então início a um pedido de 
recrutamento. Durante o pedido de recrutamento, que é suportado por este módulo, 
são definidas as necessidades respeitantes à proposta adjudicada, isto é, a necessidade 
de que os colaboradores exigidos pelo cliente tenham algum tipo de qualificação 
específica, como falar algum idioma ou possuir algum conhecimento de informática. 
Definidas estas necessidades, dá-se início a um processo de recrutamento no qual 
serão encontrados os candidatos que respeitam os requisitos definidos pelo cliente. 
O módulo de “Propostas” é muito importante na medida em que dá suporte à 
gestão e elaboração de propostas. Neste módulo, a empresa X pode elaborar 
propostas, respondendo assim aos pedidos feitos pelos seus clientes. Para os 
potenciais clientes, designados por Prospects, este módulo oferece apenas a 
possibilidade de formular pedidos de proposta, visto que uma proposta só pode ser 
feita para alguém que já é cliente. Também neste módulo foi incluída a 
funcionalidade de guardar o histórico de propostas, o qual deverá poder ser 
consultado para todas as versões de uma proposta. 
O módulo de “Prospects” visa suportar a pesquisa e negociação de processos 
comerciais com potenciais clientes. Este módulo tem uma relação muito forte com o 
módulo de clientes, uma vez que é aqui são inseridos no sistema os futuros clientes. 
Quando um cliente é inserido no sistema, ele representa uma mera perspectiva de 
negócio e é identificado como sendo um prospect. Quando surge uma oportunidade 
de negócio, é proposto ao departamento comercial que se promova o prospect a 
cliente, caso o departamento comercial aprove essa passagem, formula-se uma 
proposta que, mais tarde, poderá levar a um vínculo contratual entre a empresa X e o 
cliente. 
Algum detalhe adicional sobre as dependências entre os módulos funcionais 
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encontra-se no anexo A – Informação de detalhe sobre a organização do sistema. 
Neste anexo é possível encontrar-se também informação mais detalhada sobre os 
conceitos relativos aos módulos em que trabalhei directamente. 
 
3.2. Organização e competências da equipa de trabalho 
 Neste ponto apresento as 3 fases pelas quais passou a equipa de projecto, que 
embora tenham sido adaptações às necessidades e requisitos do momento, são 
claramente 3 estruturas distintas. 
 
 3.2.1 Primeira Fase 
Numa primeira fase, que decorreu entre meados de Setembro e finais de Outubro, 
a equipa era composta por dez elementos como se pode ver na figura 1.  
 
 
Figura 1. Relação entre elementos da equipa numa fase inicial do projecto 
 
Como gestor de projecto tínhamos então o Tiago Pinheiro que coordenava as 
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equipas. A ele reportavam o Gonçalo Luiz, responsável pela definição e 
implementação do sistema no que toca a Administração e Segurança, a Patrícia Cruz, 
responsável pelo cumprimento das normas de Qualidade no projecto, o Ricardo 
Carvalho, responsável pela implementação de K2, o Rui Palma e o Vasco Oliveira, 
que por sua vez orientavam e integravam uma equipa de desenvolvimento, cada um. 
A equipa do Rui Palma, era constituída por mim e pelo Hugo Boleto e tínhamos a 
nosso cargo o desenvolvimento do módulo de Clientes e Prospects. A equipa do 
Vasco Oliveira integrava a Sara Estrela e o Luís Costa. Esta equipa tinha à 
responsabilidade o desenvolvimento do módulo de Contratos. 
Ao Rui Saraiva cabia o papel de responsável do projecto, sendo este um dos 
muitos projectos que tem a seu cargo. 
 
3.2.2 Segunda Fase 
A meio do projecto a equipa mudou radicalmente e com ela também as 
responsabilidades de cada elemento da equipa anterior. Esta mudança ficou a dever-
se ao facto de terem sido detectadas falhas na abordagem anterior, nomeadamente na 
forma como se saltaram alguns passos importantes na elaboração de qualquer 
projecto de informática.  
Na abordagem anterior, o desenvolvimento começou logo a seguir à fase de 
levantamento de requisitos, ignorando desta forma a fase de modelação. Assim sendo 
e para que fosse possível concluir estas duas fases, a equipa teve de se reorganizar e 
teve de crescer com vista a recuperar algum tempo perdido. Mais à frente serão 
discutidas outras implicações que esta remodelação teve na solução que foi 
implementada para o projecto.  
Entre Novembro e meados de Janeiro, a equipa passou a ser composta por vinte e 
dois elementos, sendo que dezasseis eram da Indra e seis são da JD Solutions, uma 
empresa contratada pela Indra para tratar de parte do projecto relativa à gestão 
financeira. Na figura 2 temos uma representação de como a equipa ficou organizada 
após esta remodelação. Nesta mesma figura é ainda possível ver as dependências 
existentes entre os vários elementos da equipa. 
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Figura 2. Relação entre elementos da equipa numa fase intermédia do projecto 
 
O Milton Ferreira ocupava o cargo de gestor do projecto, juntamente com a Isabel 
Pereira que a curto prazo viria a assumir por inteiro essa posição. O Tiago Pinheiro 
passou a ocupar o cargo de gestor funcional e coordenar os elementos da equipa da 
JD Solutions, bem como o Rui Palma, que desempenhava as funções de consultor 
sénior, e a Patrícia Cruz que ficava a trabalhar sob o comando do Rui Palma, mais 
uma vez no cumprimento das práticas de Qualidade. 
No outro ramo da árvore tínhamos Luís Monteiro que era o gestor técnico e que 
tinha o apoio do Constantino Almeida como conselheiro técnico. A representação a 
tracejado justifica-se pelo facto de o Constantino Almeida ter um papel de 
colaborador e não tanto como membro da equipa. 
Sob o comando do gestor técnico tínhamos dois consultores seniores, Vasco 
Oliveira e Gonçalo Luiz, que comandaram as duas equipas de consultores, numa das 
quais eu estava inserido. Estas duas equipas ficaram responsáveis por conceber e 
desenvolver o domínio da aplicação. O Gonçalo Luiz ficou ainda responsável por 
desenvolver o guia de usabilidade, o modelo de navegação das páginas e definir qual 
a arquitectura a ser utilizada no nosso sistema. Como referido anteriormente, os 
restantes elementos das equipas, incluindo eu, ficaram responsáveis por modelar o 
diagrama de classes e, mais tarde, por iniciar a fase implementação do núcleo da 
aplicação, isto dos acessos à base de dados e de toda a lógica da aplicação. Excepção 
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feita à Sara Estrela, Daniela Oliveira e Hugo Boleto que iniciaram o desenvolvimento 
da camada de apresentação. 
 
3.2.3 Terceira Fase 
Com o passar dos tempos, houve oportunidade para entrarem novos elementos na 
equipa, com vista a colmatar a saída de outros, e também porque foram sendo 
“afinadas” as competências e responsabilidades de cada elemento da equipa. Surgiu 
nova remodelação. Actualmente, a equipa está organizada da forma que a figura 3 
ilustra. 
 
 
Figura 3. Actual relação entre os elementos da equipa de projecto 
 
No cargo de Gestora de Projecto, temos a Isabel Correia que é responsável por 
fazer, junto do cliente, os pontos de situação do projecto e por coordenador o gestor 
técnico e o gestor funcional, respectivamente, o Luís Monteiro e o Tiago Pinheiro.  
Mantêm-se os outros dois gestores de projecto, Tiago Pinheiro e Luís Monteiro, 
gestor funcional e gestor técnico, respectivamente, que reportam à gestora de 
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projecto. As principais responsabilidades do gestor funcional passam por avaliar se o 
desenvolvimento está a cumprir todos os requisitos. A cargo do gestor funcional 
mantém-se a JD Solutions que faz o desenvolvimento do Dynamics Nav O gestor 
técnico tem como principal responsabilidade controlar a forma como se desenrola o 
desenvolvimento da aplicação, para isso tem a seu cargo uma equipa de pessoas. 
A Patrícia Cruz e o Constantino Almeida não fazem parte da equipa, mas tem 
papéis de colaboração no projecto, como tal, aparecem representados com uma 
ligação a tracejado. 
Os treze elementos que compõem a equipa de desenvolvimento, que na figura 3 
estão abaixo do Luís Monteiro, estão todos ao mesmo nível e todos eles reportam ao 
Luís Monteiro, incluindo eu. Entre estes treze elementos há alguns que têm 
responsabilidades especiais.  
No meu caso, sou o responsável por empresas, que apesar de ser um submódulo é 
de extrema importância. É o que suporta a inserção de clientes/prospects no sistema e 
é ainda o que suporta a existência de sociedades no sistema. Sou ainda um dos 
responsáveis por propostas, processos e pedidos, juntamente com a Daniela Oliveira 
e a Sara Estrela. Enquanto responsável por estes módulos, acompanhei desde o seu 
desenho até ao final do seu desenvolvimento. Quanto aos responsáveis por módulos, 
temos ainda o Luís Costa, que é o responsável pelo módulo de candidatos e pelos 
interfaces com Dynamics Nav. O Rui Palma, que fruto do maior tempo de 
acompanhamento na fase de levantamento de requisitos, é a pessoa que mais 
conhecimento funcional possui e que é responsável por passar esse conhecimentos 
aos membros da equipa de desenvolvimento. O Gonçalo Luiz foi o responsável por 
definir a arquitectura do sistema e é a pessoa que melhor o conhece, por isso é 
responsável por acompanhar todos os elementos da equipa de desenvolvimento. A 
juntar a esta responsabilidade, tem ainda a seu cargo o módulo de Administração e 
Segurança que por ele foi desenvolvido. O Ricardo Carvalho além de ter participado 
no desenvolvimento da aplicação é o principal responsável pela implementação do 
K2. Finalmente, a Sara Estrela que é a principal responsável pelo módulo de 
contratos. 
Existe ainda uma dependência que não está expressa neste diagramas das 
diferentes fases da equipa e que diz respeito ao Rui Saraiva, pessoa responsável pelo 
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meu trabalho no âmbito do PEI. O Rui Saraiva, como responsável de projectos na 
Indra, está acima das hierarquias descritas nos três diagramas acima. Na realidade, os 
diagramas acima ilustram apenas um dos muitos projectos pelo qual o Rui Saraiva é 
responsável. 
 
3.3 Metodologia aplicada 
Os projectos da Indra não seguem uma metodologia específica, existe um conjunto 
de metodologias que são utilizadas e desse conjunto é escolhida a que mais se adapta 
ao projecto em questão. 
A metodologia aplicada neste projecto é muito própria, na medida em que não se 
encaixa na perfeição em nenhum dos modelos clássicos. Assim sendo, a metodologia 
escolhida é composta por um ciclo de seis fases, são elas Análise, Desenho, 
Implementação, Passagem a Ambiente de Qualidade, Testes Funcionais e de 
Aceitação e Entrega ao Cliente, por esta ordem, como se pode ver na figura 4. 
 
 
Figura 4. Metodologia aplicada 
  
Detalhando cada fase, temos: 
• Análise – A fase de arranque do projecto. É nesta fase que é feito o 
levantamento de requisitos e assim sendo, é nesta fase que se toma 
conhecimento do problema e através dele começam a elaborar-se soluções. 
Como produto dessas soluções, temos a identificação de diferentes 
módulos funcionais para os quais são produzidos cadernos de análise que 
documentam detalhadamente cada módulo. Nestes cadernos são 
identificadas regras de negócio e entidades que de futuro terão de estar 
representadas no sistema concebido. 
• Desenho – Esta fase tem como principal objectivo encontrar e modelar 
soluções para o problema identificado na fase anterior. Para encontrar 
essas soluções são feitos diagramas de actividade, que identificam os 
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principais fluxos e actividades do sistema, diagramas de classes, que 
modelam o domínio da aplicação, diagramas de dados, que representam a 
forma como a informação será guardada na base de dados respeitando as 
regras de integridade necessárias, e finalmente, diagramas de navegação 
que ilustram as ligações existentes entre os diferentes ecrãs da aplicação, 
isto é, de um determinado ecrã A, só é possível navegar para o ecrã B e C, 
não sendo possível através de A navegar para um ecrã D. Nesta fase 
podem ser ainda produzidos documentos que visem modelar regras de 
negócio identificadas na fase de análise, que caso não possam ser 
modeladas através do diagrama de classes, visto serem regras funcionais e 
não de domínio, deverão ser ainda assim documentadas para que possam 
ser consultadas na fase de implementação. 
• Implementação – a fase em que se concretizam as soluções encontradas. 
Aqui são concretizadas todas as regras funcionais e de domínio que foram 
identificadas nas fases anteriores. Para garantia do cumprimento das regras 
anteriormente referidas, esta fase contempla também testes unitários que 
são realizados para cada camada desenvolvida, sendo que para se testarem 
as camadas superiores, há o compromisso de as camadas inferiores terem 
sido previamente testadas. 
• Passagem a Ambiente de Qualidade – À medida que os módulos com 
menos dependências vão sendo terminados, é criado um ambiente à parte, 
conhecido por ambiente de qualidade, que é uma cópia do ambiente de 
desenvolvimento e para o qual são passados esses módulos. Atente-se ao 
facto de este ambiente ser apenas utilizado para a realização de testes, 
evitando que existam conflitos entre quem está a testar e quem continua a 
desenvolver módulos. Esta fase tem vários pontos de controlo para se 
garantir que o ambiente de qualidade é o mais semelhante possível ao que 
será o ambiente real. Assim sendo, temos de garantir que os módulos que 
passam para ambiente de qualidade não dependem de módulos cujo 
desenvolvimento ainda está em curso. Há que ter a garantia que a base de 
dados que está em qualidade é igual à parte da base de dados que existe em 
ambiente de desenvolvimento relativa aos módulos que já se encontram no 
ambiente de qualidade, quer a nível de estrutura das tabelas, quer a nível 
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dos stored procedures que nela são invocados. Outro dos pontos de 
controlo é a configuração deste ambiente e este é talvez o ponto mais 
importante e aquele em que é realmente necessário garantir que as 
condições deste ambiente são em tudo similares às de um ambiente real. 
• Testes Funcionais e de Aceitação – nesta etapa são realizados, em 
conjunto com o cliente, testes em ambiente de qualidade que visam 
garantir que todos requisitos foram cumpridos e, caso assim seja, são 
aprovados os módulos, ficando estes aptos e disponíveis para a entrega ao 
cliente. Estes testes são realizados por key-users, que são utilizadores com 
grande conhecimento do negócio, tipicamente utilizadores finais. A eles 
compete-lhes validar as soluções encontradas. 
• Entrega ao Cliente – esta é a última fase e resume-se à entrega da 
aplicação ao cliente, em ambiente real, encerrando assim o 
desenvolvimento da mesma 
 
Na aplicação desta metodologia a sequência de passos (ou parte dela) pode ser 
iterada, por exemplo, caso seja detectada uma falha da modelação na fase de testes, 
essa modelação é corrigida, dando lugar a uma correcção do desenvolvimento, 
passagem para ambiente de qualidade e, finalmente, nova realização do teste, ou seja, 
o ciclo não tem obrigatoriamente de se completar para que seja feita a correcção. No 
exemplo referiu-se uma falha na modelação, contudo, seja em que fase for, a falha é 
corrigida e submetida a testes para que seja aprovada e incluída na versão final que é 
entregue ao cliente. 
Até ao momento participei nas fases de Análise, Desenho, Implementação e 
Passagem a Ambiente de Qualidade. Durante a fase de Análise a minha participação 
foi mais reduzida, uma vez que não fiz o levantamento de requisitos e não contribuí 
para a elaboração dos cadernos de requisitos. Na fase de desenho a minha 
participação passou pela elaboração dos diagramas de actividades, diagramas de 
estados e diagramas de classes. 
No momento de conclusão deste relatório estão prestes a iniciar-se os testes 
funcionais e de aceitação.  
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3.4 Planeamento do trabalho 
O planeamento sofreu várias alterações durante o desenrolar do projecto, com 
vista a colmatar atrasos que foram ocorrendo e com alteração de prioridades. Estes 
atrasos estão associados à complexidade do projecto e à quantidade de informação 
com que este grupo de trabalho tem de lidar.  
Em seguida, mostro o planeamento que estava inicialmente previsto e comparo-o 
com o que se passou até à conclusão deste relatório. 
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Figura 5. Primeira parte do Planeamento inicial 
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Figura 6. Segunda parte do Planeamento inicial 
 
O planeamento que é mostrado acima foi o apresentado no relatório preliminar e 
que estava inicialmente previsto. Foi cumprido até finais de Outubro, quando se deu a 
mudança de abordagem ao projecto. Esta mudança ficou a dever-se sobretudo ao 
facto de a metodologia utilizada não ser a mais adequada e à alteração da arquitectura 
do sistema, que inicialmente previa que fossem as próprias páginas a acederem à base 
de dados. Este modelo foi mais tarde considerado inapropriado e com isto foi 
necessário fazer uma nova fase de desenho, sendo que se mantinham os pressupostos 
encontrados na fase de análise. Com esta mudança de abordagem, passámos a ter 
uma fase de desenvolvimento mais extensa e para conciliar estas necessidades, foi 
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necessário reorganizar a equipa, quer a nível de número de elementos que a 
compunham como a nível estrutural, definindo-se novas hierarquias. Esta 
reestruturação permitiu-me participar na fase de desenho e dessa forma adquirir 
melhor conhecimento do negócio. 
Com o novo planeamento, optou-se por orientar o desenvolvimento aos módulos 
ao invés de ser orientado à aplicação, ou seja, em vez de um elemento da equipa 
trabalhar em todos os módulos, fazendo ecrãs e desenvolvimento de toda a lógica 
associada a esses ecrãs, privilegiou-se a especialização por módulos. Desta forma, foi 
atribuída aos elementos da equipa a responsabilidade de trabalharem exclusivamente 
num conjunto de módulos, ganhando-se assim a vantagem de haver, na equipa, 
elementos que possuem um profundo conhecimento da funcionalidade dos módulos. 
Em alguns casos havia ainda uma divisão entre camadas. Exemplo disso é o facto de 
eu ter começado a desenvolver a lógica de negócio, conhecida entre os elementos da 
equipa por middleware, associada a propostas e de a Daniela Oliveira e a Sara Estrela 
terem começado por fazer ecrãs de propostas. Mais tarde, tanto a Daniela Oliveira, 
como a Sara Estrela participaram também no middleware de propostas e eu acabei 
também por participar na ligação de ecrãs, leia-se, ligar os ecrãs que tinham sido 
previamente concebidos com o middleware, dando assim lógica às páginas. 
Em seguida, apresento o plano de trabalho que foi efectivamente realizado. 
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Figura 7. Trabalho efectivamente realizado 
 
A figura 7 mostra o trabalho que foi efectivamente realizado e como se pode 
verificar, tem muito pouco em comum com o apresentado nas figuras 5 e 6, o 
inicialmente previsto. A razão para existirem diferenças tão grandes prende-se com o 
facto de o projecto ter sido completamente reestruturado. Mudou-se por completo a 
abordagem que a equipa tinha em relação ao projecto. Uma vez que não tive acesso 
ao novo planeamento na sua globalidade, apresento aqui o extracto que corresponde 
ao trabalho que desenvolvi no decorrer do projecto.  
À data de elaboração deste relatório estávamos a finalizar a fase 2 do 
desenvolvimento, ficando a faltar ainda a fase 3 na qual será desenvolvida uma 
Extranet que possibilitará aos colaboradores da empresa X consultar e gerir os seus 
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dados pessoais, bem como responder a anúncios e consultar os processos de 
recrutamento em que estão envolvidos. 
As tarefas realizadas segundo esta nova abordagem são explicadas em maior 
detalhe no ponto 4.2.5. 
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4. Trabalho realizado 
 
Neste capítulo explico detalhadamente qual o trabalho realizado neste projecto. 
O capítulo está dividido em duas partes, uma primeira que se refere à primeira 
abordagem feita pela equipa ao projecto. A segunda parte refere-se à abordagem 
depois da alteração ao desenho, que corresponde à seguida até à conclusão deste 
relatório, e que será um pouco mais detalhada. 
 
4.1 Primeira abordagem 
Na primeira abordagem que foi feita ao projecto tínhamos uma equipa pequena, 
constituída por dez elementos e uma arquitectura muito simples, pouco dividida em 
camadas. 
Neste ponto 4.1 explico a arquitectura que foi montada para a aplicação, exponho 
ainda algumas opções de implementação, as ferramentas que foram utilizadas e 
indico qual o trabalho que realizei. 
 
 4.1.1 Arquitectura 
Quando arrancou a fase de implementação na primeira abordagem, desenhou-se 
uma arquitectura muito simples que era composta por apenas uma camada, camada 
de apresentação.  
Na camada de apresentação, as páginas possuíam toda a lógica de negócio e 
acediam directamente aos dados, numa base de dados única. Tínhamos portanto uma 
arquitectura monolítica. 
Sempre que se estivesse a construir uma página, esta teria de ser feita de raiz pela 
mesma pessoa, leia-se, teria de construir o aspecto visual da página e teria de 
construir os mecanismos de interacção na página, incluindo ligações à base de dados. 
Para construir uma página de pesquisa, era necessário abrir a ligação à base de dados, 
construir uma string com o comando SQL a ser executado na base de dados. Ao 
executar este comando, obtinha-se um conjunto de resultados que eram listados no 
ecrã e finalmente, era necessário ainda fechar a ligação à base de dados. Este último 
passo é muito importante. Além de ser uma regra de boa programação é necessário 
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para que não tenhamos um número excessivo de ligações à base de dados. 
 
4.1.2 Ferramentas e linguagens utilizadas 
Sendo este um projecto a desenvolver com recurso a tecnologias 100% Microsoft, 
facto que constava nos cadernos de análise por ser um dos requisitos do cliente, a 
utilização da plataforma .NET 2.0 é facilmente explicada, uma vez que é uma 
plataforma desenvolvida pela Microsoft e era até à data a versão mais evoluída.  
Para desenvolver a aplicação recorremos ao Microsoft Visual Studio 2005 para 
programar as páginas desenvolvidas em ASP.NET com code-behind em C#, isto é, 
todo o código desenvolvido nas páginas foi programado em C#. Nas páginas 
utilizámos controlos definidos por nós, um dos quais chamado border, que funciona 
como um painel definido na página que tem um moldura à sua volta. Este controlo 
era utilizado em todas as páginas para albergar todo o conteúdo da página. Este 
controlo foi desenhado pela equipa de design responsável pelo grafismo da aplicação.  
Com vista a melhorar a utilização da aplicação tentou-se sempre que possível 
evitar que o utilizador tivesse de esperar pelo refrescamento de páginas. Esses 
refrescamentos ocorrem quando a página faz um pedido ao servidor e são designados 
por postbacks. Para evitar estes postbacks recorremos ao Atlas que é uma biblioteca 
de Ajax da Microsoft e que, com recurso a Javascript, permite que apenas uma parte 
da página seja recarregada, ao invés de ser necessário recarregar a página toda. 
Suponhamos que temos duas listas, produtos e subprodutos, em que a escolha da lista 
dos subprodutos a apresentar depende do produto escolhido. Com Atlas é possível 
escolher-se um produto e evitar que a página seja recarregada por completo, em vez 
disso, carrega-se apenas a lista de subprodutos em função do produto escolhido. 
A aplicação utilizava uma base de dados única que foi implementada em SQL 
Server recorrendo ao SQL Server 2005 que também é desenvolvido pela Microsoft. 
Nesta primeira abordagem, o Microsoft SQL Server 2005 servia ainda como 
ferramenta de consulta para o desenvolvimento, uma vez que não existia modelo de 
domnínio, os diagramas de dados criados no Microsoft SQL Server 2005 serviam 
para percebermos como é que as diversas entidades do sistema se relacionavam entre 
si.  
Embora nesta primeira abordagem não se tenha concluído esse trabalho, estava 
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também prevista a utilização de K2 para gerir os fluxos da aplicação. Na nossa 
aplicação o K2 tem por objectivo automatizar processos de negócio recorrendo a 
conjuntos de regras definidas no próprio K2. Desta forma é possível, por exemplo, 
avaliar se um cliente tem um parecer financeiro que lhe permita fazer um pedido de 
proposta de um determinado valor. 
Relativamente ao desenvolvimento das páginas é possível dizer que estávamos a 
utilizar somente controlos disponibilizados pela Microsoft, tais como textbox, 
dropdown, datagrid, entre outros. As datagrid são grelhas de resultados e são úteis 
para mostrar resultados de uma pesquisa, visto que também permitem paginação e 
ordenação dos resultados. 
 
4.1.3 Opções de implementação 
Para submeter as querys à base de dados, foram utilizados Prepared Statements. 
Um Prepared Statement é um objecto que nos permite executar comandos SQL sobre 
uma base de dados, possibilitando-nos a passagem de parâmetros à query que vamos 
executar, de uma forma mais segura, nomeadamente, evitando ataques de SQL 
Injection. Se utilizássemos concatenação directa de strings, isto é, se construíssemos 
a cláusula select concatenando na parte where, com o que o utilizador escrevesse nas 
caixas de texto no ecrã, seria possível a um utilizador menos bem intencionado 
terminar o comando SQL utilizando para isso o símbolo plica (‘) e escrevendo em 
seguida um comando SQL que quisesse. Usando Prepared Statements isso é evitado 
pois os parâmetros que vêm das caixas de texto do ecrã são submetidos filtrados pelo 
Prepared Statement. As figuras 8 e 9 exemplificam duas formas de se preparem as 
querys à base de dados, sendo que a da figura 8 permite ataques de SQL Injection e 
da figura 9, mais robusta, não permite. 
 
 
Figura 8. Preparação da query através da concatenação de strings 
 
Relatório Final – PEI 2006/2007 – Alexandre Tiago Pires de Matos 
Business & Worker Solutions  29 
 
Figura 9. Preparação da query com passagem de parâmetros 
 
Na base de dados, todas as tabelas tinham dois campos em comum, representando 
o utilizador que alterou o registo pela última vez e a data e hora da última 
actualização. 
 
4.1.4 Trabalho desenvolvido na primeira fase 
Antes de ser integrado na equipa de implementação, tive uma fase de adaptação à 
linguagem, uma vez que nunca tinha programado com páginas ASP. Passada esta 
fase inicial, fiquei responsável por fazer os ecrãs de pesquisa de colaboradores, 
pesquisa de clientes, associação de departamentos e inserção de prospects. Os dois 
primeiros ecrãs eram pesquisas um pouco complexas, em parte pela quantidade de 
tabelas que era necessário relacionar e também pelo facto de permitirem ao utilizador 
pesquisar por um considerável número de campos. Para o desenvolvimento destes 
dois ecrãs de pesquisa foi especialmente útil o facto de o SQL Server gerar diagramas 
de dados que nos mostram a forma como as tabelas se relacionam. Para o caso da 
pesquisa de clientes optei por criar uma vista (View) da base de dados, uma vez que 
informação relativa a estes se encontrava dispersa por várias tabelas. 
 
4.2 Segunda abordagem 
Após a reestruturação do projecto, corrigiu-se a metodologia aplicada e optou-se 
por se seguir uma arquitectura completamente diferente. Para responder às 
necessidades levantadas por este esforço adicional, a equipa teve de crescer e de se 
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reorganizar hierarquicamente. 
 
4.2.1 Desenho 
A reestruturação do projecto trouxe-nos de volta à fase de Desenho que foi levada 
a cabo por todos os elementos da equipa. Assim sendo, visto que existiam elementos 
na equipa com escasso conhecimento do negócio, utilizaram-se os cadernos de 
encargos e o conhecimento que a equipa funcional possuía como base para esta fase 
de Desenho. 
Nos cadernos de encargos constavam já esboços de como seriam os ecrãs da 
aplicação e visto que estes identificavam concretamente todas as funcionalidades do 
sistema, foi-nos possível elaborar os diagramas de actividade. Para cada esboço 
identificaram-se todas as acções possíveis e foram criados os respectivos diagramas. 
Através destes diagramas foi-nos possível decompor alguns processos mais 
complexos em processos mais simples. 
Após a realização dos diagramas de actividade foi feito um levantamento das 
entidades que eram manipuladas nos diagramas de actividade. Relativamente a estas 
entidades foram ainda identificadas também as operações que poderiam ser 
executadas sobre as mesmas, isto é, operações de escrita, leitura ou actualização. Esta 
etapa foi muito importante na medida em que nos permitiu identificar o que viriam a 
ser as principais entidades da nossa modelação. 
Terminado este levantamento, passou-se à elaboração de diagramas de estados. E 
por fim elaborou-se o diagrama de classes na qual foram identificados os futuros 
objectos de negócio e a forma como estes se relacionavam entre si. Quanto ao 
diagrama de classes há ainda a referir que este está repartido por vários diagramas 
mais pequenos, facilitando assim a consulta e actualização deste documento tão 
importante na fase de desenvolvimento.  
A divisão dos diagramas foi feita com base na separação dos módulos funcionais, 
previamente identificados, e com base nas entidades identificadas aquando da 
elaboração dos diagramas de actividade. Um exemplo desta divisão é o diagrama de 
classes das Empresas. Os módulos de prospects e clientes estavam claramente 
identificados como módulos funcionais e por isso fazia sentido que cada um tivesse 
um diagrama de classes próprio, contudo para existir um prospect ou um cliente é 
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necessário criar uma empresa e durante a elaboração dos diagramas de actividade 
apercebemo-nos da quantidade de operações que se podiam realizar sobre uma 
empresa e isso justificou a criação de um diagrama de classes próprio. 
Após a elaboração do modelo de classes passámos ao modelo de dados. O nosso 
modelo de dados foi gerado a partir do modelo de classes. Por norma, a cada entidade 
identificada no modelo de classes correspondia uma tabela no modelo de dados.  
A opção de ter um modelo de classes muito semelhante ao modelo de dados 
provou mais tarde não ser a mais acertada, visto que o nosso modelo de dados ficou 
demasiado normalizado e isso trouxe-nos algumas dificuldades durante a fase de 
desenvolvimento, nomeadamente na construção das querys em que nos vimos 
obrigados a relacionar muitas tabelas.  
No ponto 4.2.5 explico em maior detalhe o trabalho que desenvolvi nesta fase de 
Desenho. 
 
 4.2.2 Arquitectura 
Com vista a promover a portabilidade e a robustez do sistema, optou-se por dividir 
a arquitectura num maior número de camadas, assim sendo a aplicação divide-se 
agora em 3 camadas conceptuais: camada de apresentação, camada de lógica de 
negócio e camada de dados. 
Na camada de apresentação continuamos a ter os ecrãs, é através desta camada 
que o utilizador interage com o sistema. Contudo, a lógica de negócio deixou de estar 
presente nos ecrãs e passou a ser uma camada separada. Esta camada é agora 
responsável por dar funcionalidade às páginas na medida em que é ela que faz a 
ligação entre a camada de apresentação e a camada de dados. As regras de negócio 
que garantem que as operações feitas sobre a base de dados são válidas são da 
responsabilidade desta camada. A terceira e última camada, camada de dados, é 
responsável por fazer o acesso aos dados, seja em modo de escrita ou de leitura. Com 
esta camada evitam-se os acessos directos aos dados a partir dos ecrãs.  
Esta abordagem é conceptualmente mais correcta porque privilegia uma 
organização lógica das camadas. Cada camada deve ter o seu papel correctamente 
definido e não devem ser misturadas competências. Contudo, a performance sai 
prejudicada, visto que é necessário chamar serviços e estas operações têm custos. 
Relatório Final – PEI 2006/2007 – Alexandre Tiago Pires de Matos 
Business & Worker Solutions  32 
Recorrendo à nossa principal ferramenta de desenvolvimento, o Microsoft Visual 
Studio 2005, dividimos a aplicação em sete projectos pertencentes à mesma solução. 
No Visual Studio, uma solução é uma agregação de projectos e um projecto uma 
agregação de ficheiros que pode ser compilada e a partir do qual se podem gerar 
executáveis. 
 De entre estes sete projectos, quatro são os principais e são os que melhor 
representam a divisão por camadas que foi seguida. Esses quatro projectos são: o 
GUILayer, o WebServicesLayer, o ServicesLayer e o DataLayer. Os restantes três 
projectos não concretizam nenhuma camada, mas são partilhados pelas três camadas 
disponibilizando serviços utilizados nos quatro principais projectos, são portanto 
projectos auxiliares. Esses projectos são: o Common, o AccessControl e o 
BCK2Bridge.  
Em seguida explico sucintamente qual o papel de cada projecto, de modo a ser 
possível compreender melhor a divisão entre os projectos que definem e concretizam 
as três camadas da aplicação e os restantes, os projectos auxiliares. 
Começando pela camada de apresentação, o GUILayer é o projecto no qual foram 
desenvolvidas todas as páginas ASP. Esta camada está dividida por módulos 
funcionais à semelhança do que acontece com as restantes camadas, isto é, as páginas 
de um módulo funcional, por exemplo propostas, estão separadas das demais páginas 
da aplicação. 
A camada de lógica de negócio é representada pelos projectos WebServiceLayer e 
ServiceLayer. Esta camada está dividida em dois projectos porque, claramente, é 
possível identificar aqui dois âmbitos diferentes. A única função do 
WebServiceLayer é disponibilizar remotamente os serviços contidos no 
ServiceLayer, para que estes possam ser acedidos no GUILayer. Por enquanto, 
apenas o GUILayer está a utilizar os serviços publicados através do 
WebServicelayer, contudo, está previsto que com a entrada na terceira fase do 
projecto, na qual será desenvolvida a Extranet, estes serviços possam igualmente ser 
por ela utilizados. Apesar do WebServiceLayer não conter serviços que definem 
regras de negócio, é através dele que essas regras são expostas para o exterior e é por 
esta razão que se inclui este projecto na camada de lógica de negócio. Por outro lado, 
os serviços definidos no ServiceLayer têm conhecimento do domínio da aplicação e 
implementam realmente as regras de negócio. É neste projecto que se coordenam as 
chamadas aos métodos disponibilizados pela camada abaixo, camada de dados, e 
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através do qual se garante que as operações realizadas cumprem as regras de negócio. 
Os web services invocam as Fachadas (Facades) que são implementadas no 
ServiceLayer e que expõem os serviços para o exterior, nomeadamente, para os Web 
Services. O conceito da Fachada serve exactamente para expor apenas um 
determinado número de serviços, isto porque podemos querer ter serviços que são 
utilizados apenas no contexto do ServiceLayer, como aconteceu no caso do 
desenvolvimento das propostas, processo e pedidos, em que o objectivo era oferecer 
um número de serviços muito específico, para que não existissem dúvidas aquando 
do desenvolvimento do GUILayer sobre qual o melhor serviço a utilizar. Daqui em 
diante, os objectos que concretizam os serviços disponibilizados pelo ServiceLayer 
serão designados por Serviços. 
Finalmente, passamos à última camada do nosso modelo que é a camada de dados 
e que foi concretizada através do DataLayer. Este projecto, DataLayer, está dividido 
em duas secções, os objectos de negócio (Business Object) e os DAOs (Data Access 
Object). 
Os objectos de negócios são todas as entidades que foram identificadas no 
diagrama de classes e que aqui são representadas através de classes. Estes objectos 
são a base para o transporte de dados sejam estes provenientes da base de dados ou 
da camada de apresentação. Numa operação de leitura de dados, o DAO 
correspondente lê a informação da base de dados e preenche o objecto de negócio 
para que este possa ser utilizado nas camadas superiores. Numa operação de escrita, o 
objecto de negócio é preenchido nas camadas superiores, apresentação ou lógica de 
negócio, e passado ao DAO que se encarrega de escrever os dados na base de dados. 
Esta camada não tem qualquer conhecimento das regras de negócio. Por exemplo, 
se estivermos a guardar na base de dados uma entidade que é representada por 
diferentes objectos interligados, todos estes objectos têm de ser guardados. Cabe à 
camada de lógica de negócio, mais propriamente ao ServiceLayer, saber quais os 
DAOs que têm de ser chamados, ficando a cargo do DataLayer apenas dar 
persistência a cada um dos objectos pela ordem que o serviço ordenar. O mesmo se 
passa para operações de leitura. 
A camada de dados deve ser o mais simples possível, de tal forma que seja 
possível reutilizar um DAO em vários Serviços. Assim sendo para um dado objecto 
do nosso domínio, quer seja numa operação de leitura ou de escrita, invoca-se sempre 
o mesmo DAO. 
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Estes são os quatro principais projectos que definem as três camadas da aplicação. 
Em seguida descrevo os projectos auxiliares que não concretizam nenhuma camada, 
mas que fornecem serviços que são utilizados pelos quatro principais projectos. Em 
última análise podem ser considerados parte integrante de uma camada de serviços, 
mas essa camada não existe no nosso modelo. 
Começando pelo projecto Common que tem, como o próprio nome indica, classes 
comuns a mais do que um projecto, é neste projecto que estão definidos, entre outros, 
os Avaliadores (Validators) que são utilizados no DataLayer e que têm como função 
verificar se um objecto que vai ser guardado na base de dados cumpre com as regras 
de negócio. Com este tipo de validações é possível verificar de forma mais rápida e 
eficaz quando os dados que vão ser gravados na base de dados violam regras de 
integridade, evitando que seja o motor de base de dados a gerar excepções. Este 
projecto contempla ainda uma classe de instrumentação que é utilizada para 
instanciar um DAO (DataLayer) ou um Serviço (ServiceLayer), da qual falaremos 
mais à frente neste relatório. Finalmente, neste projecto estão ainda classes que são 
utilizadas nos testes unitários. Para a realização destes testes, que fazem parte da fase 
de implementação, criou-se uma classe de teste – BWSTest – que é responsável por 
carregar e apagar os dados da base de dados necessários durante a realização dos 
testes. Esta classe é a base de todas as classes de teste, visto que todas elas herdam da 
BWSTest, tanto para os testes à camada de dados como para os testes à camada de 
lógica de negócio.  
O AccessControl define os mecanismos de acesso às páginas, mas a 
implementação destes mecanismos é feita no próprio GUILayer. Desta forma, 
definindo apenas a Interface no AccessControl, é possível reaproveitar a definição 
dos mecanismos e utilizá-la noutro projecto, por exemplo o WebServiceLayer, caso 
exista essa necessidade. 
Finalmente, o BCK2Bridge que é o projecto onde são definidos os serviços de K2 
que estarão a correr na aplicação. 
 
4.2.3 Ferramentas e linguagens utilizadas 
Para esta segunda abordagem ao projecto utilizaram-se as mesmas linguagens e 
acrescentou-se o Transact-SQL, no qual eram feitos os stored procedures. As 
ferramentas de trabalho iniciais também se mantiveram, mas passámos a utilizar mais 
algumas. 
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Como já foi referido, a mudança radical que o projecto sofreu levou a nova fase de 
desenho. Nesta fase de desenho foram elaborados diagramas com recurso à aplicação 
Enterprise Architect 6.5, que mais à frente serão apresentados. Concluída a fase de 
desenho, utilizámos este mesmo programa para gerar todo o código de domínio da 
aplicação a partir do modelo de classes, ou seja, gerámos todos os objectos de 
negócio que tinham sido representados no modelo de classes. Através desta aplicação 
e com base no modelo de dados que havia sido desenhado com recurso à mesma 
ferramenta, foi ainda possível gerarmos os scripts SQL para geração de tabelas e 
views. 
Os DAOs e os Serviços são classes muito extensas, com muitas linhas de código 
em que é possível reaproveitar uma grande parte do código de um DAO para outro ou 
de um Serviço para outro. Assim sendo e com vista a agilizar o processo de criação 
dos DAOs e dos Serviços, criou-se um template para geração automática de código e 
com recurso a uma ferramenta chamada Code Smith foi possível gerar os esqueletos 
destas classes. Neste esqueleto comum a todos os DAOs/Serviços tínhamos a parte da 
instrumentação que era utilizada na instanciação das classes, que será discutida mais 
à frente, e tínhamos ainda o código responsável por disparar os performance counters 
que contabilizam o tempo gasto em cada método em DAO/Serviço. 
Esta opção permitiu-nos reduzir muito o tempo de codificação, visto que apenas 
nos restava codificar os métodos próprios de cada DAO ou Serviço. 
Para a elaboração de testes unitários que decorriam após a conclusão do 
desenvolvimento de cada DAO ou Serviço, utilizou-se uma ferramenta chamada N-
Unit. Esta ferramenta corre uma bancada de testes e antes do início de cada teste 
carrega a base de dados com dados para a correcta realização dos testes. Após a 
realização do teste, a ferramenta limpa a base de dados e mostra-nos o resultado do 
teste, sendo que em caso de falha mostra-nos também qual a condição que falhou. 
No Visual Studio 2005, a equipa passou a utilizar o Team Foundation Server para 
a atribuição e gestão de tarefas que cada elemento da equipa tinha pendente. 
Atribuíam-se tarefas a qualquer elemento da equipa e consultavam-se os estados em 
que se encontravam essas tarefas. 
A aplicação desenvolvida oferece serviços de Business Intelligence, 
nomeadamente relatórios previamente definidos com o cliente e que podem ser por 
exemplo, relativos ao número de total de propostas adjudicadas num mês. Para 
garantir estes serviços, utilizaram-se os Analysis Services e Integration Services do 
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SQL Server 2005. 
 
4.2.4 Opções de implementação 
A elaboração do modelo de dados, levada a cabo pelo Gestor Técnico, foi 
orientada ao modelo de classes, ou seja, a cada classe identificada no modelo de 
classes corresponde, tipicamente, uma tabela no modelo de dados. Esta opção tal 
como já foi referido, não é a solução ideal visto que faz com que ao ler dados de uma 
determinada entidade seja necessário ler duas tabelas ao invés de se ler apenas de 
uma tabela. Esta opção justifica-se sobretudo com a escassez de tempo e com o 
cumprimento de prazos rigorosos, é uma solução correcta, mas não é a ideal. 
Era requisito que se cumprisse a terceira forma normal, por isso entidades como 
nomes de pessoas e moradas tiveram de ser guardadas em tabelas próprias.  
Para as relações de um para um, a chave estrangeira ficou do lado da entidade que 
contém a outra, por exemplo, uma proposta tem um tipo, que na nossa modelação é 
expresso pela entidade GenericType, e um GenericType pertence apenas a uma 
proposta. Neste exemplo percebe-se que é, claramente, a proposta que contém o 
GenericType, assim sendo é a tabela de propostas que tem uma chave estrangeira 
para a tabela de GenericType. 
Para as relações de muitos para muitos foram criadas tabelas de relação formadas 
unicamente por chaves estrangeiras. 
Aquando do desenvolvimento da camada de lógica de negócio encontrámos 
algumas dificuldades na correcta implementação do que havia sido estabelecido 
durante a fase de desenho e isso motivou algumas alterações ao modelo de classes, 
nomeadamente ao nível das classes abstractas. Tivemos de sacrificar parte da riqueza 
do nosso desenho e por isso algumas classes que eram abstractas deixaram de o ser, 
visto ser necessário instanciar esses objectos, nomeadamente em resultados de 
pesquisas. 
O DataLayer está dividido em duas partes, tal como foi referido anteriormente. A 
primeira define os objectos de negócio, ou business objects como foram chamados no 
código, resultantes do diagrama de classes elaborado durante a fase de desenho. Estas 
classes têm propriedades definidas que são privadas e que podem ser acedidas através 
de métodos get e set. A segunda parte do DataLayer diz respeito à implementação 
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dos DAOs. Para cada objecto de negócio existe um DAO responsável por executar 
operações sobre a base de dados. Tipicamente este DAO tem quatro métodos, cada 
um com uma interface e a respectiva implementação. Esses quatro métodos são: 
Persist, Update, FindById e FindByExample, que servem respectivamente para, dar 
persistência ao objecto, actualizar o objecto, encontrar o objecto pela sua chave 
primária e encontrar uma lista de objectos que respeitem determinados critérios. 
Neste último método é passado por parâmetro um objecto do mesmo tipo daquele que 
se quer encontrar e que está preenchido com os critérios de pesquisa. Se quisermos 
encontrar uma pessoa na base de dados, preenchemos um objecto pessoa com os 
dados que temos, por exemplo idade e apelido, e este método devolve-nos todos os 
objectos pessoa que encontrou na base de dados com a idade e apelidos 
especificados. Este método é útil sobretudo para os ecrãs de pesquisa. 
A implementação dos DAOs fez-se de três formas, à medida que o 
desenvolvimento ia avançando íamos optimizando a forma de programar os DAOs. 
Numa primeira fase, utilizaram-se Prepared Statements em que se construíam 
directamente as querys que eram passadas à base de dados. Esta opção provou ser a 
menos fiável das três visto que recorria à concatenação de strings e facilmente se 
cometiam erros que apenas eram detectados nos testes. Mais tarde, e porque além das 
razões já apontadas, por vezes era necessário passar para a base de dados um 
conjunto de querys, passámos a invocar stored procedures que são procedimentos 
definidos na base de dados. A passagem dos parâmetros era feita de forma 
semelhante à dos Prepared Statements. Esta opção foi a mais utilizada, contudo era 
algo morosa porque tínhamos de implementar os procedimentos na base de dados e 
depois chamá-los nos DAOs. Finalmente, com vista a acelerar o processo de 
desenvolvimento dos DAOs, um membro da equipa criou uma classe denominada 
GenericOperator que construía as querys de forma automática e que reduziu para um 
mínimo o tempo de codificação dispendido nos DAOs. Recorrendo a um mecanismo 
de Reflection, conhecido do Java, é possível saber o nome das propriedades de cada 
objecto de negócio e a partir daí construir as querys para as quatro operações 
elementares, Persist, Update, FindById e FindByExample. Esta opção foi muito 
utilizada, mas tinha muitas condicionantes, como tal, por vezes não havia outra 
alternativa senão recorrer aos stored procedures. 
O GenericOperator está em contínuo desenvolvimento e por isso revela ainda 
algumas limitações. Por exemplo, em casos em que existe uma relação de herança, o 
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GenericOperator não consegue construir correctamente as expressões pois não vê as 
propriedades que são herdadas da classe mãe e como tal, o uso é desaconselhado. 
Outra das restrições que o GenericOperator apresenta é que todos os atributos que 
têm um valor por defeito, como são os int, long, DateTime, entre outros, têm de ser 
declarados como nullable types em vez de value types, isto é, têm de permitir ter 
valor null. Para tal, têm de ser declarados com um ponto de interrogação à frente, por 
exemplo int?. Com o passar do tempo foram sendo feitas correcções e evoluções por 
vários elementos da equipa, incluindo eu, e esta classe provou ser um importante 
ganho no desenvolvimento dos DAOs. 
Os DAOs foram concebidos tendo por base um padrão de desenho conhecido por 
Abstract Factory. Neste padrão descrito no livro “Design Patterns” por Erich 
Gamma, Richard Helm, Ralph Johnson e Josh Vlissides – vulgarmente conhecidos 
por Gang-Of-Four – temos um objecto, object builder, cuja única função é construir 
outros objectos. Este construtor de objectos não tem de conhecer detalhes de 
implementação, apenas oferece uma forma de os construir. Do lado de quem chama o 
construtor de objectos também não há conhecimento dos detalhes de implementação, 
apenas se sabe que o construtor de objectos instancia efectivamente um objecto e que 
devolve um apontador para o objecto do tipo que foi pedido. A grande vantagem 
desta abordagem é que nos permite mudar por completo a implementação do objecto 
construído pelo construtor de objectos sem que seja necessário fazer grandes 
mudanças do lado de quem invoca o construtor. 
Tomemos como exemplo esta aplicação que está a ser feita para trabalhar com 
uma base de dados SQL Server, e imagine-se que se pretendia alterar o mecanismo 
de acesso à base de dados ou que se queria passar a ler directamente de ficheiros, 
facilmente se fariam as alterações necessárias ao código e com muito menor impacto 
no desenvolvimento, visto que apenas seria necessário alterar o construtor de 
objectos ou até mesmo alterar apenas o ficheiro de configuração. 
Neste projecto isso foi concretizado através da classe DaoConfiguration, que sabe 
construir objectos de um determinado tipo através da leitura de um ficheiro XML de 
configuração.  
Assim sendo, este DAOs não são instanciados como um objecto normal, em vez 
disso é chamado o construtor de objectos que instancia o DAO segundo o ficheiro de 
configuração.  
Para se concretizar este padrão de desenho foi necessário instalar a Microsoft 
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Enterprise Library que é uma biblioteca open source que oferece código-fonte que 
pode ser estendido e até mesmo modificado. A utilização destes padrões é 
considerada uma best pratice e é recomendada para todos os projectos. 
O ServiceLayer é também ele dividido em 2 partes, os Serviços e as Fachadas. 
Os Serviços, como já foi referido anteriormente, são quem possui todo o 
conhecimento das regras de negócio e é aqui que deve residir toda a lógica 
dependente do domínio da aplicação. 
Na elaboração dos serviços é desejável que estes sejam tão completos quanto 
possível, evitando que seja necessário invocar dois serviços, quando um serviço 
poderia trazer toda a informação necessária. Esta opção tem vantagens e 
desvantagens. Por um lado invocam-se menos serviços e a invocação de um serviço 
é, tipicamente, uma operação lenta. Por outro lado, se queremos utilizar apenas uma 
ínfima parte da informação que o serviço devolve também estamos a trazer mais 
dados da base de dados do que aqueles que vamos utilizar e isto tem igualmente um 
custo elevado. 
Para o ServiceLayer arranjou-se um meio-termo. Os Serviços foram todos 
definidos e à medida que vão surgindo necessidades de se ter Serviços mais 
específicos, ele vão sendo implementados. 
Os Serviços utilizaram igualmente o padrão de desenho Abstract Factory com 
recurso, naturalmente, a outro construtor de objectos, o ServiceConfiguration, que 
por sua vez também utiliza um ficheiro de configuração em XML. 
Nas figuras 10 e 11 podemos ver, respectivamente, um excerto do ficheiro de 
configuração utilizado pelo ServiceConfiguration e a construção de um Serviço. No 
ficheiro de configuração temos registado o necessário para que o construtor de 
objectos saiba construir um ClientService. Na figura seguinte, a 11, temos um excerto 
de código da ClientFacade, a Fachada do Serviço de clientes, que mostra como é feita 
a invocação para a construção do Serviço de clientes, neste caso concreto para 
chamar o método que permite guardar clientes na base de dados, o PersistClient, que 
recebe o objecto cliente a guardar e que devolve o identificador com que ficou 
guardado na tabela de clientes. 
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Figura 10. Exemplo do ficheiro configuração em XML 
 
 
Figura 11. Exemplo de invocação de um Serviço 
 
 
Durante a execução de um Serviço é sempre aberta uma transacção que é fechada 
no fim do mesmo, seja qual for o resultado da operação. Desta forma garante-se que a 
operação é atómica, isto é, todas as alterações ficam guardadas na base de dados ou 
então não se guarda nenhuma. Com isto garantimos a integridade dos dados, se antes 
do início da transacção a base de dados se encontrava num estado coerente, então 
após a alteração mantém-se a coerência de dados. 
As Fachadas, como também já foi referido, limitam-se a disponibilizar os serviços 
para que estes estejam acessíveis aos web services. Para o fazer implementam uma 
série de métodos de classe (static) que chamam um construtor de objectos para 
instanciar o Serviço adequado e em seguida invocam um dos métodos do Serviço 
construído pelo construtor de objectos. Na maior parte dos casos, todos os métodos 
de um Serviço estão disponíveis aos web services, assim sendo a Fachada 
implementa tantos métodos de classe quantos os métodos que o Serviço oferece. É 
possível ver um exemplo na figura 11. 
O projecto WebServiceLayer limita-se a invocar as Fachadas e a disponibilizar os 
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serviços que serão invocados no GUILayer. Conforme foi referido anteriormente, a 
opção de incluí-lo como parte integrante da camada de lógica de negócio prende-se 
com o facto ser este o projecto responsável por publicar os Serviços que concretizam 
as regras de negócio. 
A elevada disponibilidade dos web services tem alguns custos e fruto disso nós 
deparámo-nos com algumas dificuldades na manipulação dos web services. 
Quando compilamos o projecto WebServiceLayer são gerados os WSDL – Web 
Services Definition Language – que são ficheiros baseados em XML e que expõem 
objectos e métodos a partir do que foi compilado. Os WSDL gerados são utilizados 
no GUILayer e permitem que os objectos e métodos definidos no DataLayer e 
Servicelayer sejam reconhecidos no próprio GUILayer. Cada WSDL é gerado 
automaticamente e define um namespace, dentro deste namespace são incluídas 
definições para todos os objectos que são utilizados nos Serviços que um web service 
pretende publicar. Assim sendo, o web service de empresas, por exemplo, contém 
também uma definição para contactos, visto que os serviços que devolvem empresas, 
devolvem também os contactos das empresas. Ao gerar o WSDL para as empresas, 
define-se um objecto contacto que fica definido sob o namespace de empresas. Ao 
gerar o WSDL de contactos, este tem uma definição própria para contactos. Para o 
GUILayer, o objecto contacto definido nos web services de empresas nada tem a ver 
com o objecto contacto definido nos web services de contactos. Isto trouxe-nos 
algumas dificuldades na implementação das páginas, mais concretamente na fase de 
ligar as páginas aos web services. Sempre que era necessário chamar dois web 
services para preencher um mesmo objecto, tínhamos erros de compilação visto que o 
GUILayer considerava tratarem-se de objectos diferentes. Para contornar este 
problema passámos a chamar nas Fachadas de empresas serviços de contactos, que 
retornam um contacto no namespace de empresas. Assim, passámos a invocar um 
EnterprisesServices.FindContactById(), definido no namespace EnterprisesServices, 
em vez de um ContactServices.FindContactById(), definido no namespace 
ContactServices, e obter um EnterprisesServices.Contact ao invés de obtermos um 
ContactServices.Contact. 
No GUILayer foi definida uma classe, BWSPage, da qual todas as páginas herdam 
e que é extremamente útil, pois permite que se centralizem e tornem visíveis a todas 
as páginas, um conjunto de propriedades, procedimentos e funções necessárias. 
Uma das particularidades das aplicações web é que não há a noção de estado, são 
Relatório Final – PEI 2006/2007 – Alexandre Tiago Pires de Matos 
Business & Worker Solutions  42 
feitas com base em pedidos cliente-servidor e como tal não podem guardar valores 
em variáveis locais. Para contornar estas dificuldades surgiram várias alternativas, 
uma delas denominada por variável de sessão. Uma variável de sessão é algo que 
permite à máquina cliente guardar, do lado do servidor e por um período de tempo 
limitado, valores em memória dando assim uma falsa noção de estado.  
Pelas dependências que algumas páginas apresentavam em relação a outras, surgiu 
a necessidade de se passarem valores entre páginas, assim sendo tivemos de recorrer 
a variáveis de sessão. Para isso criaram-se funções, na BWSPage, para se aceder às 
variáveis de sessão através de uma chave. Para guardar valores em sessão 
chamávamos o método ToNextPage que recebia uma chave, onde seria guardado um 
objecto e o obejcto em si, que se pretendia guardar em sessão. Para aceder à sessão, 
utilizávamos o método FromPreviousPage que recebia uma chave e que nos devolvia 
o conteúdo guardado nessa chave. As chaves utilizadas para guardar valores em 
sessão são definidas na BWSPage por meio de um enumerado.  
Para melhor explicar a situação acima referida, tomemos como exemplo este caso: 
estamos a consultar a pesquisa de empresas e a aplicação devolve-nos um conjunto 
de resultados dos quais se pretende seleccionar uma empresa em particular para 
consulta dos seus detalhes. Isto implica que na página de visualização de detalhes 
tenhamos de receber o identificador da empresa escolhida para que se mostrem 
correctamente os seus dados. Desta forma, na página de pesquisa e antes de se mudar 
de contexto para a página de consulta, com recurso a uma função chamada 
ToNextPage, deve passar-se como parâmetro para essa função a chave onde se quer 
guardar esse valor, ENTERPRISE_ID por exemplo, e o valor que se pretende 
guardar. Na página seguinte, utiliza-se a função FromPreviousPage, passando-lhe 
como parâmetro a chave que foi indicada na página anterior, ENTERPRISE_ID, e 
assim obtém-se o valor que foi guardado em sessão, na forma de objecto, sendo 
necessário fazer o respectivo cast para um long, visto que todos os identificadores de 
objecto são long na aplicação.  
Existem vantagens e desvantagens no uso de variáveis de sessão. Como vantagem 
temos o facto de simular uma aplicação local em que é possível manter estado e 
como tal, guardar valores em memória sem os perder. 
Relativamente às desvantagens temos o facto de tudo o que está guardado em 
sessão ter um tempo de vida limitado. Por omissão, a sessão tem um tempo de vida 
de 30 minutos, contudo pode ser reduzido ou aumentado. Outra das desvantagens tem 
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a ver com o facto de a memória não ser um recurso ilimitado, como tal, se os objectos 
a guardar em sessão forem muito grandes ou se existirem muitos utilizadores a 
guardar objectos em sessão, aí temos o problema de o servidor deixar de responder 
por falta de memória. É portanto boa prática limpar as variáveis de sessão sempre que 
estas deixem de ser necessárias. 
A BWSPage tem mais uma funcionalidade muito particular que tem a ver com a 
gestão de modos de apresentação. Durante a fase de desenho, foi elaborado um 
documento, chamado Guia de Usabilidade, que define todas as regras que têm de ser 
cumpridas durante o desenvolvimento do GUILayer. Entre essas regras estavam os 
modos de apresentação. Foram definidos três modos de apresentação para as páginas, 
que são: CREATE, READ e UPDATE. Com estes modos pretende-se definir que 
controlos gráficos devem estar visíveis numa página, como devem ser apresentados 
os dados e se estes são ou não editáveis. 
O modo CREATE é o modo em que estamos a guardar um objecto na base de 
dados pela primeira vez. Tipicamente, não há valores a serem previamente 
carregados para a página e todos os campos são editáveis. O modo READ é o modo 
de consulta de dados, a página tem de ser carregada com informação proveniente da 
base de dados e os dados não são editáveis. Finalmente, o modo UPDATE é para 
actualização de dados. A página é previamente carregada com dados e os dados são 
editáveis. 
Estes modos de apresentação permitem que se saiba sempre em que modo é que 
uma página vai ser visualizada, esse é de resto um dos primeiros passos aquando do 
carregamento de uma página, e tendo esse conhecimento é possível definir todo o 
comportamento da página. 
Na BWSPage estão ainda pequenas funções auxiliares que são comuns a todas as 
páginas e que vão sendo adicionadas à medida das necessidades do desenvolvimento. 
A pedido da equipa de Business Intelligence foram acrescentadas as todas as 
tabelas dois campos. Um createdDate e um lastUpdatedDate para que se soubesse 
quando é que um registo havia sido criado na base de dados e a data da sua última 
actualização. Estes dois campos facilitam a elaboração de relatórios diários. 
 
4.2.5 Trabalho desenvolvido 
Esta segunda abordagem permitiu-me acompanhar de forma mais abrangente e 
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aprofundada o projecto, tendo desta forma conhecido melhor as regras de negócio. 
Como foi anteriormente referido, em meados de Outubro houve uma mudança 
radical no projecto, fruto desta mudança voltámos à fase de desenho. Os pontos de 
partida para esta fase foram os cadernos de encargos e o conhecimento adquirido 
pelos funcionais durante fase de análise inicial.  
Nesta fase manteve-se a mesma divisão de trabalho e as pessoas que estavam 
encarregues de trabalhar num determinado módulo funcional ficaram encarregues de 
desenhar os diagramas de actividade desses mesmo módulo. Como tal, comecei por 
desenhar os diagramas de actividades relativos ao módulo de clientes. Para a 
elaboração destes diagramas utilizámos os esboços dos ecrãs, que estavam 
desenhados nos cadernos de encargos, para perceber que funcionalidades eram 
oferecidas e a partir daí identificámos as tarefas que se podiam realizar em cada 
módulo. Um exemplo desse mesmo trabalho está expresso na figura 12.  
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Figura 12. Diagrama de Actividades de Clientes – Gestão de contas de utilizadores 
 
Na figura 12 está representado o diagrama de actividades relativo à gestão de 
contas de utilizadores do cliente. A aplicação permite ao cliente criar utilizadores no 
sistema e gerir esses utilizadores no âmbito dos seus contratos. A actividade inicia-se 
com uma pesquisa dos contratos do cliente, em seguida o cliente selecciona um 
contrato e é feita uma pesquisa dos utilizadores do sistema associados àquele 
contrato. Mostrando ao cliente uma lista de utilizadores, este pode mudar as 
permissões de um ou mais utilizadores e criar um ou mais utilizadores.  
Esta fase de desenho dos diagramas de actividade foi muito importante para se 
perceber a complexidade de alguns processos. Atente-se novamente à figura 12. 
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Nesta figura as actividades são representadas pelas caixas de cantos arredondados, 
em quatro destas caixas existe um símbolo semelhantes a dois elos ligados que nos 
indica que para esta actividade poder ser implementada, há que implementar primeiro 
as actividades a que todo este fluxo recorre. Cada uma dessas quatro actividades tem 
um diagrama próprio que define o fluxo dessa operação. 
Passada a fase de desenho dos diagramas de actividades, participei numa 
actividade de levantamento de objectos para que se identificassem, em cada 
diagrama, quais as entidades que eram manipuladas e sobre elas, quais as operações 
realizadas: leitura, escrita, actualização de dados ou apagar dados. Esta actividade foi 
importante na medida em que os diagramas de actividade apenas nos mostram os 
fluxos e dependências de cada actividade, não mostrando quais os artefactos que 
estão a ser manipulados. Assim sendo, este foi um importante passo para identificar 
entidades que mais tarde seriam representadas no diagrama de classes. 
Dadas por concluídas as actividades anteriores, iniciámos a fase de desenho do 
diagrama de classes. Como já foi referido anteriormente, para facilitar a consulta 
deste diagrama e dado o nosso domínio ser tão extenso, optámos por dividir o 
diagrama em diagramas mais pequenos. Com base nesta decisão esteve a divisão 
natural dos módulos funcionais. Para alguns módulos esta divisão não era suficiente e 
foi necessário voltar a partir em mais diagramas, com vista a facilitar a consultar dos 
mesmos. Um exemplo do que descrevo aqui é o diagrama de classes de Empresas que 
foi separado dos módulos funcionais de Clientes e Prospects. 
Nesta etapa, além de desenhar as relações entre a classe cliente e as demais classes 
do sistema, fiquei também encarregue de desenhar o diagrama de classes de empresas 
e o de propostas, que de resto também se relacionam com clientes. 
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Figura 13. Extracto do diagrama de classes de ProspClients 
 
Na figura 13 podemos ver o resultado de parte da modelação de cliente. Na nossa 
modelação um cliente e um prospect, perspectiva de negócio, são representados por 
uma entidade mais geral, o ProspClient. O que diferencia um cliente de uma 
perspectiva de negócio é o facto de o primeiro já ter um vínculo estabelecido com 
uma das sociedades do grupo. Esse vínculo pode ser uma proposta adjudicada ou um 
contrato em vigor. Houve a necessidade de diferenciar estas duas entidades visto que 
para cada uma, a aplicação oferece diferentes funcionalidades. Ainda assim são duas 
entidades que têm muito em comum. Para modelar esta relação criou-se a entidade 
ProspClient da qual herdam as entidades Client e Prospect. 
Inicialmente, ProspClient era uma entidade abstracta visto que só existia num 
âmbito de um cliente ou perspectiva de negócio, contudo, durante a fase de 
implementação foi necessário abdicar da riqueza deste desenho por necessidade de se 
instanciarem ProspClients. 
Na figura 13 é ainda possível ver-se que um ProspClient se liga uma classe, 
EntityRole, que por sua vez se liga uma classe Entity. O que se pretende modelar 
com estas relações é o facto de um cliente, ou perspectiva de negócio, representar 
uma empresa ou indivíduo. Assim sendo, criou-se uma classe Entity que é uma 
abstracção das entidades empresa e indivíduo. Para ligar estas duas abstracções, 
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Entity e ProspClient, criámos uma classe EntityRole que se liga igualmente a Society 
e Delegation. Com esta relação permitimos que uma empresa seja cliente numa 
determinada delegação e sociedade e perspectiva de negócio noutro par delegação-
sociedade. Por sociedade, entenda-se empresa do grupo empresa X. São as 
sociedades que assinam contratos com os clientes e o grupo da empresa X é 
constituído por várias sociedades. 
O diagrama presente na figura 13 diz respeito a uma entidade que agrupa clientes 
e clientes potenciais, não nos é possível ver neste diagrama, embora tenho sido 
modelado noutros diagramas, a ligação entre cliente e departamentos. Como já foi 
referido em capítulos anteriores, um cliente, caso seja uma empresa, pode ter vários 
departamentos. Esta relação ficou patente noutro diagrama de classes de empresas 
que está expresso na figura 14. 
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Figura 14. Diagrama classes de Empresas 
 
A figura 14 representa os diferentes tipos de empresas existentes.  
Mais uma vez tivemos de ceder na qualidade do desenho, visto que inicialmente, 
Entity era uma classe abstracta, por não existir nenhuma Entity que não fosse 
necessariamente uma Enteprise ou um Individual. Durante a fase de implementação 
surgiu a necessidade de se instanciarem objectos do tipo Entity e tivemos portanto de 
abdicar desta abstracção.  
As empresas que são do tipo Bank e InsuranceCompany pretendem modelar a 
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necessidade de se inserirem bancos e seguradoras no âmbito de perspectivas de 
negócio/clientes e no âmbito de colaboradores. Contudo, são empresas como 
qualquer outra inserida no sistema e podem até ser associadas a um Prospclient e 
passarem a figurar como perspectivas de negócio ou clientes de uma sociedade. A 
Society que aparece na figura representa uma sociedade do grupo da empresa X com 
a qual os clientes ou perspectivas de negócio estabelecem relações comerciais. 
Após a fase de desenho de clientes e perspectivas de negócio, passei à modelação 
de propostas que inicialmente era estendida directamente pelos diversos tipos de 
propostas, já referidos no terceiro capítulo. Mais tarde, em finais de Dezembro houve 
uma remodelação de propostas, processos e pedidos por ser ter chegado à conclusão 
que todos eles partilhavam um conjunto de dados e que esses dados “herdados” de 
fase para fase, isto é, os dados definidos no pedido de proposta, passavam para a 
proposta, que por sua vez seguiam para os pedidos de recrutamento e finalmente, 
acabavam em processo de recrutamento.  
Desta modelação, pela qual fiquei responsável, resultou um novo diagrama 
conhecido por GenericType. Muito sucintamente, o GenericType representa os 8 
tipos diferentes de propostas, processos e pedidos referidos no terceiro capítulo. 
Em seguida apresenta-se um pequeno extracto da modelação do GenericType. 
Esta opção prende-se com o facto diagrama completo ser muito extenso e ir a um 
nível de detalhe que não relevante para a explicação que se pretende apresentar neste 
relatório. 
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Figura 15. Extracto do diagrama GenericType 
 
Na figura 15 é possível ver a classe GenericType e ver como é estendida por 8 
tipos: Recrutamento e Selecção, Trabalho Temporário, Prestação de Serviços, 
Outplacement, Gestão de Carreiras, Formação, Avaliação Psicológica e Assessment.  
Esta modelação resulta das limitações da linguagem utilizada para o 
desenvolvimento desta aplicação. Uma vez que o C# não permite herança múltipla, 
não era possível ter-se uma classe TT, ou Trabalho Temporário, a herdar 
simultaneamente de propostas, processos e pedidos. A solução encontrada foi criar-se 
o diagrama GenericType que modela as particularidades de cada um dos tipos. Em 
seguida bastava-nos apenas garantir que tanto as propostas, como os processos, como 
os pedidos tinham obrigatoriamente uma instância de uma subclasse de GenericType 
associada, que as categoriza quanto ao seu tipo.  
O GenericType é abstracto e neste caso foi-nos possível manter esta abstracção 
durante a fase de implementação. O facto de o GenericType ser abstracto faz com 
que não seja possível instanciar-se um GenericType para uma proposta, assim sendo 
instanciava-se uma das classes que o estende, conferindo assim o tipo correcto à 
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proposta, por exemplo, Trabalho Temporário. 
Como referi anteriormente, esta remodelação só foi feita em finais de Dezembro, 
pois antes disso ainda estive responsável por desenvolver o middleware de empresas. 
Numa primeira fase do desenvolvimento dos DAOs para empresas, utilizei SQL 
directamente nas chamadas à base de dados. Mais tarde, por opção da equipa 
passámos a utilizar chamadas a stored procedures. 
Para o desenvolvimento de empresas, visto a classe Entity ser abstracta, não foi 
implementado um DAO para Entity, mas sim para Enterprise, sendo que este é 
responsável por escrever e ler nas duas tabelas. A mesma metodologia foi utilizada 
depois para Bank, Society e InsuranceCompany. Para estas três classes tínhamos uma 
hierarquia de três níveis, o que significa que os DAOs tinham de ler e escrever em 
três tabelas, sendo elas a tabela de Entity, Enterprise e Bank, Society ou 
InsuranceCompany, consoante o DAO invocado. 
No nosso modelo, as relações de muitos para muitos são tratadas de uma forma 
especial uma vez que existe uma tabela de relação entre as duas entidades. Para cada 
um dos DAOs que suportam estas duas entidades do nosso domínio é necessário 
implementar mais dois métodos. Um de leitura e outro de actualização. Foi isso que 
tive de fazer para as ligações entre Department e ContactChannel. E mais tarde para 
Department e CommercialContact. Assim sendo, do lado de Department fiz um 
método que lê da tabela de relação e que devolve uma lista com todos os 
Departament dado o identificador de registo de um ContactChannel. Para fazer a 
manutenção desta relação de muitos para muitos fiz um método de actualização da 
tabela de relação que recebe o identificador de registo do Department e uma lista de 
identificadores de registo relativa aos ContactChannel a actualizar. Este método de 
actualização funciona da seguinte forma, apaga todos os registos da tabela com o 
identificador de registo fornecido e depois insere na tabela a nova lista de 
correspondências entre o Departement e os ContactChannel.  
Tive de desenvolver os mesmos métodos no DAO de Department para suportar a 
relação entre Department e CommercialContact. 
Após a conclusão de todos os DAOs de empresas, era necessário fazerem-se 
testes. Para isso foram criados dois novos projectos, DataLayerTest e 
ServiceLayerTest, com o intuito de realizar testes unitários sobre as classes 
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desenvolvidas no DataLayer e ServiceLayer, respectivamente. Mais uma vez foi 
definida uma classe da qual herdam outras, chamada BWSTest, que disponibilizava 
um conjunto de funções úteis a todas as classes de teste. 
Quando chegámos à fase de testes apercebemo-nos que na maior parte dos casos 
era necessário ter um conjunto dados na base de dados para poder testar as classes. 
Para remediar esta situação, a pessoa responsável por testar determinada classe, era 
também responsável por construir um script de inserção e remoção de dados 
necessário para a realização do teste. Esse script era corrido automaticamente no 
início do teste e após a realização do teste, corria-se também automaticamente o 
script de remoção de dados, garantido desta forma que se minimizavam os conflitos 
entre as pessoas que estavam a testar ao mesmo tempo. À medida que a equipa 
responsável por desenvolver e testar middleware foi crescendo, aumentaram também 
os conflitos, que por norma não deixavam que mais de duas ou três pessoas 
estivessem a testar ao mesmo tempo. Para realizar estes testes, como já foi referido 
anteriormente utilizámos o N-Unit. Na figura 16 é possível ver-se um screenshot do 
resultado produzido pelo programa. 
 
 
Figura 16. Teste realizado no N-Unit 
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A figura 16 ilustra um teste que falhou. Quando um teste passa, as bolas do lado 
esquerdo aparecem coloridas a verde e caso falhe aparece o que se pode ver na 
imagem. As bolas relativas aos testes corridos aparecem a vermelho e na consola 
central aparecem as mensagens que identificam os erros ocorridos. 
Como foi referido anteriormente, surgiu a necessidade de se remodelarem 
processos, propostas e pedidos. Para tal e, por ordem do gestor técnico, interrompi o 
desenvolvimento do middleware de empresas e fiquei responsável pela correcção da 
modelação de processos, propostas e pedidos. 
Após conclusão da fase de correcção ao desenho, retomei o meu trabalho no 
desenvolvimento de middleware. 
Terminado o desenvolvimento do middleware de empresas, trabalhei também no 
desenvolvimento de perspectivas de negócio e clientes, incluindo o histórico de 
clientes. Este histórico foi concretizado por meio de uma tabela que não contém 
chaves estrangeiras, mas apenas valores.  
Esta opção permitiu-nos ter uma única tabela de histórico ao invés de ser 
necessário criar tabelas de histórico para todas as entidades com que um cliente se 
relaciona. Assim, sempre que os dados de um cliente são alterados, é criado um 
registo na tabela de histórico de clientes com os dados imediatamente antes da 
actualização do cliente. 
Após o desenvolvimento de clientes, perspectivas de negócio e empresas ainda 
ajudei a concluir o trabalho relativo a Person. Person não é um módulo funcional, 
mas à semelhança do que aconteceu com empresas, foi identificado como sendo um 
namespace próprio, que agrega várias classes, tais como, a própria Person que é a 
classe base para os pessoas que existem no sistema, a classe InternalEmployee que 
define os funcionários no sistema, entre outras classes. Visto este ser um namespace 
com muitas dependências, foi considerado prioritário e era urgente que fosse 
concluído. 
Após todos estes desenvolvimentos, comecei a fase de middleware de propostas. 
Esta etapa incluía, naturalmente, o desenvolvimento do GenericType. Numa primeira 
fase, estive a implementar o modelo sozinho, sendo que mais tarde se juntaram a 
mim a Daniela Oliveira e a Sara Estrela.  
Para os DAOs e Serviços do GenericType que fiquei de desenvolver, empreguei 
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uma solução diferente das que tinham sido utilizadas em todos os outros Serviços. 
Tendo em conta o facto de os ecrãs de processos, propostas e pedidos recorrerem a 
um sistema de separadores que, para que o objecto fosse guardado na base de dados, 
obrigava a que fossem percorridos todos os separadores relativos aos dados desse 
objecto. Tendo isto em mente e o facto de o GenericType ser relativamente complexo 
faço ao volume dados que suporta, resolvi criar uns serviços mais completos para 
permitir que quando se guardasse o objecto no último separador, apenas fosse 
necessário chamar um web service, puxando desta forma toda a complexidade para o 
serviço e deixar que a página não tivesse conhecimento de como se organizam os 
dados nas camadas mais abaixo. O único senão nesta solução tinha a ver com o facto 
de ser necessário passar objectos por sessão de um separador para o outro, ao invés 
de se passarem apenas identificadores de registos, que eram long tipicamente. Desta 
forma, sacrifica-se um pouco o servidor, pois os objectos que se colocam em sessão 
são maiores. Por outro lado, também se evitavam chamadas à base de dados a cada 
vez que uma página era carregada e evitava-se que uma proposta ficasse inserida pela 
metade. Isto é, em caso de erro poderiam ficar guardados na base dados apenas os 
dados relativos aos primeiros separadores de propostas e não se guardarem os 
restantes.  
Para garantir esta simplicidade nas páginas foi necessário criar um mecanismo, 
que mais tarde foi baptizado, entre os elementos da equipa, de “cebola”, porque à 
semelhança do que acontece com uma cebola, também aqui tínhamos diferentes 
camadas encapsuladas umas nas outras, e que neste caso cresciam de dentro para 
fora.  
Assim sendo, numa operação de leitura, os enumerados, que são as classes que 
apenas contêm uma designação e uma chave primária são os únicos que são lidos 
normalmente. As classes que fazem referência aos enumerados, tem de ler os seus 
dados, através do seu DAO, e invocar os Serviços de leitura dos enumerados e assim 
sucessivamente. A camada de fora invoca o Serviço da camada interior. Desta forma, 
quando chamarmos o serviço que lê um trabalho temporário, temos a garantia que 
tudo o que está “dentro” da classe trabalho temporário já vem preenchido.  
O mesmo se aplica se estivermos a guardar dados na base de dados. Mas neste 
caso há uma pequena particularidade, os objectos têm de ser guardados na base de 
dados de dentro para fora para que se obtenha o identificador de registo gerado, 
aquando da inserção. Em seguida, utilizando este identificador gerado, podemos 
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preencher a chave estrangeira do objecto que está do lado de fora. Por exemplo, um 
TT tem um TTDetails, ou seja, um TT tem uma chave estrangeira para TTDetails. É 
obrigatório que o TTDetails seja gravado em primeiro lugar, porque só depois de ser 
gerada a chave primária do TTDetails é que se pode preencher a chave estrangeira no 
objecto TT e em seguida guardar o TT. 
Passada a fase de desenvolvimento do middleware de propostas, processos e 
pedidos, o passo seguinte foi a ligação de ecrãs. O que se pretendia com esta fase era 
dar lógica de negócio aos ecrãs que haviam sido desenvolvidos previamente. A lógica 
é dada através da chamada de web services, que por sua invocam as Fachadas, que 
invocam os Serviços e que, finalmente, invocam os DAOs, responsáveis por interagir 
com a base de dados. 
Nesta etapa houve uma task force para acelerar o desenvolvimento dos ecrãs. Essa 
task force consistia de uma equipa de dez pessoas, que foi dividida em três equipas 
mais pequenas.  
Por cada equipa havia um responsável. Os responsáveis das equipas eram: eu, a 
Sara Estrela e a Daniela Oliveira. O papel de cada responsável consistia em dividir o 
trabalho pelos seus colegas de equipa e explicar quaisquer dúvidas que existissem, 
numa reunião que era obrigatoriamente feita ao início de cada dia. No final de cada 
dia fazíamos um ponto de situação para se poder planear o trabalhar a desenvolver no 
dia seguinte. 
Desde então, o trabalho que tenho realizado têm passado por cumprimento de 
tarefas que são deixadas no Team Foundation Server e que dizem respeito a pedidos 
de correcção a serem feitos tanto no middleware e ecrãs, bom como validação e 
correcção de erros nos módulos de propostas, processos e pedidos. Estas tarefas 
apenas foram interrompidas por duas vezes.  
A primeira foi quando estive a desenvolver o histórico de propostas. Uma vez que 
os contratos vão buscar muita informação às propostas e que por motivos legais é 
necessário guardar quaisquer alterações que sejam feitas a um contrato, surgiu a 
necessidade de se desenvolver também um histórico para propostas. À semelhança do 
que aconteceu com clientes, também aqui foram utilizadas tabelas que apenas 
guardavam valores e não referências, sendo que neste caso não é possível restringir o 
histórico a uma tabela. As propostas têm relações com outras entidades que são 
relações de um para muitos. Este tipo de relações levou a que fosse obrigatório criar 
tabelas de histórico também para essas entidades. 
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A segunda vez que tive de interromper esta fase de manutenção e correcções foi 
para fazer reuniões com o cliente nas quais estivemos a avaliar a usabilidade da 
aplicação e a registar pequenas correcções que teriam de ser feitas. 
Após estas reuniões retomei ao meu trabalho inicial. 
Está previsto dentro de curto prazo iniciar-se uma fase de correcções, previamente 
acordadas com o cliente, e que visam questões como a usabilidade da aplicação e 
outros aspectos que foram detectados e que necessitam de ser corrigidos. 
 
4.3 Comparação entre as 2 abordagens ao projecto 
Antes de mais deve frisar-se que ambas as abordagens aqui apresentadas são 
viáveis, contudo, a segunda abordagem é claramente mais robusta e privilegia a 
portabilidade do código desenvolvido. A segunda abordagem é conceptualmente 
mais correcta por dividir o problema em camadas distintas, não misturando o que 
deve ser acesso aos dados com lógica de negócio ou até mesmo com as questões de 
apresentação. Além desta divisão por camadas, o uso de padrões de desenho é 
considerado uma boa prática (best practice), e o seu uso em projectos é crescente nos 
dias que correm. Em contrapartida, a primeira abordagem era mais simples, e 
portanto permitia maior eficiência e menor tempo de desenvolvimento. A segunda 
abordagem trouxe-nos também um melhor entendimento do que eram os requisitos 
do projecto, visto que o desenho foi muito mais aprofundado do que havia sido na 
primeira abordagem. 
 
4.4 Boas práticas 
Nesta segunda abordagem ao projecto, pode dizer-se com toda a certeza que este 
foi um projecto rico em termos de definição de boas práticas de trabalho, tanto ao 
nível de trabalho técnico, como ao nível de definição de processos de trabalho e 
coordenação de equipa. 
A um nível mais técnico foram definidas regras com vista a minimizar o possível 
impacto que o trabalho de uma pessoa pode ter sobre as restantes. Este trabalho 
passou pela utilização do Source Control do Visual Studio que nos permitia controlar 
as diferentes versões de cada ficheiro e garantir que quando alguém fosse buscar os 
ficheiros do projecto, o faria levando sempre as últimas versões desenvolvidas. O que 
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nem sempre acontecia, umas vezes por culpa da equipa que não cumpria o 
procedimento e alterava ficheiros antes de ir buscar a última versão e outras vezes 
por culpa do próprio programa que revelou alguns bugs.  
Seguem-se alguns exemplos do que foram as regras estabelecidas: 
• Garantir que apenas se faz check-in de código que está em estado 
compilável 
• Para os casos em que as alterações feitas se espalham por vários ficheiros, 
garantir que se faz check-in de todos os ficheiros necessários ao mesmo 
tempo 
• Antes de iniciar qualquer alteração ao código, deve fazer-se Get Latest 
Version para se obter a última versão dos ficheiros e em seguida fazer 
check-out exclusivo, para que mais ninguém possa alterar os ficheiros em 
que estamos a trabalhar enquanto não fizermos novamente o check-in 
• Usar finally em todos os try do código. Mais importante que utilizar um 
catch é utilizar um finally, porque temos a garantia que o código que está 
dentro do finally é sempre executado, tanto em caso de sucesso como de 
insucesso, garantindo assim que não fica, por exemplo, uma ligação à 
bases de dados por fechar. 
• Recomendou-se ainda o uso de camelCase (início de uma nova palavra 
com maiúscula) e de nomes explícitos e completos. O código é escrito uma 
vez, mas é lido várias. 
• Utilizar um StringBuilder em vez de fazer uma concatenação de strings. A 
concatenação de dois strings implica a instanciação de três strings. 
Utilizando o StringBuilder, apenas instanciamos uma e fazemos append 
com as restantes strings. A instanciação de um objecto é uma operação de 
custo elevado e que deve ser evitada, sempre que possível. Esta 
recomendação foi feita numa parte mais tardia do projecto e como tal, 
existem muitos casos na aplicação onde se faz concatenação directa de 
strings. 
A um nível de processos de trabalho e coordenação de equipa foram também 
implementadas boas regras. Especialmente no que toca a esclarecimentos de dúvidas. 
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De forma a definir correctamente quando devem decorrer esclarecimentos de dúvidas 
e evitando que os membros da equipa sejam constantemente interrompidos, a gestão 
de projecto definiu sessões de horário de dúvidas. Assim sendo, de segunda a sexta-
feira pelas 14h30 tínhamos as sessões de esclarecimentos que duravam cerca de trinta 
minutos, sendo que à 5ª feira havia uma apresentação de casos notáveis, ou seja, 
apresentar soluções para problemas que tinham sido encontrados. 
Além deste método de trabalho, foram ainda criados ficheiros de controlo que nos 
permitiam saber qual o progresso físico do projecto num dado instante. 
Outro método aplicado tinha a ver com a organização da equipa em grupos mais 
pequenos, que se especializavam na conclusão de tarefas muito específicas. Nestas 
pequenas equipas, a gestão de projecto, encorajou a escolha de um responsável que 
lhes reportava o progresso realizado. Esta opção revelou-se muito enriquecedora para 
os membros da equipa, uma vez que permitiu aos responsáveis das equipas 
desenvolver competências de liderança e criou uma maior abertura entre os 
elementos destas pequenas equipas para se discutirem soluções e implementarem 
novos métodos de trabalho. 
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5. Conclusão 
 
Neste capítulo são apresentadas as conclusões. O que foi feito, o que deveria ter 
sido e que seguimento deveria ser dado a este trabalho no futuro. 
 
5.1 Resumo do trabalho desenvolvido  
Esta foi para mim uma experiência muito enriquecedora, visto que me permitiu 
trabalhar numa equipa numerosa, que por si só já constitui um desafio, e em várias 
áreas do desenvolvimento de um projecto. Passando da identificação de requisitos à 
modelação do desenho e à programação em diversas camadas da aplicação.  
Sem dúvida que as duas principais componentes foram a modelação e o 
desenvolvimento do midlleware, quer pelo tempo dispendido com estas tarefas como 
pelo conhecimento que estas tarefas me permitiram adquirir. 
A parte de modelação foi importante na medida em que me permitiu pôr em 
prática os conhecimentos adquiridos durante a minha licenciatura e ainda ampliá-los 
através do trabalho desenvolvido no decorrer do projecto. Para tudo isto contribuiu o 
trabalho que desenvolvi na modelação de Empresas, Clientes e Prospects e 
finalmente na modelação que fiz em Propostas, Processos e Pedidos, no qual se inclui 
o GenericType. 
O desenvolvimento que fiz no middleware foi igualmente importante. Tive a 
oportunidade de trabalhar em todas as camadas de aplicação e desta forma conhecer 
melhor o modelo utilizado, conhecer melhor cada uma das camadas, as dificuldades 
inerentes à sua implementação e forma como comunicam com outras camadas. 
Durante a minha licenciatura nunca tinha trabalhado numa aplicação com esta 
dimensão e tão estruturada e isso foi com certeza uma experiência importante e muito 
enriquecedora. 
 
5.2 Revisão crítica  
A mudança de abordagem foi a meu ver correcta, mas tardia. O preço pela demora 
nessa decisão está a ser pago com as dificuldades sentidas em cumprir os prazos do 
projecto a tempo e horas. A análise de requisitos revelou algumas falhas e levou-nos, 
por mais do que uma vez, à identificação de novo âmbito que, obviamente, também 
contribuiu para o maior atraso do projecto. 
No produto final, descurou-se um pouco a usabilidade e funcionalidade da 
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aplicação, muitas vezes para contornar regras de negócio, mas o resultado que daí 
advém é uma aplicação que por vezes nos apresenta fluxos de informação pouco 
triviais. 
A falta de eficiência apresentada até ao momento é sem dúvidas uma das nossas 
principais preocupações e merece por isso esta crítica. 
O facto de este projecto ter seguido as indicações das melhores práticas da 
Microsoft para o desenvolvimento de aplicações merece também um destaque e 
parece-me ter sido uma opção correcta. 
Como último aspecto, quero destacar o trabalho realizado pela equipa e a forma 
como todos os elementos se empenharam neste projecto. A qualidade do ambiente 
que se vivia na equipa foi com toda a certeza um factor de inspiração para o bom 
desempenho na elaboração do projecto. Para isso contribuíram certamente práticas de 
trabalho bem definidas e técnicos competentes. 
 
5.3 Trabalho futuro 
Este projecto tem ainda algum trabalho pela frente. Podemos dividir esse trabalho 
em duas partes. 
A primeira tem a ver com o trabalho que estava planeado e que não foi concluído 
e a segunda diz respeito às melhorias que poderiam ser feitas.  
Na primeira parte incluem-se as validações dos ecrãs e módulos desenvolvidos, 
bem como as ligações entre os módulos e a correcção de eventuais erros. 
A segunda parte passa sobretudo pela a optimização da aplicação, quer a nível de 
eficiência como a nível de facilidade de utilização. 
Em primeiro lugar, a base de dados poderia ser desnormalizada, o enorme 
paralelismo que existe entre o nosso diagrama de classes e o diagrama de dados, faz 
com que tenhamos, para uma dada entidade, de consultar várias tabelas em vez de 
consultarmos apenas uma. Um exemplo claro desta difculdade são os clientes que 
têm a sua informação repartida por quatro tabelas. Pela quantidade de dados que este 
serviço vai buscar justificava-se que consultasse apenas uma tabela em vez de 
relacionar tabelas, que têm um impacto significativo a nível da performance que nos 
é oferecida pelo motor de base dados. Mas este impacto é ainda maior se 
considerarmos que temos de invocar Serviços que por sua vez invocam vários DAOs. 
Cada DAO faz uma chamada à base de dados e por cada chamada feita à base de 
dados temos um elevado custo associado. Se tivéssemos a informação concentrada 
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numa única tabela, teríamos um único DAO a aceder à base de dados e com isso 
minimizávamos esse custo. 
Outra recomendação que se deve fazer diz respeito à falta de serviços mais 
completos na camada lógica de negócio e que muitas vezes obriga as páginas a 
assumir alguma da complexidade que deveria estar exclusivamente nos Serviços. Isto 
acontece porque em alguns casos é necessário invocar vários Serviços quando apenas 
deveria ser necessário invocar apenas um. A responsabilidade de invocar todos os 
Serviços necessários deveria de um Serviço que era invocado na camada de 
apresentação. Para tal, a criação de Serviços deveria ter sido feita on-demand, isto é, 
com Serviços desenvolvidos à medida. O impacto que tem o facto deste Serviços 
serem, nalguns casos, demasiado simples leva a uma enorme falta de performance na 
aplicação, dado a invocação dos web services ser muito lenta.  
Outra questão que também afecta muito a performance é o facto de passarmos 
dezenas de atributos por parâmetro no web service, quando seria muito mais rápido 
se passássemos um objecto apenas que continha os atributos necessários. 
Finalmente, deverão ser aplicados índices para optimizar a recolha de registos nas 
tabelas, uma vez que no futuro, algumas destas tabelas deverão ter um elevado 
número de registos. 
Como nota para trabalho futuro temos ainda a terceira fase do projecto que deverá 
arrancar em breve e que prevê a criação de uma Extranet. 
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