Abstract -Based the theory of fluid dynamics, an efficient method is proposed for rendering smoke movement in threedimensional space. Real-time rendering of smoke movement is implemented with coarse grid and larger time interval by solving Navier-Stokes equations. Experimental results show that the method is stable, simple, and can get realistic effects.
I . Introduction
Real-time rendering of smoke can be applied to reproduction of the industrial pollution or accident scene. Simulating the movement of smoke in a virtual environment, instead of practical experiments, we can get rid of many environmental factors, and get a more intuitive result. In addition to having realistic visuals, the method used to render smoke movement in a pollution or accident scene should be stable and fast, and can interact with the environment (such as wind, obstructions, etc.) as well.
In order to achieve real-time, smooth effect, dynamic texture mapping technique is often used to render smoke movement [1] . Its implementation is simple and fast. But with this method, physical properties of smoke movement cannot be described with intuitive parameters. Thus, it is difficult to form a unified description of the action of external force, and to interact with the environment effectively. Particle system was proposed by Reeves for irregular fuzzy object [2] . The particle system fully reflects the dynamic and random characteristics of the smoke movement. However, just due to strong randomness, its controllability and adaptability is no good under different environments and scenarios. Moreover it requires quantities of particles for rendering. Jos Stam of [3] proposed the method based fluid dynamics. The advantages of this method include realistic simulation of the smoke movements, clearly described by physical variables, and interaction with the environment properly. Its disadvantages is heavy computation and difficulty of real-time rendering. For purpose of real-time rendering, Jos Stam put forward an algorithm [4] which also basically meets our requirements.
In this paper, Jos Stam's algorithm of [4] is introduced to three-dimensional space. A real-time OpenGL-based smoke rendering method is presented by studying the fluid-dynamicbased fluid rendering algorithm.
II . Algorithm Description
The smoke in this paper refers to a cloud of fine industrial dusts suspended in gases and its density and temperature are regarded as constant. Given that the velocity and the pressure are known for some initial time t=0, then the evolution of these quantities over time is given by the NavierStokes equations [3] :
where is the density, is the pressure, is the kinematic viscosity of the fluid, and f accounts for external forces. "•" is the dot product between two vectors. ∇= (∂/ ∂x, ∂/ ∂y, ∂/ ∂z) in three-dimensions.
Equation (3) can be obtained by combining (1) and (2) . The steps that lead to the equation can be found in [3] .
The equation tells us how the velocity will change over an infinitesimal time interval. This velocity field can then be used to animate particles. In the case of smoke, it is difficult to model every dust particle. Hence, the limited space is divided into a series of grid cells of the same size as shown in Fig. 1 . The dust particles are replaced by smoke density from which we can know the amount of dust particles for each grid cell in space. Jos Stam of [4] proposed an equation which describes the evolution of the density field through the velocity field of the smoke:
Equation (3) and (4) show the process of gradual change over a single time interval in velocity and density respectively. It is easy to find the similarity between two equations in structure. We roughly consider that density and velocity over a time interval both change due to three causes: the addition of forces, diffusion and self-advection [4] . To explain in detail, the addition of forces in velocity field is the acceleration produced by the wind or other factors. In density field, it is regarded as the addition of smoke. Diffusion is a transport phenomenon in smoke which happens when there is a gradient. Self-advection is the fact that particles are transported by the fluid's velocity. Hence, the density follows the given velocity field, and these particles will transport the fluid's velocity to another location. These are basic compositions of the density solver and velocity solver. As shown in Fig. 2 , given an initial value, the density of each grid cell will be changed three times in a single time interval. And the final value after this interval will be the initial density of next time interval. Fig. 2 The fundamental of the density solver Now, we can get the density of each grid cell. It is used to do the smoke rendering. As the density refers to the quantity of dust particles, the density of each grid cell is in the range of 0 to 1, while 0 indicates that there is no dust particles in this grid cell.
So, in conclusion, the fundamental of the algorithm is: given an initial value, the velocity and density of each grid cell will be updated according to events, such as user's input or reaching the border. The rendering is a series snapshot of the changing density in grid cells.
III . Design and implementation of Algorithm
The procedure of the core algorithm is as follows: 1. Initialize the velocity field and the density field of each grid cell; 2. Increase the density source or provide acceleration according to user's input; 3. Solve the velocity field; 4. Solve the density field; 5. Render the smoke; 6. If don't quit then return to step 2.
Take a detailed analysis of each step: The first step is to initialize the velocity field and the density field of each grid cell. Assuming that the velocity and density are defined at the center of each grid cell as shown in Fig. 1 . Given that the density and velocity are known for zero. In addition, we assigned an extra layer of grid cells as the borders.
The second step is to increase the density source or provide acceleration according to user's input. The shape and movement locus of the smoke can be changed by the variation of density or velocity. In this paper, users can hold or release I key on the keyboard to start or stop the increase in density. The direction and speed of the velocity are set in advance. The time interval dt between two snapshots is a fixed value given in advance.
The third step is to solve the velocity field. To finish this procedure, there are five terms to calculate: external forces term; diffusion term; projection term; self-advection term; projection term. Each part will be discussed in detail soon after.
The fourth step is to solve the density field. The method to solve density field is similar to solving velocity field. The only difference is that there is no need for projection operation because the density field is a scalar field. So, to finish this procedure, there are three terms to calculate: external forces term; diffusion term; self-advection term.
The fifth step, render the smoke. We use the OpenGL graphics API to draw quadrilaterals at the interface between two grid cells. As shown in Fig. 3 , we should draw three quadrilaterals for each coordinates between each two grid cells. Set the color and transparency of points before drawing by using glColor4f () function. The RGB value of the color use the density of the point, and the transparency value set as the fixed value, which is 0.05 in this paper's program. The function "GlBegin (GL_QUADS); glEnd ();" is used to draw a quadrilateral. And the glVertex3f (x, y, z) function for a group of four which means the four vertices of the quadrilateral. 
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A. Data Structure
The density and velocity of each grid cell is stored in arrays. For the grids in this paper as shown in Fig. 1, the For efficiency reasons, we use one-dimensional arrays instead of three-dimensional arrays. The array subscript on behalf of the grid cell (i, j, k) is represented by the macro below:
#define IX (i, j, k) ((i) + (N+2)*(j) + (N+2)*(N+2)*(k)) For instance, the density of grid cell (i, j, k) is expressed as dens [IX (i, j, k)].
B. Addition Of Forces
It is easy to calculate the addition of external forces term. First of all, we assume that the external forces in a time interval dt is constant, and its value comes from an array source [size] . The original value stored in the array value [size] . Traverse each grid cell, update its value:
The external force in this article's scene is regarded as the equipment leaks in a warehouse. The smoke has initial velocity because of the pressures inside the equipment. The released source values controlled by users.
C. diffusion
Smoke molecules will transfer from the high density region to the low density region. It means that the density will transfer from one grid cell to others. Consider one of the grid cell first, we assume that the interdiffusion of the grid cells occurred among its six immediate neighbors (see Fig. 4 ) at a rate diff.
The density of a grid cell will flow to its neighbors, and its neighbors' will lose to the grid cell as well. Diffusion calculating is actually transformed into solving a Poisson equation [5] .We use the Gauss-Seidel method for solving. 
D. self-advection
To solve the "advection", we use the "semi-Lagrangian" as Jos Stam did in [6] . Compared to Jos Stam's implementation in two-dimensional space, the calculation in three-dimensional space need to add a new component stand for the additional coordinate axis. The basic idea for this solve is to think of the density as a group of particles, and then we only keep track of the particles. First, we find the particles which end up at the grid cell's centre over a single time interval. Then we trace the particles' position backwards through the velocity field and get a new position. The density and velocity of these particles can be obtained by linearly interpolating the density and velocity of their neighbours. We then assign the density and velocity to the grid cell at the new position. 
E. projection calculation
After the three step above, we can get a velocity field which is the sum of a mass conserving field and a gradient field. In order to show the trend of the smoke movement, we need to add a method to turn the velocity field into a zero divergence velocity field. Compared to the calculation in twodimensional space, the calculation in three-dimensional space also need to add a new component stand for the additional coordinate axis.
F. Boundary Treatment
The simulation of the smoke movement in this paper is considered in a limited space. We can see that there is no boundary treatment involved in the discussion of the external force, diffusion, advection in the front part of the article. But we have assigned an extra layer of grid cells as the border in advance. Boundary grid cells is divided into two cases as shown in Fig. 5 : edges and vertices.
We assume the density having continuity when reaches the wall. For velocity field, the "i" or "k" component of the velocity should be zero on the component of the velocity, while the "j" component of the velocity should be zero on the horizontal walls. The "i", "j", and "k" stand for the coordinate axis shown in Fig. 5 .
We use the edge IX (i, j, 0) in Fig. 5 as an example. The "j" component of the velocity should be zero, and the "i" component of the velocity should be the same. The "k" component of the velocity should be the opposite number of its medial side edge: 
The calculations of the external force, diffusion, advection and projection all have to contain the boundary calculation. 
IV . Simulation results
The application is written in C++. Its development platform is VS2010, and it is run on an ordinary PC, the machine configuration is:
CPU: dual-core i5 2.6GHz; Memory: 4GB; Video card's memory 2GB.
In the simulation program, we want to simulate the movement of smoke in an industrial warehouse after a leakage accident. Industrial gas storage container is placed in a limited space. When a leakage occurs, the gas and dust are ejected due to the internal pressure of the container. And then the smoke, as a mixture of gas and dust, moves in the space. After reaching the walls, floors, or roofs for several times, the smoke in the room could be uniformly distributed.
In the implementation of the program, we set a density source at the top of the storage container where the leak happens. At the same place, set a force source, and make its direction the same as the leakage. Also, set an initial velocity facing the ground to simulated gravity.
The simulation results shown in Fig. 6 . The size of grid cell is 32 * 32, the time interval dt = 0.1, the average frame rate is 57fps. As shown in the first picture, we can see the ejection of the smoke by the internal pressure. The second shows the cyclotron motion of the smoke after reaching the boundary wall. In the last picture, the smoke evenly fill the limited space.
V. Conclusion
This article introduces the real-time fluid-dynamic-based fluid simulation algorithm designed by Jos Stam into a threedimensional space. The paper presents a method which renders the smoke movement in limited three-dimensional space. The simulation results show that this method can show the physical characteristics of the smoke movement nicely and the visual effects is real. Furthermore, it is simple to implement and interact with user's input. However, if we want to get a more sophisticated result, and subdivided the grid cells into large amount, the frames per second will be too low, and the movement is not smooth. Therefore, to further optimize the algorithm, and find the balance of the visual effects and the computation speed is the direction of future research.
