3-D printing enables the fabrication of complex architectures at multiple length scales by automating large sequences of additive steps. The increasing sophistication of printers, materials, and generative design promise to make geometric complexity a nonissue in manufacturing; however, this complexity can only be realized if a design can be translated into a physically executable sequence of printing operations. We investigate this planning problem for freeform direct-write assembly, in which filaments of material are deposited through a nozzle translating along a 3-D path to create sparse, frame-like structures. We enumerate the process constraints for different variants of the freeform assembly process and show that, in the case where material stiffens via a glass transition, determining whether a feasible sequence exists is NP-complete. Nonetheless, for topologies typically encountered in real-world applications, finding a feasible or even optimal sequence is a tractable problem. We develop a sequencing algorithm that maximizes the fidelity of the printed part and minimizes the probability of print failure by modeling the assembly as a linear, elastic frame. We implement the algorithm and validate our approach experimentally, printing objects composed of thousands of large-aspect-ratio sugar alcohol filaments with diameters of 100-200 µm.
I. INTRODUCTION
I N 3-D printing, complexity is sometimes said to be "free," because every assembly step performed by the printer is automated, and the process permits features such as internal voids that cannot be created by subtractive approaches. Though some types of complexity are certainly more accessible using additive manufacturing, complexity is not free; failures and artifacts still occur, and some geometries are physically unconstructable on some printers. In some cases, these unconstructable designs can be made constructable by increasing the degrees of freedom available to the printer. For example, a physical barrier to 3-D printing a given design might be overcome by allowing the material to be deposited along 3-D paths instead of layer by layer, or by allowing the part to be rotated mid-print to change the direction of the gravitational force on it. Though additional degrees of freedom in the process increase the accessible design space, they also increase the number of ways in which a part could potentially be printed as well as the number of ways in which a print could fail. In some cases, there may exist a sequence of operations that would successfully produce a given design, but there is a computational barrier to determining that sequence. In this paper, we explore a variant of 3-D printing where this is the case and demonstrate an approach for overcoming the computational barrier by means of an efficient state-space graph search.
In most forms of 3-D printing, the material is deposited, polymerized, or sintered in a series of layers [1] . This approach is robust and straightforward to implement. For some types of parts, however, greater speed and fidelity can be achieved by depositing material along paths that are not constrained to a supporting surface. This is done by extruding material from a nozzle moving in three dimensions, with a mechanism to prevent the material from deforming after extrusion. In some implementations, the extruded material is supported by a shear-thinning fluid [2] , [3] or micrometer-scale gel particles [4] - [6] . If the extruded material can be made to rapidly stiffen after extrusion, a supporting reservoir may be unnecessary, and the material can be deposited in free space. Stiffening mechanisms include UV-induced polymerization [7] , [8] , thermally induced polymerization [9] , solvent evaporation [10] , shear-thinning [11] , laser sintering [12] , and, in the case of thermoplastics [13] - [17] , metals [18] , and glasses [19] - [21] , cooling below the melting or glass transition temperature. Freeform patterning, layer-by-layer patterning, and patterning directly onto a flat or curved surface have been broadly termed direct-write assembly in the scientific literature. We use the term freeform assembly to refer to the subset of direct-write assembly in which the patterned material is not constrained to lie on a particular plane or surface. In more recent work, this is sometimes called "wireframe" 3-D printing; we use the term "assembly" in recognition of the earlier work on direct-write assembly as well as to emphasize the connection between this problem and the well-established field of assembly planning [3] .
Freeform assemblies can be concisely represented using a graph data structure. We refer to the nodes of this graph as joints and to the edges as beams. Each joint is specified by an xyz-coordinate. Each beam is specified by a 3-D path connecting its two joints and by a thickness, which may vary along this path. Choosing an order in which to print the beams can be formulated as an assembly planning problem. Here, we consider assembly plans that are linear and monotone [22] . In a linear assembly plan, exactly one part is attached to the rest of the assembly at each step. In a monotone assembly plan, once added, no part is ever removed from the assembly. These constraints are appropriate for freeform 3-D printers that print using one nozzle at a time and cannot remove any material that has already been printed. A linear, monotone plan is also called a sequence.
The problem of generating sequences for "wireframe" printing has received some recent attention from the computer graphics community. Wu et al. [16] used a "peeling" approach to find collision-free sequences for wireframe printing using a five-axis printer. Huang et al. [17] examined a planning optimization problem for a printer based on a six-axis robotic arm. Their planner uses a heuristic to avoid collision and also optimizes against a cost function related to the robustness and speed of the print. However, we find that the constraints and optimality criteria in these processes are not appropriate for ours. We develop an algorithm for our problem starting from a classical assembly planning framework and discuss ways in which this older body of work can simplify approaches to the problems formulated by Wu et al. [16] and Huang et al. [17] .
The essence of most assembly planning approaches is a search through the assembly state graph [23] . In this graph, each state is either a single part or a set of parts that have been placed in their final configuration with respect to each other. The graph is initialized with states corresponding to single parts, and new states are generated from the union of existing states. An example assembly graph for a freeform assembly is shown in Fig. 2 . For assemblies containing a sufficiently large number of parts, generating the entire assembly state graph is computationally prohibitive. It is only necessary to search the assembly graph for a path from the completely disassembled (empty) state to the completely assembled (full) state [24] . The search may be initiated from either of these states. If starting from the empty state, a part added at one step may obstruct the placement of another part at a later step. Thus, a forward search can result in dead-end states from which the assembly cannot be finished. For this reason, the graph search is typically begun from the full state. New states are generated by separating pairs of subassemblies, generating a disassembly sequence. Reversing the disassembly sequence gives the forward assembly sequence. Separating a subassembly will never create a new obstruction for the remaining parts; thus, if collision and connection are the only constraints, this approach will never create a deadend state. Under stability constraints, however, it is possible to generate dead-end states even in the disassembly graph search.
The problem of assembly sequencing under stability constraints has been investigated for block towers [25] , [26] , frame structures [27] , [28] , and mechanical assemblies for which stability is a function of orientation [29] , [30] . In these planning approaches, the problem of dead ends is avoided by allowing scaffolding or reorientation. Unstable states are penalized with a scaffolding or reorientation cost, but the planner does not backtrack in search of a sequence that minimizes this cost. The work of Huang et al. [17] is an exception: the planner performs a stability test at each state and backtracks if the state fails the test. This required an additional divide-and-conquer approach to achieve an acceptable run time. Ideally, a planner would be able to find, without backtracking, sequences that contain no unfinishable or unconstructable states. We prove that for the stability criterion appropriate for materials that stiffen via a reversible glass transition, the decision version of this problem is NP-complete. However, for the types of geometries one would commonly encounter, we show that sequences that are feasible and even optimal under certain cost functions can be found efficiently. Finally, we validate our approach by physically printing large assemblies composed of thousands of beams.
II. PROBLEM DEFINITION A. Process Constraints
Different freeform assembly processes are subject to different subsets of the following constraints. If beam A must be printed before beam B, we say that A precedes B ( A ≺ B), or that B succeeds A (B A). The constraints are described below and illustrated graphically in Fig. 1 . 1) Directionality: No beam can be printed in a way that would cause the nozzle to collide with that beam during printing. For the three-axis printer considered here, vertical beams must be printed bottom to top. Some beams are unprintable from either direction, and any assembly containing such a beam is unconstructable. If a beam is directed such that it must be printed starting from joint p, it succeeds at least one other beam incident to joint p.
2) Collision: No beam can be printed that would cause the nozzle to collide with a previously printed beam. If the volume swept out by the nozzle while printing beam A intersects any part of beam B, then (A ≺ B).
3) Connection: Each successive beam must start from a joint on the substrate or a joint to which a previously printed beam is incident. Any beam containing nongrounded joints p and q must succeed at least one of the other beams incident to joint p or joint q. 4) Cantilever: When stiffening is achieved by freezing or cooling below the glass transition temperature, special consideration must be given to the effect of heating an existing joint. When fusing a new beam to an existing joint, the heat of the nozzle may cause the joint to become fluid and unable to sustain a bending moment (Supplementary Video 1). Any cantilevered beams attached to the joint will pivot due to the moment caused by their own weight. This introduces a cantilever constraint: new beams cannot be connected to joint p if any previously printed beam incident to joint p is cantilevered. It may be possible to limit heat flow to the joint and prevent pivoting-for example, by depositing extra material at the joint, or by offsetting the nozzle slightly-but we will treat this as an absolute constraint in order to obtain a highly robust assembly sequence. Any beam cantilevered about joint p must succeed all other beams incident to p. Note that unlike the other constraints, this constraint only applies to some subset of the possible assembly states.
All freeform assembly processes are subject to directionality and collision constraints. Free-standing assemblies are subject to the connection constraint, and assemblies in which stiffening is achieved by a reversible glass or phase transition are subject to the cantilever constraint. In the absence of the cantilever constraint, finding a feasible sequence is analogous to task planning under AND/OR constraints and can be done in linear time with respect to the number of beams [31] . Here, we show that the addition of the cantilever constraint renders the decision problem NP-complete.
As in classical assembly planning, our approach will use a state-space search. Though assembly sequencing is often done by finding a disassembly sequence and reversing it, we will use a forward search. For a process with only three degrees of freedom, the amount of collision computation saved by performing a disassembly search compared to an assembly search is not significant. Also, while a disassembly planner must finish the entire sequence before the physical printing process can begin, a forward planner can be run concurrently with a printer, generating the sequence on the fly. If the printing time is t 1 , and the planning time is t 2 , this can reduce the total time from t 1 +t 2 to as little as min(t 1 , t 2 ), i.e., up to a factor of 2. All of the arguments made apply to the disassembly problem as well, and an essentially identical approach could be applied to generate a disassembly sequence.
B. Computational Complexity
We seek a sequence of beams and a printing direction for each beam that are consistent with all of the process constraints. Collision, connection, and directionality constraints are the same regardless of the sequence of states, but the cantilever constraint is a function of the assembly state itself, and different cantilever constraints will be encountered for different sequences. This renders the problem much more difficult, because a naïve graph search may reach a dead-end state whether the search is initiated from the full state or the empty state. Reaching a dead end requires backtracking to a previous state to resume the search. In the worst case, the search will enumerate the entire graph.
State G 4 in Fig. 2 can be immediately identified as a disassembly dead end because there is a joint supporting two cantilevers, resulting in conflicting precedence constraints; the magenta and blue beams must precede each other due to the cantilever constraint, which makes it impossible to assemble both of them. Similarly, state G 2 can be immediately identified as an assembly dead end because assembling either the yellow or magenta beams would violate the cantilever constraint. However, there can exist states in which no conflict is immediately identifiable, but which are nonetheless dead ends. An assembly search may reach a state from which the full state is unconstructable, as occurs in state G 1 , while a disassembly search may encounter a state that is unconstructable from the empty state, as occurs in state G 3 . In order to search the graph efficiently, one must have a means of avoiding these branches from which the goal state is unreachable. Determination of a feasible sequence is polynomial time reducible to the decision problem of state reachability, Reachable(G, H ). This routine returns true if there exists a sequence of beams that can be successively added to assembly state G to create assembly state H without violating any process constraints. The reduction can be done as described in Algorithm 1.
We now prove that state reachability is NP-complete by polynomial-time reduction from circuit satisfiability (circuit-SAT). The circuit-SAT problem asks if, given an arbitrary Boolean expression, there exists a satisfying assignment to each variable such that the expression evaluates to true. We will show that for any instance of circuit-SAT, it is possible to design an assembly such that, if the full assembly state is reachable from the empty state, then the corresponding instance of circuit-SAT is satisfiable. The logic is as follows: we design an assembly that can be fully assembled if and only if one particular circuit "output" beam can be assembled. If the circuit output beam and thus the full assembly state can be assembled, then Reachable(Empty State, Full State) will return true. If the circuit output beam cannot be assembled, then the full assembly state is unreachable as well, and Reachable(Empty State, Full State) will return false. Each variable in the instance of circuit-SAT represented by this assembly will correspond to a specific beam. If a variable is true, then its corresponding beam must be assembled before the output beam. If a variable is false, then its corresponding beam must be assembled after the circuit output beam. If the circuit output beam can be assembled, its value is true, and there exists a satisfying assignment for the circuit that the assembly instantiates.
This scheme transforms a set of Boolean constraints between variables into a set of precedence constraints between beams. In order to represent any instance of circuit-SAT, we need a method of imposing arbitrary precedence constraints between the variable beams. To do so, we introduce additional beams to create "gadgets" and "wires," as in classical circuit-SAT proofs. Each wire corresponds to a single beam. If a wire carries a value of 1 or true, that beam is present, i.e., has been assembled in that state. If a wire carries a value of 0 or false, that beam is absent, i.e., has not been assembled in that state. Gadgets are composed of several beams that create precedence relationships between wires that connect them. These precedence relationships will constrain the permissible assembly states of each gadget in a way that mirrors the permissible states of logic gates.
Any Boolean operation or logic gate can be represented using either of two universal gadgets, NAND or NOR, and a splitter gadget. The splitter gadget creates two output wires with the same value as the input wire; this is necessary for this proof because wires are represented by single beams, which can only connect one gadget input to one gadget output. We will implement the NOR and splitter logic gates by introducing a set of beams such that for each state of the gate, there is exactly one state of the gadget that would enable assembly of the output beam. Before describing the gadgets, we begin with some preliminary definitions.
Definition 1: A beam path is a path in the sense of graph theory, i.e., a connected acyclic set of beams.
Definition 2: A joint is grounded if it is on the substrate. Definition 3: A joint p is stable there are 2 or more paths from p to a grounded joint that intersect only at p. A path is stable if all the joints in it are stable. Fig. 3 . Gadgets and assembly design for arbitrary Boolean circuits. NOR gadget-exactly one of the red or blue paths must precede the output beam, which is shown in white crossing the magenta beam. Splitter-as in the NOR gadget, exactly one of the red or blue paths must precede the output beam, which is shown in white crossing the magenta beam. X NOR X-magenta beams are stabilized by the assembly of a beam that is directed out of the end joint of the output beam. This ensures that the magenta beams cannot be stabilized by connection to each other. Hatches indicate that a beam is assembled; 0 indicates true, and 1 indicates false. Circuit layout-each box can represent either a splitter or a NOR gate, and so has at most two inputs and at most two outputs. If the gadgets are assembled top to bottom, starting at the leftmost column and proceeding to the right, then no magenta beam will ever prevent assembly of any wire beam.
Definition 4:
A connected subassembly is a connected component in the sense of graph theory, where the beams are the graph edges and the joints are the nodes. That is, for each connected subassembly, there is a path between any two joints in that connected subassembly.
The gadgets are shown in Fig. 3 in a top-down view. If beam A crosses over beam B, then B A in accordance with the collision constraint. Joints are represented by dots. Green joints are grounded. Wires are represented by white beams, and gadgets are represented by red, blue, and magenta beams. For both gadgets, there is a loop connected to a grounded joint. Due to the cantilever constraint, one-half (the red or blue path) of the loop must be assembled and made stable before the other half is assembled. The only way to stabilize the red or blue path is to assemble the magenta path and connect it to the circuit output beam. Thus, exactly one path in the loop must be assembled before the circuit output beam, and the other path in the loop must be assembled after the circuit output beam. This XOR relationship can be exploited to yield both a splitter and a NOR gate by designing the gates such that inputs or outputs must precede or follow some portion of one of the red or blue paths. Note that this state constraint is only possible if the cantilever constraint applies; without it, only AND/OR precedence relations between states are possible, and the problem is in P.
In order to connect to the circuit output beam, the magenta gadget beams must crossover other wire beams, implying a precedence relation. Furthermore, the magenta beams must sometimes follow some of the input or output beams of the gadget from which they originate. However, this does not prevent instantiation of an arbitrary circuit. All magenta beams, but not all wire beams, must be assembled before the circuit output beam if the assembly is to be constructable. Therefore, we must ensure that the magenta beams can be assembled before any wire beams that they cross, for any state of the circuit. Suppose the gadgets are arranged on a grid, and the magenta beams are routed to the right of their respective gadgets and then down to the bottom of the diagram, as shown in Fig. 3 . The gadget states are assembled column by column, starting from the left, and each column is assembled starting from the top and proceeding down. In this way, the magenta beams can always be assembled before any wire beams they cross.
The circuit-SAT problem allows crossing wires, but in this proof, crossing beams imply a precedence relation. However, any circuit with crossovers can be transformed into an equivalent circuit without crossovers by using a crossover gate, which can be constructed using NOR gates [32] . Thus, although our circuit must have a planar embedding, a planar embedding can still any represent instance of circuit-SAT. If state reachability could be decided in polynomial time, then so could circuit-SAT. Therefore, state reachability is NP-complete, as is deciding whether an assembly is constructable.
Although assembly constructability is NP-complete, we will develop a graph search algorithm that can quickly find assembly sequences that are not only feasible, but, for some criteria, optimal. Due to the sparse nature of freeform assembly designs, small deformations or positioning errors during the printing process can cause the print to fail catastrophically. When multiple beams are incident at a common joint, the actual position of the joint must be within a critical distance of the planned position. If the error between the planned and actual joint positions is too great, subsequent beams will fail to fuse to the joint, causing the print to fail. Similarly, if the actual shape of a beam deviates from its planned shape, the set of collision constraints computed from the original design may be wrong; subsequent beams may collide with this aberrant beam, whereas a perfectly printed beam would not cause collision. Though one might expect gravity to be the dominant source of dimensional error in freeform assembly, for our process, deformation is primarily caused by mechanical coupling between the extruded material and the rest of the assembly. If the diameter of the beam is smaller than the diameter of the nozzle, the nozzle will pull on the assembly in the direction of its motion. If the diameter of the beam is greater than the diameter of the nozzle, the extrusion pressure will push the assembly down, perpendicular to the nozzle orifice. Unless the diameter of a beam is perfectly matched to that of the nozzle, the assembly will store some elastic strain energy as the beam is printed. Once the beam is complete, the flow is shut off, removing the load, and the nozzle is held in place to fuse the beam to any existing joints. Because the material at the tip is molten, the beam can move so as to dissipate the internal strain energy in the assembly. However, if the strain energy is large, the beam-end joint can recoil far from its planned position. If the error ε q between the planned position and equilibrium position is too great, the beam will detach from any other beams incident at its end joint and/or fail to fuse to subsequent beams incident at that joint. An example is shown in Fig. 4 . If the horizontal beam is printed starting from the helical beam on the left, the downward force due to extrusion causes elastic strain energy to be stored in the highly compliant helix. When the hot nozzle is held at the end joint, the horizontal beam detaches from the vertical beam at the right, and the left side of the assembly springs back to its equilibrium conformation. In contrast, if the horizontal beam is printed starting from the relatively stiff vertical beam on the right, the assembly stores considerably less strain energy, and ε q is small enough that the horizontal beam and the helical beam remain fused.
We seek a printing plan that minimizes the probability that the print will fail. The probability that each beam incident to a given joint q will successfully fuse is dependent on ε q as well as the material properties, the orientation of existing beams incident to that joint, and the printer operating parameters. We will assume simply that if ε q is less than some critical distance ε c , subsequent beams incident to q will have 100% probability of successfully fusing to q, and if ε q is greater than ε c , then subsequent beams will have 0% probability of successfully fusing to q. In this case, there may be multiple optimal sequences in which ε q < ε c for all q. Minimizing the maximum value of ε q will give one such sequence, if any exists. If in this solution the maximum value of ε q exceeds ε c , Fig. 5 . Illustration of the deflection computed using the exact (full frame) and heuristic (cantilever only) approaches. then no solution exists, and no sequence will result in a successful print. For the purpose of computing this error, the free endpoint of this beam is coincident with the ending joint q but not physically attached to any other beams incident at q.
In order to estimate ε q , we model the assembly as a linear, elastic frame [17] . A vector of joint rotations and deflections [δ i ] is represented as the matrix product of a vector of applied forces and moments [δ i ] and a stiffness matrix [k i, j ] [33]. This system of linear equations can be efficiently solved to find the resulting deflection at each joint in the assembly. For the designs tested, all the beams are the same diameter, and the beam diameter exceeds the nozzle diameter. Therefore, we assume a constant, nominal load directed straight down, perpendicular to the nozzle orifice. We also assume that beam axes are straight lines and approximate curved beams as sequences of straight beams. Finally, the weight of the beams themselves is neglected. The error ε q is simply the norm of the x, y, and z deflections for the end joint of the beam to be printed.
Although direct stiffness methods are fast, modeling the deflection of the entire frame for every state explored can take substantial time for large assemblies. Therefore, we also tested the following heuristic for ε q in our algorithm. When applying a load to the free end of a cantilevered beam in a freeform assembly, most of the deflection is usually due to bending and twisting of the cantilever. The noncantilevered joints are incident to at least two beams instead of just one beam, so the rest of the frame is much stiffer, and the deflection and rotation of these noncantilevered beams contribute minimally to the deflection at the end joint of the cantilever. Thus, a low-cost state will usually be correctly identified by considering only the deflection of the cantilevered beam path and approximating the rest of the beams as being infinitely stiff. An example is shown in Fig. 5 . This is a much faster computation than solving for the deflection of the whole frame, as: 1) there are far fewer beams in the cantilevered set than in the entire frame and 2) the stiffness matrix is block diagonal, facilitating computation of its inverse.
III. PLANNING ALGORITHM
In order to determine a sequence that minimizes the maximum cost of printing any given beam, we must first consider the relationship between the cost of a printing operation and the state in which it is performed. For any beam printed from joint p to joint q, the addition of more beams to any part of the frame can only decrease ε q for that beam. If these additional beams are cantilevered themselves, they will have no effect. If these beams connect two existing joints in the frame, then they may have no effect or they may reduce ε q . The cost associated with printing a new beam in a given direction in a given state is; therefore, an admissible heuristic for the cost of performing that operation in a later state. Less formally, the maximum cost of printing any beam can only be decreased by printing other beams before it.
Because every beam must be printed, and each beam can only decrease the maximum possible cost of all the remaining beams, the optimal sequence can be found by a best-first search. However, simply adding the lowest cost single beam at each step is not guaranteed to yield a feasible sequence, because each joint may support only one cantilever in any given state. In order to guarantee that the cantilever constraint is not violated, we must instead add the lowest cost, a constructable set of beams that: 1) connects two or more existing, stable joints or 2) is cantilevered in the final assembly state. We define such a set of beams as follows.
Definition 5: Given current assembly state G and goal state H , a consistent subassembly C(G, H ) is a subassembly for which the following hold.
The third condition guarantees that if Reachable(G, H ) is true, then Reachable(G ∪ C, H ) is true. Given an algorithm for enumerating a consistent subassembly C and a feasible sequence C seq connecting G to G ∪ C, a full assembly sequence for H can be generated as in Algorithm 2. Any algorithm that could enumerate a consistent subassembly sequence could be used to determine if an assembly was constructable, and hence could be used to decide circuit-SAT. Thus, any algorithm based on finding consistent subassemblies will in the worst case be intractable, unless P = NP. However, for most practical designs, consistent subassemblies can be identified by searching a relatively Fig. 6 . Assembly algorithm. In the first step (top), assembly trees T 1 and T 2 are generated starting from the green, stable joints in G 1 and G 2 . The trees are expanded until there is a set of states C such that C contains at most 1 state from each tree such that the union of these states is a complete subassembly. In the first step, C = G 6 ∪ G 9 . In the second step (bottom), the trees are reinitialized with the green, stable joints in states G 10 and G 11 and the process is repeated. small space. An algorithm for enumerating the lowest-cost consistent subassembly sequence follows.
Algorithm 2 Routine That Finds a Full Assembly
For each stable joint in the assembly, create a new subassembly state graph. In Fig. 6 , the graphs are initialized with states G 1 and G 2 containing only the grounded green joints. Each subassembly will be cantilevered until it meets a different subassembly; thus, in order to respect the cantilever constraint, every state must consist of a simple beam path, and each subassembly state graph is a tree. At each step, add the beam A to any state G of any subassembly tree T such that the following criteria are met.
1) Beam
A can be printed in state G without violating a connection or cantilever constraint. 2) All predecessors of A are present either in G or in any state of any different subassembly tree.
3) The deflection caused by applying the load caused by the material flow at the endpoint of beam A is the minimum of all feasible choices of A not yet present in T .
For each subassembly tree, track the joints that have been reached by any state in the tree. Eventually, two or more trees may reach a state containing a common joint, forming a path S 1 between their stable root joints. At this point, determine the set of all of the beams not in S 1 that must precede any of the beams in S 1 . If this set is empty, S 1 is a consistent subassembly. In Fig. 6 , this occurs when state G 9 is reached. G 6 ∪ G 9 is a consistent subassembly.
If two or more states in different subassembly trees reach a common joint, but there are still predecessors of S 1 that are not in S 1 , the search must continue until there is a set of paths C such that all of the predecessors of all beams in C are contained in C. If this condition is satisfied, then Reachable(G, G ∪ C) is true, and C is a consistent subassembly. Since C may contain any number of paths, this step has worst case exponential run time. For example, for an assembly that instantiates circuit-SAT as in the proof above, any consistent subassembly requires assembly of the output beam, which requires assembly of exactly 1 of the red or blue beam paths for each gadget. Thus, for n gadgets, the worst case run time can be no better than (2 n ).
Once the consistent subassembly C is found, record the partial ordering constraint that every beam in C must follow every beam present in the connected component to which C is added. Also, record a directionality constraint such that each beam must be printed in the direction corresponding to the order in which the search visited its joints. This ensures that the two cantilevered sets that are joined to make each path S always meet at the same joint q. As long as the two sides of S meet at q, the maximum error for any joint in S will be the same regardless of the actual sequence in which S is printed.
After adding a consistent subassembly, introduce new subassembly trees for the new stable joints. In Fig. 6 , these trees are rooted at states G 10 and G 11 . Delete any states containing only beams that are present in the new consistent subassembly. In Fig. 6 , this will remove states G 1 through G 6 and G 9 . For each remaining state G containing one of the new stable joints p, replace G with G \ C and reassign it as a child of joint p. In Fig. 6 , for example, G 12 is created from G 7 \ (G 6 ∪ G 9 ) and is rooted at the green joint in G 10 , and G 13 is created from G 8 \ (G 6 ∪ G 9 ) and is rooted at the green joint in G 11 .
In Fig. 6 , the cost associated with state transition G 10 → G 12 is less than the cost associated with G 5 → G 7 , even though each transition corresponds to the same beam being assembled. In general, because the new consistent subassembly can change the stiffness matrix representing its connected subassembly, the cost for each state transition in this connected subassembly must be recomputed. The cost of state transitions in different connected subassemblies remains the same and need not be recomputed.
This process is repeated until all the beams are part of a consistent subassembly. At any point, if all the predecessors of a beam A that is cantilevered in the full assembly state have been assembled, A can be assembled. No additional partial ordering is associated with A. Also, because the deflection of existing joints does not appear in the cost function, if any two existing joints can be joined by a single beam, the cost of the consistent subassembly corresponding to that single beam is 0. In these cases, a consistent subassembly will consist of a single beam with 0 cost.
Any print sequence that is consistent with all of the precedence constraints enumerated by the previous steps will result in the same maximum cost. More importantly, a search of the assembly graph subject to these additional constraints is now guaranteed not to reach a dead end. Some further optimization can be performed within these constraints with respect to the time spent on nonprinting motion, termed deadheading. As before, we will search for a path through assembly states. However, for this assembly graph search, the assembly state is specified by the set of beams that has been printed as well as the position of the nozzle. Thus, there are two possible state transitions: a printing transition and a deadhead transition. The cost of a deadheading state transition is the time required to move the nozzle from the end joint of one beam to the start joint of the next beam in the sequence. Because every printing step will take the same amount of time, regardless of the sequence, the cost associated with a printing state transition is irrelevant to the time optimization problem and may be assigned a value of 0. It is, therefore, possible to apply a best-first search to find a time-optimal assembly sequence with respect to deadheading time alone. Determining the minimum possible cost of any single deadheading transition requires computing the fastest trajectory between the start and end joints that avoids collision with any of the beams that have already been printed. This is a classical motion planning problem, and determination of a global optimum would require solving this problem for each possible deadheading state transition at each step. However, because deadheading moves can be performed at speeds orders of magnitude faster than printing speeds, such a rigorous optimization would provide only marginal time savings over a simpler approach. We avoided deadheading collisions simply by raising the nozzle above the maximal z value of any beam in the assembly state, moving it to the x y coordinates of the next joint, then lowering it to the z value of the next joint. Given the maximum speed of each axis, and assuming instantaneous acceleration, the deadheading time is easily computed. A greedy search of the assembly graph using this time as the cost function, subject to the constraints enumerated during the search for complete subassemblies, provided satisfactory assembly sequences for the designs shown here.
IV. ALGORITHM PERFORMANCE AND PHYSICAL VALIDATION
To validate our model and algorithm, we printed three complex geometries: the ArcelorMittal Orbit (2201 beams), a mesh approximation of the human heart (4,637 beams), and a moderately simplified version of the Eiffel tower (6161 beams). The Orbit took 5 h to print, the heart took 8 h to print, and the Eiffel tower took 13 h to print. A printing video of a smaller design, a Pennsylvania bridge, is shown as well in the supplement (Supplementary Video 2). Fig. 7 shows the successfully printed designs. Fig. 8 shows the performance of the assembly sequencing algorithm using the two different methods of computing the cost function.
Assembly sequences were generated using both the heuristic and exact cost functions for all three designs. The exact cost was then computed for each state in the "heuristic" assembly sequence. Fig. 8(a) shows the exact compliance (error normalized by the applied load) for all states in the sequences generated using each algorithm, sorted from smallest to largest. The exact compliances encountered in the heuristic sequence are slightly greater than the exact compliances found in the exact sequence, indicating that the heuristic algorithm finds a slightly worse solution than the exact one. Fig. 8(b) shows the time required to compute each sequence for the three designs. Fig. 8(c) shows the correlation between the heuristic and exact compliances for all the states in the heuristic sequence. As expected, the compliance estimated using the heuristic is always less than or equal to the exact compliance. Both sequences were successfully used to print all three designs.
The timing for all three constructs was dominated by the time required to compute the deflections. While obtaining a truly optimal sequence requires solving this system of equations for every joint at every step, near-optimal sequences can be obtained by determining the deflection assuming that each root joint of each subassembly tree is fixed, excluding all noncantilevered beams from the computation. This allows the generation of assembly sequences in a much shorter time than that required to physically print the design. However, even using the exact cost function, planning required less time than the actual printing process for these designs. Because sequencing is initiated from the empty state, the planner could be run on the fly without the printer ever waiting on the planner. For even larger designs, however, sequencing using the exact cost function would take longer than printing, and it would be advantageous to use the heuristic cost function instead.
V. DISCUSSION
We have developed and validated an approach to generating mechanically robust assembly sequences for freeform assembly. The algorithm generates an optimal assembly plan for specific cost functions, but it can also be used to generate good assembly plans under more general cost functions. Even if an assembly process permits multiple cantilevers at the same joint, for any cost function related to deformation or internal beam forces, it is generally preferable to minimize the number and the length of cantilevers present in any given state. The algorithm does this by adding the lowest-cost consistent subassembly, rather than the lowest cost single beam. If the applied load is due to the self-weight of the assembly, adding the lowest-cost single beam will yield a suboptimal assembly sequence, as shown in an example structure given by McEvoy et al. [27] . Though the algorithm presented here will not in all cases return a global optimum for loading conditions due to the beams' self-weight, it returns the optimal sequence for that particular example. Thus, this approach may be useful for robotic assembly of frame structures from preformed beams as well as for variants of the freeform assembly to which the cantilever constraint does not strictly apply.
We have addressed this assembly problem with the cantilever constraint using a three-axis printer for a design in a set orientation. However, designs that are unconstructable in a given orientation on a three-axis printer may be constructable in a different orientation. A logical next step in this paper is to develop an algorithm that finds this orientation. There Fig. 8 . Algorithm performance. (a) Distribution of compliances in sequences generated using the heuristic and exact cost functions. For each state in the print sequence generated using the heuristic cost function, the exact cost function is computed as well. The exact cost functions are then normalized by the applied load to give compliances. Solid lines correspond to the sequence computed using the exact cost function; dashed lines correspond to the sequence generated using the heuristic cost function. (b) Sequencing times using both heuristic and exact cost functions for all three designs. (c) Correlation between heuristic and exact compliances for all states in the assembly sequence generated using the heuristic cost function.
are also designs that are unconstructable in any orientation, in which case it becomes necessary to consider a printer with more degrees of freedom.
Recent work has explored assembly planning for a wireframe assembly process under collision and connection constraints for robots with five [16] and six [17] degrees of freedom. Wu et al. [16] implement a planner that avoids collision and unnecessary deadheading without considering stability. They iteratively identify "peeling layers" (equivalent to subassemblies using our terminology) that can be assembled last under collision and directionality constraints, but not necessarily under connection constraints. This part of the algorithm can be considered a disassembly approach. They then determine a forward assembly sequence for each of these peeling layers. Because the robot has five degrees of freedom, whether or not a collision constraint exists between any two beams depends on its orientation. Within each peeling layer, they find an orientation for assembling each beam such that the entire peeling layer can be printed without violating collision or directionality constraints. However, because they do not consider connection constraints while identifying peeling layers, it is possible for their algorithm to terminate in a dead end, even when a feasible assembly sequence exists. We note that for this problem, dead ends are completely avoidable using a disassembly state-space search. Starting from the fully assembled state G, find a beam b 1 and a nozzle orientation such that b 1 can be assembled from G 1 = G \ b 1 to reach G. Repeat this process from G 1 , finding a state G 1 \ b 2 in which b 2 can be assembled. Iterate until the empty state is reached. Checking connection and directionality constraints at each step can be done in polynomial time. If finding a collision-free orientation can be done in polynomial time (e.g., using a finite sampling as done by Wu et al. [16] ), then the problem is in P.
Huang et al. [17] address the frame assembly problem for a six-axis robot under collision, connection, and directionality constraints. They define a local cost function for assembling a beam which is a weighted sum of the maximum deflection of a joint due to the frame's self-weight, an estimate of the probability that the beam will obstruct a later assembly step, and a nonzero constant if the beam is not incident to the last joint printed. They then define a globally optimal sequence as that which minimizes the sum of all the local cost functions. Though not proven, because this criterion is a function of the assembly state, it seems very likely that deciding the existence of a feasible sequence is NP-complete. They develop a heuristic algorithm that performs a forward assembly search with backtracking. This is guaranteed to find a feasible sequence if one exists but has worst case exponential run time. They also give an algorithm for cutting the assembly into smaller layers (subassemblies) in order to speed up computation. Cutting the assembly in this way can cause the algorithm to reach a dead end, even though a feasible sequence exists for the full assembly. Again, this dead end is entirely avoidable by instead searching for a disassembly sequence and reversing it.
Our problem is quite different from these problems due to the presence of the cantilever constraint as well as a unique cost function. Our cost function is the deflection of a joint due to viscous coupling between the nozzle and the extruded material; this is modeled as a point force at the nozzle, which results in very different and much larger deflections than those due to the assembly's self-weight. Additionally, our process is subject to the cantilever constraint. Due to the scale of the beams and the thermal properties of isomalt, placing the nozzle at a joint inevitably melts the material there. This is apparently not true of the ABS carbon powder composite used by Huang et al. [17] and the thermoplastic used by Wu et al. [16] . While these implementations tolerate multiple cantilevers, our process does not. This constraint renders the problem of finding a feasible sequence NP-complete and precludes the application of existing algorithms.
The planners used by Wu et al. [16] and Huang et al. [17] used a forward assembly search, but in both cases, a disassembly search would likely enable a simpler approach. Once a beam is disassembled in a disassembly graph search, it is no longer necessary to compute collision constraints for that beam. For a three-axis system, the precedence relationships between beams are the same regardless of the assembly state. It was, therefore, feasible for us to compute all of them before starting the algorithm. If we had implemented a disassembly approach and computed collision constraints as needed, we would only need to compute half as many constraints as we did for the forward search. The benefits of a forward search (easier conceptualization, concurrent planning, and printing) outweighed the computational cost of computing these additional constraints, which were trivial compared to other steps in the algorithm. However, for a printer with five or six axes, the precedence relationship between any two beams depends on the assembly state. It cannot be known, as it can for a three-axis printer, whether assembly of beam A will obstruct the assembly of a beam B. Disassembly of a beam A, in contrast, can only make it easier to disassemble beam B. Equivalently, if a beam can be disassembled in state H , then it can surely be disassembled in state G ⊂ H . The algorithms used by both Wu et al. [16] and Huang et al. [17] rely on a heuristic for cutting the assemblies into subassemblies that can be sequenced by a forward planner. A similar process is performed by Dai et al. [34] for layer-by-layer printing using a five-axis printer. In all cases, it is possible to generate subassemblies that are unconstructable due to collision constraints, even though a feasible sequence for the entire assembly exists. This is equivalent to reaching a dead end in a forward search and would be avoided entirely by a disassembly search. The problems might also then be more amenable to existing best first search algorithms such as A*, which have been successfully applied to disassembly problems [35] .
Our primary motivation for exploring freeform assembly was the applications of round-channel microchannel networks that can be formed by using the freeform constructs as sacrificial molds. In the sacrificial molding process, a freeform 3-D printed template is cast in a curable material. Dissolving or otherwise removing the template yields a 3-D network of cylindrical channels. This can be used to make, for example, 3-D microfluidic devices in materials with tunable optical properties [21] . A similar approach could be used to create woven or interpenetrating channel networks in structural polymers, enabling efficient delivery of two-part healing chemistries to cracks [36] , [37] . The ability to incorporate 3-D microchannel networks in elastomeric polymers also suggests applications in integrated microfluidics and soft robotics [38] . Round-channel networks are also useful in recapitulating the structure of native tissue [39] - [44] . Breast and prostate, for example, contain independent networks of lymphatic, vascular, and ductal channels. Carcinomas develop in the ducts and metastasize via either the lymphatic or vascular system; thus, a complete "organ-on-a-chip" model requires all three networks. Freeform assembly can be used to generate this complex topology in a variety of hydrogels, and the channels can be seeded in a subsequent step [45] .
Extrusion-based bioprinting can directly pattern cells in a single step. If cells are patterned into a supporting reservoir [4] , [5] , the geometry is relatively unconstrained. However, it is yet unclear how such an approach would enable oxygen delivery to cells within the reservoir during long prints. If cells are patterned layer by layer, the construct can be made porous, so that oxygen demand can be met during printing by diffusion from the gas phase. Printing designs with pores or microchannels is facilitated by incorporation of a stiff polymer into the construct [46] , but it is possible to print a porous construct using only cell-laden gels as well [47] . In the latter case, the pores are backfilled, and some of the patterned gels are liquefied and removed to create a different vascular network, better suited to perfusion with liquid media. The chief limitation of these layer-by-layer approaches is that the gels have low stiffness and must be patterned without cantilevers or long unsupported spans. This limits the topology of the channel networks that can be created. A highly cited but relatively undeveloped alternative approach is to print an acellular sacrificial template using water-soluble carbohydrate glass [19] , [48] or polymer [49] , then cast a cell-laden hydrogel around it in a single, rapid step. Freeform assembly with a heated nozzle is a powerful means of patterning these stiff, biocompatible, water-soluble materials, but improved printing precision and a solution to the sequencing problem were required to extend this approach to arbitrarily large, complex designs.
The designs printed here were generated by essentially tracing existing designs or from the meshing of nonuniform rational basis spline surfaces, with some manual tweaking. Thus, the fully assembled state was specified from the start of the program. However, a similar graph search approach could be used to generate the topology concurrently with the sequence. In this case, the objective function for any candidate beam would have to reflect not only the cost (deflection) that would occur during assembly but also the benefit of the candidate beam or subassembly with respect to the ultimate function of the design, i.e., transport of mass or heat.
VI. MATERIALS AND METHODS

A. Design Generation
The heart design was based off a Solidworks model of a human heart uploaded to GrabCAD by M. G. Fouché. The surfaces comprising the heart were trimmed and patched to leave a set of nonmanifold surfaces. The SolidWorks Simulation package was used to generate a triangular mesh for each surface. The mesh was exported to Mathematica and the centroid of each triangle was connected to form the dual. The resulting graph was then exported to AutoCAD, where the connected components were manually joined and the supports were manually added.
The design of the ArcelorMittal Orbit was based off a Sketchup model uploaded to 3-D Warehouse by user Damo. The file was converted to .dxf and modified in AutoCAD to generate a design suitable for printing. Some pairs of incident beams in the Orbit were both oriented within about 13 • of the vertical, which would make collision unavoidable for the shape of the nozzles used on the printer. To make the design constructable, the vertical dimensions of the Orbit were scaled down to 85% of their original value. The design of the Eiffel tower was based off a .dwg file uploaded to BiblioCAD by user limazkan. The geometry was used as a guide to create a printable design in AutoCAD.
B. Algorithm Implementation
The search algorithm and direct stiffness method were implemented in the Wolfram Language. The assembly was modeled as a linear, elastic frame with elements of circular cross section. The elastic modulus was set to 2.6 GPa [20] and the shear modulus was set to 1.1. This is based off the assumption that isomalt is linear and isotropic and has Poisson's ratio of 0.2, a typical value for glasses. A nominal load of 10 −4 N was applied to determine the stiffness of each joint. The systems of linear equations were solved with the Wolfram Language command http://reference. wolfram.com/language/ref/LinearSolve.htmlLinearSolve. All sequencing was performed on a machine with a quad-core 2.8-GHz Intel Core i7 processor and 16 GB of RAM.
C. Isomalt Processing
Isomalt has a tendency to cocrystallize with water under the heat and shear stress inherent in melt extrusion processes. This can be prevented by drying the isomalt prior to printing. 50 g of isomalt (GalenIQ 990, Beneo-Palatinit Gmbh), 25-mg Allura Red ac (Sigma), and a 3" PTFE stir bar were placed in a 250-mL vacuum flask. The flask was immersed in a temperature controlled oil bath. The bath was raised to 100 • C. Vacuum was applied using a rotary vane pump. The bath temperature was then ramped to 150 • C at a rate of 120 • C/h. The isomalt was held at 150 • C and stirred at 120 r/min for 2 h, then cast into an aluminum mold to make a solid rod. The rod was stored under nitrogen until printing.
D. Isomalt Printing
The isomalt was printed using a custom printer as described previously [20] , [21] , using a 110 μm nozzle (Subrex). About 10 g of isomalt was loaded into the extruder barrel and covered with a layer of pump oil. Designs were printed at 400 μm/s at a pressure of 0.6-1.2 mPa. The printer has two temperature control zones corresponding to the nozzle and the extruder barrel. The nozzle zone was set to 150 • C and the barrel zone was set to 105 • C. The designs were printed onto a substrate of polyethylene terephthalate, glycolmodified. The printer enclosure was continuously purged with dry air from the central compressed air line, maintaining a relative humidity under 20%. After printing, constructs were stored under nitrogen. However, constructs were photographed under ambient conditions and showed no apparent degradation over the course of several hours.
