ABSTRACT
INTRODUCTION
This paper outlines the development and application of a web-based, interactive software tool that enables first-year computing students to evaluate the code they write. The tool is called Doctor Code, to reflect the "health-checking" nature of its operation. What follows is a presentation of the underlying principles and the preliminary work carried out in setting up its operational environment. The work is in progress but initial feedback is encouraging. Further development and ongoing data collection is planned.
The project is funded by a Research-Informed Teaching Award (RITA).
As the primary deliverable of the project, Doctor Code offers:
1. Feedback on demand -students can get feedback on the quality of their code, any number of times, until they are satisfied, prior to assessment.
The host module is called Visual Web Development. It introduces the principles of programming in the context of web applications, using ASP.NET for the interface, VB.NET for the processing, and ADO.NET for database access. The paradigm is object oriented but with procedural "building blocks" like data, selection, loops, and subroutines dominating the syllabus, on a need-to-know basis. The module lays the foundation for students' second-year studies, culminating in the development of 3-tier applications.
Haden & Mann warn that the teaching of fundamental procedural concepts within a fully-exposed objectoriented paradigm is very difficult, because students have to cope with a number of different but complementary concepts [1] . The module overcomes this problem via its need-to-know framework. It introduces object-oriented syntax from the start but concentrates exclusively on the creation and use of objects. Encapsulation is hinted at. Polymorphism and inheritance are ignored (or hidden from view) until the second year, when students study class design and implementation. In other words, the object orientation in year 1 is not "fully exposed".
The module encourages students to become autonomous but co-operative learners. Doctor Code is intended to strengthen and support this ethos. Group work is encouraged because we also find that, in the majority of cases, peer pressure does play a crucial role in motivating students [2] .
Assessment takes the form of interviews and phase tests. The interviews are held on request from the students, depending on when they feel they are ready, but within a pre-set time frame. During interviews, students' code is central to the discussion. Students get feedback on the outcome of their interviews, which, if unsuccessful, may be repeated at a later date, on a sliding scale of marks. Phase tests may not be repeated.
The idea is that students will use Doctor Code on an ongoing basis, as part of their preparation for their interviews and phase tests.
Full details of the underlying design philosophy and team-based delivery of the host module are available, on request, from the authors [3] .
Learning occurs as a result of student teams developing working solutions to various problems of increasing complexity. Examples are drawn from real-life business scenarios that the students can experience personally on the web. A typical example of a simple problem may be currency conversion. A more demanding example, for use later in the year, may be train or coach timetables and fares.
Developing a correct working solution is the first requirement. However, those solutions must also adhere to a number of guidelines on topics like commenting, naming of identifiers and code structure, before the team members can get full marks. This is where Doctor Code is expected to be of help, as follows:
1. When a team develops a working solution to a problem, they run the tool to evaluate the acceptability of their solution, in terms of the guidelines mentioned above.
2. The tool produces a date-and-time-stamped listing of a set of indicative metrics extracted from the code, showing how acceptable the solution is.
3. If acceptability is low, the team is encouraged to investigate the possible reasons for this and re-work the solution, repeating steps 2 and 3 as many times as necessary.
4. When the team members are satisfied, they submit their work, with a copy of the latest evaluation report, to be formally assessed.
It should be noted that Doctor Code does not in any way duplicate the work of the compiler but complements it. We are currently investigating the new code analysis functionality of Visual Studio 2008, to assess its implications for our project. Information is not available yet.
The module creates a "virtual workplace" environment: working in teams, solutions being reviewed and, if necessary, being re-worked until satisfactory, with support from various software tools. This type of environment is referred to as a "learning enterprise" by Schelfhout, et al, who assert that these enterprises stimulate learning through co-operation, by putting knowledge into practice and giving meaning to students' learning [4] . Our experiences certainly support this assertion.
We feel, therefore, both the module, in its current format, and Doctor Code within it, are on sound ground.
RATIONALE
Doctor Code is primarily a feedback tool, even though it may easily be used as an assessment tool, should the tutor decide to do so. It enables students to evaluate objectively the quality of their code and, where necessary, improve it. This is a key premise for improvement [5] . Black and William also acknowledge feedback as the primary means of raising the quality of students' work [6] . Feedback is further endorsed by Hattie as "the most powerful single moderator that enhances achievement" [7] .
Feedback may be given verbally or in writing, but it must be timely. Summative feedback is too late in terms of encouraging learning because it cannot be used to improve the work or the outcome. This is where formative feedback comes into its own. Formative feedback is defined by Crooks, in an unfinished version of the paper, as "assessment FOR learning" [8] . It can be used to improve the work before it is summarily assessed. This is a definition that applies well to Doctor Code. It is an assessment and feedback tool that students can use freely for learning purposes.
It is also important to recognize that timely feedback may be vague, cryptic, or lacking in constructive advice [9] . In addition to being timely, the information Doctor Code provides is focused on what the students need to do to improve the quality of their code. Moreover, Doctor Code output also shows what the students have done right, so there is the affirmation of students' good work, not just what they have done wrong.
Leathwood & O'Connell acknowledge the "new" type of student entering higher education and the struggle it has become for non-traditional students to stay in education [10] . It is only right, therefore, that every help should be given to them in coping with the work.
Oliver recommends differentiating between weak and strong students and giving strong students (who are referred as "advanced") web-supported individual projects to enhance and consolidate their learning [11] . By contrast, weak students are taught in a directed, instructional mode. While the outcome has been successful, albeit with several proviso, Doctor Code aims to level the playing field amongst weak and strong students by giving everyone the same opportunity to learn. There is, of course, no reason why a tutor should not adopt this differentiated model, using Doctor Code differently for the two groups.
Many students often highlight feedback on their work as being done badly or inadequately. Hinett confirms that this was the case in the past and entries in the more recent National Student Surveys indicate that things have not improved much [9] . We must continue in our effort to improve the situation and Doctor Code is an additional weapon in this area.
The use of metrics serves several purposes. At the macro level, it introduces the idea that code quality can be measured and, therefore, controlled. At the micro level, it gives students an objective reference point for the aspect of their code that they are evaluating.
Quality measurement is a crucial concept that all developers must understand and, of course, apply. Gilb argues that developers jump "too quickly from high-level quality statements to design ideas" and that "we must add a step to quantify the quality levels required" [12] . This is a step, he notes, that most projects do not even attempt. The implication is that university computing courses must take action to combat the situation by introducing their students to these ideas.
Of course, the specification and measuring of quality are concepts that students can only begin to apply in their second and final years, having gathered the necessary knowledge and experience. However, it is never too early to make a start and Doctor Code is a good introduction to Gilb's recommendation (ibid) that "if we could adopt only one practice to help systems engineering, quantifying quality should be it" [12] .
Motivation is a small thing that makes a big difference. Motivation may not bring success but lack of motivation guarantees failure. So, any effective learning environment must foster motivation. As well as being small, motivation is also very difficult to identify and measure. Jenkins & Davy define motivation to succeed as the product of expectancy and value, arguing that the absence of either component will remove motivation. They also identify expectancy as the crucial component [13] . That means taking the value component for granted on the grounds that, otherwise, students would not invest their time and money. Their conclusion is that any effective learning environment must support the current diverse body of students to achieve their expectations. Supporting students in their learning is a core aim of Doctor Code.
In summary, we feel that the need for a tool like Doctor Code is well justified. All five are multi-user, professional systems. They implement relatively complex inspection models and they have correspondingly demanding interfaces. Furthermore, individual tools have specific shortcomings. For example, Bugzilla does not keep inspection metrics. Codestriker generates too many emails, to the point where the reviewer recommends filtering.
OPERATIONAL ENVIRONMENT
None of the above-mentioned tools did what we needed, in the manner we needed it. Also, in the context of first-year computing students, they were deemed to be unnecessarily involved and, ultimately, intimidating to the novice user. It was felt that they would get in the way of students' learning, rather than enhance it. The decision was taken, therefore, to develop a tool for the purpose.
The resulting structure of Doctor Code is shown below.
Like all code review tools, Doctor Code works by extracting various metr how accepta by individual included in extract diffe analyzers are
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Data Collection Requirements
keeps track of students using the system. The web inte is accessible Doctor Code Normally, th matter who uses the tool or when, as long as the feedback mechanism works and students get the service they need, when they need it.
However, part of the project remit is to monitor the effectiveness of Doctor Code and the students' response to it. For this reason, the tutors need to know not only who has been using the system but also their patterns of usage. So, every time a student uses Doctor Code, a record is kept of who the user is, the time of use, a copy of the code being analyzed, and the resulting metrics.
Using Doctor Code
Doctor code is currently available at www.cse.dmu.ac.uk/~mjdean/doctorcode. It has a very simple interface that asks the user for identification and the files to be analyzed. The resulting report is shown on the screen, for immediate feedback. The analyzers chosen for this version of Doctor Code are:
1. Degree of internal documentation (i.e., commenting). 2. Camel case in naming variables and objects. 3. Recommended prefixes in naming interface controls.
Code complexity.
A sample report is given in the appendix. This report is for a simple program that converts temperature values. It illustrates how the student is made aware of several problems, like:
• Data that is not being validated;
• Incorrect use of label prefix; • Missing camel case; • Insufficient commenting.
The student is also given a code complexity value, which should be checked against pre-set recommended values.
The report also highlights the positive aspects of the code; like, for example, data that has been validated or interface controls that have the correct prefixes. This is done to encourage and reward good practice. The tool generates feedback for each procedure it encounters.
Flexibility Considerations
The report layout is generous with white space and large font, to aid visually-impaired students. Unfortunately, this leads to long reports, which has led us to consider giving students the option to choose which aspect of their code they want analyzed, including "all". The feedback report would focus on the student's choice. Students may ask for feedback any number of times, in any combination of options.
Another flexibility feature under consideration is the ability to evaluate other languages, in addition to VB.NET, for which the underlying object-oriented mechanism is already in place. This is a longer-term consideration, to maximize the user base of Doctor Code.
INITIAL FINDINGS
Doctor Code was made available to the first-year cohort during this academic year, from November to April, on a voluntary basis. It had to be voluntary because:
• functionality was being added to, tested and improved during the first few weeks, so the tool was not in its final state from the start; • performance and reliability was still being evaluated.
During that period, out of a cohort of 167 students, 28 used Doctor Code and six responded to the questionnaire. These figures are disappointingly low but understandable. First, not all tutors were "on-board" because they were not made familiar with Doctor Code in time. As a result, tutors' encouragement for students to use Doctor Code was either missing completely or given unconvincingly. Second, because it was not a formal part of the process, many students could not (or would not) make the time for Doctor Code, even though many were given enthusiastic encouragement by the few dedicated tutors.
The results gathered are not statistically significant and, therefore, have not been subjected to formal analysis. However, individual cases reveal interesting results.
The top three users called on Doctor Code 40, 32, and 18 times, respectively, asking for feedback on a number of programs. Inspecting their uploaded files and the corresponding feedback reports, the progress they have made is evident, especially in terms of their commenting and code structure. As an added bonus, these three students have also ended the year in the higher echelons of the marks spectrum, their actual marks being in the range from 71% to 96%.We cannot say at this stage whether this outcome was a result of using Doctor Code or they used Doctor Code because they are good students anyway.
As part of their interaction with Doctor Code, students were also asked to fill in an online questionnaire. The questions asked and the responses given are shown in the table below. Bearing in mind that a very small number responded, reactions to Doctor Code are generally positive.
Statement
Agree not at all The findings that the tool is easy to use, reliable, and gives students no trouble in understanding what it does are very encouraging. However, even more encouraging is the students' impression that Doctor Code would have helped them to locate mistakes in their code; to improve their commenting; and, generally to help with code quality. These findings are important because they relate directly to the core aims of Doctor Code. It would appear that this tool could make students more confident about their assessments.
On the less positive side, the report content and layout may need to be reviewed, to guarantee focus and ease of understanding
We shall make Doctor Code an integral part of the syllabus next year and continue to collect indicate data.
CONCLUSIONS
Paraphrasing from the Common Inspection Framework guidelines of Adult Learning Inspectorate and OFSTED [15] , Doctor Code aims to promote a culture of self-assessment amongst first-year computing students learning how to program, leading to continuous improvement. While the direct recipients of the benefits of Doctor Code may be a relatively small proportion of the student body, its impact, if proven to be positive, will be far reaching. We could have a tool that helps to maximize the students' learning opportunities, without over-loading the tutors.
It is argued that, in spite of vast investment in ICT, university use of computers for teaching and learning remains limited, albeit with inconsistent and highly variable application across institutions and courses, meaning that sometimes investment is not justified by the outcome [16] . Our students are certainly "heavy IT users" and our initial findings make us confident that the investment in Doctor Code will be justified.
Also, there is evidence to suggest that students respond differently to written feedback from the tutor and that "tutor feedback does not seem an effective mechanism for students' induction into the practice" of writing essays [17] . We also know from experience that written feedback to computing students has the same low or no effect on their subsequent behaviour. Therefore, it will be interesting to see how well computer feedback is received.
During the coming academic year, students' progress will be monitored using the existing combination of automated data collection and online questionnaire, and more focused feedback will be sought via short informal interviews. The tutors themselves will also be asked for their feedback. Overall cohort performance, compared with the previous (pre-tool) year, will also be analyzed.
Our expectation is that this year's initial findings will be confirmed by a larger student body and Doctor Code will prove itself a valuable learning tool.
APPENDIX
Sample Doctor Code Report (abridged) Health Check for your code 
