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Abstract 
This is a paper that details the issues and problems of the process of implementing a surfing 
experience simulation – a surfing game. The central issue is using a person’s sense of balance 
as the primary interface controller for a game: this paper details the process the project went 
through in implementing such an interface, as well as a few games which use it, included for 
demonstration purposes. The motivation for creating this game came from a discussion of how 
to integrate an active element of sense of balance into a game interface. This paper also briefly 
discusses the human-computer interaction (HCI) issues of new interfaces, focused on the 
recent shift in electronic trends away from the “classical” WIMP (windows, icons, menus and 
pointing device) design, toward forms of HCI which emulate more closely the natural 
relationship between a human body and its surroundings.   
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Foreword 
Broadly speaking, games are and have been physically static experiences: you would sit down 
or stand at the device and play a game, sometimes for hours at end, with little to no physical 
movement. There have been exceptions to this throughout the years (mostly in the form of 
large and expensive “VR pods” with VR headsets and controllers), but it is only in recent times 
that physical movement in a broader sense has been widely accepted (by both developers and 
gamers) as a valid interface for games – Nintendo’s Wii broke the ice, and other devices have 
followed in its wake, such as the Microsoft Kinect and the Sony Move. 
 
 This is not to say that the idea of using 
more of the body as interface “material” 
is new: the human-computer interaction 
(HCI) design idea of windows, icons, 
menus and pointing device (WIMP or, in 
other words, the basic interface of, 
practically speaking, all home computers 
today), originally developed in 1973 and 
widely accepted with the release of the 
Macintosh in 1984, was challenged 
already as early as 1990.1 There is no question that WIMP design has allowed the computer to 
become as easily-used as it is today. The design objective of these WIMP graphical user 
interfaces (GUIs) is to take the most common user commands (moving from folder to folder, 
opening or closing files and otherwise manipulating data), commands which would normally 
require several command-line entries, and render them in simpler form – the difference 
between entering “cd Documents” in a command-line, and clicking on an icon named 
Documents. There is no doubt that WIMP design has led to a much greater acceptance of 
computers for your average user than would otherwise be expected, and in this regard, it is a 
huge success. One might, however, level criticism at WIMP for a variety of reasons, such as 
that the “barrier” between the computer and the user that the (comparatively simplified) 
WIMP GUI poses, in contrast to the greater depth of understanding that using a command-line 
interface might give a dedicated user. 
 
                                                          
1
 https://en.wikipedia.org/wiki/WIMP_(computing) 
 
Figure 1 – A basic command-line interface, as found in 
Windows 7. The image shows an empty command-line, 
where a user can enter commands to navigate and 
manipulate the data environment. 
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A similar development of 
interface design can be seen in 
the resurgence of popularity 
enjoyed by command-line 
interfaces in recent times, the 
primary proponent of this 
development being the various 
Unix-based systems (whose 
command lines have enjoyed 
continual development and 
support throughout the many 
years of Unix development, a 
boon which has passed by Windows systems the past many years). This can be seen as a 
response to the usefulness of WIMP GUIs decreasing as the complexity of the systems they are 
meant to overlay increases: in the 80s, a user might have ten folders with a few files in each 
(space permitting). These days, digital file systems can easily become monstrous, bloated 
things, full of strange directories and oddly-named files due to an almost-geological accretion 
of program and game installations, file editing, work projects, leisurely filesharing of this or 
that, poorly-implemented uninstallation procedures which leave behind detritus, and so on. 
Needless to say, navigating such an 
environment, using a WIMP GUI, 
can become tedious if not outright 
hazardous. Furthermore, power 
users can (with access to an 
effective command line) execute 
commands very efficiently using 
only the keyboard. For these 
reasons, command-line interfaces 
are regaining some of their old 
glory, especially because they have grown into powerful tools for using a computer: an 
experienced Linux user need hardly ever leave their command-line prompt, except perhaps to 
brew more coffee.  
  
Figure 2 – A WIMP GUI, showing two open windows and several 
icons representing folders and text files. 
Figure 3 – Too much WIMP! 
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So: in recent times, things have started moving the other way. Certainly, plenty of examples of 
this shift can be found in the console and smartphone market, where the Nintendo Wii, the 
Sony Move and the Xbox Kinect (each with their assorted varieties of peripherals) all allow the 
players to play their games in novel ways. Arguably, however, the technology is still in its 
infancy – while the various peripherals that exist at this time are solid pieces of 
mechanoelectrical engineering, their application is still limited almost exclusively to games 
(which, without getting into a discussion of the specifics of games and their role in society, one 
might consider a frivolous use of such technology). Only a specific subset of enterprising, 
technology-interested people with a high degree of know-how have gone beyond the merely 
entertaining in the application of these controller devices, and the results they have created 
are impressive, to say the least.2 
 
It is in this vein that this project aims to contribute: by implementing and testing the viability of 
a novel interface based on a person’s ability to balance on a small board.  
 
1.1 – Problem formulation 
How can a balance board along with a person’s sense of balance be implemented as an 
interface for controlling a surf-themed computer game? 
1.2.1 – Introduction 
 
This report details the implementation and utilization of an innovative interface, along with 
the development of a number of games that can be played with this interface. While the 
primary purpose is the development of an immersive surfing game experience and surfing 
interface, the secondary purpose of the project is to explore the possibilities of using such a 
balancing board as an interface.  
Conceptually, this project is twofold: One, explore what might be done with balancing as an 
interface. Two, see if a game might be made which can be used to train one’s sense of balance. 
Both objectives can be achieved by implementing a surfing game, using a wooden balancing 
board in your living room – you don’t even have to add water. 
First, the paper details the technical details of the interface implementation which was 
developed in order to allow us to use a balancing board as a controller for a computer. We also 
developed a number of minigames in order to become familiar with every aspect of the 
                                                          
2
 http://www.johnnylee.net/projects/ 
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interface that the balancing board offered us. The knowledge gained from implementing and 
testing the minigames allowed us to develop the surfing game, which was our main goal. 
 
We started with an open question of whether to use smartphones, USB gyroscopes or 
Wiimotes as the basis for this interface: For the project to function at all, we needed 
something that could transmit orientation data to a central unit, and we found a variety of 
devices which could do this: modern smartphones contain gyroscope sensors, as do certain 
kinds of Wiimotes (from Nintendo’s Wii console, using the Wii Motion+): we ultimately found 
the Wiimote too troublesome to use for the project, due to technical limitations such as the 
lack of an official API and an inexplicable inability to connect to any of our computers. A third 
option was a USB gyroscope unit, but this was never seriously considered. 
The first functional implementation was merely a line of three digits, representing the 
orientation of a virtual Android device (emulated via the Android SDK plug-in for Eclipse). This 
first attempt could register changes in the orientation of the virtual device, which we 
simulated for testing purposes.  
In order to simulate a surfboard, a reliable user interface that detects the inclination angles 
was needed. We considered several possibilities for how the player could control a virtual 
surfboard, and the thing we arrived upon was that the most important facet of the surfing 
experience (and the most interesting from a programming and interface design point of view) 
is that of balance; for this project to work, we needed a way to include a person’s sense of 
balance in the game. To begin with, the games were all played on the screen of the receiving 
computer, but since the idea always was that they should be played on a remote screen, we 
also acquired a projector with which to test (the final set-up being that of the experience 
cylinder). The set-up we eventually arrived at for testing purposes is apparent in Figure 4 Basic 
design of the set-up. 
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Figure 4 Basic design of the set-up 
 
1.2.2 – Subproblems 
Interface 
 How do we get data from the balance board to a computer? 
 How do we utilize this data? 
 
Game Design 
 What can be done with a balance board – what works, what does not? 
 How do we handle graphics? 
 How was the experience? Did the design work? 
 
1.3 – Delimitation 
This project intends to explore the possibilities of a specific interface design; hence, very little 
theoretical background will be provided. As this is purely an empirically-minded exploratory 
paper, intending to examine the experience of balance as an interface, a strong theoretical 
grounding is not felt to be necessary. 
1.4 – Target group 
Our target group is computer science students around bachelor level. 
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 1.5 – Method 
As this is a programming project, our methodology is conceptually straightforward: right from 
the outset of the project, we have been designing and implementing a surfing simulation 
game, focusing on using a person’s ability to balance (per a wooden board) as a controller 
interface. By continually testing to see how well it works, we have worked our way through the 
various problems that we found, such as connectivity, interface response times, proper 
configuration of the sensitivity of the controllers and so on.  
 
 
2.1 – Interface  
 
This section will introduce the various components used in creating the balancing board 
controller. 
2.1.1 – Accelerometers 
The data we use to measure the orientation and 
tilting of the balance board comes from an 
accelerometer within the smartphone. 
An accelerometer in a smartphone is a device 
that measures acceleration along all three axes. 
Conceptually, it is a mass freely suspended on a 
spring within a housing, which is fixed to the 
smartphone (figure 6). By measuring the 
displacement of this spring, the accelerometer indicates the acceleration in a particular 
direction. Aligning three of these springs and housings orthogonally thus yields the 
acceleration in all three dimensions. 
An accelerometer on the surface of the Earth will thus always measure the static gravitational 
acceleration g (ca. 9.8 m/s2), in addition to the dynamical accelerations caused by movement.  
Figure 5 – A simplified model of an accelerometer, 
having only one axis of detection. 
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The coordinate system of the Android smartphone is 
defined with the origin at the centre of the screen and the 
X-axis pointing right, the Y-axis pointing ahead and the Z-
axis pointing upwards perpendicular to the screen, as 
shown in figure 2. 
To calculate the inclination angles          (in radians) 
we use the following relations where          denote 
the accelerations in the respective axes. 
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These calculations are solely based on the acceleration which is due to gravity. Thus, for the 
results to be accurate, it is important to minimize any dynamical acceleration, as such would 
distort the accelerometer readings. 
Another approach could be to isolate the force of gravity. This can be achieved by applying a 
low-pass filter, where the accelerations are calculated based on a mix of the last results and 
the present readings. In effect this adds latency to the signal. 
2.2.1 – Data Transfer 
In order to use the accelerometer data, we needed to send it from the Android phone to the 
computer. So we connected the computer and the smartphone, using the smartphone as a 
client and the computer as a server. The server waits for a connection to come through port 
 
The coordinate system of the smartphone. 
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8888: once the connection is established, the server launches the game. Because of this 
relationship, the server is commonly said to be waiting – or “listening”. 
2.2.2 – Data as UTF-8 String 
 
The data we have to transfer is composed of three floats. First we used a UTF-8 string format 
because it was most convenient. UTF-8 means that each character is one byte in that case 
(since each character is an ASCII number). Let’s take an example: 
 
Figure 6 – float divided in bits 
A usual float of accelerometer data contains at least seven characters. Each float is separated 
by a space in the string, for a total of 23 characters or 23 bytes equivalents to 232 bits. 
With packets of 23 bytes, we quickly had network hardware performance issues. The phone 
sent too much data too fast, and that is why computer could not handle it. 
2.2.3 – Data as Three Packets 
 
As we have just seen, the size of a float is four bytes, so basically if we send three 
floats, the size of the packet is equal to 12 bytes, almost half of the bytes used by the 
UTF-8 string method. But here the problem instead was the synchronization with the 
computer application because it waits for a packet before continuing. We could solve 
this problem by adding three waiting methods, but that would be a waste of resources. 
Furthermore dividing a single packet into three is not a good way to improve data 
transmission. The aim is to limit the use of the network to what is strictly required. 
2.2.4 – Data as Serializable Structure 
 
The solution we eventually found is to create a serializable structure. That means 
writing a class that implements the interface Serializable. In other words, the class is 
transposed to binary, loaded in a network stream and then recreated identical to the 
initial state: this is called persistent objects. 
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But implementing and using serializable structures was not really a convenient solution 
to begin with, so we decided to use the same idea, only by writing it from scratch. 
2.2.5 – Class method toBinary() 
 
The toBinary() method is still the same as described above. It is composed of three 
steps: 
1. Transpose the three floats to a binary array. 
2. Send the binary array over the network. 
3. Transpose the binary array to floats. 
Here is a graphical representation of the structure of the memory that are sent from 
the smartphone to the server – the memory is wrapped in a packet and sent via TCP. 
sizeof(packet) = 12 bytes 
sizeof(float) = 4 bytes sizeof(float) = 4 bytes sizeof(float) = 4 bytes 
X = 0,15625 Y = 0,88645 Z = 0,00872 
0011 1110 0010 0000 0000 0000 0000 0000 0011 1111 0110 0010 1110 1110 0110 0011 0011 1100 0000 1110 1101 1110 0101 0101 
Table 1 Representation of a packet 
Packets are made with three floats (four bytes each) concatenated, ordered by accelerometer 
axes X, Y and Z. The binary array is created by an allocation of a ByteBuffer, here in blue (12 
bytes). To retrieve floats with the binary array, just read four bytes by four bytes. 
2.3 – Data Updating 
 
First we send accelerometer data to the computer each time SensorEvent is triggered. That 
was enough for testing purposes: we received data, data changed accordingly to the sensors. 
But that was not appropriate on two different levels: the extreme ones. 
If the sensor does not detect any movements, the phone will not send data while the game is 
waiting. So the game will simply stop. 
On the other hand, if the sensor is shaken, the phone will send too much information, which 
will flood the computer with deprecated data. 
That is why, in order to limit network traffic, we prefer to use TCP (see TCP versus UDP) in 
conjunction with a Timer to send data on each tick (300ms). The accelerometer data was still 
modified by the sensor’s event, but it was only sent every 300ms. 
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Figure 7 Data, Timer and Accelerometer events 
We tried to alter the ticks of the timer. After a few tests with Processing (which uses 60 frames 
per second) we found that with a tick every 300ms, we only skip one packet out of two: this 
way, the phone is practically speaking always synchronized with the server. That was the most 
optimal: with a higher waiting time the server would wait uselessly; with a lower time 
between ticks, the program would skip more packets, so it would bring more unread packets, 
thus lowering the quality of the interface. 
2.4 – TCP versus UDP 
 
The two most common protocols used for networking are TCP and UDP. As we send data from 
client to server, we must choose the most appropriate to our different projects. 
What are the differences? 
 
In networking, we talk 
about packets, which 
contain data. When 
packets are sent over the 
network, they can be lost 
or corrupted by collision.  
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With 
TCP, 
packets are heavier than UDP. This is 
due to the fact that TCP guarantees 
the integrity of each packet. If a 
collision occurs, TCP will send it 
again while the destination packet is 
not identical to the original one. TCP 
guarantees also the order of 
packets. It is used for viewing 
internet pages for example. 
On the contrary, UDP packets are 
smaller which make the transfer 
faster. However there is no error 
recognition so if a packet is lost, it 
will not be resent. This is used for application which needs to quickly update data (like for live 
streaming). 
That was the theoretical part. If we look into practical stuff, TCP is easy and fast to implement. 
For UDP, it takes more time because a packet can be truncated; it asked to create a network 
protocol to identify packet content. With UDP we need to implement an error checking layer 
to avoid the application crashing because of corrupted data. 
Our first game application uses Processing which is refreshed 60 times per second by default. 
Data sending takes less time than the frame rendering. So it was smarter to slow down the 
rate of data transfer rather than overload the game (which is already running at maximum 
speed). This way, the design of the project led us to use TCP. 
  
Figure 8 Network collision 
Figure 9 TCP versus UDP 
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2.5 – Android Application Evolution 
 
The Android application was an 
important part of the process. At 
the very beginning, we installed an 
Android emulator (AVD: Android 
Virtual Device) to test 
applications. We also downloaded 
an Eclipse plug-in (ADT plug-in) to 
use the Android API and become 
familiar with Android libraries. 
With that emulator we created 
our first application which could 
display the accelerometer values. 
We used Listeners (provided by 
the Android API) that trigger a 
“draw” function each time it 
listens a new sensor event from 
the accelerometer. 
Figure 11 AVD screen (Portrait orientation) 
 
Figure 12 AVD screen (Landscape Orientation) 
 
 
 
 
 
 
 
 
 
Figure 10 AVD: Android Virtual Device (emulator) 
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The second main thing we had to find out was how to connect the Android phone to the 
computer. We had first to set up a Wi-Fi connection.  We connected the phone (client) to the 
computer (server) by TCP on port 8888. By this time we managed to send text on the phone, 
and receive it on the computer. 
Figure 13 Android Virtual Device  screen 
     
 
‘ 
Figure 14 Computer screen 
 
 
These two basic features done, we were able to look into more complex stuff. We took a 
couple of hours to make the same applications running on a real Android phone. 
At the same time we changed the way we manage versioning. We used BSCW which is a server 
where we uploaded and versioned the code, but it was definitely not appropriate to 
development project. So we decided to use SVN (Subversion). After a bit of research, we 
created free accounts on the website called “Assembla” which provides free SVN repositories. 
SVN is a great versioning system, easy to use. Furthermore, half of us were familiar with it. 
19 
 
By merging the two applications, we made the first version of the AndroidApp that sends 
accelerometer data on Sensor event. As seen in the “Sending Data” part, in that version, 
information was sent as text (UTF-8 string). The connection was laggy and crashed randomly. 
We figured out that when the screen autolocks, the phone stops sending data. We spent a lot 
of time trying to disable autolocking in the settings of the application. After a few hours, we 
decided to increase the time before autolock to 10 minutes in the phone settings.  
 
To solve crashes, we improved the 
interface in order to display exception 
messages, added a connect button with IP 
fields to avoid re-launching the application 
after each test and also added a few 
Textboxes to display data. 
 
 
 
 
We corrected obvious errors by displaying exception messages. But we still had a puzzling 
crash which happened when the phone was turned in wide angles (like landscape orientation). 
After hours and hours of research and a discussion with our supervisor, we found out that the 
bug was caused by auto flip screen. When the screen flips, the phone keeps sending the same 
data as before we flipped the phone. 
What appeared to be a communication issue between client and server was resolved by fixing 
the screen in portrait orientation. This option has been set in the propriety of the application. 
The last significant modification we made was to implement a timer that sends accelerometer 
data every 300ms instead of sending packet every time a sensor event is triggered. To read 
more about it, refer to the “sending of data” section. 
Finally we tried to remove the connect button and let the application auto retry to connect 
after an error. But that spammed the server with requests causing it to fail. So we rolled back 
to the previous version. 
 
 
Figure 15 AndroidApp screen 
20 
 
2.7 – The Process 
 
 
Testing 
The first problems encountered were mostly of an experimental nature: having to find the best 
interface devices meant going through a lot of possible options. The Nintendo Wiimote, with 
the WiiMotion+ (which has a built-in gyroscope), seemed like an obvious choice, but we 
discarded the possibility of using the Wiimote after a bit of research made two facts apparent: 
one, it was impossible to find a reliable API for the Wiimote, and two, none of our computers 
could connect with the Wiimotes.  
 
The project also ran into problems when we tried to properly implement the balancing board 
as a part of the interface – the Android app we wrote for transferring vector data to the 
computer kept crashing! This was because of a mismatch between data types sent by the 
application on the Android device, and the type of data expected by the receiving computer 
program. 
During the testing of these mini games, a few bugs were encountered. Particularly, we had 
quite a bit of trouble with getting the client-server connection between the smartphone and 
the computer on which the game was running: the smartphone’s accelerometer data, sent as a 
series of floating-point decimal numbers, would cause the computer to stop responding to the 
phone if the number received was too long – in turn, the phone would freeze up, because it 
would always be waiting for the next bit of input from the computer, which would never come. 
In other words, if the orientation of the balancing board was too steep, the game would crash. 
 
2.6 – Game Design & Player Experience 
 
Game design is arguably the study of how to make a game 
playable in an enjoyable manner. In other words, it is the study 
of how to streamline the gameplay in a way in which elements 
1 – A wooden balancing board. 
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which are considered obstructive to the gameplay are removed, while enhancing the elements 
which are meant to be part of the gameplay (the objective being delivering an enjoyable 
experience of playing the game). 
 
In light of this, this project aims to create a game that focuses on the player’s ability to balance 
on a wooden board. As input to the computer considered, the balancing board delivers the 
angle–pitch, roll and yaw–of the player. This can be used to control a pointer on the screen, or 
as a more directly-translated control of orientation in a game. In order to achieve this, the 
gameplay of a simple implementation of this method of input could, for example, have a 
steady angle on the board as a mean to score points: the less wobbly the board (and hence the 
pointer) is, the more points the player gets. We explore the various possibilities of the 
balancing board more thoroughly in the minigame section.  
2.7 – What others have done 
 
We found a game for the Apple iPhone called Aerox. The premise of the game is that you 
control a ball via the angle of the device. Tilting the device left causes the ball to roll left; tilting 
right rolls it right, and so on. The game presents obstacle courses, pitfalls and other 
navigational hazards, the objective being to navigate the maze and reach a certain point. 
 
The comparison to the subject of this report seems obvious: a smartphone’s sensor systems 
are used to create an interface that relies on balance. However, this comparison falls short in 
that while Aerox only engages the player’s hands, the Surfing game engages the player’s entire 
body in the act of balancing 
3.1 – Minigames 
This section will be about the five mini games we have made in order to test different aspects 
of the functionality of the balance board as a controller. We have tested all of the games 
ourselves and we will discuss, for each of them, what we have learned from them – what in 
particular worked well and what did not work so well. These experiences will serve as a basis 
for the design of the final game. 
22 
 
The games have all been developed as proof-of-concept prototypes, with a focus on 
demonstrating the relevant aspect(s). Therefore the attention to details have been middle-of-
the-road, with enough to get it functioning properly and looking reasonably well, but without 
spending too much time on a lot of smaller aesthetical details. 
We strongly recommend that the reader visits http://www.youtube.com/user/SurfGroupRuc 
for video demonstrations of each game. 
3.2 – Processing 
Processing is an open source programming language IDE (Integrated Development 
Environment) which we have used to code the minigames. It is well suited for easily making 
graphical contents. 
Basically, one supplies a setup method which is called once the program starts, as well as a 
draw method that is repeatedly called every frame. To draw objects methods like ellipse(), 
rect() etc. can simply be called from within the draw method – no need to create any objects. 
A small demonstration is shown below. 
 
Figure 16 – The code on the left results in the display on the right. 
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3.3.1 – Centre Game 
 
This is our first and very basic “Hello World” program which serves as test of how well the 
board-smartphone-computer setup works. The objective of the game is to keep the red ball in 
the white centre where it starts (see figure 17). The ball is controlled by the output from the 
accelerometer, which is used to calculate the pitch and roll angles (see equation 1 and 2). This 
is then multiplied by a constant and used as the ball’s velocity: 
Clearly this constant controls the velocity and thus the difficulty of the game – and hence we 
set this to a value which we deem fits the corresponding tilt of 
the board. 
Points are scored based on how close to the white centre the 
red ball is – the entire centre itself yields the maximum 100 
points. The final score reflects the average of this distance over 
time. 
As the element of velocity has been introduced, this game is 
not simply about keeping the balance board level (unless that 
can be done almost perfectly). If the ball is to veer off centre 
one would have to adjust with the balance board and thus an 
element of steering comes in where simply balancing as “well” 
as possible would not be ideal. 
Test results 
The first and most important result of this test is that the technical setup actually works really 
well. The movement is very precise, smooth and responsive. 
Technically the implementation of velocity also works really well. However the focus of the 
game quickly shifts from the balancing aspect of keeping the board level, to repeatedly 
correcting for the ongoing displacement of the ball. In this way it is more about controlling the 
tilting of the board than simply about staying still and level. 
Figure 17 – Balls! 
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The Centre Game made it evident for us that by letting the inclination define the ball’s velocity 
we had already modified the original purpose of the balance board. Therefore we decided to 
take a step back and make a game that mimicked the basic balance board experience – the 
Balance Game. 
3.3.2 – Balance Game 
 
This is a basic balancing game which is designed to simply represent the original physical 
balance board “challenge” with an added graphical display. 
The goal is simply to keep the balance board as level as possible for the duration of the game. 
This means keeping the red ball on the screen as close as 
possible to the centre. The ball starts in the centre and 
after five seconds of “get ready”-time, the game starts and 
the ball’s position directly reflects the roll and pitch of the 
balance board. So whereas, in the centre game, a static 
tilting to the left would result in the ball flying off towards 
the left with a constant velocity, in the Balance Game it will 
keep a specific position in the left part of the screen. The 
position is calculated by multiplying the angle with an 
appropriate constant so that the ball is approximately at 
the edge of the outermost circle (i.e. the 0 point mark) 
when the balance board touches the ground. 
                          
                          
The game lasts 20 seconds at the end of which a score from 0-100 is received, based on the 
average distance from the ball to the centre. 
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Test results 
The most obvious (and not completely unexpected) result of the testing of this game is that 
simply balancing on the board is very hard. None of us were able to do so (i.e. keep the edges 
of the board from making contact with the floor) for more than a few seconds at a time. 
However the game works just as intended and actually quite well. Balancing becomes more 
fun when you are able to monitor your performance and compete for a high score. So in 
essence this game works to enhance the original balance board experience. 
 
With this positive experience of a game about the concept of simply balancing seeming to 
work out rather well, we wanted to further explore the dissimilar avenue of the controlling and 
steering aspect that the Centre Game possessed. 
 
3.3.3 – Maze Game 
 
The Maze Game is inspired by the old wooden games where one had to navigate a metal ball 
through a maze consisting of walls and holes (see figure 18). Likewise 
in our game the goal is to navigate the red ball from the left part of the 
maze to the green circle in the right side of the maze, without “falling 
into” one of the dark holes. The ball is controlled in exactly the same 
way as in the Centre Game and the walls simply stop the movement of 
it – i.e. the ball does not bounce off the walls. 
We have designed this game with the purpose of testing how well the 
balance board can be used as a controller in a game that requires a 
certain degree of manoeuvring. 
As opposed to the Balance Game (and to some extent the Centre Game) this one is not about 
keeping the balance board level and off the ground, but about tilting it in a controlled manner. 
The reason behind this is that it is so hard to simply balance on the board let alone to steer at 
Figure 18 – The Inspiration 
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the same time. For the trained balancer this might be possible, and quite probably an excellent 
way to navigate the maze, but as none of us are sufficiently adept we choose the perspective 
of someone of mediocre skill level. 
 
Test results 
With the speed constant set to a reasonable value this game performs quite well – it is 
challenging and fun. Even though it is possible to play the game by simply tilting the board in 
the direction one wishes to travel, the game still requires a certain degree of balance from the 
player to stay in control and not simply fall of the board. It might even be that the rather fine 
precision movement required in this game is not really well suited to be carried out using a 
balance board – or it might just be that it takes a fair deal of practice. 
Nevertheless, this kind of steering somehow serves to decrease the inherent difficulty related 
to the balance board. Thus it is now possible to succeed at this game without necessarily being 
exceedingly good at our Balancing Game. 
 
The Centre Game, Balance Game and Maze Game have all been about a moving ball in a static 
setting. However we also wanted to use the balance board in a more dynamic game. 
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3.3.4 – Tilting Bar 
In the Tilting Bar game the player controls the rotation angle of a long bar in the centre of the 
screen. Red and blue balls are randomly spawning above the screen and falling down towards 
the bar. The goal is to tilt the bar so that the balls bounce off and fall in the hole of the same 
colour. One point is awarded for a ball in the correct hole and one point is subtracted for a ball 
in the wrong hole. The game ends when 100 hundred balls have spawned and fallen into either 
hole. 
A ball’s velocity component after an impact with the bar is found in the following way (with the 
positive direction being clockwise): 
 
x2,y2 and x1,y1 are the current and 
previous positions, velMag is the 
magnitude of the velocity vector and 
bounceFactorBar is a factor for how 
much the ball should bounce off the 
bar (we have set it to 0.8 = 80%). It 
makes good sense to update the new 
position based on the one just before 
the collision with the bar (x1,y1) 
because otherwise we might risk that 
the ball does not clear the bar in the 
first frame after the initial collision 
(because of the bounce factor that 
reduces the velocity) resulting in the 
Figure 19 – Titting Bar 
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above if-statement being true again. However there is still the possibility that the ball will get 
stuck or go through if the bar is quickly moved through the position of the ball. 
This game differs from the rest in the sense that it only computes the roll around the y-axis, 
which is the angle with respect to the x-axis. So the steering is solely done by tilting left and 
right. This is used to further reduce the difficulty involved with actual balancing. 
 
Test results 
The feel of this game is quite different from that of the previous ones. The player is reacting to 
unpredictable events in the game, rather than (for example) merely steering around in a static 
maze. So the focus is somewhat shifted away from the controlling of the balance board and 
onto the screen. The whole dynamic aspect also makes for a more fun game in some ways. It is 
somewhat more enjoyable to be manipulating the surroundings and to quickly respond to the 
randomly falling balls. 
In a way the game is very straightforward and one might think that it would be really easy as 
the balancing part has been simplified. However the quick shifts back and forth that are 
sometimes required can easily make you lose your balance. 
There is a minor bug with the bar that results in a ball sometimes getting a bit stuck and 
behaving highly erratically. It is caused by very fast movement of the bar as explained earlier. 
However it only tends to happen to a very few percent of the balls resulting in the ball falling 
into a random hole or bounce back up at some weird angle – thus not presenting a huge 
imbalance in the game. One might even argue that it somehow discourages the fast and 
uncontrolled swings. 
What really works for this game is the more dynamic and engaging feel there is to it. The 
controls have been simplified a lot but although it is certainly easier to control the bar than to 
balance well in the Balance Game, we are not sure whether this is actually an improvement. 
On the contrary it seems to some degree to defeat the purpose of using a balance board that 
operates in two dimensions. 
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Based on these experiences, we now wanted to make a game that utilizes 2D manoeuvring 
while still keeping the dynamic aspect. 
 
3.3.5 – Black Hole 
 
In this game the player controls a black ball, the “black hole”, while smaller multicoloured balls 
are falling from the top of the screen. The ball has a velocity and works in the same way as in 
the Maze Game. Three rotating bars are placed in the top which bounce the balls just as in the 
Tilting Bar game. A horizontal red line limits, along with 
the edges of the screen, the movement of the black 
hole. The objective is to catch the balls before they fall 
below the edge of the screen. Catching a ball makes the 
black hole grow incrementally larger, making it slightly 
easier to catch subsequent balls. Missed balls drop off 
the bottom of the screen, resulting in both a lower 
score and a smaller Black Hole size. Balls are dropped 
randomly in the same way as in the Tilting Bar game – 
only difference being that the balls now spawn with a 
random x-velocity component. A score of is kept that 
displays the percentage of balls caught. 
The idea behind this game is to try to combine the dynamic feel of the Tilting Bar game with 
the steering from the Maze Game. 
 
Test results 
The game works quite well and is (again) harder than one might initially think. It is fascinating 
how we in quite spectacular ways manage to sometimes miss what should have been an easy 
catch. Essentially the game has ended up with a fairly good mix between the rough tilting to 
steer the hole to where a ball is, and the finer balancing part often required to actually snag it.  
Figure 20 – Black Hole game 
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It seems clear that this kind of velocity-dependent steering works better in a setting where fine 
precision movement is not vital and missing a ball is only a lost point. 
 
3.4 – Summary and Conclusions 
Through these mini games we have now tried out several ways of using the balance board and 
there seems to be two major elements standing out: Balancing versus steering. 
The balance board is designed to be balanced upon. It is an excellent tool for this purpose and 
it translates well into a computer game. However the options of what to do with this seems 
fairly limited. As balancing on the board is truly difficult enough in itself it becomes unfeasible 
to add much complexity to a game beyond this – it is simply too hard to balance and steer 
simultaneously. 
Steering in itself essentially works just fine. Unfortunately the balance board seems unfit for 
this purpose. It feels much more natural to be balancing on the board than to be steering. 
Therefore the main points we can take from our experience with the mini games are: 
 Balancing works very well. 
 Steering can work as well, but does not have as great a feel to it. 
 Combining them is problematic. 
 
 
4 – The Surf Game 
 
4.1 – The design idea 
Through the minigames we have gained experience on which applications of the balance board 
work best in a game environment. This will now form the foundation of how we choose to 
design our final and slightly more complex surf game. 
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Our initial design idea was to make a game where you had to surf towards a beach – without 
defining the finer points. Now we wish to implement the balance aspect by making balancing a 
criterion for staying on the surf board – that is if you are not balancing sufficiently well, you 
lose – rather true to a realistic surfing experience. However, the “simple” challenge of 
balancing would not make for a much more extravagant game than our already tested Balance 
Game. Therefore we debated how we could implement some form of steering without taking 
much away from the challenge of properly balancing.  
We ended up with an idea of a wave of water pushing the surfer towards the beach so that the 
velocity would be out of the player’s control. This also meant that tilting forward or backwards 
would not be relevant. This left only the possibility for sideways steering which simplified the 
matter a satisfactory degree. In this way we could implement certain obstacles for the player 
to maneuver around – only by tilting left or right. Furthermore we would apply a timer that 
would count down every time the board went beyond a certain angle close to where its edge 
would come in contact with the floor. In this way balancing would still be a main part of the 
game while steering should kept at a “need to” basis. 
  
 
 
 
 
 
 
 
 In this section, we will present Unity 3D, the 3D engine used in this project to create 
the surfing game. Unity is a powerful tool that allows independent developers to create their 
own game: it is meant to democratize game development. Unity provides an easy way to 
create cross-platform games, which can be played on Windows, Linux and OSX, also including 
Android, iOS and even as simple browser-based games (using the Unity web plugin). Unity uses 
Microsoft’s .NET technologies, and can be programmed in both C# and Javascript. Unity is also 
an editor, providing a very well-furnished graphical interface that allows users to create their 
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own graphical game environment in a direct manner, akin to the WYSIWYG principles of 
certain webpage development environments such as Adobe’s Dreamweaver. 
 The initial goal of our project was to create a surf simulator, an augmented reality 
video game. The game consists in putting the user into a surfer’s shoes using a graphical 
display generated with a computer and controlled using a balance board. That way the user 
can practice his balancing skills in a funny way. 
  In the following, this section will present every step of the process of creating 
the 3D surfing game using Unity. 
 
4.2 – Unity Editor 
 
4.2.1 – Building the Map 
  
 The issue here was to create a graphical environment that would put the user into a 
surfer’s wetsuit in an as realistic manner as possible. The most appropriate way to go about 
this was by building a terrain – in terms of performance and efficiency, it was decided that a 
simple island would be the logical starting point. This also meant that we did not have to 
create a whole shore environment, which would have set the hardware requirements unduly 
high. In addition, in order to create a realistic horizon in an otherwise empty landscape, we 
have to surround the terrain with water. 
 
  Before we could carry out 
this plan, however, some practice was 
required, as Unity (like many 
advanced programs) can be very 
finicky about how it likes to operate. 
 The first step was to create a 
solid square of virtual ground, which 
we then scaled along a set of 
heights, so that we could raise a 
beach up from the surf. Some random noise was added in at this point, in order to give a sense 
of natural terrain. We then “painted” this terrain, applying different textures (provided by 
Figure 21 – The basic land 
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Unity), such as sand, grass, grass-rock and cliff textures, applied according to the relevant 
terrain heights, in order to attain a natural look. 
 Then we added some palm trees models all over our island.  
After this step we need to add more believable surroundings to our terrain. We started with 
adding lights (again, Unity provides different sorts of light objects). Since we are in an outside 
environment, we need something which would look like sunlight. So we chose a directional 
light object, which we adjusted 
(the light source as provided 
by Unity has attributes such as 
axis, strength, and distance) in 
order to make it look realistic. 
We also added a visual flare 
effect on it to make it look like 
the Sun as viewed through the 
camera’s position. Secondly 
we added a water plane 
around our terrain to fill out 
the void and to create a horizon line. And, of course, this water would also be used as a 
“playground” for the user. And finally we added a skybox filled with a sky texture all around 
the terrain. 
 Here’s a screenshot of this stage. In the middle of the image is Unity’s representation 
of a directional lightsource, which in the actual game is rendered as an almost invisible 
lightsource (just a flare is visible when looking at it) (ie., the sun-like symbol is not shown in the 
game itself). 
 
 Once the terrain and environment was created, configured and settled, we had to start 
thinking in terms of graphical components as they relate to the gameplay: this is the topic of 
the next section. 
 
 4.2.2 – Graphical Elements of the Game 
 
 We had to establish a list of requirements according to our goals, so we started 
thinking about which elements compose an actual surfing environment. 
Figure 22 – Far overhead view of the scene, with the lightsource displayed 
as a sun symbol. 
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 First, the most obvious thing is the surfer. In this game, the surfer will be represented 
by a camera: since it is a first person-view game, we did not use any 3D model for the surfer. 
 Second comes a surfboard. For this, we had to find a 3D model so that we can have a 
graphical view to get a more immersing display. In addition we will see in the following 
sections that this board allows us to mirror the balance board movements in the game. 
 Then we needed a wave. Water physics is a tricky part in video games, so we decided 
not to spend too much time on it. We just used a cylinder, put horizontally across the horizon, 
modified it and applied water texture to it. The wave is also important in the scripting part that 
we will detail later, as it is pushing the player forward when touching him. 
 
 
            Since the goal of the game 
would be to reach the beach on the 
island, it was important that we 
needed to limit space where the user 
could go and create what we could call 
a “track”. So we found a 3D harbor 
buoy model and, used this model to 
demarcate the track. We will see later 
that these elements serve part of the 
Figure 23 – Surfboard with attached camera, and wave model in the back. 
Figure 24 – A buoy! 
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script for winning and losing conditions of the game. 
 
 
 
 
 Our scene also includes objects 
which are not visible to the user. The 
purpose of these invisible objects is to 
help checking for collisions and player 
position. These objects are not rendered 
graphically in-game and are only used for 
scripting purpose, which we will describe 
later on. For examples on the following 
screenshot you can see several planes, verticals ones are used to check if the player goes out 
of the track, or if he has reached the beach. Reaching the green “fence” (collider) positioned at 
the island results in a victory for the player; all other colliders result in the player losing. 
  
Finally, in order to add 
more challenge to the 
game, we decided to add 
obstructive elements to 
the track: we had to find 
some 3D models of rocks 
and sharks. We found one 
generic model of a rock – 
by using a combination of 
random rotation and 
clipping with multiple 
instances of this same rock, we created a number of visually distinct rocks, ultimately making it 
look more natural. We also added sharks on the track, and we scripted them for movement. 
Figure 25 – The "raw" path available to the player. 
Figure 26 – Winning and Losing Condition Fences 
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 And we also have some GUI text object to display information such as warnings, timer 
and gameplay information. 
 
4.3 – Scripting game objects - Javascript and C# 
 
    4.3.1 – A word about the Unity engine 
 
The Unity engine is built in a way that every graphical objects can be associated with a script 
which determines its behaviors. Every script is itself an object, which inherits from the 
“Monobehavior” object. The main methods are the Start()  and the Update() methods, 
respectively a sort of constructor method used for initialization of variables, and a method 
which is called every frame. Unity is an event-based motor, so its API provides of multitude of 
methods which are triggered at certain points, for example when one object collides with 
another. Also, every object can retrieve instances of another object present in the scene, and 
you can use C#-coded classes in your Javascript code (or vice versa), but to do that you need to 
respect a certain structure in your project hierarchy. For example, if you want to use a class A 
coded in C# into a class B coded in Javascript, the A class must be compiled first so that the 
linker can find it when compiling class B. So you have to make sure that your design does not 
create inter-dependencies. 
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4.3.2 – Basic Movement 
  
 In order to test our newly-created environment from the user’s point of view, it was 
necessary to implement basic movement abilities for the board, and moving the camera 
around with the mouse to check if everything displayed properly. So we created a little script 
for getting keyboard input, simulating accelerometer values, up arrow for positive Y axis, down 
arrow for negative Y axis, and left and right arrows for positive and negative X axis. The script 
then converts these values into a vector that we pass to the character motor script provided by 
Unity. The character motor script is meant to be used on a “walking character”, which is not 
really appropriate for the board movements but sufficient enough at this point for testing. 
 
4.3.3 – Winning and Losing Conditions 
 
 Now that we are able to move around inside the scene and the track, we can start 
working on collisions, winning and losing conditions – more generally, every interaction 
between the player character and the rest of the environment. Unity provides, among a lot of 
other things, an object called collider, which are associated to graphical objects in order to 
detect collisions, and a system of “tags” which are basically ID strings that you can associate to 
objects. 
To check interaction between the player and the environment, we added a collider to our 
character and to every object in our scene. Then we associate these objects to tags like “lose”, 
“win”, “shark”, “rock”, etc.. And finally we override the method that detects collisions in our 
player object and we check which type of object the player has hit, so that the game can 
modify its behavior accordingly. 
 
4.3.4 – Scripting Moving Objects 
 
In order to bring our game to life we had to script some of our objects. The wave, for example, 
is a simple script translating its associated graphical objects on the Z axis. In order to make it 
move smoothly and not depend too much on hardware performance, we used the elapsed 
time since the last frame, thus making the speed of the game independent of frame rates. 
When the wave touches the player it triggers an event that push him forward, and this way it 
creates a shaking effect, that tries to make you feel like you were actually on a wave. For 
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sharks we created a generic script which allows us to have sharks moving differently in term of 
orientation, distance and speed. This way we only need to associate one script to models, just 
setting different values for each shark through the Unity editor. Unity parses any given script 
and creates an editable field in the editor for every class’s member which has been declared 
public – which is very convenient. 
 
 
4.4 – Adjusting Movements According to Input Values 
 
 As detailed in section 2.2.1, we receive raw values from the phone, that is to say 
accelerations on X, Y and Z axis. We cannot use this data directly, so instead we calculate the 
angle based on the acceleration in order to get a more precise idea of the phone’s – and hence 
the board’s – orientation. 
In order to provide a greater sense of realism (and also to give the player a sense of where 
they’re going), we scripted the on-screen surfboard to change orientation according to the 
rotation of the balancing board along the X and Y axes. Because the values we get from the 
phone accelerometer are very jittery, we had to set arbitrary values for the board rotation in 
order to prevent the in-game surfboard from jerking around. The board shakes too much if we 
use angles calculated from the phone’s data directly. That is why we inserted preset ranges of 
angles in which we rotate the board with static arbitrary values. 
 
4.5 – Designing the Balancing Gameplay 
 
The main goal of our game being balancing skills, we had to create gameplay that would make 
the user practice their balance as much as possible. But we also had to interpret values we get 
from the phone in a way that reflects surfing movements. So, for the X axis we decided to 
translate the character from left to right quickly to force the player to remain as stable as 
possible: otherwise, they will slide out of the track and lose. Even though the translation speed 
is high, it was not difficult enough – hence why we added rocks and moving sharks to the track. 
In addition, it makes the user practice their muscular coordination rather than just standing 
still on the board.  
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 Concerning the Y axis, we had to think longer to determine how to implement a good 
behavior for the surfboard. First we thought that we should increase or decrease the speed of 
the surfer, but since this speed is determined by the wave itself, this was not doable. 
 Then we had the idea of a countdown timer, decreasing every time the user is out of 
the “balance” range determined by arbitrary angle values. For example if the user bends 
forward too much, it triggers a ten second countdown. The game displays this countdown and 
a warning message saying that the user should return to a stable center balance. If the user 
manages to balance back to a good position, the countdown is reset to its initial value. 
 The main problem with that system is that the user just has to keep balancing forward 
and backward in order to reset the countdown once in a while. So it was kind of spoiling the 
balancing challenge. 
  
 That is why we changed the system again to a gauge set to ten seconds at the 
beginning of the game, every frame we get the time and we check if the player position is 
correct. If it is not, we decrease the gauge according to the time the player spent in the wrong 
position. If the player is in the right position we increase the gauge if it is not already at the 
maximum value. Of course if the gauge falls to zero the player loses. 
 
4.6 – The Data Server – C# .NET 
 
 4.6.1 – Choice of Protocol and Networking Design 
 
As detailed in section 2.2.1, we chose to use TCP, mainly because we need packets to arrive in 
the good order, which is not guaranteed by UDP. In addition, the phone is not able to send 
data very fast, so we preferred not taking any risk using UDP. If we had to use UDP, we would 
also have had to make an error checking layer in our application – which did not make sense, 
since we could use TCP instead, as it includes perfectly good error checking. 
 
The .NET library provides many high level classes for handling TCP communication, so we 
started with writing the server class in Javascript, but we came to a dead end: the .NET 
documentation does not include any example or explanation on how to use the API in 
Javascript. So we decided to write it again in C#, using lower level classes, allowing us to 
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include more verification such as length of packets, checking if data is available without 
blocking the main thread and so on.  
 
4.6.2 – Issues 
 
We encountered one major problem which took us some time to figure out. We wrote 
the Android client which sends binary data from the phone in Java – which also means 
that it implicitly runs on a Java virtual machine. On the other hand, the server is 
written in C# – also running into a .NET virtual machine. After coding the .NET server, 
communication with the client was working fine, but the data received by the server 
were corrupted. After a lot of debugging investigation, we noticed that we received 
the binary data upside down. Indeed the Java virtual machine uses big-endian and the 
.NET virtual machine is using little-endian. So when we were reading values, they were 
reverted. So we had to write a utility class that reverts bytes from each binary float 
value received from the phone. 
 
 
In conclusion, working with Unity has been an interesting experience: once you 
become familiar with all the features of the editor and the engine architecture, it 
becomes really easy to create a nice and beautiful environment and to create 
gameplay features and interaction. Unity saves you a lot of time compared to C++ and 
OpenGL, for example, where you have to write everything from scratch. In Unity, you 
instead spend more time optimizing your engine than actually creating features for the 
gameplay. However Unity’s huge library can be daunting for somebody who has not 
any previous experiences in game programming. 
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5 – Discussion 
5.1–How do we get data from the balance board to a computer? 
We have used a smartphone attached to the balance board as our means of getting data from 
the board. The smartphone sends the data to the computer via a TCP connection. This setup 
works really well with very little lag.  For our purposes, TCP is an excellent choice. 
 
5.2 – How do we utilize this data? 
The data is used to calculate the tilt angle in the X and Y direction which in turn is used to 
control a position, velocity or directly as an angle to decide whether the board in balance or 
not. Arguably, we have exhausted the immediately apparent possibilities of the balancing 
board. 
 
5.3 – What can be done with a balance board – what works, what does not? 
Through the mini games we have tested several ways of putting a balance board to use in a 
computer game context. The balancing and steering aspects both worked well but we all agree 
that balancing had a more natural feel to it, which is not all surprising seeing as this is of course 
what the board has been designed for. Nevertheless it was possible to make engaging and 
entertaining games using both aspects either by themselves or in combination. 
 
5.4 – How do we handle graphics? 
For the mini games we have used Processing because it was the easiest way of making 
reasonably simple 2D games. Also as the main purpose of the mini games were to test out 
concepts, the focus have been somewhat removed from graphics. 
 
As for the final 3D surfing game we decided to implement some good-looking graphics, giving 
it a bit more realistic feel than would have been immediately possible with Processing. For this 
purpose we used Unity as it allows for much more detailed 3D control while still in a somewhat 
manageable way to us. 
 
5.5 – How was the experience? Did the design work? 
The mini games worked in the way that they demonstrated how the features of the balance 
board could be used in various ways. 
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The surf game we are actually really happy with. The gameplay works really well with the wave 
pushing the player forward while he is trying to balance – it really gives a good surfing feeling. 
The way we have incorporated the steering to make the game slightly more complex seems to 
go rather well along with the balancing part. Furthermore the terrifically looking graphics just 
takes it to a whole new level. 
 
6 – Conclusion 
We have attached a smartphone to a balance board and used the phone’s accelerometer to 
send data about the tilt of the board to a computer via a TCP connection. 
Through mini games made with Processing we have used this data to test numerous different 
ways of applying a balance board as a controller in a computer game. We have found that both 
the aspect of balancing and the aspect of steering work quite well, with balancing having a 
slightly better feel to it. 
Based on this we have created a simple but well working 3D game in Unity that employs 
captivating graphics to produce a very engaging surfing experience. 
 
 
7 – Afterthoughts 
In this project, we’ve focused on rotational vector data as a means of providing an interface 
with which to control a game. Today’s technological society is seeing a proliferation of sensors 
all around us – a smartphone alone can track its own global position as a matter of course, 
along with geomagnetic fields, angular orientation, gravitic velocity and atmospheric pressure, 
even things such as temperature, ambient light and humidity. Heartbeat-monitoring 
wristwatches, though still a niche market, have been around for ten years or more, and are 
becoming increasingly popular with relatively mainstream fitness cultures.  
If we had had more time, we would have liked to test the games with various other people, 
and interview them. We would also have liked to use the Experience Cylinder of RUCs CBIT 
Dept., as it presents an intriguing dimension. Further, if we had had more time, we would have 
used it better.  
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8 – Appendix 
https://subversion.assembla.com/svn/surf/ 
Point your browser to this location for all the source code. 
