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Resumo
As sombras têm uma importante contribuição para o aumento do realismo na repre-sentação gráfica em tempo real de cenas e objetos. Existem vários algoritmos quepermitem adicionar sombras a cenas e objetos 3D, sendo os mais populares o mapa desombras e o volume de sombras.
O trabalho realizado no âmbito desta dissertação de mestrado teve como principalobjetivo a criação de um algoritmo de geração de sombras através de projeções diretasmútuas entre facetas dos objetos em cenas 3D. Com esta finalidade foi explorado umalgoritmo proposto por Blinn em 1988, o algoritmo de sombras planas. Este algoritmopermite a geração da sombra de um objeto através da projeção dos vértices que oconstituem, para o plano base (ou chão) da cena. Porém, este algoritmo apresentaalgumas limitações, como é o facto de apenas permitir a geração de sombras emsuperfícies planares, bem como ignorar as sombras que um objeto faz sobre si próprio.Tem, no entanto, aspetos positivos como a capacidade de gerar sombras livres de efeitode escada (aliasing).
Para solucionar as limitações do algoritmo proposto por Blinn, superfícies curvas podemser aproximadas por faces planas, o que acaba por permitir a aplicação do algoritmo avários tipos de superfícies. No que respeita à impossibilidade na geração de sombrasque um objeto faz sobre si próprio, pode dizer-se que este problema pode ser resolvidoanalisando cada uma das suas facetas e determinar quais das restantes facetas lhefazem sombra.
Através das soluções apresentadas é possível obter um algoritmo capaz de calcularsombras para vários tipos de cenas. No entanto, o seu desempenho computacional vaiestar dependente da complexidade da cena. Por essa razão é feita a paralelizaçãoem GPU do algoritmo, de modo a proporcionar uma maior capacidade de resposta emcenas de maior complexidade.
v
Foram por isso projetadas duas versões do mesmo algoritmo, sequencial e paralela,através das quais é possível gerar sombras em cenas de diferentes características.Constatou-se, através dos resultados obtidos, que a versão paralela em GPU garanteuma maior desempenho e capacidade de resposta em cenas de maior complexidade doque a versão sequencial.
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Capítulo 1
Introdução
Esta dissertação enquadra-se na área científica da computação gráfica, mais concre-tamente no tópico de geração automática de sombras em cenas sintéticas 3D.
Uma sombra não é mais do que a silhueta que um objeto projeta numa superfície quandose interpõe entre a dita superfície e a fonte de luz. As sombras são por isso algo naturalque contribuem para a perceção da geometria, da dimensão e da posição dos objetosque nos rodeiam. A sua omnipresença torna-as despercebidas aos seres humanos, masas sombras são fundamentais na representação virtual de objetos e cenas, pois a suaausência é imediatamente notada.
Uma zona sombreada não é necessariamente uma zona escura de cor preta. Depen-dendo do número de fontes de luz existentes, é possível existirem zonas de sombramais escuras que outras. Nomeadamente, as zonas de sombra comuns a várias fontesde luz vão ser mais escuras que as zonas de sombra provocadas por apenas uma sófonte de luz.
As primeiras técnicas de geração de sombras surgiram numa altura em que não eramcomputacionalmente exequíveis devido essencialmente às limitações de hardware. Noentanto, com a evolução da capacidade computacional das placas gráficas, passou aser possível a implementação de algoritmos capazes de gerar sombras em tempo realpara ambientes 3D, o que antes era impensável.
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1.1 Motivação
Existe um grande número de algoritmos que permitem gerar sombras em ambientes3D, sendo o mapa de sombras e o volume de sombras os dois algoritmos mais utiliza-dos. Nesta dissertação, pretende-se explorar uma técnica de geração de sombras jáexistente, a qual consiste na obtenção de sombras através da projeção direta de cadaobjeto sobre os restantes objetos existentes na cena, obliterando assim o problema de
aliasing que tem permanecido ao longo dos anos na maioria dos algoritmos existentesna literatura.
Trata-se do algoritmo de sombras planares [2] proposto por Blinn em 1988. Apesar dasua simplicidade, acabou por deixar de ser utilizado devido à popularidade entretantoadquirida por outros algoritmos como o mapa de sombras [5] e o volume de sombras[6], que permitem a geração de sombras sem exigências excessivas de recursos compu-tacionais. A esta situaçã não é estranho o facto de a complexidade computacional doalgoritmo de geração de sombras por projeção direta ser O(n2).
Pretende-se assim, nesta dissertação, estender o algoritmo de Blinn a quaisquertipos de geometria, eliminando na medida do possível o efeito de escada (aliasing)e, simultanemente, introduzir as auto-sombras.
1.2 Definição do Problema e Objetivos
O objetivo principal desta tese consiste na criação de um novo algoritmo de sombras,tendo como base o já existente algoritmo de sombras planares [2]. Algoritmo esse quetem como principal característica a obtenção de sombras livres de aliasing, problemaque se encontra na maioria dos algoritmos de sombras atuais.
Pretende-se que o algoritmo a ser desenvolvido remova as limitações existentes no al-goritmo em que se baseia. Tendo assim como principais características a possibilidadeda sombra de um objeto ser projetada não só sobre superfícies planas mas tambémsobre superfícies curvas, bem como o facto de contemplar a sombra que um objetoprovoca sobre si mesmo.
Uma das principais razões que levaram a baixa utilização do algoritmo de sombrasplanares, reside no facto deste se basear na geometria dos objetos representados
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para obtenção das suas sombras. O que vai torna o algoritmo inaplicável a cenas deelevada complexidade. Pretende-se por isso tirar partido da utilização da placa gráficana realização dos cálculos envolvidos, de modo a garantir uma maior escalabilidade doalgoritmo.
1.3 Organização da Dissertação
Esta dissertação encontra-se estruturada da seguinte forma. No Capítulo 2, apresenta-se o estado da arte relativo aos algoritmos de sombras existentes. É feita umadistinção entre os tipos de sombras existentes, uma retrospetiva dos algoritmos desombra existentes, métodos de iluminação global que permitem igualmente a obtençãode sombras e, por fim, os aspetos onde é possível tirar partido na utilização da GPUnos algoritmos de sombras expostos.
No Capítulo 3, é exposto o algoritmo de sombras baseadas em projeção direta. Emprimeiro lugar é feita uma abordagem sobre a contribuição de outros algoritmos naelaboração do algoritmo desenvolvido nesta dissertação. De seguida são enunciadasas principais funcionalidades que foram implementadas, seguidas da exposição passo-a-passo do algoritmo de sombras baseadas em projeção direta. São também explicadasas decisões tomadas na implementação do algoritmo, bem como as bibliotecas auxiliaresutilizadas para atingir o resultado pretendido. Introduz-se ainda a tecnologia CUDAe é explicada a sua utilização na paralelização do algoritmo de modo a melhorar odesempenho do mesmo. Por fim, apresentam-se os resultados visuais e quantitativosobtidos pelo algoritmo de geração de sombras baseadas em projeção direta.
A presente dissertação encerra no Capítulo 4, no qual se apresentam as conclusõesmais relevantes do trabalho desenvolvido. Aflora-se ainda o trabalho futuro, bem comoaspetos que poderão introduzir melhoramentos no algoritmo descrito nesta dissertação.
Refira-se também que este algoritmo poderá dar origem a um artigo científico a publicarnas atas de uma conferência internacional.
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Capítulo 2
Revisão Breve da Literatura
Este capítulo revê de forma breve as técnicas de geração de sombras mais importantesdescritas na literatura. Aparte as sombras geradas pelas técnicas de iluminação global(por exemplo, traçagem de raios ou ray tracing), há várias técnicas de geração desombras em computação gráfica, nomeadamente: sombras planares (planar shadows),mapas de sombra (shadow maps), volumes de sombra (shadow volumes).
2.1 Definições e Tipos de Sombras
Uma sombra é uma superfície privada de luz que resulta da interposição de um corpoopaco entre ela e a fonte de luz. A sua extensão vai depender da distância entre asuperfície e a fonte de luz, bem como da distância da fonte de luz ao corpo opaco quea bloqueia.
Qualquer sombra pode ser dividida em duas componentes: umbra e penumbra. A umbradiz respeito à zona que se encontra totalmente obstruída em relação à fonte de luz.A penumbra refere-se à transição gradual de uma zona iluminada para uma zona deumbra.
Em termos genéricos, os algoritmos de geração de sombras encontram-se divididos emduas categorias: sombras vincadas (hard shadows) e sombras esbatidas (soft shadows).As sombras vincadas são constituídas por apenas uma componente, a umbra. Por outrolado, as sombras esbatidas apresentam quer a umbra quer a penumbra. A diferençaentre elas está essencialmente relacionada com a área da fonte de luz presente na
5
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cena. Se for uma fonte de luz composta por apenas um ponto emissor vai dar origema sombras vincadas. Mas se a fonte de luz for composta por uma área emissora vaioriginar sombras esbatidas.
Quando uma cena é iluminada por uma fonte de luz formada por apenas um pontoemissor, os objetos nela representados são completamente iluminados ou encontram-se completamente na sombra [7]. Ou seja, é facilmente visível a fronteira entre uma zonasombreada e uma zona iluminada. Esta é a característica mais fácil de identificar nosalgoritmos de sombras vincadas. No entanto, existem métodos que permitem simularsombras esbatidas com base em sombras vincadas, como será referido nas próximassecções.
Figura 2.1: Sombras vincadas e sombras esbatidas [1]
No caso de uma cena ser iluminada por uma fonte de luz composta por um áreaemissora, a fronteira que divide uma zona iluminada de uma zona sombreada já nãoé tão percetível. Isto é devido à área da fonte de luz, a qual vai originar três zonasdistintas, zonas iluminadas, zonas de umbra e zonas de penumbra [7]. Consideram-sepor isso mais realistas as sombras resultantes de fontes de luz compostas por uma áreaemissora.
2.2 Sombras Planares
O algoritmo de sombras planares proposto por Blinn [2], consiste em obter sombrasatravés da projeção dos vértices de um objeto num plano. Este algoritmo foi bas-tante popular durante vários anos pois é relativamente simples de implementar e osresultados obtidos são sombras vincadas projetadas no plano [7].
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2.2.1 Algoritmo
O algoritmo consiste em transformar uma forma tridimensional numa forma bidimen-sional e desenhá-la num plano. Este processo aparece ilustrado na Figura 2.2. Emprimeiro lugar desenha-se o objeto e depois a sua sombra. O desenho da sua sombraé feito aplicando uma matriz de projeção específica (veja-se próximo capítulo). Quandose desenha a sombra de objeto deve ser utilizada a cor preta de modo a assemelhar-sea um sombra. Caso contrário, são usadas as cores originalmente definidas o que vaifazer com que o plano de projeção se assemelhe a um espelho.
Na Figura 2.2 é possível ver o processo referido anteriormente. Onde a posição dafonte de luz é representada por L, o ponto pertencente ao objeto por P e o mesmoponto projetado no plano representado por S.
Figura 2.2: Projeção de um objeto num plano [2].
2.2.2 Problemas do algoritmo
Como se sabe, este algoritmo apresenta num conjunto de limitações, nomeadamente:
- A grande desvantagem deste algoritmo está no facto de apenas ser aplicávela superfícies planas. Esta limitação impede o realismo de cenas mais comple-xas, pois como se sabe as sombras são projetadas em todo tipo de superfícies,independentemente da geometria da superfície.
- Outra limitação reside no problema de inversão de sombra no plano de projeção,o que acontece quando a fonte de luz se interpõe entre o objeto e o plano quevai receber a sombra (Figura 2.3).
- Outro problema que este algoritmo apresenta é que as sombras resultantes da suaaplicação podem prolongar-se infinitamente ao longo do plano onde se encontram.
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Isto porque o próprio plano se estende infinitamente. Este aspeto pode ser umproblema quando for necessário restringir a sombra a uma parte do plano, comopor exemplo uma face.
Figura 2.3: Resultado da projeção de acordo com a fonte de luz [3].
2.2.3 Algoritmos Baseados em Sombras Planares
O algoritmo de sombras planares original de Blinn [2] permite gerar unicamente som-bras vincadas. No entanto, a partir do método proposto por Heckbert e Herf [8], étambém possível gerar sombras esbatidas. Isto consegue-se através da simulação deuma área emissora de luz através de várias luzes pontuais. O método referido permiteainda armazenar a sombra numa textura e desenhá-la múltiplas vezes.
Outro método que se baseia no algoritmo de sombras planares para obter sombrasesbatidas é o proposto por Gooch [9]. Neste caso, o efeito de sombras esbatidas éconseguido através do afastamento e aproximação do plano onde vai ser projetada asombra, simulando assim o efeito de umbra e penumbra.
Em ambos os métodos referidos de geração de sombras esbatidos referidos anterior-mente, é necessário projetar cada objeto tantas vezes quanto o número de faces de umobjeto, o que resulta num decréscimo do frame rate.
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2.3 Mapa de Sombras
O mapa de sombras (shadow maps) é uma técnica que permite gerar sombras em temporeal para ambientes tridimensionais. Foi proposta por Lance Williams [5] em 1978 epermite a projeção de sombras diretamente em superfícies curvas.
É um algoritmo que garante a obtenção de sombras de forma bastante célere, poisbaseia-se na comparação de valores de profundidade obtidos através de z-buffering,ou seja, obtidas diretamente a partir do hardware gráfico.
2.3.1 Algoritmo
O algoritmo baseado em mapa de sombras pode dividir-se em dois passos. No primeiropasso, renderiza-se a cena vista da posição da fonte de luz e armazenados numa texturaos valores de profundidade das áreas visíveis. Estes valores são obtidos com recursoa um algoritmo embutido no hardware gráfico, z-buffer, e que representam a distânciaentre a fonte de luz e as áreas visíveis (Figura 2.5).
Figura 2.4: Mapa de sombras
No segundo passo é novamente renderizada a cena, mas vista da posição do ob-servador. A posição de cada pixel é convertida para o sistema de coordenadas dafonte de luz e comparado o valor de profundidade atual com o valor de profundidadearmazenado na textura no passo anterior.
Uma determinada porção da cena encontra-se na sombra se o valor de profundidadeobtido no primeiro passo for maior que o valor de profundidade obtido no segundo.Caso contrário, a porção da cena é iluminada.
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2.3.2 Problemas do algoritmo
O principal problema desta técnica está relacionado essencialmente com o aliasing[10], mais concretamente o perspective aliasing e projection aliasing.
O primeiro problema resulta do primeiro passo do algoritmo, quando a cena é vistaem perspetiva da posição da fonte de luz. Neste caso, os objetos mais próximos dafonte de luz apresentam maior dimensão que os objetos mais distantes. Isto originaa necessidade de diminuir os objetos mais próximos (provocando subamostragem) eaumentar os objetos mais distantes (dando origem a sobreamostragem).
O segundo, projection aliasing, embora mais raro resulta em artefactos na sombra emsuperfícies quase paralelas à direção da fonte de luz.
Figura 2.5: Perspective Aliasing Figura 2.6: Projective Aliasing
Outros problemas existentes nos algoritmos baseados em mapa de sombras devem-se à limitação (a nível de hardware) da resolução máxima da textura a ser utilizada,bem como à possibilidade de ocorrência de erros aquando da comparação dos valoresde profundidade obtidos em ambos os passos do algoritmo, que podem resultar emsombras incorretas (shadow acne).
Devido aos problemas existentes, o mapa de sombras serviu de base a inúmerosalgoritmos de simulação de sombras que se focaram essencialmente em corrigir osproblemas/falhas nele presentes.
2.3.3 Algoritmos Baseados no Mapa de Sombras
Os principais algoritmos que derivam do algoritmo de mapa de sombras e que podemser vistos como revisões do método original são o Perspective Shadow Maps (PSM),
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Trapezoidal Shadow Maps (TSM), Parallel-Split Shadow Maps (PSSM).
No algoritmo PSM [11], o mapa de sombras só é criado após o conteúdo da pirâmidetruncada (view frustum) ser convertido para um cubo cuja gama de valores está entre -1e 1. Após esta conversão, os objetos vão apresentar as dimensões finais com que vãoser representados. Esta conversão consiste em atribuir o efeito de profundidade à cena,onde os objetos mais próximos do observador vão parecer maiores do que os objetosmais distantes, mesmo que ambos tenham as mesmas dimensões. Reduz-se assim o
perspective aliasing com a criação do mapa de sombras após a referida conversão.
O TSM [12] é semelhante ao PSM. No entanto, a conversão da pirâmide truncada (view
frustum) é feita com base nos oito vértices que a definem, em vez da conversão diretado seu conteúdo. Neste método é então calculado um trapezóide com base nos oitovértices da pirâmide truncada que define a região visível. Em seguida são aplicadasao trapezóide operações de rotação, translação, alinhamento, redimensionamento enormalização. Por fim é obtido o mapa de sombras que por sua vez resulta em sombraslivres de perspective aliasing.
O PSSM [13] consiste em obter, para cada fonte de luz, vários mapas de sombra deforma hierárquica. É feita a divisão de pirâmide truncada que define a região visível(view frustum) com recurso a planos paralelos ao plano de projeção. Em seguida sãoobtidos os mapas de sombra de cada região, que por serem relativos a áreas maisreduzidas vão resultar na obtenção de sombras com maior detalhe. Esta versão doalgoritmo baseado em mapa de sombras permite assim tratar o problema do perspective
aliasing.
2.4 Volume de Sombras
O volume de sombras (shadow volumes) é outra técnica utilizada em ambientes gráficostridimensionais para adicionar sombras a cenas renderizadas. Foi proposta por Fran-klin Crow [6] como sendo a geometria que descreve a forma tridimensional da regiãonão iluminada pela fonte de luz. Neste algoritmo, um "volume de sombra" é utilizadopara separar zonas que estão na sombra e zonas que são iluminadas.
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2.4.1 Algoritmo
O algoritmo baseado em volume de sombras consiste em determinar a silhueta formadapela parte dos objetos visível da posição do observador e em seguida formar umapirâmide com origem na posição da fonte de luz, que passe pelas arestas da silhuetaobtida e se estenda infinitamente.
Figura 2.7: Representação da extrusão da silhueta de um objeto.
O volume que representa a zona não iluminada é formado pela extrusão da silhueta,com a mesma direção da fonte de luz, até atingir outro objeto (Figura 2.7). O conceitoaqui presente é que todos os objetos contidos neste volume estão na sombra, enquantoobjetos fora do mesmo são iluminados [7].
Com base na proposta original do algoritmo baseado no volume de sombras, TimHeidmann implementou o mesmo algoritmo tirando partido do uso do stencil buffer.Isto permitiu efetuar a renderização de sombras de forma mais célere e possibilitou asua utilização em aplicações gráficas em tempo real. Existem três versões do algoritmobaseado no volume de sombras que utilizam o stencil buffer : depth pass, depth faile exclusive-or. O que as distingue é a forma como é utilizado o stencil buffer, quefunciona como filtro na renderização da parte relevante da cena. Esta seleção da parterelevante da cena é feita com base nos valores de profundidade da cena.
Os aspetos positivos apresentados neste algoritmo devem-se ao facto de ser totalmentegenérico e poder ser aplicado ao desejado número de fontes de luz e objetos. Permitetambém gerar sombras sobre qualquer tipo de geometria e sobre o próprio objeto quedá origem à sombra (self-shadow ) [14].
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2.4.2 Problemas do algoritmo
No que diz respeito a aspetos negativos neste algoritmo, refira-se que este algoritmoapenas gera sombras vincadas e consume bastantes recursos computacionais. Esteúltimo aspeto deve-se ao facto do algoritmo ser essencialmente geométrico [14], sendoque a redução do desempenho tende a ser mais notório quando aumenta o número depolígonos para o qual são geradas sombras.
Outro aspeto negativo deste algoritmo está relacionado com a dificuldade na identifi-cação das arestas que compõem a silhueta do objeto que vai causar a sombra, o quepode originar sombras com falhas ou sombras em locais indesejados.
2.5 Notas Suplementares
Existem outros dois aspetos a ter em conta no que diz respeito à geração de sombrasatravés de algoritmos: iluminação global e sombras em GPU.
Os algoritmos de iluminação global, como a traçagem de raios e radiosidade, têm comofinalidade a simulação realista da luz em cenas tridimensionais. Como a sombra é umaconsequência da existência de iluminação, os algoritmos referidos contemplam tambéma geração de sombras nas cenas onde são aplicados.
Ambos os métodos de iluminação global permitem gerar sombras esbatidas com bas-tante realismo. No entanto são métodos com grande custo computacional. Devido aeste facto, começaram por ser mais utilizadas na renderização de imagem estática. Noentanto, em circunstâncias particulares, já são usadas na renderização em tempo real,com a sua inclusão nalguns motores de jogo bastante conhecidos (CryENGINE® 3 eFrostbite® 2).
Os algoritmos de geração de sombras abordados nas secções anteriores apresentamtodos algumas limitações, no entanto através da utilização da GPU é possível pelomenos atenuar algumas delas.
Dos algoritmos abordados, o algoritmo de sombras planares é o que menos foi exploradoe daí não existirem abordagens do mesmo em GPU. Por se tratar de um algoritmobaseado em geometria, seria possível obter resultados bastante mais expeditos, atépara cenas mais complexas em GPU.
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O algoritmo original baseado em mapa de sombras, é em termos de desempenhobastante rápido e capaz de gerar sombras para cenas complexas sem haver necessidadede utilizar paralelismo. No entanto, o paralelismo em GPU pode ser uma mais valiapara solucionar os problemas de aliasing, nomeadamente com a aplicação da técnicaPercentage Close Filtering [15]. Esta técnica permite atenuar zonas de aliasing atravésda sua suavização, efetuando para cada pixel o cálculo da média dos valores deprofundidade dos vizinhos, obviamente isto causa problemas de desempenho, resolvidosatravés do paralelismo em GPU.
Os algoritmos baseados em volumes de sombras são essencialmente geométricos peloque tendem a sobrecarregar a CPU na obtenção das arestas que formam a silhueta dosobjetos que provocam sombra na cena. Através do paralelismo este passo do algoritmopode ser feito na GPU, tornando assim o algoritmo mais rápido na obtenção de sombraspara cenas de grandes dimensões [16].
Em suma, dos três algoritmos de sombra abordados, a utilização do paralelismo emGPU torna-se útil para acelerar cálculos geométricos na geração de sombras planarese volumes de sombra, bem como para remover o aliasing do mapa de sombras.
Capítulo 3
Geração de Sombras por Projeção
Direta
Neste capítulo é exposto um algoritmo de sombras baseadas em projeções diretas("direct shadow projection", do inglês, ou DSP). Este algoritmo resolve os problemasfundamentais do algoritmo original de Blinn, nomeadamente: a impossibilidade de seraplicado a superfícies não planas, a existência de sombras inversas resultantes doposicionamento da fonte de luz entre o objeto e o plano de projeção, a possibilidadeda sombra se estender infinitamente sobre o plano de projeção e a ausência de auto-sombras.
3.1 Descrição do Algoritmo
O algoritmo de sombras baseadas em projeções permite gerar sombras de objetosrecorrendo apenas à projeção desse objeto no plano. Tem por isso como base o métodode sombras planares [2]. Trata-se de um algoritmo que não é difícil de implementarvisto que se baseia apenas em projeções, pelo que não há lugar ao surgimento de
aliasing nas sombras. No entanto, a técnica de sombras planares tem sido utilizadacom alguma reserva devido às limitações resultantes de apenas funcionar em superfíciesplanas e de ignorar as sombras que os objetos fazem sobre si próprios.
Dito de outra forma, a grande limitação da técnica de sombras planares está entãorelacionada com a impossibilidade de gerar sombras sobre superfícies não planas.No entanto esta limitação pode ser mitigada, visto que uma superfície curva pode
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ser aproximada por várias facetas. Na verdade, uma superfície pode ser suavizadaaumentando a quantidade e/ou diminuindo a dimensão das facetas que aproximam asuperfície, como se ilustra na Figura 3.1. Com isto é então possível utilizar a técnicade sombras planares para obter sombras sobre vários tipos de geometrias.
Figura 3.1: Sólidos Platónicos [4].
Para obter uma cena com sombras realistas é essencial ter também em conta asombra que um objeto provoca sobre si próprio. Assim, para cada face de um objeto,torna-se necessário renderizar:
- A própria face;
- A sombra que a face faz sobre os restantes objetos (faces) da cena;
- A sombra que os restantes objetos (faces) fazem sobre aquela face.
Outro aspeto a ter em conta é a utilização de triângulos como elemento base dosobjetos da cena, o que significa que cada face de um objeto irá ser representada porum triângulo.
As sombras inversas resultantes do posicionamento da fonte de luz entre o objeto eo plano de projeção podem ser removidas bastando para isso ignorar os objetos quese encontram atrás do plano de projeção. Visto que estes não são relevantes para asombra a ser projetada sobre o plano.
Como os objetos representados numa cena são constituídos por facetas e não porplanos, existe a necessidade de evitar que a sombra se estenda infinitamente ao longodo plano de projeção, o que pode ser feito através do uso do stencil buffer.
Em termos genéricos, os triângulos da cena são divididos em dois grupos, os que estãototalmente na sombra e os que estão parcialmente na sombra. Para determinar seum triângulo se encontra totalmente ou parcialmente na sombra, basta fazer o produto
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escalar entre o vetor normal do triângulo e o vetor que define a direção da fonte deluz, o que não é mais do que a essência do algoritmo de backface culling.
Caso se verifique que o triângulo está totalmente na sombra, é desenhada a sombrasobre a totalidade do triângulo, não havendo por isso lugar a cálculos adicionais. Casocontrário, é necessário desenhar o triângulo e de seguida projetar sobre ele todosos restantes triângulos da cena que estejam à sua frente. Repetindo este processopara cada triângulo da cena, obtém-se a sombra final desejada, como se ilustra noAlgoritmo 1.
Algoritmo 1 Geração de sombras via DSP1: for ∀T do2: if T ← visible then3: if T ← totally in shadow then4: Shadow T fully5: else6: Draw T7: Find set S of triangles in front of T8: Project triangles of S on T9: end if10: end if11: end for
Explica-se de seguida, com mais pormenor, os passos do Algoritmo 1:
1. Carregar modelo OBJ em memória.
2. Ativar iluminação e stencil test.
3. Para cada um dos triângulos (T) existentes na cena:
(a) Fazer backface culling do triângulo T relativamente à posição da câmara,para determinar se é visível ou está escondido por outros triângulos. Istovai permitir acelerar o processo visto que o triângulo T pode logo à partidaser ignorado se estiver oculto. Esta verificação refere-se à linha 2 doAlgoritmo 1.i. Caso não seja visível não há necessidade de efetuar os passos seguintes.Deve por isso ser tratado o próximo triângulo.
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(b) Definir o tipo da função de teste stencil como ”GL_ALW AYS”. O que vaipermitir ao stencil buffer armazenar o estado de todos os pixeis que foremdesenhados a seguir. Veja-se a secção 3.3 para mais detalhes sobre o stencil
buffer.(c) Fazer backface culling da posição fonte de luz em relação ao triângulo T, oque vai permitir tratar de diferente forma os triângulos totalmente na sombrae os triângulos parcialmente na sombra ou completamente iluminados. Estaverificação refere-se à linha 3 do Algoritmo 1.i. Caso o triângulo T não seja visível da posição da fonte de luz, podedizer-se que está totalmente na sombra. Este caso diz respeito a linha4 do Algoritmo 1 e deve por isso ser tratado da seguinte forma:A. Ativar funcionalidade "blend", de modo a poder alterar a cor definidapara que se assemelhe a uma zona de sombra.B. Desativar iluminação para que esta não interfira na cor obtida coma funcionalidade anterior.C. Aplicar cor definida no OBJ, com valor de 0,5 no parâmetro referenteao "blend".D. Aplicar textura ao triângulo caso exista.E. Desenhar o triângulo T.F. Ativar iluminação.G. Desativar "BLEND".ii. No caso do triângulo T ser visível da posição da fonte de luz, este podeestar parcialmente na sombra ou sem qualquer sombra. Dizem respeitoa este caso as linhas 6,7 e 8 do Algoritmo 1 e deve ser feito o seguinte:A. Aplicar textura ao triângulo T, caso exista.B. Desenhar triângulo T.C. Alterar a função de teste stencil para ”GL_EQUAL”. De modo aque apenas seja possível modificar os pixeis relativos ao triângulo
T já desenhado. Com esta alteração feita à função de teste stencilé possível fazer o recorte da sombra, evitando que esta se estendapara zonas não desejadas.D. Guardar a normal do plano onde está contido o triângulo T e umdos seus vértices. Isto para poder construir a matriz de projeção no
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passo seguinte.E. Fazer "PushMatrix" de modo a poder repor mais tarde o estadoatual da pilha de matrizes.F. Alterar a matriz modelview, através da multiplicação da matriz M(Equação 3.1) pela matriz modelview definida. Isto vai permitir pro-jetar automaticamente tudo o que for desenhado, sobre o triângulo
T desenhado anteriormente. Ver secção 3.2 para mais detalhe naalteração da matriz modelview.G. Ativar funcionalidade "blend", de modo a poder alterar a cor definidapara que se assemelhe a uma zona de sombreada.H. Desativar iluminação para não interferir na cor a ser atribuída àsombra.I. Definir a cor preta com valor 0,5 no parâmetro referente ao "blend",para que os triângulos desenhados em seguida se assemelhem auma sombra.J. Calcular as sombras a serem projetadas sobre o triângulo T. Paraisso é necessário recorrer à equação (3.4) para determinar exata-mente quais dos restantes triângulos (T’) se encontram à frente dotriângulo T. O que pode dar origem a uma das seguintes situações:- O triângulo T’ encontra-se à frente do triângulo T e é desenhadocomo constituinte da sombra. Este caso encontra-se explicado deforma mais detalhada na subsecção 3.4.1.- O triângulo T’ interseta o plano que contem o triângulo T, ondedois vértices estão à frente do plano e um atrás. Isto vai resultarem dois triângulos a serem desenhados como parte da sombra aser projetada sobre T. Na subsecção 3.4.2 é dada uma explicadode forma mais detalhada sobre este caso.- O triângulo T’ interseta o plano onde está contido o triângulo Te apenas um dos vértices de T’ se encontra à frente do plano. Oque vai resultar num novo triângulo a ser desenhado como sombrasobre o triângulo T. É explicado este caso com mais detalhe nasubsecção 3.4.3.- Por fim, o triângulo T’ encontra-se atrás do triângulo T e não vai
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fazer sombra sobre o triângulo T.K. Fazer "PopMatrix ", de modo a repor a pilha de matrizes de volta aoestado inicial. Isto vai permitir repor a matriz modelview alteradaanteriormente. Caso contrario a tudo o que fosse desenhado seriaprojetado para o ultimo triângulo tratado.(d) Ativar iluminação para terminar a geração das sombras.
3.2 Projeção de Sombras no Plano
O algoritmo DSP baseia-se na projeção de toda a cena sobre cada uma das facesdos objetos existentes. Para isso é utilizada a matriz M (veja-se (3.1)), que vai sercombinada com a matriz modelview definida no OpenGL de modo a permitir fazer aprojeção dos objetos desenhados de forma automática para o plano pretendido [17] [3].Esta combinação de matrizes não é mais do que a multiplicação da matriz M pelamatriz modelview definida no OpenGL, da qual resulta a seguinte matriz de projeçãodireta M.
M =

lxnx + c nylx nzlx −lxc − lxd
nxly lyny + c nzly −lyc − lyd
nxlz nylz lznz + c −lzc − lzd
nx ny nz −d
 (3.1)
Em que d e c dizem respeito aos valores produzidos pelas equações (3.2) e (3.3),respetivamente. Mais concretamente, d representa o produto interno dos vetores −→l e
−→n , em que −→l , na matriz e equações referidas, diz respeito à posição da fonte de luz, −→nao vetor normal do plano para onde vai ser efetuada a projeção, sendo e = (ex , ey, ez)um ponto pertencente ao mesmo plano.
d = nxlx + nyly + nzlz (3.2)
c = exlx + eyly + ezlz − d (3.3)Como a matriz M é formada com base no plano que contem o triângulo para onde sedeseja fazer a projeção, a aplicação da matriz M necessita ser feita para cada um dostriângulos que se encontram parcialmente na sombra.
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3.3 Stencil Buffer
Para além dos buffers mais conhecidos como é o caso do buffer de cor e do bufferde profundidade, existe um outro que também é suportado pelo hardware gráfico, ostencil buffer. O stencil buffer é utilizado para guardar informação dos pixeis, o quepermite efetuar a comparação entre diferentes estados dos mesmos pixeis. Isto permitedesenhar apenas os pixeis que passem no teste "stencil" o que resulta na possibilidadede confinar a área a ser renderizada.
No algoritmo exposto na secção anterior o stencil buffer é utilizado para delimitar asombra projetada sobre a face. Isto é necessário porque a projeção conseguida atravésda matriz (3.1) é efetuada para o plano que contém a face, logo o objeto projetado(sombra) pode estender-se ao longo de todo o plano. No entanto a parte relevante domesmo é apenas a que se encontra sobre a face e não sobre a totalidade do plano quea contem.
3.4 Comparação de Triângulos
No algoritmo DSP, é necessário comparar entre si todos os triângulos existentesna cena de modo a ignorar os que não fazem sombra sobre nenhum dos restantestriângulos. Se de um triângulo for obtida a equação do plano que o contém e de outrotriângulo se obtiverem os vértices que o definem, é possível determinar se cada um dosvértices se encontra à frente ou atrás do plano. Foi para isso utilizada a equação geraldo plano, dada por:
ax + by + cz + d = 0 (3.4)
onde, a, b e c representam as componentes do vetor normal ao plano, e em que
d = −ax − by− cz.
Após ter sido obtida a equação geral do plano, esta é utilizada para determinar aposição de um ponto em relação ao plano por ela definido, ou seja, se um ponto seencontra atrás ou à frente do plano, bastando para isso substituir na equação (3.4) osvalores a, b e c pelas coordenadas do ponto que se quer testar. Caso o resultado dêzero o ponto está sobre o plano, se o resultado tiver sinal positivo o ponto está à frentedo plano e se o resultado tiver sinal negativo o ponto encontra-se atrás do plano.
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Sabendo a posição de um ponto em relação ao plano, é possível aplicar o mesmoprocesso na comparação de dois triângulos e determinar se um triângulo está à frente,atrás ou interseta outro triângulo. Isto é conseguido, verificando a posição de cada umdos vértices de um triângulo em relação ao plano onde está contido o outro triângulo.
No contexto do algoritmo isto vai permitir saber o número máximo de triângulos quepode fazer sombra sobre cada um dos triângulos da cena. Sendo para isso necessáriorepetir o processo n2 vezes.
Esta comparação pode resultar em três cenários distintos: os três vértices estão àfrente ou atrás do plano, dois vértices à frente do plano e apenas um atrás ou só umvértice à frente do plano e dois atrás.
(a) (b)
Figura 3.2: Exemplo de interseção entre um triângulo e um plano.
3.4.1 Três vértices à frente ou atrás do plano
Este é o caso mais comum e ocorre essencialmente quando se comparam faces dediferentes objetos. Caso o resultado da aplicação da equação (3.4) para os trêsvértices for positivo significa que todos os vértices estão à frente do plano, logo vai serdesenhada a sombra correspondente sobre a face em causa.
Caso o resultado da equação para os três vértices seja negativo, não irá ser desenhadanenhuma sombra sobre a referida face.
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3.4.2 Dois vértices à frente do plano e um atrás
Um dos casos particulares é a existência de uma interseção entre uma face e o planoque contém a outra face a ser comparada. Isto vai resultar em dois dos vértices estaremà frente do plano e um dos vértices estar atrás do plano.
Tendo em conta que cada face é representada por um triângulo, a interseção vai ocorrerem dois pontos apenas. Isto porque só duas das arestas do triângulo vão intersetar oplano, como se exemplifica na Figura 3.2(a).
Com esta interseção, a parte do triângulo que se encontra à frente do plano vai serum quadrilátero constituído pelos vértices a, b, a’ e b’ representados da Figura 3.2(a).Como já referido anteriormente as faces tratadas no algoritmo DSP são apenas triân-gulos, logo o quadrilátero obtido na interseção anterior vai ter que ser transformadoem dois triângulos e de seguida desenhada a sombra causada pelos mesmos.
3.4.3 Um vértice à frente do plano e dois atrás
Outro caso particular é quando apenas um dos vértices da face (triângulo) está àfrente do plano e os restantes dois vértices se encontram atrás do plano. Este casoé bastante semelhante ao explicado anteriormente, pois a interseção vai originar doisnovos pontos. Porém neste caso a parte do triângulo que se encontra à frente do planovai ser igualmente um triângulo, como se exemplifica Figura 3.2(b).
Assim o triângulo a causar a sombra no plano passa a ser formado pelos vértices c, a’ e
b’. Com este ajuste é possível tratar apenas a parte da face que está à frente do plano,evitando o surgimento de projeções inversas que resultariam em sombras erradas.
3.5 Bibliotecas Auxiliares
Na implementação do algoritmo DSP foram utilizadas algumas bibliotecas auxiliaresde modo a adicionar funcionalidades que contribuíssem para obter um resultado finalque fosse visualmente realístico. Para além do algoritmo que permita obter sombrascorretamente, existe também a possibilidade de carregar cenas realistas com algumacomplexidade.
Como o algoritmo é independente dos objetos aos quais é aplicado, foi utilizada uma
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biblioteca auxiliar para carregar modelos OBJ de modo a poder testar várias cenassem a necessidade de as definir manualmente. A biblioteca utilizada foi uma versãomelhorada da biblioteca GLM originalmente desenvolvida por Nate Robbins [18] [19].Com esta biblioteca é possível carregar modelos .OBJ complexos e realistas, havendoainda a possibilidade de aplicar texturas às cenas definidas.
Para possibilitar a utilização de texturas com extensão .JPEG e .PNG é necessárioutilizar as bibliotecas auxiliares "JpegLib"e "Pnglib", respetivamente. Apenas estes doisformatos são usados na texturização pois são os mais comuns, permitindo ainda aexistência de transparência (.PNG).
3.6 Paralelização do Algoritmo
O algoritmo foi inicialmente desenvolvido de forma sequencial. No entanto, devidoao elevado número de triângulos e projeções necessárias para obter uma cena comsombras foi necessário tornar o algoritmo mais eficiente. Para tal foi desenvolvida umaversão paralela em GPU de modo a tirar partido da placa gráfica para fazer todos oscálculos necessários. A versão paralela foi desenvolvida em CUDA [20], que é umaplataforma de computação paralela e de modelos de programação que permitem obterum aumento significativo a nível de desempenho através do uso da placa gráfica.
No algoritmo DSP, como já referido anteriormente, é necessário comparar cada umadas faces com todas as restantes de modo a isolar a parte da sombra relevante. Estacomparação pode tornar o algoritmo demasiado moroso pois existem várias equaçõese matrizes envolvidas nos cálculos geométricos. Com a versão paralela do algoritmopretende-se acelerar o mesmo, efetuando em cada thread a comparação de apenas doistriângulos.
3.6.1 Modelo de Programação CUDA
A paralelização em GPU baseia-se na existência em simultâneo de inúmeras threads,umas em execução e outras à espera da sua vez de serem executadas. Uma thread éa entidade ativa de uma GPU, pois é nela que vai ser executado o código paraleli-zado. Apesar do nome ser igual, as threads executadas na GPU diferem bastante dasexecutadas no contexto do processador (CPU). A principal característica que distingue
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uma thread GPU de uma thread CPU é que as threads no contexto de GPU executamtodas o mesmo código, variando apenas os valores/dados por elas tratados. Estacaracterística denomina-se Single Instruction Multiple Threads (SIMT). No contextoCPU o código executado por cada thread é independente das restantes.
Figura 3.3: Esquema de funcionamento do CUDA
O código executado numa thread pela GPU é designado por kernel. Em termosde código, um kernel aparenta-se com uma função, à exceção de ser precedido pelapalavra-chave __global__ e de não permitir qualquer tipo de valor de retorno.
Como representado na Figura 3.3, GPU ou device, como é também denominado nestecontexto, é constituída por grids. As grids por sua vez são formadas por um conjuntode blocks. E é nestes últimos que se encontram as threads onde vai ser executado ocódigo do kernel.
3.6.2 Redesign do Algoritmo
Antes de proceder à paralelização do algoritmo é necessário efetuar algumas alteraçõesna forma como o algoritmo se encontra estruturado na versão sequencial. Alterações
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essas que consistem na utilização de Vertex Buffer Objects (VBOs) para renderizaçãoda cena, em vez do modo imediato utilizado na versão sequencial. A utilização de VBOsna versão paralela do algoritmo DSP deve-se principalmente à sua fácil integraçãocom o CUDA, para além de proporcionar o armazenamento dos dados diretamente namemória gráfica.
A utilização de VBOs para renderização da cena, em detrimento do modo imediato,é necessário serem feitas algumas mudanças na ordem dos passos do algoritmo. No-meadamente o passo em que os triângulos da cena são comparados entre si. Naversão sequencial era feita a comparação de cada triângulo com todos os restantes edesenhadas as sombras sobre esse triângulo. Com a utilização de VBOs é necessário,em primeiro lugar, comparar todos os triângulos entre si e só depois desenhar assombras resultantes da comparação efetuada.
No entanto, para fazer uma correta utilização dos VBOs na renderização das sombrasda cena, é necessário saber o tamanho exato do VBO aquando da sua criação. Istoporque, não é possível alterar o tamanho do VBO e preservar os dados nele contidos.No caso do algoritmo DSP, o VBO é utilizado apenas para armazenar os vértices dostriângulos que compõem as sombras da cena. Como cada triângulo pode ficar na sombrade todos ou de nenhum dos restantes triângulos da cena, é necessário determinarexatamente que triângulos fazem sombra sobre que triângulos. Caso contrário iria sercriado um VBO excessivamente grande com posições que não seriam utilizadas. Pararesolver este problema é feito um cálculo prévio onde é determinado o tamanho exatodo VBO e só em seguida é efetuada a sua criação.
Após as alterações feitas ao modo de renderização utilizado, foi necessário identificaros passos mais morosos do algoritmo. Foi relativamente fácil de verificar que se tratavado passo onde é feita a comparação de cada triângulo da cena com todos os restantes.Este passo é relativamente simples em termos de equações envolvidas, mas torna-secomplexo devido ao número de vezes que é repetido.
Com a paralelização do algoritmo é possível fazer de uma só vez n comparações, o quesignifica que pode ser feita em simultâneo a comparação de cada face com todas asrestantes. A nível de complexidade vai passar de n por n para apenas 1 por 1. Istoporque em cada thread vai ser feita a comparação de apenas dois triângulos, o que
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resulta na comparação em simultâneo de todos os triângulos com todos os triângulos.
X = blockIdx.x × blockDim.x + threadIdx.x; (3.5)
Y = blockIdx.y× blockDim.y + threadIdx.y; (3.6)
Os kernels foram elaborados com base nos ciclos utilizados para efetuar a compa-ração de triângulos na versão sequencial do algoritmo DSP (passo 3(c)iiJ). Isto porquenum kernel não existe necessidade de ciclos, pois através das equações (3.5) e (3.6) épossível determinar o identificador único de cada thread (threadId).
Através do quadrado do número total de triângulos existentes na cena é possíveldeterminar o número exato de threads necessárias. Isto faz com que, por exemplo,na thread(2,1) vá ser comparada a face no 2 com a face no 1, para assim se verificarse a face no 1 faz sombra sobre a face no 2.
Foram então codificados dois kernels, denominados kernelAuxiliar e o kernelPrincipal.O kernelPrincipal faz a comparação de triângulos (secção 3.4). No que respeita ao
kernelAuxiliar é efetuado um cálculo de modo a saber exatamente qual o número defaces que fazem sombra sobre cada uma das restantes faces da cena. Isto torna-senecessário pois permite reduzir o tamanho do VBO, removendo assim posições vazias.
3.6.3 Algoritmo DSP Paralelizado
Com as alterações referidas anteriormente, a paralelização do Algoritmo 1 resultou nosseguintes passos:
1. Carregar modelo OBJ em memória.
2. Alocar memória na GPU para poder armazenar num array apenas o número detriângulos que faz sombra sobre cada um dos triângulos da cena.
3. Lançar o kernelAuxiliar de modo a determinar tamanho do VBO, que correspondeao número total de triângulos que está à frente de cada um dos triângulos dacena. Para isso é necessária a utilização da equação (3.4), através da qual vaiser comparado cada triângulo (plano) com cada um dos vértices dos restantestriângulos existentes.
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- Caso se conclua que os três vértices comparados se encontrem à frente dotriângulo, são incrementadas 3 unidades na posição do array correspondenteao número do triângulo.- Se da comparação dos três vértices com o triângulo se concluir que doisdeles estão à frente do triângulo e apenas um está atrás do mesmo, sãoincrementadas 6 unidades na posição do array correspondente ao triângulotratado.- Se se concluir que apenas um dos vértices se encontra à frente do triângulo eos restantes dois atrás do mesmo, são incrementadas 3 unidades na posiçãodo array correspondente ao triângulo em causa.- Se os três vértices comparados se encontrarem todos atrás do triângulo nãoé incrementado qualquer valor.
4. Somar todos os valores obtidos no kernelAuxiliar, relativos ao número de triân-gulos que fazem sombra sobre cada triângulo da cena.
5. Criar VBO com tamanho igual ao resultado do somatório realizado no passoanterior.
6. Lançar o kernelPrincipal onde o VBO vai ser preenchido apenas com os vérticesdos triângulos que formam as sombras. Para isso é necessário aplicar novamentea equação 3.4 para cada plano (P) que contenha um triângulo e testar os vérticesdos restantes triângulos (T), de modo a saber quantos vértices estão à frente eatrás do plano.
- Caso os 3 vértices de T estejam à frente de P, são os três adicionados aoVBO.- No caso de dois vértices de T estarem à frente de P e apenas um atrás de
P, significa que vão ser calculados os pontos de interseção das arestas de
T com P. Com estes pontos de interseção e os vértices que estão à frentede P é possível formar dois novos triângulos, dos quais os vértices vão seradicionados ao VBO.- Caso apenas um dos vértices de T esteja à frente de P e os dois restantesestejam atrás de P, vão ser calculados os pontos de interseção entre P e asarestas de T. Os vértices do triângulo, formado pelo vértice de T à frentede P e os dois pontos de interseção encontrados, são adicionados ao VBO.
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- Caso nenhum dos vértices de T se encontre à frente de P, não é adicionadoqualquer vértice ao VBO.
7. Libertar a memória reservada em GPU, exceto VBO, visto que os cálculos neces-sários já se encontram realizados e o VBO preenchido.
Após serem calculadas as sombras de todos os triângulos da cena, são então dese-nhados cada um dos triângulos visíveis da mesma maneira que na versão sequencial doalgoritmo, com a exceção do passo 3(c)iiJ, onde são desenhadas as sombras projetadascom o recurso ao VBO. Mais concretamente, este passo consiste no seguinte:
- Desenhar sombras sobre o triângulo desenhado anteriormente. Isto é conseguidodesenhando de uma só vez todos os triângulos do VBO que correspondem aotriângulo em causa. Como a matriz de projeção resulta da combinação da model-
view com a matriz M (cf. 3.1), tudo o que for desenhado está automaticamenteprojetado sobre o triângulo já desenhado.
3.7 Resultados Experimentais
Nesta secção são apresentados os resultados produzidos pelo algoritmo descrito an-teriormente neste capítulo. Na obtenção destes resultados foram tidos em conta váriascenas 3D e configurações de hardware.
3.7.1 Resultados Visuais
De modo a testar o algoritmo de sombras proposto neste capítulo foi elaborada umaaplicação gráfica com recurso à linguagem de programação C++ e às bibliotecasgráficas do OpenGL. Para a elaboração da versão paralela do algoritmo foi tambémutilizado o CUDA Toolkit 5.0. O IDE escolhido para elaboração da aplicação referidafoi o Visual Studio 2012 e o sistema operativo Windows 8 Pro de 64 bits.
A aplicação gráfica acima referida permite o controlo da fonte de luz por parte doutilizador de modo a possibilitar a alteração interativa da sombra da cena em temporeal. O utilizador pode também remover interativamente as sombras de modo a verificaro impacto que as mesmas causam na cena. O mesmo sucede com as texturas, casoexistam.
30 CAPÍTULO 3. GERAÇÃO DE SOMBRAS POR PROJEÇÃO DIRETA
Para poder observar o comportamento do algoritmo, foram utilizados vários modelosde cenas 3D com diferentes características. O nome dos modelos e o seu número detriângulos encontram-se na Tabela 3.1.
Nome do modelo Número de triângulos FiguraPillar 44 3.4(a)Geometric1 62 3.4 (b)Rock 194 3.4(c) e 3.5Geometric2 288 3.4(d)Beacon 1044 3.6WoodBench 2130 3.7Water World 2230 3.8Piano 2490 3.9Wagen 4420 3.10Building 4660 3.11Hut 5062 3.12
Tabela 3.1: Modelos utilizados na obtenção de resultados.
Como já foi referido anteriormente, foram desenvolvidas duas versões do mesmoalgoritmo, sequencial e paralela. Logo os resultados visuais obtidos e apresentadosem seguida vão ser agrupados em diferentes subsecções. Em primeiro lugar serãoapresentados os resultados da versão sequencial e de seguida os resultados da versãoparalela.
3.7.1.1 Versão Sequencial
Na versão sequencial do algoritmo de sombras baseadas em projeção foram utilizadascenas de reduzida complexidade e, na sua maioria, sem a presença de texturas. Istoprovoca alguma falta de realismo à cena. No entanto, nesta versão, o principal objetivopassava essencialmente por verificar o correto funcionamento do algoritmo.
Exemplo disso são as cenas com os modelos Pillar, Geometric1, Rock e Geometric2representadas na Figura 3.4. Em particular, é visualmente percetível a existência deauto-sombras (Figura 3.4(b)) e a ausência de aliasing.
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(a) (b)
(c) (d)
Figura 3.4: Modelos utilizados na versão sequencial do algoritmo SBP: (a) Pillar com 44triângulos; (b) Geometri1 com 62 triângulos; (c) Rock com 194 triângulos; (d) Geometric2 com288 triângulos
3.7.1.2 Versão Paralela
Nesta versão do algoritmo DSP foram utilizadas cenas bastante mais complexas do queas utilizadas na versão sequencial, quer no número de triângulos que as constituem,quer na complexidade das formas apresentadas.
À semelhança do que acontece na versão sequencial, é possível observar que o algo-ritmo lida bem com sombras, auto-sombras e aliasing. Estas vantagens do algoritmotornaram-se evidentes quer em modelos essencialmente planos, quer naqueles queapresentam superfícies visualmente curvas, como se ilustra nas Figuras 3.5 - 3.12.
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(a)
(b) (c)
(d)
Figura 3.5: Resultado obtidos com o modelo "Rock" na versão paralela.
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(a)
(b) (c)
(d)
Figura 3.6: Resultado obtido com o modelo "Beacon" na versão paralela.
34 CAPÍTULO 3. GERAÇÃO DE SOMBRAS POR PROJEÇÃO DIRETA
(a)
(b) (c)
(d)
Figura 3.7: Resultado obtido com o modelo "Woodbench" na versão paralela.
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(a)
(b) (c)
(d) (e)
Figura 3.8: Resultado obtido com o modelo "WaterWorld" na versão paralela.
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(a)
(b) (c)
(d)
Figura 3.9: Resultado obtido com o modelo "Piano" na versão paralela.
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(a)
(b) (c)
(d)
Figura 3.10: Resultado obtido com o modelo "Wagen" na versão paralela.
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(a)
(b) (c)
(d)
Figura 3.11: Resultado obtido com o modelo "Building" na versão paralela.
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(a)
(b) (c)
(d)
Figura 3.12: Resultado obtido com o modelo "Hut" na versão paralela.
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3.7.1.3 Artefactos Visuais
Durante a fase de testes do algoritmo, foram identificados alguns "artefactos" nassombras obtidas. O primeiro caso onde é notório alguma irregularidade nas sombrasestá relacionado com triângulos pertencentes ao mesmo plano, onde se nota a existênciade sombra na fronteira que separa os diferentes triângulos (Figura 3.13(a)). Este casonão devia ocorrer pois, estando os triângulos contidos no mesmo plano têm o mesmovetor normal, logo não deviam causar sombra uns sobre os outros. No entanto, esteproblema só é percetível quando o objeto é visto de perto.
(a) (b)
Figura 3.13: Artefactos em sombras.
O segundo caso onde são notórias falhas na sombra obtida com o algoritmo im-plementado, está relacionado com objetos através de superfícies curvas simuladas comrecurso a um baixo número de polígonos. Isto vai provocar uma silhueta não muitorealista, formada pela fronteira que separa as zonas sombreada das zonas iluminadas(Figura 3.13(b)). No entanto a utilização de um maior número de triângulos nasimulação de uma superfície não plana atenua o problema.
3.7.2 Resultados Quantitativos de Desempenho
Com a finalidade de medir o desempenho do algoritmo implementado, foi utilizado umcontador de Frames Per Second (FPS). Assim é possível obter resultados quantitativosem relação ao desempenho do algoritmo na renderização de diferentes cenas. Paraalém do contador de FPSs, é também possível obter o tempo necessário para calcularapenas as sombras de cada cena.
Refira-se que, o algoritmo foi testado em duas máquinas com características distintas de
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modo a verificar a influência do hardware no comportamento do algoritmo. A primeiramáquina apresenta um Intel Core 2 Duo T9550 a 2.66 GHz e uma Nvidia GeForce9700M GT com 512MB de memória dedicada. A segunda tem um processador IntelCore i7 920 a 2.67 GHz, 8GB de RAM, e uma placa gráfica GeForce GTX 295 com896MB de memória dedicada.
3.7.2.1 Versão Sequencial
Na versão sequencial foram testados quatro modelos, nos quais a complexidade (emnúmero de triângulos) varia de forma gradual (Tabela 3.2). Em seguida são apresen-tadas as tabelas e os respetivos gráficos dos FPSs obtidos nas duas máquinas ondefoi testado o algoritmo.
Nome do modelo Número de triângulos FPS máquina 1 FPS máquina 2Pillar 44 24 22Geometric1 62 18 21Rock 194 4 4Geometric2 218 2 2
Tabela 3.2: Resultados dos modelos testados na versão sequencial do algoritmo DSP.
Figura 3.14: Gráfico de desempenho da versão sequencial do algoritmo.
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Nome do Modelo Número de Triângulos Tempo - Máquina 1 Tempo - Máquina 2Pillar 44 0.025 0.056Geometric1 62 0.233 0.07Rock 194 0.567 0.507Geometric2 218 1.532 1.302
Tabela 3.3: Tempos do cálculo das sombras na versão sequencial do algoritmo.
Figura 3.15: Gráfico do tempo necessário para calcular as sombras na versão sequencial.
Na versão sequencial existe uma similaridade no comportamento do algoritmo nasduas máquinas, verificando-se um decréscimo acentuado dos valores de FPSs obtidos.
Do mesmo modo, no que respeita aos tempos necessários para o cálculo das sombras,o comportamento do algoritmo é semelhante em ambas as máquinas onde foi testado.Verifica-se com base nos dados recolhidos, que o tempo necessário para o cálculo dassombras apresenta um comportamento inversamente proporcional ao dos valores deFPSs, aumentando rapidamente (veja-se Tabela 3.3 e Figura 3.15).
Pode constatar-se com base nos valores obtidos nesta versão do algoritmo, que nãoexiste grande dependência das características da máquina utilizada. Pois, tanto nosFPSs obtidos como nos tempos de cálculo das sombras, o comportamento do algoritmoé similar.
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3.7.2.2 Versão Paralela
Na versão paralela do algoritmo, foram utilizados modelos de maiores dimensões doque na versão analisada anteriormente. De seguida são apresentados os valores deFPSs obtidos e também os tempos de cálculo dos kernels para cada um dos modelos.
Nome do modelo Número de triângulos FPS máquina 1 FPS máquina 2Rock 194 61 61Beacon 1044 25 32WoodBench 2130 11 22Water World 2230 10 20Piano 2490 - 16Wagen 4420 - 10Building 4660 - 9Hut 5062 - 9
Tabela 3.4: Resultados dos modelos testados na versão paralela do algoritmo DSP.
Figura 3.16: Gráfico de desempenho da versão paralela do algoritmo.
A máquina 1 é um computador portátil com alguns anos, pelo que a sua placa gráficanão permite testar os modelos com um maior número de triângulos, o que não acontececom a máquina 2, que é um computador de secretária com uma placa gráfica maisrecente.
Através da análise dos dados apresentados na Tabela 3.5 e na Figura 3.17, é possível
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Nome do Modelo Número de Triângulos Tempo - Máquina 1 Tempo - Máquina 2Rock 194 0.15 0.015Beacon 1044 0.135 0.031WoodBench 2130 0.912 0.203Water World 2230 1.007 0.208Piano 2490 1.36 0.281woodcutter 3471 - 0.499Wagen 4420 - 0.882Building 4660 - 0.977Hut 5062 - 1.151
Tabela 3.5: Tempo do cálculo das sombras na versão paralela.
Figura 3.17: Gráfico do tempo necessário para calcular as sombras na versão paralela.
concluir que o desempenho do algoritmo na sua versão paralela decresce de forma maisacentuada na máquina 1 do que na máquina 2. Na máquina 1 o algoritmo atinge os10 FPS com um modelo de aproximadamente 2000 triângulos, o que apenas se verificapara a máquina 2 com um modelo de 4000 triângulos.
Os valores de FPS apresentados foram obtidos após a sombra ter sido geradas (exe-cução dos kernels) e referem-se por isso ao desempenho do algoritmo na apresentaçãodas sombras obtidas. Nas Tabela 3.5 encontram-se os tempos que demoram a sercalculadas as sombras.
Na versão paralela em GPU, os tempos obtidos são bastante mais baixos na máquina 2
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do que na máquina 1. É possível verificar que ambas as máquinas obtêm o mesmo valorpara o modelo mais simples, de apenas 194 triângulos, mas que na máquina 1 existeum aumento muito mais acentuado à medida que o número de triângulos aumenta.Enquanto na máquina 2 o aumento dos tempos ocorre de forma mais suave.
3.8 Notas Suplementares
O algoritmo DSP pode ser visto como uma extensão ao algoritmo de Blinn quandoaplicado a todas as faces de uma cena de modo a gerar sombras entre si, o quesignifica que a complexidade do algoritmo sequencial é O(n2). A paralelização doalgoritmo em CUDA reduz a complexidade de forma significativa, embora o CUDA sejasomente usado para o cálculo das interseções entre triângulos.
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Capítulo 4
Conclusões e Trabalho Futuro
A investigação efetuada teve como principal intuito reinventar um algoritmo de gera-ção de sombras por projeção direta. Isso requereu um levantamento preliminar dastécnicas de geração de sombras existentes na literatura, bem como estudar as suascaracterísticas.
Tendo isto em conta, foi escolhido o algoritmo de Blinn como ponto de partida parao desenvolvimento de um novo algoritmo para a geração de sombras vincadas queservissem não só para gerar sombras em superfícies planas, como também em superfíciescurvas. Havia ainda o propósito de gerar auto-sombras e remover o efeito de escada(ou aliasing), que é tão insidioso noutros algoritmos.
Após a implementação do algoritmo na sua versão sequencial, verificou-se que erabastante moroso quando aplicado a cenas relativamente simples, o que se deve ao factodo número de vezes que cada triângulo necessita ser analisado ser igual ao quadradodo número total de triângulos existentes na cena. Ou seja, o aumento do númerode triângulos na cena provoca um aumento acentuado nos cálculos necessários àobtenção da sombra desejada. Em termos mais concretos, a complexidade do algoritmoé quadrática. Foi por isso decidido avançar para a elaboração de uma versão paralelaem GPU (CUDA).
Apesar da paralelização em GPU atenuar o problema da complexidade computati-onal, poderão ser exploradas no futuro outras abordagens de modo a proporcionarao algoritmo uma maior escalabilidade. Por exemplo, poderá ser interessante utilizarestruturas de aceleração antes de serem calculadas as sombras. Em alternativa, poderá
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proceder-se à alteração da forma como é feita a projeção das sombras sobre os diferen-tes as diferentes facetas. Em vez da deixar a projeção a cargo do OpenGL e desenharas sombras de cada de cada triângulos individualmente, poderia ser determinada aprojeção dos vértices dos triângulos que compõem a sombra e guardar os triângulos jáprojetados, o que resultaria na necessidade de fazer a projeção apenas uma vez paracada triângulo, ao contrário do que é feito no algoritmo, onde sempre que a cena éatualizada é dada a instrução ao openGL para fazer a projeção das sombras sobre cadatriângulo. Outra alternativa será simplesmente paralelizar completamente o algoritmona GPU.
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