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RÉSUMÉ. Le motif “Commentaire attribué” montre comment intégrer le concept de commentaire
dans un métamodèle
ABSTRACT. "Attributed comment" pattern shows how to integrate comments into a metamodel
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1. Motivation
Suivant une approche classique, un commentaire est une méta-information
formelle documentaire (Uschold, 2003), placée dans un modèle pour ajouter du sens
à un ou plusieurs éléments de modélisation. Il s’agit d’une source d’informations par-
fois indispensable à la compréhension des modèles. Alors que les commentaires sont
porteurs de sens, la notion de commentaire est souvent absente des métamodèles. Ils
sont considérés comme des décorations dont l’intérêt est pris en compte au niveau de
la syntaxe concrète mais souvent ignorés au niveau abstrait. La structure interne d’un
commentaire est par nature libre du point de vue du langage hôte.
Inversement à l’approche classique, la programmation littérale (Beebe, 2002)
prône l’intégration du code dans la documentation. Cette technologie originalement
développée dans WEB (Knuth, 1983) introduit la notion de lien explicite entre la doc-
umentation d’un système et son code : le source d’une application consiste en une
documentation dans laquelle le code à compiler ou à interpréter est inséré. Les outils
qui supportent cette technologie produisent automatiquement d’une part la documen-
tation finale (en Latex dans WEB) et d’autre part le code du système.
Les évolutions plus récentes de la programmation littérale exploitent le concept
de commentaire structuré. Un modèle ou un code source comprend alors des com-
mentaires qui respectent une syntaxe propre. Ici encore, le lien entre la documentation
et le modèle est explicite. Les outils comme javadoc ou encore doxygen exploitent
cette technologie. Le concept de commentaire fait alors bien partie du métamodèle du
langage.
2. Indication d’utilisation
Le motif peut être utilisé pour permettre aux commentaires d’être contenus dans les
méta-données et donc d’être échangés entre différents outils sans perte d’information
favorisant ainsi l’intéropérabilité des systèmes et outils.
Une utilisation typique est la mise en oeuvre de “pretty-printer” ou d’outils de
restitution de code source à partir des méta-données. Les commentaires peuvent être
mis en valeur, traduits ou encore être utilisés comme spécification source à d’autres
outils comme des générateurs de code ou de documentation.








Figure 1. Structure du motif "commentaire attribue"
4. Constituants
4.1. Elément
Représente un élément du métamodèle.
4.2. Commentaire
Un Commentaire est une documentation dans une spécification. A ce niveau, un
commentaire correspond à une documentation libre qui fait partie de la spécification et
qui donc est elle même un élément du métamodèle. Un commentaire structuré serait
typiquement mis en oeuvre comme une sous-classe de Commentaire
Un commentaire peut ne pas être attribué (commentaire libre) ou bien concerner
un ou plusieurs éléments de métamodèles (commentaire attribué).
4.3. Référence
Comme dans le motif “Elément nommé” (Savaton et al., 2006), un Référence
représente la désignation d’un élément du méta-modèle. Le moyen par lequel un
Référence désigne l’élément du métamodèle n’est par contre pas précisé. Il pourrait
s’agir d’un nommage par un identifiant ou encore d’un positionnement par coordon-
nées cartésiennes. Typiquement, pour représenter ces deux possibilités de désignation,
on introduirait deux sous-classes de Référence.
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Un Référence est toujours associé à un ou plusieurs éléments de métamodèle qu’il
désigne. Tout élément de métamodèle est référençable plusieurs fois (plusieurs com-
mentaires peuvent lui être attribués) mais peut ne pas être référencé (une instruction










Figure 2. Modélisation des commentaires du langage EXPRESS
L’exemple présenté par la figure 2 montre la partie d’un métamodèle d’EX-
PRESS (ISO 1994a) concernant les commentaires. Comme le montre l’extrait de mod-
èle EXPRESS de la figure 3, un commentaire peut directement contenir l’identifiant
d’un élément de model, le commentaire est alors attribué à cet élément. Ainsi, un com-
mentaire ne peut-être attribué qu’à un seul élément de métamodèle dont l’identifiant
est indiqué en tête de contenu de commentaire.
L’entité dictionary_instance joue le rôle de Elément. En EXPRESS, on dispose
de deux représentations des commentaires, soit sur une ligne, soit sur plusieurs lignes,
ces deux types de commentaires sont respectivement représentés par tail_remark et par
embed_remark. La documentation est contenue dans une chaîne de caractères (attribut
text).
Une instance de remark_reference établit un lien entre le dictionary_instance com-
menté (referenced), le dictionary_instance dans le contexte duquel le commentaire
est placé (inside) et le commentaire (remark). remark_reference joue ainsi le rôle de
Référence.
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SCHEMA Node;
( * "WaitNode"
* I am a wa i t in g node, t h a t never comes back
* once i t s t a r t s . I t must have a t l e a s t
* one in p u t , t o send t h e s i g n a l t o s t a r t .
* )
ENTITY WaitNode
SUBTYPE OF ( SynchroNode ) ;
s i g n a l : Data; −−" s i g n a l" s i g n a l t o s t o p wa i t in g .
END_ENTITY;
Figure 3. Exemples de commentaires attribués en EXPRESS
Pour l’instanciation des méta-données, le compilateur de modèle EXPRESS ré-
soud la référence vers le dictionary_instance commenté par résolution de symbole
dans le contexte identifié par l’association inside.
Les métadonnées correspondant à l’exemple 3 encodées au format STEP (ISO
1994b) sont données dans la figure 4. Chaque instance est représentée par un identi-
fiant numérique unique précédé du caractère #, suivit du nom de l’entité de l’élément
puis de la liste des valeurs d’attribut entre parenthèses.
Les deux commentaires sont représentés par les instances #15 et #21 et les re-
mark_reference liés sont respectivement les instances #14 et #20. Par exemple, le
remark_reference #14 est placé dans le contexte du schéma Node (schema_definition
#2) et désigne l’entité WaitNode (entity_definition #8)
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#2=SCHEMA_DEFINITION( 'Node' , ( ) , ( ) , ( # 3 , # 8 ) , ( ) ) ;
#3=ENTITY_DEFINITION( 'Data' , ( ) , # 2 , # 5 , ( ) , ( ) , ( ) . . . ) ;
#5=SUPERTYPE_CONSTRAINT(# 6 ,$) ;
#6=ENTITY_DEFINITION_REFERENCE( * , 'Data' , * , # 3 ) ;
#8=ENTITY_DEFINITION( 'WaitNode' , ( ) , # 2 , $, ( ) , ( # 1 0 ) , ( ) . . . ) ;
#10=EXPLICIT_ATTRIBUTE( 'signal' ,#8 ,#11 ,$, . F. ) ;
#11=NAMED_TYPE_REFERENCE( * , 'Data' , # 3 ) ;
#14=REMARK_REFERENCE( 'WaitNode' , $, # 2 ,# 8 ,# 1 5 ) ;
#15=EMBEDDED_REMARK( '"WaitNode"
* I am a waiting node, that never omes bak
* one it starts. It must have at least
* one input, to send the signal to start.
') ;
#20=REMARK_REFERENCE( 'signal' , $, # 8 ,# 1 0 ,# 2 1 ) ;
#21=TAIL_REMARK( '"signal" signal to stop waiting.') ;
Figure 4. Metadonnées au format STEP produites à partir de la compilation de l’ex-
emple de la figure 3
