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ANEXO I. CÓDIGO SIMULADOR DE GLUCOSA 
protected int pasosSimulacion=360/5, Nstates=10; 
double[] dx = new double[Nstates]; 
double [] x={0,0, 916.6667,916.6667, 14.3777,0.0287,0.0046,0.2916,63.7738, 25.9337}; 
double t[]=new double[pasosSimulacion]; 
double[]SimVolGlucosaTotal=new double[pasosSimulacion]; 
double gamma = 0.39, basal = 1d/60d, bw=70, tmaxG = 40, vg = 0.16 * bw, egp0 = 0.0161 *bw, f01 = 0.0097 *bw, 
bolus, cho; 
boolean ejercicio = false; 




    int valort=0; 
    t=new double[pasosSimulacion]; 
    for(int i=0;i<pasosSimulacion;i++){ 
        t[i]=valort; 
        valort+=5; 




    bolus=bolo; 
    cho=(raciones+1)*10.0; 
    ode45solver(x,t,0.00001,0); 
} 
void ode45solver(double []x0, double []tspan, double tol, double hmax){ 
    double mi_pow = 1f/6f; 
    double [][]a=new double[7][6]; 
    a[0][0] = (double)0; 
    a[1][0] = (double)1 / (double)5; 
    a[2][0] = (double)3 / (double)40; a[2][1] = (double)9 / (double)40; 
    a[3][0] = (double)44 / (double)45; a[3][1] = (double)-56 / (double)15; a[3][2] = (double)32 / (double)9; 
    a[4][0] = (double)19372 / (double)6561; a[4][1] = (double)-25360 / (double)2187; a[4][2] = (double)64448 / 
(double)6561; a[4][3] = (double)-212 / (double)729; 
    a[5][0] = (double)9017 / (double)3168; a[5][1] = (double)-355 / (double)33; a[5][2] = (double)46732 / 
(double)5247; a[5][3] = (double)49 / (double)176; a[5][4] = (double)-5103 / (double)18656; 
    a[6][0] = (double)35 / (double)384; a[6][1] = (double)0; a[6][2] = (double)500 / (double)1113; a[6][3] = 
(double)125 / (double)192; a[6][4] = (double)-2187 / (double)6784; a[6][5] = (double)11 / (double)84; 
    double []b4=new double[7]; 
    b4[0] = (double)5179 / (double)57600; b4[1] = (double)0; b4[2] = (double)7571 / (double)16695; b4[3] = 
(double)393 / (double)640; b4[4] = (double)-92097 / (double)339200; b4[5] = (double)187 / (double)2100; b4[6] = 
(double)1 / (double)40; 
    double []b5=new double[7]; 
    b5[0] = (double)35 / (double)384; b5[1] = (double)0; b5[2] = (double)500 / (double)1113; b5[3] = (double)125 / 
(double)192; b5[4] = (double)-2187 / (double)6784; b5[5] = (double)11 / (double)84; b5[6] = (double)0; 
    double[] c = new double[7]; 
    for (int i=0; i<7;i++) { 
        c[i] = 0; 
        for (int j=0;j<6;j++) 
        { 
            c[i] += a[i][j]; } 





 double tfinal; 
    double tp; 
    double hmin; 
    double h; 
    double delta = 0; 
    double tau = 0; 
    double hinf_x; 
 
    double[][] k_ = new double[Nstates][7]; 
    double[] x4 = new double[Nstates]; 
    double[] x5 = new double[Nstates]; 
    double[] gamma1 = new double[Nstates]; 
    ttbl[0] = tspan[0]; 
    for (int i=0; i<Nstates;i++) { 
        xtbl[0][i] = x0[i]; 
    } 
    int nelem_t = pasosSimulacion; 
    double tout[]; 
    double xout[][]; 
 
    for (int idx_t=0; idx_t<(nelem_t-1);idx_t++) 
    { 
        t0 = tspan[idx_t]; 
        tfinal = tspan[idx_t + 1]; 
        tp = t0; 
        hmin = (tfinal - tp) / 1e20; 
        h = (tfinal - tp) / 100; // initial step size guess 
        x = x0; 
        int N_est_acc_steps=(int)(tfinal-t0)*1000; 
        if (hmax==0) {hmax = (int)((tfinal - t0) / 2.5);} 
        tout=new double[N_est_acc_steps]; 
        xout=new double[N_est_acc_steps][Nstates]; 
        int Nsteps_rej = 0;                               
        int Nsteps_acc = 1; 
        tout[0] = tspan[0]; 
        for (int i=0;i<Nstates;i++) 
        { 
            xout[0][i] = x0[i]; 
        } 
        ode_function_1_diff(x, tp, dx); 
        for (int i = 0; i < Nstates; i++) 
        { 
            k_[i][0] = dx[i]; 
        } 
        double tt; 
        double xx[]; 
        xx = new double[Nstates]; 
        double tmp; 
        while ((tp < tfinal) && (h >= hmin)) 
        { 
            if ((tp + h) > tfinal) {h = tfinal - tp;} 
            for (int j = 0; j < 6; j++) // 1:6 
            { 
 
                tt = tp + (c[j+1]*h); 
                for (int zz=0; zz<Nstates; zz++) 
                { 
                    tmp = 0; 
                    for (int ww=0; ww<j+1; ww++) 
                    { 
                        tmp = tmp + k_[zz][ww] * a[j+1][ww]; 
                    } 
                    xx[zz] = x[zz] + h * tmp; 
                } 
 
                ode_function_1_diff(xx,tt,dx); 
                for (int ii = 0; ii < Nstates; ii++) 
                { 
                    k_[ii][ j+1] = dx[ii]; 
                } 
            } 
            for (int ii = 0; ii < Nstates; ii++) 
            { 
                tmp = 0; 
                for (int jj=0; jj<7; jj++) 
                { 
                    tmp = tmp + k_[ii][jj] * b4[jj]; 
                } 
                x4[ii] = x[ii] + h * tmp; 
            } 
            for (int ii = 0; ii < Nstates; ii++) 
            { 
                tmp = 0; 
                for (int jj = 0; jj < 7; jj++) 
                { 
                    tmp = tmp + k_[ii][jj] * b5[jj]; 
                } 
                x5[ii] = x[ii] + h * tmp; 
            } 
            delta = Double.NEGATIVE_INFINITY; 
            hinf_x = Double.NEGATIVE_INFINITY; 
            for (int i = 0; i < Nstates; i++) 
            { 
                gamma1[i] = x5[i] - x4[i]; 
                if (Math.abs(gamma1[i]) > delta)  
 delta = Math.abs(gamma1[i]); 
                if (Math.abs(x[i]) > hinf_x)  
 hinf_x = Math.abs(x[i]); 
            } 
            tau = tol * Math.max(1, hinf_x); 
            if (delta <= tau) 
            { 
                tp = tp + h; 
                for (int i=0; i<Nstates;i++) 
                { 
                    x[i] = x5[i]; 
                } 
 
                Nsteps_acc = Nsteps_acc + 1; 
                tout[Nsteps_acc - 1] = tp; 
                for (int i = 0; i < Nstates; i++) 
                { 
                    xout[Nsteps_acc - 1][i] = x[i]; 
                } 
 
                for (int i = 0; i < Nstates; i++) 
                { 
                    k_[i][0] = k_[i][6]; 
                } 
            } 
            else 




                Nsteps_rej = Nsteps_rej + 1; 
            } 
            if (delta == 0.0) 
            { 
                delta = 1e-16; 
            } 
            h = Math.min(hmax,((0.8 * h) *  
          (Math.pow((tau / delta), mi_pow)))); 
        }//FIN WHILE 
        ttbl[idx_t+1] = tout[Nsteps_acc - 1]; 
        for (int i = 0; i < Nstates; i++) 
        { 
            xtbl[idx_t+1][i] = xout[Nsteps_acc - 1][i]; 
            x0[i] = xtbl[idx_t+1][i]; 
        } 
    }//FIN FOR 
    calcularGlucosa(); 
    double2float(); 
    estadisticas(); 
 
}//FIN ODE45SOLVER 
void ode_function_1_diff(double []x, double tp, 
double[] dx){ 
    double gamma2 = 0.39;                  
// factor to change patient's insulin sensitivity  
(to make the patient more insulin  
sensitive or insulin resistant) 
    //  Model parameters (Hovorka) 
    double ag = 0.8;                  // unitless 
    double ka1 = 0.006;               // 1/min 
    double ka2 = 0.06;                // 1/min 
    double ka3 = 0.03;                // 1/min 
    double sit = gamma2 * 0.00512; // min^(-1) per 
mU/L 
    double sid = gamma2 * 0.00082; // min^(-1) per 
mU/L 
    double sie = gamma2 * 0.052;  // per mU/L 
    double k12 = 0.066;               // 1/min 
    double ke = 0.138;                // 1/min 
    double vi = 0.12 * bw;            // L 
    double tmaxI = 55;                 // min 
    //  BASAL 
 
    double g1 = x[0]; 
    double g2 = x[1]; 
    double s1 = x[2]; 
    double s2 = x[3]; 
    double I = x[4]; 
    double X1 = x[5]; 
    double X2 = x[6]; 
    double X3 = x[7]; 
    double Q1 = x[8]; 
    double Q2 = x[9]; 
    double meal_duration = 1; 
    double u_cho = (cho / meal_duration) * 1000 / 
180; 
    if (tp > meal_duration) {u_cho = 0;} 
    double u_ins_basal = basal; 
    double u_ins_bolus = bolus; 
    if (tp > 1) {u_ins_bolus = 0;} 
    double u_ins = 1000 * (u_ins_basal + u_ins_bolus); 
    //Log.d("creacionx","u_ins: "+u_ins); 
 
    if (ejercicio ==true){ 
        double exercise_factor=1;      
 // standard sensitivity 
        double alpha = 1.25*3.29;    
// according to Schiavon paper; it may 
 require tuning for Hovorka model 
        double texercise; 
        double dexercise; 
        texercise=exercise[0]; 
        dexercise=exercise[2]; 
        if ((tp>=texercise) && 
(tp<(texercise+dexercise))){ 
            exercise_factor=alpha;    // factor for a 50%  
VO2max.... for different intensity we could  
change proportionally, but not validated 
        }else if ((tp>=(texercise+dexercise)) && 
 (tp<(texercise+dexercise+180))){ 
            // generate slope: line equation 
 (y-y0)=m*(x-x0);  y=y0+m*(x-x0) 
            exercise_factor=alpha+((1-alpha)/180) 
*(tp-(texercise+dexercise));    
// factor will return to 1 after 180 minutes 
        } 
        sid = sid*exercise_factor; 
    } 
    // glucose rate of appearance 
    double Ug = g2 /tmaxG; 
    // insulin rate of appearance 
    double Ui = s2 /tmaxI; 
    // non - insulin - dependent consumption 
    double F01c; 
    if (Q1 / vg >= 4.5) {F01c = f01;} 
    else {F01c =(f01 * Q1) / (vg * 4.5);} 
    // renal execretion 
    double Fr; 
    if (Q1 / vg >= 9){ 
        Fr = 0.003 * (Q1 - 9 * vg); 
    }else{ 
        Fr = 0; 
    } 
    dx[0] = ag * u_cho - (1 /tmaxG) * g1; 
    dx[1] = (1 /tmaxG) * g1 - (1 /tmaxG) * g2; 
    dx[2] = u_ins - s1 / tmaxI; 
    dx[3] = s1 / tmaxI - s2 / tmaxI; 
    dx[4] = Ui / vi - ke * I; 
    dx[5] = -ka1 * X1 + ka1 * sit * I; 
    dx[6] = -ka2 * X2 + ka2 * sid * I; 
    dx[7] = -ka3 * X3 + ka3 * sie * I; 
    dx[8] = -F01c - X1 * Q1 + k12 * Q2 –  
Fr + Ug + Math.max((egp0 * (1 - X3)),0.0); 




    for (int i = 0; i < xtbl.length; i++) 
    { 
        SimVolGlucosaTotal[i]=(18 * xtbl[i][8] / vg); 
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ANEXO III. MANUAL DEL PROGRAMADOR 
1. INTRODUCCIÓN 
Este manual se define como un documento de carácter formativo cuya función es la de 
orientar al programador sobre cómo se ha estructurado el proyecto. En él se detallan las 
funciones y código implementado con la idea de que este pueda modificarlo y continuar el 
proyecto. 
2. ESTRUCTURA MANUAL 
El manual se organiza diferenciando claramente los dos pilares que componen el 
proyecto: la aplicación móvil y el robot. Este manual trata de resumir la información detallada 
anteriormente en la memoria incidiendo en los aspectos claves del proyecto y en los puramente 
relacionados con el código, pasados por alto en esta. 
3. LA APLICACIÓN MÓVIL 
 La aplicación ha sido desarrollado mediante el software Android Studio. Este software 
diferencia claramente entre el código que constituye la interfaz gráfica y el código principal 
donde se ejecutan las diferentes funciones que conforman la aplicación. Atendiendo a esto cada 
pantalla de la aplicación tiene asociados como mínimo dos archivos. El primero es el llamado 
“layout”, está en formato XML aunque la interfaz que proporciona el software permite crearlo 
arrastrando diferentes “widgets”, de los cuales pueden modificarse sus opciones y 
características. El segundo es el código principal de la pantalla o actividad donde se asocia el 
código a ejecutar con los distintos elementos que conforman la interfaz gráfica. Ambos archivos 
que componen cada actividad están designados con nombres identificativos de la pantalla que 
integran. 
3.1. Firebase 
 GlucoEduca basa gran parte de su actividad en la base de datos a tiempo real de 
Firebase. En ella se encuentra incluido una base de datos de valores de glucosa de un paciente 
real. Esto será utilizado para establecer la monitorización continua. Además de esto, en ella se 
guardan todos los datos que necesita la aplicación sobre el usuario, así como, los campos que 
conforman su progreso en la aplicación.  También se utiliza esta plataforma para implementar 
el sistema de acceso de usuario por medio de sus cuentas de correo.  
 La comunicación con la base de datos se realiza mediante un Database Listener, el cual 
mediante un refresco continuo realizado por un “thread” implementado en cada actividad, 
ejecuta el código de lectura que contiene. 
9 
 
3.2. Monitorización continua 
 Leyendo las muestras de la glucosa en sangre del paciente almacenados en la base de 
datos se simula la monitorización que se realizaría desde un sensor real colocado en el paciente. 
Relativo al código implementado, esta función se basa en dos hilos en segundo plano (“threads”) 
donde en uno se ejecuta la lectura consecutiva de datos partiendo de un valor aleatorio. Y en el 
otro cada segundo se va actualizando las diferentes estadísticas almacenadas en la base de 
datos. Estos hilos se inician en la pantalla principal y no se cortan hasta que se ejecute el código 
asociado al “toogle button” de la monitorización. 
3.3. Conexión Bluetooth 
 El puerto de transferencia de datos Bluetooth se abre al pulsar sobre el icono de la 
pantalla principal y se cierra y se reabre cada vez que se pasa de pantalla. Esto se realiza porque 
experimentalmente se comprobó que este puerto se saturaba si se mantenía mucho tiempo 
abierto sin resetearse. 
3.4. Personalización de la base de datos a cada usuario 
Como se ha comentado en el apartado 3.2 de este manual las estadísticas procedentes 
de la monitorización se asocian al usuario mediante el siguiente sistema. Mediante la utilización 
del código de identificación único del dispositivo móvil se le asocia el nombre de usuario con 
sesión activa en la aplicación en ese dispositivo. De esta forma leyendo este nombre de la base 
de datos se personaliza la ruta de los diferentes campos con ese nombre. 
Además, mediante un sistema de control de fechas basado en conocer la diferencia 
entre la fecha actual y siete fechas almacenadas en la base de datos se dilucida que campo de 
las estadísticas se actualiza. 
3.5. Progreso y recompensas 
 Para incentivar el uso de la aplicación por parte del niño se ha establecido un sistema de 
recompensas que el usuario irá recibiendo en función de su buen hacer en los diferentes modos 
de la aplicación. Este sistema se basa en la actualización en la base de datos y su posterior lectura 
en las diferentes actividades de una variable que almacena el número de estrellas, con ese 
mismo nombre, que ha ganado el usuario. 
3.6. El simulador 
 En el modo de simulación interactiva se ha integrado un simulador de glucosa en sangre 
basado en la en la resolución de una serie de ecuaciones diferenciales mediante un algoritmo 
de integración numérica basado en el algoritmo de Dormand-Prince. El código implementado 








4. EL ROBOT 
 El dispositivo robótico utilizado ha sido el mBot de Makeblock. Un robot de tres ruedas 
basado en Arduino que cuenta con multitud de sensores y actuadores. Destaca su matriz de leds 
programable desde el asistente que ofrece el software de la marca mBlock. 
4.1. CONEXIÓN CON LA APLICACIÓN 
 La conexión es vía Bluetooth y esta se realiza mediante la apertura de los puertos de 
transmisión mediante la función implementada “openBT”, luego se inicializa la conexión con la 
función “startBT” o cerrarla mediante “endBT”. Para finalizar se realiza el envío de la información 
a través “sendBT”. 
4.2. MOVIMIENTO DEL ROBOT 
 El movimiento de este se basa en un sistema de tres ruedas en configuración diferencial 
por lo que la trayectoria se marca por la diferencia de velocidades entre ambas ruedas traseras. 
Hay que tener muy en cuenta el posible deslizamiento de estas evitando arranques bruscos. 
Todo ello se controla con una función propia llamada “move” que ejecuta en función de los 
parámetros introducidos la función del mBot que mueve los motores a la potencia y sentido 
indicados (ver Figura 27).   
4.3. PROGRAMACIÓN DEL ROBOT 
 El robot se puede programar tanto en el software mBlock como en el IDE de Arduino. La 
combinación utilizada en este proyecto ha sido la de realizar la programación directamente en 
Arduino, pero usando mBlock para conocer la estructura y definición de las funciones 
encargadas de controlar los actuadores y sensores del mBot. 
4.4. ESTRUCTURA DEL CÓDIGO 
 El código se estructura básicamente en una división en modos donde se accede 
mediante sentencias “if” y se sale cuando se vuelve al modo principal o a una situación de 
alarma. En todo momento a veces en varias ocasiones dentro del modo se realiza la lectura del 
puerto serie de la placa y se almacena en la variable “val”. Esta variable es la que se evalúa en 
todo momento para decidir en qué modo entrar o que acción ejecutar. 
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