This chapter is about evolutionary application development as a means for including end users in further development
INTRODUCTION
Evolution is about the history of choices leading to a current system or state of development as well as a system's ability to adapt to future requirements. The former aspect is seldom reflected in information systems development, even though the term evolution is frequently used in conjunction with system development activities, such as prototyping (e.g., Budde et al., 1992) . This chapter is about the role of user participation in evolutionary application development. 1 Application users are seldom computer experts and cannot be expected to participate in systems development by writing program code. They need access to representations of a system that are less formal than the system itself. A claim is made in this chapter that the kind of information users need access to can partly be obtained from the system's past use and development history (e.g., Ehn, 1988) .
I make extensive use of metaphor and analogy (from many domains) to explain basic processes in evolutionary development and to suggest tools and techniques for application systems development. A central metaphor is "user as gardener." Gantt and Nardi (1992) and Christiansen (1997) have introduced this metaphor to suggest new user roles in end-user computing. Their claim is that end users can aid systems development in the same way a gardener nurtures trees and plants in a garden. Two small examples illustrate the chapter's perspective on evolutionary development by identifying some similarities and differences between evolutionary growth in a garden and in an information system, respectively.
A fruit tree is an evolutionary system that grows at two ends (buds and roots). The growth process that starts with a bud can roughly be described as follows: A bud grows to become a small branch, which gives rise to new buds. A branch may later become an inner branch (having itself spawned new branches) and the first branch becomes the stem of the tree, etc. A unique feature of this process is that the tree's visible parts (bud, leaf, branch, stem, etc.) express themselves differently at different stages in the tree's lifetime. This characteristic is found in most living systems but is not commonly observed in information systems development.
Information systems also evolve, but differently. A file system will serve as example. It can be defined as a collection of nodes in a part/whole (composition) hierarchy. Each node can be either a container (directory) or a part (a file). A small file system may consist of one directory and three files. When adding a new file to the system that is related to one of the old files, one option is to create a subdirectory inside the first directory and put the two related files there. When this is done the system has a new organisation that has replaced the old. We get a "reminder" of the old organisation only if the subdirectory has a name that resembles the name of the file that was the source of the subdirectory. However, most information about the past organisation of the system is lost.
A common way to analyse natural and artificial systems is by hierarchical decomposition. Hierarchy allows complex systems to be analysed in terms of simpler subsystems (Simon, 1996) . A natural tree and a file system can both be described as hierarchical systems (i.e., their basic elements can be represented as nodes in a part/whole composition hierarchy), but a structural change to the system is interpreted differently in the two systems. A change to a file system preserves content, but not organisational structure. In fact, most information systems have no memory at all of their structural development. I argue in this chapter that access to a system's historical (structural) development can help end-user tailors to decide what choices they have during local development. 3 This chapter is organized as follows. I start by presenting the perspective of end-user tailorability and next identifying two research questions related to some problems with hierarchical organisation of information systems. The questions are explored through argumentation and concrete examples. The examples are taken from a wide range of domains, including biology, everyday tools, information systems, building architecture, and art objects. The questions are answered by reuse of established concepts borrowed from other domains, new concepts introduced to describe unique features of evolving information systems, and examples of software systems developed by the author and others to illustrate the concepts. Finally, some open issues for future work on tailorable systems are raised.
The research traditions this chapter rests on are human-computer interaction (user interface design and evaluation), participatory design and end-user computing (user involvement in system development), computer supported cooperative work (long-term collaboration), and software engineering (object-oriented and component-based methods and techniques). These broader areas have given rise to new research areas, variously known as end-user development (Mehandjiev & Bottaci, 1998) , end-user modification (Fischer, 1987; Fischer et al., 2001) , end-user programming (Nardi, 1993) and end-user tailorability (Mørch, 1997a (Mørch, , 1998 . End-user tailorability is the general perspective of this chapter.
PERSPECTIVE
The focus of this chapter is on user participation in evolutionary application development. User participation requires a level of analysis that is different from the professional scientists' micro and macro levels. Gantt and Nardi (1992) have proposed a "gardener's level of analysis" for end-user computing. A gardener in this context is both a user (domain expert) and an amateur computer scientist who is competent to solve domain-specific software problems, thus bridging between two worlds. In a previous paper, I have identified three levels of end-user tailorability: customisation, integration and extension (Mørch, 1997a) . They allow a gradual transition into the computational complexity of a computer application. The present chapter goes beyond previous efforts by further developing the user-as-gardener metaphor and subsuming tailorability and local development under the general umbrella of evolutionary application development. Two key activities in this process (evolutionary growth and growth control) are illustrated by two small examples.
A gardener is concerned with the growth of plants and trees in his garden. To increase the yield of a fruit tree he may decide to graft it with a new branch. Figure  1 illustrates steps in this process, showing how a stem and a bud of one tree can be grafted onto the stem of another tree. This process illustrates deliberated (nonrandom) extension to an existing system, which in this case is also a natural system. A bonsai is a small tree that looks like a pottery plant (see Figure 2) . It can grow to become quite old (older than most houseplants), but it needs human intervention to successfully achieve this. The bonsai is pruned at regular intervals to remove superfluous growth (branches and leaves) and to achieve a balanced look and growth pattern. This is considered an art rather than routine gardening and is often performed with the aid of specialized tools. The static structure of a tree has served as model for many types of hierarchical systems,but the dynamic growth of a tree has rarely been used as model for systems development. It is tempting to suggest a solution without hierarchy, but this may be a complicated endeavour and beyond the scope of this chapter. However, hierarchy as organising principle for evolutionary development can be improved, and in the next section I present two questions to frame a working hypothesis. The rest of the chapter is identification and application of a set of concepts and techniques for end-user-driven evolutionary application development.
PROBLEM FRAMING
In The Sciences of the Artificial, Herbert Simon argues that hierarchy is the organisation that best models complex, evolving systems. He gives examples of evolving hierarchical systems in domains ranging from computer science to economics (Simon, 1996) . The hierarchy is successful, he claims, because it allows for separation of concerns (organisation of complex systems into simpler subsystems) and evolution over time. A key to this success is the notion of a stable intermediate form (SIF for short), which the hierarchy is well equipped to model. A SIF is a subassembly of smaller and interacting units, and it can be analysed separately because the SIFs are weakly connected (Simon, 1996) . This organisation of complex systems is often called a part/whole (composition) hierarchy.
Another reason for the success of the hierarchy is that it is built for evolution over time. New components (and subassemblies) can be added as nodes in the hierarchy; old components and subassemblies can be modified, or they can be removed to reduce complexity. This is equally relevant for systems at the micro level (e.g., electrical engineering), the macro level (e.g., information systems) and the "branch and leaf" level (e.g., computer applications). However, a limitation of the part/whole hierarchy for modelling evolution over time is that it lacks the means for keeping track of past development (i.e., growth history).
There are no well-defined methods for modelling evolutionary growth in information systems. The modelling technique that is closest is arguable the classification (is-a) hierarchy of object-oriented analysis and design (OOA/D) (Booch, 1994) . The reason for this is that the is-a hierarchy corresponds with taxonomies found in biology and they model the inheritance distances between species. A classification hierarchy is thus equipped to model evolution over time in ways that are not possible with composition hierarchies.
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A node in the is-a hierarchy is a class (species), and the relationship between two classes is a specialisation of the more general class (e.g., "a car is-a vehicle," "a lion is-a cat"). Growth occurs when a new class is added to the hierarchy as a specialization of an existing class. The new class is referred to as a subclass and it has a well-defined connection to its predecessor class (referred to as the superclass). In some use situations the subclass may even replace the superclass. However, the analogy between class modelling in OOA/D and phylogenetic evolution of species is rarely explored in the literature.
Classification hierarchies are notoriously difficult to understand by nonprofessional system developers because many of the classes model object-oriented program code. As a consequence classes and inheritance relationships are often shielded from the end users. Composition hierarchies, on the other hand, are less prone to this dilemma because they also model user interface objects and runtime structures. These models have a closer correspondence with objects and activities in the users' task domain.
The approach pursued in this chapter is to explore ways to bring the inheritance relation to a higher (more user-oriented) level. A goal is to make inheritance as intuitive to end users as composition is and thus to combine the best features of classification and composition. From a gardener's "branch and leaf level" perspective this amounts to supporting new growth while maintaining a connection to the tree's growth history (past development). The general question is formulated as follows: 1. What kind of SIF (stable intermediate form) can serve both as building block for new development and reminder of the system's past development? A tree does not grow to a limitless extent due to natural selection and human intervention. Artefacts may grow limitlessly unless conscious efforts are taken to prevent this. For example, in commercial application development it is common that functionality accumulates across releases (i.e., for each release n of a software system it tends to have more features than its predecessor release n-1). When an evolving application system has reached a stage of development at which the complexity of using it becomes unwieldy, intervention is needed to control further growth. Otherwise, the system may be abandoned in favour of simpler systems (Lehman, 1980) . Manny Lehman has been one of the most influential researchers in analysing the evolutionary growth of software systems. His empirical studies of the growth of a family of operating systems in the 1970s (the IBM OS/360 series) identified patterns of evolution and feedback control loops. He found that the interplay of forces for change and expansion, on the one hand, and the inertia of accumulated code and established habits, on the other, direct and control the evolution. Feedback loops resemble natural selection and include information such as user requests, business and legal requirements, managerial directives and operational requirements (Lehman, 1980 ).
Lehman's five laws of program evolution are generalizations of the observed phenomena. The second and the fifth laws are of particular relevance to this chapter. The second law is referred to as the law of increasing complexity and reads: "As an evolving program is continuously changed, its complexity, reflecting deteriorating structures, increases unless work is done to maintain or reduce it." This law suggests that large program structures must not only be created, but also maintained if decay is to be avoided. Planning and control of the evolutionary process is essential. Models and tools are required to facilitate this (Lehman, 1980) . The fifth law is referred to as the law of conservation of familiarity (perceived complexity) and reads: "The release content (changes, additions, deletions) of the successive releases of an evolving program is statistically invariant." It has since been slightly modified (Lehman & Ramil, 2001) , and it is the only law that makes assumptions about the end users. The law describes the complexity of mastering a system after a new release has been introduced. It suggests that the efforts required by the users to re-familiarize themselves with the system should be kept below a critical value (measured in release content) for the system not to be abandoned in favour of simpler systems.
Lehman's laws have been influential in the software engineering research community, but less influential for system development practice in user organizations (Nygaard, 1986) . In this chapter I suggest a way to operationalise the second and fifth laws for evolutionary application development. The strategy pursued is to make control mechanisms available as tools in the user interface of tailorable applications to meet the users' needs in shaping evolutionary growth, and restoring familiarity with the application when it has been substantially changed in a new release. The question is formulated as follows: 2. What mechanisms can help control growth during evolutionary development?
To summarise this section I list the two questions that will be addressed in the remaining of this chapter: 1. What kind of SIF (stable intermediate form) can serve both as building block for new development and reminder of the system's past development? 2. What mechanisms can help control growth during evolutionary development?
The two questions are related, and their interconnections are explored in the next sections. First, a survey of basic concepts and mechanisms of natural evolution and artefact evolution is presented. The concepts are then applied to software evolution, with an emphasis on component-based systems. Next, two approaches to component-based development is presented, and a synthesis of the approaches is proposed as a tentative solution to the questions.
NATURAL EVOLUTION
The basic mechanisms determining natural evolution are genetic variation, natural selection and reproduction.
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Genetic variation is caused by random changes (mutation) in an organism's DNA sequence when a cell replicates and by random mixing of DNA sequences when two cells merge (during reproduction). Genetic variation is the only mechanism that can introduce change in a species. These changes can cause new or modified body parts and other visual effects, such as eye colour. The manifest changes are referred to as phenotypic effects. Natural selection, on the other hand, is feedback from the environment to control the direction of evolution and this is caused by environmental changes (e.g., rise in temperature or the sudden death of a predator). The "task" of natural selection is to constrain the set of phenotypic effects an organism can express so that it will survive and prosper in its environment. Finally, reproduction is the way an organism enriches the environment with new members of its species. Natural evolution occurs on two levels, referred to as phylogenesis (species level) and ontogenesis (individual level). Ontogenetic evolution is most often associated with the execution of an organism's structural genes during embryonic development (from fertilised egg to offspring), but it extends to postnatal development as well and includes the whole life cycle of an individual (Gould, 1977) . Individual development is to a large extent determined by the mechanisms described above (genetic variation and natural selection). These mechanisms operate at the phylogenetic level and are thus outside the control of individuals. As a consequence, few organisms (including humans) are able to influence their own biological development or modify the effects caused by genetic variation and natural selection, as inherited from their ancestors.
The manifestation of species level information on individual development (referred to as recapitulation) is acknowledged by empirical evidence (Gould, 1977) . A general pattern is that individuals repeat part of their ancestors' adult stages during their own ontogenetic development. However, the sequence of expression of these stages is disputed in the literature and varies from species to species. An example of recapitulation is the expression of gill slits in the early (embryonic) development of humans. This prenatal feature is not part of the human genome, but inherited from one of its sea-living ancestors. A more familiar example from postnatal development is when a person shows family resemblance to close relatives (e.g., he may resemble his mother at a certain age and his grandfather at another age).
ARTEFACT EVOLUTION
Artefacts are objects made by human workmanship and range from pottery and chairs to books and computer applications. Artefacts also evolve and in ways that resemble natural evolution. Artefact evolution has been extensively discussed in the literature and is a topic of keen interest in a wide range of fields, including archaeology (Basalla, 1988) , architecture (Brand, 1994) , engineering design (Petroski, 1993) , and cognitive science (Norman 1988; Simon, 1996) . Briefly stated, artefact evolution is distinguished from natural evolution in that human intervention plays a key role. Below I identify some frequently cited differences and similarities between natural and artefact evolution.
An important difference can be attributed to the mechanisms of genetic variation and natural selection. In natural evolution they apply randomly. Although modification to an artefact may be the result of trial and error, human reflection and subsequent adjustment to correct past mistakes are common follow-up activities. Natural evolution is blind to past mistakes and slow to recover from wrong moves. Evolution aided by human intervention can bring human concern and critical evaluation to the otherwise indifferent variation-selection loop. Importantly, it may help to shorten the loop and to speed up evolution. The terms deliberated variation and artificial selection are used in this chapter to stress the constructive contribution of human intervention in artefact evolution.
An important similarity between natural and artefact evolution is in level of development. Individual (artefact) and general (language 6 ) development correspond with individual (ontogenetic) and species (phylogenetic) development, respectively. An example of an individual artefact is this paper. Another example is the computer application I use when writing this paper (Word 97). Examples of general-level information that have influenced the development of these artefacts are the English language and the C++ programming language, respectively. When a system such as Word 97 is adapted locally in a user organisation, it occurs at the individual level, although it may apply to several copies of the system. When Microsoft produces a new version of Word, such as Word 2000, this occurs at the language level. Similarly, when the methods for developing Word change, such as when new techniques of production are introduced or the programming language is replaced, this also occurs at the language level. The influence of general-level information on individual development (recapitulation) is less obvious for artefacts than it is for biological systems. Nevertheless, most artefact developers will agree that their creations do have similarity with predecessor artefacts of various kinds (e.g., either in procedure of making and/or manifest in the artefacts themselves). However, these similarities are not always acknowledged, often difficult to discover and may be of many kinds (e.g., as evidenced by the number of references in a paper). One researcher who has addressed this from a biological perspective is Richard Dawkins. He introduced the notion of "meme" to designate replication structures in cultural artefacts analogous to structural genes in cells of body parts (Dawkins, 1982) .
Memes are the ideas embedded in cultural artefacts, from books to pottery. They have a code that can be reused (i.e., described by a "language"), expressed (presented as readable "sentences") and accessible to bodies in their environment (e.g., human readers). In the same way a gene can replicate to form new cells, a meme can become part of new artefacts. An example of this is when an idea that has been introduced in a book is found again later in another book. This can be explained as the meme's capability for replication and survival (Dawkins, 1982) . Memes combine and accumulate in a similar way to how genes combine and accumulate (by reproduction and inheritance). In this chapter I introduce the term resemblance to describe inheritance relationships between artefacts that reuse ideas from each other.
A concrete manifestation of "memes" in physical artefacts is a skeuomorph. A skeuomorph is a technical term archaeologists use to denote a nonfunctional feature of an artefact that is inherited from some precursor artefact (Basalla, 1988) . It literally means having a skewed form (i.e., distorted from symmetry, an asymmetrical extension). The distortion is due to the following duality: A skeuomorph is both a physical part of a current artefact as well as a reminder of a previous way of using the artefact. Skeuomorphs can be found in a wide range of artefacts, but they have received scientific scrutiny only in a few domains, such as pottery jugs (e.g. Basalla, 1988) and buildings (e.g. Brand, 1994) . Figure 3 shows an example of pottery skeuomorphism.
A cord served as the first handling mechanism for carrying jugs in former Belgian Congo (now Zaire). Later it was replaced by a more durable structure built into the jug itself. In some instances the original handles were left (unused) on the improved jugs and hence served as a visible reminder of the previous ways of using them. To the untrained eye skeuomorphs may seem like unnecessary ornamentation when in fact they embody a complex code of general-level information (Basalla, 1988) .
SOFTWARE EVOLUTION
Software also evolves (Lehman, 1980; Lehman & Ramil, 2001) , and component software is one of the most promising contemporary approaches to developing software systems that can evolve (Szyperski, 1997 ). These systems provide a level of abstraction that matches the "branch and leaf" level described earlier. Evolutionary growth in a component-based system can be compared with evolutionary growth in a natural tree (when aided by human intervention and grafting). A common goal in both systems is to integrate components and to make plug-and-play a reality. Currently, plug-and-play in either domain is far from trivial and requires a substantial amount of trial and error for successful realisation. On the one hand it is driven by a high-level goal of connecting two system components. On the other is the reality of surgical (micro-level) integration of the components so that they will work together. This may require a great degree of precision by the integrators and a great deal of "automation" by the system. Technology," 1988, figure IV (p. 107) , Cambridge University Press.
In this section a brief survey of key concepts and techniques underlying component-based software systems is given. This is followed by a presentation of two approaches to developing applications with components: the frameworks/ components approach and end-user tailorability with application units.
Language Concepts and Development Tools
Object-oriented programming (OOP) has been instrumental in bringing component-oriented programming (COP) to the fore (Szyperski, 1997) . The basic concepts of OOP are therefore necessary for a full understanding of COP. These concepts are class, object, inheritance and method call (Dahl & Nygaard, 1968) . Classes are organized in classification hierarchies with the inheritance (class/ subclass) relation connecting them. Depending on their location in the hierarchy, classes are variously known as subclasses or superclasses. Depending on their role in the hierarchy they can be abstract or concrete (Stefik & Bobrow, 1986) . Concrete classes instantiate objects, whereas abstract classes provide a framework for the concrete subclasses. During runtime, objects connect with each other by calling on each other's methods. Methods are procedures defined in the objects' classes. All this puts constraints on organisation, since both objects and classes need to be organised in ways that makes their connection possible. Organising objects and classes for the purpose of simplifying subsequent programming and execution belongs to the realm of object-oriented analysis and design (e.g., Booch, 1994) .
The first object-oriented concepts were introduced in the Simula 67 language (i.e., class, object, and inheritance). Since then new concepts have been added, such as multiple inheritance (e.g., C++), mixins (Flavors), interfaces (e.g., Java) and patterns (Beta). The historical development of object-oriented languages is complex due to the multitude of language features that have appeared and later disappeared. A full treatment of this topic is beyond the scope of this chapter and the interested reader is encouraged to consult the original sources (e.g., Dahl & Nygaard, 1968; Stefik & Bobrow, 1986; Stroustrup, 1994) and the corresponding language reference manuals.
A development environment provides a toolbox for developers to simplify the task of writing a computer program. Analogously, online encyclopaedias and spell/ grammar checkers simplify the task of writing a paper with a word processor. A programmer's toolbox, however, is in many ways a more complete reference to a language than a spell checker is. State-of-the-art development environments include many kinds of language aids, such as editors with automatic syntax completion, on-line reference manuals (e.g., Java API specification), and visual builders that elevate user interface programming to the task of assembling visual interface components.
Frameworks and Components
A framework is a software implementation of a common architecture for a specific application domain. It consists of abstract classes and the way instances of those classes (i.e., their concrete subclasses) interact in a system (Reenskaug, 1996; Roberts & Johnson, 1998) . A component is a unit of composition with welldefined interfaces to other components, which can be deployed independently or be subject to composition by third parties (Szyperski, 1997) . Taken together, frameworks and components are tools that allow application developers to create applications without the need for programming. A framework provides general mechanisms to create and integrate the components and components provide the application specific parts.
However, the distinction between framework and component is not clear-cut because it is related to the distinction between black-box framework and whitebox framework (Roberts & Johnson, 1998) . A black-box framework is a framework that only reveals its interface (input/output ports). A white-box framework also reveals its internal structure (program code) and supports inheritance by providing access to variables and methods defined in the program's classes.
The idea of a white-box framework usually starts with a series of individually developed applications that share common features (code). The framework is a generalization of those features, and reusing it should make it easier to create new applications than building them from scratch. The idea of a black-box framework often starts with a white-box framework that has matured.Then, stable code can be encapsulated and parameterized to ease reuse (Roberts & Johnson, 1998) . Encapsulation means that only the interface of a module is exposed and the rest (program code) is hidden. Components are built around these concepts, and the interface of a black-box framework defines a component's connection ports. Plugging components together during design is called composition. Finally, when different components with identical interfaces can be swapped during composition this is called polymorphic composition (Szyperski, 1997) .
The key to successful component design is found in the ideas of black-box reuse, encapsulation, and polymorphism. This means that an operational component should minimise cross-framework coupling of its internal classes and objects and make its interface general to allow for polymorphic composition (plug-andplay). In fact, polymorphic composition has much in common with how two Lego bricks are connected in the world of toys: Each brick can connect with many other bricks (of different shapes). This is very much in line with the philosophy of SIFs (stable intermediate forms) that was introduced in the beginning of this chapter.
One of the great potentials of composition is that it can be performed at runtime (i.e. when an application is in use). Connecting two components requires only "glue code" (i.e., a high-level script) that records the connections between the compo-nents. The computer can in many instances automate the writing of glue code, and this is an important aid for end-user developers, since no programming is necessary. The few times one needs to write program code are when creating new components that are organised in a visual builder (see "component palette" in Figure 4 ). The GUI classes in a builder palette are created by inheritance of classes defined in whitebox frameworks (e.g., AWT), and neither black-box frameworks nor glue code can accomplish this (Roberts & Johnson, 1998) .
In addition to composition (combining existing components to create new applications) and inheritance (creating new kinds of components), a third technique for component-based development is customisation. Customisation supports modification of individual components by allowing local developers to choose between alternative component configurations (such as the "look and feel" of the visual presentation). Customisation can be performed either at design time or at runtime, and most builder tools support design time customisation (the mode shown in Figure 4) . A "properties sheet" in which a component's properties can be edited in a dialog box is commonly used to accomplish this.
Figure 4: Composition editor in Visual Age for Java. Components are selected from the palette on the left. When the program to the right is running and the button is pressed text in the text field is copied into the text area. AWT stands for Abstract Windowing Toolkit. It is a framework for creating GUI (graphical user interface) objects with Java. The label on the button reads "Transfer."
To create new kinds of components may require writing new classes that inherit from existing classes and this is notoriously difficult for end users. However, new components may be needed during evolutionary application development as I have argued above. This dilemma can be addressed in several ways, and in this chapter two specific directions are proposed: (1) bringing the inheritance relation between class and subclass to the user interface and (2) introducing a new kind of relation between components that is more user-oriented than the class/subclass relation. These two proposals are the topic of the next two sections.
End-User Tailorability
End-user tailoring is further development of a generic computer application to adapt it to needs that were not anticipated by the original developers (Mørch, 1997a (Mørch, , 1997b ). An underlying assumption of end-user tailorability is that in the future there will be libraries of generic applications similar to how there are libraries of components today. Reuse can equally well start from ready-made applications instead of (or in addition to) ready-made components and frameworks. When an existing application can be decomposed into basic units and each unit can be used as a "small framework" for further development, this is referred to as application evolution (Mørch, 1997b) .
The basic units of an end-user tailorable application are referred to as application units (Mørch, 1995) . Each application unit is a visual component consisting of three aspects: (1) user interface, (2) design rationale, and (3) program code. The user interface is the point of convergence between the three aspects, and to view them a user simply needs to hold down a modifier key while performing the normal gesture on an interface object. This is illustrated in Figure 5 .
Tailorability is accomplished by modifying existing application units. Each aspect of an application unit is modified separately by three techniques referred to as customisation, integration and extension (Mørch, 1997a) . Customisation is to change the user interface (look and feel) and to choose among alternative configuration options. Extension is to modify program code by subclassing and method extension (white-box reuse). Integration is tailorability at an intermediate level. It includes both integration of existing application units (black-box reuse) and integration of design rationale with the application to document changes made to the program code during extension. Although programming is notoriously difficult for end users, a goal of end-user tailorability has been to bring programming to the user interface by providing direct access to the code from its point-of-use and not to overload them with large amounts of program code.
Application evolution in the step-size of application units leverages techniques from both white-box reuse and black-box reuse. The static structure of application units (program code) is available for copy and paste to ease extension, whereas runtime structures (internal logic) are hidden to ease integration. This combination is often called a "glass box" or "gray box" (i.e., see and copy, but not modify and destroy). The glass-box feature of application units is illustrated in Figure 5 . The Implementation viewer exposes an application unit's program code, whereas the Extension editor allows the user to write new code. The programming language we have used (Beta) has a unique feature in that new code can inherit old code without replacing (overriding) it. The new code is added as a proper extension to the old code. This makes inheritance "safer" than in most other object-oriented languages, since it becomes difficult to modify (and possibly destroy) program code that needs to be kept invariant due to already established (cross component) dependencies.
An example of application evolution is shown in Figure 6 . The two screenshots show before and after stages in the process of evolving the BasicDraw application into KitchenDesign (Mørch, 1997b) . This activity required tailoring several application units (menus, menu items and graphical shapes). In some instances it was sufficient to slightly modify existing application units (e.g., Shapes menu has been copied and modified to create the Symbols menu), but in other cases new ones had to be created (e.g. the Critique menu is a complex extension). We have since conducted a usability test of BasicDraw and found that customisation and integration are techniques end users can master without much training, whereas extension (writing new program code in classes and methods) requires considerable assistance. Even though we provided the users with direct (one-click) access to the old program code, language reference manuals, and on-line design rationale diagrams (see Figure 5) , the users preferred (and needed) assistance from more capable developers (Mørch & Mehandjiev, 2000) . 
THE RESEMBLANCE RELATION
Artefacts are said to evolve out of convenience rather than necessity (Basalla, 1988) . This is a characteristic that distinguishes artefacts from the majority of natural systems. Two artefacts may therefore connect along numerous paths, some may even cross application domains and kinds.
In this section an inheritance-like relation between components is proposed as a technique for creating new components by taking the best features of implementation inheritance while suppressing its shortcomings. The new relation is called resemblance, and the activity of linking two components by resemblance is called skeuomorphic composition. The basic operations of this activity are to select a source component, copy it, and modify it, and in some instances also modify the source. As with polymorphic composition this is accomplished in the user interface by establishing a high-level (user-oriented) relation between two components and not by writing program code. An important difference between polymorphic and skeuomorphic composition is that in the latter case the components are asymmetrically connected, or distorted from symmetry (as the term skeuomorph implies). This is explained next.
As introduced earlier, skeuomorph is a technical term from archaeology that describes a nonfunctional feature of an artefact that has been inherited from a precursor artefact (Basalla, 1988) . A skeuomorph is both a physical part of a current artefact as well as a reminder of a previous artefact of which the skeuomorph was a functional part. However, a skeuomorph's role as functional part of a previous artefact is not always easy to identify. Skeuomorphs may be hidden or they are look-alikes: features that mimic old functionality without any direct connection to a specific precursor artefact. Instead they serve other purposes, such as fashion and market trends. An example is the abundance of antique columns featured in contemporary buildings.
On the other hand, authentic skeuomorphs are hidden reminders of previous artefacts and manifestation of a series of applications of the variation and selection techniques. For example, an artefact that is the source of a new invention (i.e., a new feature) may inadvertently introduce a skeuomorph because new features will often make previous features superfluous (Basalla, 1988; Petroski, 1993) . The African jug handle (made of cord) that was later replaced by a more durable structure illustrates this phenomenon. The new handle transformed the old cord handle into a skeuomorph (see Figure 3) .
A third type of a skeuomorph is a nonfunctional feature that has been added during a rebuild even though the feature is not really needed. However, reproducing nonfunctional features can be useful in another way: They serve as reminders of previous ways of using an artefact that may otherwise be lost. The skeuomorphs provide embodied "snapshots" of an artefact's evolutionary history and thus create a link between individual and general evolution.
There are no clear-cut lines between the tree types of skeuomorphs just described and categorising them is not straightforward. For example, it is difficult to assess whether the built-in clay handle on the African pottery jug was first introduced during a rebuild or as a modification to a jug that carried the original cord handle. Nevertheless, it is useful to distinguish between various categories of skeuomorphic composition according to degree of resemblance, and I suggest the following terminology to capture the distinctions: 1. Self-resemblance 2. Family resemblance 3. Perceived resemblance
The KitchenDesign application of the previous section has a strong connection to the BasicDraw application, since the domain-specific application units of KitchenDesign have a well-defined relationship (implementation inheritance) with the generic application units of BasicDraw. Physically, this is realised in that the basic shapes of BasicDraw are "skeuomorphs" in the KitchenDesign symbols. This is an example of self-resemblance. Self-resemblance relations in computer applications are established during application evolution, most notably as applications are adapted locally in user organisations. It is to the best of my knowledge a new concept and not yet commonly observed in the software industry.
Family resemblance, on the other hand, is a common phenomenon in the software industry. It can be illustrated by the successive releases of commercial applications and operating systems, such as Word and Windows. These systems have evolved over many generations (releases), and for each new release there are many new features introduced. Some of these features will show resemblance with corresponding features that appeared in a previous release (either in-house during a rebuild or locally at a customer site during local adaptation). When a new feature has a well-defined relationship to a similar feature of a previous release of the same lineage (i.e., produced by the same software house) it is called family resemblance.
Perceived resemblance is more controversial and difficult to establish, but a commonly observed phenomenon in the software industry as well. A paradigmatic example is the relationship of Windows 95 to Mac OS (pre-95) and the relationship of Mac OS (release 1) to Xerox Star. The similarities between the three operating systems are perceived because their resemblance is subjective and disputed in the literature. There are no published reports that state these systems copied ideas from each other (e.g., their windowing and menu systems), a technique which is common when systems are built by self-resemblance and family resemblance. It is therefore the "weakest" of the three resemblance relations and a characteristic of artefacts that has caused dispute regarding the reuse of ideas. This is why I call it perceived resemblance. The three kinds of resemblance relations are illustrated in Figure 7 .
The resemblance relation as presented in this chapter is proposed as a technique for creating new software components without programming, by connecting the components with past components to reveal historical development. However, the resemblance relation is not a new concept in information systems development. Pelle Ehn introduced "family resemblance" as technique to involve users in the design of an interface to a newspaper typesetting system (Ehn, 1988) . Ehn noticed that "signs" (objects) in the users' current word processing system could remind them of previous experiences of using the system: both previous uses of that particular system (self-resemblance) but also of typewriting. Finally, signs could remind them of even more remotely connected activities, such as the history and tradition of a specific work trade. The latter examples may fall into the category of perceived resemblance.
When a new computer system is developed for a group of users and this system shows resemblance to something the users already know well, it will stimulate active user participation in the design process and avoid common pitfalls, such as failing to meet user requests (Ehn, 1988) . Ehn, following Wittgenstein, explains family resemblance by the way games relate to each other and says: "We do not understand what counts as a game because we have an explicit definition, but because we are already familiar with other games" (Ehn, 1988, p. 105) . This is very much in line with the perspective presented in this chapter: to bring the inheritance relation between components beyond the definition of program code (classes and subclasses) and instead to build on the users' previous experience of using and developing with components. Figure 8 shows a (before-after) picture in the evolutionary development (and subsequent removal) of a specific feature found in many older Norwegian housesoutside stairs. Outside stairs were the original means by which one could access the second floor in the dwellings. Interior stairs later replaced the outside stairs. This trend originated at a time when there was an increased awareness of people's needs for privacy, and new measures for guarding against unsuspected passersby were taken. The evolutionary dynamics of this process (addition of new functionality, intervention of old functionality, remembrance) require building units that can take on different "roles" or reveal different aspects during the various stages of development. This issue is addressed in the next section.
COMPONENT ASPECTS IN SOFTWARE EVOLUTION
To provide computational support for skeuomorphic composition requires that software components can be made abstract (nonfunctional). An "abstract component" can serve both as building block for new development and as reminder of its functionality, even though it is no longer available. This "on/off" duality of building blocks has been identified several times in this chapter: both in natural systems (growth of a tree, recapitulation) and in artefacts (pottery, building types). It is not yet common in the software and IS domains.
In this section key ideas from the previous sections are synthesised to present a unifying concept for addressing the research questions raised in the beginning of the chapter. The ideas can be summarised as follows: Component-based development environments, such as the composition editor in IBM's VisualAge for Java, provide developers with a set of components that can be reused and integrated to create new applications. However, this is not sufficient for full support of evolutionary development because the components also need to be part of the runtime environment in order to participate in the dynamic growth process of an evolving application. This is analogous to how an inner branch of a tree may have evolved from being a bud on its parent's branch. Application unit aspects (Mørch, 1995) can model this changing behaviour. The following aspects are suggested as useful for software components, since they are analogous to the dynamic behaviour of basic units of evolving systems in many application domains:
• Abstract (non-executable) Current software component technology supports only two of the aspects: user interface (visual components only) and concrete (executable) functionality. Design rationale should be thought of as justification for the design choices behind a component. Design rationale is an aid for local developers when the rationale is presented in a language they can relate to. For example, if a component is built by resemblance to a component the users are already familiar with, a representation of this component can serve as the component's rationale. A component is abstract when it does not have any active role in an application (i.e., non-executable). Such as component can be seen as an abstract class (when viewed at the code level) or a "skeuomorph" (when viewed in the user interface).
Components (both abstract and concrete) can spawn new concrete functionality by the resemblance relation (skeuomorphic composition). This is the approach for creating new components-without programming-advocated in this chapter. This can be accomplished by finding a component that is similar to desired new functionality and to create the functionality by a "copy and paste" operation on the component. The old component does not have to be replaced, but it can be made into an abstract component. The rationale for this is computational economics: abstract components consume less memory space than concrete components. In memory intensive applications they can make a difference.
When evolving BasicDraw into KitchenDesign new menus had to be created and this was accomplished by subclassing. For example, the Symbols menu is a subclass of the Shapes menu (see Figure 6 ). In general, complexity will increase when new functionary is added without removing old functionality. Eventually, a system may be so complex that it may be abandoned in favour of simpler systems (Lehman, 1980) . The main reason for suggesting "abstract functionality" as a new role for components is to address the complexity problem. More specifically, the problem can be reformulated as how to hide, remove or otherwise dispose of functionality that is superfluous or outdated as a result of evolution over time. Conservation is the technique I propose to handle the problem. It can be realised as an operation on the source of a skeuomorphic composition, i.e., the component that is the parent of a new component. The technique can be implemented on the computer by user interface tools (e.g., dialog box or property sheet) that have options for turning components "on" and "off." Conservation does not remove a component entirely-only the user interface and the associated runtime structures are removed. The rest of the component is intact. This way of disposing (and later exposing upon demand) components can be useful because components may serve other purposes than executing functionality. Two such purposes are: (1) provide a stable intermediate form (SIF) for future development and (2) serve as reminder of a previous way of using the system. Furthermore, by reducing complexity conservation can help to bring new aspects of an artefact to the fore that would otherwise remain inaccessible. Artists often use a similar technique when making art out of everyday objects. An example of this is shown in Figure 9 ; a sculpture by the British artist Anthony Gormley. It depicts two abstract chairs.
FUTURE TRENDS AND OPEN ISSUES
Resemblance is proposed as technique for creating new components by copying and modifying existing ones. Resemblance does not require access to a component library or a builder palette. It uses the components that already exist in a running application. This requires that an application can be "decomposed" into its constituent parts, and that each part can function as a small "framework" for further development.
How to realise this in software, i.e., by inheritance, composition or other means, is beyond the scope of this chapter. However, there are various alternatives that should be explored in future work. A possible strategy is to use cloning, which has been successfully implemented in some early user environments, such as Macintosh's HyperCard (Goodman, 1990) . A clone is a complete copy of an object, such as the button object in the HyperCard system. A button clone can be modified to create new functionality by rewriting the button script.
When a new component has been created by resemblance it needs to be modified and relinked with the running system and this may require access to a scripting language, not unlike what is required when composing two components. Stiemerling and colleagues (Stiemerling, 2000; Kahler et al., 2001 ) have proposed an approach to composition that separates an application into a user mode and a tailoring mode. During tailoring mode all components have a user interface-also the nonvisual components (see Figure 10 ). Component ports provide connection points for (re)integrating components. When component ports are labelled by visual symbols the task of connecting components can be accomplished by simple trial and error, i.e., without knowing the signature of the components' interface methods.
Open issues, new hypotheses and a tentative research agenda for future work on evolutionary application development include:
• Software releases and local user enhancements are more effective if the new functionality can be organised around components instead of applications, since only the components that have updates need to be replaced. • Exploring alternative approaches to creating new atomic components (e.g., will third-party vendors be able to provide new components in a more efficient manner than the approach presented in this chapter?).
• Applying the concepts of this chapter to other types of information systems, since small examples (drawing programs) may not scale up to the situations faced by many information system developers.
•
Computational support for the resemblance relation (e.g., cloning), skeuomorphic composition, and for turning components "on" and "off" during execution (i.e., making concrete functionality abstract). • Providing "global" mechanisms for evolutionary development that goes beyond the "local" mechanisms presented in this chapter. This will be needed for restarting components that have been turned "off."
SUMMARY AND CONCLUSIONS
This chapter is about tailorable information systems. Tailoring is evolutionary application development with end users in the driving seat. Basic premises are that evolution occurs on two levels simultaneously: a general (language) level and an individual (artefact) level; and general-level information influences individual evolution. The focus of the chapter is on the evolution of individual computer applications and how general-level information is manifest in individual systems. Two research questions identify some limitations of current approaches to software evolution. A survey of basic concepts, mechanisms, and examples found in natural evolution and artefact evolution serves as the basis for proposing new concepts and techniques for software evolution. Two concepts are introduced: the resemblance relation and component aspects. The resemblance relation is a user-oriented adaptation of the object-oriented inheritance relation (i.e., bringing implementation inheritance from a program code level to the user interface), and component aspects is a technique for turning components "on" and "off" during execution of a program. The techniques can be useful for reducing user interface complexity and for reminding users of the system's developmental history. The new concepts and techniques have not yet been implemented, but this is within reach with current technology and thus part of future work.
ENDNOTES

1
The terms evolution and development are used interchangeably in this chapter, but two levels of evolution/development are distinguished (general and individual). The phrase evolutionary development is sometimes used to stress the evolutionary aspect of development.
2
In UNIX, the "history" command gives a user access to the command sequence that gave rise to the current state of the system, but it does not provide "snapshots" (past states) of the system's structural development.
3
Local development is system development performed in a user organisation. The participants are domain experts with enough computer knowledge to be able to customize and extend professionally developed software systems (Nardi, 1993). 4 It is common to group classification into implementation inheritance and type inheritance, and composition into containment and aggregation. These distinctions are outside the scope of this chapter.
5
This section uses gross oversimplification and presents complex biological processes from a layperson's point of view. Many internal steps are left out, such as regulatory ("micro selection") mechanisms that affect development by turning genes "on" and "off," intermediate building blocks, and macro mechanisms such as migration.
