Introduction
A barycentric mapping between a source polygon Ω ⊂ ℝ 2 with n ≥ 3 source vertices v i , i = 1, . . . , n, ordered anticlockwise, and a target polygonΩ ⊂ ℝ 2 with the same number of target verticesv i , is a mapping
where the functions b i : Ω → ℝ, i = 1, . . . , n are a set of barycentric coordinates with respect to Ω. That is, the b i form a partition of unity,
allow us to express any point as an affine combination of the vertices,
and satisfy the Lagrange property b i (v j ) = δ i, j , j = 1, . . . , n, so that f maps the source vertices to the target vertices,
Some barycentric coordinates have the additional property of being piecewise linear along the boundary ∂Ω of Ω, implying that f maps ∂Ω to ∂Ω in a piecewise linear fashion.
One of the main applications of barycentric mappings in computer graphics is image warping, where a source image I : Ω → over Ω with respect to some colour space is deformed into a target imageÎ :Ω → by simply settinĝ
I( f (v)) = I(v).
(4)
The vertex interpolation property (3) guarantees that the user has intuitive control over the target image and can easily modify the latter by interactively moving the target verticesv i . However, according to (4) the target image is welldefined if and only if f is bijective. Indeed, if f is not surjective, thenÎ may be undefined for somev ∈Ω, and if f is not injective, so that f (v) = f (w) =v for some v ∕ = w, then the definition ofÎ(v) is ambiguous.
Unfortunately, a set of barycentric coordinates that yields bijective mappings for any choice of source and target polygons does not exist [Jac12] . However, by splitting the mapping into a finite number of steps it is possible to define a composite barycentric mapping that bijectively maps from source to target polygon (see Section 2.2). Bijectivity is also crucial for the application of barycentric mappings to shape deformation, where some object contained in Ω is smoothly deformed by applying f to the object points. polytopes in higher dimensions, and several such generalized barycentric coordinates have been found in the past few years. In ℝ 2 , the most well-known are Wachspress [Wac75] Image warping has first been mentioned as an application of barycentric mappings in the context of mean value [HF06] and transfinite Wachspress coordinates [WSHD07] , but neither these nor any of the follow-up work [JBPS11, MS10, WG10] is guaranteed to avoid fold-overs in the warped image. Modifying the interpolation speed along the boundary of Ω has the potential to overcome this problem [WBCGH11] , but it is unclear if this approach works for any arbitrary source and target polygons.
So far, bijectivity can only be guaranteed for the special case of Wachspress mappings between convex polygons [FK10] or by triangulating Ω and computing a piecewise linear mapping which preserves the orientation of each triangle [ACOL00, Lip12] , but this solution comes at the price of giving up smoothness.
Contributions
We introduce the novel concept of composite barycentric mappings, which can be used to design smooth and bijective mappings between arbitrary polygons (Section 2). The key observation is that any barycentric mapping is bijective if source and target polygon are sufficiently close (Section 2.1). Hence, by creating sufficiently many intermediate polygons and successively mapping from one to the next, it is possible to get a composite mapping that is bijective.
A similar approach has been described in the context of free-form deformations with tensor-product B-spline mappings [GD01] , but we are able to provide sufficient bounds to guarantee bijectivity, which depend on the gradient of the barycentric coordinates used to define the mapping (Section 2.2). For the special case of mean value mappings, these bounds can provably be satisfied for mappings between any convex polygons and our numerical examples suggest that this also holds for arbitrary polygons (Section 3).
We further discuss how to implement our approach efficiently on the GPU, allowing the user to design visually bijective mappings, that is, bijective up to pixel resolution, by interactively modifying the target vertices (Section 4). As an essential ingredient of our implementation, we derive a simple procedure for computing the Jacobian of a mean value mapping (Section 4.2). We briefly mention how to extend the idea to spatial mappings (Section 4.5) and conclude with a conjecture regarding the inverses of composite mean value mapping (Section 5).
Theoretical background
Let us denote the partial derivatives of the barycentric map-
We further denote the dot product of two vectors u, v ∈ ℝ 2 by u ⋅ v and the 2D cross product by u × v = det(u, v).
As we consider only source and target polygons without self-intersections and assume that the barycentric coordinates b i are at least continuously differentiable, it is clear that the barycentric mapping f is always surjective. A sufficient condition for the injectivity of f is that its Jacobian,
is strictly positive in Ω [MO63] . As it follows from (2) that a barycentric mapping between identical source and target polygons is the identity with J f (v) = 1 for all v ∈ Ω, it is reasonable to expect that a small perturbation of the target vertices keeps J f positive and the mapping bijective.
Perturbed target polygons
It turns out that the maximum possible perturbation is closely related to the gradient of the barycentric coordinates b i . Let us first consider the perturbation of a single vertex.
Lemma 1 Consider the target polygon with verticesv
Proof Substituting the target vertices in (1), the linear precision property (2) implies that Therefore,
This result extends nicely to a perturbation of all vertices.
Lemma 2 Consider the target polygon with verticesv i = v i + u i for i = 1, . . . , n. The barycentric mapping f in (1) is injective if the maximum displacement distance satisfies
Proof These target vertices imply that
for any v ∈ Ω and so, with
Therefore,
which is strictly positive if Md < (
Composite barycentric mappings
Lemma 2 suggests to "split" a barycentric mapping from source to target polygon into a finite number of steps, where each step perturbs the vertices only slightly.
To this end, suppose that 
Definition 3 Let τ = (t 0 ,t 1 , . . . ,tm) with t 0 = 0, tm = 1, and
is called a composite barycentric mapping from Ω 0 to Ω 1 .
Denoting the maximum displacement distance between Ω t k and Ω t k+1 by it follows from Lemma 2 that fτ is bijective if
Theorem 4 Under the assumption (6), there exists some τ, such that fτ is bijective.
Proof It follows from the continuity of ϕ i that there exists a partition
In particular, there exists some m ∈ ℕ such that the uniform partition τm with t k = k/m gives a bijective composite barycentric mapping fτ m .
Practical considerations
While the construction of composite barycentric mappings is independent of the particular choice of underlying barycentric coordinates, we prefer to use mean value coordinates [Flo03] , because they are well-defined for any simple polygon, even sets of nested simple polygons, and they have a simple formula that can be evaluated efficiently [HF06] . Figure 1 shows an example of a composite mean value mapping for two nested squares, with the interior square rotated by 90 degrees in the target configuration. We use linear vertex paths ϕ i (t) = (1 − t)v i + tv i in this example and the uniform partition τ 1000 , and we verified numerically that condition (7) is satisfied by this choice. Note that Figure 1 visualizes the deformation induced by f for a domain Ψ that is larger than Ω, which is possible because mean value coordinates are well-defined for any point v ∈ ℝ 2 and not restricted to Ω. While the mapping is still guaranteed to be injective, global fold-overs can potentially occur if the image f (∂Ψ) of the boundary of Ψ happens to self-intersect, although we never experienced such a behaviour in our experiments. 
Choosing the vertex paths
The vertex paths ϕ i must be chosen such that all intermediate polygons Ω t k are simple, because mean value coordinates are not well-defined for polygons with self-intersections. Linear vertex paths work well for the example in Figure 1 , but they are not guaranteed to avoid such artefacts in general.
Instead, we use the method by Sederberg et al. [SGWM93] , which constructs Ω t by linearly interpolating the signed turning angles at v i andv i , and by finding edge lengths that are as close as possible to the linearly interpolated edge lengths. As both quantities are invariant under translation and rotation, the interpolated polygon is unique only up to a rigid body transformation. In our implementation, we specify the translation such that the barycentre of Ω t aligns with the linear interpolation of the barycentres of source and target polygon, and we fix the rotation by linearly interpolating the angles between the horizontal axis and the first edges of Ω andΩ, as suggested by Sederberg et al. We further scale Ω t such that the area of the polygon varies linearly between source and target. Overall, this provides a smooth deformation which is intuitive for the user, but we should point out that the composite mapping f τ does not depend on this particular choice, because mean value coordinates are invariant with respect to similarity transformations [HF06] . , and hence deduce a partition τ that guarantees the bijectivity of f τ. We carried out these calculations for the example in Figure 2 and found that a uniform composite mean value mapping with m = 10 steps is provably bijective, although we admit that it is probably preferable to simply use a bijective Wachspress mapping in this example. In practice, however, we suggest to start with a small number of uniform steps, to test for the bijectivity of the mapping numerically, and to uniformly refine the partition if needed. A result of this strategy can be seen in Figure 3 . An even more efficient and adaptive alternative is described in the next section.
A potential drawback of Sederberg et al.'s method is that Ω t may self-intersect, invalidating the overall construction.
While this never occurred in all our examples, this does not affect the theoretical considerations in Section 2, and other methods of choosing vertex paths can be used in practice.
Efficient implementation
On the one hand, a sufficiently large number of m steps guarantees the bijectivity of a composite mean value mapping, as shown in the previous section, but on the other hand, it is important to choose m small, because the computations scale linearly with m. To find such a small m that stills gives mappings which are bijective up to pixel accuracy, we adopt the following strategy, which relies on the minimum of the Jacobian
We first explain how to exploit the condition on the positivity of J min to construct a binary partition τ that guarantees bijectivity (Section 4.1). We then describe how to efficiently compute J min in order to have a real-time application (Section 4.2), and finally illustrate how to use the two previous ingredients to efficiently compute the composite mapping (Section 4.3).
Creating binary partitions
Suppose we start with the initial partition τ = (0, 1) and consider the classical mean value mapping fτ : Ω 0 → Ω 1 . We can now compute J min for this mapping and check for positivity. If J min is negative, and hence the mapping is not bijective, we can try to restore bijectivity by inserting 0.5 into the partition τ and considering the intermediate polygon Ω 0.5 . We then recalculate J min for the two mappings
Listing 1: Pseudo-code of the algorithm for finding a binary partition with a small number of steps. by checking the positivity of the minimum, the algorithm decides whether to introduce an intermediate step. Overall, this produces a binary partition which guarantees that the corresponding composite mapping is bijective and consists of a small number of intermediate steps. Figure 4 shows an example of the result of this algorithm.
Efficiently computing J min
In order to compute J min , we need a formula for the partial derivatives of the mean value coordinates
, where
and α i is the angle between v i − v and v i+1 − v and r i is the distance between v and v i ; see Figure 6 . To efficiently evaluate expression (8), we express the tangent as
,
The gradient of b i can now be derived from the gradients of the cross product,
the distance,
and the dot product
and by using the chain rule, which first gives
and finally
In order to efficiently compute (9), we opt to evaluate it on the GPU using a vertex shader. This shader receives the vertices of the source and target polygons, computes the Jacobian, and writes it as a colour. Figure 5 shows some examples of the values of J f computed this way. The major drawback of this approach it that the output of the shader is a full resolution image, which must be read back and analysed by the CPU, which should be avoided if possible.
The vertex shader knows only the position of the currently processed vertex, hence finding the global minimum is impossible. To circumvent this problem we exploit the z-buffer. This particular OpenGL-buffer is used to determine which object is closer to the camera. Using this trick we modify the shader to "collapse" all the points to the same (x, y) position and we artificially set the z-component to the value of the Jacobian (clamped to zero if negative). In this way the generated image contains only one pixel which is the one closest to the camera and the colour of this pixel corresponds to J min . At the end, the CPU reads only one pixel and produces a sequence of domains Ω i , i = 1, . . . , n such that the mapping between two successive domains is visually bijective. 
Computing composite mean value mappings
For computing the overall composite mapping, we decide again to implement the algorithm on the GPU using a vertex shader. The shader receives two successive domains Ω k and Ω k+1 and moves the vertex position according to the mapping f k . We then exploit the transform feedback buffer, a technique that allows to alter the rendering pipeline of OpenGL such that the primitives, in our case the vertex positions, are written into a buffer object. Hence the algorithm becomes a "ping pong" between two transform feedback buffers. We use the first buffer as output (where the vertex position is written) and the second as input (from where the positions are read). In the next step the role of the two buffers is inverted and so on. At the end, the last output buffer contains the vertex positions of the composite mapping. Figure 4 shows the warping of the star for different choices of intermediate steps. When the partition is sufficiently refined, the morphing is visually bijective and prevents fold-overs. The real-world example in Figure 7 shows how the nonbijectivity of the direct mean-value mapping is avoided by our composite approach with just 9 intermediate steps.
Continuous binary partitions
Our initial tests showed that visual artefacts can appear when interactively moving a target vertex leads to the creation of We see thatc moves to c as J min becomes less positive. When the step c is introduced, two additional steps are created (the two red circles in the second part of the image) which again move according to J min from their original position to the next intermediate steps.
Extension to 3D
The concept of composite mean value mappings can be extended easily to 3D to generate mappings between a source and a target polyhedron. It is beyond the scope of this paper to investigate any theoretical guarantees, but our numerical examples show that a sufficiently large number of steps guarantees bijectivity even for extreme deformations. Figure 11 shows an example, where mean value mappings are used to deform a simple shape that is embedded in the source polyhedron. Even though both deformed shapes are free of self-intersections and are valid meshes in that sense, note that the result of the mean value deformation leaves the target polyhedron (see close-up), which evidences that the mapping is not bijective. In contrast, the composite mean value mapping with 100 uniform steps keeps the shape inside the target polyhedron and we verified numerically that it is indeed bijective. In this example we used the method of Winkler et al. [WDAH10] to generate the interpolated polyhedra, which is not guaranteed to prevent self-intersections of the latter, but works well in practice. Otherwise, the interference algorithm by Harmon et al. [HPSZ11] can be used to avoid self-intersections.
Conclusions
Composite mean value mappings provide an efficient tool for designing bijective mappings between arbitrary polygons, which in turn can be used for user-controlled image warping. Barycentric mappings are by no means the only way to warp images and many other approaches exist, based for example on radial basis functions [RM95] . However, to the best of our knowledge, composite mean value mappings are the only way so far to guarantee a bijective mapping that is piecewise linear along the boundaries of source and target polygon, which might be preferred in certain situations. Moreover, the concept extends straightforwardly to 3D, inheriting all advantages from the 2D setting.
We admit that the guaranteed bijectivity of composite mean value mappings depends on the existence of the upper bound M * in (6), which is proven only in the convex setting up to now [RGB12] . It remains future work to establish similar bounds for the gradients of mean value coordinates with respect to arbitrary polygons, but all our numerical tests show that such a bound exists and that bijective mappings can be designed by using a sufficiently large number of steps. Actually, this number turns out to be rather small if bijectivity is required only up to pixel accuracy, which in turn enables applications at interactive speed.
Another interesting question for future research regards the following observation. The inverse of a barycentric mapping is usually not a barycentric mapping itself, but it seems as if the inverse of an infinite mean value mapping f ∞ = limm→∞ fτ m is again an infinite mean value mapping. Finally, it will be interesting to study the distortion properties of composite mean value mappings and to investigate how the quality of a mapping depends on the particular choices of barycentric coordinates, vertex paths, and partitions. 
