Although every computable data type has an initial algebra specication with hidden functions, it may happen that some of the homomorphic images of the data type are not models of the speci cation. The latter are reducts of algebras that would be models of the specication if all its functions were visible, whereas the homomorphic images of the data type are independent of the speci cation and need not be compatible with the hidden functions used in it. A hidden function speci cation that does not exclude any of the homomorphic images of its initial model from its model class will be called homomorphism preserving. It turns out that, unlike unrestricted initial algebra specication, homomorphism preserving initial algebra speci cation of computable data types requires both hidden sorts and hidden functions. 
Introduction

Homomorphismpreserving hidden function speci cations
The rst example of a data type whose algebraic speci cation requires hidden (auxiliary) functions was given by Majster 9] . It was subsequently shown that allowing hidden functions is su cient in the sense that every computable data type has an initial algebra speci cation with hidden functions 5]. The initial algebra of a hidden function speci cation is obtained by rst taking the initial algebra of the speci cation as if none of its functions were hidden, and then restricting this algebra to the functions that are actually visible. More generally, a model of a hidden function speci cation is the reduct of an algebra that would be a model of the speci cation if all its functions were visible.
It may happen that, given a computable data type and an initial algebra speci cation with hidden functions for it, some of the algebras that are homomorphic images of the data type are no longer models (in the above sense) of the speci cation. The reason is that, whereas the homomorphic images of the data type are independent of the hidden functions of the speci cation, the models of the speci cation are not. In fact, it was shown in 5] that every computable data type has an algebraic speci cation with hidden functions that de nes it under initial and nal algebra semantics simultaneously. All non-trivial minimal models of such a speci cation are isomorphic to the data type, so none of the non-trivial homomorphic images of the data type (if any) is a model of the speci cation.
If the homomorphic images of the initial algebra of an algebraic speci cation are among its models, we shall call it homomorphism preserving. According to Birkho 's theorem an equational variety is closed under homomorphic images. As a consequence, algebraic speci cations without conditional equations and without hidden functions are always homomorphism preserving.
Positive conditional speci cations without hidden functions need not be homomorphism preserving since a homomorphism may cause the conditions of an equation to become true without causing its conclusion to become true at the same time. Hence, a conditional equational variety (quasivariety) need not be closed under homomorphic images. Cf. Taylor's survey 12, Section 3]. In this paper speci cations are assumed to be unconditional.
Obviously, from the viewpoint of pure initial algebra speci cation homomorphism preserving speci cations are of no importance. Only if a wider class of algebras has to be speci ed does this property become an issue. For instance, the equational axiom system ACP for process algebra 4] uses the left-merge and communication merge operators as auxiliary functions, but it is not at all obvious that these are compatible with (can be added to) all algebras one would like ACP to capture.
In some cases the static semantics of a programming or application language is a homomorphic image of its dynamic semantics (cf. the notion of abstract interpretation 1]|a homomorphism is an algebraically well-behaved abstraction function). In principle, such a homomorphic relationship may be exploited at the speci cation level by reusing the dynamic semantics speci cation as part of the static semantics speci cation. The homomorphism is de ned implicitly by the equations added to the dynamic semantics speci cation. This possibility is blocked, however, if the auxiliary functions (and/or conditional equations|see above) used in the dynamic semantics speci cation do not preserve the homomorphism in question.
Hiding vs. deletion as a modularization operator
The fact that the reusability of a speci cation may be hampered by the presence of hidden functions manifests itself in another, less fundamental, way. If used in a new context in which only a subset of the visible functions of a speci cation is needed, hiding the unnecessary functions is not the same as deleting them from the speci cation altogether. For instance, if an initial algebra speci cation of the natural numbers 1 with addition, multiplication, and exponentiation is reused in a de nition of the natural numbers mod k with addition and multiplication, the exponentiation operator has to be deleted from the speci cation. Hiding it is not su cient since for most k exponentiation is not well-behaved mod k, that is, for most k there are m 1 ; m 2 ; n 1 ; n 2 1 with m 1 = m 2 (mod k) and n 1 = n 2 (mod k) but m 1 n 1 6 = m 2 n 2 (mod k). (The exceptional values of k for which exponen-tiation is well-behaved mod k are 1; 2; 6; 42; 1806, a result due to D. Higgs.
Cf. 7, Corollary 3.2].)
Similarly, an initial algebra speci cation of lists with a length function cannot be made into a de nition of sets unless the length function is deleted. As in the previous case, hiding it is not su cient since the length function is not compatible with the idempotent law for sets.
In 2] we discussed the algebraic semantics of the modularization operators + and 2. The latter, which restricts the visible signature of a speci cation, is directly related to hiding and satis es several important identities. A delete operator, on the other hand, is not considered in 2], nor is it available in most algebraic speci cation languages. As a consequence, modules that are \too large" can be reused only after the relevant parts have been factored out, an operation which a ects their modular structure. With the delete operator no restructuring is necessary.
Two basic questions
In this paper we address two basic adequacy questions:
(1) Does every computable data type have a homomorphism preserving initial algebra speci cation with hidden functions?
We show that the answer to this question is negative (Theorem 2, Section 3). This is our main theorem. It immediately suggests the second question:
(2) Does every computable data type have a homomorphism preserving initial algebra speci cation with hidden sorts and functions?
The answer to this question is positive (Theorem 3, Section 3). Hence, homomorphism preserving initial algebra speci cation of computable data types requires both hidden sorts and hidden functions.
Preliminaries
For the notions of equational speci cation, initial algebra, and homomorphism the reader is referred to the surveys by Meseguer To avoid any possibility of confusion between the two interpretations we consider only speci cations for which they coincide. This is the case if I(S T )j is -minimal (\no junk"), that is, if every closed T -term of a sort in is equal to a closed -term. The hidden functions of such speci cations do not generate any \new" elements of visible sorts. The same convention is adopted in 5, 6] .
The basic adequacy result for initial algebra speci cation of computable data types says that hidden sorts are not necessary: Theorem 1 ( 5] Finally, the test whether B 0 satis es the equations of S in the body of the inner loop requires p(N) table lookups where p is a polynomial depending on the number of equations of S and their structure.
Hence the above procedure has asymptotic time complexity
where q is a polynomial depending on S. This yields a contradiction if has complexity (n n n ) 
