and importance of providing appropriate support for getting the architecture right were becoming quite visible. It had been felt that software architecture plays a fundamental role in setting the basis for the required quality attributes such as maintainability, reliability, usability, performance, and flexibility of a system [2] .
Consequently, the last decade of the twentieth century witnessed an enormous amount of research activities aimed at strengthening and maturing the nascent discipline of software architecture. As a result of continuously and concentrated efforts by researchers and practitioners, software architecture has become a well-established area of research and practice by the middle of first decade of twenty-first century [5, 10, 12] . By then a young but active community of software architecture researchers and practitioners had emerged through community building platforms such as Working IEEE/IFIP Conference on Software Architecture (WICSA) and IFIP WG 2.10 Software Architecture. Kruchten et al. [5] provided a succinct summary of the achievements of the software architecture community by 2006. Whilst European researchers and practitioners had made significant contributions to the efforts to promote the software architecture research, practice, and education during the time period that Shaw and Clements called "The Golden Age of Software Architecture" [10] , there was an important need of having a European platform for building a dedicated community to support and promote software architecture as an important sub-discipline of software engineering.
European Workshop on Software Architecture (EWSA) was founded in 2004 [7] From the viewpoint of building a European community of software architecture research, practice, and education, several milestones have been achieved. ECSA has become a premier software architecture conference, providing a stimulating environment for presenting and discussing innovative ideas, state-of-the-art solutions, and futuristic research agendas in the area of software architecture research, practice, and education. The work presented through ECSA platform has focused on addressing the most important challenges in the area of software architecture such as architectures for adaptive and dynamically configurable systems, design rationale and architectural knowledge management, techniques for formal and semi-formal description and verification of architecture, service-oriented architecture, agile and lean approaches to architecting, and architectural solutions for model-driven development. European researchers are playing leading roles for several ongoing activities and initiatives to promote and support software architecture research, practice, and education.
Furthermore, ECSA has built over the years a strong European community for addressing the new challenges paving the way for horizon 2020 [4] . Definitely, in this second decade of twenty-first century, software architecture has been increasingly playing a key role for enabling the next generation of software-intensive systems. Software architecture forms the backbone for taming the complexity of softwareintensive systems, in particular when these complex systems operate in open-world environments enabled by pervasive Internet and cloud computing, such as in smart cities, smart farms, and smart grids.
Beyond systems, the grand challenge is to address emergent systems-of-systems. Hence, the endeavor of constructing software-intensive systems evolved from architecting 'complicated' systems in the last decades, to architecting 'complex' systems-of-systems in this new one. Their upcoming generation will operate in environments that are open in the sense that they are only partially known at design time. These open-world systems-of-systems, in opposite to current closed-world systems, will run on dynamically discovered devices and networks.
Some of the current and emerging challenges in the area of software architecture have been raised and addressed in the articles included in this special issue of the Journal of Software and Systems Modeling (SoSyM). The four articles included in this special issues have been selected for significant extension and revision from the papers published in the 4th edition of the European Conference on Software Architecture [1] and its workshops. In the 2010 edition, apart from receiving more than 100 submissions under three different categories for the main conference, the collocated workshops also received and accepted a large number of high-quality papers. For the main conference, the organizing committee accepted only 19 full papers of 75 full papers submitted. The acceptance rate for the full papers was 25 % for ECSA 2010. In 2010, the conference featured three keynotes, research track, industrial track, workshops, tutorials, doctoral symposium, and tool demonstrations and poster presentations. Though the conference's name suggests a focus on Europe, ECSA has become one of the mainstream conferences of software architecture community and attracts a large proportion of its contributions and attendees from all over the World. For example, the 2010 edition of ECSA attracted papers (co-) authored by researchers, practitioners, and academia from 30 different countries (Algeria, Australia, Austria, Belgium, Brazil, Canada, Chile, China, Colombia, Czech Republic, Denmark, Finland, France, Germany, Hong Kong, Iceland, India, Ireland, Israel, Italy, the Netherlands, Poland, Portugal, Romania, Spain, Sweden, Switzerland, Tunisia, UK, and the USA).
The articles in this issue
The four papers that appear in this special issue attempt to answer to some of the most important challenges of software architecture research and practice faced today and over the coming years.
The paper "Modeling customer-centric value of system architecture investments" by Ana Ivanovic, Pierre America, and Chris Snijders focuses on the challenges involved in taking a stakeholder-centric approach to design and evolve software architectures of large-scale complex systems. Their work has been motivated by an important need of improving the alignment between software architecture design decisions and current and future business goals of an organization. The article reports an approach to model customers' value to support the decisions for choosing among proposed architectures of software-intensive systems. The presented approach is based on authors' experiences from two case studies of software architecture of healthcare systems. The stakeholders' value has been modeled by leveraging the theoretical concepts and practical techniques from management and marketing such as strategy maps, balanced scorecards, customer value-in-use and customer segments. Overall this article presents a set of useful tools to quantify the value of architecture changes for a single or multiple customers with several potential benefits.
Clones (i.e., duplicates) can cause several types of problems and one of them is elegant and smooth evolution. Most of the time clones are referred to code clones. However, there is an increasing realization that cloning can happen (and does happen) in other artifacts of a software system. Model clones can be quite troublesome to a model's quality, however, there has been no serious effort aimed at raising the awareness about model clones and addressing the challenges that can be associated with model clones. The paper "Towards clone detection in UML domain models" by Harald Störrle reports one of the very first attempts at targeting an important topic of detecting clones of models building using Unified Modeling Language (UML), which is also a de facto standard in software development industry. The author has thoroughly analyzed the practical scenarios to provide a definition of the notion of "model clone" and has presented a clone detection algorithm for UML domain models along with a prototype tool. The article presents and discusses different similarity heuristics for using the algorithm vis-à-vis the performance of the approach. The article also describes the potential limitations of the presented approach and the future plans to carry out more research and development to address the known limitations.
Dynamism is one of the key characteristics of the stateof-the-art software-intensive systems which are expected to be composed of autonomous and dynamically linked services following the principles of service orientation in software systems. One of the key challenges of designing and analyzing service-oriented dynamic systems is to model dynamic service-oriented architectures. The article "A model for dynamic reconfiguration in service-oriented Architectures" by José Luiz Fiadeiro and Antónia Lopes provides useful answers to some of the main challenges of modeling the dynamic characteristics of software architectures of systems. The presented work takes an approach that is aimed at going beyond what had been addressed by architecture description languages (ADLs). The work focuses on leveraging the logical separation between the service need and the need-fulfillment mechanism, i.e., the provision of the service. The authors have shown how the possibility of deferring the binding between the requester and the provider to run time and establishing it at the instance level, i.e., each time the need for the service arises, can be exploited to model dynamic reconfiguration that is general enough to support the definition of ADLs that are able to address the full dynamics of service-oriented applications. The authors have presented a simple service-oriented ADL derived from the modeling language that is being developed by authors and their colleagues.
The last paper in this special issue focuses on the security challenges that are needed to be considered and addressed during software architecture design. The article "Least privilege analysis in software architectures" by Koen Buyens, Riccardo Scandariato, and Wouter Joosen reports an interesting piece of work, which has been motivated by an increasing realization that some types of software security related issues should be precisely defined and effectively addressed during architecture design of a system. The authors assert that software architects tend to neglect security design principles. Such practice has the potential of high-risk threats to any software-intensive system. The article reports a piece of work that focuses on providing a formal foundation for understanding the security design principle of least privilege in software architectures. The authors also provide a technique to identify and/or analyze the violations against the presented security design principle. The reported approach to taking security design principles into consideration during software architecture design has been supported by appropriate tools, which have been validated in four case studies.
