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1 はじめに
近年，インターネットの急速な普及により，老若男女
問わずインターネットが使われる時代となった一方で，
ネットワーク上でのサイバー攻撃も年々増加し続ける
状況にある．特に，システムに被害を与える不正アク
セスの原因の一例として，古典的な攻撃であるバッファ
オーバーフロー攻撃と呼ばれるものが存在する．バッ
ファオーバーフロー攻撃の対策手法は今日までに数多
く研究されてきているが，以前から研究されてきた手
法を回避する攻撃が開発され，さらに組込みソフトウ
エアでの新たなリスクが発生しうるため，バッファオー
バーフロー攻撃の検知に関する研究は依然として必要
である．
本研究では，インテル x86 アーキテクチャ環境下で
動作する Linuxを対象として，シェルコードをはじめ
としたアセンブラ命令列に対して各命令を中心に前後
複数個の命令の出現順序に着目する近傍の概念を取り
入れた頻度解析を行い，その結果からコサイン尺度を
用いて差異を求めることで，バッファオーバーフロー
攻撃を検知するための手法を提案する．また，侵入検
知システムを用いた検知実験を通して，本研究の攻撃
検知結果について比較および考察する．
2 研究背景
2.1 バッファオーバーフロー
バッファオーバーフローとは良く知られているセ
キュリティホールの一種であり，プログラムが想定し
たメモリ領域を超えてデータが入力された場合に，デー
タがあふれてプログラムが意図しない動作をする不具
合である．例えばプログラム言語 Cにおいて，要素数
10 の char 型配列 str を定義し文字列入力に gets 関数
を用いたとすると，YoshihideNANGO のような終
端文字を含む 15文字が strに入力された際に，配列の
大きさを超えた分の 5 文字があふれてしまい，無関係
なプロセスの実行などに必要なデータが破壊される．
バッファオーバーフローによる脆弱性はコンピュー
ターの黎明期から現在に至るまで見かけることができ，
Internet Explorer をはじめとするプログラムで発見さ
れたゼロデイ脆弱性でもバッファオーバーフローが用
いられている [1]．バッファオーバーフローを利用した
攻撃はバッファオーバーフロー攻撃と呼ばれ，例とし
てサービス妨害攻撃と呼ばれる DoS攻撃や，DoS攻撃
にとってかわった DDoS攻撃が存在する．
2.2 シェルコード
シェルコードはシェルを起動してコマンドを受け付
けるようにするプログラムである．コンピューターセ
キュリティの分野では，ソフトウエアの脆弱性を利用
するペイロード (パケット全体からヘッダー情報を除
いた正味のデータ) として使われ，バッファオーバー
フローを効果的に利用するためにシステムに送られる．
シェルコードは機械語の命令列で構成されたコードで
あることから，基本的に 16 進数やそれに対応するア
センブラ命令で記述されている．また，システムに応
じてシェルコードをカスタマイズすることで，脆弱性
を抱えたプログラムから制御を奪い取ることが可能と
なる．
2.3 攻撃コードで頻繁に用いられるアセンブラ命令
本研究を進めるにあたり，インテル x86 アーキテク
チャ環境下で動作する Linux におけるバッファオー
バーフロー攻撃で用いられるシェルコードを対象とし
て，頻繁に出現するアセンブラ命令について調査した．
その結果，次の 6つの命令が頻繁に出現していた [2]．
int (Call to Interrupt Procedure)
割り込み処理を呼び出すためのアセンブラ命令
lea (Load Eective Address)
実効アドレス (制御装置が命令を実行するときに
実際に使用するアドレス) をロードするためのア
センブラ命令
mov (Move)
データを転送するためのアセンブラ命令
pop (Pop a Value from the Stack)
スタック領域からデータを取り出す (ポップする)
ためのアセンブラ命令
push (Push Word or Doubleword onto the Stack)
スタック領域へデータを挿入する (プッシュする)
ためのアセンブラ命令
xor (Logical Exclusive OR)
排他的論理和をとるためのアセンブラ命令
3 既存手法と従来研究
3.1 シグネチャマッチング方式
この手法は，バッファオーバーフロー攻撃対策にお
ける既存手法として良く知られており，侵入検知シス
テムにおいて用いられていることが多い手法である．
例えば侵入検知システムの一種である Snort の場合で
は，セキュリティホールに対する攻撃パケットの固有
な部分とシェルコードの特徴的な部分に関わるものを
シグネチャとしてデータベースに登録しておき，デー
タベースに登録されているシグネチャの内容とネット
ワーク上を流れるパケットの内容を比較して攻撃検知
を行っている．シグネチャ内で定義されているパター
ンが出現している攻撃を的確に検知できる一方で，未
知の攻撃の検知が不可能であること，シェルコードの
パターンが無数に作成可能であるがゆえにすべての攻
撃の検知が原理的に不可能であること，そして導入環
境に応じた設定の変更に手間がかかることが欠点とし
て存在する．
3.2 シミュレーションによる攻撃コードの検知
従来研究 [3]では，疑似的にプログラム上で CPUと
メモリを構成し，その中でコードを実行させて状態の
監視を行っている．シェルコードに含まれている int
命令をはじめとした攻撃決定命令に着目し，命令を検
知した際に CPUのレジスタの状態を取得することで，
シェルコードかどうかを判断している．
この手法の欠点として，バッファオーバーフロー攻
撃以外で用いられるシェルコードを検知できないこと，
攻撃決定命令が存在しないシェルコードを正しく検知
できないこと，そして CPUシミュレーションのための
システムを実装する手間がかかることが挙げられる．
4 提案手法
4.1 出現頻度ベクトルの導入
アセンブラ命令ペアの出現頻度解析で得られた結果
は，出現頻度ベクトルと呼ばれるベクトルに変換およ
び格納する．なお，3 つの出現頻度ベクトルの次元数
n は，着目対象とするアセンブラ命令の数を x として
n = (x + 1)2 とする．以降では次に定義する 3つのベ
クトルを用いて提案手法を説明する．
 i：攻撃検知に用いるデータにおけるペア出現率を
集約したベクトル
 a：頻度解析に用いる攻撃データにおけるペア出現
率を集約したベクトル
 b：頻度解析に用いる正常データにおけるペア出現
率を集約したベクトル
なお，本研究で着目対象とするアセンブラ命令は，2.3
節で説明した 6つのアセンブラ命令，すなわち，int命
令，lea命令，mov命令，pop命令，push命令，xor命
令である．そのため，以降では x = 6 ，n = (6+1)2 =
72 = 49 として考える．
4.2 アセンブラ命令ペアの出現頻度解析
本研究では，アセンブラ命令列中で基準となるアセ
ンブラ命令 (基準命令) を 1個決め，その前後 K 個の
アセンブラ命令 (近傍命令) との遷移に着目すること
で，アセンブラ命令ペアの出現頻度を解析する．本研
究では K = 2 とおき，N 行のアセンブラ命令列で構
成されるコードを要素数 N の数列 fA(N)g として考
え，以下のアルゴリズムを適用して頻度解析を行う．
1. s が 1 から N である間，以下を繰り返す．
（a）基準命令 A(s) を決める．
（b）t が s K から s+K である間，条件 t 6= s
かつ 1 5 t 5 N を常に保ちつつ，以下を繰り
返す．
 t < s ならば，A(t) から A(s) への遷移
の数を 1増やす．
 t > s ならば，A(s) から A(t) への遷移
の数を 1増やす．
2. アセンブラ命令ペアごとの出現頻度の合計を基準
として，ペアごとの出現率を算出する．
4.3 出現頻度ベクトルの内積とコサイン尺度の算出
ここでは，アセンブラ命令ペア出現頻度解析の結果
が代入された 3 つの出現頻度ベクトルに対して，内積
i a，i  b およびコサイン尺度 cos(i;a)，cos(i; b) を算
出する．ただし，i  a は i と a の内積，i  b は i と b
の内積，cos(i;a) は i と a についてのコサイン尺度，
cos(i; b) は i と b についてのコサイン尺度とする．コ
サイン尺度は 2 つのベクトルのなす角を評価する指標
であり，次節で説明する攻撃検知の際に用いる．これ
らの内積およびコサイン尺度は以下の式で算出できる．
i  a =
nX
j=1
ijaj
= i1a1 + i2a2 +   + inan (1)
i  b =
nX
j=1
ijbj
= i1b1 + i2b2 +   + inbn (2)
cos(i;a) =
i  a
kikkak
=
i1a1 +   + inanp
i21 +   + i2n
p
a21 +   + a2n
(3)
cos(i; b) =
i  b
kikkbk
=
i1b1 +   + inbnp
i21 +   + i2n
p
b21 +   + b2n
(4)
4.4 類似度に基づいた攻撃検知
本研究では，内積をベースとした類似度をもとに攻
撃検知を行っている．しかしながら，ベクトルには長
さの概念が存在するため，内積そのものを用いて比較
しようとすると誤検知の原因となりうる．そのため，n
次元の空間上に a，b，i が存在しているものとみなし，
i と a のなす角および i と b のなす角，すなわちコサ
イン尺度 cos(i;a) および cos(i; b) の大小を比較して
攻撃検知を行うものとする．攻撃検知のイメージは図
1に示すとおりである．
図 1 攻撃検知のイメージ図
一般に， 0 5θ 5 π において θ が大きくなるほど
cos θ の値は小さくなる．角度の大きさを基準として
i が a と b のどちらに近いかという観点で攻撃検知を
行うため，攻撃検知の判断基準は以下のとおりである．
cos(i;a) > cos(i; b) ：攻撃データ
cos(i;a) 5 cos(i; b) ：正常データ
5 実装結果
5.1 攻撃データのアセンブラ命令ペア出現頻度解析
攻撃データに対してアセンブラ命令ペアの出現頻度
解析を行った結果について説明する．ここで示した結
果は出現頻度ベクトル a の要素として使用する．攻
撃データのアセンブラ命令ペア出現頻度解析に使用し
たデータは，シェルコードデータベースの shell-storm
に存在するシェルコードデータをコンパイルしたもの
200 個である．実際に頻度解析を行った結果，アセン
ブラ命令ペア出現率の上位 10 ペアは以下のとおりで
ある．
1. 着目対象外命令→着目対象外命令：33.68%
2. mov命令→着目対象外命令：10.23%
3. 着目対象外命令→ mov命令：7.73%
4. push命令→着目対象外命令：5.70%
5. push命令→ push命令：5.46%
6. 着目対象外命令→ push命令：5.19%
7. mov命令→ mov命令：5.18%
8. 着目対象外命令→ pop命令：4.95%
9. pop命令→着目対象外命令：4.76%
10. 着目対象外命令→ lea命令：2.41%
5.2 正常データのアセンブラ命令ペア出現頻度解析
次に，正常データに対してアセンブラ命令ペアの出
現頻度解析を行った結果について説明する．ここで示
した結果は出現頻度ベクトル b の要素として使用する．
正常データのアセンブラ命令ペア出現頻度解析に使用
したデータについて，一般的な C言語サンプルプログ
ラムを最適化を考えずに単純にコンパイルしたもの，
シェルコードが使用しうるネットワーク機能を持った
C 言語サンプルプログラムをコンパイルしたもの，そ
して最適化が行われている Linuxのコマンドを使用し
た．最適化の組み合わせはおびただしいものになるが，
ごく一般的なものとの差別化が目的であるため，良く
見られるものや自作されたものを対象とした．実際に
頻度解析で使用したデータは以下に記述した計 200 個
である．
 自作の C言語プログラム：30個
 柴田望洋氏による C言語プログラム：30個
 ネットワーク通信を含む C言語プログラム：40個
 Linux環境下におけるシェルコマンド：50個
 Linux環境下における通常コマンド：50個
実際に頻度解析を行った結果，アセンブラ命令ペア
出現率の上位 10ペアは以下のとおりである．
1. mov命令→ mov命令：23.21%
2. 着目対象外命令→着目対象外命令：22.06%
3. mov命令→着目対象外命令：17.59%
4. 着目対象外命令→ mov命令：16.46%
5. lea命令→ mov命令：2.83%
6. push命令→着目対象外命令：2.44%
7. 着目対象外命令→ push命令：2.36%
8. mov命令→ lea命令：2.14%
9. 着目対象外命令→ lea命令：2.10%
10. lea命令→着目対象外命令：1.27%
5.3 新たなデータを用いた検知実験
次に，新たな攻撃データおよび正常データに対して
検知実験を行った結果について説明する．検知実験で
使用したデータについて，攻撃データはシェルコード
データベースの Exploit Database に存在するシェル
コードデータをコンパイルしたもの 20 個とし，正常
データは Linux環境下におけるシェル以外の通常コマ
ンド 20個とした．なお，正常データについてはアセン
ブラ命令ペアの出現頻度解析で使用した正常データと
異なるデータを使用している．
また，本研究では侵入検知システム Snort を用いた
攻撃検知の比較実験も行った．Snort を用いた 1 回目
の検知実験は Snort の動作に必要な最低限度の設定変
更を行ったうえで実行し，2回目の検知実験は 1回目の
検知実験で誤検知の原因になったと考えられるシグネ
チャをすべて無効化したうえで実行した．
提案手法による検知実験結果および Snort を用いた
検知実験結果は表 1に示すとおりである．
表 1 新たなデータを用いた検知実験の結果
正しく検知されたデータ数
攻撃データ 正常データ
提案手法 20 / 20 18 / 20
Snort (1回目) 20 / 20 0 / 20
Snort (2回目) 0 / 20 20 / 20
5.4 交差検証
アセンブラ命令ペアの出現頻度解析で使用したデー
タの妥当性を検証することを目的として，本研究では
交差検証を行った．交差検証で使用したデータは，攻
撃データおよび正常データともにアセンブラ命令ペア
の出現頻度解析で使用したデータと同一であり，交差
検証では 400個のデータを 5つのグループ A，B，C，
D，Eに分割している．分割の方針として，1グループ
が攻撃データ 40 個と正常データ 40 個の計 80 個で構
成されるようにし，攻撃データは 200 個のデータを重
複なくランダムに 40個ずつ分割し，正常データは以下
に従って重複なくランダムに 40個ずつ分割した．
 自作の C言語プログラム：6個
 柴田望洋氏による C言語プログラム：6個
 ネットワーク通信を含む C言語プログラム：8個
 Linux環境下におけるシェルコマンド：10個
 Linux環境下における通常コマンド：10個
交差検証の結果は表 2のとおりである．
表 2 交差検証の実験結果
使用データグループ 正解データ数
特徴抽出 攻撃検知 攻撃データ 正常データ
A以外 A 40 / 40 28 / 40
B以外 B 40 / 40 31 / 40
C以外 C 40 / 40 28 / 40
D以外 D 40 / 40 33 / 40
E以外 E 40 / 40 35 / 40
6 比較と考察
6.1 シグネチャマッチング方式との比較
既存のシグネチャマッチング方式では，シグネチャ
内で定義された規則に当てはまる 16進数コード列が存
在していれば警告を発する (攻撃として判断する) が，
そうでない場合は警告を発しない．言い換えれば，シ
グネチャの内容と合致する 16 進数コード列中に余計
な 16進数コードが 1個でも含まれていれば，定義され
た規則に当てはまらないことを意味する．これにより，
攻撃データであるべきものが攻撃データとして認識さ
れない可能性がある．
一方，本研究で提案した手法では，アセンブラ命令ペ
アの出現頻度を解析し，その結果を出現頻度ベクトル
としてまとめ，出現頻度ベクトルの類似度を比較する
ことで攻撃検知を行っている．既存のシグネチャマッ
チング方式とは違い，シグネチャの内容と合致する 16
進数コード列中に余計な 16進数コードが含まれていて
も，多少であれば誤検知が発生する可能性は低いと考
えられる．
6.2 新たな正常データにおける誤検知
誤検知が発生した新たな正常データ 2 個に対して 2
乗誤差の和を算出したところ，表 3の結果が得られた．
表 3 誤検知発生データにおける 2乗誤差の和
2乗誤差の和
対攻撃データ 対正常データ
誤検知データ 1 0.021520 0.028534
誤検知データ 2 0.030165 0.072223
この表より，いずれのデータも攻撃データの特徴に
類似していることが読み取れるが，1つ目のデータでは
mov命令同士の遷移における 2乗誤差が対攻撃データ
および対正常データにおいて最大であり，2つ目のデー
タでは着目対象外命令同士の遷移における 2 乗誤差が
対攻撃データおよび対正常データにおいて最大であっ
た．前者について，検知実験で使用した正常データに
おいて変数などへの値の代入が頻繁に行われているこ
とを考慮すると，mov命令が関係するアセンブラ命令
ペアについて重み付けをはじめとした調整が必要であ
ると考えられる．また後者について，本研究で着目対
象としたアセンブラ命令によるものであると推測され
るため，着目対象とするアセンブラ命令の変更により 2
乗誤差を低減できると考えられる．
6.3 着目対象アセンブラ命令による特徴の変化
本研究で着目対象としたアセンブラ命令は，int 命
令，lea命令，mov命令，pop命令，push命令，xor命
令の 6つである．これはインテル x86アーキテクチャ
環境下におけるアセンブラ命令の一部に過ぎないが，
nop 命令をはじめとした他のアセンブラ命令について
も，攻撃データと正常データで出現率が異なる可能性
がある．アセンブラ命令ペアの出現頻度解析において，
着目対象外命令同士の遷移が全体の 2～3割程度という
結果になったため，着目対象とするアセンブラ命令を
追加もしくは見直すことで特徴を適切に抽出できると
考えられる．
7 結論
本研究では，シグネチャマッチング方式の欠点を補
うことを目的として，特定のアセンブラ命令に着目し
てそれらの出現順序をペアとして考え，近傍の概念を
取り入れてアセンブラ命令ペアの出現頻度を解析し，
コサイン尺度を用いてバッファオーバーフロー攻撃を
検知する手法について提案した．新たな入力データを
用いた検知実験では，使用したデータのうち 2 個の正
常データ以外で正しい検知結果が得られた．正常デー
タで発生した誤検知について 2 乗誤差を用いて考えた
結果，いずれの正常データも攻撃データの特徴に類似
しており，特徴抽出の方法について改善の余地が認め
られる．
今後の課題として，アセンブラ命令ペアの出現頻度
解析において基準命令前後の着目命令数や着目対象と
するアセンブラ命令やペアごとの重み付けを変化させ
た場合，インテル x86 以外のアーキテクチャ環境下で
同様の実装を行った場合，そして Linux以外の OS上
で同様の実装を行った場合のそれぞれにおいて，バッ
ファオーバーフロー攻撃の特徴および検知結果の変化
について調査および考察することが挙げられる．
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