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Abstract. Data management has become the most important factor in databases optimizing. Due to the 
rapid development of information technology today is very easy to collect and store huge information 
for a low cost. Database optimization techniques have been derived to address this issue that may 
otherwise limit the performance of a database to an extent of vulnerability. In this paper we discuss the 
aspects of optimization performance related to data access in a database which contain soy and corn 
based products in order to ensure a quick search in this database. 
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INTRODUCTION 
 
Because the soy and corn based products are very vast the database size can be very 
large. However, exploiting the information contained in this information in an intelligent way 
turns out to be very difficult and it becomes harder to work with these data, it will be almost 
impossible to access this large amount of data if we don’t do all our database operations in 
optimized way. When a database based application performs slowly, there is a 90% 
probability that, the data access routines of that application are not optimized, or, not written 
in the best possible way.  
In this study are presented two optimization methods. One of this is used to create 
the database and one to optimize the search in the database. 
 
MATERIALS AND METHODS  
 
The methods used in this study are as following. The normal forms for optimizing 
this database and the indexing to optimize the search in this database. 
The first method was developed by Codd, 1970 when he introduced the relational 
model of data for large shared data banks, and when he mention for the first time about the 
normal forms or rules in relational database. The normalization rules are designed to prevent 
anomalies update and data inconsistencies. There is no obligation to fully normalize all 
records when actual performance requirements are taken into account (Codd, 1970). 
In fact the normalization is a process in which an initial DB design is transformed, or 
decomposed, into a different, but equivalent database to the original one. The normalization 
procedure means that some attributes are extracted from one table to form a new one. After 
this process tables are split up vertically.  
The First Normal Form (1NF) is used to develop the structure of an isolated table. 
The Second (2NF), Third (3NF), and Boyce-Codd (BCNF) Normal Forms are used 
on one-to-one and one-to-many relationships. 
The Fourth (4NF) and Fifth (5NF) Normal Forms deal with many-to-many 
relationships (Janert, 2003). 
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As known, E. F. Codd developed the first three normal forms and R. Fagin extends 
this normal form and develops the fourth and fifth normal forms. Using the descriptions 
presented by Codd (Codd, 1971; Codd, 1972) and Fagin (Fagin, 1979) about the normal 
forms, these forms can be defined as following.  
A table is in First Normal Form (1NF), if all entries in it are scalar-valued.  
A table is in Second Normal Form (2NF) if it is 1NF and all non-key attributes are 
functionally dependent on the entire primary key.  
A relation is in Third Normal Form (3NF) if it is 2NF and none of its attributes is a 
fact about another non-key field.  
Fourth and Fifth Normal Forms are applied to situations involving many-to-many 
relationships. In relational databases, many-to-many relationships are expressed through 
cross-reference tables. 
A table is in Fourth Normal Form (4NF) if it is 3NF and it does not represent two or 
more independent many-to-many relationships. 
A table is in Fifth Normal Form (5NF) if it is 4NF and its information content cannot 
be reconstructed from several tables containing fewer attributes (Fagin, 1977; Fagin, 1979). 
 
RESULTS AND DISCUSSIONS 
 
The database was created with following SQL command. CREATE DATABASE the 
name of database. The table included in the database was created using the CREATE TABLE 
name command. The name of database used for this study is PRODOMGBANK. The tables 
are the following: users, legislation, mining, equipment, reagents, solutions, method, product, 
ingredients, bar code, producers, store result, stocks. 
Using the normal forms definition developed by Codd, the tables are developed as so 
as the database is in third normal forms.  
The isolated table like users, legislation and stocks doesn't contain variable repeating 
fields. The information relating to the products are stored in five tables to minimizing the 
redundancy and inconsistency. From all the tables the fields that not depend on the key were 
eliminated. All the tables are one primary key who identifying the records in each table. 
We could say that the database is in 3NF because in this database all occurrences of a 
record type contain the same number of fields, it not contain variable repeating fields and 
groups, the normalized design enhances the integrity of the data, by minimizing redundancy 
and inconsistency and it was eliminate fields that do not depend on the key from the original 
table and add them to the table whose primary key is their determinant. 
For the reason that the tables from our database can communicate with each other we 
can make links between them. This links are called relations. And the relationship between 
two tables is generally necessary to build queries that operate on these tables (Fig. 1). 
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Fig. 1. Relationship between tables 
 
Due to the fact that in this database we couldn’t have many to many relations the 
4NF and 5NF are not necessary. 
After creating this database we had to optimize the search in it, this is necessary 
because the database is used by consumers who want to know some information about this 
product. 
To optimize the search in this database we need to create primary key in every table 
of this database. When we create a primary key in a table, a clustered index tree is created and 
all data pages containing the table rows are physically sorted in the file system according to 
their primary key values. Each data page contains rows which are also sorted within the data 
page according to their primary key values. Each time we ask any row from the table, the 
database server finds the corresponding data page first using the clustered index tree and then 
finds the desired row within the data page that contains the primary key value (Fig. 2). 
 
Fig.2. Index tree structure 
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The index tree is also called Balanced tree because the intermediate nodes contain 
range of values and direct the SQL engine where to go while searching for a specific index 
value in the tree starting from the root node. The leaf nodes are the nodes which contain the 
actual index values. In conclusion the leaf nodes are the physical data pages.  
When we like to optimize the search in our database the most important part is that 
we have to make sure we follow the best practices while writing SQLs. Some best practices 
are described by Rahman (Rahman et al., 2010) are the following: 
•We should not use “SELECT *” in SQL Query because then unnecessary columns 
may get fetched that adds expense to the data retrieval time and the query performs slowly. 
•We should not use COUNT() command in a subquery to do an existence check 
because when we use COUNT(), SQL Server does not know that we are doing an existence 
check and it counts all matching values, either by doing a table scan. But if we use EXISTS 
command, SQL Server knows you are doing an existence check and this reduce the search 
time. 
•We should try to avoid joining between two types of columns because when joining 
between two columns of different data types, one of the columns must be converted to the 
type of the other. The column whose type is lower is the one that is converted. If we are 
joining tables with incompatible types, one of them can use an index, but the query optimizer 
cannot choose an index on the column that it converts. 
•We should try to avoid the use of Temporary Tables unless really required. Rather, 
try to use Table variables. Almost Table variables reside in memory; hence, it is a lot faster.  
•We should try to avoid deadlock. We should always access tables in the same order 
in all our stored procedures and triggers consistently and keep our transactions as short as 
possible. Also should touch as few data as possible during a transaction and should never, 
ever wait for user input in the middle of a transaction. 
•We should use Full Text Search for searching textual data instead of LIKE search as 
Full text search always outperforms the LIKE search. Full text search will enable us to 
implement complex criteria search that can’t be implemented using the LIKE search such as 
searching on a single word or phrase, searching on a word or phrase close to another word or 
phrase, or searching on synonymous forms of a specific word. 
•We should try to use “UNION” instead of “OR” in the query. If distinguished result 
is not required we better use “UNION ALL” because “UNION ALL” is faster than “UNION” 
as it does not have to sort the result set to find out the distinguished values.  
In conclusion when we make a search page for customers who can find information 
about a product what is stored in our database must be remembered that the consumer does 
not know the exact names used by us and the search may take longer. To avoid this 
inconvenience the search page should be designed so that consumers can choose from a list of 
existing products or be able to use a barcode reader. 
 
CONCLUSION 
 
In an attempt to optimize our database performance, first we have to believe that, 
optimization is possible; we need to give our best and to apply the knowledge’s and best 
practices to optimize the database. In conclusion we can say that the optimized developed 
database can be created following some rules but the optimizing the search procedure is more 
difficult because of the external factors and these factors can be eliminated quite difficult. 
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