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Ljubljana, 2021
Copyright. Rezultati diplomske naloge so intelektualna lastnina avtorja in
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5 Programska rešitev All Hours 19
5.1 Uvod . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
5.2 Glavne funkcionalnosti programske rešitve All Hours . . . . . 20
6 Obstoječi postopek testiranja 23
6.1 Uvod . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
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Povzetek
Naslov: Optimizacija postopka testiranja za programsko rešitev All Hours
Avtor: Luka Šauer
Testiranje je ena izmed ključnih aktivnosti razvoja programske opreme. Znižuje
število napak, ki bi jih lahko izkusili končni uporabniki in izbolǰsuje upo-
rabnǐsko izkušnjo. Vsem vpletenim v razvoj programske opreme daje zago-
tovilo, da ta dosega določene standarde. V podjetju Špica International d.
o. o. se je pri razvoju programske opreme All Hours, pojavila želja po op-
timizaciji postopka testiranja. V diplomskem delu smo predstavili obstoječi
postopek testiranja, ga analizirali in njegove aktivnosti primerjali z matriko
agilnega testiranja. Primerjava je pokazala pomanjkljivosti, ki smo jih z vpe-
ljavo testnega okolja avtomatskega testiranja preko aplikacijskega vmesnika
in sprejemnega testiranja izbolǰsali. Opisali smo vse aktivnosti, ki so bile
potrebne za vpeljavo optimiziranega postopka testiranja.
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Testing is one of the key activities of software development. It plays an im-
portant role, because it lowers the amount of defects, and improves user ex-
perience for end users. It also gives assurance to everybody that participates
in software development, that the software meets required quality standards.
In the software development company Špica International d. o. o. there is
a need to optimize testing process for the software product All Hours. In
this work, we presented and analyzed old testing process. We placed exist-
ing activities in agile testing quadrants. We discovered some shortcomings,
which we fixed with the new testing environment, automated API testing
and acceptance testing. We also described the entire process.




Vsi ljudje delamo napake, tako majhne in nepomembne kot velike, ki nas
lahko veliko stanejo. Pomembno je, da vsako stvar, ki jo naredimo, tudi
preverimo. To lahko naredimo sami, vendar se lahko pripeti, da napake,
ki smo jih ustvarili, spregledamo, ker izvajamo pregled s svojega zornega
kota. Zato je ključno, da naše delo pregleda še nekdo, ki ni obremenjen z
našim razmǐsljanjem. Proces, s katerim odkrivamo napake in preverjamo
delovanje, imenujemo testiranje [5]. Testiranje se uporablja v raznovrstnih
panogah, v okviru proizvodnje izdelkov, v šolah za preverjanje znanja, pri
razvoju programske opreme itd.
Testiranje programske opreme je proces oziroma zaporedje procesov, ki
skrbijo, da programska oprema počne tisto, za kar je bila ustvarjena. Pro-
gramska oprema bi morala biti predvidljiva, brez nepričakovanih napak [41].
Kljub vsem naporom razvijalcev se v programski opremi lahko še vedno po-
javijo napake. Napake lahko pripeljejo do prekinitve delovanja programske
opreme in tako povzročijo negativne ekonomske in druge posledice. V nada-
ljevanju je predstavljenih nekaj primerov napak v programski opremi, ki so
povzročile večjo finančno škodo.
• Leta 2014 se je na Japonskem zgodil vdor v takrat največjo kriptova-
lutno borzo Mt.Gox [33]. Po zlonamernem napadu je posredovalnica
priznala, da je bilo ukradenih okoli 850 000 bitcoinov, ki so bili leta 2014
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vredni okoli pol milijarde amerǐskih dolarjev. Eden izmed razlogov za
uspešno krajo je bila napaka v varnostnem sistemu.
• Na letalǐsču Heathrow je leta 2008 pri odprtju novega terminala odpo-
vedal sistem za razvrščanje prtljage [10]. Kljub začetnim testiranjem
sistem ni bil pripravljen na delovanje. V obdobju desetih dni od odpr-
tja so prijavili več kot 42 000 kosov izgubljene prtljage, 500 letov pa je
bilo odpovedanih.
• Leta 1998 je NASA na Mars poslala vremenski satelit [21]. Satelit
svojega cilja ni dosegel, ker se je zaradi napake pri pretvorbi merskih
enot usmeril v Sončevo orbito. Natančneje, skrenitev z začrtane poti
je povzročila manjkajoča pretvorba iz imperialnih v metrične enote.
Napaka je NASO stala 125 milijonov amerǐskih dolarjev.
• Leta 2003 so v Veliki Britaniji [53] digitalizirali sistem za otroške do-
klade (angl. Child Support Agency – CSA). Sistem je zaradi ne-
zmožnosti komuniciranja z ostalimi vladnimi sistemi prenehal delovati
[22]. Napaka je prizadela 150 000 prosilcev.
Omenjene napake bi verjetno lahko odkrili s pravilnim postopkom testiranja
programske opreme, saj le-ta omogoča odkriti večje število napak [41] in
posledično zvǐsuje kakovost programske opreme [11].
Dodatni pokazatelj, kako pomemben je postopek testiranja, so gotovo tudi
sredstva, ki jih podjetja namenjajo testiranju [7]. Leta 2013 je 1700 podjetij
od svojega proračuna, namenjenega za IT, 23 % namenilo za zagotavljanje
kakovosti in testiranje programske opreme. V naslednjem letu so namenili
3 % sredstev več. Rekordno je bilo leto 2015, ko je delež, namenjen za
zagotavljanje kakovosti, predstavljal kar 35 % proračuna za IT. V letu 2018
se je delež zmanǰsal na 26 % proračuna za IT. Velik porast sredstev v letu
2015 lahko pripǐsemo spremembam, povezanim z vpeljavo noveǰsih agilnih
metodologij razvoja programske opreme [7], nepoznavanju orodij in prijemov
za testiranje programske opreme. Delež sredstev, namenjen IT, se je znižal,
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ker so bili na voljo novi postopki in orodja za obvladovanje testiranja [7], kot
so Ranorex [11], Katalon Studio [36] itd.
Tudi v podjetju Špica International cenimo visoko učinkovitost testiranja,
zato smo se odločili optimizirati postopek testiranja za programsko rešitev
All Hours.
V diplomski nalogi bomo najprej predstavili uporabljene tehnologije, me-
todologijo razvoja programske opreme SCRUM in testiranje pri agilnih me-
todologijah. Sledil bo opis programske rešitve All Hours in predstavitev ob-
stoječega postopka testiranja. V zadnjem delu bomo predstavili optimiziran
postopek testiranja in njegov proces vpeljave.
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Poglavje 2
Motivacija in cilji diplomske
naloge
Živimo v času, ko imajo uporabniki programske opreme visoka pričakovanja.
Kot razvijalci programske opreme želimo razvojne postopke izbolǰsevati, saj
lahko tako izpolnimo vsa uporabnikova pričakovanja. Tudi pri testiranju
programske rešitve All Hours smo se odločili izbolǰsati postopek testiranja.
Sploh na področju testnih aktivnosti, ki jih je mogoče avtomatizirati.
Cilj diplomske naloge je, da se optimizira postopek testiranja, ki vključuje
več avtomatiziranih aktivnosti, ki preverjajo delovanje programske rešitve
All Hours. Natančneje, ustvarili bomo novo testno okolje, v katerem bomo
aktivnost – regresijsko testiranje – razširili z avtomatskim testiranjem preko
aplikacijskega vmesnika. Na obstoječe produkcijsko okolje bomo dodali novo







V okviru aktivnosti optimiziranega postopka testiranja uporabljamo orodja,
ki jih bomo predstavili v tem poglavju.
3.2 Jenkins
Jenkins [30] je odprtokodna strežnǐska rešitev za avtomatizacijo razvojnega
procesa. Namenjena je vzpostaviti sprotne dostave programske opreme (angl.
Countinuous deployment – CD) [8] in njeno testiranje. Osnovan je na po-
razdeljeni arhitekturi. Na voljo ima veliko vtičnikov (angl. Plugins) [2].
Omogoča tudi povezovanje z drugimi razvojnimi orodji, kot so Microsoft
Azure [38], GitLab [26], Slack [50]. V diplomski nalogi uporabljamo Jenkins




Katalon Studio [36] je razvojno okolje za izdelavo avtomatskih testov pod-
jetja Katalon. Ponuja več programskih paketov za avtomatsko testiranje.
Omogoča ustvarjanje testov za mobilne aplikacije na operacijskih sistemih
Android in iOS. Podprto je tudi testiranje spletnih in namiznih aplikacij.
Njegove glavne funkcionalnosti so ustvarjanje testnih zbirk in testnih pri-
merov, snemalnik testov, zajemalnik spletnih elementov. Na voljo je široka
zbirka vtičnikov za testiranje dokumentov PDF, datotek XLS in primerjavo
slikovnih datotek. Vgrajen je tudi sistem za ustvarjanje poročil o izvedenih
testnih zbirkah. Slika 3.1 prikazuje zaslonsko masko okolja Katalon Studio,
ki ga uporabljamo za razvoj avtomatskega testiranja preko uporabnǐskega
vmesnika.
Slika 3.1: Razvojno okolje Katalon Studio.
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3.4 Postman
Orodje Postman [27] je namenjeno testiranju preko aplikacijskega vmesnika
(Application Programming Interface – API). Omogoča definiranje tako pre-
prostih kot bolj zapletenih poizvedb ter preverjanje njihovega odgovora. Po-
izvedbe lahko združuje v zbirke, ki se uporabljajo za celovito testiranje
končnih točk aplikacije. Podpira avtomatsko izvajanje testnih zbirk v različnih
okoljih, z različnimi vhodnimi podatki, ki jih spreminjamo s pomočjo okolj-
skih spremenljivk. Orodje Postman (glej sliko 3.2) smo v optimiziranem
postopku testiranja programske rešitve All Hours uporabili za avtomatsko
testiranje preko aplikacijskega vmesnika.
Slika 3.2: Razvojno okolje orodja Postman.
3.5 GitLab
GitLab [26] je odprtokodno spletno orodje za obvladovanje verzij izvorne
kode podjetja GitLab. Omogoča urejanje in pregledovanje različic program-
ske kode in njenih priloženih datotek. Objavljamo lahko opisne strani (angl.
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README) [20] znotraj projekta, prijavljamo in spremljamo napake ter vo-
dimo evidenco opravljenih del. Orodje GitLab se lahko uporablja kot samo-
stojno orodje, saj podpira vse vidike razvojnega cikla programske opreme.
Omogoča tudi integracijo z ostalimi orodji, kot so Microsoft Azure, Jenkins
in Slack. Pri testiranju programske rešitve All Hours uporabljamo orodje Gi-
tLab z grafičnim vmesnikom GitKraken [35] (glej sliko 3.3) za obvladovanje
različic testnih zbirk.
Slika 3.3: Grafični vmesnik GitKraken.
3.6 TestProject
TestProject [52] je brezplačna platforma v oblaku [46] za avtomatsko te-
stiranje spletnih in mobilnih aplikacij. Razvita je bila za ekipe, ki za razvoj
programske opreme uporabljajo agilne metodologije [25]. Nudi testiranje mo-
bilnih, spletnih in namiznih aplikacij. Podprti so vsi priljubljeni spletni br-
skalniki. Uporablja porazdeljeno arhitekturo, kjer se testi izvajajo s pomočjo
testnih agentov. Testni agenti so programska oprema, s pomočjo katere se
izvajajo testne zbirke [18]. TestProject članom testne ekipe omogoča sočasen
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vpogled in urejanje testnih zbirk. Prav tako so na voljo poročila o izvedenih
testih, ki jih je mogoče povezati z različnimi komunikacijskimi kanali (Slack,
e-pošta, Discord). Omogoča namestitev dodatkov, kot sta pregled dokumen-
tov in slik, potrjevanje z dvojno avtorizacijo. Platformo TestProject (glej
sliko 3.4) smo uporabili za izdelavo in izvajanje sprejemnega testiranja.






Za razvoj programske rešitve All Hours se uporablja agilna metodologija
SCRUM [37]. Zato bomo v nadaljevanju predstavili razvoj programske opreme
po metodologiji SCRUM in testiranje programske opreme po tem pristopu.
4.1 SCRUM
Agilna metodologija SCRUM je mešanica inkrementalnega in iterativnega
razvoja, ki se osredotoča na delujočo programsko opremo pred obsežno do-
kumentacijo [23]. Zahteve naročnika so opisane z uporabnǐskimi zgodbami.
Uporabnǐske zgodbe so kratke in enostavne izjave, ki so oblikovane po naročnikovih
zahtevah in v jeziku naročnika [12]. Razvojni cikli so kraǰsi, imenujejo se ite-
racije (angl. Sprint). Časovna dolžina vsake iteracije je med 7 in 30 dni. Eno
ali več iteracij združimo v izdajo (angl. Release). Cilj iteracije je implemen-




• Lastnik izdelka (angl. Product Owner)
je oseba [44], odgovorna za to, da se delo razvojne ekipe pretvori v
čim bolǰsi izdelek. Predstavlja naročnika in interese lastnika izdelka.
Skrbi za seznam zahtev (angl. Product Backlog). Seznam zahtev je
seznam vseh zahtev naročnika v obliki uporabnǐskih zgodb. Seznam
zahtev ni končen, zahteve se lahko dodajajo ali odvzemajo glede na
potek projekta in spremenjene razmere ter posledično drugačne zahteve
naročnika.
• Razvojna ekipa (angl. Development Team)
skrbi za implementacijo novih funkcionalnosti za posamezno iteracijo.
Razvojna ekipa je odgovorna za organizacijo dela, delitev uporabnǐskih
zgodb na naloge in razdelitev dela znotraj ekipe. Razvojna ekipa tudi
sama odloči, na kakšen način bodo nove funkcionalnosti implementi-
rane. Člani ekipe so skupinsko odgovorni za uspeh projekta.
• Skrbnik metodologije SCRUM (angl. SCRUM Master)
skrbi za pravilno uporabo metodologije SCRUM. Preverja, ali razvojni
proces sledi metodologiji ter vse deležnike informira o pravilni rabi.
Dolgoročni razvoj programskega izdelka se spremlja s pomočjo seznama vseh
zahtev (angl. Product Backlog). Seznam vseh zahtev je urejen seznam vseh
uporabnǐskih zgodb, ki predstavljajo funkcionalnosti, ki jih želimo dodati
programski rešitvi. Seznam vseh zahtev ni končen, saj se uporabnǐske zgodbe
lahko dodajajo in odvzemajo.
Potek iteracije (glej sliko 4.1) se spremlja s pomočjo dnevnih sestankov
(angl. Daily Scrum). Po koncu vsake iteracije sledi pregled iteracije (angl.
Sprint Review Meeting) in retrospektiva iteracije (angl. Sprint Retrospective
Meeting).
Načrtovanje iteracije (angl. Sprint Planning Meeting) [48] je sestanek
pred začetkom vsake iteracije. Zberejo se vsi člani razvojne ekipe in lastnik
izdelka. Sestanek je sestavljen iz dveh delov. V prvem delu se iz seznama
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Slika 4.1: Grafični prikaz iteracije (angl. Sprint) po metodologiji SCRUM.
zahtev izbere uporabnǐske zgodbe z vǐsjo prioriteto, hkrati pa seštevek točk
izbranih zgodb ne preseže hitrosti iteracije (angl. Velocity). Hitrost iteracije
nam pove, koliko uporabnǐskih zgodb je razvojna ekipa zmožna končati v eni
iteraciji [49]. Izbrane uporabnǐske zgodbe se razvijajo v prihajajoči iteraciji.
V drugem delu se uporabnǐske zgodbe razdeli na (bolj tehnično obarvane)
naloge. Obsežne naloge je potrebno dodatno razčleniti na manǰse naloge.
Dnevni sestanki (angl. Daily Scrum) razvojne ekipe so namenjeni spre-
mljanju poteka implementacije in informiranju razvojne ekipe. Trajajo 15
minut, na njem vsak član razvojne ekipe odgovori na tri vprašanja:
1. Kaj je naredil od preǰsnjega dnevnega sestanka?
2. Kaj bo počel do naslednjega dnevnega sestanka?
3. Ali je pri svojem delu naletel na težave?
Pregled iteracije (angl. Sprint Review Meeting) je sestanek, ki se
izvede po koncu iteracije. Razvojna ekipa predstavi svoje delo naročniku in
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uporabnikom. Naročnik in uporabniki podajo svoje mnenje in uporabnǐske
zgodbe bodisi zavrnejo bodisi sprejmejo. Zavrnjene uporabnǐske zgodbe se
vrnejo v seznam zahtev.
Retrospektiva iteracije (angl. Sprint Retrospective Meeting) sledi
pregledu iteracije. Organizira ga skrbnik metodologije SCRUM. Namen re-
trospektive iteracije je izbolǰsanje razvojnega procesa za naslednjo iteracijo.
4.2 Testiranje programske opreme pri
metodologiji SCRUM
Cilj razvojne ekipe, ki uporablja metodologijo SCRUM, je ustvariti čimbolǰsi
izdelek [23]. Cilj članov testne ekipe podpira cilj razvojne ekipe – poizkuša
zagotoviti, da razvojna ekipa dosega standarde kakovosti, ki jih naročnik
zahteva [13]. Pri metodologiji SCRUM za kakovost programske opreme ne
skrbi samo testna ekipa, ampak vsi, ki so udeležni v njenem razvoju [13].
4.2.1 Matrika agilnega testiranja
Za lažji pregled testiranja programske opreme nam je lahko v pomoč matrika
agilnega testiranja (angl. Agile Testing Quadrants) [13]. Matrika agilnega
testiranja (glej sliko 4.2) nam pomaga ohranjati pregled nad vsemi vidiki
kvalitete programske opreme. Sestavljena je iz štirih kvadrantov, ki jih bomo
v nadaljevanju predstavili.
Prvi kvadrant
Testiranje posamezne naloge, ki je del uporabnǐske zgodbe, se začne pri njeni
implementaciji. Razvijalci pri implementaciji posamezne naloge uporabljajo
testno voden razvoj (angl. Test Driven Development – TDD ) [9]. Testno vo-
den razvoj temelji na konceptu, kjer na podlagi uporabnǐskih zahtev izdelamo
testne primere pred razvojem programske opreme. Razvijalec implementira
teste (navadno enotske angl. Unit Test) [42], nato napǐse programsko kodo,
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Slika 4.2: Matrika agilnega testiranja [13] (Q1=kvadrant 1, Q2=kvadrant 2
itd.).
ki bo teste uspešno prestala. Teste in programsko kodo posodablja, dokler
niso dosežene vse zahteve naloge. Cilj testno vodenega razvoja je vpeljava
testiranja v zgodnje faze razvoja, povečanje učinkovitosti dela v manǰsih
iteracijah, povečevanje kvalitete programske kode in izogibanje podvajanj v
kodi [9]. Primer: Preverjanje vrednosti atributov razreda Uporabnik.
Drugi kvadrant
Testiranje prvega kvadranta je namenjeno podpori razvojni ekipi, kar po-
meni, da razvojna ekipa s testiranjem preverja, če so funkcionalne zahteve
dosežene. Testiranje drugega kvadranta podpira razvojno ekipo, vendar na
vǐsjem nivoju. Poudarek je na poslovni logiki posamezne uporabnǐske zgodbe.
Testiranje na tem nivoju mora biti hitro in čimbolj avtomatizirano. V kolikor
je mogoče, naj se testi izvajajo neposredno nad poslovno logiko [13]. V to
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skupino spada: funkcionalno testiranje, testiranje končnih točk (angl. Appli-
cation Programming Interface Endpoints Testing) [28] in testiranje preko
uporabnǐskega vmesnika (angl. Graphical User Interface Testing – GUI Te-
sting) [47]. Primer: Z avtomatskim testiranjem preko uporabnǐskega vme-
snika preverimo, ali lahko dodamo novega uporabnika.
Tretji kvadrant
Testiranje v prvem in drugem kvadrantu podpira razvojno ekipo. S testi-
ranjem v tretjem in četrtem kvadrantu želimo oceniti programsko rešitev.
V tretjem kvadrantu je v ospredju ročno testiranje, natančneje raziskovalno
testiranje (angl. Exploratory Testing) [55]. Raziskovalno testiranje je pona-
vadi ročno testiranje, ki preverja programsko rešitev s strani končnega upo-
rabnika. V tretji kvadrant spada tudi testiranje uporabnosti (angl. Usability
Testing) [16], alfa in beta testiranje (angl. Alpha And Beta Tesing) [56].
Primer: Preko uporabnǐskega vmesnika preverimo, kaj se zgodi, ko dodamo
več uporabnikov z enakimi podatki (ime, priimek, e-mail, itd.).
Četrti kvadrant
V četrti kvadrant umestimo testiranja z uporabo testnih orodij, ki ocenju-
jejo programsko rešitev in so usmerjene v njegove nefunkcionalne zahteve.
Nefunkcionalne zahteve se osredotočajo na zmožnosti sistema (zmogljivost,
razpoložljivost, varnostne zahteve sistema). V tem kvadrantu izvajamo per-
formančno testiranje (angl. Performance Testing) [40], stresno testiranje
(angl. Stress Testing) [17] in varnostno testiranje (angl. Security Testing)
[45]. Primer: S pomočjo testnih orodij preverimo, koliko uporabnikov lahko
dodamo, preden opazimo upočasnitev v delovanju programske rešitve.
Testiranje se za večino nalog zaključi, ko so uspešno opravljena testiranja vseh
štirih kvadrantov [13]. To ne pomeni, da je programska rešitev brez napak,
zagotovimo le, da razvita koda ustreza določenim standardom kakovosti.
Poglavje 5
Programska rešitev All Hours
5.1 Uvod
Programsko rešitev All Hours [57] je razvilo podjetje Špica International.
Namenjena je tako velikim kot malim podjetjem [57], ki želijo voditi evidenco
delovnega časa. Na voljo je tako spletna (glej sliko 5.1) kot tudi mobilna
različica programske rešitve.
Slika 5.1: Domači pogled spletne različice programske rešitve All Hours.
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5.2 Glavne funkcionalnosti programske rešitve
All Hours
Spletna in mobilna različica programske rešitve All Hours vsebujeta širok
nabor funkcionalnosti (glej sliko 5.2). V nadaljevanju bomo opisali funkcio-
nalnosti, ki najbolje predstavijo celotno programsko rešitev All Hours.
• Upravljanje z zaposlenimi je dovoljeno administratorjem. Admini-
stratorji zaposlene razporejajo v oddelke, jim določajo časovna pravila
in delovne načrte.
• Registracijo delovnega časa izvajajo zaposleni. Sistem ob različnih
dogodkih (prihodu na delo, odhodu na malico in službeni izhod, ali
odhod iz delovnega mesta) zabeleži čas dogodka. Postopek registracije
lahko izvajamo:
– na časovnem terminalu
Časovni terminali so različne naprave (Spica Zone Touch [59], An-
droid Time Terminal [58]), ki beležijo registracije. Lahko so pove-
zani s sistemi za kontrolo pristopa (npr. odpiranje vhodnih vrat).
Za identifikacijo zaposlenih se uporabljajo kartice, čipi, bralci pr-
stnih odtisov;
– v spletni različici programske rešitve All Hours
Registracija se lahko odda preko spletne različice programske rešitve
All Hours. Uporabniki za registracijo potrebujejo uporabnǐsko ime
in geslo. V sistemu lahko omejimo možnost izvajanja registracij
na določen nabor naslovov IP;
– v mobilni različici programske rešitve All Hours
Zaposleni, ki delo opravljajo na terenu, lahko zabeležijo registra-
cijo v mobilni različici programske rešitve All Hours. Registracije
lahko omejimo s pomočjo geografske lokacije in žoln (naprave, ki
omogočajo natančneǰse omejevanje lokacije s tehnologijo blueto-
oth [39]).
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• Vodenje odsotnosti zaposlenih
Zaposleni lahko preko programske rešitve oddajajo zahteve za odso-
tnost (letni dopust, bolnǐska odsotnost, službena pot itn.). Vodja za
potrjevanje odsotnosti lahko zaposlenim odsotnost odobri ali zavrne.
• Analiziranje podatkov
Vse podatke o registracijah zaposlenih je možno obračunati s pomočjo
časovnih pravil. Časovna pravila natančneje določajo števce, ki opisu-
jejo prisotnost zaposlenih. Zgolj administratorjem je omogočeno anali-
ziranje podatkov in izdelava poročil.
• Obračunavanje plač
Na podlagi podatkov o prisotnosti lahko obračunamo plače za vse za-
poslene.
Programska rešitev All Hours ima več nivojev avtorizacije (administrator,
vodja, zaposleni). Omogoča definiranje registriranih pravil in omejitev. Po-
datki o registracijah, odsotnostih in obračunih morajo biti točni, saj je to
zakonsko predpisano [6].
22 Luka Šauer




Pred optimizacijo postopka testiranja programske rešitve All Hours smo izve-
dli analizo obstoječega postopka testiranja (glej sliko 6.1). Namen je bil od-
kriti pomankljivosti tega postopka. Postopek testiranja programske opreme
All Hours sestavlja več aktivnosti, akterjev in izdelkov tekom celotnega ra-
zvojnega cikla. Aktivnosti se izvajajo v dveh okoljih, v razvojnem in pro-
dukcijskem. V vsakem okolju uporabljamo drugačen pristop testiranja.
6.2 Procesni diagram obstoječega postopka
Po izdelanem načrtu iteracije (po metodologiji SCRUM) se razvijalci lotijo
razvoja. Vsak razvijalec implementira svojo nalogo v svojem lokalnem ra-
zvojnem okolju, za katerega je značilno, da hrani lokalno vse datoteke pro-
gramske rešitve. Ko razvijalec implementira svojo nalogo, to preveri vodja
razvojne ekipe, ki oceni, ali programska koda ustreza zahtevanim standardom
kakovosti. Morebitne napake mora razvijalec popraviti. Ko rešitev ustreza
standardom, se jo vpelje v razvojno okolje, ki se nahaja na strežniku in je
namenjeno združevanju kode več razvijalcev.
V razvojnem okolju se izvaja funkcionalno testiranje (angl. Functional
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Slika 6.1: Diagram obstoječega poteka testiranja.
Testing) [24]. Izvajajo ga člani testne ekipe brez pomoči orodij za avtomatsko
testiranje, tj. ročno. Funkcionalno testiranje je eno izmed vrst testiranja,
kjer testiramo programsko rešitev z vidika končnega uporabnika. Rešitev, ki
ustreza funkcionalnim zahtevam, se vpelje v produkcijsko okolje. Neustrezne
rešitve morajo biti popravljene in podvržene ponovnemu testiranju.
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V produkcijskem okolju se izvaja regresijsko testiranje (angl. Regression
Testing) [54] v obliki avtomatskih testov preko uporabnǐskega vmesnika. To
je testiranje, ki ga izvedemo s pomočjo orodij za avtomatsko testiranje. Na-
vadno se izvaja na strežniku. Regresijsko testiranje poteka vsak dan med
polnočjo in drugo uro zjutraj. Z njim želimo dokazati, da z integracijo novih
komponent programske opreme nismo pokvarili delovanja obstoječih kompo-
nent programske opreme. V kolikor neželenih sprememb nismo odkrili, je
regresijsko testiranje uspešno končano.
6.3 Opis aktivnosti postopka testiranja
6.3.1 Implementacija naloge
Razvijalec prevzame nalogo, ki jo mora implementirati. Pri implementaciji
mora upoštevati, da bodo zahteve uporabnǐske zgodbe dosežene. Razvoj
poteka v lokalnem razvojnem okolju. Ko misli, da je naloga opravljena,
programsko kodo pošlje v pregled vodji razvojne ekipe.
6.3.2 Pregled kode naloge
Vodja razvojne ekipe pregleda programsko kodo razvijalca. S pregledom
želi odkriti morebitne napake in zagotoviti, da je koda napisana v skladu
z internimi razvojnimi standardi, ki bodo zagotavljali enostavneǰse kasneǰse
vzdrževanje [14]. Programska koda, ki ne ustreza kakovostnim zahtevam, je
z obrazložitvijo vrnjena razvijalcu v popravilo. Programska koda, ki dosega
kriterije kakovosti, se prenese v razvojno okolje.
6.3.3 Funkcionalno testiranje
Rezultat vsake iteracije je ena ali več zaključenih uporabnǐskih zgodb, ki
prinašajo novo vrednost za uporabnike sistema (glej poglavje 3). Na začetku
iteracije razvijalci razbijejo uporabnǐske zgodbe na manǰse dele, imenovane
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naloge (glej sliko 6.2). Naloge predstavljajo konkretne zadolžitve za razvi-
jalce. V kolikor je to potrebno, naloge nadalje razbijemo na manǰse podna-
loge.
Slika 6.2: Razbitje uporabnǐske zgodbe na naloge in podnaloge.
Naloga testne ekipe je preveriti, ali so zahteve uporabnǐske zgodbe dosežene.
To naredimo tako, da za posamezno nalogo sestavimo več testnih scenari-
jev. Testni scenarij je sestavljen iz množice akcij. Akcije se izvaja tako, da
posnemajo uporabnikova dejanja.
Vsak testni scenarij preveri, ali naša programska rešitev za določene vho-
dne podatke vrača pričakovane izhodne podatke. V podjetju Špica Inter-
national uporabljamo pri funkcionalnem testiranju pozitivne in negativne
scenarije [34] (glej sliko 6.3). Pozitivni scenariji so tisti, ki uporabljajo
pričakovane vhode in izvajajo pričakovane akcije. Negativni scenariji pa
uporabljajo nepričakovane vhode in izvajajo nepričakovane akcije.
Funkcionalno testiranje se zanaša na izvajanje skrbno premǐsljenih testnih
primerov [29]. Testna ekipa v razvojnem okolju s pomočjo testnih primerov
preveri nalogo. Rezultat testiranja testne ekipe so uspešno ali neuspešno
opravljeni testni primeri.
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Slika 6.3: Tok dogodkov za pozitivni in negativni scenarij pri uporabnǐski
zgodbi za dodajanje novega uporabnika.
Če se vsi testni primeri ne izvedejo uspešno, je treba specificirati napako in
jo podrobneje opisati. Priporočljivo je, da poročilo napake vključuje slikovni
material in ponovitveni scenarij z natančno opisanimi okolǐsčinami.
Po uspešno opravljenem testnem scenariju mora naloga v drugi pregled.
Izvede ga drugi član testne ekipe, ki ponovno preveri testne scenarije in
zabeleži ugotovitve. Če odkrije napake, kodo vrne razvijalcu. Naloga je
uspešno opravljena takrat, ko oba člana testne ekipe potrdita vse testne pri-
mere. Uporabnǐska zgodba je zaključena, ko so opravljene vse njene naloge.
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6.3.4 Regresijsko testiranje
Za regresijsko testiranje uporabljamo avtomatsko testiranje preko uporabnǐs-
kega vmesnika (angl. GUI Testing). Namen testiranja preko uporabnǐskega
vmesnika je preverjanje delovanja programske opreme s stalǐsča končnega
uporabnika [47]. S pomočjo testiranja preko uporabnǐskega vmesnika prever-
jamo odzivnost aplikacije in ǐsčemo morebitne napake, do katerih je prǐslo
pri implementaciji nove naloge.
Opis in potek izdelave avtomatskega testiranja preko uporabnǐskega
vmesnika
Iz uporabnǐske zgodbe je mogoče izluščiti več testnih scenarijev (glej poglavje
5.3.3). Za regresijsko testiranje uporabimo testne scenarije funkcionalnega
testiranja.
Avtomatsko testiranje preko uporabnǐskega vmesnika je sestavljeno iz
testnih zbirk, ki pokrivajo različna področja poslovne logike. Vsaka testna
zbirka je razdeljena na testne primere, ki so sestavljeni iz množice akcij.
Akcije so ukazi, ki simulirajo uporabnikova dejanja (odpri brskalnik, pritisni
gumb, počakaj, poglej, ali je element viden itd.).
Razvoj testov poteka lokalno. Vsak testni scenarij ustreza natanko enemu
testnemu primeru. Vsi novi testni primeri se umestijo v ustrezno testno
zbirko. Posodobljeno testno zbirko naložimo na repozitorij. Za izvajanje
testov na strežniku uporabljamo odprtokodno rešitev za avtomatizacijo te-
stiranja Jenkins. Jenkins skrbi za posodabljanje testnih zbirk (pridobi zadnjo
verzijo iz repozitorija) in njihovo izvajanje (glej sliko 6.4).
Produkcijsko okolje je okolje, ki je namenjeno končnim uporabnikom in
podpira njihove poslovne procese. Testne zbirke se izvajajo na produkcijskem
okolju. Rezultat izvajanja testne zbirke je seznam uspešno in neuspešno izve-
denih testnih primerov. Za lažji pregled izvedbe testov uporabljamo orodje
Katalon Analytics, ki sestavi poročilo za posamezni testni primer znotraj te-
stne zbirke. V kolikor se vsi testni primeri uspešno izvedejo, nadaljnji koraki
niso potrebni. Testno zbirko označimo za uspešno.
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Slika 6.4: Potek izvajanja avtomatskih testov preko uporabnǐskega vmesnika
z orodjem za avtomatizacijo Jenkins.
Neuspešno izvedene testne primere je potrebno pozorno pregledati in ugo-
toviti, kje je prǐslo do napake. Tako bomo lažje razumeli okolǐsčine, zakaj
se testni primer ni izvedel. Poǐsčemo tudi prelomno točko tj. akcijo, zaradi
katere je bil test neuspešen.
Da bi rekonstruirali okolǐsčine, v katerih pride do napake, testni primer
ponovno izvedemo lokalno. Testne primere izvedemo lokalno, saj lahko s
pomočjo orodja Katalon Studio natančeje določimo točko, v kateri nastopi
napaka. Napako prijavimo razvijalcu, zraven pa priložimo testni scenarij in
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dodaten slikovni material (izpiski konzole in slike uporabnǐskega vmesnika).
Napaka je odpravljena takrat, ko se testni primer uspešno izvede.
6.4 Predstavitev težav obstoječega postopka
Obstoječi postopek testiranja ima štiri aktivnosti. Tri so takšne, ki prever-
jajo delovanje in kakovost programske opreme: pregled kode, funkcionalno
testiranje in regresijsko testiranje. Ko v matriko agilnega testiranja (glej
poglavje 3.2) umestimo aktivnosti obstoječega postopka testiranja, ugoto-
vimo, da se te aktivnosti nahajajo v dveh kvadrantih (prvem in drugem). V
drugem kvadrantu matrike se nahajata aktivnosti: funkcionalno testiranje v
razvojnem okolju in regresijsko testiranje v produkcijskem okolju. V prvem
kvadrantu pa se nahaja aktivnost: pregled kode.
Testiranje programskega izdelka v drugem kvadrantu bi moralo biti hitro,
vendar za trenutni postopek avtomatskega testiranja uporabnǐskega vme-
snika to ne drži. Za vsako manǰso spremembo grafičnega vmesnika je po-
trebno posodabljati identifikatorje elementov na spletni strani in čase čakanja
znotraj posamezenega testnega primera, kar podalǰsa čas testiranja. Po-
sledica podalǰsanega časa testiranja je prepozno odkrivanje napak. Težavo
predstavlja tudi izvajanje avtomatskih testov v produkcijskem okolju, kjer
napake lahko dosežejo končne uporabnike sistema.
Razvojna ekipa je izrazila željo po hitreǰsem in učinkoviteǰsem postopku
testiranja, ki bi ob vsaki posodobitvi na produkcijskem okolju hitro pregledal
uporabnǐski vmesnik in osnovne funkcionalnosti (registracija, prijava uporab-
nika, odjava itd.).
V trenutnem postopku testiranja nimamo aktivnosti, ki pripadajo tre-
tjemu in četrtemu kvadrantu matrike agilnega testiranja. S tem ni nič na-
robe, to zgolj pomeni, da se ne ocenjuje nefunkcionalnih lastnosti program-





V okviru obstoječega postopka testiranja je bilo veliko napak odkritih pre-
pozno, zaradi česar so se znašle v produkcijski različici programske rešitve.
Dodajanje novih funkcionalnosti sistema je velikokrat vodilo v ustvarjanje
novih napak v obstoječi programski kodi. Neodkrite napake so zato pov-
zročale nezadovoljstvo pri končnih uporabnikih. Popravljanje napak je po-
dalǰsevalo čas do nove izdaje. Zaradi tega želimo z optimizacijo postopka
testiranja izbolǰsati kakovost programske rešitve, ki bo posledično povečala
dodano vrednost za kupca.
Pri optimizaciji postopka testiranja smo se osredotočili na tri probleme:
• prepozno odkrivanje napak,
• počasno avtomatsko testiranje preko uporabnǐskega vmesnika,
• manjkajoče možnosti hitrega pregleda celotne programske rešitve ob
vsaki novi izdaji.
Razvojna ekipa je dalj časa opozarjala na nujnost uvedbe izbolǰsav na podlagi
tretje točke. Prvi problem smo rešili z vpeljavo testnega okolja v regresijsko
testiranje. Drugi problem smo naslovili z uvedbo avtomatskih testov preko
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aplikacijskega vmesnika v regresijsko testiranje. Tretji problem smo rešili z
vpeljavo nove aktivnosti: sprejemno testiranje.
7.2 Procesni diagram optimiziranega postopka
Optimiziran postopek testiranja (glej sliko 7.1) ima spremenjen tok aktiv-
nosti znotraj iteracije. Implementacija naloge, pregled kode in funkcionalno
testiranje so ostali nespremenjeni.
Po uspešno končanem funkcionalnem testiranju se naloga prestavi na te-
stno okolje, kjer se izvede regresijsko testiranje. Z avtomatskimi testi preko
aplikacijskega vmesnika (angl. Application Programming Interface – API) se
preveri delovanje programske rešitve. Odkrite napake se prijavi in vrne razvi-
jalcu. Postopek se ponavlja, dokler naloga ne ustreza zahtevam. Programska
rešitev, ki ustreza zahtevam, ostane v testnem okolju, kjer sledi avtomat-
sko testiranje preko uporabnǐskega vmesnika. Spremembe in napake, odkrite
s testiranjem preko uporabnǐskega vmesnika, prijavimo in jih damo v po-
pravek razvijalcu. Postopek ponavljamo, dokler napake niso odpravljene in
lahko izvedemo namestitev v produkcijsko okolje.
V produkcijskem okolju se ob izdaji nove različice programske rešitve All
Hours izvede sprejemno testiranje, ki nam pove, ali so prisotni vsi pričakovani
elementi uporabnǐskega vmesnika, ter ali osnovne funkcionalnosti delujejo.
7.3 Predstavitev aktivnosti optimiziranega
postopka
Prenovljenemu postopku testiranja smo dodali novo aktivnost, sprejemno
testiranje, s pomočjo katere povemo, ali delujejo osnovne funkcionalnosti
programske rešitve All Hours na produkcijskem okolju. Aktivnost: regre-
sijsko testiranje smo zaradi želje po večji stabilnosti pri izvajanju testiranja
prestavili v testno okolje in dopolnili z avtomatskim testiranjem preko apli-
kacijskega vmesnika. Aktivnosti: implementacija naloge, pregled kode in
Diplomska naloga 33
Slika 7.1: Optimiziran postopek testiranja z novim testnim okoljem.
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funkcionalno testiranje, so ostale nespremenjene, zato jih ne bomo ponovno
opisovali.
7.3.1 Regresijsko testiranje
Po končanem funkcionalnem testiranju se programsko rešitev naloži v testno
okolje, kjer se začne regresijsko testiranje. V okviru regresijskega testiranja
se najprej izvede avtomatsko testiranje preko aplikacijskega vmesnika, nato
pa avtomatsko testiranje preko uporabnǐskega vmesnika. Testiranje preko
aplikacijskega vmesnika preverja delovanje vseh končnih točk (ang. Appli-
cation Program Interface Endpoints – API Endpoints). Končne točke so
vmesniki, ki laǰsajo komunikacijo med različnimi programskimi enotami. Z
avtomatskim testiranjem preko aplikacijskega vmesnika hitro preverimo delo-
vanje obstoječih končnih točk in se ob morebitnih napakah izognemo časovno
potratnemu avtomatskemu testiranju preko uporabnǐskega vmesnika.
Opis avtomatskega testiranja preko aplikacijskega vmesnika
Cilj testiranja končnih točk je preveriti njihovo delovanje. To pomeni, da za
določene vhodne podatke dobimo pričakovane pravilne izhodne podatke.
Zahteva HTTP
Teste izdelujemo v okolju Postman (glej sliko 7.2). Osnovna enota testiranja
končnih točk je zahteva HTTP [19]. Vsaka zahteva ima naslednje lastnosti:
• Metoda določa, kakšen bo namen zahteve in kakšen bo pričakovan od-
govor. Na voljo je več metod (GET, POST, PUT, DELETE, HEAD,
CONNECT, OPTIONS, TRACE). Za naše testiranje uporabljamo samo
prve štiri.
• URL in njegova pot določata, na katero končno točko bo poslana zah-
teva. Lahko vsebuje spremenljivke.
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• Glava zahteve vsebuje dodatne podatke, ki jih uporabnik želi poslati
na strežnik. To so lahko uporabnǐski podatki, avtorizacijski podatki ali
definicije o podatkih, ki jih pošiljamo s telesom zahteve.
• Telo zahteve hrani podatke, ki jih uporabnik pošilja na strežnik. Po-
datki morajo biti skladni s formatom, ki je določen v glavi zahteve.
Pošiljatelj zahteve HTTP mora prejeti odgovor v obliki objekta HTTP re-
sponse.
Slika 7.2: Razvojno okolje Postman.
Avtomatsko testiranje z orodjem Postman
Vsaki zahtevi pripada test (glej sliko 7.3). S testom lahko preverjamo status
odgovora, čas odgovora in telo odgovora. Ob ustreznem statusu preverjamo
telo odgovora tako, da primerjamo pričakovano shemo in shemo iz odgovora.
Shema je oblika odgovora, ki je v programski rešitvi All Hours vedno tipa
JSON object, JSON array ali kombinacija obeh. Pri primerjavi shem se
preverja, če je pripadajoča vrednost ključa ustreznega tipa.
Zahteve, ki spadajo pod isto poslovno logiko, so združene v mape. Več
map sestavlja testno zbirko. Testno zbirko in okolje naložimo na repozitorij.
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Slika 7.3: Preverjanje statusa in telesa odgovora za posamezno zahtevo.
Testiranje končnih točk se izvaja s pomočjo orodja za avtomatiziranje Jen-
kins. Jenkins pred izvajanjem posodobi teste na zadnjo verzijo ter jih izvede
v izbranem okolju. Rezultati testiranja se po izvajanju prikažejo na nadzorni
plošči.
Za izvedeno testiranje se ustvari tudi poročilo, v katerem so navedene
končne točke z neuspelimi testi, vrsta napake in njen opis (napaka v statusu
ali telesu odgovora).
7.3.2 Sprejemno testiranje
Produkcijsko okolje je na voljo končnim uporabnikom. S strani razvojne ekipe
je prǐsla pobuda, da se ob nadgradnji programske rešitve na produkcijskem
okolju naredi hiter pregled celotnega uporabnǐskega vmesnika. Cilj je hitro
odkriti napake v delovanju.
Problem rešimo z uvedbo sprejemnih testov. Zajemali bodo osnovne funk-
cionalnosti, kot so: registracija, prijava uporabnika, pregled vseh pogledov in
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prisotnost njihovih spletnih elementov (npr. gumbi, vnosna polja, naslovi).
Čas izvajanja mora biti čim kraǰsi. Izveden test, ki ima napake, nam bo
povedal, da programska rešitev ni pripravljena na produkcijsko okolje.
Opis sprejemnega testiranja
Za izdelavo sprejemnih testov na produkcijskem okolju smo izbrali rešitev
TestProject. Zanjo smo se odločili, ker je odprtokodna, oblačna rešitev in ima
dober snemalnik testnih primerov (glej sliko 7.4). Deluje na osnovi testnih
agentov, ki poenotijo izvajanje testnih primerov na vseh napravah.
Snemalnik testnih primerov beleži akcije, ki jih izvedemo na programski
rešitvi znotraj okna brskalnika. Rešitev TestProject ne potrebuje zunanjega
repozitorija, saj sproti shranjuje testne primere in elemente uporabnǐskega
vmesnika v interni repozitorij. Do teh elementov je mogoče dostopati kadar-
koli med urejanjem testnega primera.
Slika 7.4: Snemalnik testnih primerov orodja TestProject.
Po končanem snemanju testnega primera je potrebno urediti čakalne ak-
cije in odmore. Odmore se ureja pri posamezni akciji. Možno je določiti čas
in položaj odmora glede na trenutno akcijo (odmor pred akcijo in odmor po
akciji). Odmori so potrebni, saj pomagajo pri stabilizaciji testnega primera.
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Izvajanje testne zbirke je vezano na agenta. To pomeni, da se testna
zbirka izvede na napravi, ki ima naloženega testnega agenta. Možno je tudi
izvajanje iste testne zbirke na več agentih hkrati. Za posameznega agenta
nastavimo urnik izvajanja. Z urnikom je možno določiti dan in čas izvajanja
testov.
Na voljo je pestra izbira brskalnikov. Za naše izvajanje uporabljamo
naslednje brskalnike: Chrome (Headless Mode [15]), Mozilla Firefox in Safari.
Izvajanje sprejemnega testiranja spremljamo z uporabo pogleda Moni-
tor (glej sliko 7.5), kjer so prikazani podatki o izvajanju trenutnih testnih
zbirk. Na pogledu Monitor so hkrati zapisani tudi statusi zadnjih desetih
izvedenih testov. Za podrobne informacije o posamezni izvedbi testnega pri-
mera uporabimo pogled Reports, kjer so jasno označene akcije, pri katerih
je test odkril napako. Opis napake vsebuje dodatne podatke o napaki in slike
zaslona.
Slika 7.5: Poročilni pogled spletne rešitve TestProject.
Izvajanje sprejemnega testiranja smo povezali z orodjem Jenkins. Jenkins
dodatno sporoči rezultate testov na naše komunikacijske kanale Slack [32]
in Email [31]. Sprejemno testiranje smo dodali tudi na nadzorno ploščo
orodja Jenkins (glej sliko 7.6). Tako imamo enotno točko, kjer upravljamo
in spremljamo vsa testiranja programske rešitve All Hours.
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postopka testiranja v razvoj
8.1 Uvod
Člani testne ekipe smo optimizirani postopek testiranja vpeljali postopoma.
Z ostalimi deležniki razvoja programske rešitve All Hours smo se vnaprej
dogovorili o spremembah, ki smo jih vpeljali. Proces vpeljave optimiziranega
postopka testiranja sestavlja 8 aktivnosti:
1. izvedba predstavitvenega sestanka,
2. izvedba sestanka o predlogu vpeljave enotskega testiranja,
3. raziskava orodij za sprejemno testiranje,
4. vpeljava testnega okolja,
5. prilagoditev testiranja preko uporabnǐskega vmesnika na testno okolje,
6. implementacija avtomatskega testiranja preko aplikacijskega vmesnika,
7. vzpostavitev avtomatskega testiranja preko aplikacijskega vmesnika na
testnem okolju,
8. implementacija in vpeljava sprejemnega testiranja.
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8.2 Opredelitev procesa vpeljave optimizira-
nega postopka testiranja v razvoj
1. Izvedba predstavitvenega sestanka
Vpeljavo optimiziranega postopka testiranja (glej sliko 8.1) smo začeli s pred-
stavitvenim sestankom. Na predstavitvenem sestanku smo celotni razvojni
ekipi predstavili optimiziran postopek testiranja in načrt vpeljave. Z ra-
zvojno ekipo smo se dogovorili o vzpostavitvi novega testnega okolja v ob-
stoječi razvojni proces. Razvojna ekipa je prevzela odgovornost za vzposta-
vitev testnega okolja.
2. Izvedba sestanka o predlogu vpeljave enotskega testiranja
Enotsko testiranje je ena izmed aktivnosti testno usmerjenega razvoja. Glavni
izvajalci enotskega testiranja so navadno razvijalci sami. Člani testne ekipe
smo razvijalcem zgolj predstavili pomen in prednosti vpeljave enotskega te-
stiranja. Samo odločitev o implementaciji smo prepustili razvojni ekipi.
3. Raziskava orodij za sprejemno testiranje
Trenutno je na trgu na voljo veliko orodij za avtomatsko testiranje (npr. Ka-
talon Studio, TestProject, Ranorex [4], Cucumber [1]). Glavni kriteriji za
izbiro novega orodja so bili: dober snemalnik testnih primerov, enostavna
uporaba in cena. Iz množice orodij smo izbrali Katalon Studio, Ranorex in
TestProject ter jih med seboj primerjali. Obstoječe orodje Katalon Studio,
ki ga uporabljamo za avtomatsko testiranje preko grafičnega vmesnika, ni
imelo zadostnega snemalnika testnih primerov. Obe orodji, Ranorex in Te-
stProject, sta imeli dober snemalnik testnih primerov in sta približno enako
enostavni za uporabo. Na koncu smo izbrali orodje TestProject, saj je nje-
gova uporaba brezplačna.
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4. Vpeljava testnega okolja
Vpeljavo testnega okolja je vodila razvojna ekipa. Novo testno okolje po-
snema karakteristike produkcijskega okolja. Sedaj se vse naloge, ki so uspešno
prestale testiranje na razvojnem okolju, naložijo na testno okolje.
5. Prilagoditev testiranja preko uporabnǐskega vmesnika na testno
okolje
Avtomatsko testiranje preko uporabnǐskega vmesnika se izvaja na uporabnǐskih
računih. Vsak uporabnǐski račun ima svoje nastavitve in podatke. Za pre-
hod iz produkcijskega okolja na testno okolje je bilo potrebno nastavitve in
podatke prenesti.
Podatke o uporabnǐskih računih smo prenesli s pomočjo SQL-skript [43].
Najprej smo izvozili podatke uporabnǐskih računov iz podatkovne baze na
produkcijskem okolju. Podatke smo z množico insert in update SQL-stavkov
vnesli v podatkovno bazo na testnem okolju.
Avtomatskim testom je bilo potrebno prilagoditi konfiguracijske datoteke.
V datotekah smo spremenili okoljske spremenljivke. Okoljske spremenljivke
natančneje določajo naslove testiranih spletnih strani in uporabnǐske podatke
(uporabnǐska imena, gesla, identifikatorji), ki se uporabljajo pri izvajanju
testnih primerov.
Zaradi neobremenjenosti testnega okolja smo morali prilagoditi čase čakanja
znotraj testnih primerov. Časi čakanja so odmori med posameznimi akcijami.
Ta postopek smo poimenovali stabilizacija.
6. Implementacija avtomatskega testiranja preko aplikacijskega
vmesnika
Za izdelavo avtomatskih testov aplikacijskega vmesnika smo izbrali orodje
Postman, ki smo ga že uporabljali pri ročnem testiranju aplikacijskega vme-
snika. Seznam vseh končnih točk aplikacijskega vmesnika smo dobili iz avto-
matsko generirane dokumentacije [51]. Vrstni red zahtev HTTP smo določili
tako, da smo posnemali zaporedje zahtev, ki ga uporablja programska rešitev
All Hours.
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7. Vzpostavitev avtomatskega testiranja preko aplikacijskega
vmesnika na testnem okolju
Po implementaciji avtomatskega testiranja preko aplikacijskega vmesnika ga
je bilo potrebno prilagoditi za izvajanje v testnem okolju. To smo storili
s pomočjo vgrajenih okoljskih spremenljivk [3], ki določajo, kateri vhodni
podatki naj se uporabljajo za testiranje. Prilagodili smo tudi čase čakanja
na odgovor, ki so bili na testnem okolju kraǰsi.
8. Implementacija in vpeljava sprejemnega testiranja
Po vzpostavitvi testnega okolja smo začeli z izdelavo sprejemnega testiranja
na produkcijskem okolju. Za implementacijo smo uporabili orodje TestPro-
ject. S snemalnikom testnih primerov smo posneli testne primere, ki zajemajo
osnovne funkcionalnosti. Vse testne primere smo združili v eno testno zbirko.
Izvajanje testne zbirke smo povezali z orodjem Jenkins.
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Slika 8.1: Diagram procesa uvedbe optimiziranega postopka testiranja.
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Poglavje 9
Zaključek in sklepne ugotovitve
V okviru diplomskega dela smo optimizirali postopek testiranja za program-
sko rešitev All Hours. Najprej smo analizirali obstoječi postopek testiranja
in ga primerjali z matriko agilnega testiranja. Odkrili smo možnosti za iz-
bolǰsave, še posebej na področju avtomatskega testiranja.
V trenutni razvojni postopek smo dodali novo testno okolje. Regresij-
sko testiranje smo iz produkcijskega okolja prestavili v novo testno okolje.
Regresijsko testiranje smo dopolnili z avtomatskim testiranjem preko aplika-
cijskega vmesnika, ki omogoča hiter pregled vseh funkcionalnosti programske
rešitve All Hours. Člani testne ekipe smo v produkcijsko okolje dodali spre-
jemno testiranje, ki ob vsaki izdaji nove različice programske rešitve preveri
osnovne funkcionalnosti in glavne elemente uporabnǐskega vmesnika.
Optimiziran proces testiranja vključuje uporabo obstoječih orodij za av-
tomatizacijo. Celoten proces je možno nadzorovati na nadzorni plošči orodja
Jenkins, ki nudi enotno točko za izvajanje in pregled nad avtomatskim testi-
ranjem.
Kot predlog za nadaljnje delo vidimo to, da bi vpeljali obremenitvene
teste, s pomočjo katerih bi odkrili in izbolǰsali performančne omejitve pro-
gramske rešitve All Hours. Dodatno, bi lahko vpeljali avtomatsko testiranje




[1] Cucumber, supported by smartbear. Dosegljivo: https://cucumber.
io/. [Dostopano dne: 11. 1. 2021].
[2] Jenkins, managing plugins. Dosegljivo: https://www.jenkins.io/
doc/book/managing/plugins/. [Dostopano dne: 22. 2. 2021].
[3] Postman, using variables. Dosegljivo: https://learning.postman.
com/docs/sending-requests/variables/. [Dostopano dne: 28. 12.
2020].
[4] Ranorex, software testing tool. Dosegljivo: https://www.ranorex.
com/resources/testing-wiki/gui-testing/. [Dostopano dne: 10. 1.
2021].
[5] Testing definition, cambridge dictionary. Dosegljivo: https://
dictionary.cambridge.org/dictionary/english/testing. [Dosto-
pano dne: 28. 12. 2020].
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[47] A. Ruiz and Y. W. Price. Gui testing made easy. In Testing: Acade-
mic Industrial Conference – Practice and Research Techniques (taic part
2008), pages 99–103, 2008.
[48] Ken Schwaber and Mike Beedle. Agile software development with Scrum,
volume 1. Prentice Hall Upper Saddle River, 2002.
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