FEniCS (Alnaes et al., 2015) is a finite element framework that is being increasingly used in cardiovascular and cardiac modelling. Thus, having a ready-to-use implementation of the 1D blood flow equations within the FEniCS framework is valuable for easy-to-use integration with whole-heart models of blood supply to the heart. To the best of our knowledge, this is not currently available. Most commonly, the 1D blood flow equations have previously been implemented using finite difference methods (Olufsen et al., 2000 , Kolachalama, Bressloff, Nair, & Shearman (2007 , Diem & Bressloff (2016) ). Finite difference methods are easy to implement and thus easy to understand. However, the implementation of the grid is restricted to a fixed spatial step size. This limitation does not apply to the finite element method. In addition to providing tools for modelling artery networks and computing blood flow, this package may serve as a reference for others who intend to use FEniCS for vascular modelling. In a more general framework, the package may also be used as an example of how to solve equations in conservation form on multiple domains with shared boundary conditions. A simulation is based on the parameter (.cfg) file provided by the user. The file consists of parameters for the geometry of the artery network, as well as intrinsic parameters for each artery. The user is also able to specify parameters for the solver, and output parameters. Flow through the artery network is driven by flow at the inlet of the root artery provided by the user.
The main part of the package is the class Artery_Network, which provides methods for describing the geometry of the network of arteries, meshing the arteries, computing boundary conditions, and solving the governing equations for cross-sectional area and flow rate. Each artery is defined by the Artery class. The boundary conditions are defined within the Artery class and evaluated in the Artery_Network class.
The module provides tools for running simulations, interpreting output and visualising data. An example run-file is set up to read parameters from a config (.cfg) file and to run the necessary functions from Artery_Network in the right order, and thus generating an output folder containing the solution to the 1D blood flow equations. Functions related to the manipulation and interpretation of output are provided in the file utils.py, while postprocessing functions that create the appropriate figures from the solutions are provided in postprocess.py.
Method
To solve the 1D blood flow equations, a Crank-Nicolson finite difference scheme has been implemented in time, and a FEniCS-solver has been used for the spatial variable.
The dimensionalised problem may be written on conservation form:
. A is the cross-sectional area, q is the flow. The above system of equations governs the time-development of the cross-sectional artery and blood flow rate in one artery. The associated boundary conditions are as follows: The initial radii respect the relation r 0 (x) = Ru( Rd Ru )
x/L and the initial cross-sectional area for each artery is thus A = π(r 0 (x)) 2 . A prescribed flow rate at the inlet of the root artery serves as the inlet boundary condition. For each artery, the initial flow is computed according to the artery's share of the cross-sectional area at the bifurcation. At each bifurcation point, the area and the flow is computed using Richtmyer's twostep Lax-Wendroff method, by solving a system of equations with 18 unknowns. At the terminal arteries, pressure is computed using a Windkessel model and prescribed as the outlet boundary condition. When the pressure is known, the area can be computed from the state equation: p − p 0 = f (r 0 )(1 − √ A0 A ). The derivation of the governing system of equations and boundary conditions can be found in (Olufsen et al., 2000 , Kolachalama et al. (2007 , Diem & Bressloff (2016) ).
