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Abstract
There have been many attempts for realization of emergent computing, but the notion of emergent computing is still ambiguous.
In an open system, emergence and an error cannot be specified distinctly, because they are dependent on the dis-equilibration
process between local and global behaviors. To manifest such an aspect, we implement a Boolean gate as a biological device
made of slime mold Physarum polycephalum. A Physarum (slime mold) Boolean gate could be an internally instable machine,
while it has the potential for emergent computing. First, we examined whether Physarum Boolean gate works properly, and then
examined its behaviors when the gate is collapsed in terms of hardware. The behavior of Physarum changes and self-repairing
computing is achieved as a result. The self-repairing against internal failure is one of attributes of emergent and robust computing.
© 2003 Elsevier Ireland Ltd. All rights reserved.
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1. Introduction
Since 1970s, the notion of “emergence” or “emer-
gent computation” was discussed in various fields,
such as Artificial Life (e.g. Crutchfield and Mitchell,
1995). Usually, the notion of emergent computation
is expressed as unpredictable global behavior arisen
from local non-linear dynamics (Banzhaf et al., 1996;
Forrest, 1990). But, a fundamental problem how we
can distinguish emergence from error, was not solved
(Cariani, 1989, 1997). In a closed self-consistent sys-
tem, it is easy because the criterion was given (i.e. it
is defined by experimenters). On the other hand, in an
open system such as living organisms in natural world,
it is not clear to distinguish emergence from error be-
cause there is no criterion or experimenter there. In
these systems, the relation between an object and its
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observer, or a machine and its user comes to be im-
portant.
According to the emergent property mentioned
above, an observer is represented by the assumption
that the global behaviors can be reduced into local be-
haviors. If the assumption is demolished, the emergent
property appears. Discrepancy between an object and
an observer corresponds with dis-equilibration pro-
cess between local and global behaviors of an object.
Therefore, the dynamical modification of the relation-
ship between an object and an observer can be exam-
ined by the dynamical discrepancies between local
and global behaviors of an object. The key notion is
the unity as a whole maintained in an object, because
estimating discrepancies needs both the notion of parts
and wholeness. With a view to establish collaboration
as the first step of realization of emergent computing,
we studied about computing by actual living organism
as we use true slime mold, Physarum polycephalum
as a computing device. It has living wholeness.
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Bio-computing/natural computing has in common
with our study (Lundh et al., 1997). It was proposed
in 1970s, and increasingly developed last decade
along with the development of biotechnology. For ex-
ample, DNA computing (Adelman, 1994; Paun et al.,
1998; Mao et al., 2000), protein-based computing
(Zauner and Conrad, 2001), and amorphous comput-
ing (Abelson et al., 2000) were proposed. Although
all of these studies use bio-molecule, these devices
never utilize the living things that are characterized by
the living wholeness. In fact, DNA computing focuses
only on efficient computation (i.e. rapid search for a
solution), in Hamilton path problem (Adelman, 1994)
and SAT (Paun et al., 1998; Mao et al., 2000). In this
scheme, local parallel processing ability is employed
only as highly efficient computation. There is little
possibility for realization of emergent computation.
By contrast, computation with the plasmodium has
a living unity as a whole that cannot be predicted lo-
cally. In spite of this discrepancy between parts and
whole, those who regard the plasmodium as a stable
logical machine, have to neglect such discrepancies. If
observers (i.e. users) face with the discrepancies be-
tween parts and whole, then it also implies the dis-
crepancy between a real plasmodium and the model,
or between an observer and an object. That is why a
living system carrying the discrepancies between parts
and whole involve the relationship between an object
and an observer and has the potential to implement
true emergent computation, and/or the computing as
dis-equilibration process (Gunji, 1995).
From the reason mentioned above, we conducted
some experiments that construct three types of logical
gate (AND, OR, NOT), which are basic components
of digital computer, with actually living organism, true
slime mold. Biological computing operation is stud-
ied recently (Motoike and Yoshikawa, 1999; Nakagaki
et al., 2000), but these studies do not utilize living
wholeness. As device that can implement Boolean op-
eration, billiard balls (Margolus, 1982), local patterns
of cellular automata (Langton, 1991), and protein en-
zyme (Conrad, 1972) are used. But these studies also
do not take discrepancy into account. After verified
their operability and accuracy, as the next stage, we
conducted the experiment that AND gate is collapsed
in terms of hardware beforehand, to estimate whether
re-organization of the relationship between parts and
whole appears or not and such a re-organization leads
to self-repairing computation or not. The experimen-
tal results are analyzed in terms of logical discrepan-
cies between local and global behaviors expressed by
concept lattice (Ganter and Wille, 1999).
2. Methods
2.1. Characteristics of the plasmodium of Physarum
polycephalum
The plasmodium of Physarum polycephalum
is a giant amoeboid organism that consists of a
multi-nuclear single cell (Fig. 1A). Its figure is like
a developed neural system (Fig. 1B). The behaviors
of the plasmodium are studied in detail in terms of
protoplasm flow (Miyake et al., 1996; Nakagaki et al.,
1999, 2000), and with fast protoplasm flow (shuttle
Fig. 1. (A) A photo of small size plasmodium of Physarum poly-
cephalum (B) and its developed neuron-like figure.
S. Tsuda et al. / BioSystems 73 (2004) 45–55 47
streaming). It sees that the plasmodium can recog-
nize external stimuli (attractant/repellent) and move
to/from the stimuli without losing its wholeness (Ueda
and Kobatake, 1982; Ueda et al., 1986). With this
property, the plasmodium is called as proto-model of
brain.
Another characteristic of the plasmodium is about
its plasticity as an individual. If one sets two pieces
of plasmodium at a short distance and let them alone,
they fuse into one and behave as an individual after
that. On the other hand, if one cuts a plasmodium into
two or more, each segment can live as an individual.
In addition, we also focused on a property that
they tend to avoid their fusion. As mentioned-before,
the plasmodium has the ability to fuse with others,
but it simultaneously tends to avoid fusing as pos-
sible as it can. In fact, in many cases, if there are
some spaces to avoid, they migrate to other directions
and do not fuse into one. So, fusion is the last selec-
tion to take (e.g. they are surrounded by others). It
is known that slime secreted from the plasmodium’s
body, whose main component is polygalactose, works
as repellent of other plasmodium and causes this be-
havior (Asworth and Dee, 1975).
These three characteristics of the plasmodium are
assumed as rules to design logical gates (AND, OR,
NOT). If the gates are implemented, any expressions
in Boolean (i.e. classical) logic can be implemented.
2.2. Experimental setup
The plasmodium was cultured in the bucket that is
paved with wet filter papers and was fed commercial
oatmeal. All of the plasmodium used in the experiment
was kept in food hunger at least 6 h.
In these gates, logical gates are constructed on
polystyrene 90 mm× 15 mm petri dish and their sizes
are about 50 mm × 50 mm. The plasmodium prefers
wet region to dry one. The path of logical gate was
created by plastic film that prohibits the move of the
plasmodium on 1.5% agar gel that a gradient with
respect to attractant (100 mM glucose). Accordingly,
the plasmodium can only uncovered region (Fig. 2).
The width of the path is about 5 mm. The plasmod-
ium cut by approximately 10 mm × 20 mm was used
for the experiment. All the experiment was recorded
by digital video camera (Sony DCR-VX1000) once a
30 s.
2.3. Procedure
In those gates, the presence of the plasmodium rep-
resents logical value 1, and the absence represents 0.
If a pair of inputs (x, y) is (1, 1), two fragments taken
from an individual plasmodium are set at input sites.
As shown in Fig. 2, the plasmodium always moves ac-
cording to glucose gradient (downward). Although it
has difference, expanding velocity of each plasmodial
segment is same as a whole. With this property, we can
use the plasmodium as a substitute for electric current
to construct logical gates.
2.4. Experiment A
At the beginning, we verified whether these
Physarum logical gates would work correctly.
As we mentioned above, the plasmodium acts on
three rules in all of these experiments:
(1) The plasmodium moves toward highly concen-
trated glucose (shown as an arrow in Fig. 2).
(2) If two fragments encounter, they avert from one
another.
(3) If a fragment encounters the impasse except for
the fusion of slime fragments, they are fused.
2.4.1. AND gate
We use averting property of the plasmodium (rule 2)
to construct this gate. To let an averting behavior hap-
pen, a plasmodium segment needs to close up to the
parts except expanding front line because plasmodium
secretes slime where it crawled around once. Accord-
ingly, the time lag between plasmodial segments is
needed. We use the difference of the length of the path
to generate this time lag and control the encounter of
two segments. But, from the constraint of the size of
petri dish, to generate plenty time lag for proper state
of encounter, time lag is generated by the difference
of inputting time of plasmodium sengment (about 3 h)
in these experiments. Fundamentally, considering that
expanding velocity of each individual piece is approx-
imately same, one can control the encounter timing
with the length of the path. To make it work more pre-
cisely, this gate has buffer region and first expanding
plasmodium (right input plasmodium in Fig. 2) moves
to this region along the attractant gradient. If a plas-
modium extends to this region, it will get out of the
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Fig. 2. Schematic diagrams of a Physarum Boolean gate—AND, OR, and NOT gate. The accompanied histogram shows the distribution of
the time taken to compute outputs, where the horizontal line represents the time (minutes) and the vertical one represents the corresponding
frequency. In each diagram, solid curves inside of the gate represent the moves of the plasmodium. The symbols IN and OUT represents
the input and output site of a gate, respectively.
gate and no longer commit to the behavior of the gate.
Given a pair of inputs as (1, 1), the first plasmodial
segment (right) goes to the buffer along the attractant
gradient (rule 1), and the other averts from the first one
(rule 2). Finally, it takes the left path to the output and
reaches the output (Fig. 2A). As a result, one can find
1AND1 = 1. Granted that the left input comes first, it
goes to the buffer and the right one averts. Hence, its
result remains the same.
In these experiments, we assume that first plas-
modial segment is right input, but the contrary case
also works out. If left input plasmodium extends to the
buffer region first, right one takes the right path to the
output and reaches the output. So, the result remains
the same.
In the other cases, all of their output is 0 because no
plasmodial segment goes to output. From these results,
AND operation can be implemented in this gate.
2.4.2. OR gate
This gate is very simple. If there is at least one
plasmodial segment, the output comes 1. Even if input
is (1, 1), two segments fuse into one because there is
no space to avert (rule 3). Output is always 1 except
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for input (0, 0) (Fig. 2B). Consequently, OR operation
is implemented.
2.4.3. NOT gate
Differently from above two gates, this gate has two
plasmodial segments as reference (two downward ar-
rows in Fig. 2). They are inherited independent of the
input. And they are always set in the gate with time
lag. Right segment (R1) is set at first, and about 3 h
later, left segment (R2) is set.
If input is 0, only two reference segments are in-
volved in this gate. The first plasmodium comes to
the point of intersection, and goes to the buffer along
with the attractant gradient (rule 1) as well as AND
gate. Then the other averts from the first one (rule 2),
and it takes the path to output because it is the bet-
ter way to higher gradient region. If input is 1, input
plasmodial segment moves in the gate at first. When
the input segment reaches the center of the intersec-
tion, R1 is set in the gate, and after 3-h interval, R2
is set. But their paths are occupied by input segment
and there is no space to escape, the two segments fuse
with input segment. Eventually, output 0 is computed.
In this manner, NOT operation is implemented.
2.5. Experiment B
Experiment A is the verification whether these
Physarum logical gates work as primitive computing
device with some degrees of precision. Next, we ex-
amined how the Physarum AND gate works when the
gate has a crash in its hardware (Fig. 3A). If this gate
works as same as normal AND gate, it can be said as
a robust computer.
Robustness of a logical gate is defined by the stable
behavior in terms of the input–output correspondence
on the truth table, if the internal structure of a Boolean
gate is broken. Fig. 3A shows the behavior of robust
AND gate. The cross in Fig. 3A represents a broken
location (when the plasmodium reaches this point, a
blade falls and cuts the forefront of the plasmodium
and an impasse appears). If one sticks to the three
rules mentioned before, the behavior of slime can be
predicted as the following. Given a pair of inputs (1,
1), the one moves toward the buffer because of the
gradient (rule 1). The other averts from the one (rule 2),
encounters the broken area (i.e. impasse), and finally
is fused with the first one because there is no more
space to avert (rule 3). It results in 1AND1 = 0. It
entails that the AND gate does not work if the internal
structure of the gate is broken (Fig. 3A, center).
But, the actual results are different from the pre-
diction dependent on the fundamental three rules. Al-
though some really showed predicted behavior, the
other examples showed unpredicted results. After the
first fragment moved toward the buffer, the second one
avoided the first one (rule 2) and encountered the im-
passe. Then the second one fuses together with the first
one and become one plasmodium (rule 3). Although
the prediction till that stage was still correct, the sec-
ond fragment did not follow the first one and fused
plasmodium bifurcated to the new route that leads to
right path to output. As a result, the second fragment
moved toward the output, and that leaded 1AND1 = 1
(Fig. 3A and C, right). Given all possible pairs of in-
puts except for (1, 1), the gates work as well as the
normal gate. One concludes that the AND gate works
to satisfy the truth table of AND even if the gate is
structurally broken.
3. Experimental results and analysis
Table 1 shows the result of Experiments A and B.
With regard to only Experiment A, one can see that
these three gates work with about 85% accuracy. On
the other hand, it was verified that broken-AND gate
works with 60% accuracy. It is observed that results
are robust under slight changes of temperature and
moisture to some extent. Of course, in broken-AND
gate, “success” means that the fused plasmodium bi-
furcates and takes the right path to output. There was
no case except for unpredicted bifurcating moves and
fusing moves (predicted cases). Histograms in Fig. 2
(right) and Fig. 3B shows the relation between the to-
tal times of completion of gate working and the num-
Table 1
The rate of successful result of a Physarum Boolean gate
Success/trials Percentage
AND-normal 11/16 69
OR 19/19 100
NOT 19/23 83
AND-broken 18/30 60
Total 67/88 76
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Fig. 3. (A) The schematic diagram of the broken-AND gate, predicted behavior of Physarum, and the result of the experiment. A thin
arrow represents the gradient of glucose. Solid curves represent the moves of the plasmodium. (B) The histogram shows the distribution of
the time taken to compute outputs, where the horizontal line represents the time (minutes) and the vertical one represents the corresponding
frequency. (C) Photos of the experiment of AND gate. Normal condition (left) and Broken condition (right) Lines in the photos represent
the boundary of the paths. A Physarum fragments with attached paper are located at the input site, and move along the glucose gradient
following the three rules mentioned in the text. The experiment was conducted under the infrared lamp, and especially in the right path, the
most attracted materials (oatmeal) are located. Although the gate is different from the schematic diagram, the essential structure is identical.
(D) The algebraic expression of the change of local behaviors of Physarum fragments derived from the hardware breakdown, where it is
expressed as a concept lattice. Through the change of the experimental conditions, a lattice representing local behaviors of the plasmodium
is changed from a Boolean to a non-distributive modular lattice. In the latter lattice, distributive law does not hold for all elements.
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ber of examples. With these results, it seems possible
that setting up the system can process some kind of
task from these three gates.
In the actual AND gate experiment (includes bro-
ken one), because of the experimental architecture, we
did not unite two outputs of both sides into one path,
and assumed as output 1 if the plasmodium reaches
the some line of either output. We assumed that first
input plasmodium was right one like AND gate in Ex-
periment A, but it is reasonable that the experiment of
the contrary case shows the same result.
The logical gates with plasmodium are designed,
based on the relation between the three control pa-
rameters: (1) the gradients of the attractant, (2) the
existence of other individuals, and (3) free space; and
the corresponding behaviors. The relation is called the
context-relation expressed as Fig. 4, and it shows that
Fig. 4. Classifications of three parameters as local behavioral patterns, and their behaviors (right). Left schematic figures represent
correspondences of some cases to actual behaviors in the gates.
all possible combinations of three parameters, pres-
ence or absence can be discriminated in terms of the
corresponding behaviors. It also means that plasmod-
ium can recognize each combination of three param-
eters with respect to presence or absence. From this
relation, one can estimate the logic of plasmodium in
terms of lattice theory.
The logic of plasmodium is consistent with the no-
tion of topological space that is a kind of “filter” to
observe all possible combinations. What we take three
possible parameters is chosen as a set of observable
elements. A topological space is defined as a filter by
which some combinations of observable elements can
be observed, and explicitly corresponds to a lattice or
logic. In other words, empirical data are interpreted
into logic by identifiable combinations. Logic is de-
fined not just by three control parameters but by dis-
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tinction among combinations of control parameters.
With respect to the relationship between observed ele-
ments and an identifiable phenomenon resulting from
combinations of observed elements, one is always em-
ployed to a particular logic that is not necessarily
Boolean logic based on a set theory.
Given a set G= {a (gradient), b (existence of other
plasmodium), c (presence of escape-route)}, one can
obtains a power set of G, P(G), that consists of all sub-
sets of G. If observed subsets are chosen from P(G)
as S (i.e. S ⊆ P(G)), one can obtain a topology of
recognized space in the form of a lattice. A lattice is
defined as a partially ordered set closed with respect
to intersection and union. For example, if S = {φ,G},
φ ∩ φ = φ ∈ S, φ ∩G = φ ∈ S, G∩G ∈ S, and then
it is closed with respect to intersection. In a similar
manner, it is also verified that S is closed with respect
to union (i.e. for all x, y in S, x ∪ y ∈ S). By con-
trast, if a subset {a} is also empirically observed and
one obtains S = {φ,G, {a}}, then a lattice becomes a
non-complemented Heyting algebra. It does not con-
tain the law of excluded middle.
In the case of plasmodium, we obtain S = P(G)
because all combinations of three control parameters
can be distinguished with each other in a term of plas-
modium moves. Fig. 4 shows plasmodium’s behavior
corresponding to a subset of three parameters. For ex-
ample, compare the moves of plasmodium under {a,
b} with ones of {a}. The experimental condition with
{a} means that there is a gradient of glucose, and {a,
b} means that there is a gradient and other plasmod-
ium individual. In both conditions there is no space to
avoid other plasmodium. The motion under {a, b} is
observed as simple fusion, and the motion under {a}
is observed as free expansion along gradient. As a re-
sult, one can distinguish {a} from {a, b} in a term of
plasmodium behavior. In analogous manners, we can
distinguish all combinations of three control parame-
ters in a term of plasmodium moves, and then we can
obtain S = P(G) that is a set lattice. Especially, it
also satisfies the distribute law (i.e. for all x, y, z in S,
x∩ (y∪ z) = (x∩ y)∪ (x∩ z)) and the complemented
law (i.e. for all x in S, there exists an xc such that
x ∩ xc = G, x ∪ xc = φ). Distributed complemented
lattice is called Boolean lattice, and it exactly corre-
sponds to the prepositional classical logic. As a result,
the relation between parameters and the correspond-
ing behaviors can be expressed as a Boolean lattice.
A lattice obtained from the context-relation is con-
structed also as a concept lattice (Ganter and Wille,
1999; Gunji et al., 2002). If the context-relation is
given as a binary relation, R, between two sets, G and
M, a formal concept is defined as a pair (A, B) with
A ⊆ G, B ⊆ M, such that A′ = B and B′ = A, where
A′ = {m ∈ M|gRm, ∀g ∈ A},
B′ = {g ∈ G|gRm, ∀m ∈ B}.
For all concepts, a partial order, ≥, is defined by
inclusion relation (i.e. (A1, B1) ≥ (A2, B2) :⇔ A1 ⊇
A2). If a partial order is drawn as a line, the structure
among concepts is expressed as a Hasse diagram rep-
resenting a finite lattice. In our experiments, G is ex-
pressed as a set of stimulus or environmental factors
G= {a (gradient), b (presence of other plasmodium),
c (presence of escape-route)} and M is defined as a
set of behaviors M= {1 (fusion), 2 (chemicotaxis), 3
(avoidance)}. A binary relation between G and M in
the condition of Experiment A, is shown in the left
matrix in Fig. 3D, where an environmental factor g
relating a behavior m is represented by gRm that is
shown as a filled square. Because three components
of environmental factors are not independent, one has
to remark the relation. With respect to the gradient
column (a), the relation between the gradient and the
behavior is defined by the presence of the behavior
induced from gradient. There is little observation of
which avoidance from other individual against the gra-
dient. As a result, we obtain that aR1, aR2, and aR
–3. With respect to the presence of other plasmodium
column (b), the relation between b and the behavior is
defined by the presence of the behavior induced from
the other individual. Both fusion and avoidance to the
other plasmodium were observed, although chemico-
taxis is not derived from the presence of other plas-
modium. It shows that bR1, bR–2 and bR3. With respect
to the escape-route column (c), the relation between
c and the behavior is defined by the behavior under
the presence of the escape-route. There is little obser-
vation of the fusion with other plasmodium under the
presence of the escape-route. As a result, we obtain
cR–1, cR2 and cR3.
In Experiment A, a concept lattice obtained from
the binary relation is a Boolean lattice as Fig. 3D (cen-
ter). An element of a lattice is represented by a for-
mal concept. For example, given A = {a, b}, A′ =
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{m ∈ M|gRm,∀g ∈ A} = {m ∈ M|aRm ∧ aRm} =
{1}. On the other hand, given B = {1}, B′ = {g ∈
G|gRm,∀m ∈ B} = {g ∈ G|gR1} = {a, b}. A pair
(A,B) = ({a, b}, {1}) satisfies A′ = B and B′ = A,
and then it is a formal concept. Finally, all formal con-
cepts represent a power set of G, and then the concept
lattice coincides with a set lattice. That is why the re-
sult of concept lattice analysis is consistent with the
analysis in terms of the recognized sets of all possible
combinations.
With respect to concept lattice analysis, the relation
between the stimulus and the corresponding behaviors
under the Experiment B is different from the one under
the Experiment A (Fig. 3D, right matrix). In the Ex-
periment A, whenever the plasmodium encounters the
other individual under the presence of glucose gradi-
ent, it is fused with the other moving along the gradi-
ent. It shows that fusion is induced from the gradient.
It is expressed as the presence of the relation between
gradient and fusion (i.e. aR1). Compared with Exper-
iment A, the second plasmodium moves against the
gradient in encountering the first plasmodium in the
Experiment B. It shows that there is no fusion induced
from the gradient. It, therefore, leads that aR–1. In the
similar manner, it is found that bR1 and bR3. After
encountering the impasse (i.e. the failure of the hard-
ware), there is fusion induced from the other plasmod-
ium (i.e. bR1) but no avoidance induced from the other
plasmodium (i.e. bR–3). Actually, the second plasmod-
ium is fused with the first one and then it moves toward
the free space. It never avoids the other plasmodium.
With respect to the presence of the escape-route, we
observed little chemicotaxis with the escape-route in
the Experiment B. If there is the escape-route, the
plasmodium moves against the glucose gradient, and
it moves toward the free space (i.e. cR–2). By contrast,
in the first contact between the first and second plas-
modium, the second plasmodium avoids the second
one and moves to the escape-route (i.e. cR3). As a re-
sult, the binary relation between G and M is changed
to the matrix as shown in Fig. 3D (right).
The Hasse diagram of this result is a modular lat-
tice in which distributive law does not hold for all
elements, as shown in Fig. 3D (right center). Recall
the significance of distributive law, x ∩ (y ∪ z) =
(x∩y)∪ (x∩z). In a lattice, two binary operations the
least upper bound, ∪, and the greatest lower bound,
∩ are defined. Elements of a lattice are employed for
these operations. If a distributive law holds in a lattice,
any elements of a lattice can be copied and manipu-
lated. Although a variable x appears once at the left
hand, it appears twice due to the copy in the equation
of the distributive law. On the contrary, it means that
parallel operations x∩ y and x∩ z can be summed up
by one operation. Compared with a distributive lattice,
elements of a modular lattice cannot be copied with-
out satisfying a specific condition, and then x∩ (y∪z)
does not coincide with (x∩ y)∪ (x∩ z). Therefore, if
the model of a computation in a modular lattice is ex-
pressed as a particular equation involving x∩ (y ∪ z),
the model is destined to be inconsistent with a real be-
havior following the equation involving (x∩y)∪(x∩z).
Because we define a concept lattice to describe the
relationship between the stimulus and the correspond-
ing behaviors, such a lattice is a model of local be-
haviors of plasmodium. The change of a lattice from
a Boolean (Experiment A) to a modular lattice (Ex-
periment B), therefore, implies the change of the local
behaviors of plasmodium. In Experiment A, all for-
mal concepts derived from the relationship between
stimulus and behaviors can be perfectly manipulated.
On the other hand, in Experiment B, the description
consisting of formal concepts (i.e. computing results
of the binary operations in a concept lattice) is des-
tined to be imperfect. An observer overlook all con-
cepts simultaneously and then his model for the local
behaviors of plasmodium must be imperfect.
Compared the results of Experiments A with B,
logic of local behaviors of plasmodium changes, al-
though in both experiments implemented plasmodium
gates work properly as Boolean gates. In Experiment
A, local behavior expressed as a Boolean concept
lattice is consistent with the behavior as a Boolean
gate. In Experiment B, there is discrepancy between
the local behaviors and the behaviors as a Boolean
gate. The germ of emergent computing can be found
in this aspect.
4. Discussion and conclusion
Consider these experimental results in the context
of emergence/emergent computation. Recall our point
for the emergent computation. In order to implement
the emergent computing, the relationship between a
machine and its user has to be embedded in a ma-
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chine. For this purpose, the plasmodium is adopted as
a computing agent, because the relationship between
a machine and its user is embedded in the form of
the relationship between parts (local behaviors) and
whole (global behaviors). In our framework, the logic
of global behaviors is described as the relation ta-
ble between inputs and outputs. If implemented three
Boolean gates, AND, OR and NOT gates work prop-
erly, global logic is defined as Boolean algebra. The
logic of local behaviors is defined as a concept lat-
tice. By this analysis, we can estimate discrepancies
between local and global behaviors.
First, in Experiment A, there is no discrepancy
between local (local behaviors of the plasmodium)
and global (input–output correspondence) behavior
because both behaviors are expressed as Boolean lat-
tices. As a result, it looks as if global behaviors of
the plasmodium gates could be reduced into the local
behaviors because they are consistent with each other.
On the other hand, in Experiment B, although local
behavior is expressed as a non-distributive modular
lattice, global behavior is still expressed as a Boolean
lattice. It is clear to see that the discrepancies between
local and global behaviors are inherited in comput-
ing and it gives rise to self-repairing computing.
Although global behaviors as a Boolean gate cannot
be controlled by local behaviors of plasmodium, one
can use plasmodium gate as a Boolean gate. Com-
puting (global behavior) is generally based on perfect
control of local behavior. As far as a machine works
properly in this sense, we call it a stable machine. In
Experiment A, it looks as if global behaviors could
be controlled by local behaviors. By contrast, in Ex-
periment B, it is uncontrollable local behaviors that
give rise to Boolean gate robustly. In this sense, such
a machine is here called a robust machine. In other
words, a robust computing is defined by a computing
inheriting the discrepancies between local and global
behaviors. Not a stable but a robust machine has po-
tential to emergent computing. From Experiment A,
one cannot see that a machine is robust, but through
Experiment B, one can see that plasmodium gates are
robust machines in principle.
Material computing yields the problem regarding
the negotiation between parts and whole. Imagine a
ballistic computation (Margolus, 1982). In assuming
that a trajectory of a billiard ball is a truth value,
Boolean gates are implemented by controlling a tra-
jectory by a specific walls and collisions of balls. In-
put is defined by a configuration of balls and output is
observed as a particular trajectory at a particular site.
Therefore, a user of a machine (i.e. observer) needs
the precise knowledge on the topography of trajecto-
ries, or the relationship between a whole billiard table
and a point (a part) in a table. The knowledge is aban-
doned only to a user. In other words, if the knowledge
attributes only to a user, discrepancies between a ma-
chine and a user are hidden perfectly. By contrast, if
the knowledge on the relationship between parts and
whole attributes not only to a user but a machine,
the process of computation must be dis-equilibration
process (Gunji, 1995). The observer’s perspective on
parts–whole is betrayed by the actual relationship be-
tween parts and whole in a machine, and that triggers
to make an observer change his perspective and how
to control a machine. This process keeps on going, and
then the process of computation can be maintained ro-
bustly and simultaneously opened to emergent com-
puting.
Although a machine is instable in principle, the in-
teraction between a machine and a user can be main-
tained as “computation.” Recall the results of Experi-
ment B. In spite of the hardware failure, a plasmodium
gate can work properly. As a result, a user can use such
a gate as a Boolean gate without the knowledge on
the relationship between local and global behaviors.
Against a hardware failure, dis-equilibration process
between local and global behavior results in material-
based new AND gate. Discrimination of emergence
from error depends on dis-equilibration process.
The dis-equilibration process is generated from ro-
bust computation in which the discrepancies between
parts and whole change the relationship between local
and global behaviors of computing. In Experiment B,
discrepancy between non-distributive modular lattice
(local behavior) and Boolean lattice (global behavior)
changes the notion of computation, from the compu-
tation with consistency between local and global be-
haviors to the computation inhering the discrepancy.
There is discrepancy, but global notion of computing
still remained. That is why a user can use plasmodium
gates as logical gates. In assuming that global behav-
iors of computing is unchanged, it makes sense that
re-organization of parts can drive the new relationship
between non-distributive modular lattice and Boolean
lattice. Re-organization of parts plays an essential
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role in material or biological computing in a parallel
fashion.
Protein, DNA and/or membrane computing has an
advantage in parallel computing. For example, DNA
computing can utilize huge numbers (with the scale of
Avogadro constant) of computing resources. Although
searching for a solution in a solution space proceeds
in a parallelism of such a huge numbers of compu-
tations, there is no intelligent device of distribution
of computing resources. Re-organization of parts is a
hopeful candidate of such an intelligent device. Imag-
ine that two computing agents simultaneously access
the unique computing resources. If the resource can-
not be divided into well-defined computing resources
in advance, parallel access entails to dead locked. In
this sense, parallel computing is impossible in princi-
ple. But such a perspective is based on the ideal for-
mal computation, and material process as computa-
tion proceeds with such parallel accesses to the unique
computing resource. Clearly, the parts–whole relation-
ship keeps on changing. Before an agent’s touching
a resource, a resource is not only the outside of the
computing resource but yields the environment of ex-
ecution of computation for the agent. After touching,
the computing resource is embedded into the com-
puting agent. Re-organization of computing resources
and agents proceeds without dead lock, and that can
lead to new idea of parallel processing. In the previous
sense of parallel processing, computing output needs
the synthesis of each processing in parallel fashion.
The synthesis needs satisfactory long time. By con-
trast, parallel processing with re-organization of com-
puting agents and resources has an advantage with re-
spect to computing time.
A Physarum-computer user can acknowledge as
computer that has self-repairing system. It could lead
to the dis-equilibration in which a user can regard the
unpredicted output of a computer not as an error but
as the emergent state. It could lead to the emergent
computing.
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