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El futuro de los vehículos autónomos y de los sistemas avanzados de asistencia al conductor
se sustenta en el desarrollo de sistemas de percepción capaces de proporcionar una detección
rápida y precisa del entorno que rodea al vehículo. A pesar del largo trecho recorrido en el
campo de detección de carretera, existe todavía un trecho importante en investigación para
lograr incorporar capacidades de entendimiento de escena a los vehículos inteligentes. Este
trabajo de fin de máster presenta un sistema de segmentación de carreteras a nivel de bit a partir
de imágenes monoculares. La propuesta se basa en un modelo gráfico probabilístico y una
serie de algoritmos y configuraciones seleccionadas oportunamente para acelerar el proceso
de inferencia. En breve, el método propuesto emplea Conditional Random Fields y Uniformly
Reweighted Belief Propagation. Por otro lado, el algortimo se valida en el dataset KITTI ROAD,
alcanzando resultados en la línea del estado del arte pero con el tiempo de cómputo por imagen
más bajo usando un PC estándar.
Palabras clave: Probabilistic Graphical Models, Computer Vision, Conditional Random
Fields, Machine Learning, Pater Recognition.

ABSTRACT
The future of autonomous vehicles and driver assistance systems is underpinned by the
need of fast and efficient approaches for road scene understanding. Despite the large explored
paths for road detection, there is still a research gap for incorporating image understanding
capabilities in intelligent vehicles. This Master thesis presents a pixelwise segmentation of
roads from monocular images. The proposal is based on a probabilistic graphical model and
a set of algorithms and configurations chosen to speed up the inference of the road pixels. In
brief, the proposed method employs Conditional Random Fields and Uniformly Reweighted
Belief Propagation. Besides, the approach is ranked on the KITTI ROAD dataset yielding state-
of-the-art results with the lowest runtime per image using a standard PC
Keywords: Probabilistic Graphical Models, Computer Vision, Conditional Random Fields,
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K Number of observation feature function for nodes.
L Local polytope.
M Marginal polytope.
nC Number of cliques in the graph.
Ni The set of neighbors of Xi.
Ω Null matrix.
P Number of samples in a dataset.
πi The parents index of node i in a directed graphical model.
ψc Clique potential.
U (y, y′) Utility function measuring the satisfaction of a output predicted.
w Parameters of the graphical model.
X Input domain (a set of images).
Xi A random variable, or the node for Xi in a graph.
xi A realization of random variable Xi.
x A realization of the random variable X = (X1, X2, . . . , Xn) (ob-
served superpixels in an image).
Y Output domain (labels assign to the superpixels).
y A realization of the random variable Y = (Y1, Y2, . . . , Yn) (classes
asigned to the superpixels in an image).
Z The partition function.
CHAPTER 1
INTRODUCTION
This work is framed with the research line of the Intelligent Transport Systems (ITS) devel-
oped by the Robesafe group at the University of Alcalá comprised of professors and researchers
ascribed to the Department of Electronics. More specifically, the work is inscribed within the
domain of real-time computer vision for Advanced Driver Assistance Systems (ADAS) and au-
tonomous driving, being a contribution to initiatives trying to avoid that a vehicle get out of its
ego-lane involuntary.
In brief, this project presents an approach to semantic interpretation of scene, Image Under-
standing (IU), using a embedded system on-board vehicle to classify objects in real time. The
core task of our proposal can be regarded as pixel labeling problem. Labeling, just as name
implies, labels each pixel (or pixel block) in its category. In our case, the label set has two ele-
ments: road and off-road, so the systems performs real time road detection. Road detection is a
key requirement for the successful development and use of intelligent vehicles due to its many
potential practical applications, especially in ADAS (example of such ADAS are Lane Depar-
ture Warning System (LDWS), Lane Keeping Assist Systems (LKAS), automatic parking, etc.) and
autonomous driving.
In order to carry out the proposal, we apply an innovative technique of machine learn-
ing, namely Conditional Random Fields (CRFs) [1]. Recent advances in discrete optimization
and probabilistic graphical models have become CRFs in a standard tool for segmenting and
labeling task.
1.1. Motivation
Road transport plays a vital role in the modern society, allowing economic growth, social
development and prosperity. According to official data by European Union [2] people travel
mainly by road, with private cars accounting for 73% of passenger traffic and about 44% of
goods transported in the EU go by road.
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However, the road transport is facing a number of challenges. Examples include but no are
limited to: traffic accidents, congested roads, the constant rise in the price of fuel, air pollution,
etc. Even though there have been advances to address the above-mentioned challenges, the
numbers are startling. Thus, there were still more than 31,000 deaths on European Roads in
2010 [3]. In the Figure 1.1 we show the annual number of fatalities, injury accidents and injured
people in the European Union [4].
Figure 1.1: Annual number of fatalities, injury accidents and injured people in EU-27, 2001-
2010.
According to the Figure 1.2, most accidents do no occur in motorways, but they occur in
urban area and rural roads. In both cases, drivers can benefit from a road detection system
due to the worse signaling conditions of rural roads and the challenging urban traffic with
continuous lane changes.
Figure 1.2: Share of fatalities by area type in EU-21, 2010.
In the last years, due to these alarming facts, the automotive industry is introducing differ-
ent systems, including systems for active and passive safety to improve the security conditions
and achieve a more efficient driving. Perhaps one of the most representative examples are the
ADAS [5] that provide real time help to the driver. According to several surveys [6], ADAS can
prevent up to 40% of traffic accidents, depending on the type of ADAS and the type of accident
scenario.
The ADAS can cover a wide range of systems, from systems that provide information or







Collision avoidance system, also knows as pre-cash system.
Driver drowsiness detection.




Lane departure warning system.
Night vision.
In the Figure 1.3 we show an example of a car equipped with some of the ADAS listed
above.
Nonetheless, the introduction of ADAS on the market is slow. In our opinion, the primary
cause of low market penetration is the economic added cost together with the lack of informa-
tion about these systems.
If we look carefully the ADAS listed above, we note that the most of them use computer
vision techniques to detect the presence of possible objects and classify them. Therefore, we
can conclude that a way to enhance the use of ADAS can involves to develop cheaper systems
capable to perform IU easily installed on different vehicles.
In research and development these systems based on computer vision have grown signif-
icantly in importance, due to their advantages over other detection sensors or location tech-
nologies. The following are the main advantages identified by Guan [7]:
They are relatively inexpensive and can be easily installed on a vehicle, and they can
detect and identify objects without the need for complementary companion equipment.
These systems can capture a tremendous wealth of visual information over wide areas, of-
ten beyond the longitudinal and peripheral range of other sensors such as RAdio Detection
And Ranging (RADAR) or Light Amplification by Stimulated Emission of Radiation (LASER).
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Figure 1.3: The Audi A6 is an example of premium car equipped with several moderns ADAS.
The continuous innovations in computer vision processing algorithms allows to exploit the
wealth of visual data captured by cameras, identifying more subtle changes and distinctions
between objects, enabling a wide range of ever more driving safety systems. Besides, the use
of a monocular system, despite the obvious limitations to geometric reconstruction, has signifi-
cant advantages over stereoscopic systems due to lower cost, computational requirements and
technical complexity.
1.2. Problems Associated
The general problem of detecting objects in images is very complex because it involves the
development of a system capable of distinguishing a particular class of objects from the rest.
Our system shall operate correctly over marked roads, like highways, and over unmarked
road, that are common in rural areas and inner-city. Therefore, due to the great diversity of
environments in which our system must work, we have to deal with a number of issues:
Low visibility due to inclement weather, including overcast sky, heavy rain, etc.
Presence of noise in the images.
Occlusions produced by obstacles such other vehicles.
Extensive shady zones.
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Variations in the appearance of the material of the road (asphalt, gravel, etc.) and possible
wear down.
The mobile nature of the work platform adds complexity to the problem.
Furthermore, road detection must be not only as accurate as possible but also prompt. In
order to have a practical system, classification in real time is mandatory.
1.3. Proposed Objectives
The objectives pursued that we wish to achieve in this work are the followings:
Development of an algorithm for road segmentation based on CRFs introduced by Laf-
ferty et al. [1].
Selection of the most appropriate model for the CRF.
Selection of the best visual descriptors for the segmentation road problem.
Validation of the proposed using the KITTI Road dataset, the most known public dataset
for evaluating road area and ego-lane detection approaches [8].
Documentation of the method developed.
Report conclusions and propose future works.
A overall description of the system designed is depicted in the Figure 1.4. The remainder
of the book explains in detail each one of the different stages.
Figure 1.4: System block diagram showing the main steps in our road extractor. Down and up
arrows correspond with the downsample and upsample performing with superpixels
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1.4. Organization
This dissertation is structured as follow:
Chapter 2 : Reviews related state of art on road segmentation.
Chapter 3: This chapter presents a basic introduction to graphical models. Directed and undi-
rected graphical models are described, giving particular emphasis to CRFs. It also described
the tool factor graphs.
Chapter 4: This chapter describes the preprocessing followed to obtain the Region of Interest
(ROI) in where the CRF will be built.
Chapter 5: We justify the choice of the implemented model and describe in detail the skele-
ton of our CRF, showing some of the required structures for its implementation.
Chapter 6: This chapters concerns the necessary process to inference the road in a given
image. In our case, the graph of the CRF is not tree-structured, which implies that probabilis-
tic inference is NP-hard. However, we can effectively approximate by some message passing
algorithm.
Chapter 7: Here we detailed the learning task. That is, the process required to obtain the
parameters of the model. In this work we use a recent approach presented by Justin Domke [9]
to do parameter learning using approximate marginal inference instead the usual approach
based in approximations of the likelihood.
Chapter 8: Describes the feature functions used in our model distinguishing between node
and edge features. This chapter is key due the choice of appropriate features that determine
the success or failure of the classifier.
Chapter 9: This chapter describes the post-processing based on morphological operations
to slightly increase the overall accuracy.
Chapter 10: We present and discuss the results of the segmentation on the KITTI Road
datasets presented above, carrying out an comparative evaluation against the state of art.
Chapter 11: Concludes the dissertation and discusses possible future directions that are not
covered by this work.
CHAPTER 2
STATE OF ART
Road segmentation is a well-known problem in ITS that has been studied for decades [10].
However, the emergence of new systems such as ADAS (e.g., lane departure warning, adapta-
tive cruise control, lane keeping, lane centering, turn assist), personal navigators, autonomous
driving, etc. has caused a renewed interest in this issue because most of these systems need to
detect the road surface ahead the ego-vehicle.
The potential uses for road scene segmentation are very varied [11] such as discard large
image areas, impose geometrical constraints on objects in the scene, etc. Thus, a variety of sys-
tems has been developed to detect the road in some kind of environment. They used different
sensors to acquire the information of the environment, such as, monocular vision, stereo vision,
laser range finders and fusion of some of them [12].
Although the road detection problem, does not look like a hard one, this impression is mis-
leading. The significant gaps in research, high reliability demands and large diversity in case
conditions make that the building a useful road segmentation system is a large scale research
and development effort [10].
On well marked roads, especially highways, road detection can easily been done by detect-
ing the lane marking. However, general road detection is much more challenging due to many
reasons, some of which are:
Arbitrary road shape.
Absence of lane markings.
Occlusions with other vehicles and objects.
Variations in the type and shape of the road.
Variations in lighting conditions with the daytime. It also can occur when the vehicle is
passing through a tunnel.
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Variations in the appearance of the material asphalt, gravel, etc. Its includes phe-
nomenons like wear down and switch from one road to another.
Variations depending on acquisition conditions.
The clutter of background.
In order to show the variability of some of the conditions mentioned above we show some
road scenes in Figures 2.1, 2.2 and 2.3. The road segmentation, as we can see, is an easy task
only in some specific cases.
(a) Road urban scene image (b) Ground truth
Figure 2.1: Example of a urban marked road and its associated ground truth taken from [8]. In
this case the road segmentation is relatively straightforward.
(a) Road urban scene image (b) Ground truth
Figure 2.2: Example of a “harder” urban marked road and its associated ground truth taken
from [8]. In this case the road segmentation is further complicate.
(a) Road urban scene image (b) Ground truth
Figure 2.3: Example of a urban unmarked road and its associated ground truth taken from [8].
The case is more complex due to the absence of lane marks and the presence of shadows.
For these reason, when addressing the study of state of art in road segmentation is appropri-
ate to distinguish two types of roads because there are different approaches most appropriated
for each case, namely:
1. Marked, like highways and highway-like roads (Figure 2.4a).
2. Unmarked, that are common in rural areas and inner-city (Figure 2.4b).
A particular case of road segmentation is the ego-lane segmentation that involves detect and
extract the lane in which the vehicle is currently driving on. This is an important question in
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(a) Marked road
(b) Unmarked road
Figure 2.4: Marked road vs. unmarked road.
the design of ADAS because these systems should avoid to invade the opposite lane. In the
Figure 2.5 we show the difference between lane and road detection for the same road scene.
2.1. Marked Road Segmentation
In order to segment the marked road scenes there are highly diverse techniques. However,
the localization of road markings is the most used approach [13–16]. Methods based upon
segmenting the road using the color cue have also been proposed but they do not work well
for general road image, specially when the roads have little difference in colors between their
surface and the environment. In addition, laser, radar and stereovision have also been used for
structured-road detection.
For example, [14] Sun et al. propose a method for lane-marking detection which is car-
ried out by color analysis of road scene images using hue-saturation-intensity [17] color model
achieving better results that using RGB color model. A example is depicted in Figure 2.6.
The approach of Felisa and Zani [13] produces reliable results exploiting a robust polyline
matching technique capable of running at soft real-time rates. They employs an Inverse Perspec-
tive Mapping (IPM) transformation [18]. The Figure 2.7 shows a example of lane-marking using
this approach.
Kuo-Yu and Sheng-Fuu Lin [19] use similar ideas. Firstly, they choose a ROI to find out
a threshold using statistical method in a color image. Then, this threshold will be used to
distinguish possible lane boundaries from the road. They use a color-based segmentation to
find out the lane boundary. Since in the real world, lane marking is extensional vertically, they
propose use a quadratic function to approach the lane marking because it may be interpreted
as a kind of parabolic. This algorithm can deal with solid or broken line, straight or curved
line, obstacle on lane marking, other traffic signs drawn on the road, road pavement, shadow,
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(a) Road scene image.
(b) Lane ground truth.
(c) Road ground truth.
Figure 2.5: Images illustrating an example of the difference between lane and road detection.
(a) Example of input image. (b) Final result.
Figure 2.6: Example of lane-marking detection using HSV color model taken from [14].
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Figure 2.7: Example of lane-marking algorithm output using a camera mounted on top of a
truck cabin taken from [13].
and sun light reflection. The system proposed demands low computational cost and memory
requirements and is robust in the presence of noise, shadows, pavement and obstacles like cars,
motorcycles and pedestrians.
Yingua He et al. [20] present a road-area detection algorithm based on color images. Their
algorithm is composed of two modules:
In the first module, an edge image of the road scene is analyzed to obtain the candidates
for road borders and to delimit the area that will subsequently be used to compute the
mean and variance of the Gaussian distribution, assumed to be obeyed by the color com-
ponents of road surfaces.
The second module effectively extracts the road area and reinforces boundaries that most
appropriately fit the road-extraction result.
The combination of these modules can overcome basic problems due to inaccuracies in edge
detection based on the intensity image alone and due to the computational complexity of seg-
mentation algorithms based on color images. Figure 2.8 depicts an example of road detection.
Figure 2.8: Result of road detection in a curved roads in color-based road segmentation [20].
Southall and Taylor [21] present a method for estimating road shape using a single on board
color camera, together with inertial and velocity information. They use a six-dimensional state
vector s[k] to describe both the position of the vehicle and the geometry of the road:
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s(t) = [y0(t), tan ε(t), C0(t), C1(t), W(t), θ(t)]T (2.1)
where y0 denotes the lateral offset and ε the bearing of the vehicle with respect to the centre-
line of the lane, C0 and C1 the curvature and rate of change of curvature of the lane ahead of
the vehicle, W the width of the lane, and θ the pitch of the camera to the road surface, which
is assumed to be locally flat. Then, given a state s(t) Equation (2.2) describes the shape of the
road ahead of the vehicle:







where y is the lateral position of the road centre with respect to the vehicle, and x the distance
ahead, as illustrated in Figure 2.9.
Figure 2.9: The camera, road and image co-ordinate systems in [21].
To extract the lane marks they run a Hough transform [22] algorithm whereas the road
shape is estimated using a particle filter [23]. Bin and Jain[24] also use a Hough transform to
extract the lane-markings.
Another quite different approach is presented by McCall and Trivedi [16], they propose
to use steerable filters [25] for robust and accurate lane-marking detection. According to the
experiments carried out by the authors, steerable filters provide an efficient method for detect-
ing a wide variety of lane markings under varying lighting and road conditions. In this way,
steerable filters help in providing robustness to complex shadowing, lighting changes from
overpasses and tunnels, and road-surface variations. Moreover, steerable filters are computa-
tional simples, allowing a a fast implementation. Figure 2.10 depicts some examples of lane
segmentations.
An alternative approach is based on the use of splines [26] to fit the limits of the roads. For
example, Kaske et al [27] propose using Chi-Square fitting combined with random search to
obtain the best set of parameters of a deformable template corresponding with the lane bound-
aries; an example of lane segmentation can be found in Figure 2.11. A similar approach is
presented by Jung and Kelber [28] but using linear-parabolic splines. Finally, Wang et al. [15]
proposed a lane detection and tracking algorithm able to describe a wide range of lane struc-
tures using B-snakes, an economical realization of snakes (also knows as active contours) by using
far fewer state variables by cubic B-Splines as is depicted in Figure 2.12.
Although the cost of vehicle safety technology is dropping, most safety technologies are
not available in economy vehicles and it will be a decade before the vast majority of cars on the
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Figure 2.10: Results of lane segmentation based on steerable filters. Scenes from dawn (row 1),
daytime (row 2), dusk (row 3), and nighttime (row 4). These scenes show the environmental
variability caused by road markings and surfaces, weather, and lighting.
Figure 2.11: Image with bad contrast but well marked lane boundaries using splines
Figure 2.12: The model of left image uses 3 control points and the model of the right uses 4
control points.
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road today have these safety features built-in. contrast, smartphone solutions can be used in
all vehicles (new or old) and represent a cheap and disruptive technology. This is the reason
why in the last years there has been an active work on using smartphones to assist drivers.
One clear example that can be cited is DriveSafe, an safety app presented by Bergasa et al. [29]
that detects inattentive driving behaviors and gives corresponding feedback to drivers, scoring
their driving and alerting them in case their behaviors are unsafe. This works employs a mod-
ification of the Dickmans clothoidal road model-based method [30] to evaluate drowsiness. In
brief, the app detects the lane following this steps:
1. Transformation of the image to gray scale.
2. Creation of two ROIs, one for the left markings and another for the right one
3. Detection of edges in the ROIs using an adaptive Canny algorithm which maximizes the
edges in each ROI.
4. Elicitation of candidate lines for each of the two ROIs using the Hough transform together
with some geometrical constraints.
5. Election of a representative line per ROI maximizing the length of the line, minimizing the
angle difference between the candidate and the road model and the difference between
the model vanishing point and the vanishing point obtained among the candidates for
the left and the right side.
Figure 2.13 shows an example of these steps for a lane detection process at night.
Figure 2.13: Example of lane detection process at night with DriveSafe a) ROIs in the gray scale
image, b) Canny edges, c) Segmented and winner lines, d) Marker measures and lane model.
2.2. Unmarked Road Segmentation
For unstructured roads and structured roads without remarkable boundaries, road segmen-
tation must be addressed from an alternative perspective to detection based on lane-markings.
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Methods based upon segmenting the road using color cue have also proposed but they do
not work well when the roads have little difference in colors between their surface and the
environment, may failing with strong shadows and highlights.
Sotelo et al. [31] propose to use the color features of the HSI color space as the basis for
performing the segmentation of nonstructured road. The HSI color space segments the image
by using the cylindrical distribution of its color feature.
The approach presented by Tan et al. [32] uses color classification and learning to construct
and use multiple road and background models. These color models are used to segment each
color image into road and background by estimating the probability that a pixel belongs to
a particular model. Since the color models are constructed on a frame by frame basis. The
color model proposed by the authors uses normalized R and G because they are fairly robust to
changes in illumination, while at the same time being fast to calculate. An example of detection
is depicted in Figure 2.14.
Figure 2.14: Nonhomogenous and complex road shape example. Upper-left shows the raw im-
age of an intersection; bottom-left is the current road probability, bottom-right is the temporal
fusion, and upper-right is the segmented road.
Álvarez and López [33] propose an approach to vision-based road detection robust to shad-
ows. Their approach relies on using a shadow-invariant feature space combined with a model-
based classifier. The model, a simple likelihood-based classifier, is built online to improve the
adaptability of the algorithm to the current lighting and the presence of other vehicles in the
scene. The Figure 2.15 depicts some road detection examples using this approach.
When there are little difference in color between the road and offroad areas, it is hard to
find a intensity change to delimit state. The most plausible solution is using the texture. For
example Nieto and Salgado [34] use a steerable filter bank to extract different edge images, then
an enhanced edge image is composed with these images resulting in a clear identification of
the lane markings. Finally, a fast Hough transform and minimum squares fitting find the best
vanishing point of the image and the lane markings that delimit the road. The approaches of
Rasmussen [35] and Kong et al. [36] (see 2.17) are pretty similar to this strategy but using Gabor
filters to estimate the vanishing point. In all of these cases, the road segmentation is robust to
variations in the illumination and the type of road. However, may fail with curved road, heavy
traffic and strong shadow edges.
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Figure 2.15: Road-detection examples. (Top row) Original image. (Second row) Illuminant-
invariant image. (Third row) Detected road. (Bottom row) Comparison against hand-
segmented result. (Yellow) Correctly classified pixels. (Green) Falsely detected road pixels.
(Red) False background pixels.
Figure 2.16: Several examples of vanishing point estimation and road model extraction. Ex-
ample (a) shows the most simple case where the road is almost empty, while cases (b) and (c)
are quite more difficult as there are overtaking traffic and road traffic signals that difficult the
correct detection. Case (d) shows a particular situation where the illumination conditions have
abruptly changed due to the shadow casted by a bridge on the road.
Figure 2.17: Road segmentation using the vanishing point.
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The color and texture is used in [37] employing Artificial Neural Networks (ANNs). This work
employs a block-based classification method consists on dividing the image in blocks of pixels
and evaluate them as a single unit. A value is generated to represent this group, this value can
be the average of the RGB, entropy and others features from collection of pixels represented
(see Figure 2.18. The main disadvantage of this system is that the roads can present aperiodic
texture, which is hard to characterize.
Figure 2.18: Blocks generated of frame of road scene. For each block, a feature value is calcu-
lated depending on the feature chosen. This strategy has been used to reduce the amount of
image elements, allowing faster processing.
Lookingbill et al. [38] propose using reverse optical flow to provide an adaptive segmen-
tation of the road scene finding examples of a ROI at previous time in the past. However, the
method does not work well when the camera is unstable and the estimation of the optical flow
is not robust enough. Some scene frames are depicted in Figure 2.19.
Figure 2.19: Segmentation unmarked road based on optical flow.
For unstructured roads and structure road without remarkable boundaries and markings,
Alon et al. [39] propose a realtime system combining Adaboost [40] classification to form an
initial segmentation with the texture boundaries constrained by geometric projection to find
the road area for each frame.
The work of Kühnl et al. [41] is one of the approaches that achieves better results in the
KITTI online evaluation website [8] (see 10) working in real time at the expense of use a pow-
erful Graphical Processor Unit (GPU).Their proposed system aims at detecting ego-lanes in cases
of both explicit (lane-markings or curbstones) and implicit (unmarked road) delimiters. For
that, the system represents visual properties of both, the road surface and delimiting elements
in confidence maps based on analyzing local visual features. On such confidence maps, Spatial
Ray (SPRAY) that incorporate properties of the global environment are calculated. The system,
depicted in the workflow of Figure 2.20, consists of three parts:
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Figure 2.20: System block diagram showing the main processing steps in the SPRAY ego-lane
extractor.
1. Base classification. A set of three base classifiers (boundary, road and marking), which
work on preprocessed camera images create three confidence maps in a metric represen-
tation (using IPM). Different training strategies are used to specialize each classifier on its
specif task.
2. SPRAY feature generation. Takes a confidence map from a base classifier and extracts a
spatial feature vector for a defined number of points. Using radial vectors called rays the
spatial layout with respect to the confidence map is captured at each individual point. A
ray vector Rα includes all confidence values along a line with a certain angular orienta-
tion α. The SPRAY features corresponds with the locations where the ray value reaches
a certain threshold. All the individual features computed from the different base classi-
fiers are merged to obtain a spatial feature vector for each base point. The Figure 2.21
shows a confidence map of one base classifier in the metric space and the SPRAY feature
generation process.
Figure 2.21: Distribution of base points over the metric space (left) and the SPRAY feature
generation procedure illustrated for one base point (right).
3. Road terrain classification once the classifier is trained using GentleBoost [42], the system
can process input images with the learned parameters.
All works that we have been mentioned rely on monocular vision. The stereo vision based
approaches use disparity map acquired through stereo matching. Then the disparity map can
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be analyzed to get the free space and the road. Labayrade et al. [43] present an approach based
on the construction and investigation of the “v-disparity” image which provides a good repre-
sentation of the geometric content of the road scene. Vitor et al. [44] create a set of probabilistic
models using an adapted version of the Joint Boosting algorithm [45] with Texton (color and
2D texture) and Diston (3D information based on disparity map) feature maps. Essentially, the
method consists on a set of weak classifiers analyzing the information according to Figure 2.22.
Although this work achieves state-of-the-art results for the road segmentation, the classifier
requires 2.5 minutes for each frame. In general, these methods need dense stereo matching
which is time consuming and the error increases with the distance.
Figure 2.22: Block diagram of a probabilistic distribution approach to road segmentation.
Recently, several LIght Detection And Ranging (LIDAR) based road detection algorithms have
been developed. This kind of methods use the accurate 3D location of the LIDAR points to
analyze the scene and take the flat area as the road. For example, Thrun et al. incorporate
LIDAR in the Stanley robot to detect nondrivable terrain a sufficient range to stop or take the
appropriate evasive action [46]. Stanley is equipped with five single-scan laser range finders
mounted on the roof, tilted downward to scan the road ahead. Figure 2.23a illustrates the
scanning process. Each laser scan generates a vector of 181 range measurements spaced 0.5 ◦
apart. Projecting these scans into the global coordinate frame according, to the estimated pose
of the vehicle, results in a 3D point cloud for each laser. Figure 2.23b shows an example of the
point clouds acquired by the different sensors.
Moosmann et al. [47] present a graph-based approach to segment ground and objects from
3D LIDAR scans using a ngeneric criterion based on local convexity measures. Experiments
show good results in urban environments including smoothly bended road surfaces. Chen et al.
presents a algorithm for real-time segmenting three-dimensional scans of various terrains. An
individual terrain scan is represented as a circular polar grid map that is divided into a number
of segments. A one-dimensional Gaussian Process regression with a non-stationary covariance
function is used to distinguish the ground points or obstacles in each segment. Thus, the pro-
posed approach splits a large-scale ground segmentation problem into many simple Gaussian
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(a) Illustration of a laser sensor: The sensor is angled down-
ward to scan the terrain in front of the vehicle as it moves.
Stanley possesses five such sensors, mounted at five different
angles.
(b) Each laser acquires a three-
dimensional 3D point cloud over
time. The point cloud is ana-
lyzed for drivable terrain and po-
tential obstacles.
Figure 2.23: Stanley, the robot who won the DARPA challenge.
Process regression problems with lower complexity, and can then get a real-time performance
while yielding acceptable ground segmentation results.
Moreover, a recent work by R. Mohan [48] combines Deep Deconvolutional and Convolu-
tional Neural Networks for the general task of scene parsing. Compared to different engineered
features election methods, this is an alternative technique to automatically learn features di-
rectly from the images. This method is currently ranking first on KITTI ROAD benchmark.




The theory behind this work is essentially framed in the context of IU. The purpose of IU
is, as its name suggests, to enable the machine to understand the world through performing
complex reasoning on useful information extracted from processing of digital signals.
Mathematically, let x denote the observed data, typically the pixels or superpixels of an image,
belonging to an input domain X and let y denote a vector of interest from an output domain Y
that corresponds to a mathematical answer to the IU problem. Thus, IU can be formulated as
finding a mapping from y to x [49]. For example, given an image, we would like to classify all
objects in their class, which is essentially an inverse problem [50].
To this end, we often need to build a model of the real world that relates observed measure-
ments to quantities of interest [51]. Unfortunately, several difficulties emerged in the modeling
due to the fact that most of the vision problems are inverse, ill-posed and require a large num-
ber of latent and/or observed variables to express the expected variations of the answer [52].
Furthermore, the observed signals are usually noisy, incomplete and often only provide a par-
tial view of the desired space in most cases.
Probabilistic Graphical Models (PGMs), usually referred to simply as graphical models, can help
us to facing these situations. They combine harmoniously probability theory and graph theory
towards a natural and powerful formalism for modeling and solving inference and estimation
problems in various engineering fields [53].
A graphical model consists of a graph where each node (also called vertices) is associated
with a random variable (or group of random variables) and an edge (also known as link or arcs)
between a pair of nodes encodes probabilistic interaction between the corresponding variables.
The absence of an edge between two variables represents conditional independence between those
variables [52]. Conditional independence [54] means that two random variables a and b are
independent given a third random variable c if and only if the conditional joint can be written
as a product of conditional marginals, that is:
a, b ⊥⊥ c⇔ p(a, b|c) = p(a|c)p(b|c) (3.1)
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where we are using the notation a, b ⊥⊥ c to indicate that a and b are conditionally indepen-
dent given c. It is noteworthy that in contrast two random variables a and b are statistically
independent if and only if p(a, b) = p(a)p(b).
Conditional independence is an important concept because it makes densities modular re-
ducing the space required to represent densities, allowing us to to decompose complex prob-
ability distributions into a product of factors, each consisting of the subset of corresponding
random variables. Thus, the complex computations required for inference can be carried out
much more efficiently by using message-passing algorithms [51].
PGMs are powerful tools for visualizing the independence properties of complex probabil-
ity models. They offers several useful properties, we can look at some of the more important
ones identified by Bishop [53]:
They provide a simple way to visualize the structure of a probabilistic model and can be
used to design and motivate new models.
Insights into the properties of the model, including conditional independence properties,
can be obtained by inspection of the graph.
Complex computations, required to perform inference and learning in sophisticated mod-
els, can be expressed in terms of graphical manipulations, in which underlying mathe-
matical expressions are carried along implicitly.
Two types of graphical models are popular:
1. Directed Graphical Models (DGMs), also known as Bayesian Networks (BNs), in which the
edges of the graphs have a source and a target provided by the particular directionality
indicated by arrows. An example is depicted in Figure 3.1a.
2. Undirected Graphical Models (UGMs), also known as Markov Random Fields (MRFs), in
which the links do not carry arrows and have no directional significance. Figure 3.1b
shows an example.
In practice, directed graphs are better at expressing causal generative models whereas undi-
rected graphs are better at representing soft constraints between variables. Sections 3.1 and 3.2
will provide a brief overview of both models.
For the purposes of solving inference problems, it is often convenient to convert both di-
rected and undirected graphs into a different representation called factor graph [51]. Section 3.3
introduces this kind of representation.
3.1. Directed Models
Directed Graphical Models (DGMs) [55] can be described using a directed graph G = (V , E)
which consists of a set V = {X1, X2, . . . , XN} of nodes and a set E = {Xi, Xj} of edges [53].
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(a) Directed graphical model. (b) Undirected graphical model.
Figure 3.1: Examples of directed graphical model, also knows as Bayesian network, and undi-
rected graphical model, also knows as Markov random field.
Each node represents a random variable Xi (for simplicity, we refer to a variable and its node
interchangeably as Xi) whose realization we denote as xi whereas edges indicate possible de-
pendencies between these random variables.






where πi indexes the parent nodes of Xi, that is to say, the sources of incoming edges to Xi
(sometimes πi may be the empty set). This key equation expresses the factorization properties
of the joint distribution for a directed graphical model.
Figure 3.2: Example of a direct graphical model.
An example of directed model describing a set of five random variables is shown in Figure
3.2. This graphical structure implies the following parent relationships: π1 = ∅, π2 = {1},
π3 = π4 = {2} and π5 = {3, 4}. Using Equation (3.2) this yields the following factorization:
p(x1, x2, x3, x4, x5) = p(x1)p(x2|x1)p(x3|x2)p(x4|x2)p(x5|x3, x4) (3.3)
To interpret the meaning of (3.3), our starting point is the factorization produced using the
standard chain rule of probabilities. The chain rule allows us to factories a joint distribution into
a product of distributions. One possible factorization according to chain rule of probabilities is:
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p(x1, x2, x3, x4, x5) = p(x1)p(x2|x1)p(x3|x1, x2)p(x4|x1, x2, x3)p(x5|x1, x2, x3, x4) (3.4)
This represents the joint distribution over X as the product of five distributions. When
we compare (3.4) with (3.3), we notice that a number of conditioning variables are omitted in
Equation (3.3). For example, the third term p(x3|x2) has missed x1 from its conditioning con-
text. This omission represents a conditional independence relation, encoding our knowledge
about the lack of inter-relatedness between the variables, and thus simplifies the joint probabil-
ity distribution.
We can determine if a conditional independence X ⊥⊥ Y|{Z1, . . . , Zk} holds by appealing
to a graph separation criterion called d-separation, which stands for direction-dependent separa-
tion [56]. X and Y are d-separated if there is no active path between them. Although the formal
definition of active paths is somewhat involved, the set of active paths independence relations
can be found using the Bayes’ Ball algorithm [57], which analyzes paths connecting these sets
of variables for possible sources of dependence.
Directed models are usually used to model causal relationships between random variables
and have been applied in many fields such as computer vision, artificial intelligence, automatic
control, etc. In computer vision, Hidden Markov Models [58] and Kalman Filters [59], two subsets
of directed models, are popular in different tasks such as object tracking [60], denoising [61],
motion analysis [62], sign language recognition [63], etc. due to its ability to model causal
relationships. Neural networks [64] are other type of directed models that provide an important
machine learning method to deal with vision problems [65].
3.2. Markov Random Fields
MRFs models [55,66] are useful in modeling a variety of phenomena where one cannot nat-
urally to ascribe a directionality to the interaction between variables. For example modeling an
image, it is plausible to suppose that the intensity values of neighboring pixels are correlated;
however, being forced to choose a direction for the edges, as required by a DGM, is rather awk-
ward. Furthermore, the undirected models also offer a different and often simpler perspective
on directed models, in terms of both independence and structure and the inference task.
Undirected models represent a different factorization of the joint distribution to that of di-
rected models, and with different conditional independence semantics. They are described by
an undirected graph G = (V , E), where V = {X1, X2, . . . , XN} are the nodes and E = {Xi, Xj}
are the undirected edges. This graphical structure describe a family of probability distributions




ψc(xc) such that ψc(xc) > 0 ∀c ∈ C (3.5)
where Z is the normalizing partition function; ψc(xc) denotes the potential function of a clique c,
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which is a positive real-valued function on the possible configuration xc of the clique c, and C
denotes a set of cliques contained in the graph G. The kind of probability distribution specified
in Equation 3.5 is usually called a Gibbs (or Boltzmann) distribution [52].
Figure 3.3: Example of a undirect graphical model.
The term clique describes a subset of nodes of an undirected graph such that its induced sub-
graph is complete; that is, every two distinct nodes in the clique are adjacent (i.e., connected by
an edge). A maximal-clique is a clique that cannot be enlarged with additional nodes while still
remaining fully connected. For example, the graph in Figure 3.3 contains the following cliques:
{X1}, {X2}, {X3}, {X4} {X5}, {X1, X2}, {X2, X3}, {X2, X4}, {X3, X4}, {X3, X5}, {X4, X5},
{X2, X3, X4} and {X3, X4X5}. Out of these, only are maximal cliques: {X1, X2},{X2, X3, X4}
and {X3, X4X5}, in these three cliques we can subsume all the remaining cliques in the graph.
If the potential functions, ψc, for each non-maximal clique is incorporated into the potential
function of exactly one of its subsuming maximal cliques, the product of 3.5 can be limited to
only maximal cliques without any loss of generality [68].
The partition function Z in (3.5) ensures that p(x) is correctly normalized, i.e. ∑x p(x) = 1,
being a valid probability distribution. This is achieved by summing out the numerator in (3.5)










where each clique c indexes a subset of the variables in x, as defined by its edges in the graph.
This large summation arises as a direct consequence of the mostly unconstrained potential
functions, ψ, in (3.5). Directed graphical models use conditional probability distributions as
their potential functions and thus they need no normalization (i.e., Z = 1). However, this
constant is not necessarily one for undirected models, and often proves intractable to calculate.
This is because it requires summing over a number of realizations which is exponential in the
number of random variables (if we have n discrete nodes in our graph having k possible states,
then the evaluation of the normalization term involves summing over kM states). For sparsely
connected graphs, this summation can be made more efficient by dynamic programming [69].
The Hammersley-Clifford theorem applied to the graph G = (V , E) factored in accordance
to the Equation (3.5) gives two further outcomes of interest:
1. Local Markov property: If Ni is the set of neighbors of Xi (i.e., those nodes which are con-
nected to Xi by an edge) in G, then p(xi|x\xi) = p(xi|N (Xi)). Thus, we can easily see that
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two nodes are conditionally independent given the rest if there is no direct edge between
them.
2. Global Markov property: If we have three disjoints subsets of nodes, denoted A, B and
C, we state that A ⊥⊥ B|C when the set C separates A and B in the graphical model.
In others words, all paths connecting A to B must pass through the node C. This is
considerably simpler than the semantics for directed graphs, described in Section 3.1.
Figure 3.4 illustrates an example of this property.
Figure 3.4: An example of an undirected graph in which every edge from any node in set A to
any node in set B passes through at least one node in set C. Consequently the conditional in-
dependence property A ⊥⊥ B|C holds for any probability distribution described by this graph.
An alternative representation avoids the positivity constraints in the potentials in Equation
(3.5) by using the model known as the Gibbs distribution [70]. Thus, we can define an energy
function expressing each potential function in Equation (3.5) as follows:
ψc(xc) = exp (−E(xc)) (3.7)














In this way, finding the state x with the highest probability can now be seen as an energy
minimization problem, with the benefit that the exponential can be moved outside the product.
The most used approach is to define the log-potentials as a linear function of the parameters
of the model:
log ψc(xc) , φc(xc)
Twc (3.9)
where φc(xc) is a feature vector derived from the values of the variables xc and wc is a vector of
model parameters. It is important to note that the potentials are not probabilities. Rather, they
represent the relative “compatibility” between the different assignments to the potential.
This allows (3.5) to be re-parametrized over only thelog-potentials:








The importance of Equation (3.10) is that allows characterize the global probability by the
log-potential functions defined over maximal cliques, being completely unconstrained.
3.2.1. Conditional Random Fields
We often have access to measurements that correspond to variables that are part of the
model. In that case we can directly model the conditional distribution [51] p(y|x) where x
denote the observations that are always available and y is a tuple of latent variables (usually
corresponds with the labels). This can be expressed compactly using CRFs [1].
A CRF is simply a conditional distribution p(y|x) with an associated Undirected Graphical
Model (UGM); it can be viewed as an MRF which is globally conditioned on the observed data x.
Accordingly, CRFs inherit global and local Markov properties. The major difference between
these two is that MRFs are generative, i.e. model p(y, x), while CRFs are discriminative, i.e.
model p(y|x).
Because the model is conditional, the dependencies among the input variables x do not
need to be explicitly represented, affording the use of rich, global features of the input graphical
structure [71]. In this way, we can draw our attention on modeling what we are really concern
to us, namely the distribution of labels given the observations.
Generally, CRFs can be written as:
p(y|x) = 1
Z(x) ∏c∈C
ψc(yc, x) such that ψc(yc, x) > 0 ∀c ∈ C (3.11)
We emphasize that the realization of random variables yi are conditioned on the input x
and that the potential function depends on the entire input and not only subsets of the input.
CRFs have been applied to various works in computer vision. For example, CRFs are used
to model spatial dependencies in the image [72], to solve object class image segmentation [73,
74] and to jointly estimate the class category, location, and segmentation of objects/regions
from 2D images [75].
Because in many computer vision problem the most common and fundamental type of in-
teraction between pairs of variables is pairwise , the most used type of CRFs is the pairwise
CRFs. In a pairwise CRF the Equation (3.11) is factorized into a sum of potential functions
defined on cliques of order strictly less than three. In this way, we explicitly differentiate be-






ψij(yi, yj, x) (3.12)
where ψi refers to the unary potentials whereas ψij refers to the pairwise potentials.
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3.2.1.1. Parameterization
PGMs define a family of distributions. By introducing parameters into the model we can
identify members of this family with parameter values. The process of deciding what parame-
ters should be used is known as parameterization. This idea is depicted in Figure 3.5.
Figure 3.5: The full set of all distributions in the family defined by a PGM (shown in white) is
restricted to a subset (shown in gray) by parameterization. This subset is indexed by w and
any particular choice of w produces one probability distribution. Taken from [51].
Therefore, we can modify the Equation (3.12) to explicitly introduce the parameters:
p(y|x; w) = 1
Z(x; w) ∏i∈V
ψi(yi, x; w) ∏
(i,j)∈E
ψij(yi, yj, x; w) (3.13)
In this work we assume that each potential function is described by a log-linear combination
of features extracted from the observed data x. This ensures that the family of distributions over
V parametrized by w is an exponential family [71]. Therefore, using (3.7), we have:
{
ψi = exp(wiT · fi(x)) (3.14a)
ψij = exp(wijT · gij(x)) (3.14b)
where fi and gij are feature functions extracted from data.
3.2.1.2. The Three Basic Problems for Conditional Random Fields
Given a CRF model presented above, there are three basic problems of interest that must be
solved for the model to be useful in practical applications. These problems are the following:
Marginal inference: Given all the observations x, the label configuration y and the model
parameters w, how do we efficiently compute p(y|x; w), i.e., the conditional probability
of label configuration, given the model?
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Label decoding: Given all the observations x and the model parameters w, how do we
choose a corresponding label configuration y∗ = y1y2 . . . yn which best “explain” the
observations? Mathematically,
y∗ = arg max
y
p(y|x; w) (3.15)
Training Given all the observations x and the label configuration y = y1y2 . . . yn, how do
we adjust the model parameters w to maximize p(y|x; w)?
3.3. Factor Graphs
Sometimes it is useful to factorize a global function of several variables as a product of sim-
pler “local” functions over subsets of those variables in order to reduce the complexity of the
problem. Factor Graphs (FGs) introduced by Kschischang et al. [76] permit us to visualize such
factorization, using the distributive law to simplify the summations, and reusing intermediate
values (partial sums).
Suppose that g = (x) is a function that factors into a product of several “local” functions f j,




where xj denotes a subset of the variables and each factor f j is a function of a corresponding
set of variables xj.
A factor graph is a bipartite graph that expresses the structure of the factorization given by
Equation (3.16). A factor graph has a variable node for each variable xi, a factor node for each
local function f j, and an edge connecting variable node xi to factor node f j if and only xi is the
argument of f j.
As an example, if we assume that the function of five variables g(x1, x2x3, x4, x5) can be
expressed as a product:
g(x1, x2x3, x4, x5) = fA(x1) fB(x2) fC(x1, x2, x3) fD(x3, x4) fE(x3, x5) (3.17)
then, we have the factor graph of the Figure 3.6 where factor nodes are drawn as and variable
nodes as©.
DGMs, whose factorization is defined by Equation (3.2), represent special cases of (3.16) in
which the factors f j(xj) are local conditional distributions. To obtain one of the FGs associated
with a DGM, the process is as follows:
1. For each node in the DGM we create a variable node in the FG.
2. For each conditional distribution in the DGM, we create a factor node in the FG.
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Figure 3.6: Example of a factor graph.
3. Add the corresponding edges.
It is important to note that here can be multiple FGs all of which correspond to the same
DGM.
Similarly, UGMs, given by (3.5), are a special case in which the factors are potential func-
tions over the maximal cliques (the partition function 1Z can be viewed as a factor defined over
the empty set of variables). To clarify this point, in the Figure 3.7 we represent the FG associated
to the UGM of the Figure 3.3.
In the case of the CRFs the observations xi are drawn as shaded variable nodes and the
respective factors have access to the values of the observation variables they are adjacent to, as
we depicted in the example of Figure 3.8.
Figure 3.7: Factor graph associated to UGM of Figure 3.3
Figure 3.8: A factor graph specifying the conditional distribution p(yi, yj) =
1
Z(xi ,xj)
ψi(yi, xi)ψj(yj, xj)ψi j(yi, yj)
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3.3.1. Inference in Factor Graphs
Inference is the problem of computing the posterior distribution of hidden nodes given ob-
served nodes in a factor graph. In particular, we are interested in the marginal distribution of
each hidden node. The probabilistic inference problem in discrete factor graph models that do
not contain cycles can be solved efficiently using a dynamic programming algorithm called the
sum-product algorithm [76]. This inference is carried out by using an algorithm that involves
passing messages on the factor graph. In brief, a message is a function that specifies how much
it likes each of the possible values of a variable.
Let N f (Xi) denote denote the set of factor nodes that are neighbors of the node Xi and let
NX( fl) denote the set of variable nodes that are neighbors of factor function fl . Then, we can
compute probabilities in a factor graph by propagating messages from variable nodes to factor
nodes and vice versa:
Message from variable Xi to factor fl ,
mXi→ fl (xi) = ∏
f∈N f (Xi)/ fl
m f→Xi(xi) (3.18)
Message from factor fl to variable Xi,
m fl→xi(xi) = ∑
x1
. . . ∑
xM
fl(x1, x2, . . . , xM) ∏
X∈NXi/Xi
mXi→ fl (xi) (3.19)
both of the above message flow are depicted in Figures 3.9a and 3.9b.
Once a variable has received all messages from its neighboring factor nodes, one can com-




The equations 3.20 and 3.19 for computing the messages depend on previously computed
messages. The only messages that do not depend on previous computation are the following:
The variable to factor messages in which no other factor is adjacent to the variable; then
the summation in (3.20) is empty and the message will be zero.
The factor to variable messages in which no other variable is adjacent to the factor; then
the inner summation in (3.19) will be empty.
For tree-structured factor graphs there always exist at least one such message that can be
computed initially. The computed message in turn enables the computation of other messages.
Moreover, we can order all message computations in such a way that we resolve all dependen-
cies and eventually have computed all messages.
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(a) Message from variable to node.
(b) Message from factor to variable.
Figure 3.9: Examples of message flows associated with the inference process
For tree-structured graphs this corresponds to the scheme shown in Figure 3.10 and 3.11 We
first designate an arbitrary variable node (here we chose Ym as the tree root. Then we compute
all messages directed towards the root , starting with the leaf nodes of the factor graph because
these are the only messages we can initially compute. We compute the remaining messages
in an order that follows the leaf-to-root structure of the tree. From Figure 3.11 it is clear that
for each message computation we will always have previously computed the information it
depends upon. Once we have reached the root Ym, we reverse the schedule as shown in Figure
3.11 and again we are sure to previously have computed the information the message depends
on [51].
When the factor graph is not tree-structured but contains one or more cycles, the previous
propagation algorithm is not applicable as no leaf to root order can be defined. However, the
message equations remain well-defined. Therefore, we can initializing all messages to a fixed
value and perform the message updates iteratively in a fixed or random order to perform com-
putations “similar” to the original exact algorithm on trees. The resulting algorithm is named
Loopy Belief Propagation [51, 77]. The Loopy Belief Propagation algorithm made approximate
inference possible in previously intractable models [78]. The empirical performance was con-
sistently reported to be excellent across a wide range of problems and the algorithm is perhaps
the most popular approximate inference algorithm for discrete graphical models.
In practice, the algorithm does not always converge. If it fails to converge then the beliefs
are a poor approximations to the true marginals. Therefore, we consider an alternative ap-
proach based on the Tree-reweighted belief propagation algorithm [79], which will be detailed
in the Chapter 6.
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Figure 3.10: One possible leaf-to-root message schedule in the sum-product algorithm. Factor
to variable messages are drawn as arrows, variable tofactor messages as dotted arrows. The
tree is rooted in Ym and the node is marked with a dashed circle. Taken from [51]
Figure 3.11: The root to leaf message schedule, the reverse of the schedule shown in Figure 3.10.
Note that all edges now pass the message of type opposite of what they passed in the leaf toroot




The majority of the road scenes consist of vertical surfaces (i.e., buildings, vehicles, pedes-
trians, trees) positioned on a horizontal ground (i.e., road or sidewalk) with possible parts of
the sky [11]. Due to physical and continuity constraints derived from vehicle motion and road
design, the processing of the whole image can be replaced by the analysis of specific regions
of interest only (the so-called focus of attention), in which the features of interest are more likely
to be found [80]. Therefore, the road detection process can be bounded to a specific Region of
Interest (ROI) where the road is more likely to be found on the images.
In our proposal, assuming a priori knowledge on the road environment, each road scene is
preprocessed by passed through a filter to obtain the ROI removing non-relevant elements from
the image (e.g., the sky, trees, buildings, etc.). This process will reduce considerably the compu-
tational cost of the rest of stages involved in the road segmentation algorithm because there are
less pixels to process. This idea has been widely used in experiments similar to ours [31,81,82].
The Figure 4.1 depicts this idea, the rectangular mask removes the pixels that are out of the
expected ROI, which contains the road.
Figure 4.1: Rectangular mask filters out non-road expected pixels and the ROI contains the
road. The horizon line is estimated from a set of training images.
Unlike the cases mentioned above, based on the use of an arbitrary mask, we propose obtain
the ROI of the road scene employing a more appropriate mask. In our approach, the height h of
the ROI depends on the estimation of the horizon line of the urban road scene, while its width
w equals the image width (allowing us to work with various lanes).
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To estimate the horizon line, a set of training images are employed to detect the vanishing
points of the road scene. In particular, we use a locally adaptive soft-voting scheme proposed
by Kong et al. [36].Then, a value for h is obtained, also leaving a certain margin about the mean
height of the vanishing points.
4.1. Vanishing Point on the Horizon Detection
A set of parallel lines in the 3D space do not look like a parallel under the perspective
projection caused by a pinhole camera, however these lines converge to some point on the
image plane, the so-called vanishing point [83]. Consequently, a a straight road segment has a
unique vanishing point associated with the dominant orientations of the pixels belonging to
the roads whilst a curved road segments induces a set of vanishing points.
In ADAS and autonomous driving vehicles, many computer vision applications rely on
knowing the location of the vanish point on a horizon. The horizontal vanish point’s location
provides important information about driving environments (e.g., instantaneous driving direc-
tion of roadway [36,83,84], the search direction of moving objects [16] and sampling regions of
the drivable regions’ image features [85], etc.). ADAS or autonomous driving cars can exploit
such information to detect neighboring moving objects and decide where to drive [86].
Inspired in the work of Kong [36], the approach which we have adopted is based on the
texture cue. This vanishing point detection algorithm has two main steps:
1. Confidence-weighted texture orientation estimation at each pixel of the image for which
a confidence level is provided (Subsection 4.1.1).
2. Seek the vanishing point of the road by a voting scheme taking into account the confi-
dence level and the distance from the voting pixel to the vanishing point candidate
4.1.1. Confidence-Weighted Texture Orientation Estimation
The first step is the estimation of a texture flow. The notion of texture flow can be ab-
stracted [87] as an orientation function θ(z) that defines the the strongest local parallel structure
(called dominant orientation) at each pixel z = (x, y).
Among the different techniques which can be used for texture orientation estimation, the
approach used by Kong relies on bank of 2D Gabor wavelet filters, since they are are known to
be accurate [35]. For a wavelet orientation in radians φ, a radial frequency in radians per unit
length ω (also called scale) and odd or even phase, the Gabor wavelet are defined by [88]:
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(a) Real part wavelets.
(b) Imaginary part wavelets.
Figure 4.2: Gabor wavelet with 5 scales and 36 orientations. The rows and columns correspond
with the different scales and orientations respectively.
a = x cos φ + y sin φ (4.2)
b = −x sin φ + y cos φ (4.3)
κ = 2.2 for a frequency bandwidth of 1.7 octaves (4.4)
According with [36, 83], we consider 5 scales, ω = ω0 × 2s with s = {0, . . . , 4}, on a geo-
metric grid and A = 36 orientations for our bank of filters. The Figure 4.2 depicts the Gabor
wavelets under the previous constraints.
Let I(z) a gray scale image, the response of the Gabor filter of scale ω and orientation φ is
given by Equation (4.7):
Gω,φ(z) = I(z) ? Ψ(z, θ, ω) (4.5)
The Figure 4.3 shows the response of a Gabor filter of scale ω and orientation φ for a gray
scale image given.
Figure 4.3: Response of a Gabor filter for an input gray image.
The convolution results at pixel z has two parts: a real and an imaginary component. In
order to characterize the local texture properties, we compute the so-called Gabor energy for
each orientation:
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EGω,φ = <(Gω,φ(z))2 +=(Gω,φ(z))2 (4.6)
Loss Functions
The response image for an orientation is defined as the average of the Gabor energies at the
different scales:
Rφ(z) = AvgωEGω,φ (4.7)
The texture orientation θ(z) of a texture flow at pixel z is the filter orientation which elicits
the maximum response at that location (this average is taken over the 5 scales):
θ(z) = arg max
φ
Rφ(z) (4.8)
The texture orientation can be efficiently computed by Fast Fourier Transform (FFT). If we
apply the well-known convolution theorem (i.e., F{ f ? g} = F{ f }F{g} to Equation (4.7), we
have:
F{Gω,φ(z)} = F{I(z)}F{Ψ(z, θ, ω)} (4.9)
Thus
Gω,φ(z) = F−1{F{F{I(z)}F{Ψ(z, θ, ω)}} (4.10)
being the Fourier transform of (4.1):




















α = ξ cos φ + ν sin φ (4.12)
β = −ξ sin φ + ν cos φ (4.13)
being ξ and ν the transformed variables from spatial domain (i.e., x and y) to the spatial fre-
quency domain.
Kong et al. observed that the estimated dominant orientation is not reliable at all pixels,
especially at those, that are not related with road. Therefore, they propose to use a confident
score, which measure how peaky the function Rφ(z is near the optimum angle.
Let r1(z), r2(z), . . . , rA(z) the values of the Gabor response for each orientation. Then, we
pick up the strongest response of these values:
rmax(z) = max {r1(z), . . . , rA(z)} (4.14)
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Thus, the confidence for an orientation θ(z) is given by Equation (4.18):




ϑ = {rmax−b(z), . . . , rmax+b(z)} (4.16)
where b is the coefficient that determines how much weaker the other response are expected to
be. In our implementation, b = A4 − 1 = 8.
The confidence level is normalized to the range [0, 1], discarding the pixels having a confi-
dent level lower than an empirical threshold T = 0.3 while the remaining pixels are consider
as “voting” pixels.
4.1.2. Locally Adaptive Soft-Voting
The possible vanishing points for an image pixel P located on z with dominant orientation
θ(z) are all of the points along the line defined by (P, θ(z)). Let α(P, V) the angle of the line
joining an image pixel V and a vanishing point candidate V, the original “hard-voting” strategy
of Rasmussen [35] proposes the P votes for V if the difference between α(P, V) and θmax(P) is
within the dominant orientation estimator’s angular resolution, which has a finite value of 2πA .
This scheme defines a voting function as follows:
Vote (P,V) =
{
1 if |α(P, V)− θmax(P)| ≤ A2π ,
0 otherwise
(4.17)
Therefore, for a given vanishing point candidate V, we have the following objective func-
tion:
Votes (V) = ∑
P∈R(V)
Vote (P,V) (4.18)
where R(V)defines a voting region. Rasmussen sets R(V) to be the entire image, minus edge
pixels excluded from convolution by the kernel size, and minus pixels above the current can-
didate V.
This “hard-voting” strategy tends that the vanishing point candidates higher in the image to
have more potential pixels, leading sometimes to large errors in the estimation of the vanishing
point. The Figure 4.4 intents to explain this issue.
To address this issue, Kong et al. [36] propose a “soft-voting” scheme where the voting score
received by a vanishing point V from a voter P takes into account the distance between P and
V. To do this, Kong et al. reduce the region of voting pixels R(V) to the intersection of the
Gabor response image with a half-disk below the vanishing centered at V. The radius of the
half-disk is r = 0.35× imH where imH is the height of the image. Each pixel P inside R(V), for
which the texture orientation have been confidently estimated, will vote for the vanishing point
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Figure 4.4: Illustration of the problem in vanishing point estimation by conventional voting
strategy. P1, P2, P3 and P4 are four possible voters. V1 and V2 are two vanishing point
candidates (assuming that V2 is the true vanishing point). O1, O2, O3 and O4 are respectively
the texture orientation vectors of the four voters. The two vanishing point candidates divide
the whole image region into three zones, denoted as Z1, Z2 and Z3. Z1 does not vote for
both candidates. Both Z2 and Z3 potentially vote for V1 while V2 receives votes only from
Z3. Therefore, the higher vanishing point candidates tend to receive more votes than the lower
candidates. This example is taken from [36]
.
candidate V all the more as P is close to V and the orientation of its texture θmax(P) coincide
with the direction α(P, V). Specifically, if we define the following variables:
d(P, V) equal to the distance between P and V divided by the diagonal length of the
image.
γ equal to the angle in degrees between the direction and the texture orientation at P (that










As the threshold γ relies on the distance d(P, V), the points of R(V) who are further away
to V are taken into account only if the angle γ is very small. In this way, the influence of the
pixels at the bottom of the image is much less significant than in the original “hard-voting”
scheme.
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4.2. Determination of the ROI
Once the theoretical background is known, our approach to define the ROI is really easy.
We described this process by using the Algorithm 1
Algorithm 1 Determination of the ROI
Input:
1: X , a set of training images.
2: ε > 0, a certain margin.
Output:
3: h, the height of the ROI.
Algorithm:
4: n := NumberImages(X );
5: for i = 0→ n do
6: [ui, vi] := VanishingPoint(xi); . Localization of the vanishing point in i image
7: end for




When we face the resolution of a problem using CRFs, the first question that must be solved
is the choice of the most appropriate model. This issue is completely dependent on the nature
of the problem. For example, in natural language processing [89, 90] or shallow parsing [91]
the most appropriate structure are the linear-chain CRFs. In vision, usually grid-like structure
are the most used because are particularly suitable for the lattice of pixels, providing a natural
and reasonable representation for images.
According to the order of interactions between variables, CRF models can be classified into:
Pairwise models.
Higher-order models.
Higher-order models have been frequently used to model image textures [92,93], to restore
images [94] and to segment texture [95]. However, the lack of efficient algorithms for perform-
ing inference in these models has limited their applicability. Traditional inference algorithms
such as Belief Propagation are computationally expensive (recent work has been partly suc-
cessful in improving their performance for certain classes of potential functions in higher order
MRFs [92, 96]).
In our approach we made the decision to work with a pairwise CRFs, specifically with a
pairwise CRF of grid-like structure. The reasons are twofold:
1. The interaction between pairs of variables is the most common and fundamental type of
interactions required to model many vision problems.
2. There are more efficient inference algorithms available.
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5.1. Model Description
In the chapter 3 we presented the CRFs as a discriminative model represented by an UGMs
in which the nodes represent random variables and the edges represent conditional dependen-
cies between variables. The general structure of our pairwise grid-like CRF is drawn in the
Figure 5.1 using FGs, where we can distinguish two types of variables: observed variables and
latent (unobserved variables) represented as shaded and unshaded variable nodes respectively.
We have opted to use a 4-neighbor system because the increase in accuracy using systems with
larger number of neighbors is so small that does not justify the computational efforts
Figure 5.1: Portion of the a pairwise grid-like Conditional Random Field in a 4 neighbor system.
We use a CRF to encode spatial dependencies in the images easily. We align the graphical
structure of the CRF with the image’s lattice of superpixels in the ROI image of the image.
Thus, for each superpixel i in the ROI, we have:
An observable random variable Xi indicating the value of certain local features like colors,
normalized positions or other descriptors that will be exposed in Chapter 8. Really, for a
given image x, there is no randomness in the value of the realization xi.
A latent random variable Yi whose realization yi takes a value from a set of labels L =
{0, 1} corresponding to off-road and road respectively.
Accordingly we can represent the mentioned situation with the draw of Figure 5.2 where
the background scene represents the entire set of observed variables x.
Figure 5.2: Graph of the CRF model aligned with the ROI.
Once the observation variables are known, our aim is to determinate the overall realization
of the random variables Yi. This requires the use of sophisticated inference methods, knows
as message-passing algorithms, like Loopy Belief Propagation (LBP) [51] or Tree-Reweighted Belief
Propagation (TRW) [79], to infer the optimal configuration for each of the nodes. This kind of
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algorithms relies on the exchange of vectors, called messages [51], between factor and variables
nodes.
Figure 5.3: Simplified structure of the random field to implement message passing algorithms.
To perform the required message flow, we we need to know certain parameters of the sim-
plified structure of the graph depicted in the Figure 5.3. Note that in this graph we conducted
the absorption of the observation nodes by the factor graphs [97], as shown in Figure 5.4.
Figure 5.4: Any observed variable node in a factor graph can be absorbed as parameters in the
factor nodes that they are connect to, leaving only “hidden” variable nodes and factor nodes
that depend on the observations.
5.2. Software Structures Associated with the CRF Model
Our aim is to develop the required software structures that underpin the PGM because they
are needed to support the flow of messages in the algorithms. To do this, our starting points are
the dimension of the grid (height h and wide w) and the number of states that a node can take
(nvals = 2). We note that the size of the grid associated with the CRF differs from the original
size of the image due to the employ of miniaturized scenes using superpixels.
The first software structure that we need is the grid of the CRF. The grid can be constructed
using a a matrix N which elements are associated to nodes in the grid graph. This trivial step
is shown in the Algorithm 2. We should like to point out that the notation of algorithms is
inspired in the MatLab standard notation.
Once the nodes are calculated, we linked them by cliques. Also, we compute the type of
each clique using the Algorithm 3 because it will be useful in the Section 8.3.3 to ensure an
interdependent parameterization of vertical and horizontal edges.
Finally, we create two structures N1 and N2 to do efficiently message passing. In the i row
of N1 we store the number of different cliques where the node i is the first of the link (source),
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Algorithm 2 ComputeGrid: Construction of the graph.
Input:
1: w, wide of the grid.
2: h, height of the grid.
Output:
3: N, matrix representing the grid of nodes over the lattice of superpixels.
Algorithm:
4: index := 0;
5: for i = 1→ w do . Iterate through the number of rows in the grid
6: for j = 1→ h do . Iterate through the number of columns in the grid
7: N[j][i] := index;
8: index := index + 1;
9: end for
10: end for
Algorithm 3 ComputePairs: Computation of nodes connected by the cliques and the type of
each clique.
Input:
1: N, matrix consisting of grid nodes over the lattice of pixels.
2: w, wide of the grid.
3: h, height of the grid.
Output:
4: Pairs, a matrix consisting of the nodes connected by the cliques.
5: Pairtype, a list indicating the type of each clique (vertical or horizontal).
Algorithm:
6: nC = NumberCliques(w, h); . Compute the number of cliques in the grid
7: index := 0;
8: Pairs := ΩnC×2;
9: for i = 0→ w− 1 do . Iterate through the number of rows and columns in the grid.
10: for j = 0→ h− 1 do . Firts vertical edges.
11: Pairs[index][0] := N[j, i];
12: Pairs[index][1] := N[j + 1, i];
13: Pairtype[index] := VERTICAL;
14: index := index + 1;
15: if i < w then . Horizontal edges
16: Pairs[index][0] := N[j, i];
17: Pairs[index][1] := N[j, i + 1];
18: Pairtype[index] := HORIZONTAL;
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similarly for N2 (second place, sink). In both cases, a negative value indicates empty value.
The reason for creating the N1 and N2 structures is that when we are doing message passing,
we will often want to iterate through all the pairs that touch a given variable, and it would be
expensive to go hunting through all of Pairs variables to find them. This is developed in the
Algorithm 4.
Algorithm 4 FindNode2PairArray: Creates two structures to do message passing in the factor
graph.
Input:
1: N, matrix consisting of grid nodes over the lattice of pixels.
2: w, wide of the grid.
3: h, height of the grid.
Output:
4: N1, a matrix indicating in that cliques the node i is the first of the link.
5: N2, a matrix indicating in that cliques the node i is the last of the link.
Algorithm:
6: NMax := MaximumDegree(N); . Number of neighbors in the node with more neighbors
7: nn := NumberNodes(N);
8: N1 := (−1)× Jnn×NMax ;
9: N2 := (−1)× Jnn×NMax ;
10: index1 := (−1)× Jnn×1; . Auxiliary list
11: index2 := (−1)× Jnn×1;
12: nC = NumberCliques(w, h); . Compute the number of cliques in the grid
13: for c = 0→ nC do;
14: i := N[c][0];
15: j := N[c][1];
16: index1[i] := index1[i] + 1;
17: index2[j] := index2[j] + 1;
18: end for
All algorithms described in this chapter are fully programmed in language C++ with some




Once a factor graph model has been fully specified and parameterized, there are two tasks
left to do [51, 98]:
Model learning: Using a supervised learning approach we will adjust the parameters w
of the CRF model. Our starting point is a set of training data generated by an unknown
distribution, so that the correct choice of the parameters, allows us to better represent the
true distribution The meaning of“better”, of course, must be made precise.
Use the model for solving inference task on future data instances that we could describe
as is dedicated to the operations which we perform using the graphical model.
This two basic stages they can be also referred to as training and testing stages from a clas-
sification point of view.In both stages, because we are using a supervised training, a inference
process is necessary:
Utilization of the inference in the training process, choosing the model parameters best
suited to the true distribution of data.
Utilization of inference process to predict a maximum a posteriori realization.
In this chapter we provide a framework to tackle the inference task, leaving the training
task to the next chapter. However, we should not forget that both processes were dependents
as illustrates the Figure 6.1. This chapter is based mainly on the work of Wainwright et al.
developed in [99] and [100].
6.1. Maximum Posterior Marginal Inference
Suppose we have some distribution p(y|x; w), we are given the observation x, and we need
to guess the single output vector y∗. The graphical model will be used in a problem-dependent
way to make the choice with the best expected outcome.
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Figure 6.1: Pipelines corresponding to training and inference.
However, the answer depends on the meaning of “best”. For this reason, is expedient to
define some utility function U (y, y′) [98, 101] that measure the satisfaction to have predicted y
if the real output is y′. Then, we look for the best solution to the next problem:
y∗ = arg max
y ∑
y′
p(y′|x; w)U (y, y′) (6.1)
Particularizing the utility function to the indicator function U (y′, y) = [[y = y′]], where
the evaluation of the function [[·]] is 1 if its argument is true (otherwise is 0), we transform the
Equation (6.1) into the Equation (6.2):
y∗ = arg max
y
p(y|x; w) (6.2)
The expression obtained in (6.2) for the estimated output is knows as Maximum A Posteriori
(MAP) estimation, a very popular technique [70, 102]. However, is not well adapted to pixel-
wise image segmentation because the utility function assigns zero to every labeling that is not
pixel-by-pixel identical to the intended one, irrespective of the number of components of the
output vector that are corrected.
An alternative utility function is based on the Hamming distance [103] between y and y′,
being proportional to the number of well classified pixels. Let U(y′, y) = ∑i[[yi = y′i]], then
Equation (6.1) gives:
y∗i = arg maxyi
p(yi|x; w) (6.3)
The estimation gives by Equation (6.3) is knows as Maximum Posterior Marginals
(MPM) [104]. The main difference between MAP and MPM is that MAP inference pursues
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that the joint vector y∗ has maximum probability whereas MPM does this separately for each
variable. In other words, if one cares about the number of variables in error, as opposed to if
all variables are simultaneously correct or not, MPM is to be preferred to MAP inference [98].
The MPM inference consists of two stages:
1. Computing the marginals:
p(y∗i |x; w) = ∑
y:yi=y∗i
p(y|x; w) (6.4)
2. Choosing the value with maximum marginal probability for each index i.
In computational terms, the first stage is more complex and problematic because requires a
sum over all vectors y : yi = y∗i while the maximization of the second stage is trivial.
It is therefore clear that our objective must be the computation of marginals, both for its
own sake, and for enabling MPM inference.
For general factor graphs inference is known to be Non-deterministic Polynomial-time (NP)
hard [105], while for graphs that do not contain cycles the problem can be solved efficiently. In
the case of graphs with cycles various alternatives have been proposed to obtain approximate
answers. These approximated inference methods can be divided into two groups:
1. Deterministic approximations, which are solved exactly.
2. Monte Carlo based approximations.
6.2. Exponential Family
In this section, we describe the exponential family, a broad class of distributions that have
been extensively studied in the statistics literature [106].
A probability distribution in the exponential family can be defined by:
p(x; w) = exp(wT · f(x)− A(w)) (6.5)
where f(x) is some vector of “sufficient statistics” (that is that essentially, the elements of f can
be arbitrary features of x), w is a vector of parameters and the log-partition function gives for
(6.6) ensures normalization:
A(w) = log ∑
x
exp (wT · f (x)) (6.6)
It can be shown that the first and second order derivatives of A(w) correspond to the ex-
pected value, and covariance matrix of f .
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An important consequence of Hammersley-Clifford theorem [67] provides that the entire
collection of UGMs associated with a given graph constitutes an exponential family [9,99,100],
with sufficient statistics f(x) consisting of indicator functions for each possible configuration of
each clique c1, namely [[Xc = xc ∀c ∈ C]].
Any member of the family is specified by an exponential parameter, the elements of which
are weights for potential functions defined on the graph cliques. In this way, each vector w
indexes a particular UGM in this exponential family.





∑x exp (wT · f(x))f(x))
exp (wT · f (x)) = ∑x
p(x; w)f(x) = µ(w) (6.7)
For an exponential family corresponding to a UGM, computing µ is equivalent to com-
puting all marginals probabilities. We can demonstrate this sentence substituting indicator
functions in the Equation(6.7). Thus:
µ(xc; w) = ∑
x
p(Xc; w)[[Xc = xC]] = p(xc; w) (6.8)
As the size increases, the Equation (6.7) becomes more intractable. That is why we are
seeking approximate methods for computing marginals.
6.3. Variational Inference
The variational methods deterministic approximations, assuming the posterior probabil-
ity (given the evidence) factorizes in a particular way. We will begin computing the second








p(x, w) = ∑
x
f(x)p(x; w)(f(x)T − µT) =
= ∑
x
p(x; w)f(x) · fT(x)− µ · µT = COVw[f(x)]
(6.9)
We can note that Equation (6.9) implies that the log-partition is convex in w since the co-
variance matrix must be positive semidefinite. Hence, it is possible to write A(w) in terms of




1For clarity, we consider nodes as cliques of order 1.
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The connection to approximate inference and entropy approximations stems from the dual
function. It can be shown that A∗ is the negative entropy of p, when the mean parameters µ
are achievable. The set of achievable mean parameters is so called marginal polytope [100] and is
given by the expression:
M = {µ : ∃w, µ = ∑
x
p(x; w)f(x)} (6.11)
The entropy is defined by:
H(µ) = −∑
x
p(x; µ) log p(x; µ) (6.12)
So finally,
A∗(µ) =
−H(µ) if µ ∈M∞ if µ 6∈M (6.13)
Since A∗(µ) is convex, H(µ) must be concave. By substituting Equation (6.13) into Equation
(6.12), we can write the partition function in terms of a constrained optimization:
A(w) = sup
µ∈M
{wTµ + H(µ)} (6.14)








{wTµ + H(µ)} (6.15)





{wTµ + H(µ)}A (6.16)
We pose the inference problem in UGM in terms of the exponential families. TIn treelike graphs
this optimization can be solved efficiently. However, in general graphs, the computational
problems still continue to exist:
M will be difficult to characterize.
The entropy is in general intractable (and not even defined for µ 6∈M).
To derive a tractable algorithm we can take some approximate entropy H̃, and an approxi-
mate marginal polytope M̃. In this way, is natural to define an approximate partition function,
according to Equation (6.17).
Ã(w) = sup
µ∈M̃
{wTµ + H̃(µ)} (6.17)
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{wTµ + H̃(µ)} (6.18)
This close relationship between the log-partition function and marginals is heavily used in
the derivation of approximate marginalization algorithms. To compute approximate marginals,
we follow the next steps:
1. Derive an approximate version of the optimization.
2. Take the exact gradient of this approximate partition function.
6.4. Tree-Reweighted Belief Propagation
6.4.1. Theoretical Basis
A variety of algorithms exist that help to calculate approximate marginals such as mean
field [66], Loopy Belief Propagation [51] or TRW [99]. We have chosen the TRW due to its good
results in some works similar to ours [109].
The key ideas behind TRW to approximate the variational principle are [9]:
To replace the marginal polytope M with a superset L ⊃ M that only ensures local con-
straints of the marginals. As a logical consequence, the value of the approximate log-
partition is increased.
Approximate the entropy with a tractable upper bound H̃(µ).
These two approximations, taken together, lead to an upper bound of A(w). In this way,
the optimization problem is raised by the following optimization problem:
Ã(w) = sup
µ∈L
{wTµ + H̃(µ)} (6.19)
Thus, the approximate marginals yields:
µ̃ = arg max
µ∈L̃
{wTµ + H̃(µ)} (6.20)
In [99] we find the following restrictions to be verified by the polytope L:
L = {µ : µ(xc) ≥ 0, ∑
xc\i
µ(xc) = µ(xi) , ∑
xi
µ(xi) = 1} (6.21)
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(a) Graph with cycles. (b) A tree is a cycle-free subgraph (c) A spanning tree reaches every
vertex of the graph
Figure 6.2: Differences between graph, tree and spanning tree.
Its is obvious that any valid marginal vector can meet the constraints in (6.21). Therefore,
L may contains unrealizable vector. Thus, the marginal vector returned by TRW could be
inconsistent in the sense that no joint distribution yields into marginals.







where H(µi) is the univariate entropy associated with variable i and I(µc) is the mutual informa-











In the Equation (6.22) the terms ρc are called edge appearance probabilities. It is a probability
distribution over the set of spanning trees of the graph. Before explaining the meaning of ρ, we
need to clarify the meaning of tree and spanning tree. In brief, given a graph G = (V , E) we
define:
Tree: Is a cycle-free graph consisting of a single connected component (see Figure 6.2b).
Spanning tree: Is a tree that reaches every vertice in V (see Figure 6.2c).
Now, we define ρ as a probability distribution over the set of spanning trees. Let the edge
(s, t) ∈ E , the element ρs−t of the vector ρ can be interpreted as the probability that edge
(s, t) ∈ E appears in a spanning tree chosen randomly. The Figure 6.3 illustrate this concept.
In [99] is demonstrated that, under appropriate circumstances, defining ρc = p(c ∈ G), the
Equation (6.22) gives an upper bound on the true entropy:
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Figure 6.3: Original graph is shown in (a). Probability 13 is assigned to each of the three span-
ning trees in (b), (c) and (d). Edge b is a so-called bridge in G, meaning that it must appear
in any spanning tree. Therefore, it has edge appearance probability ρb = 1. Edges e and f
appear in two and one of the spanning trees, respectively, which gives rise to edge appearance
probabilities ρe = 23 and ρ f =
1
3 respectively. Taken from [99].
H̃(µ) ≥ H(µ) (6.25)
As a direct result of Equation (6.25), we have:
Ã(w) ≥ A(w) (6.26)
6.4.2. Computation of Approximate Marginals
The results of the previous subsection allows us to obtain an algorithm to compute approx-
imate marginals. The way the algorithm works is by computing vectors termed messages for
each edge in the FG with one element for each state as we described previously in Section 3.3.1.
In our approach we have a pairwise CRF of grid-like structure. As this graphical model is
not a tree, we have to calculate its spanning tree. This idea is depicted in Figure 6.4.
Figure 6.4: Pairwise grid like CRF and one example of spanning tree associated with it.
The main formulation of the message-passing approach [99] is reproduced here for clarity.
At each iteration, every node i of the spanning tree sends a message mC(yi) to its neighbor Ni
in the clique. Then, the message passing update is as follows:
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mi→j(yj) ∝ ∑
i
ψi(yi, x) · ψ
1
ρij








where ∝ means assigned after normalization.
After the messages have converged, each node can form an estimate of its local approximate
marginal defined as:
µi(yi) ∝ ψi(yi) ∏
n∈Ni
mρnin→i(yi) (6.28)
We have opted for a simplified approach based on TRW, Uniformly Reweighted Belief Propa-
gation [110] assigning a constant value appearance probability to all edges, thusρij = ρ ∀i, j. It
reduces the computational complexity being also an optimal choice for our graph structure. Be-
sides, this simplified scheme turns out to outperform Loopy Belief Propagation in graphs with
cycles. Also, note that in the special case of ρij = 1, this message passing algorithm simplifies
into Loopy Belief Propagation.
Additionally, it must be noted that according to [99], the optimal value of ρ for graphs,
satisfying certain symmetry conditions as in our case, can be approximated with the number
of vertices (|V|) and edges (|E |) using Equation (10.7).
ρ∗ ≈ |V| − 1|E | (6.29)
In general, it can be stated that this parameter tends to 0.5 for bigger grid graphs. However,
this is not necessarily the optimal choice. In fact, when using a grid, 0.5 is the largest number
that leads to a convex inference problem [111].
In order to facilitate the calculations, the Equation (6.27) can be broken down into variable
to factor message and variable to factor messages. This idea is depicted in Figure 6.5.
Figure 6.5: Flow of messages between variable nodes to factor nodes and vice versa (from [51].
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Once we have the messages, the approximate marginals can be easily calculated using
Equation (6.28). This yields the following vector for each node:
µ = (µ1, . . . , µnvals) (6.30)
where the i component of the vector correspond to the approximate marginal obtained assum-
ing that the correct label was i. Finally, to set the values of the labels in each node is as easy as
take the i label which maximizes µi
With the aim of providing a fast and efficient approach for road detection, this inference
algorithm has been implemented in C++. We have opted to use the library Eigen 3.2 [112],
a C++ template library for linear algebra (matrices, vectors, numerical solvers, and related
algorithms) to ensure compatibility between different hardware platforms.
In order to carry out the algorithms is necessary two matrices previously obtained by train-
ing:
pF: determines the univariate factors. Specifically, the vector of log-potentials for node i
is given by multiplying pF with the features for node i.
pG: determines the pairwise factors. The vector of log-potentials for clique (i, j) is given
by multiplying pG with the features for edge (i, j).
The computation of inwards and outwards messages according to Equation (6.27) is devel-
oped in the Algorithm 5.
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Algorithm 5 Messages update using TRW
Input:
1: pF, matrix to compute node potential.
2: pG, matrix to compute edge potentials.
3: F, node features.
4: G, edge features;
5: ρ edge appearance probability.
6: N, matrix consisting of grid nodes over the lattice of superpixels.
7: N1, a matrix indicating in that cliques the node i is the first of the link
8: N2, a matrix indicating in that cliques the node i is the first of the link w, wide of the grid.
9: h, height of the grid.
10: nv, number of class in the dataset - in this case only two (“road”, “off-road”).
11: nn, number of nodes in the graph.
12: N, matrix consisting of grid nodes over the lattice of pixels
13: N1, a list of which variable appears first in each pair.
14: N2, a list of which variable appears second in each pair.
Output:
15: yi, the label associated with each node.
Algorithm:
16: φi := pF · F; φij = pG · G . Log-linear potentials
17: ψi := exp (φi); ψij := exp (φij);
18: nn := NumberNodes(N);
19: nC := NumberCliques(w, h);
20: n := Jnv×nn ;
21: m1 := Jnv×nC ; . Messages to first variable in clique
22: m2 := Jnv×nC ; . Messages to second variable in clique
23: for i = 0→ MAX_ITERATIONS do
24: for j = 0→ nC do
25: [m1, m2] := trw(ψi, ψij, N1, N2, nv, ρ); . Implements Eq. 6.27
26: end for
27: end for
28: for i = 0→ nn do
29: µi := approximate_marginals(m1, m2, ψi, ψij); . Implements Eq. 6.28





On top of inference, another task of great importance in our case is learning, which aims to
select the optimal model for the task at hand [52]. The notion of learning in CRFs is slightly
ambiguous because each part of a CRF (i.e., random variables, factors and parameters) can
in principle be learned from data [51]. However, in this book, as in the most computer vi-
sion applications, the model structure and parametrization are manually specified and learning
amounts to finding a vector of real-valued parameters w.
In our approach we have considered supervised learning to select the optimal model from its
feasible set based on training data. The alternative is to attempt to select the parameters w∗ by
hand or by experiment; this is known to be difficult, and quite impractical if the dimensionality
of w is at all large [68]. It also proves to be a challenging problem.
Using supervised learning, the input is a set of P training samples {(xp, yp)}p=1,...,P where
xp and yp represent the observed data and the ground truth configuration of labels of the p
sample, respectively. We note that the y values are known for each x in the training dataset,
become observed variables in the context of training. Moreover, we assumed that the node
and edge potentials of the p training data instance can be expressed as a linear combination of
feature vectors extracted from observed data according to Equation (8.5) that we repeat here
for convenience:
{
ψi(yv, x) = exp(wiT · F(yv, x)) (7.1a)
ψC(yu, yv, x) = exp(wCT ·G(yu, yv, x)) (7.1b)
Therefore, the problem of learning boils down to estimating the vector w using as input
the above training data. In this way, if d(y|x) is the true conditional distribution of labels in
the training data, learning is the task of finding the vector w∗ that makes p(y|x; w) closest to
d(y|x).
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7.1. Learning as Minimization of Empirical Risk
Given the input domain X and the output domain Y , we would to learn a function (called
hypothesis) h : X → Y which outputs an object y assigning the correct class at each pixel given
x. Once we have the hypothesis, the predictions are extremely easy to obtain: y′ = h(x).
The quality of the prediction is evaluated using a loss function [51] ∆(y, y′; w) measuring
the similarity between the ground-truth training labels y and the estimated labels y obtained





∆(y, y′; w) (7.2)
where the summation is over the all the samples in the dataset.
Therefore, the learning formulation can be approached as follows:
w∗ = arg min
w ∑
i
∆(yi, y′i; w) (7.3)
In this formulation the choice of parameters w influences the loss function through y′ .
As the parameters change, the estimate y′ also changes. This approach adds flexibility by
separating the learning criterion from the structure of the model.
The general strategy for implementing the minimization of Equation (7.3) is to compute the
gradient ∂∆∂w for using with a gradient-based optimization algorithm such as gradient descent,









where computing the gradient ∂y
′
∂w is the difficult step, since y
′ relates to w through an argument
of the minimum operation.
7.1.1. Loss functions
The choice of the loss function is important because, on the one hand, it influences the
accuracy, and on the other hand, the simpler the loss the easier the gradient is to compute. A
typical choice for the loss function is the likelihood, with:
∆(x, w) = log p(x; w) = wT · f (x)− A(w) (7.5)
Since we are working with CRF, we have the conditional likelihood loss:
∆(y|x; w) = log p(y|x; w) (7.6)
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The gradient of (7.6) can be obtained using the Equation (6.7):
∂∆
∂w
= f(y|x)− µ(w) (7.7)
However, the likelihood presents two issues [9]:
1. If the graphical model is not tree structured, exact inference is computationally in-
tractable. As consequence, we have to use approximate algorithms.
2. Usually models are mis-specified, either because parametrization is extremely simple or
because conditional independent asserted by the graph are not exactly true. These ap-
proximations might be made out of ignorance, due to a lack of knowledge about the do-
main being studied, or deliberately because the true model might have too many degrees
of freedom to be fit with available data
For these reasons, various loss function have been proposed [9, 51, 113]. Given the diffi-
culties listed above to calculate true marginals, these functions are defined with respect to the
marginal predictions of some approximate algorithm (µ) instead of the true marginals (p). The
remainder of the section reviews some loss functions (a more comprehensive review can be
found at [98]).
7.1.1.1. Univariate Logistic Loss
The univariate conditional logistic loss was proposed by Kakade et al. [113] who also provide
an algorithm for calculating the gradient for models with exact inference and linear features.
∆ = −∑
i
log µ(yi|x; w) (7.8)
The idea behind univariate loss functions is to fit the model only to predict univariate
marginals well [98]. This approach makes sense if one can “trade” joint accuracy for marginal
accuracy.
7.1.1.2. Univariate Conditional Quadratic Loss
The univariate conditional quadratic loss [114] tries to minimize the expected squared differ-
ence of approximate marginal probabilities.
∆ = −∑
i
(−2µi(yi|x; w) + ∑
yi
µi(yi|x)2) (7.9)
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7.1.1.3. Clique Logistic Loss
Univariate loss functions are not consistent, simple examples show cases where a model
predicts perfect univariate marginals, despite the joint distribution being very inaccurate.
A clique loss is similar to a univariate loss but is evaluated on the cliques. This ensures the
consistency of clique loss because CRFs can be seen as a member of the exponential family
with indicator functions on cliques as sufficient statistics, if all clique-wise marginals match,
the distributions thus must be the same.
The clique logistic loss is given by:
∆ = −∑
c
log µ(yc|x; w) (7.10)
7.2. Back Tree-Reweighted Belief Propagation
In order to minimize (7.3) we must calculate loss gradients. This requires the prior com-
putation of marginals. These calculations can be intractable, so some convergence threshold
must be used. Domke [9] analyzes the effects of using different thresholds in the learning stage
and at test time. He observed that too loose a threshold in the learning stage can lead to a bad
estimated risk gradient, and learning terminating with a bad search direction. Meanwhile, a
loose threshold can often be used at test time with few consequences.
Domke proposes a method, called Back Tree-Reweighted Belief Propagation (Back TRW) on the
basis of TRW to reduce the expense of training. For this, redefines the training objective in
terms of the approximate marginals obtained after message-passing is “truncated” to a fixed
small number N of iterations.
The algorithm is quite complex with a strong philosophical similarity to backpropagation
algorithm used in ANNs. The learning algorithm can be divided into the following phases:
1. Calculation of predicted marginals after a small number of iterations of TRW.
2. The predicted marginals are plugged into one of the marginal-based loss functions.
3. Calculation of the gradient of the loss function with respect to parameters w.
4. Back-propagate predicted marginals, modifying the parameters slightly to make the loss
lower.
these steps are repeated until the loss are lower than a threshold.
As time reduction is not a priority for the training task, we use the Toolbox of Justin
Domke [115], mainly developed in MatLab with some Mex files to speed up certain algorithms,
instead of developing our own solution based on C++. Besides, this toolbox calls minFunc [116]
a Matlab function developed by Mark Schmidt for unconstrained optimization of differentiable
real-valued multivariate functions using line-search methods. In particular, the Broyden Fletcher
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Goldfarb Shanno algorithm (BFGS) [117] is used to compute the minimization of loss gradient.
The BFGS method approximates Newton’s method, a class of hill-climbing optimization tech-
niques that seeks a stationary point of a function.
The final result to apply learning task are two matrices:
pF: determines the univariate factors. Specifically, the vector of log-potentials for node i
is given by multiplying pF with the features for node i.
pG: determines the pairwise factors. The vector of log-potentials for clique (i, j) is given
by multiplying pG with the features for edge (i, j).
In order to facilitate the exchange of data between the training stage and the rest of system
we develop a simple API with two functions:
OpenCV2Matlab: Converts a type Mat structure of OpenCV into a cell type of MatLab.
MatLab2OpenCV: Converts a cell type of MatLab into a YAML file.
Moreover, inspired in the formulation of Support Vector Machines (SVM) that employs a











we introduce a ridge regularization penalty of λ relative to empirical risk (as measured per




Perhaps functions to obtain image features are the most important components of our CRF
model. In brief, the feature functions link the potential factors in the CRF formulation to the
actual image take accounting the local neighborhood.
The choice of the functions that we incorporate into our model is not straightforward. On
the one hand, we can achieve better accuracy results using specific features function oriented
to a particular problem or dataset; on the other hand, we can employ more general features
functions that allow us to face more problems. Furthermore, the main trade-off is the classic
one [118]: using larger features sets can lead to better prediction accuracy, because the final
decision boundary can be more flexible, but larger feature sets require more memory to store
all the corresponding parameters, they are computationally more expensive and could have
worse prediction accuracy due to over-fitting.
In our approach we try to keep the features relatively simple for two basic reasons:
1. A marginal increase in accuracy normally requires a large computational effort, which
can turn into no real-time operation.
2. Simpler features functions allows us to gauge easily the performance varying the param-
eters of the model.
8.1. Introducing Features in the Model
The purpose of this section is to explain the process to incorporate some characteristic of the
empirical distribution in the model distribution. Since our CRF model has a pairwise grid-like
structures, two types of feature functions will be encoded in the model:
1. Node features related to singleton potentials ψi.
2. Edge features aassociated with pairwise potentials ψij.
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as is shown in Figure 8.1. In both instances, potentials are obtained from a linear combination
of node and edge features functions.
Figure 8.1: Portion of the proposed graphical model. The node and edge features are overlaid
in blue and red, respectively.
Let x = (x1, x2, . . . , xn) one image belongs to a set of images X , we want to infer the class
yi ∈ L to which each pixel i belongs. Since training and inference tasks are computationally
expensive, we need a practical approach to reduce the computation time. Inspired on recent
works of visual place recognition with low resolution images [119,120], we have opted to com-
pute the visual features on the original images first, and then reduce their resolutions by using
superpixels, plug them into the CRF potentials.
For this purpose, we align the graph of our pairwise CRF on the image and extract some
features from the vector x to generate the node and edge features as depicted in the Figure 8.2.
Figure 8.2: Example of a pairwise CRF aligned with the ROI of a road scene.
In computer vision we define a image feature as a function that provides some properties
for each pixel i in an image. There is an enormous variety of image features that have been
proposed in the computer vision literature, for example, gradients of the image, texton fea-
tures [121,122] and SIFT features [123]. Importantly, these features do not depend on the pixel i
alone; most interesting features depend on a region of pixels, or even the entire image a region
of pixels, or even the entire image. For us, these functions pose as i : X → Rn, so that every
pixel is transformed into a vector of n elements. Therefore, for each image x we obtain a matrix
I.
Once the image features have been calculated, we can build the observation feature for
nodes [124] reducing the matrix I by using superpixels. In this way, each superpixel is asso-
ciated to a unique node in the graph, assigning it a feature function fk. Concatenating all K
observation features for nodes, we obtain the matrix of Equation (8.1) which size is n× K. An
scheme in the Figure 8.3 pretends clarify this operation.
F = f1||f2|| . . . ||fK (8.1)
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For a node i we transform an observation feature for nodes into a node feature function
using the relationship of Equation (8.2) exploiting the replacement property of Kronecker’s
delta [125].
fk(yv, x) = δ(y, yv)fk(x) (8.2)
In other words, each feature is nonzero only for a single output configuration yv, but as long
as that constraint is met, then the feature value depends only on the input observation. More
detail in [118].
We define an observation feature for edges as a function that provides some properties for each
edge between nodes in the graph. We place them into the model to exploit a basic characteristic
of images: neighboring pixels tend to have the same label. Thus, an observation feature for
edges poses gk : X ×X → RnC (where nC is the number of cliques in the graph).
If we concatenate all edge observations, we have the matrix of Equation (8.3).
G = g1||g2|| . . . ||gJ (8.3)
Figure 8.3: Concatenation of node feature functions to obtain the matrix F
In a similar way to the node features, we transform an observation feature for edges into a
edge feature function using the relation described by Equation (8.4):
gk(yu, yv, x) = δ(y, yu)δ(y, yv)gj(x) (8.4)
Since the potential functions are restricted to be positive, we can describe them by an exponen-
tial function. The most used approach is to define the log potentials as a linear function of the
feature vector. Thus, we have the system of Equations (8.5):{
ψi(yv, x) = exp(wiT · F(yv, x)) (8.5a)
ψC(yu, yv, x) = exp(wCT ·G(yu, yv, x)) (8.5b)
The code associated with the functions used in both potential factors occupies some hun-
dreds of lines. As this code is invoked each time an image is processed, we developed an
optimized code using various programming tricks:
Use of Look Up Tables (LUTs) to compute the sinusoidal functions.
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Use of shift operations instead products.
Using inline functions.
Exchange of loops to allow memory access by stride.
The remainder of the chapter is dedicated to describe the features used in our model, dis-
tinguishing between node and edge features. In both cases, we carry out a feature scaling or
whitening to speed up and favor the gradient-descent loops in the learning phase. Basically,
the procedure consists in scaling the features, subtracting the mean, and dividing by the stan-
dard deviation.
8.2. Node Features
Several features are extracted to represent the visual appearance related to every node of the
graph. They carry information about color, position, texture and shape that are concatenated
into fi to span a rich feature space.
Node features are associated with node factors that describe the interaction between the
image content and the variables of interest. We use multiple image features representing ap-
pearance statistics based on color, position, texture and shape to span a rich feature space. In
the Figure 8.4 we represent the location of the node features in the FG of a CRF.
Figure 8.4: The node features in each node are calculated on the observation in the same node.
8.2.1. Color Patches
Since certain objects such as roads, trees, the sky and many others have a definite color
pattern, we decided to incorporate to the model some information describing the color distri-
bution in the scene. However, the processing of road scenes from KITTI dataset using the RGB
color schemes does not provide a successful outcome. The Figure 8.5 shows that a possible
cause: the information that a channel provides about road is very similar to that provided by
others channels.
Then, after testing different color spaces as normalized R and G [32], HSV [126], LAB [127]
and grayscale [128], we empirically found that HSV yielded the lowest overall errors. Then,
we construct a set of feature functions from the components hue and saturation from the HSV





Figure 8.5: There is no sufficient discrimination in the RGB color model to extract the road. To
appreciate the differences bewteen images, look at the cars.
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model described by Figure 8.6, quite immune to scene illumination changes of each pixel i. In
Figure 8.7 we show the same scene from the Figure 8.5a transformed to the HSV color space
and their associated channels.
In fact, testing the approach in [9], which uses a (2k + 1) squared patch surrounding each
pixel i, for the values k = 0, 1, 2, we found that bigger patches did not improve performance,
but increased computation time considerably. In particular, a 2% accuracy difference at the cost
of increasing the dimensionality from 2 (k = 0) values to 50 (k = 2).
Figure 8.6: Cone model of HSV space.
8.2.2. Position
Usually object position in an image is not arbitrary but that maintain a certain order. For
example in the majority of driver assistance system road occupies the center and bottom of the
image; the sky is at the top of the image, etc.
We can incorporate some global consistency in our classifier exploiting this idea. To do this,
we made two features fU and fV account for the normalized position along the horizontal and
vertical axis respectively. In the Figure 8.8 we depicted this two features for a toy example of
an 3× 4 image.
8.2.3. Histogram of Oriented Gradients
To capture the local object appearance and shape we compute the descriptor Histogram
of Oriented Gradients (HOG) proposed by Dalal and Trigg [129]. HOG is reminiscent of edge
orientation histogram, Scale Invariant Feature Transform (SIFT) [123] descriptor and shape con-
text [130]. Essentially the algorithm counts occurrences of gradient orientation in localized
portions of an image.
HOG have become very popular and successful technique in the computer vision commu-
nity that has been used to describe the appearance of image regions. Its popularity lies in its
robustness to:
Small geometric distortions.
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Figure 8.7: There is more discrimination in the HSV color model.
Figure 8.8: Normalized position of each pixel. In each cell, the first component is the position
along the horizontal and the second is the position along the vertical axis.
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Different lighting conditions.
Little changes in the contour of the image.
Differences images backgrounds.
Different scales.
The essential thought behind the HOG descriptors is that local object appearance and shape
within an image can be described by the distribution of intensity gradients or edge directions.
The implementation of these descriptors can be achieved by dividing the image into small
connected regions, called cells, and for each cell compiling a histogram of gradient directions
or edge orientations for the pixels within the cell. The combination of these histograms then
represent the descriptor.
For improved performance, the local histograms can be contrast-normalized by calculating
a measure of the intensity across a larger region of the image, called a block, and then using this
value to normalize all cells within the block. This normalization results in better invariance to
changes in illumination or shadowing.
The Figure 8.9 presents the flow chart of the algorithm with the steps required to obtain the
HOG descriptors. The main steps are:
Figure 8.9: An overview of the HOG features extraction chain.
Gamma/Color normalization. In practice, these normalization have only a modest effect on
performance, so we have overlook it.
Gradient computation. The image gradients are computed by convolving the image I with
some mask D:
{
Iu = I ? Du (8.6a)
Iv = I ? Dv (8.6b)
The magnitude of the gradient is given by Equation (8.7) and the orientation of the gra-
dient is given by Equation (8.8):
‖G‖ =
√
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Figure 8.10: Calculation of the gradients in the HOG algorithm. Taken from [129].
Spatial/orientation binning. This step is the fundamental nonlinearity of the descriptor. The
image is divided into small connected regions, called cells (in our case with size 8× 8)
and each pixel within the cell casts a weighted vote for an orientation-based histogram
channel based on the values found in the gradient computation. Depending on whether
the gradient is unsigned or signed, the histogram channels are spread over 0◦ – 180◦ or
0◦ – 360◦
In our work, we have achieved slightly better results using the unsigned version of the
algorithm, which histogram is depicted in Figure 8.11.
Figure 8.11: Orientation bins are evenly spaced. Taken from [129].
Descriptor blocks: To compensate the illumination, histogram counts are normalized by
accumulating a measure of local histogram energy over blocks formed by grouping the
cells together into spatially connected regions. The HOG descriptor is then the vector of
the components of the normalized cell histograms from all of the block regions. These
blocks typically overlap, meaning that each cell contributes more than once to the final
descriptor. Two main block geometries exist: rectangular R-HOG blocks and circular C-
HOG blocks, in our case we choice the first option.
Figure 8.12: The blocks are obtained by grouping cells (there may be overlap).Taken from [129].
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Normalization: Let v the unnormalized descriptor vector obtained in the last step. We
apply the L-2 normalization of the Equation (8.9) followed by clipping (limiting the max-





After orientation and normalization processes, we have a 36-dimensional feature vector
fHOG. As an example, for the road scene in the Figure 8.5a we have the HOG descriptors
represented in the Figure 8.13.
Figure 8.13: The result of applying the HOG algorithm to a road scene
The HOG descriptor used in this work is an implementation in C++ based in the code
provides by Piotr Dollár in his toolbox [131].
8.2.4. Local Binary Patterns
In the Figures 8.7b and 8.7c is easy to note that texture is well-defined. Therefore, it would
be desirable to capture this information. We have opted for the use of Local Binary Patterns
(LBPs) [132], an efficient texture operator to help us in the road extraction. Our implementation
ports the code of Guoying Zhao [133] from MatLab to C++. In few words, this descriptor looks
at points surrounding a central pixel i and tests whether the surrounding points are greater
luminance than or less than the central point giving a binary result (which is usually converted
to decimal for convenience). The histogram of these 28 = 256 different labels can then be
used as a texture descriptor. The described algorithm is exemplified in Figure 8.14, where the
complete process iterated for each pixel is shown.
Figure 8.14: An example of local binary pattern computation.
Ojala et al. [134] extended the descriptor to use neighborhoods of different sizes. using a
circular neighborhood and bilinear interpolating values at non-integer pixel coordinate. For
neighborhoods we will use the notation (P; R) which means P sampling points on a circle of
radius of R. Figure 8.15 shows examples of different combinations of P and R.
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Figure 8.15: Examples of different combinations of P and R in LBP.
Another extension presented by Ojala is the definition of uniform patterns. A LBP is defined
as uniform if it contains at most two 0 → 1 or 1 → 0 transitions when viewed as a circular bit
string. Thus the strings 00000000 or 00110000 are uniform while 00110010 and 01010010 are not.
Empirically using 8 sampling points, uniform patterns accounted for most of the patterns (90%
in Ojala’s dataset). Therefore, little information is lost by assigning all non uniform patterns
to a single arbitrary number. Since only 58 of the 256 possible 8 bit patterns are uniform, this
enables significant space savings when building LBP histograms.
As an example, for the road scene in the Figure 8.5a we have the LBP descriptors repre-
sented in the Figure 8.16. In particular, we employ P = 4 sampling points and a radius R = 1
pixel, obtaining a feature function fLBP of 2P = 16 elements. According to our experiments
fHOG and fLBP are the most discriminative features in terms of the overall accuracy.
Figure 8.16: The result of applying the LBP algorithm to a road scene
8.2.5. Summary
As a result of the concatenation of previous node features, the observation variables Xi
associated to each node in the presented graphical model correspond to 56-dimensional feature
vectors (D = 2 + 2 + 16 + 36 = 56), which populate the potentials of the CRF formulation.
The Algorithm 6 shows the steps to obtain the node features. All code was developed using
C++ and OpenCV.
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Algorithm 6 Computation of the node features.
Input:
1: x, an image.
2: N, matrix consisting of grid nodes over the lattice of pixels.
3: rez, resolution reduction percentage by using superpixels.
Output:
4: F, a matrix of node descriptors.
Algorithm:
5: nn := NumberNodes(N);
6: for i = 1→ nn do
7: [ColorFeatures(i)] := FeaturesHSV(x(i), N); . Discard the V channel.
8: [V(i), U(i)] := NormalizatedPositions(N); . One matrix for normalizated position
9: . along vertical and other along horizontal axis.
10: [HogFeats(i)] :== HOG(x(i));
11: [LBPFeats(i)] :== LBP(x(i));
12: end for
13: . Concatenation of previous features.
14: Feats := ColorFeatures||V||U||HogFeats||LBPFeats;
15: F := DownSampling(Feats, rez); . To speed things up.
8.3. Edge Features
Now, we describe the edge features functions incorporated to our model to encode the
relations between the adjacet nodes in the undirected graph. In Figure 8.17 we depicted the
location of edge features in the FG of a CRF. It should be pointed out that the inclusion of edge
features increase the overall accuracy but they are less crucial that node features.
Figure 8.17: The edge features are calculated between nodes associated with the latent vari-
ables.
In our approach, edge features are discretized to increase representational power [135]. If
we just use the original edge features, then we can only have a linear function. However, by
discretizing, we can have a function which is piecewise constant. Strictly speaking, neither of
these is more powerful, but experimentally, a piecewise constant function seems to work better.
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Again, edge features consist of a concatenation of several descriptors. We shall now proceed
to describe them in the remainder of the section.
8.3.1. Bias Feature
The first edge feature function we are considering is a “bias” feature gB set to constant
value 1 in the connected nodes. Bias features allow us to capture any effects on the states of the
random variables that are independent on the other features. Since labels are not equally-likely,
with bias features we incorporate this information to the model.
8.3.2. Difference Intensities Discretized
Next, we compute the L-2 norm of the difference of intensities for the nodes u and v belong-
ing to the same clique C according to Equation (8.10).
gD(yu, yv) =
√
(H(xu)− H(xv))2 + (S(xu)− S(xv))2 (8.10)
Now, we generate a new set of ten features by the discretization of the value obtained in 8.10
using a vector of 10 elements, so if the value exceeds i10 with i ∈ {0, . . . , 9} then the first i
elements are set to 1 and the remainder to 0. This strategy increase the complexity of the model,
which implies greater accuracy according with the classic bias-variance trade-off [136] - as is
depicted in Figure 8.18. However, this can lead to over-fitting. For that reason, we use only ten
thresholds.
Figure 8.18: Bias and variance contributing to total error. As the model complexity is increased,
the variance tends to increase and the squared bias tends to decrease in a bias-variance tradeoff
8.3.3. Different Parametrization of Vertical and Horizontal Links
The concatenation of previous features gives a vector of 11 feats for each clique in the graph.
Now, we want to parametrize separately vertical and horizontal cliques. To generate the final
feature vector for each clique, that corresponds with a column of the matrix of Figure 8.3, we
doubled in size the number of features and arranged differently depending on whether the
edges or cliques are vertical or horizontal. In the first case, the 11 features are put on the first
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half, while the second half of the vector is set to zeros. For horizontal links, we apply the
opposite way, first half are zeros.
8.3.4. Summary
The Algorithm 7 shows the steps to obtain the edge features using C++ and OpenCV.
Algorithm 7 Computation of the edge features.
Input:
1: x, an image.
2: N, matrix consist of grid nodes over the lattice of superpixels.
3: w, wide of the grid.
4: h, height of the grid.
Output:
5: G, a matrix of edge feature descriptors.
Algorithm:
6: ne := NUMBER_EDGE_FEATURES;
7: nC := NumberCliques(w, h);
8: EFeats := ΩnC×ne ; . Temporal variable.
9: G := ΩnC×2ne ;
10: EFeats[:][1] := Constant(EFeats); . A column set to one
11: for i = 1→ nn do . Split the imagen into HS channels.
12: [H(i), S(i)] := FeaturesHSV(x(i), N);
13: end for
14: EFeats[:][2 : NUMBER_EDGE_FEATURES] := Di f f erence(N, Pairs, H, S);
15: for i = 1→ nC do . Different parametrization vertical and horizontal edges.
16: if Pairs(i) = HORIZONTAL then
17: G[i][:] := EFeats[i][:]||(0, . . . , 0);
18: else





Once the approximate marginals are calculated in the miniaturized road scene, we upsam-
ple them to the original resolution and assign the most likely label to each pixel. Thus, for
every input image, the output from the presented road segmentation approach is a binary im-
age which pixels take the following values: 255 (white), if they are likely to belong to a road in
the real world scene; 0 (blank), otherwise. However, the segmentation process is not perfect,
some of the pixels may be misclassified.
In this chapter we are seeking to overcome an easily identifiable classification error, the
presence of small specks classified as “road” in a large area corresponding to “off-road” and
vice versa. The physical and continuity constraints derived from vehicle motion and road
design [80] imply those situations are not feasible. Figure 9.1 show this issue.
(a) Input image.
(b) Predicted pixel labels.
Figure 9.1: Labeling of a road scene with some pixel misclassified
One of the possible origins of such errors are artifacts, which may be due to:
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1. Scaling artifacts due to interpolation [137].
2. The CRFs formulation, mainly the scene label forward propagation [138].
The second circumstance can be sorted using stronger CRF formulation and training meth-
ods. Therefore the CRF model should be able to close small holes increasing the computational
cost. Consequently, we focused on the first issue because its solution is relatively simple.
To deal with these specific misclassification, we pose the problem as a salt-and-pepper
noise [137] because of its appearance as white and blacks dots superimposed on an image. The
density function of salt-and-pepper noise is given by:
p(x) =

Pa for x = a
Pb for x = b
0 otherwise
(9.1)
In our problem, a and b are saturated values, in the sense that they are equal to the minimum
and maximum allowed values in the image respectively. Therefore, this means that a = 0 and
b = 255.
Although there are filters for reducing or virtually eliminating the effects of salt-and-pepper
noise [137] (e.g., the contraharmonic mean filter, the alpha-trimmed mean filter, the adaptive mean
filter, etc.), we have opted to eliminate both types of noise concatenating morphological opera-
tions because these operations are implemented very efficiently (there are algorithms of order
O(n) for a n× n image) in OpenCV [139].
9.1. Elimination of small specks misclassified as “road”
The Figure 9.1b depicts a situation in which some specks of pixels have been misclassified
as road. Given the small size of these white areas in the image, we propose that corresponds to
a salt type noise. This type of noise can be deleted using a morphological opening [140] because
it removes small objects from the foreground of an image, placing them in the background. In
order to justifying the use of opening to deal with salt noise, we need to introduce two basis
morphological operations: erosion and dilation.
The erosion operator takes two pieces of data as inputs. The first A is the binary image
which is to be eroded. The second B is a (usually small) set of coordinate points known as a
structuring element (also known as a kernel) which determines the precise effect of the erosion
on the input image. The erosion of the binary image A by the structuring element B is defined
by:
A	 B = {z|(B)z ⊆ A} (9.2)
where (B)z is the is the translation of B by the vector z, i.e., Bz = {b + z|b ∈ B}.
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In words, the Equation (9.2) indicates that the erosion of A by B is the set of all points
z such that B, translated by z, is contained in A. To compute the erosion of a binary input
image by the structuring element, we consider each of the foreground pixels in the input image
in turn. For each foreground pixel (which we will call the input pixel) we superimpose the
structuring element on top of the input image so that the origin of the structuring element
coincides with the input pixel coordinates. If for every pixel in the structuring element, the
corresponding pixel in the image underneath is a foreground pixel, then the input pixel is left
as it is. However, if any of the corresponding pixels in the image are background, the input
pixel is also set to background value.
Erosion can be used to remove small spurious bright spots (“salt noise”) in images. This
idea is illustrated in Figure 9.2 using a popular image. In this case, a square structuring ele-
ment have been used. The size and shape of the structuring element conditions the process of
erosion. In principle, the erosion seems to be working well for the elimination of salt noise.
However, looking at the detail, the Figures 9.2a and 9.2c are not exactly the same. The erosion
causes that the objects to shrink in size. The amount and the way that they grow depend upon
the choice of the structuring element. One approach to this problem would be to apply the dual
operation of erosion: dilation [140]. The dilation has the opposite effect, causes objects to grow
in size.
The dilation of the binary image A by the structuring element B is defined by:
A⊕ B = {z|(Bs)z ∩ A 6= ∅ } (9.3)
where (Bs)z denotes the symmetric of B, that is, (Bs)z = {z| − z ∈ B}.
Under the same conditions that we previously provided for erosion: if at least one pixel
in the structuring element coincides with a foreground pixel in the image underneath, then
the input pixel is set to the foreground value; if all the corresponding pixels in the image are
background, however, the input pixel is left at the background value. The Figure 9.3 depicts a
dilation applied to the Figure 9.2c using the same structuring element pretending recover the
original image.
The linking of the morphological operations erosion and dilation in the order described
is referred to as a opening. Then, a opening is just the dilation of the erosion of a set A by a
structuring element B:
A ◦ B = (A	 B)⊕ B (9.4)
The Figure 9.4 shows the result of applying an opening to the image of the Figure 9.1b using
a square structure of 15× 15 pixels. This operation provides a better road detection because
removes the false positives without modifying the shape of the other objects.
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(a) Black and white original image. (b) Noisy image affected by salt noise (20 %).
(c) Erosion of (b) with a square structuring ele-
ment of 255’s, 7 pixels on the side.
Figure 9.2: Use of morphological erosion for removing salt noise.
Figure 9.3: A morphological dilation applied to the Figure 9.2c. This Figure has a thiner stroker.
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Figure 9.4: Removal of false positives using a morphological opening.
9.2. Elimination of small specks misclassified as “off-road”
Once the small specks misclassified as “road” issue has been resolved, the other problem
that we need to resolve is pretty similar: some specks of pixels have been misclassified as “off-
road” in a large area corresponding to “road”. These scaling artifact can be seen as a series of
small holes in the foreground produced by a pepper noise. This type of noise can be deleted
using a morphological closing [140] because closing tends to narrow smooth sections of contours,
fusing narrow breaks and long thin gulfs, eliminating small holes, and filling gaps in contour.
The basic effect of the operator dilation on a binary image is to gradually enlarge the bound-
aries of regions of foreground pixels. Thus areas of foreground pixels grow in size while holes
within those regions become smaller [137]. In the Figure 9.5b is depicted a dilation using a
a small disk structuring element of radius 4 pixels on the famous “Don Quijote y Sancho” of
Pablo Picasso (Figure 9.5a).
However, the dilation also causes objects to grow. This issue can be remedied applying
a morphological erosion with the same structuring element. The Figure 9.5c shows how an
erosion applied after a dilation returns the objects to its original size.
The operation of dilation followed by the operation of erosion is known as a morphological
closing. Therefore, a closing may be described as:
A • B = (A⊕ B)	 B (9.5)
The Figure 9.6 depicts the result of applying a closing to the image of the Figure 9.4 using a
square structure of 15× 15 pixels. This operation removes the false negatives located in large
areas classified as “road”.
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(a) Black and white original image with holes.
(b) Image without holes after performing a dilation
(c) Image after performing a dilation followed by an ero-
sion
Figure 9.5: Use of morphological dilation for eliminating holes.
Figure 9.6: Removal of false negatives using a morphological closing.
CHAPTER 10
EXPERIMENTAL RESULTS
In this chapter we will show that our system is able to perform road detection in real time.
Our proposal is validated using the challenging KITTI-ROAD dataset [8], comparing our pro-
posal against the state-of-art results. Also, this section provides different experiments, whose
task it is to show the influence of different CRF components on the overall accuracy.
10.1. KITTI Road Dataset
Due to the lack of annotated datasets, the early road scene segmentation approaches fo-
cused on online scenarios [31, 141]. As time passed, trend changed to use different datasets to
measure the quality of the road segmentation approaches. Unfortunately, most of the existing
approaches have been evaluated on different datasets, making it difficult to performance a fair
comparison. Furthermore, it is rare that a dataset distinguish ego-lane and opposite lane.
Besides, results from state-of-the-art algorithms reveal that methods ranking high on es-
tablished datasets perform below average when being moved outside the laboratory to the
real world. To reduce this bias, the Karlsruhe Institute of Technology and Toyota Technolog-
ical Institute at Chicago have developed the KITTI Vision Benchmark Suite [142], it is a project
that provides challenging datasets, with novel difficulties to the computer vision community,
collected by an autonomous driving platform AnnieWAY [143].
In our case, we will focus on the KITTI-ROAD dataset [8], the goals to be reach with this
project are:
Introduction of a benchmark for the evaluation of road detection algorithms using the
same dataset. The KITTI on-line evaluation website seeks to serve as a common bench-
mark for road terrain detection algorithms. The process for evaluating an algorithm is
described in Figure 10.1.
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Figure 10.1: KITTI Vision Benchmark Suite submission process
Replacing the pixel-based evaluation measures with a spatial representation in the 2D
space metric on the road using the Bird’s Eye View (BEV) more oriented to driving maneu-
verer. Figure 10.2 illustrates this concept.
Figure 10.2: Visualization of state-of-the-art evaluation metrics.
This dataset consists of 600 frames (≈ 375× 1242 pixels) extracted from several video se-
quences at a minimum spatial distance of 20 meters. Besides, it is split in three subsets, each
representing a typical road scene category in inner cities:
Urban Unmarked (UU).
Urban Marked Two-way Road (UM).
Urban Marked Multi-Lane Road (UMM).
besides, URBAN-ROAD quantifies the previous three categories in a single set of measure-
ments.
For each category there are two set of images, training and testing. In the first case, is avail-
able a ground truth, generated by manual annotation of the images, with the road area (i.e., the
composition of all lanes); also, for the UM dataset is available a ground truth with the ego-lane
(i.e., the lane the vehicle is currently driving on).
In order to quantify the quality of road detection algorithms, the evaluations are carried
out in the BEV. The used metrics are precision, recall, F1-measure, accurancy and averange preci-
sion (AP) computed for different recall values corresponding with Equations (10.1) to (10.6).
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The expression of each metric are: True Positive (TP) the number of pixels correctly identified,
True Negative (TN) the number of pixels correctly rejected, False Positive (FP) the number of pix-















TP + TN + FP + FN
(10.4)
The precision relates to the system’s ability to identify positive samples, whereas the recall
relates to the system’s ability to identify negative samples. The F1-measure is defined as the
mean of precision and recall. Accuracy is the pixelwise comparative between ground truth
pixels and the output of the algorithms.
For methods that output confidence maps (in contrast to binary road classification), the
classification threshold τ is chosen to maximize the F-measure, yielding Fmax:
Fmax = arg max
τ
F1 (10.5)
In order to provide insights into the performance over the full recall range, the average
precision [144] summaries the shape of the precision-recall curve and is defined as the mean







We have employed the KITTI ROAD dataset with two purposes:
Learning the parameters of the model using the provided training data.
Reporting of results on the test data to compare with other state-of-art approaches.
10.2. Set Up the Classification Model
In this section the main goal is obtain the model that best suits our needs, optimizing the
trade-off between accuracy and computation time. To achieve this aim, we have studied the
influence of features and model parameters selected. The efficiency of each proposal can be
checked using the Python code provides for local assessment.
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For each experiment we perform a k-fold cross-validation in order to prevent over-fitting and
to assess the results with different configurations. In k-fold cross validation the dataset D is
randomly split into k mutually exclusive subset (the folds) D1,D2, . . . ,Dk of approximate equal
size. The classifier is trained and tested k times; each time t ∈ {1, 2, . . . , k}, it is trained onD\Dt
and tested on Dt. Figures 10.3 and 10.4 shows this process.
Figure 10.3: Randomization of the location of the samples in k-fold cross validation.
With a large number of folds, the bias of the true error rate classifier will be small (the
estimator will be very accurate) but the variance of the true error rate classifier will be large
and the computational time will be very large as well. Rather, with a small number of folds
computation time are reduced and the variance will be smaller but the bias of the classifier
will be large. In our experiments, we have opt for a compromise solution raising a 5-fold cross
validation.
Figure 10.4: 5-fold cross validation
Benchmarks have been carried out on a system equipped with 16 GB DDR2-1600 RAM and
an Intel Core i7 4700 MQ running at 2.4 GHz. The compiler used is GCC version 4.6.3, with
optimization flags:
-O3




10.2.1. Semantic Labeling in Miniaturized Scenes
Since training and inference tasks are computationally expensive, we seek a practical ap-
proach to reduce the computation time. Besides, inspired on recent works of visual place recog-
nition with low resolution images [119, 120] we also opt to study and test lower resolutions in
the KITTI ROAD dataset.
To do that, once the features have been computed on the original images, we reduce their
resolution by using superpixels and we subsample the ground-truth labels accordingly to a
percentage of the original size. Once the approximate marginals are calculated, we upsample
them to the original resolution. With this approach, we shrink the space of hypotheses and
achieve a speed-up both in training and testing stages, but more notable during inference,
which is the application-oriented part of the algorithm.
To do that, once the features have been computed on the original images, we reduce their
resolution by using superpixels and we subsample the ground-truth labels accordingly to a
percentage of the original size. Once the approximate marginals are calculated, we upsample
them to the original resolution. With this approach, we shrink the space of hypotheses and
achieve a speed-up both in training and testing stages, but more notable during inference,
which is the application-oriented part of the algorithm.
Table 10.1 shows the effectiveness of our approach, abbreviated as PGM-ARS, to extract the
road while varying the reduction percentage of the image resolution evaluated with 5-fold cross
validation on the training images. All evaluations are performed in the called “bird eye view”
due to is best suited for vehicle control [8] using the standard metrics precision and recall. In
all cases we have used the clique logistic loss (Section 7.1.1.3) for learning and 5 iterations inside
TRW inference (Section 6.4).
Table 10.1: Road estimation results obtained for different sizes of the validation images. All
results are in %.
UU UM UMM
Image Resolution Precision Recall Precision Recall Precision Recall
5 % 72.49 76.80 71.13 81.69 83.33 90.08
10 % 79.90 80.92 75.11 86.63 89.83 93.02
15 % 79.50 81.34 75.65 86.88 89.80 93.66
20 % 82.75 83.96 84.44 87.53 90.07 94.26
25 % 82.52 84.13 84.34 88.04 89.84 94.58
30 % 82.22 84.53 83.10 88.31 89.76 94.67
40 % 82.05 84.79 82.69 88.54 89.55 94.88
50 % 81.88 85.24 82.08 88.72 89.15 94.92
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The highest precision values are obtained for 20% image resolution, whereas the recall val-
ues are slightly increased with the resolution. In fact, the gain between 20% and 50% rows is
lower than 1.5% for all categories.
Therefore, there is not much improvement for increasing image size. Our explanation for
this result is twofold. In first place, bigger images have more granular detail, partly reducing
the intra-region similarity. Secondly, in lower-resolution models, there are fewer intermediate
variables, facilitating the spread of messages and the CRF model convergence. These results
validate our superpixels hypothesis as the optimal way for segmenting complex images with
a fair time processing. Besides, due to memory limitations during training, we have not been
able to test percentages over 50%.
10.2.2. Selection of Optimal Edge Appearance Probability Parameter
An important issue to resolve using TRW inference is the determination of the elements
which comprise the edge appearance probabilities ρ. In our case, we are using a simplified
approach, Uniform TRW [110], assigning the same value ρ to all elements of the vector ρ.
In this way, it is easy to obtain the optimum value empirically by performing a sweep of
the ρ parameter in the interval [0, 1]. Thus, Table 10.2 summarizes our findings in this aspect
for the reduced resolution at 20%.









Additionally, it must be noted that according to [99], the optimal value of ρ for graphs,
satisfying certain symmetry conditions as in our case, can be approximated with the number
of vertices (|V|) and edges (|E |) using Equation (10.7).
ρ∗ ≈ |V| − 1|E | (10.7)
Applying it, we obtain a theoretical value of ρ = 0.51. Observing the table, the highest
accuracy is obtained for ρ = 0.5. In general, it can be stated that this parameter tends to 0.5
for bigger grid graphs like ours. Although this is not necessarily the optimum, it is the largest
number that leads to a convex inference problem [111].
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(a) Original road scene
(b) Road detection by using clique loss function.
(c) Road detection by using univariate loss function.
(d) Road detection by using quad loss function.
Figure 10.5: Example of road detection in the same road scene by using different loss functions.
10.2.3. Influence of Loss Functions
In order to compare the different loss functions presented in 7.1.1 we carry out a road seg-
mentation on the training images with reduced resolution to 20% of the original size varying
the loss function. At this small resolution, inference is computationally efficient requiring less
than 50 ms per image without a big loss in accuracy, as it is shown in Table 10.3.





As might be expected, better results are achieved using the clique loss. However, the dif-
ference between obtained results is very small. Figures 10.5a, 10.5b, 10.5c and 10.5d illustrate
some predicted samples.
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10.2.4. Influence of Pre- and Post-processing stages
Our approach considers two stages which aim is to achieve a better overall accuracy. Natu-
rally, these stages are totally dependent on the road detection problem. This is relevant because
these stages are based on geometric restrictions imposed by the continuity of the road [?], there-
fore they should be modified or removed if we are interested in other semantic classes.
The Table 10.4 shows the improvement achieved in the overall accuracy by using this two
stages versus the accuracy achieved without kind of processing. As these algorithms are not
computationally intensive tasks, its introduction is a significant improvement, especially in the
categories UM and UU.
Table 10.4: Influence of pre- and post-processing stages.
Without additional stages With pre- and post-processing
Metric UU UM UMM UU UM UMM
Fmax 71.33 % 71.97 % 89.56 % 79.94 % 80.97 % 91.76%
As might be expected, better results are achieved using the pre and postproccesing process.
The improvement is is particularly high in the most difficult categories, i.e., UU and UM.
10.3. Comparative with State of Art
To demonstrate the good performance of the road detection system proposed, we have
validated our method, which we have called PGM-ARS, on the KITTI-ROAD dataset using the
KITTI Vision Benchmark Suite. Nowadays, it is the most important vision benchmark suite,
with constant submissions, so all data may not be fully updated.
According to the previous cross-validation experiments, we opt to reduce the images at
20% and then evaluate the road segmentation performance on the testing set. At this small
resolution, inference is computationally efficient requiring less than 50 ms per image in a i7-
4700MQ processor and without a big loss in accuracy. The results are shown in Table 10.5 using
standard Kitti metrics.
Next, Table 10.6 depicts the most representative entries in the public KITTI ROAD bench-
mark. Our PGM-ARS proposal is placed among the state-of-the-art. We obtain similar val-
ues at much lower time costs, but ranking second in roads with multiple marked lanes
(UMM_ROAD) and fourth in the general UM_ROAD category among monocular approaches
to the date of April 2015. Besides, the proposals achieving higher accuracies require longer
computation times and more hardware resources compared to ours. It must be also noted that
our approach uses monocular images and does not require stereo vision nor 3D points.
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Table 10.5: Road estimation results on the test set images
Benchmark MaxF % AP % PRE % REC %
UM_ROAD 81.20 69.82 78.32 84.30
UMM_ROAD 90.95 85.68 88.86 93.14
UU_ROAD 79.82 68.33 77.97 81.76
URBAN_ROAD 85.52 74.75 83.24 87.92
Table 10.6: Comparison of KITTI URBAN-ROAD state-of-the-art
Method Setting MaxF Runtime Environment
DDN Mono 92.55% 2 s GPU @ 2.5 Ghz (Python + C/C++)
ProBoost Stereo 87.21% 2.5 min >8 cores @ 3.0 Ghz (C/C++))
SPRAY Mono 86.33% 45 ms NVIDIA GTX 580 (Python + OpenCL)
PGM-ARS Mono 85.52% 50 ms 4 cores @ 2.1 GHz
RES3D-Velo Laser 85.49% 0.36 s 1 core @ 2.5 Ghz (C/C++)
10.3.1. Urban Marked Lanes
We first show results in the perspective image (Figure 10.6) where red denotes false nega-
tives, blue areas correspond to false positives and green represents true positives.
In Figure 10.6a detection is very accurate; however, in Figure 10.6b sidewalks are being
confused with road. It can be observed that the precision values are degraded for UM and
UU categories. This is explained by an increase of false positives in complex scenes in which
parking lots, garage entrances and crossroads have a road appearance. Our algorithm classifies
them as road, but they are “off-road” in the ground-truth.
Figure 10.7 shows the evaluation in bird’s eye view. We can appreciate the accuracy of the
detection specialy in 10.7a.
10.3.2. Urban Unmarked Lanes
Some results in the perspective view are depicted in the Figures 10.8a and 10.8b. In both
cases detection is very accurate. In fact, detection fails only in a bunch of pixels belonging to
sideways.
The BEV perspective serves to illustrate the high precision of this road detection process as
we can see in Figures 10.9a and 10.9b. In both scenes, the segmentation on the image corre-
sponds perfectly with the road lanes.
10.3.3. Urban Multiple Marked Lanes
Figures 10.10a and 10.10b depict examples of road segmentation. In both cases detection is
very accurate. In fact, detection fails only in a bunch of pixels belonging to sideways.
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(a) Frame 77
(b) Frame 95
Figure 10.6: Examples of images illustrating the performance of the method in the category UM
Road.
(a) Frame 77 (b) Frame 95
Figure 10.7: Example of images in BEV illustrating the performance of the method in the cate-
gory UM Road.
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(a) Frame 20
(b) Frame 82
Figure 10.8: Example of images in perspective view illustrating the performance of the method
in the category UU Road.
(a) Frame 20 (b) Frame 82
Figure 10.9: Example of images in BEV illustrating the performance of the method in the cate-
gory UU Road.
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(a) Frame 40
(b) Frame 25
Figure 10.10: Example of images in perspective view illustrating the performance of the method
in the category UMM Road.
The BEV perspective serves to illustrate the high precision of this road detection process
as we can see in Figures 10.11a and 10.9a. In both scenes, the segmentation on the image
corresponds perfectly with the road lanes.
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(a) Frame 40 (b) Frame 25




CONCLUSIONS AND FUTURE WORKS
11.1. Conclusions
This master thesis has presented an efficient method for one of the most important current
scientific challenge in intelligent vehicles as is road detection. Our proposal relies on PGMs,
namely CRFs. Nowadays, CRFs are playing an increasingly important role in IU. The main
reasons are threefold:
1. CRFs allow rich description and possibility overlapping feature representations can be
included in the model without needing to worry about of the independence assumptions
among the feature descriptors.
2. They are discriminative, i.e. model p(y|x), that is the natural distribution for classifying
a given observation x into a class y.
3. The graphical structure of the CRF allow us to encode spatial dependencies in the images
easily.
Therefore, CRFs are one of the best alternatives in order to effectively address the image
labeling task because of their ability to exploit context in images and to capture dependencies
between the model variables.
However, CRFs present some issues such as:
Exact inference is a NP-hard problem. Propagation.
Learning in graphs with cycles is intractable and can also generate poor predictions when
the model is misspecified.
The objective of our proposal is primarily to solve the issues presented above. The inference
problem is especially relevant because it is is the application-oriented part of the model. Also,
we have to confront how to achieve real time integration.
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According to the results obtained in the previous chapters and considering the current state
of the art context, the main contributions procured in this work are the following:
Use of advanced techniques of machine learning, as is a robust Probabilistic Graphical
Model, with the model learning based upon CRFs and the prediction of the semantic
classes based on Uniformly Reweighted Belief Propagation, for real time automatic scene
labeling.
Parameter learning based upon approximate marginal inference instead the usual ap-
proach based on approximations of the likelihood.
Providing a fast and efficient prediction employing miniaturized images based on super-
pixels.
Different visual features have been selected to efficiently exploit the context and pixel
dependencies in the road scene.
The C++ implementation of the inference stage have contributed to achieve real-time per-
formance, which may ease its integration into ADAS and autonomous driving systems.
To validate the methodology with one standard and open dataset, KITTI ROAD, yield-
ing state-of-the-art results with the lowest runtime per image using a standard PC. Our
proposal was pioneer in the use of CRFs in this challenging dataset.
In conclusion, we have provide a probabilistic framework that exploit context in road de-
tection applications with superior performance compared to other state-of-art approaches. Our
model is flexible enough to support the addition of a large variety of feature
11.2. Future works
Although we have high accuracies for the automatic road semantic labeling task, given the
flexibility of CRFs to incorporate new feature functions, the performance should improve using
more specific appearance and geometric features. We propose the following improvements:
To further study the difficult cases of UU and UM categories.
Use the Walsh-Hadamard transform, an approximation of the cosine transform, to con-
vert the image in the frequency domain and use the frequencies as features due to the
road is likely to have some fine structure which will translate into high values for the
high frequencies.
Fuse visual feature with LIDAR and GPS information.
Vary the geometric of the grid, to apply a finer mesh in the bottom of the scene, where it
is more likely the road.
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Use of an adaptive Canny and Hough transform to extract the lane markings, which can
be helpful in marked road detection.
Use higher order CRFs and dense CRFs to capture more complex spatial dependencies.
Use of Graph Cut, an efficient methods for solving inference problem for pairwise UGMs
when state variables yi are binary, because road segmentation is clearly a binary problem
(road, no road).
It would be desirable to try other machine learning techniques using the same features on
the same datasets. It is allows us to verify how much of the accuracy is due to the model
and how much is due to the features.
Extend this work for multi-class road scene segmentation.
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