oftware developers face unique challenges when designing embedded systems software for planetary space exploration. The high degree of reliability, autonomy, and flexibility these systems require, combined with demanding mission requirements and the high cost of failure, place extraordinary demands on the systems produced.
In September 1993, we began our attempt at the Jet Propulsion Laboratory to land a spacecraft on the planet Mars. This spacecraft, Mars Pathfinder, landed a weather station, stereoscopic imager, and six-wheeled autonomous roving vehicle on a rocky Martian flood plain. Due to limited funds, Pathfinder's development had to be dramatically different from the way in which previous spacecraft had been developed. Instead of the traditional 8-to 10-year schedule and $1-billion-plus budget, Pathfinder was developed in three years for less than $150 million-the cost of some Hollywood movies!
Streamlined Design Approach Lands Mars Pathfinder
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The author details the design methodology used to develop the flight soft ware architecture for the Mars Pathfinder spacecraft. More generally, he explores design techniques and development approaches for producing high-performance, highly reliable systems faster and less expensively.
A key component of the spacecraft design was the flight software-the embedded system software that managed all high-level spacecraft functions during the seven-month cruise, descent, landing, and surface exploration. We knew from experience that the formal software engineering methodologies employed on previous projects would not let the Pathfinder project meet its rigorous schedule. Laborintensive, time-consuming procedures for capturing requirements and executing the design handcuffed these methodologies. We had to formulate a streamlined development approach that was better, faster, and less expensive than the highly formalized methods employed on past missions. The methodology had to speed up requirements capture, eliminate excessive design documentation, and replace the time-consuming system of formal review. Yet, it had to yield a highly reliable software design that could meet its demanding mission requirements. The result was a streamlined approach for determining design requirements, formulating the architecture, and capturing design information.
THE IMPORTANCE OF METHODOLOGY
In an address to the 1998 Embedded Systems Conference, methodology "evangelist"Bruce Douglass stated, "You can't pour coffee without first finding a cup. I should know; I try it every morning and it just doesn't work!"The value of a design methodology is that it lets software designers do the right things right. It guides them in the same way that maps guided ancient travelers. It tells them what problems to solve and in what order, and how to capture and organize the solutions. A design methodology should move the design team from the problem specification to the final implementation, charting the straightest possible course. All too often, traditional design methodologies are so cumbersome that they invite a long and perilous journey.
In addition, the commercial software industry seems to pay very little attention to design methodology. While software tool companies strongly advocate the "Big-M" methodologies their products support, individual commercial software developers seem indifferent to the concept of design methodology. There is an instinctive rush to design a solution before first deciding how to solve the problem. The quality of the resulting software designs could often be improved by giving more consideration to the design approach.
In the case of spacecraft software, selecting the design methodology is critical for a successful development effort. A cogent design approach is vital to ensuring that the resultant design contains the flexibility, reliability, autonomy, and performance required for a complex interplanetary space mission. The methodology formulated for Pathfinder proved invaluable in developing the system, and we hope it can be adapted to help develop commercial applications. Like many commercial applications, Pathfinder flight software was written in the C programming language, used a commercially available real-time operating system, and executed on a modern RISC microprocessor.
Unfortunately, in formulating the design methodology, we also made a costly false start. While consuming effort and schedule, this false start yielded insight that led to the final, successful design approach.
OBJECT-ORIENTED DESIGN: A FALSE START
We decided early in the project's life cycle to utilize object-oriented design. We expected an OO approach to accelerate development and reduce costs. Objects could be prototyped for testing until they were fully completed, and the object design would be highly portable to different hardware platforms. This portability was important because we could use inexpensive commercial-off-the-shelf computers for development until the expensive engineering-model hardware became available.
When development began, it was the first experience with an OO methodology for most of us on the team. Some were skeptical and believed that the process was a smoke-and-mirrors approach that would yield a design seemingly identical to a conscientious top-down method. The resultant design differed significantly from the top-down designs of previous projects and the methodology provided notable benefits, but the initial foray into OO design was anything but smooth.
Unfamiliar with OO design, we initially relied heavily on textbooks and published material. Although a valuable source of ideas and information, it soon became apparent that the steps many textbooks recommend do not yield the impressive results found in the textbook examples. This discovery cost schedule but resulted in a more insightful development process.
We began the OO design by enumerating all of the objects comprising the system. An object was a set of data with methods (functions) that operated on that data. We utilized the traditional object-asagent paradigm, where an object acts on its data when it receives a message. Although many textbooks recommend defining classes as an initial step in an OO approach, it was difficult for us to conceive abstract classes without concrete examples of objects that solved particular problems in the spacecraft domain. Landing a spacecraft on Mars is much less defined than the example problems encountered in the textbooks. It was more advantageous to enumerate objects and extract possible classes than it was to fit classes to a problem we were defining as we explored the design space.
Our intent was to place the objects that various developers originated into a flat object space by placing graphical representations of the objects on a large piece of paper or by organizing index cards on a large bulletin board. After arranging the objects, we could illustrate the collaborations between objects by drawing lines connecting them. The theory was that once we defined the objects and illustrated their collaborations, we could group them into object subsystems that would become software subsystems. These subsystems would be comprised of objects that closely collaborated, were logically related, or were functionally grouped. Once we finished grouping, we could assign objects to individuals to develop. This approach encountered significant problems almost immediately. Identifying the objects in the system began as a straightforward process of assigning all hardware components a corresponding software object with control responsibility. This resulted in over 40 objects after the most superficial effort. The problem was readily apparent in a simple context diagram that we laughingly termed the Medusa Diagram (see Figure 1) . Nontrivial embedded systems are significantly larger than their textbook counterparts, and many of the techniques and methodologies advocated did not scale well.
The number of objects in the flight software rapidly expanded as we began to explore the mission requirements. It was difficult to evaluate the utility of new objects when they were proposed. Although it was apparent that a thruster-rocket object was appropriate, it was not obvious that an antenna
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I E E E S o f t w a r e S e p t e m b e r / O c t o b e r 1 9 9 9 Radar altimeter Accels Critical relay controllers object contributed to the overall design. The thruster object was an obvious choice because it manipulated physical hardware, produced telemetry, contributed to the spacecraft's control laws, and was vital for autonomous fault-recovery. The antenna was a less obvious choice. It was a passive hardware component and many of its attributes could be grouped into other objects such as the Downlink Encoder. Would an antenna object further the design or clutter an already intricate system? Our approach lacked the means to evaluate the most basic components of the design.
Complex interactions between many of the objects further complicated the process. It was difficult to determine logical or functional groupings of objects because chains of collaborations could be extended throughout the flat object space. The thruster object collaborated with a measurement object, which collaborated with a packet object, which collaborated with an encoder object. The thruster object obviously shared responsibility for controlling the spacecraft's attitude. The measurement and packet objects dealt with telemetry, and the encoder object was logically part of the telecommunications system. These chains of collaborations made it extremely difficult to systematically assign individuals to develop specific objects.
We abandoned the original approach of defining all of the objects and grouping related ones to form object subsystems. It appeared too bottom-up and suffered from several significant shortcomings-the most significant being that it became more difficult to group objects as their number increased, and our approach did not let us disqualify objects when they were proposed.
MEET-IN-THE-MIDDLE METHODOLOGY
It became apparent that our informal methodology would have to combine the best features of the top-down functional decomposition and the bottom-up OO design. Functional decomposition offers compartmentalization that served to set distinct boundaries on the problems the software solved. OO design promotes modularity, data encapsulation, and intuitive representation of domain knowledge to solve each of the compartmentalized problems. For lack of a better name, we referred to this approach as a meet-in-the-middle methodology for specifying system architectural design.
We leveraged our past spacecraft development experience and increasing familiarity with the mission objectives to design functional software subsystems. These top-down subsystems were assigned responsibilities and delegated to individuals to develop. Using OO techniques advocated by Rebecca Wirfs-Brock 1 and James Rumbaugh, 2 we defined the system of objects and collaborations to accomplish the subsystem responsibilities. Complex chains of object collaborations became compact subsystem interfaces at the boundaries defined by the functional decomposition. In addition, we could accept or reject an object based on its contribution toward fulfilling subsystem objectives. This design approach proved extremely effective, suggesting that while OO techniques play very important roles in system design, functional decomposition is better adapted for specifying the high-level system architectural design.
The components
The first step in the meet-in-the-middle approach is to identify the software's functional components. Even if developers have never developed a similar system in the past, they can recognize that a system must possess certain functional behaviors to accomplish its objectives. These behaviors can be grouped and assigned to functional subsystems. Just a cursory attempt at grouping behaviors and identifying subsystems can yield valuable insight into the size and scope of the problems that the software design must solve. This information can be captured in a simple system or dataflow diagram.
Our original system diagram contained the extent of our information and assumptions about how these functional areas might communicate at that moment in time (see Figure 2 ). Far from a work of art, Figure 2 illustrates the benefit of representing on paper simple knowledge such as "the system (spacecraft) must receive commands"or "the system (spacecraft) must maintain its attitude." Each circle represents a piece of software responsible for certain functional behaviors that the system must ex-S e p t e m b e r / O c t o b e r 1 9 9 9
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Our approach lacked the means to evaluate the most basic components of the design.
hibit. The squares represent our best guess at the hardware with which each of the software pieces must interact. We refined this initial sketch to yield our final high-level architectural design.
Design requirements
Once we defined the functional subsystems, we assigned them to individual team members for further development. The initial step in designing each subsystem was to capture the functional requirements and behaviors it would implement. It was also necessary to recognize the system responsibilities it had to assume.
Traditionally, NASA flight projects have generated numerous levels of documentation to capture design requirements with varying degrees of success. Due to the strict schedule and budgetary constraints placed on the Pathfinder mission, it was not possible to utilize traditional methods and still develop an operational flight system in the 18 months allotted. Yet, when constructing a complex system rapidly, it is essential to capture design requirements.
The solution was to limit documentation to capture only the information essential to formulate the design. Each developer gathered requirement information for his or her subsystem (mostly through interviews, analysis, and walking around in the hallway) and summarized it in a problem specification. The problem specification was intended to answer all the questions that the developer might have before proceeding with the subsystem design. Figure 3 illustrates a template of the problem specification used on the Pathfinder mission. Only three to five pages in length, the problem specification was not a formal document. Once familiar with the format of the specification, developers used the tool to capture relevant design requirements at an extremely high rate. Taken together, the set of problem specifications constituted the requirements document for the flight software.
Capturing the subsystem design
Rapid software development requires that developers minimize or eliminate unnecessary documentation. Yet, it is critical to capture fundamental design elements and communicate them to both management and other team members. It is also imperative that individual developers remain focused and produce complete, cohesive designs.
For Pathfinder, the individual developers captured the key aspects of their subsystem designs using a lightweight set of documentation tools. It is important to note that information content, not standardized format, is the key ingredient. These tools let each of us maintain our unique approach to software design while ensuring that we produced an acceptable minimum of recorded design information for review and communication. These tools, together with the subsystem problem specification, were assembled into a design package and constituted a completed subsystem design.
Capturing the subsystem design was a matter of answering the five questions I discuss here.
How does the subsystem fit?
Subsystem context diagrams detail an individual subsystem's role in the overall design. The subsystem being designed is shown with connections representing collaborations with other subsystems. Along with a description of the subsystem interfaces, subsystem context diagrams serve to place the subsystem design within the framework of the overall software architecture.
An example from Pathfinder depicts the engineering telemetry system. As Figure 4 illustrates, other software subsystems supply engineering measurements. The engineering telemetry subsystem produces engineering data packets and passes them to the downlink subsystem for radiation to Earth.
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Requirements Sources
Interviewees:
Sources of information. Hallway conversations are valid sources of information.
Documents:
Existing documents used as sources of information.
Scope
Purpose:
What is this subsystem supposed to do? Why should it exist? How does it fit? How is it used by other parts of the system?
Inputs:
What information flows into the subsystem? Where will the information come from?
Outputs:
What information does the subsystem produce? Where will it go?
Responsibilities:
What is the subsystem role in the design? What services does it provide? What information does it maintain for the system? What requirements does it fulfill?
Functional Description
Narrative:
Give a high-level overview of the subsystem concept. Discuss the different aspects of how the subsystem is used by other parts of the software. Give a description of how the subsystem fulfills its system responsibilities.
Scenarios:
Enumerate all the usage scenarios for this subsystem. Provide a brief description of each including inputs, outputs, and execution characteristics (that is, does not block caller, safe from interrupt level, failure scenarios...).
Requirements
Mandated Implementation:
List explicit, hard requirements. Elaborate if necessary.
Derived Requirements:
List requirements derived from explicit requirements or discovered in the course of gathering information for this document.
Performance:
List performance requirements. Non-blocking? Safe for use at interrupt level? Mutual exclusion requirements?
Interface:
List any requirements that affect the interface to other subsystems.
Other:
Catch other requirements here along with any information that the developer feels is important.
Assumptions
Other Software Components/Software Architecture:
What system-level assumptions were relied upon when the concept for this subsystem was formulated? What services and capabilities? What behavior is required from other parts of the software?
Operation:
Have assumptions been made about how the system will be operated?
Other:
Anything the developer is worried about.
Definitions
Any terminology unique to this subsystem.
Notes
Any additional information the developer believes is useful.
Specification: Name of Functional Subsystem
What are the pieces?
Object diagrams and descriptions are tools used to depict individual objects in a subsystem. Methods, important data, responsibilities, collaborations, and behavior scenarios can be described succinctly. Each object diagram and description should address all the questions the developer needs answered before implementing the object. The developer can also generate state diagrams, data flow diagrams, and other representations to assist in describing the object's design. Purpose:
What does this object do? Why does it exist? How is it used by other objects in the system? Methods:
List each method and its parameters. Describe how each method behaves. Describe the parameters for each method and any internal data that is operated on.
Collaborations:
What other objects does this one interact with? What methods are invoked and why?
Internal data:
Describe the private data maintained by this object. What knowledge does this object maintain?
Scenarios:
List the subsystem scenarios that this object participates in and describe the objectís behavior. Use state diagrams to assist in the description of the object behavior. finder flight software from the engineering telemetry system. It shows a graphical representation of an object as a crude Booch-like diagram. Methods are indicated as boxes protruding from the object, and the ovals within represent important data. In this particular example, the engineering measurement object might be filled with a measurement value using the EHA_Store_Measurement() function. The measurement value is retrieved using the EHA_Re-trieve_Measurement() function. The textual object description provides the detailed information that the developer requires for implementation. It can also serve as the basis for a prototype of the object or simulation. The prototype can be useful if a phased delivery approach is going to be employed or if there is uncertainty (technical risk) that the object will not perform properly.
How do the pieces fit?
The subsystem diagram describes the subsystem's internal structure. Objects, as depicted in object diagrams, are arranged with connections drawn to illustrate object collaborations. A line originating at one object and terminating at the method of another object represents the first invoking a method to collaborate with the second. The diagram should illustrate the interrelationship between objects comprising the subsystem and how each of the objects interacts with the rest of the system. An example from the Pathfinder flight software illustrates the engineering telemetry system (see Figure 6 ). Methods that other software subsystems invoke are noted because they comprise the external subsystem interface. Some methods can be invoked in other task contexts and can send interprocess messages. The example shows methods that generate messages, which are placed in a message queue. These messages are uniquely numbered so that they can be referenced when describing the subsystem's dynamic behavior. 
Where is the logic?
While excellent in encapsulating data, object design is poor at capturing the procedural logic vital to software developers. The goal of any design is to produce robust, efficient computer code. A development team must be able to capture the procedural logic necessary to produce the computer programs that comprise the system. We used scenario diagrams to capture this logic. Scenario diagrams are similar to subsystem diagrams, but contain a verbal or graphical description of how to traverse the object collaborations for a comprehensive set of inputs into the subsystem. If the subsystem diagram is viewed as a directed graph, then the set of scenario diagrams for a given subsystem is the set of subgraphs that describe the set of inputs into the system. Each scenario diagram represents the system's behavior given a specific scenario. We would present the diagrams and walk through the scenarios with other team members (see Figure 7) .
Expressing the software's dynamic behavior is essential to understanding the design. It is important that the development team gain insight into the dynamics of the running system as early in the design process as possible. This insight helps to uncover timing race conditions, mutual exclusion problems, resource conflicts, and code re-entrance issues before the design has been implemented. Scenario diagrams help developers anticipate the running system's dynamic behavior.
What is the task context?
One of the greatest challenges during Pathfinder's design process was mapping the OO design into a task-based implementation. Using a multitasking operating system, such as the commercial real-time operating system used on Pathfinder, requires this mapping. The challenge is maintaining the cohesiveness and manageability of the object design while efficiently placing it into a task-based implementation model.
The solution was to assign each subsystem one or more task objects. A task object provides an operating system task context within which the subsystem objects can execute. It does this by invoking object methods to animate the object system. The task object's internal structure can determine the task model used for the software system. For example, the task objects in the Pathfinder software became the basis for an event-driven software architecture. Every task object in the software possessed a standard structure. Tasks blocked on one or more prioritized queues until a message was received (see Figure 8 ). The arrival of a message constituted the occurrence of an event. The task ran, causing the objects in the subsystem to process the event in a collaborative effort. In this way, the task objects provided the "logic glue"required to animate the object collaborations and the means to implement the object-oriented design in a task based environment.
T he strength of the meet-in-the-middle approach lies in its informality and its combination of functional decomposition with OO design. By specifying object subsystems and assigning responsibilities with informal problem specifications, we were able to quickly formulate a cohesive highlevel system design.
The OO design's advantages also served the project. The data encapsulation an object design provides let us simulate objects by implementing a subset of their data and methods. This allowed the construction of operational systems shortly after or concurrent with the object design.
The modularity of an object design created a natural driver level. These driver-level objects could be selectively replaced to let the system execute using a combination of simulation, inexpensive commercial hardware, and expensive flight hardware. The object design let us perform staged migration from the inexpensive commercial hardware to the expensive flight hardware. This also alleviated contention among developers for the limited flight hardware resources.
The cost of this approach was that some of the prototype code written during the early stages of development was discarded when the production code was written. This should be considered when scheduling development that involves rapid prototyping. We believed that the extra effort required to produce the prototype code was recovered in the quality of the finished product and with the rapid deployment of operational systems. These prototype systems were used to test interfaces to hardware, ground software, and support equipment that were being developed in parallel with the flight system.
Recently, the Unified Modeling Language has offered an alternative approach for designing object systems for embedded software. 3 The UML should be considered and its best features integrated into existing development approaches.
I E E E S o f t w a r e Figure 8 . A task object, used to implement the object-oriented design in a task-based environment.
An additional consideration with the meet-inthe-middle approach is the amount of domain knowledge the development team possesses. This approach relies on a team of relatively sophisticated developers who can comprehend both the problem domain and critical issues in system design. Yet, with supervision, less experienced developers can also apply this informal design methodology. We found that developers became systems engineers when confronted by the challenges the meet-in-the-middle approach imposed. A large proportion of engineering was conducted in vacant hallways. The result was a highly cohesive design.
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