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I.1. DEFINITION D'UN PROBLEME DE TELETRAITEMENT. 
Dans une agence de banlieue un employé cherche un 
numéro de téléphone. Il tape rapidement la question 
sur un "terminal", en l'occurrence une machine à 





Numéro de téléphone? Adresse? " 
Ce mess~ge est envoyé vers un ordinateur au centre 
de la ville. Quelques instants plus tard, le termi-
nal tape "1354 numéros possibles 
Profession? 
Ville ? " 
L'employé retape alors : 
"Boucher 
NAMUR " 
Et peu après il recevra la liste des numéros de 
téléphone des bouchers namurois nommés Jean Dupont, 
suivis de leur adresse. 
Pourtant 1~ordinateur et le fichier regroupant ces 
renseignements se trouvent à plus de 10 km de là, 
et sont consultés par plusieurs agences. 
Voilà un exemple de télétraitement ou traitement à 
distl':lnce. 
Chaque "terminal" peut envoyer un mess~ge qui sera 
traité par un progr~mme d'application. Celu~-ci, à 
son tour, pourra en renvoyer un au terminal: 
I.2 
La gestion des différents messages, en provenance 
de plusieurs lignes de télécommunication, se fera 













~NAL~ Prog. Prog. Pro~. 
Appli- Appli- Appl:i:-
ligne 3 œ ti.ai œti:n 
tiRMINAL 4 
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En effet, un programme d'application peut traiter 
des messages en provenance de plusieurs lignes. Il doit 
les recevoir successivement alors que les terminaux 
les envoient sur les lignes sans se concerter. 
Le moniteur règle donc la circulation des messages 
venant de diverses lignes et les envoie au programme 
d'application approprié, au moment voulu. De m4me 
il renvoie les messages en provenance des programmes 
d'application, sur la ligne appropriée, pour le ter-
minal voulu. 
De plus, il s'occupera du traitement des erreurs de 
transmission. 
' REM.ARQUE : Il peut y avoir plusieurs terminaux par 
ligne, 
plusieurs lignes pour un 
progr~mme d'application. 
Une ligne peut envoyer des mess~ges pour 
: différents programmes. 
I.3 
I.2. LIMITES DU MEMOIRE. 
Un moniteur standard, idéal, s'adapterait à toutes 
les si tllations. 
Il serait : 
compliqué : car il devrait envisager tous 
les cas poss ibles, avec toutes leurs ré-
percussions possibles; 
- lourd : car il devrait à tout moment 
ex~cuter une série de tests pour reconnaî-
tre le cas se présentant, et le traiter 
seulement après. 
Il f~ut donc le limiter et préciser: 
- les propriétés et caractéristiques des 
terminaux choisis; 
- le fonctionnement du mini-ordinateur in-
fluenç~nt le déroulement des opérations; 
- les d·if:f érents dialogues posai bles entre 
les terminaux et l'ordinateur; 
- les caractères adoptés pour la télétrans-
mission. 
Dans ce mémoire nous n'examinerons pas des problèmes 
tels que la sécurité des fichiers servant au télé-
traitement, l'optimisation de l'occupation mémoire 
par gestion de pool, ou l'optimisation de program-
mes. 
Le but sera de construire un moniteur logique per-
mettant le fonctionnement cohérent des terminaux de 
télétransmission. 
I.J. DEFINITION pu MEMOIRE. 
Le problème sera déc o11pé de la façon suivante : 
1. un seul programme d'application recevant 
1des messages de plusie1irs lignes suivant 
·1a procédure Inquir y définie au chapitre 
II.3. 
I.4 
2. un seul programme d'application recevant 
des messages de plusieurs lignes suivant 
la procédure Contention définie au cha-
pitre II.3 ; 
3. Un seul programme d'application recevant 
des messages de plusieurs lignes suivant 
la procédure de Polling définie au cha-
pitre II.3 ; 
4. Ensuite, toutes les procédures simulta-
nées, s'adressant à plusieurs programmes 
d'application. 
Le problème de télétraitement est supposé de dérou-
ler dans l'ordinateur en multiprogrammation avec 
d'autres programmes. Il sera seul dans une"parti-
tion" qui aura la priorité absolue sur les autres 
partitions et pourra reprendre la main lors des 
interruptions provoquées par elle. 
Dans "la partition télétraitement ", il pourraYavoir 
plusieurs programmes. 
A. Lorsqu'il y a un seul programme d'application et 
plQsieu.r~ lignes, deux programmes sont en con-
currence: 
1. le moniteur: qui doit mettre à jour le travail 
des lignes en lançant des opérations comme 
lecture/écriture de message et transmission 
au programme d'application. 
i 
2. le_Erogramme_d'ap~lication: qui doit traiter 
les messages. 
Il fau~ra donc permettre à l'un ou l'autre de se 
dérouler, par un distributetir de t&chesJ 
Il faudra des zones de communications accessi-
bles par les deux programmes, pour transmettre 
des informations de l'un à l'autre. 
Il faudra des instructions permettant de donner 
et d'obtenir ces informations. 
De plus, le moniteur doit toujours savoir dans 
quels états se trouvent les lignes q~•i~ doit 
gérer, ce qu'il doit y faireJet si des erreurs 
I.5 
s'y sont produites. Ces renseignements se 
trouveront dans des zones d'informatiqn qu'il 
mettra à jour continuellement. Une grande 
p~rtie de ce travail sera faite lors de traite-
ments d'interruptions. 
Le programme d'application pourra être -très 
varié. Il y a un exemple de schéma en annexe. 
B. Lorsqu'il y a plusieurs programmes d'application, 
plusieurs progra_mmes sont en concurrence : 
1. le moniteur qui fait le même travail qu'en 
A/ et qui transmet les messages à tous les 
programmes d'application. 
2. tous les programmes d'applications qui doi-
vent traiter les messages qui leur sont 
adressés. 
Il faudra donc que le distributeur de tâches per-
mette au moniteur ou à un programme d'application 
de se dérouler. 
Il faudra aussi des zones de communication entre le 
moniteur et chaque programme d'application. 
REMARQUE: Dorénavant, le programme d'application 
sera ·appelé P.APPL. car ce nom reviendra très 
souvent. 
II .1 
II. DEFINITIONS PREALABLES. 
II. 1. POSSIBILITES ET CARACTERISTIQUES DES TERMINAUX. 
L'état du terminal est indiqué dans le "Statua byte" 
et lorsqu'il y a erreur, dans le "sense byte". 
0 non opér~tionnel 
1 prêt 
2 occupé 
3 interruption (END) en attente 
4 Mode de fonctionnement 
5 erreur (détail dans sense byte). 
.... 
SIO : si il n'y a pas d'interruption en attente : 
- le ~TUS BYTE est transmis 
- passage de l'état PRET à l'état 
OCCUPE. 
Si l'analyse du STATUS BYTE est posl tif, 
la réception des ordres est etteI1.Q.ue. 
HIO : permet le passage de l'état OCCUPE à 
l'état PRET lorsque, pour différentes 
raisons, on désire rendre le périphérique 
disponible. Le STATUS BYTE est transmis 
également. 
TIO : ne modifie rien à l'état du périphérique 
et tr~nsmet le STATUS BYTE. 
AIO : acquitte lq fin de la routine END. 
TDV : ne modifie rien à l'état du périphérique 
et transmet le SEN~BYTE en remettant ce 
dernier à zéro. 
II.2 
Tableau précisant le fonctionnement des ordres T 1. 
. INSTR • 
ETAT B. INC. PUISS. SIO HIO AIO INV END STATUS ETAT 
0 1 BYTE 
1 1 1 2 0 INOP 
2 1 2 3 1 PRET 
3 1 3 7 2 7 E 2 OCCUPE 
7 1 1 7 5 ERREUR 
E 1 E 2 3 END émJE 
Remarque : Un END est produit lors de la réception des 
caractères ETB et ETX,et lorsqu'une opération 
est terminée, si le tampon du terminal est dans 
l'état occupé. 
SENSE BYTE . . 0 code opér. i nvalide 
1 inopérable ou début 
2 cadencement 1 
3 erreur parité 
4 lecture bloc trop court (caractères entre 
termina te et EIID) 
5 inopér,'ible en fonctionnement 
6 time out : plus de 25" entre STX ~t ETX. 
Il y a une interruption anomalie (INT AN) pour tout bit du 
SENSE BYTE qui passe en 1. Le SENSE BYTE est remis à zéro 
par TDV contenu dans l a routine d'interruption. 
II.3 
II.2. FONCTIONS DU MINIORDINATEUR. 
II.2.1. L'interface ordinateU]'.'-péril>11érique est 
caractérisée par les relations électriques 
suivantes : 




ACTIVATE D 'INTERFACE 
-
END 
' PROCES- STATUS SENS:E 
SEUR TERMINATE BYTE BYTE 
-
-
,_ DIN JREADJ 
DOUT (WRITE) 
-
INT •. AN OM.ALIE 
_ C LOCK ( 25 11 ) _ ___ _ 
Signification: 
INT .APP : si en éta t READ du tampon un STX est dé-
tecté. 
REQUEST : si en état READ le tampon est plein 
WRITE le tampon est vide 
END : : si en état READ le tampon détecte ETB/ETX, 
et en fin d'opération (fin de CCW) si le 
tampon est dans l'état occupé. 




: si en RE.AD ou WRITE la longueur du 
bloc prévue au CCW est atteinte 
(BC = O); 
: si une erreur est détectée au ni-
veau du tampon - cfr. ERREURS; 
Les fils DIN transmettront les données av-ec pari-
té vers le processeur. 
Les fils DOUT transmettront les données avec 
parité et les commandes vers le 
tam~on du terminal (cfr.tableau 
T. 1 ) • 
II.2.2. TRAITEMENT DES INTERRUPTIONS. 
Chaque interruption est mémorisée dans un "bam 
d'interruptions". A certains moments, par exemple 
en fin de micro-instruction et de SVC, un décodeur 
prioritaire permet aux interruptions en attente 
d'être traitées suïvant leur priorité si elles ne 
sont pas masquées. Les masques sont différents 
suivant que l'on travaille en mode alarme, super-
viseur ou problème, ce qui permet de rendre certaiœ 
programmes non interruptibles par certaines inter-
ruptions. 
II.5 
II.3. TYPES DE PROCEDURE ET DE LIGNE. 
Les terminaux utilisés seront divisés en trois 
familles, la première fonctionnera en mode Inquiry. 
et de façon asynchrone, la seconde en mode Conten-
tion et de façon synchrone, et la trois~me en mode 
Polling et de façon synchrone. 
Tampons : Pour le premier mode, il fonctionnera de 
façon asynchrone. Pour les deux autres 
modes, un système de réception de signaux 
de synchronisation SYN et de génération 
de ceux-ci, lui permettront de fonctionner 
de façon synchrone. 
II.3.1. PREMIERE PROCEDURE. 
Le mode Inquiry est élémentaire en ce sens qu'il 
correspond : 
a. de la part du terminal: 
à l'envoi d'un message STX •••• ETX qui 
constitue une question posée au programme 
d'application. 
- à l'utilisation d'aucun caractère de contrôle. 
Tout au plus, le tampon de l'ordinateur dé-
tectant une erreur au niveau du bloc provo-
quera-t-il de la part du moniteur la trans-
mission d'un message au terminal l'invitant 
à renouveler son message. 
- plusieurs questions peuvent être posées suc-
cessivement, donc il n'y au.ra pas nécessai-
rement alternance question-réponse. 
b. de la part de l'ordinateur: 
- à la réponse par le programme d'application 
à la question posée, 
1 
- à la possibilité d'envoyer au terminal un 
message spontané. 
II.6 
PREMIERE PROCEDURE - "QUESTION-REPONSE". 
- Le terminal peut prendre l'initiative d'envoyer 
un message à l' ord ina te ur et c.e dernier y répon-
dra. 
- Il y a un programme d'application et plusieurs 
lignes de transmission point-à-point, c'est-à-
dire avec un seul terminal par ligne. 
- procédure asynchrone, sans caractères de contrôle, 
STX et ETX provoquent des interruptions mais pas 
de Request. 
Le système doit le plus vite possible envoyer un 
ordre de lecture au t erminal, le t9mpon est mis 
alors en lecture et attend l'arrivée d'un message 
aussi longtemps qu'il faut. 
II.3.2.DEUXIEME PROCEDURE - 11SELECTING-CONTENTION 11 • 
L' initiative est laissée à la. station émettrice. 
En cas de conflit, la priorité est accordée à l'une 
des deux. r 
La procédure est décomposée en phases (fig. 1). 
1. PREPARATION. 
L'ordinateur qui désire envoyer fait appel à 
son module d'émission au moyen d' uœ instruction 
CPUT qui provoquera le passage en phase 2 déter-
minant l'envoi d'un ENQ (WRITE) puis le bascule-
ment en phase Q) (READ) de façon à réceptionner ni 
la séquence est normale un ACK ~ qui permettra au 
maître d'envoyer le pre:-n:ier bloc en phase@). 
Toutefois, il est possi.::>le que des caractères dif-
férents de ACK soient reçus. Il s'agira de cas 
d'anom11lie soit notamment: 
a. un ENQ si l'ordinateur distant désire trans-
mettre; c'est l'état@) qui se ch·:!rger':3 d 'ar-
bitrer ce cas de conf'lit en fonction de la 
priorité. Si c'est l'esclave, le mnître pas-
sera en mode réception (un R de ce module). 
II.7 
b. un N.AK si l'ordinateur distant n'accepte pas 
le message. Le maître terminera par l'émis-
sion d'un caractère EOT en phase 4. 
c. un caractère non valide auquel cas une réémis-
sion de ENQ sera effectuée en phase 2 via un 
test du nombre limite de ENQ émis via a 0 • 
d. le mutisme de l'esclave. Le maître ayant eu 
la précaution de lancer une temporisation T1 · de 3 secondes, elle se manifestera ensuite en 
déclenchant une réémission de ENQ comme pour 
un caractère invalide. 
/ 
2. TRANSMISSION :MESSAGE. 
L'envoi du premier bloc ayant été effectué en 
phase 3, il y a lieu de savoir dans quelles con-
ditions cette transmission a été faite; le mes-
sage étant terminé par ETB (61) ou ETX (62) ou 
tronqué (63). 
En séquence normale il y a donc lieu de distin-
guer: 
- ai un ETB (61) a été transmis on doit normale-
ment recevoir,comme il s'agit du premier bloc 
(il en sera de même das messages impairs), un 
accusé de réception ACK, auquel cas, l'envoi 
du message pair qui s~ii sera réalisé en phas3 ®, 
si c'est ETX (62) qui a été transmis, la récep-
tion de ACK 1 provoquera la rupture de la liaison 
nar EOT en phase 4. 
Toutefois il est possible que des caractères 
différents de ACK1 soient reçus lorsqu'il y 
a anomalie de transmission.Ce sera notamment le 
cas pour une erreur au niveau du message (a/b) 
ou des caractères (C). 
a. une N.AK si l'ordin~teur distant décèle une 
erreur de pari té (BCC) du texte. Le maître 
répètera le bloc incriminé en phase (i)mais 
via A1 pour le contrôle du nombre de répéti-
tion de bloc. La séquence reprendra la voie 
normale via 61/62/63. 
l_I.8 
b. l'absence de caractère reprenant le cas 
précédent après une temporisation T1 ce qui 
se produira lorsque le message à l'arrivée 
(ordinateur esclave) ne comporte pas de STX 
et/ou ETX ou ETB ou si le message au départ 
a été interromp11 ( 63). 
c. un caractère non valide ce qui provoquera le 
renvoi par le maître d'un ENQ en phase b1 
via a 1 puis passera en b1 • 
La réponse par l'ordinateur esclave aux carac-
tères ENQ émis (b etc) donc en mode réception, 
suivra les mêmes règles en ce qui concerne le 
maître. 
Ce dernier recevra en phase b1 soit : 
a. un caractère ACK 1 si l'ordinateur dista~t a été satisfait du message impair précédem-
ment reçu auquel cas l_e message pair suivant 
sera transmis (phase@)). 
b. un caractère N.AK si l'ordin,~teur distant n'a 
pas été satisfait (sauf en ce qui concerne 
pour STX) du message impair reçu et :~l le 
confirme à nouveau. Dès lors, le maître lui 
enverra à nouv~u_le message impair précé-
dent en phase t]) vin A1 • ' 
c. un ACK~ qui ne sera renvoyé par l'ordinateur 
distani qu'en cas ùe manque de STX. Il pr0-
voquera comme pour un N.AK la répétition du 
bloc impair. 
d. un caractère invalide ou rien d'où répétition 
des ENQ via a1 donc en cas de nouvelle anoma-lie de transmission de caractère. 
Remarquons pour terminer la différence qui existe 
entre les cas d'un manque de ETB/ETX détecté au 
départ (état 63) et à l'arrivée. Dans le premier \ 
cas c'est-à-dire celu:i. où le message est tronqué 
à l'émission un état@ provoquera après tempori-
sation T1 l'envoi d'un EOT. Dans le second cas (61/62) cette même temporisation provoque la ré- , 
pétition de ENQ. 

II. 3 J. TROISIEME PROCEDURE - "SELECTING-POLLING ". 
L'initiative est toujours donnée à l'ordinateur 
maît re (fig. 2). 
En procédure SELECTING-POLLING, l'une des stations 
connectées est la sation maîtresse (il s'agit fré-
quemment de l'unité centrale). Les autres stations 
sont dites esclaves et ne peuvent échanger des don-
, nées qu'avec la station maîtresse. Seule, la station 
maîtresse peut lancer une transmission de données 
au moyen d'invitation à émettre (ENQ2 ) ou à recevoir (ENQl) émises à des intervalles de temps déterminés 
(pol ing ou sélective calling) et destinées aux 
autres stations. La sélection d'une station déter-
minée; de même que la sélection de l'unité chargée 
d'émettre ou de recevoir les données dans cette 
station,est effectuée par le caractère d'adresse 
contenu dans la demande. Une station esclave ne 
peut émettre un message que lorsqu'elle reconnaît 
son adresse dans l'invitation à émettre qu'elle 
reçoit. Lorsque les stations esclaves. reçoivent le 
caractère EOT, elles sont automatiquement remises 
au repos, pour être en mesuré de recevoir des invita-
tions à émettre ou à recevoi:r-. 
~--------- --- -----·- ·-·----· ------·-··- - --·-- .. - ----
II.11 
MA SL MA 
Invitation à émettre .-. Transmission msg 
--- ----
;-EOT -,- ADE/ENQ-~ STX/ ADR/. TXT 1 •• /ETB/BCC ACK 1 - -
= ENQ1 
-EOT--pas de msg ; 
Erreur : St 
~/E~, Pas de réponse suivante 1 EOT 
---~ T1 ,._] 




Invitation à recevoir ~g 
?' ..__EOT -~ AD.A/ENQ ACK 0 pTX/ADR/ 
= EN_Q2 
1 
~ST •• /ETB/ 
IBCC --
Erreurs T1 -: 
~ - ::OT - ADA/ENQ - - - -r 
ACK 1 - ::J , Termi nai-
WACI< - St , son ou 
NAK - coupure suivante 
·1, communica- L ,---.ADA/RNQ - t1;ion r 
Lee suites de caractères dont la transmission est erronnée sont barrées, 
LéiSende AD~ = Adresse de la station esclave et du terminal d'entrée. 
ADA = Adresse de la station esclave et du terminal de sortie, 
ADR = Adresse du terminal d'entrée, si nécessaire, seulement. \ 
II. 12 











NOM ETAT DE CONTROLE 
(!.Iode contrôle) 
TRANSFERT DE MESSAGE 
(Modo texte) 
CO!.m!ENTAIRES 
ETAT DE CONTROLE 
Olode contrOlo) 
TRANSFERT DE MESSAGE 
(Mode texte) 
Demande Pt à Pt I Pouvez-vous Entre blocs I R,pondez ~n Pt à Pt et écri-
accepter une trens- ou répétez la der- ture multipoint 
~our demander une r4-
ponss en cae de délai 
~u récepteur ou pour 
Waire répéter la der-
nière réponse en cas 
m1• ·a1on nière réponse la réponse oera 
ACKO ou NAK 
Multipoint : Répondez En fin de bloc : Annu-












Je peux accepter la 
transmission 
pas utilisé 
Je ne peux acoepter 
le tranemieeion 
Début de Lee int'ormatione sui-
texte vantes seront en 
mode texte 
fin d'un Pas utilisé 
bloc de 
texte 
fin de Pas utiliaé 
texte 
D4lai Tranamiaaion VII 
tempo- commencer. 
raire da Répondez NAK et 
texte attendez. 
Bloc pair bien reçu 
Bloc impair bien reçu 
Bloc reçu non valide 
J'accepte la retrane-
mieeion 
Restaure lee circuits 
de vérification et 
démarre le calcul du 
nouveau caractère de 
vérification. 
Caractère de vérifi-
cation suit. Vérifiez 
et répondez, un autre 
bloc suit. 
Caractère de vérifi-
cQtion suit. Vérifiez 
ot répondez. Plus de 
texte pour ce me esa-
ge, liaison non coupée 
Tranemiseion va conti-
nuer. 
Répondez NAK et atten-
dez. 
Redemandez l'autorisa-
En lecture cultipoin de rut O de oéquence la réponse sera EO'l . liur 1 8 ai pas pr6t ou ETX ~•ire mpa r • 
suivi du texte 
!La séquence paire/impaire permet de dé-
tecteur la perte d'un bloc. 








sation de trane1DBttre 
et retardez la trane-
miosion jusqu'à ré-
ponse affirmative. 
tion de tranomot t re et la récepteur vaut retarder lA traruu:ùaaion, 
retardez ln tranemie- l'émetteur envoie alors ENQ 
fin Termino une liaieon, 
treno- rotour au ~ode con-
misoion trôlo 0u réponse 
négative à une de-
mando do lecturo on 
multipoint. 
oi on jusqu'à réponse 
Qffircativo 
Tormine une liaison. 
Rot our au modo con-
trôle. PQs valide à 
l'intérieur du texte. 
III . PREMIERE PROCEDURE. 
III. 1. PRESENTATION DU PROB~. 
III. 1.1. DEROULEMENT GENERAL. 
- Pour une ligne: 
'.III. 1 
Le p.applic. doit d'abord signaler à l'ordi-
nateur qu'il est pr§t à recevoir des messa-
ges d'une ligne, il le fait par la macro 
CPUT ACTIVATE sur cette ligne, elle devient 
alors "ligne ouverte 11 • Par exemple, il pour-
ra ouvrir une ligne à 9 h. du matin, une 
autre à 11 h. et une troiEœme seulement à 
14 h. Aucun message ne passera avant d'avoir 
ouvert la ligne. 
Un message (question) est envoyé par le termi-
nal de cette ligne et vient remplir le "pool 
de lecture II de cette ligne. Ce message doit 
âtre traité par le p. applic. et pour cela 
celui-ci recevra un signal. 
Lorsqu'il a reçu ce signal, le p.applic. 
désigne une zone de lecture ZL et une zone 
de renseignements (z NOTIF), et demande le 
message par la macro CGET. Le message vient 
alors remplir ZL tandis que les renseignemen1B 
(erreurs) le concernant sont positionnés dans 
ZNOTIF. 
Ensuite,leP.APPL. traite la question et 
envoie le message réponse au terminal par la 
macro CPUT, en indiquant la zone contenant le 
message ou zone écriture ZE>et une zone de 
renseignements ZNOTIF. 
Ce message est alors envoyé dans le pool 
d'écriture et puis sur la ligne tandi~ que 
les renseignements concernant le lancement de 
l'opération se mettront dans ZNOTIF, accessi-
ble au p. applic. 
Ensuite, le p.applic. ~ttend qu'on lui signale 
l'arrivée d'un 8Utre message, il se mettra 
dans cet état d'attente p~r la macro SUSP. 
III.2 
- Plusieurs lignes : 
Mais le P.APPL. doit traiter des messages en 
provenance de toutes les lignes, sans se pré-
occuper de quelle ligne ils viennent ni du 
fait qu'ils viennent sur une ligne de télé-
transmission. 
Il faudra donc qu'un autre programme (moni-
teur de télétraitement) s'occupe de tous les 
problèmes relatifs à la télétransmission, et 
de la gestion des messages en provenance de 
différentes lignes. 
C•est le moniteur qui signalera au P.APPL. 
qu'il doit traiter un message. 
Le programme apElication pourra donc âtre : 
1 en exécution c'est-à-dire traitement de 
message. 
2. en attente du signal d'arrivée •d'un mes-
sage, au moyen de l'instruction SUSP 
(expliquée plus loin). 
DEUX POSSIBILITES sont encore données au 
programme . application. 
1. S'il ne veut pas envoyer de réponse à la 
question mais veut recevoir une autre 
question, il pe;ut employer la macro CPUf 
ACTION qui enverra un ordre de lecture au 
terminal. · 
2. Si le programme d'application veut atten-
dre qu'une opération de lecture ou d'écri-
ture se termine sur une ligne, et puis 
continuer à tr~i ter des messl:iges pour c,9tte 
même ligne ( sans se mettr.e en attente d'un 
signal et donc sans devenir susceptible de 
s'occuper de messages en provenance d'une 
autre ligne), il peut employer la macro 
WAIT. 
Par cette instruction il arrête de se dérou-
ler, perd la main, et recevra de nouvea11 la 
main pour continuer de se dérouler lorsque 
l'opération d'I/O sera terminée. 
III.) 
La réalisation de ce système pose plusieurs problèmes. 
I. Il faut lancer au bon moment, sur chaque ligne, 
les opérations d'I/0. 
II. Il faut régler le déroulement alternatif de deux 
programmes : 
le moniteur qui signale les arrivées de messages 
au programme d'application, 
- le programme d'application qui traite ces mes-
sages, 
et il faut que le moniteur soit prévenu de toutes les 
arrivées de messages, qu'il les mémorise, et les 
signale, toutes, au bon moment, au P.Application. 
J:II.4 





















! ---------- 1 
Z ECRITURE 
Message 











Transfert n° x réalisé par commande n° x. 
[Terminal HEAD Pool in CGET • z lect.de UTILf:8. 
. WRITE Pool out CPUT z Ecrit. de UTIIJS. Terminal 
III. 2. JONCTION AVEC LE PROGRAMME D'APPLICATION. 
III. 2.1. OPERATIONS DE LECTURE/ECRITURE. 
III.5 
L'ordinateur doit toujours s'attendre à rece-
voir un message du terminal. Il faut donc 
lancer une lecture dès l'ouverture de la ligne. 
Lorsqu'un message est arrivé, la lecture est 
terminée, et le P.APPL. relancera une écriture 
(CPUT) ou une lecture (CPUT ACTION). 
Après l'écriture, une lecture doit immédiate-
ment ~tre relancée. 
Problème : Lorsque le P.APPL. écrit : 
- CPUT ACTIVATE : il faut "ouvrir la ligne" 
(cfr.III.2.4) et lancer une 
lecture sur la ligne puis 
repasser la main au P.APPL. 
- CPUT ACTION : il faut lancer une lecture 
sur la ligne et repasser la 
main au P.APPL. 
- CPUT Message il faut lancer une écriture 
sur la ligne et repasser la 
main au P.APPL. 
Lorsqu'il y a une interruption de fin d'écriture, 
il faut relancer une lecture sur la ligne. 
Solution: 
- Les macro-instructions CPUT appelleront par 
un "SVC" une routine qui lancera, en mode 
superviseur, l'opération demandée sur la 
ligne voulue • 
- L'interruption de fin d'écriture relancera 
elle-même une lecture car cela doit être fai-œ 
le plus vite possible. 
III.6 
OPERATION DE LECTURE: principales étapes. 
UTILISA'JEUR MACRO= SVC PGL CANAL 
lancemlnt opération __ 
tra sfert • 
..r:------ - -t 1aitement 
pool - zone 
lecture 
OPERATION D'ECRITURE: 




d ns pool 




lII.2.2. DISTRIBUTEUR DE TACHES. 
Le problème de déroulement de programme se situe 
à 2 niveaux. 
1. Niveau global : Il y a plusieurs "partitions" 
dans l'ordinateur. Dana l'une d'elles 
se trouve tout le problème de télé-
traitement, et dans les autres d'autres 
problèmes. Ce sera le distributeur de 
tâches principal (propre au supervi-
seur) qui s'occupera de donner la main 
à l'une ou l'autre partition. 
2. Niveau télétraitement : dans ce problème, deux 
taches doivent se dérouler alternative-
ment : 
- le PGL du moniteur, qui passera les 
messages au bon moment au p.applic. 
- le p.appl. de l'utilisateur qui trai-
tera les messages. 
Ce sera le distributeur de tâches qui 
réglera le déroulement de l'un ou l'au-
tre. 
Distributeur de tâches principal 
D.T.P. 
Partition 1 Partition Partition 
Distr·. tâches 2 3 D.T. 
PGL P.APPL 
III.8 
III.2.2.1. NIVEAU GLOBAL. 
On considère que 1~ partition télétraitement 
est la plus prioritaire. Elle ne rend la 
main au distributeur de tâches principal que 
si elle n'a plus rien à faire. 
On travaille dans un contexte de multipro-
grammation, et la partition télétraitement 
reprendra la main dès qu'elle aura quelque ~ 
chose à faire, c'est-à-dire qu'une opération 
d'entrée/sortie s'est terminée : 
- soit qu'un programme attendait la fin de 
cette opération pour continuer à se dérou-
ler, 
- soit qu'un nouveau message est arrivé d'un 
t13rminal. 
Donc, chaque fin d'opération entrée/sortie 
sera signalée par une interruption (END ou 
INTAN ), cette interruption sera traitée et 
ensuite le D.T.P. passera la main à la parti-
tion télétraitement : 
soit au programme interrompu si c•~tait la 
partition télétraitement qui avait été in-
terrompue, 
- soit au D.T. si c'est une autre partition 
qui avait été interrompue. 
Par exemple ,le D.T. peut positionner un "bit 
télétraitement" à l'intention du D. T .P. quand 
il reçoit la main, et l'enlever quand il rend 
la main au D.T.P. 
III. 2. 2. 2. NIVEAU IBLETRAITENJENT. 
\ 
Premier problème : il faut régler le déroule-
ment de deux programmes: 
- le PGL qui signale les messages au 
P.APPL. 
- le P.APPL. qui traite ces messages. 
III.9 
C'est le D.T. qui passe 1~ main à l'un ou 
l'autre et c'est au D.T. qu'ils rendent la m 
main lorsqu'ils ont terminé. 
Travail du D. T. 
Si PGL est prêt à se dérouler, DT lui passe 
la main sinon, si P.APPL. est prêt à se dérou-
ler, DT lui passe la main, sinon, si P.APPL. 
attend une fin I/0 et qu'elle est terminée, 
DT lui passe la main sinon, DT rend la main 
au DTP. 
DT passe la main au PGL 
/ ·'-






oui >--.&-..:::.e:=-=--DT passe la ma:in 
au P. APPL. 
DT rend la ma j.n au 
D.T.P. 
le D.T.P. passe toujours la main au D.T. au 
même endroit, débu.t. 
le D.T. rend toujours la main au D.T.P. au 
même endroit. 
III.. 10 
On aura des bits indiquant l'état dans lequel 
se trouve chacun des 2 programmes, ces bits 
seront positionnés à l'intention du DT qui 
donnera la main au programme voulu. En plus 
de ces bits, il y aura une adresse indiquant 
où le DT doit passer la main lorsqu'il la 
passe au PGL et au P.APPL. 
Il faut maintenant rendre le PGL et le P.APPL. 
prêts à se dérouler au bon moment en position-
nant les bits indiquant l'état des deux pro-
grammes et les adresses où ils doivent recevoir 
la main. 
Problèmes 
l. P.APPL. doit attendre une fin I/0 pour con-
tinuer. 
2 • P.APPL. doit attendre que PGL lui signale 
un message. 
3. PGL doit être prévenu de toutes les arri-
vées de message et les mémoriser. 
4. PGL doit signaler ces messages au bon mo-
ment au P.APPL. 
Solutions : 
1. Pour attendre une fin I/0, le P.APPL. 
emploie la macro WAIT, ce qui le met dans 
un état spécial "WAIT NON READY" irecon-
naissable par le D.T. 
Lorsqu'une fin d'I/0 se produit, elle 
provoque une interruption qui positionne 
un bit dans une zone spéciale i le CCB de 
la ligne= zone mémoire propre à la ligne. 
Ce bit est EX.FLAG (cfr. IIL3.l.l. ) ·. 
Il suffira donc que le D.T. regarde si 
EX.FL. est positionné pour savoir que l'é-
tat WAIT peut être enlevé pour le P.APPL. 
et que celui-ci peut se dérouler de nou-
veau. 
Donc WAIT : 
- positionne P.APPL. "non ready WAIT" 
III.11 
- positionne l'adresse où on devra lui 
rendre la main, c'est-à-dire l'adresse 
de l'instruction suivant le WAIT (P 
counter). 
2. Lorsque le P.APPL. a termin~ le traitement 
d'une ques t ion, il emploie la macro SUSP 
pour attendre que le PGL lui signale un 
message. 
Cette macro indique : 
- que le P.APPL. ne doit plue se dérouler; 
- que le ffiL doit se dérouler pour chercher 
s'il y a encore 1 message; 
- que le P.APPL. reprendra à l'instruction 
suivant le SUSP. 
Donc SUSP: 
- positionne P.APPL. non ready; 
- positionne PGL ready; 
- stocke l'adresse de retour = adresse de 
l'instruct i on suivant SUSP (P.counter). 
3. Chaque fois qu'un message est arrivé dans 
un pool de lecture, dans une zone propre à 
chaque ligne un état spécial es~ positi on-
né accessible au PGL (phase FIN READ) (cfr. 
IV2.3.). 
4. Le PGL examine les lignes successivement 
et suivant un ordre circulaire. Lorsqu'il 
en trouve une dqns l'état spéc i al, il pré-
vient le P.APPL. qu'il y a un message à 
traiter, en indiquant de quelle ligne il 
1provient pour que les macros CGET et CPUT 
sachent où prendre la question et où ren-
voyer la réponse. 
Rappel : 
Lorsque le, P.APPL. aura terminé - le traite-
ment du message il se remettra en attente 
1(SUSP) et 1~ PGL recommencera à tester les 
lignes sui vantes. 
non 
III.12 
Si le PGL ne trouve ~ien sur aucune ligne, 
il rend la main au DT en indiquant que 
lui même. ne doit plus se dérouler. Le DT 
rendra alors la roain au DTP. 
Lorsqu'un nouveau message arrivera, le 
PGL sera de nouveau positionné prêt à se 
dérouler, lors de l'interruption due à 
l'arrivée de ce message. 
Remarque : 
Le PGL reçoit la main du DT toujours au 
même endroit = début. 








P .APPL .ready 1 
1 PGL NON READYI 
rend main au D.T. 
Résumé 
III.13 




- NON READY 
bit P.APPL 
- READY 
- par SUSP du P. APPL. 
- par interruption fin de mes-
sage si P.APPL. est en SUSP. 
lorsqu'il rend la main au DT. 
- lorsque DT lève le WAIT et pas-
se la main au P.APPL. 
- lorsque PGL veut passer la 
main au P.APPL car un message 
est arrivé et doit être traité. 
- NON READY: - lorsque P.APPL. attend un 
message (SUSP). 
- NON READY WAIT : - lorsque le P.APPL. attend 
une fin I/0 (WAIT) ~ 
Donc travail DT : 
D.T. 




~~i _ ____ __ .,_ DT passe la main au PGL 
~ - - (adresse fixe) 
::s,..-__ o_u_i _ _____ ~ DT passe la main au ~.AF~L. 
(adresse de l'instruction sui-
vant SUSP). 
oui oui DT passe la main au P. APPL. 
(adresse de l'instruc-
tion suivant V!AIT). 
!.- -----.,----· 
_J on 
D. T . rend la main au D. T. P. 
III. 15 
III.2.3. ZONES DE COMMUNICATION. 









' \ ' 
\ ' 
' ', C 
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@ CPUT ACTIVATE ira mettre 1 1 adresse de A dans la zone B 
pour que les SVC sachent où se trouve l'adresse des 
zones CUPI et NOTIF du P.APPL. 
Cette adresse servira aux SVC CUPI, CGET, CGET SYS, 
CPUT ACTIVATE, CPUT 
DEACTIVATE, CPUT Message, 
CPUT ACTION. 
III.16 
III. 2. 3. 1 • 1 • ACCESSIBLES AU P. APPL. · ( et aux macros SVC 
et aux mod ule·s d~u-·~moni te ur) • 
"ZONE A Il : 
1. Lorsque le P.APPL emploie une macro CGET, 
CPUT, il doit savoir comment elle s'est 
déroulée et s'il peut continuer.. Il faut 
donc une zone pour le ~ignaler au P.APPL. 
Ce sera la zone lfyoTIF' _ au début du 
P.APPL, qui sera positionnée lors du dé-
roulement de la macro mais analysée par 
P.APPL. 
2. Il faut signaler au P.APPL qu'il y a un 
message dans le pool lorsqu'il attend. 
Lorsque le P.APPL s'est mis en WAIT, et 
que l'I/0 en question est terminée, il 
faut lui indiquer s'il y a eu erreur ou 
si l'opération s'est bien déroulée. 
Ce la se trouvera dans une zone fw 
au début du P.APPL. 
Il y a pour chaque ligne une zone CUPI 
accessible à la macro CUPI de l'utilisa-
teur et au PGL. Lors des opérations I/0, 
la zone!CUPII de la ligne concernée est 
positionnée et la macro CUPI transfère 
cette zone dans la zone CUPI du F.APPL. 
3. Si le P.APPL veut demander le détail des 
erreurs surven ues lors des opérations, il 
peut le faire par la macro CGET SYS. 
Il y a donc pour chaque ligne une 
@one SYS Qô~ indiquant le détail des 
erreurs survenues lors d'une I/0 et cette 
zone sera transférée dans NOTIF du P.APPL 
par la macro CGET SYS. 




message I erreur lect. , erreur écrit. 
- positionné lors des opérations I/0; 
- demandé par la macro instruction CUPI 
de l'utilisateur; 
- remis à zéro lors de la macro CUPI 
ou du lancement d'une autre opération. 
1 NOTIF 1 
1 SYS NOTI 
cf. chap.erreurs III.3.3.4. 
cf. chap.erreurs III.3.3.4. 
III.2.3.1.2. ACCESSIBLES AUX MACROS= SVC (et au moni-
teur) : "zone B". 
Le moniteur et les macros doivent toujours 
connaitre la ligne sur laquelle ils travail-
lent ainsi que les adresses des différentes 
zones et paramètres de cette ligne. 
Il y a donc une zone ligne= zone B à format 
standard, dans laquelle se trouvent tous 
ces renseignerrents. 
Pour plus d'explication, cfr. chapitre III. 3 
Ad CUPI, NOTIF : cf. III.2.3.1.1. 
N° ligne courant miseà jour par PGL, permet 
de retrouver les informa-
tions de cette ligne sur 
laquelle on travaille. 
Table n° lignes logL.Eb_ys. : fixe, permet con-
Vet~Ion entre n° ligne lo-
gique et physique. 
Table codes fixe, permet la conversion entre 
les codes des terminaux et de 
l'ordinateur. 
111.18 
CUPI SYS NOT : remplis lors des opérations 1/0. 
Codage - rempli lors de CPUT ACTIVATE de la 
ligne 
- indique le code employé par le ter-
minal de la ligne; 
- employé lors de demande (CGET) ou 
donnée (CPUT) de message; si le code 
est différent de celui de l'ordinateur~ 
le message sera transcodé suivant la 
table de codes. 
Ad/long. de pool IN/OUT : fixes, permettent 
de retrouver le pool. 
Long.message : rempli lors de chaque arrivée de 
message. 
SWl, SW2, TSFIN : indiquent le déroulement des 
opérations. 
1 seule fois 
,,---, j~ 
1 1 ) 
' Î 
AD CUPI, NOTIF du P.APPL 
N° ligne courant 







AD POOL IN 
Long. POOL IN 
Long. Message 
AD POOL OUT 




- phases différentes (cfr. moniteur) 
- bit ouverture ligne 
- compteurs d'erreurs. 
III. 19 
III.2.3.1.3. ACCESSIBLES AU D.T. et au moniteur et aux 
SVC : "zone C ". 
- bits d'état des l?GL et P.APPL ) cfr. 
- Adresse de retour de PGL et P.APPL) III.~2 
III.2.).2. ZONE DE COMMUNICATION DU MESSAGE : POOL. 
Les pools de chaque ligne sont accessibles à 
partir de leur adresse en zone ligne B2. 
- Simplification maximum de la gestion dee 
pools : 
C'est-à-dire 2 pools par ligne : 
- IN pour la réception d'un message 
- OUT pour l'émission d'un message, 
leur longueur est la longueur maximum d'un 
message(+ 2 pour caractères STX, ETX en 
écriture). 
SW1 = 1 = ON - si le pool est rempli 
par le périphérique, 
- positionné lors de la 
réception du message 
(end). 
SW1 = 0 = OFF - si le pool est vide 
et prêt à être rempli 
par le périphérique, 
- positionné par CGET, 
lancé par l'utilisa-
teur après transfert 
hors du pool. 
SW2 = 1 = ON - si le pool est rempli 
par le P.APPL. et prêt 
à être envoyé vers le 
périphérique. 
III.20 
- positionné par CPUT 
lancé par le P.APPL, 
avant transfert dans le 
pool. 
SW2 = 0 = OFF si le pool est vidé par 
le ~ériphérique et prêt 
à etre rempli par le 
P.APPL pour une écriture, 
- positionné lors de la 
routine d'interruption 
end, après écriture. 
Caractères de contrôle. 
- En début de pool OUT, on a STX (premier carac-
tère envoyé sur la ligne). 
- La macro-instruction CPUT ajoutera dans le 
pool OUT, en fin de message le caractère ETX 
qui sera envoyé après le message. 




- le P.APPL. attend qu'on lui passe un 
message, il rend donc la main au DT en 
se positionnant non ready et sera de 
nouveau mis ready lorsque le PGL aura un 
message à lui donner. 
- le P.APPL. rend la main au DT et deman-
de à la recevoir lorsque l'opération 
d 1 I/O lancée sera terminée. Lorsque 
cette opération est terminée, elle posi-
tionne un bit "EX.FLAG" que le DT peut 
tester pour lever le WAIT. 
- transfère la zone CUPI propre à la ligne 
courante dans la zone CUPI du P.APPL. 
- utile après le début du P.APPL pour sa-
voir si il y a un message et après un 





- transfère la zone SYS NOT propre à 
la ligne courante dans la zone NOTIF 
du P.APPL. 
- utile si le P.APPL gère lui même les 
erreurs. 
On pourrait employer CGET SYS: J O 1 . CUPI : n igne 
pour tester une ligne autre que la ligne couran-
te. 
Schéma des macro-instructions suivantes : 
1. - Vérification de la validité, 
2. - soit transfert entre pool et zone utilisa-
teur (CGET), 
- soit lancement d'une opération I/0 (CPUT 
ACTION, ACTIVATE, DEACTIVATE), 
- soit les deux à la fois (CPUT). 
Vérification de validité. 
TSFIN - aide à surveiller l'emploi correct 
des macro-instructions, 
- positionné lors du lancement d'une 
lecture et enlevé lors de la fin 
de lecture, 
donc•si le P.APPL. veut écrire et 
que TSFIN est positionné, il faut 
vérifier que le terminal n'a pas 
encore commencé à envoyer. 
Si le terminal a commencé : on ne 
peut pas écrire. 
Si le terminal n'a as commencé: 
on peut arrêter la lecture HIO) 








- il est prévenu par NOTIF s'il n'y 
a rien dans le pool, 
_ il est prévenu par NOT IF si une écri-
ture est en cours ou si le termi-
nal a commencé a envoyer et alors 
l'écri ture n'est pas acceptée. Si 
il y a message à prendre, l'écritu-
re est lancée. 
- il est prévenu s'il y a un message 
à prendre ~t la lecture est lancée), 
si une lecture ou une écriture est 
déjà lancée(et la lecture n'est 
pas lancée~ 
CGET Message' - obtient le transfert d'un message 
depuis le pool IN jusque la zone 
de lecture du P.APPL. 
- paramètres. 
type 
zone de lecture 
longueur ZL ~ 
= ZL l ~~:i~Î~s~ 
------------
courant table codes Ad NOTIF 


















Z NOTIF 8 
long=longZL 
ZNOTIF 5 
Longueur Message= longueur Byte Count au début(= long. 
pool IN) - longueur restant dans B:C à la fin de la lectu-
re, 
donc : lors de EXCP on place la longueur du re· dan~ longueur 
message, 1 
lors du END de lecture : on. diminue longueur Messa-
ge de BC restant, 
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1 CPUT Message 1 
- obtient le transfert d'un message depuis la zone 
écriture du P.APPL jusqu'au pool OUT. 




zone d'écriture= ZE 
longueur ZE 
n° ligne courant table codes AD 
NOTIF 
AD POOL OUT long.POOL SW2 sw TSFIN 
OUT 1 










MOVE' ZE - AD POOL+ 1 




2 écrit aucce 
ves.+NCYrll'7 
III.25 
Remarque , 1. pour CPUT de console idem sauf éviter le test ~ 
et NCYrIF devient imprension console. 
2. ai on permet CPUT n° ligne, il fout commencer par 








PGL en FIN 
READ 




lecture en cours 
~ NOTIF • 8 
1 CPUT ACTION 
- lance une opération de lecture, sans qu'il 
eu de réponse à une lecture préalable. 







~--T--""T"-__ __,.. ___ __,,a> 




TSFIN = 1 
!'IN READ 
SW2 = 0 
8 
1 
GOn ae sert den° de livgn our9nt ou du p~r~mètre e CFUT s'il y en a un) 





E.I.dans SYS. ,. NOT 




TSFIN=O .READ STX 
Enlever 
EXFL 
---- ( on se sert 




SYS . • NOT 
bit ouv=O 
NOTIF 1 





R,.A -= adr NOTIF 
et ,COPI du P.APPL 










A partir de la console, on co:nmence en t et NOTIF est 
remplacé par 1 message console, 
CPUT ACTIVATE 
- initialise la ligne 
- lance l'opération de lecture 
- paramètres 
Utilisateur• Adr A. 
type 
NOTIF P.APPL 1 
n° ligne 
code 
table n° ligne 
Code AD.POOL IN SW1 TSFIN 
Phases SYS NOT 
1 
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1 CPUT DEACT IV ATE 
- arrête l'opération en cours 
- message entrant non reçu 




~ type l n° ligne ( éventuel) 
table n° lignelbit ouv.j phases 





#- __ _ 
0 
HIO 
z ligne B®=o 
cpt arr,iura = O 
PGL=ATTENTE 
ligne fermée 










ON PEUT AJOUTER UN DELAI DE PRESENCE DANS LE POOL. 
Lorsque le pool est rempli, il faut déclencher un timer 
qui provoque une interruption après un temps T renseigné 
dans la macro instruction CPUT ACTIVATE de l'utilisateur 
et mémorisé dans la zone B @ . 
Lorsque le pool est vidé, il faut remettre le timer à 
zéro. 
Si l'interruption se produit, c'est que le temps est 
dépassé --+- signaler l'erreur. 
ON PEUT EMPLOYER CGET CELL. 
CPUT CELL, 
Dans un bloc, on aurait x cellules, et chaque CG.ET, 
CPUT remplirait une cellule, en n'envoyant l'opé+ation 
de lecture/écriture que lorsque un bloc complet devrait 
~tre écrit/lu. 
LAST CELL indiquerait la dernière cellule. 
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III.3. MONITEUR DE TELETRAITEMENT. 
III.3.1. INFORMATIONS. 





Le moniteur doit savoir à tout moment où il en 
est dans son travail pour chaque ligne, et dans 
quel état se trouve la ligne. Les renseigne-
ments se trouvent dans des zones propres à 
chaque ligne. 
Etat de la ligne - Rappel. 
PRET OCCUPE INT. MODE PEND. FONCT. ERREUR 
~es informations se trouveront dans le status 
byte, que le PGL peut demander par TIO. 
1 2 3 4 5 6 
Code CDe 
Commanœ INOP 
non lé- DEBUT 
gale 
BLOC 
ERREUR ERREUR TROP 





Ces informations se trouveront dans le sense 
byte que le PGL peut demander par TDV. 
III.35 
Etat du travail du PGL. 
a. Différentes phases permettent le contrôle 
du dialogue. 




Elles se trouveront dans la zone ligne B 3 




0.igne ~ EXEC BYTE Adresse ~ STATUS ŒNS! FLAG COUNT ccw C BYTE l31TE courant t 
User's flag: pas employé. 
Adresse CCW suivant : servirait en cas de 
chaînage. 
Adresse zone ligne: permet de retrouver 
les informations concernant 
la ligne. 
EXEC Flag: le bit 7 sera positionné en fin 
de routine END pour lever le 
WAIT. 
BYTE COUNT : au début d'une opération, il 
contient le nombre de carac-
tères,en fin d'opération, il 
contient le nombre de carac-
tères inemployés. 
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Ill. 3. 1. 2. EMPLOI DE CE S z o 1:JE S DAl~S LE DEROULEME NT 
i JORMAL D' Dh E OPERATIO1~ LECT URE/ECRITURE . 
3USP 
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T5F 
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r e.9 01t ST: { 
- -- - - - - [~ POS IT .:?CL 
TEST SIY1 
_ _ _ _ __ lancer HE AD 
~]Cg!' 
r eçoit 
!D.8 S S-368 
e_t _~x __ _ 
r> SIGNAL FGL 
- -- -- - - --- - - - -
;{~Ô~ITFG L,TSW1 
toet ph.:S, 
débl. ut il 
..çrl.!1 _ _____ --svë - -
$U3P 
Vérif:Vali d , 
ros . S','/2 
:.~c!!s .... Pool 
Tee t ph ose 
l'oeit. PG L \'.[RI U _ _ _ _ !J=:D, l'IRITS 
.,:;J,l"(_S_SJ!)IL _ 
FIN WRITS 







3nvo i e STX 
- - - - - - ~XCI 
_____ _ µ'.9S f-o:;L 
!.1q_s_o !. tT.J_ AIO 
E P OS . PG T, S\'12 
Toat S'.'11 
- - .--.- _ _ ______ ~ ~~PGL , TSFI!'I 
3XC, 
- - atte nd 
l e c turo 
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III.3.1.2. EMPLOI DES ZONES DANS LE DEROULEMENT NORMAL 
D'UNE OPERATION DE LECTURE/ECRITURE. 
Au départ, on suppose qu'une opération de 
lecture a été lancée sur la ligne 1. 
(cf. schéma : déroulement général). 
1. Le terminal envoie STX, ce qui provoque 
une interrupt i on, INT.APP. 
2. Lorsque l!interruption n'est pas masquée, 
le programme se déroulant est suspendu pour 
permettre à ·1a routine d'interruption de 
se dérouler. Celle-ci lance l'opération 
de lecture du message dans le pool IN. 
3 • . ' Le message est envoyé dans le pool IN. 
4. Le terminal envoie ETX, ce qui provoque 
une interruption END. 
5. La routine d'interruption positionne PGL 
prêt s'il ne devait plus reprendre la main 
c'est-à-dire si PGL NON READY et P.APPL 
SUSP. 
6. Le DT reçoit la main après le traitement de 
l'interruption, et il finira par la rendre 
au :ffiL (lorsque P.APPL en SUSP). 
6 1 Le ffiL cherche une ligne ayant envoyé un 
message, supposons qu'il trouve la ligne 1 
en question. 
7. Il positionne le P.APPL ready en fournis-
sant dans une zone accessible le n° de cet-
te ligne 1. 
1' ffiL se positionne non ready car il a termmé. 
8. PGL rend la main au DT. 
9. Le P.APPL reçoit la main du DT. 
1 o. Le P.APPL demande le message dans une zone 
de lecture par CGET. 
11. Le P.APPL traite le message. 
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12. Le P.APPL envoie la réponse au message 
dans le pool OUT par CPUT. 
13. CPUT lance également l'opération sur la 
ligne. 
14. Le message est envoyé au terminal. 
15. Le P.APPL a terminé, il positionne le PGL 
ready. 
16. Le P.APPL se positionne non reàdy. 
17. Le P.APPL. rend la main au DT, qui la 
rendra au PGL pour lui permettre de tester 
les autres lignes. 
15' Peut arriver à n'importe quel moment après 
14. 
Le message est envoyé, le dernier caractère, 
toujours ETX, provoque une interruption END 
qui initialisera la lecture suivante. 
REM.ARQUE: 
Si le P.APPL a écrit WAIT, 15' arrivera toujours 
avant 15, 16, 17. 
' III.39 





TX ~,fo ss1ge 3TX INT . APP. 





























III.J.2. SCHEMA DE CIRCULATION DES SIGNAUX AVEC CAS 
D'ERREURS. 
Prenons le déroulement normal d'une opération 
sur une ligne, les erreurs possibles étant 
signalées - Tableaux 2 à 7. 
Tableau T2. 





CANAL tiACROS et PGL PROCESSEUR !POOL! ERREURS 
ATT, READ 















c. op. ' 1 Prêt 
1g = 1 




?.IODE!l TA1fi>ON CAJIAL ~\ACROS et PGL PROCESSZUR POOL SR!lEURS 
READ END ~ 1 r-




-u BC=O : E"ND rout E3 = pas STX 





-['" TN"' •= ~ S2 = 2 STX ETX '-,\ ~- END poe mus1ge 
BlT3 l=n} ~ •CTIV,\TE :.licro!ige~ge- ,___...... plein 
KIIREUR 
INT •. \N ~ ligne, t>apon STJ.T .... n-.s"'"~" 1!. inop.,pori té !:RREUR EA,EB,3C 
1. BTX et TER!-!INATE 
'î) TER!nl'fAT!i: BC ~ 0 
'F) r ~ "'"' -IIIT • PEND • UN !!SAD JllTE ; caractèr, -7) 1 END END perte ETX - EG 
2. ETX e, pas T!::Rl!IN;.TS c:::,. 
,, BC "/< 0 END 
'C7 BC / O, P"~ ETX INT~END. impon.a_nt 
. .. . 
-
· - ·· -
. 
. -
). ;E:3.9 ::TX et TZ:U!INATS 
TER1llNATS BC = 0 









MODEM TAf.fPQN CANAL 
)' 
:,1ACROS et PGL 
CGET 






>-----+---+--......j~' cri t. en cours 
?lK 
~----+----+----..,lect. en cours 
NL 
., 





(voir tableau T2) 
non l activée NE 
Ta blenu 5. 
CANAL 
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:AAC ROS et PGL !lOCZS POOL ERREURS 
0 
UR 









HIO TSFH = 0 
FIN READ 








( WRITE.: l,ŒSS ) 
N?II 



















V/RITE prêt ~ 









tarapon I ligne INT. 3RREUR INT.AN AN. .:.nop. , p:iri té EA,EB,EC. 
ETX R?-,'11 8(;:) li . !3C = 0 INT .•PEND_ Te rmint.J , FIN WHITE I o 
-· _/ Be .,{ o, erreur • 
--




















PROCZSSEUR POOL ERR::uns 
non ligne inconnue 
NF 
















III.J.3. MODULES DU MONITEUR. 
III.3.3.1. PROGRAMME DE GESTION DE LIGNES OU PGL. 
III.3.3.1.1. PRISE DE CONTROLE DU NL. 
III.47 
Le PGL devient ready et reçoit la main: 
- soit lorsqu'un message est arrivé d'un ter-
minal, si le P • .APPL. ~ttend; 
- soit lorsque le P • .APPL a terminé un traite-
ment de message. 
III.3.).1.2. ROLE DU PGL. 
Comme il y a peu de lignes, le NL les teste 
toutes 
- jusqu'à trouver un message, 
- ou jusqu'à les avoir toutes testées sans 
rien trouver. 
Il teste d'abord si elles sont "ouvertes" 
(sinon il n'ya sûrement pas de message) et 
ensuite il teste si un message est arrivé, 
c'est-à-dire si elles se trouvent dans la 
phase FINREAD. 
Le test des lignes se fait de façon circulaire 
pour donner aut~nt de chances à chacune. A 
chaque fois que le PGL reçoit la main, il teste 
la ligne suivante de celle sur laquelle il 
avait trouvé le dernier message. 
III.J.3.1.3. FIN DU PGL. 
Si le roL trouve un message, il prévient le 
P • .APPL. Il recpmme~cera à tester les lignes 
lorsque le P • .APPL aura terminé de traiter ce 
message et se sera remis en attente par SUSP. 
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Si le PGL ne trouve de message sur aucune 
ligne, il rend la main au DT. Il recevra 
ensuite la main lorsqu'un nouveau message 
sera arrivé depuis un terminal. 
Lorsque le PGL prévient le P.APPL. de l'ar-
rivée d'un message, il lui signale sur 
quelle ligne le message est arrivé en l'in-
diquant dans le n ° e·ou.rant de ligne. 
A partir de ce n° courant de ligne, on doit 
pouvoir trouver les informations relatives 
à cette ligne et se trot1vant dans la "zone 
ligne B". 
Il faudra donc une table des lignes donnant 
l'adresse de ces informations pour chaque 
ligne. 




' ' 2 
' ' J ' ' 4 ' ' 
' ' ' 
' ' ' 
A moins que le n° logique ne permette de cal-
culer cette adresse directement. 
Le PGL emploie deux zones d'informations qui 
lui sont réservées: 
1. compteur de lignes= CPT lignes. 
2. nombre maximum de lignes= Nb Max.lg. 
III.3 . 3.1.4. Organigra1DJI:.e, 




= débl. SUSP 
PG L NON READY 









Priorités décroissantes: INT.APP,INT.AN,END. 
lrNT.APP. 1 
- se produit lors de l'arrivée d'un caractère 
STX qu'il soit au début ou à la fin du 
message envoyé par le terminal. Il faudra 
détecter t1ne errellr possible. 
Détection de l'erreur: 
Avant l'arrivée de tout caractère, la phase 
de la ligne est DEBREAD, dès l'arrivée du 
premier STX, elle est mod i fiée en RECEPTION. 
Un autre STX, arrivant durant cette phase 
RECEPTION, sera une erreur. 
' 
- routine d'interruption: lors de l'arrivée 
du premier STX il faut : 
- terminer l'opération de lecture de 1 
caractère, qui avait été lancée. 
En effet, STX ne provoque pas de RE-
QUEST et ne décrémente pas le CCW. 
- changer la phase PGL. 
- tester s'il y a de l a place dans le 
pool pour le message. 
- lancer l'opération de l ecture du 





s· . • NOTICE 
INT APP 
COPI = 0 















_. . F 
Lo • Pool IN 
IN 
SYS: NOT 
i t OUV "' 0 
COPI 




ORG ANIG RA MME, 
-. SFIN -= 0 






~l!lsage::-i~ = ad. pool out 
= longueur BC 
HIO 
bit ouv. =- 0 
SYS . NOT 
CUPI :ERR lect 
POSIT EX FL 
PG L=ERR2UR RD 
WRIJ'E 
1ERRElRX! n9 ligne donné par int. 
PGL =émissbn 
ad ad. zone "errei;.r X" 
long = long zone "erreur X" 
SYS 
Bit ouv = 0 
CUPI = ERRIIDr 
POSIT=EX.FL 
PG L~.:mR. READ 
!,less,;i e coneo e 
désacti-








se produit lorsque le Sense Byte est positionné 




EX.FL. pour WAIT 
tout = F-t parité perte car_act 
TS.li'IN = 0 
· T:sFOUT= 1 
DEB.WRITE 
Remarque : CUPI sert pour' WAIT 





se produit lorsqu• on reçoit ETX du terminal si le 
tampon est dsns l'ét at READ et en fin CCW si le 
t~mpon est d~ns l'état OCCUPE. 
- vérifie que le mess13ge a été transmis Sl¾ns erreur, 
si il n'y a pas d'erreur: en lecture, il prévient PGL 
en écriture, il relance 1 
lecture, 
si il y g 1 erreur, soit il essaie de relancer l'opé-
ration, soit il désactive la ligne. 
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Remarque : 
Comme les caractères du message succèdent au STX direc-
tement, pour être sûr de ne pas les perdre, on peut 
lancer la lecture des caractères suivant par microfigea-
ge et ne faire le reste que plus tard, car la routine 
d'interruption sera masquée lors du déroulement PGL et 
svc. 
Si il n'y avait pas de pl~ce dans le pool, on aura de 
la même façon une indica t i on mess~ge perdu mais ce 












SW2 = 0 
PT :i ~rit ~=0 
.F4 = 0 1 
. F = o--
AIO 
EX FLAG 












: EXCP READ ou WRITE-cf. III.3.2. 
- chqrge les paramètres du 0CW indiqués 
par le CCB; 
- lance SIO et teste le STATUS BYTE du 
terminal. 
Si le STATUS BYTE est bon, on lance l'or-
dre(= code opératoire) au terminal. 
Si il y a une erreur, soit on teste le 
SENSE BYTE, soit on DESACTIVE. 
Fin une interruption END se produit et la rou-
tine de fin dépiste les anomalies. 
Si une erreur de ligne se produit, une 
interruption spéciale anomalie se pro-
duit et permet le traitement de l'erreur. 
Que 1 1 I/O se termine bien ou mal, il 
faut le signaler pour débloquer un 
WAIT éventuel, c'est pourquoi l'EX FLAG 
est positionné. 
Dans la zone CUPI: 
- on Qurs l'indication Messa~e normal 
si l'I/0 s'est bien termine, ou 
avec une erreur mineure(BC ~ 0 en 
lecture par ex.) signalée dans SYS NOT. 
- on a urs l'indication erreur de lecture 
ou d'écriture si une opération de 
lecture ou d'ecriture s'est terminée 
de façon anormale. 
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III.).).4. ERREURS. 
III. 3 .3 • 4. 1. CLASSEMENT ET TRAITEMENT. 
Classement Traitement 
Erreurs de ligne : 
- permanente : 
- ligne indisponible (1a) 
- tampon indisponible (1b) 
l 
désactiver la ligne 
- non permanente : 
- transmission 
- - -= pa;i té- ( 2'3) } essayer 3 fois et 
- perte de ceract~res (2b) désactiver (M) 
- BC f O (2c) en écriture 
en lecture J ignorer 
- message perdu (2d) 
- ~n~adr~m~nt de_m~s~a~e_: 
- -pas STX au début (2e) 
- 2 fois STX (2f) 
- pas ETX en fin 
{time out) (2g) 
Erreurs dues à l'utilisateur: 
- pool incorrect, erreur de séquence 
- mauvaise - longueur (3b) 
- ligne non activée (3c) 
- ligne activée 2 fois (3d) 
- ligne inconnue (3e) 




essayer 3 fois et 
désactiver (M) 




av~nt d'essayer une nouvelle lecture, il faut 
prévenir le terminal qu' i l y a erreur et qu'il 
doit retransmettre. 
Dés~ctiver: 
Dès que l'on désactive, il faut envoyer un message à 
la console pour prévenir. 
Ce message ser~ composé de l' i ndicati on de l'erreur, 
suivie du numéro de la ligne concernée. 
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III.J.3.4.2. TOPCGRAPHIE DES ERREURS ET SIGNALEMENTS. 
A. Zone NOTIF du P.APPL. 
Durant le déroulement d'une macro-instruc-
tion, une erreur sera toujours signalée 
directement dans la 11 zone NOTIF" du P.APPL 
(S'il y a une précision à donner, e 1·10 le 
sera dans la zone SYS NOT de la ligne 
concernée. Cette zone pourra être d,eman-
dée par le P.APPL. au moyen de la macro-
instruction CGET SYS). 
Après CPUT ACTIVA~. : 
(1b),(1a),(4) ligne désac-
tivée (précision en SYSNOT 
( 3d) ligne déjà activée 
(3e) ligne inconnue 
Après CPUT DEACTIVATE . . 
(3c) ligne non activée 
(Je) ligne inconnue 
AJ2rès CGET . . 
(3a) pool in vide, rien 
à lire 
(3b) mauvaise longueur 












(1b),(1a),(4) ligne désac- NA,NB 
tivée ( précision en s ·YSNOT NC 
(Je) ligne non activée NE 
(3e) ligne inconnue NF 
(3b) mauvaise longueur NG 


















( 3a) écriture en cours NK 7 
(3a) lecture en cours NL 8 
Après CPUJ ACTION . . 
(1b),(1a), (4) ligne désac- NA,N:B 1 tivée (précision en SYSNOT) NC 
(3c) ligne non activée NE 3 
(3a) ' lire NM 6 message a 
( 3a) écriture en cours 11K 7 
(3a) lecture en cours NL 8 
Après CG ET_~_s.!§_ et CUPI . . . 
( 3e) ligne inconnue NF 4 
Zone SYS NOT • • 
Durant le dér oulement d'une opérat i on , 
une erreur sera s i gnalée dans la zone 
SYSNOT de la ligne où se produit l'erreur. 
En plus, dans la zone CUPI on signalera 
s'il s'agit d'une erreur de lecture ou 
d'écriture. 
La zone SYSNOT contient aussi des préci-
sions concernant les erreurs survenues 
lors du déroulement d'une macro-instruc-
tion. 
Elle est remise à zéro lors du l ancement 
d'une opération . 
Position 
i 
1Erreur en zone 
! SYS NOT 
( 1 a) ligne indisponible EA 1 
( 1 b) tampon indisponible EB 2 
( 2a) parité EC 3 
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(2b) perte de caractère EG 5 · (récept ion ) 
( 2c) BC /. 0 EI 4 
( 2d) message perdu EH 6 
(2e) pas STX au début E1 7 d'un message 
E3 8 
·c 2f) 2 STX dans un E2 9 message 
(2g) pas ETX en fin de E4 10 
message 
(4) erreur indéterminée E5 1 1 
:ll .3 . J.4.3. TABLEAU GE rJ ERAL. 
Rumér, Déf init i on Détection Signalée por Poei tionno- ! 
mont l 
1 
Errouri d e liv.ne nerm.-i nonte e . 1 1 
( RJ.) l igne ind i e po- CPUT ACTIV ST .ll. 2°et 1 l ST. ll, 2 /leee , console j 
n1bl e en début 
RJ. ligne ind iepo- EXCP 
nible 
ST . 132° et ST .D.:!511:or IF 1 
+ mot étnt + SYS NOT 1 
R1l tampon indie- EXCP ST.ll2° + ST.11.25 NOTIP 1 
poni b l e 









+ mot état + SYST.NOT . 2 
1 
bit d ' ouvert ure ,ROUF 2 
! 
bit d 'ouvorturo iNOTIF 3 
CPUT ACTIO!l 
CPUT Liceeage 








l ongue ur 
pool IN vide 
rien Il liro 




CPUT ACTIV. tabla ligne s 
CPUT DSACTI V. 
CPUT Lie eoace 
CGET SYS 
CGET àlessoge test longueur 
CPUT Llooeose test longuc11r 
CGET L1cesoeo test SW 1 
CPIJT Ue se aga S'N 2 
CPUT ACTION SW 2 
CPIJT lleseage TSFIN + phase 
CPUT ACTION TSF IN 
me ssage à lire CPUT l'.eeeege S17 1 
CPIJT ACTION SW 1 











ST,ll2° , ST . ll25 
et mot d'état 
ST,112°,S .B. 25 
et ' mot d' état 
Erre lirs de ligne non perm~nentes de trcneml ssion. 




meeeoge trop INTJ.N ST.B.25,s.B. 24 
long en récep-
t ion 
message perdu INT.APP . SW 1 
BC I O END écriture test ll.C. 












/ ROTIF 6 
! ROTIF 6 
1 
t 
SYS NOT 1 
SYS NOT 2 
SYS NOT 3 
SYS NOT 5 
SYS NOT 6 
SYS NOT 4 
SYS,NOT 4 





Po~ STX mois 
ETX 




2 STX dnna lo INT JJ!P 
me aoage 
poo ETX en fin INT J.Jl 
• Time out 
Brrour e indétorminéon . 
E5 
phase DED.RSAD SYS NOT 1 
pboee DEll.READ SYS NOT 8 
et terminate 
pbaoe RcScoption SYS NOT 9 
ST,Ba25 ,s. Ba 26 SYS NOT 10 
-




lll . 63 
Traitée par Action 
Opération Puissance au.r la ligne 
PGL Déeactiver 
PGL Déaactiver 
Utilisateur CPUT, SUSP 
Utilisateur CPUT ACTIVATE 
utilisateur CPUT ACTIV . ou abandonner 
utilisateur CPUT ACTIV . ou abandonner 
utilisateur cha~er numéro ligne ou 
abandonner 
utilisateur ignorer 
utilisateur redonner CPUT avec ZE 
correcte 
·-· 








PGL désact iver le ligne 
PGL désactiver la liene 
relancer l'op~ration 3 foie 
et d éeacti ver 
relancer l'opération 3 foie 
et désactiver 
PGL ienorer 
relancer l'opération 3 f oie 
et déooctiver 
ignorer 
reloncer l'opdration 3 foio 
et désactiver 
relonccr l'opération 3 foie 
l'GL et déoact i vor 
relancor l'opdrat ion 3 fois 
et désactiver 














:ro L = ERREUR 








Une Désactivation est la succession des opérations suivantes: 
- lancer HIO si une opération est peut-être en cours; 
- enlever le bit d'ouverture de ligne; 
- mettre le PGL en ERREUR, READ ou WRITE suivant qu'on est 
en lecture ou en écriture; 
- préciser l'erreur dans la zone SYSNOT; 
lors du déroulement d'une macro-instruction, renseigner 
NOTIF 1; 
- s'il y a possibilité que le P.APPL soit dans l'état WAIT, 
positionner CUPI et EX.FLAG pour renseigner et débloquer 
le P.APPL. 
- envoyer un message à la console pour prévenir que la ligne 
est désactivée. 
III.65 
Opérations de désactivation après une erreur survenue lors 
des événements de la première colonne . 
1 
HIO SYST. NOTIF CUPI EX.FL. NL BIT Yiessage 
NOT ERREUR ouv. coneole 
CPUT X X X X X X Message 
CPUT X X X X X X ACTION 
READ X X X X X X X Message 
WRITE X X X X X X X Erreur 
WRITE X X X X X X X · Message 
INT.AN. X X X X X X X 
READ X X X X X X X STX 












2 3 4 5 6 7 8 9 10 , , > td 
CPUT ligne désac-lligne déjt ligne in 









CPUT ligne non ligne in-








CGET mauvaise rien à lire ;::cJ 












CPUT ligne désac- 1 ligne non ligne in mauvaise message à écriture lecture 










-œ,,,g, •jéor,,~:- -------CPUT ACTION ligne désac- ligne non lecture 








-~,,,g,-ip•a-STX-îp••-STX - -------- ---------CGET SYS ligne ampon parité :ac ,l 0 message 2 STX pas ETX 2rreur 
1ndisp. ndisp. trop perdu début · début en fin in.dét. 





















Si l'utilisateur veut corriger lui même les erreurs, il le 
signalera lors du CPUT ACTIVATE. 
Alors le PGL ne fera plus d'essais de correction, ni de 
désactivation de ligne lorsqu'il y a une erreur permanente. 
Il faudrait donc que le CPUT ACTIVATE positionne un bit 
dans la zone ligne B" et les modules du moniteur testerai-
ent ce bit avant d'agir pour savoir dans quel cas ils se 
trouvent. 
En écriture : 
- le P.APPL serait obligé de se mettre en WAIT pour savoir 
si l'opération s'est bien déroulé. 
En lecture : 
- que l'opération se termine bien ou mal, le PGL prévien-
drait le P.APPL, en signalant dans la zone CUPI s'il y 
a eu une erreur ou un message. 
IV .1 
IV. DEUXIEME PROCEDURE. 
· IV. 1 • DIFFERENCES AVEC LA PREMIERE PROCEDURE. 
La Procédure emploie des caractères de contrôle 
(voir schéma 1), permettant d'~changer 
plusieurs blocs composant un message 
tout en vérifiant la manière dont se 
déroule le dialogue et en permettant la 
correction des erreurs. 
Elle sera gérée par un module spécial 
qui enverra et testera les caractères 
de contrôle. 
Le Pool comportera plusieurs buffers, chacun pou-
vant contenir un bloc du message. 
IV.2. MODIFICATIONS APPORTEES A LA PREMIERE PROCEDURE. 
IV.2.1. PRESENTATION DU PROBLEME. 
rv.2.1.1. DEROULEMENT GENERAL. 
Dès que le premier bloc d'un message est arrivé 
depuis un terminal, le PGL est prévenu et peut 
débloquer le P.APPL. 
Ensuite, chaque CGET du P.APPL effectue le 
t~ansfert d'un bloc dans une zone de lecture 
du P.APPL en positionnant des renseignements 
dans Z.NOTIF. 
Lorsque tous les blocs du message ont été trans-
mis au P.APPL, celui-ci est prévenu dans Z.NOTIF 
et il peut envoyer une réponse par CPUT. 
Si le P.APPL va trop vite, le CGET provoque un 
WAIT qui attendra l'arrivée du bloc suivant en 
provenance du terminal. 
La réponse envoyée par CPUT peut remplir plu-
sieLtrs buffers,chaque bloc envoyé videra un 
buffer. 
IV.2 










~--~ ----,..----1% f7 ' ·I 
CGET ZL transfert 
traitement _I· _!• ···-l -- + --J~ 1 
POOL IN 
CPUT ZE ~igne J , 1,, _:· I 1 _t_r _a n_s_f,.._e-;-.;lw;"t~1/T,l{-::--?-'l::.: tt:.:----' I -.--r-- l POOL OUT 
plein · vide 
l~ll. _ _ 
Remarque: 
On pourrait faire plusieurs CPUT successifs, dès après 
le traitement d'un bloc envoyé par le terminal. 
Chaque CPUT remplirait un ou plusieurs buffers du pool 
et le CPUT suivant recommencerait à remplir le premier 
buffer vide du pool. 
Il faudrait alors dans chaque buffer indiquer la longueur 
remplia pour envoyer sur la ligne un bloc de longueur 
voulue. 
Le CPUT essayera d'envoyer le message. 
occupée il positionnera un bit qui sera 
la libération de la ligne. L'opération 
alors initialisée, en enlevant ce bit. 
Si la ligne est 
, ' teste lors de 
d'écriture sera 
IV.3 
IV.2.2. JONCTION AVEC LE PROORAlYThIB D'APPLICATION. 
IV.2.2.1. OPERATIONS DE LECTURE/ECRITURE. 
P.APPL 
Opération lecture. 
MACRO= SVC PGL Canal et interruE-
tion 
c?i ----- -----·---___ D .,!lÙ,_oJue le P. APP 
-- --- ----~ - 0 
/ NbIN) test ~ . 7AIT 
:r:ï:;ool 
...... zorne lecture 
-~------... --- J 
CGT 




FIN r- ----~ ---+ 
NbIN - 1 
FIN 
ET 






lebtu.re de rnier bloc 
ETk ___ ___ î 






P.APPL MACRO= SVC Canal et Interrup-
tion 






message • buffer 
. ZE long.buffer 
1 
+ 1 
nsfert ~ b fer 
.ZE - long.buffer 1 









rv.2.2.2. DISTRIBUTEUR DE TACHES. 
Niveau global : 
La partition télétraitement reprend la main 
dès qu'un bloc est entré dans un pool, en 
provenanœd'un terminal, et pas seulement 
lorsque tout un message est reçu. 
Niveau télétraitement : 
Solution 1) : débloquer WAIT en positionnant 
EX.FL lors de chaque ETB reçu. 
Solution 3) : chaque fois qu'un bloc est arri-
vé dans un buffer, le nombre de 
blocs "Nb" s'augmente de 1. 
Si ce Nb est f o, le PGL sait 
qu'il doit débloquer le P .APPL. 
Résumé : 
- bit PGL 
!:~~~l 
• .
par SUSP du P.APPL. 
- par interruption en fin ETX ou.ErB 
reçu si P.APPL est en SUSP. 
:!-~~-!:~~~l : - lorsqu'il rend la main au DT. 
- bit P.APPL: 
. 
. lorsque DT lève le WAIT; 
- lorsque PGL lève le SUSP. 
- lorsque P.APPL attend 1 messa-
ge (SUSP). 
non_read~ WAIT : 
- lorsque P.APPL attend une fin 
d'I/0. 
IV.6 
IV. 2.2.3. ZONES DE COMMUNICATION. 
IV. 2.2.3.1. "Zone B" ACCESSIBLE AUX MACRO-INSTRUCTIONS. 
Zone B 1 : 
[
- AD CUPI et NOTIF de P.APPL. 
- N° ligne cour~nt, table codes. 
Zone B 2 : par ligne : 









long. de buffer OUT 
NbMax. 
TSFIN NbOUT 
SYS NOT TSF OUT 
Codage 
CUPI. 
Zone B 3: 
- identique à celle de la première procédure. 
Explications : 
Nb IN, Nb OUT 
TSF OUT 
~ (cf. IV.2.3.1.2) 
N° ligne courant, table codes, AD.NOTIFJ cfr. 
et CUPI du P.APPL, AD.POOL IN/OUT, procéd. 
SYS NOT, TSF IN, Codage 1 
AD1 POOL IN . pointeur vers le dernier bloc . 
pris par CGET. 
AD2 POOL IN . pointeur vers le dernier bloc . 
envoyé par le terminal. 
AD1 POOL OUT: pointeur vers le dernier bloc 
envoyé par CPUT. 
AD2 POOL OUT: pointeur vers le derni~r bloc 
envoyé sur la ligne vers le 
terminal. 
IV.7 
Lo~.max.Message : sert à lancer la lecture 
d'un message, c'est la 
longueur maximum que le 
terminal pourra envoyer. 
Long. buffer out : servira à découper le 
message envoyé par CPUT 
en blocs de longueur fixe 
égale à cette longueur de 
buffer. 
IV.2.2.3.2. POOL. 
Il y a toujous deux pools par ligne : 
(
- IN pour la réception, 
- OUT pour l'émission. 
Mais ce sont des pools de n buffers de 
longueur fixe, remplis et vidés de façon cir-
culaire. 
Il y a dans chaque buffer un bit de présence, 





IN: la longueur du bloc s'y 
trouve toujours; 
OUT : éventuellement, la longueur 
du bloc s'y trouvera. 
A. Lors de la réception, chaque bloc est 
placé dans un nouveau buffer, que le 
précédent soit rempli où non. , Il faut 
donc indiquer la longueur du bloc dans 
le buffer. 
B. Lors de l'émission: première possibilité, 
- un seul CPUT découpe une zone écriture 
en blocs de longueur fixe égale à celle 
du bu:ffer, et seul le dernier tne rempli-
ra peut-être pas complètement le buffer, 
sa longueur se trouvera en début de 
pool. 
IV.8 
Lors de ~émission: deuxième possibilité. 
- chaque CPUT découpera une zone d'écri-
ture en blocs. Un nouveau CPUT commen-
cera dans uh buffer différent, que le 
précédent soit plein ou non. Il faudra 
donc indiquer les longueurs de bloc dans 
chaque buffer et plus seulement en début 
de pool. 
rv.2.2.3.2.2. BIT DE PRESENCE DANS CHAQUE BUFFER. 
Pool [Ili:: 
- bit= 1 - si le buffer est rempli par le 
périphérique et est prêt à 
être pris par CGET, 
- bit = 0 
Pool @IT : 
- positionné lors de la réception 
des caractères ETB et ETX. 
si le buffer n'est pas encore 
prêt à être pris par CGET, 
- positionné lors de CGET , après 
le transfert du message hors du 
pool. 
- bit= 1 - si le buffer est rempli par l'u-
tilisateur et est prêt à être 
envoyé sur la ligne vers le ter-
minal, 
- positionné par CPUT, après le 
transfert dans le pool~ 
- bit= O - si le buffer est vidé par le 
périphérique, 
- positionné lors de l'envoi des 
caractères ETB et ETX. 
Re:marg.ue : Les caractères de contrôle seront 
envoyés par le module spécial. 
IV.9 
IV.2.2.4. INSTRUCTIONS DE COMMUNICATION. 
SUSP, CUPI, CGETSYS : idem première procé-
dure. 
1 WAIT 1: - positionné lorsque le P.APPL a 
lancé une I/O,attend qu'elle se 
réalise pour continuer. 
- en réception: levé dès qu'un 
bloc est arrivé. 
- en émission: levé lorsque tout 
le message est envoyé. 
Vérification de la validité: 
TSFIN - positionné lors du lancement d'une 
lecture, 
- enlevé lors d'une fin de lecture 
(ETX reçu). 
TSF OUT - pos itionné lors du lancement d'une 
écriture, 
- enlevé lors d'une fin d'écriture. 






N°ligne courant table codes NOTIF P.APPL • 
., 
AD.POOL IN 1 AD1 POOL I CODAGE 1 
par ligne Nb IN TSF IN 
. 












dit bu fer 
Move pool 
~ ZL avec 
long.Codage 
NbIN = NbIN-1 
bit près= 0 
J AD1 POOL 
Pool modulo n si il y an buffers • 
IV.10 









- IV. 11 
(éventuellement). 
n°ligne courant table codes AD.NOTIF ~AFPL. 
[ 
AD POOL OUT AD1 POOL OUT :W .BUFFER CODAGE 
par ligne-------------------------
TSFIN TSFOUT NB MAX NB OUT 
Organigramme. ' 
NOTIF 5 
Zons ZR - lg. buffer 
avec long.b11ffer 
décodage · 




TSFOUT "' 1 
S1 






READ DEB.READ >----,~ECEPT. 
IN READ 
HIO lecture·encoum 
. _,. r. ciTt 
ATT WRITE () 
0 
lg.ZE - lg. buffer 
Am:E+l • b11ffer 
bit prés= 1 
Nb + 1 
IV.13 
1 CPUT ACTION 1 
a. repositionne une opération de lecture s ans avoir 





ème 1 fois [n°ligne courant NOTIF P.APPL. 
par ligne SFIN TSFOUT NbIN 
par ligne { AD. POOL IN, AD2 POO LIN 





NOT IF 4 
= 01 
1 
TSF IN = 1 
ctJ 
IV. 15 
jcPUT ACTIVATE 1 
par ligne 
Utilisateur ( type nâble n°- ligne I bit" ~ouv.jphase 
n ° ligneL------ -------- -
Code 
NOTIF P.APPLI 
par ligne ( Code AD.Pool IN lg.Max. TSF~ 
Phase 
SYSTEME 




PGL = DEB.READ 1 .__ ________ , 
/ module 
spécial 
AD1 POOL OUT 








ligne no ver 
activée ~N~OT~IF;=;--1:--t 
IV.2.3. MONITEUR DE TELETRAITEJ,ŒNT. 
IV.2.3.1. INFORMATION. 
IV.2.3.1.1. ZONES D'INFORMATION. 
IV .16 
Il y a différentes phases possibles pour 




FIN 1 READ 







si on veut lire 
si ENQ reçu 
si STX reçu 
si ETB reçu 
si ETX reçu 
si on peut écrire 
si ENQ envoyé 
si STX envoyé 
si ETB envoyé 
si ETX envoyé 





TSF IN et TSF OUTserviront à déterminer la 
possibilité pour d'autres macro-instructions 
d'~tre employées. En effet, lorsque TSF IN 
est positionné, une lecture se déroule, et 
lorsque TSF OUT est positionné une écriture 
se déroule. 
Pour contrôler la transmission de tous les 
blocs d'un message : 
en réception: 
- lors du Début de lecture : TSF IN= 1 
- lors de la fin de message (ETX) : TSF IN= 0 
- lors de chaque arrivée de bloc (ETB et ETX), 
on fait NbIN + 1. 




chaque CGET : 
NbIN = 0 mais TSFIN=1, il faut atten-
dre une nouvelle arrivée de 
bloc. 
NbIN = 0 et TSFIN=O, c'est terminé. 
IV.17 
[
- si NbIN ::;:,, 0, on peut prendre un bloc et 
on fait Nb IN - 1. 
en émission: 
- lors du début d'une émission (CPUT) on fait 
TSFOUT = 1 et on détermine le nombre maximum 
de blocs à envoyer (Nb Max.), 
- lors de la transmission d'un bloc dans un buf-
fer, on fait Nb OUT+ 1, 
- lors de l'envoi d'un bloc au terminal: 
- si Nb OUT= 0 mais Nb Max t O, il faut 
attendre le transfert d'un nouveau 
bloc dans le pool. 
- ai Nb OUT= 0 et Nb Max= O, on fait 
TSF oœr = ·o , 
- si Nb OUT> o, on envoie un bloc et on 
fait Nb OUT - 1, Nb Max - 1. 
A tout moment, NbIN indique le nombre de blocs 
restant à traiter par le P.APPL, et NbOUT indique 





svc ffl TSF ETAT l'GI l'GL )l!odllle Can,.1 1 INTERRUP? Pool Pool 
IN OUT ecécial rec u en, IN OUT 
lcPUT J.CT. __ 
I!~-- Vériticat. 
TSP IN X 
PGL X ATT.REAI 
~AJ)~2:(l._, ___ }-- - - -- - - - ~- --- -
----
--------- -- --- -- ----
"~q_i'._ __ [süsp ____ - ::r ~!j'q_ __ 
X DEB.REAI EeOS,PGL 
X N Vér.Pool libre 
X 
----- --
D Sui te module 
X ~}Î!-~--
X ACK 
X §'tK ____ 
X EeNLEV • .!:X.PL 
X llCEPT, N POS. :roL 
X 
--- . - - . r-----
-------
D eui te t:1odule 
X 
_aJlJ!.e _ _ . 
X Bloc .. 
X ~]! ____ .... 
X l., ~ f-' .. X 1'1111 l!F.AD N POS,POOL ~ . . X D i!AJ ADRf POOL ....... 
X POS. PGL ...... 
X 
------
POS • .!:X, :!' L 




X Teot :'lb ,-. 1--
' [~~-~~=~ ----1-------·--- lL - -- ----- ))ébl. Sl!S~ f--, I r--1 X ,__... 
_s_vë_ - X ,--.-. 
Vér1t,Hr, X 




-bit pool= 0 X 
-r--------------- !>IAJ Al> Pool X ~ 
X 
-,CGET svc X ,;.rx ____ 
-1 X 
't"··''"' -1 1 llb + 1 1 O Pos. Poo l -1 ;,IAJ A!Jt Pool -1 PIN2 !!ZAD Poe. PCL -
' -------
Poa,.::X,FL 
lcJi:t.'.L _____ fin 
svc liais on 
JcPUT ---- -- ATT,WR, Z_ÇY1 __ _ _ _ ~ POS, PGL 
' 





UTILISATION ll/,CRO = svc TSF TSF i:UT PGL PGL I/~ CANAL 
INTSRRUPTION Pool Poo 




'.,!esa • 1 bufte1 
P:>S.TSP OUT X 
Nb= 1 X 
.._ 
X ,-
Test phQ88 X ,-
POS.PGL X DEB.'iRITi -








l"Tlëcp'! --------- r -- --- --- ---- -19imi,- --- 4tablir -POOL X Ji.!,1.!,0.~ 
-X 
~r,vfrit'.llb,Nb '----
X l'; !~x '----
X D Vérit' .Pool 
X CiuÎ!•_-_::::1 --
X El,IISSION STX ' 
-





~-!!~ ' -X PI!U WRITi !: ~OS .PGL, !:X,lL 
X :1 Nb- 1 ,\,Irb. :,,x-1 
X D !'J,,J D,ti'ool 
X 
----
V4rif . Hb,N1l :.W 
X suite --- Pool · 
lC ---- ~C!, __ :f [ros.PCL X DEB.'fillTE 1 
X • 1 'ë,n:i;;- - --- --
X E:.C:SSIO!! 
1, .. ;,;_ - -- STX ( .?:nl • .!:T. PL 
X 






X __ F!. 
X Plll2 WRITE r~, .. 3nlov. TS? iJvT 
PO5, .?:X PL 
llb-1 
,--- --




POS . l'G L 









IV.2.).2. MODULE DU MONITEUR: PRCGRAMME DE GESTION. 
DE LIGNES. 
rv.2.3.2.1. PRISE DE CONTROLE DU NL. 
Idem première procédure. 
IV.2.3.2.2. ROLE DU l?GL. 
Le PGL teste d'abord si une ligne est 
ouverte et ensuite si un bloc est arrivé, 
c'est-à-dire Nb.IN 7 O. 
IV.2.3.2.3. ORGANIGRAMME. 
P . A PPL RE A DY 
• Débl. S USP 
PGL NON RE A DY 1 
CPT lignes + 1 
MAJ N° LIGNE 
Mod . n lignes 
, .. 
0 
IV.2.3.3. MODULE SPECIAL. 
IV.2.J.J.1. EXPLICATIONS. 
IV. 21 
- STX ne provoque pas interruption d'appel 
mais un simple request. 
Lorsque CCW lancé par module spécial aura 
reçu un caractère, il sera terminé, et on 
aura une interruption qui analysera le 
caractère reçu. 
On aura toujours : 
- soit ETB, ETX provoquant l'interrup-
tion END ( qui testera - B • C. ~ 0 
- message trop 
court). 
- soit CCW terminé provoquant l'inter -
ruption END. 
- soit INT.AN (Tout, ligne indisponible, 
tampon indisponible, parité). 
Ces interruptions passeront a u module spé-
cial qui ,3.nslysera : 
- où il en est (phs se), 
- le caractère ou l'évènement r eç u 
( 1 ère ligne ) , 
- et décidera l'action à prendre (phase 
de colonne adéquate). 
- En plus des actions indiquées dans le modu-
le spécial, chacune de ces interruptions 
devra : 
- analyser ST, Sense Byte pour · connaître 
la cause d'interruption (employer l'op. 
dre AIO pour terminer l'opération). 
- Mettre PGL ready si c'est fin de bloc 
(ETB, 3TX) et si P.APPL est en SUSP. 
IV .22 
- Tablenu du module spéciql - Explic ations. 
ph~1 ses Evènements . 
- - - -
- -
départ 
PHASES actions à prendre 
pou.r phases d' arriv. 
D'ARRIVEE 
-













BRunchement INconditionnel en fin 
ccw. 
] e n fin CCW, tost du c • r acthre reç u 




lors interruption END, test 
nier caractère reçu 































= test disponibilité 
= test du bit de présence du pool. 
en fin CCW 
lors du SVC 
lors du SVC 
= émission ETB - positionné lors du 
test du Nombre de 
messages restant à 
= émission ETX - envoyer (Nb OUT) 
Time out. 
en fin CCW, test réponse reçue 
test de compte11rs : 
- soit le nombre d'essais voulus 
n'est pas encore réalisé, F 
- soit le nombre d'essais voulus 
a été réalisé, F 
] 
si l'ordinateur est relié à un autre, 
il pourrait ~tre mo ins prioritaire. 
Ce ces ne sera pas traité. 
= test du bit de présence dans le 
buffer du pool. 
] interruption du timer 
(93;:'. 3;:'. 
"d n 
'i s s (tl, ro ro () (/) (/) 
ro (/) (/) 
"d Pl Pl r-+ 
1-'• (f:l (f:l 
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1 Enl~ v~r EX. FL. 
1 2 l llbre ENQ S ',' Sf.i.OT. ù 
El!R .CUPl. 0 
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IV.2.3.3.2. EMPLOI DU TABLEAU. 
Lors de chaque évènement ( première ligne), 
il y a un test de la phase de départ du 
module pour savoir dans qœlle l i gne on se 
trouve : 
- si l'intersection de l'évènement et de 
la ligne de phase 1 de départ donne une 
phase 2: 
- il faut vérifier s'il n'y a pas quel-
que chose à faire, 
- il faut exécuter l'action de cette 
phase 2, 
- il faut remplacer la phase de départ 
1 par la phase 2. 
- si l'intersection est vide, il faut ter-
miner la liaison en signalant erreur in-
déterminée dans SYS .NOT (CUPI) et posi-
tionner EX.FL pour signaler que l'opéra-
tion est terminée. 
Exemple : 
Soit l'évènement _: réception ACKO : 
- le test de la phase donne 21 émission, 
l'intersection avec ACKO donne 30, 
- il faut se diriger en 30 et exécuter les 
actions prévues en dernière colonne. 
Après on aura l'évènement : fin CCW après 
avoir envoyé ETB: 
- le test de la phase donne 30 émission et 
le test du caractère positionné donne ETB, 
donc l'intersection est 61. 
- il faut se diriger vers 61 et exécuter: 
[ 
PGL - FIN 1 WRITE 
= READ-réponse 
IV.30 . 
Après on aura l'évènement fin CCW, après avoir 
reçu ACK@ : 
- le test de la phase donne 61 émission, 
- le test de la réponse donne ACK~, 
- l'intersection est 7. 
Il f~ut donc exécuter les actions prévues et 
se diriger en 7. 
IV.2.3.4. MODULE D1lRREURS. 
IV.2.3.4.1. CLASSEMENT ET TRAITEMENT. 
Il suffit d'ajouter dans les erreurs dues à 
l'utilisateur : 
(3f) fin de lecture de message : si tous les 
blocs envoyés par le terminal ont été 
pris par CGET. 
(3g) pool out plein: si le message est trop 
iong pour trouver place dans le pool. 
IV.2.3.4.2. TOPOORAPHIE DES ERREURS ET SIGNALEMENTS. 
Après CPUT ACTIVATE: 
tampon indisponible} ligne 
ligne indisponible désactivée 
ligne déjà activée 
ligne inconnue 
Après CPUT DEACTIVATE: 














Après CGET : 
erreur pool vide, rien à lire 
Fin lecture 
erreur longueur 
attendre un message 
Après CPUT : 
pool plein 
lecture en cours 
ligne désactivée E.I. 
tampon ind. 
ligne ind. 
ligne non activée 
ligne inconnue 
écriture en cours 
Message à lire 
Après CPUT ACTION: 
ligne désactivée E.I. 
tampon ind. 
ligne ind. 
ligne non activée 
message à lire 
écriture lancée 
lecture lancée 















































EB l fin de liaison 
Parité 
Perte de caractère 
BC /4 0 en réception 
EC 
EG 
,>. ] après 3 essais fin de liaison 
ignorer 
en émission 
pas de STX en début 





après 3 essais 
fin de liaison 
Erreur indéterminée 




fin de liaison 
non traité 
Après 3 essais de correction, on coupe la liaison en 
prévenant par un message console. Ce sera à l'opéra-
teur de décider de désactiver la ligne. 
V .1 
V. TROISIEME PROCEDURE. 
V.1. DIFFERENCE AVEC LA DEUXIEME PROCEDURE. 
Un terminal ne peut envoyer un message quand il le 
désire. Il doit attendre que l'ordinateur emploie 
une méthode de "Polling". Ce la signifie qu'à pé-
riode fixe, il interroge les lignes successivement 
et demande à ch~que terminal s'il a un message à 
lui envoyer. 
L'ordinateur passe à la ligne suivante, soit lors-
qu'il reçoit un message sur la ligne, soit lorsqu-1,il 
a interrogé tous les terminaux et qu'aucun d'eux ne 
àésire lui envoyer de message. 
Lors de l'interrogation, l'ordinateur n'attend pas 
indéfiniment une réponse. Après un temps déterminé, 
si le terminal n'a pas répondu, c'est ~onsidéré 
comme une erreur. 
Cette procédure implique deux différences essentiel-
les. 
1. Il faudra, toutes les secondes par exemple, une 
interruption qui permettra le lancement ~u 
"Polling" sur les lignes. 
L'établissement de la liaison terminal-ordinateur 
sera donc spécial, il faudra peut-âtre question-
ner plusieurs terminaux avant d'entamer la procé-
dure de réception de message. 
2. Une opération de lecture, qui sera demandée1 après 
une écriture ou par les macro-instructions CPUT 
ACTION et CPUT ACTIVATE, préparera simplement la 
ligne concernée pour permettre le lancement du 
"polling" suivant. 
V.2. MODIFICATIONS A APPORTER A LA DEUXIEME PROCEDyRE. 
V.2.1. DEROULEMENT GENERAL. 
Toutes les secondes, une routine d'interruption 
exécute le "polling" sur les lignes le permettant, 
c'est-à-dire les lignes se trouvant dans la phase 
"ATTENTE READ". 
V.2 
Après une écriture, au lieu de relancer une 
lecture, il faut positionner la ligne dans cette 
phase "ATTENTE RE.AD". 
De même les macro-instructions CPUT ACTION et 
CPUT ACTIVATE, après vérification normale et 
ouverture de ligne pour la seconde, positionne-
ront la ligne dans la phase "ATTENTE READ". 
V.2.2. JONCTION AVEC LE PROGRAMME D'APPLICATION. 
V.2.2.1. OPERATIONS DE LECTURE/ECRITURE. 
Opération d'écriture : il suffira d'ajouter au 
n° de ligne, le n° de terminal co~cer-
né. Ces numéros seront les numéros 
courants ( cf. V.2.2.2) ou bien seront 
passés comme p$.ramètres par 11CPUT 11 • 
Opération de lecture : pour chaque ligne il y 
aura une liste de terminaux avec une 
zone qnumér o courant de terminal ''pour 
cette ' ligne. 
Lors d'un "polling" sur une ligne, le module 
spécial se servira de la liste et interrogera 
successivement tous les terminaux de la ligne. 
Dès que le module aura trouvé un terminal prêt, 
il entamera la procédure de réception. Le pro-
chain polling recommencera alors à partir du 
terminal suivant. 
Si le module ne trouve aucun terminal iésireux 
de lui envoyer un message, j_l s'arrête et at-
tend le prochain "polling". 
V.2.2.2. ZONES DE COMMUNICATION. 
Il 
Il faut ajouter dans la "zone B G) , une seule 
fois, le numéro de terminal courant de la ligne 
courante. 
!( 
Il fq ut a jouter dans la "zone B (.g) , une fois 
par ligne, la liste des terminaux de cette ligne 
V.3 
et son numéro de terminal courant. 
Il faut ajouter dans cette "zone B @ ", une 
fois par terminal, les zones "CUPI, codage, 
SYSNOT" et un bit d'activation. 
Bit d'activation: 
L'opération de "polling" ne prendra en con-
sidération que les terminaux dont ce bit est 
positionné à O. 
La console pourra positionner ces bits à O 
par CPUT ACTIVATION (n° de ligne, n° de ter-
minal) pour rendre les terminaux actifs et 
les positionner à 1 par CPUT DEACTIVATION 
n° de ligne, n° de terminal) pour rendre les 
terminaux non actifs. 
V.2.2.3. INSTRUCTIONS DE COMMUNICATION. 
CPUT ACTION : consiste simplement, après 
vérification de validité, à 
positionner TSF IN et à remet-
tre la ligne dans la phase 
"ATTENTE READ" pour que le 
"polling" soit lancé sur la 
ligne. 
CPUT ACTIVATE ,n° ligne) : consiste simple-
ment, après vérification de va-
ldité, à préparer les zones de 
communication d'une ligne, à 
positionner le bit d'ouverture, 
TS.B'IN, et mettre la ligne en 
phase "ATTENTE REAU". 
Le "polling" sera lancé après un test du bit 
d'ouverture et de la phase de la ligne. 
Ces deux macro-instructions enlèvent le bit 
EX.FL qui sera repositionné lors de .la ré-
ception d'un bloc. 
V.4 




uniquement valable depuis la console. 








tabl.e n° lignes 
liste n° terminaux 
avec bits d'activa-





~ - --~"termi na l déjà actif" 
[ non actif J · 
message console 0 
[1] 
bit d'activation 
= 0 [= 1] 
"terminal activé" 
--------~ [désactivé ] r----~ 
'1 
V.2.3. MODULES DU MONITEUR. 
V.2.3.1. MODULE SPECIAL. 
V.5 
En début de lecture de message, il y a la pro-
cédure spéciale de "polling" (cf. schéma 2). 
Elle consiste de la part de l'ordinateur à en-
voyer le caractère ENQ sur la ligne courante, 
vers le numéro courant de terminal. Lorsque 
le terminal répond affirmativement, il y a 
réception normale du message. Lorsque le ter-
minal répond néga t ivement, il y a mise à jour 
du numéro courant du terminal suivant.la liste. 
Lorsqu'on a eu une réponse affirmative ou que 
l'on a testé tous les terminaux, le "polling" 
est terminé pour l a ligne. 
Modifications à apporter au tableau 2. 
Emission : il suff it d'enlever l'évènement "rée 
ENQ" qui -.est impossible( caractère 
invalide), et la phase 6 disparaîtra 
également. 
En fin de phase 4, lorsqu'on recevra 
T4 , il ne faut pas passer en lecture 
mais positionner PGL = ATTENTE READ 
et TSF I N = 1. 
Réception: seul changera l'établissement de la 
liaison (tableau11). 
Lorsqu ' une lecture est lancée, il y 
a d'abord interrogation sur un ter-
minal, avec déclenchement de l'hor-
loge. 
S'il n ' y a rien de la part du termi-
nal ou après 3 essais infructueux1 il 
y a test de la liste des terminaux 
pour continuer à les interroger , 
tous. 
Le "polling" des terminaux peut se 
terminer pour deux raisons : 
1. si un terminal répond affirmati-
vement, la procédure de réception 
est entamée. 
V.6 
2. si aucun terminal ne veut en-
voyer de message, la ligne est 
remise en ATTENTE READ, pr~te 
à relancer le "polling" suivant. 
On signalera l'indication "pol-
ling négatif" dans SYS NOT • 
• 
f'I !Tost -.-1 1,1;! J; 1 C '" M l !Pn0 1-ECEPTIO .-c..l i X:lt:J1 ., ! ' -·· ot< ;-j x x/u ~ :; ; ~I ~ ~je 1. " Test Test rrcst -- -',:! iJ,. ;.:.: 1u t- :_. ;- v &. c.<' ~ P->ol E. ,Q Pool 
- u8/~~1~ ><' 3 ë'_I u " P .. ,lS\! 5 >< "° v. E u • ETAT ';/RITE READ El lQ Tl ~ f- f- f-t...o p:  a ~' 0 ~ ~I~ X , 'fl <Il 
-
;c, I "-' Co '.::" ..J 
l ,-, 1 







1 2 1 s i. pool plein - crn! ur ~ S'i' S ::or l én l C \JPI 1 
2 3 END . 2r.l~v\!r EX. FL S'i ST. ;-:OT • 0 
ERR. Ct:PI • 0 




4 REP. . 
1 
l • conti:1~1-?r polli:1g si ibtc nc-n tcrr:-.L-. ê: <? 
' 0 0 - /\'u\J 'A J POLLI:•!G l' 2 jém 
• im1)rirr.,:!r ~~css. e c r ~'Jr 3 conso~ e-: 
1 ' 
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V.2.3.2. INTERRUPTIONS • 
. 1. INTERRUPTION TI MER TOUTES LES SECONDES: 
Cette routine ut i lise deux zones d' i nforma-
tions qui lui sont réservées: 
1. cpt lignes: compteur de lignes, 
2. Nb maJ_C. lignes : nombre maximum de lignes 
utilisables . 
cpt = lignes 
= 0 
DEBUT 
cpt lignes+ 1 




"polling" de la 
ligne par le 
dule spécial 
0 
2. fin de liaison après une écriture : 
il faut positionner TSFIN = 1 et phase 
ATTENTE READ 
V.9 
au lieu de relancer une lecture comme dans 
la deuxième procédure. 
V.2.3.3. ERREURS. 
Il faut ajouter dans SYS NOT l'indication 
"polling négatif", c'est-à-dire qu.e sur une 
ligne aucun terminal n'a désiré envoyer un 
message. 
VI. PLUSIEURS PROCEDURES ET PLUSIEURS PROGRAMMES 
D'APPLICATION SIMULTANES. 
VI.1. PLUSIEURS PROCEDURES. 
VI.1 
Il faudra un tableau indiquant sous quelle pro-
cédure la ligne travaille (L'indication de pro-
cédure peut également se trouver dans la "zoneB 0 
de ch~que ligne). 
-
no ligne procédure 
- - · ·--
--
-- --
Pour chaque opération sur une ligne, il faut 
d'abord tester sous quelle procédure il faut 
travailler. 
VI.2. PLUSIEURS PROOR.AMMES D'APPLICATION. 
VI.2.1. RECONNAISSANCE DU PROOR.AMME D'APPLICATION. 
Le moniteur doit savoir à quel P • .APPL. s'adres-
se un message en provenance d'une ligne. Il 





n° ligne P .APPL permis 
(Les P.APPL permis peuvent se trouver dans la 
zone B ® ) . 
Vl.2 
Si une ligne peut envoyer des messages pour 
plusieurs P.APPL, il y aura une liste de 
P.APPL à côté de son n° lignefou dans sa zone 
B @ ). 
Le message devra donc indiquer par un code 
reconnaissable par le moniteur, à quel P • .APPL 
il s'adresse. Et lorsque le programme de 
gestion de lignes tr·ouvera un message, il 
devra d'abord tester la validité du code du 
P.APPL. auquel il s ' adresse. 
Ensuite seulement, il pourra débloquer le 
P.APPL. 
VI.2.2. PASSAGE DE MAIN ENTRE LES PROGRAMMES. 
Le PGL examine ligne par ligne s'il y a ~n 
message, vérifie la validité et débloque le 
P.APPL. approprié si celui-ci attend un mes-
sage. Tous les P.APPL. possibles sont déblo-
qués, puis le D.T. reçoit la main. 
C•est le D.T. qui établira les priorités éven-
tuelles en passant d'abord la main au P.APPL. 
plus prioritaire. 
Remarque: 
Ce sont des priorités non préemptives, c'est-
à-dire que chaque programme ne prendra la 
main à un autre moins prioritaire que si celui-
ci s'est arr~té par SUSP ou WAIT. 
VI.3. MODIFICATIONS A .APPORTER. 
VI.J.1. ZONES DE CO:MMUNICATION. 
Il y aura une fois: les tables de codes ser-
vant à l a conversion des messages en 
codes des terminaux ou de l'ordina-
teur, et une zone "P • .APPLIC.courant". 
Il y aura par P.APPL: le n° ligne courant 
AD.CUPI, NOTIF 
les tables de lignes 
permises. 
VL.3 
On peut retrouver ces zones à partir du code 
P.APP~. du message. 
Les tables de lignes permises serviron-t à 
vérifier la validité des macro-instructions 
employant comme paramètre un numéro de ligne 
à laquelle elles s'adressent. 
Il faudra ajouter par ligne, éventuellement, 




VI.J.2. DISTE:IBUTEUR DE TACHES. 
Il débloquera tous les WAIT avant de rendre 
la main à un P • .APPL. 
Oui 





si E X.FL .• , 
- - --;::.=-===-====,.=r- -~ P. APPL = READY 
pour tous 











D.T. passe la main 
au P.APPL. 







L'adresse de retour sera positionnœ par les macro-in-
structions SUSP et WAIT. 
VI.5 
VI.3.3. PROORAMME DE GESTION DE LIGNES. 
Le ·bit d'état du PGL,à l'usage du D.T., sera 
positionné "ready11 par la routine d'interrup-
tion de fin de premier bloc reçu par l'ordi-
nateur, ai le P.APPL. concerné est en SUSP. 
Lors de 1~ réception du premier bloc, l'in-
terruption provoquée par le caractère ETB 
analysera le code P.APPL. du message et le 
mettr~ dans une zone réservée à la routine 
d'interruption. 
Ce code lui permettra d'accéder aux bits d'é-
tat du P.APPL. pour les tester. Si le P.APPL. 
est en SUSP, il f aut positionner le PGL 
"ready". 
Les interruptions de fin de bloc suivantes 
verront que le code est déjà dans la zone 
réservée et n'iront plus tester le P.APPL. 
Ce code sera enlevé par le dernier bloc 
(réception du caractère ETX). 
Le PGL teste toutes les lignes. S'il trouve 
un message, il débloque le P.APPL. corres-




L'exécution de ce travail a permis la mise en 
évidence de deux points essentiels. 
Le premier est la différence entre une 
discussion à un niveau assez général et une 
réalisation. 
On peut garder ses distances vis-à-vis d'un 
problème en proposant des principes de réso-
lution théoriques, nécessitant souvent ,ies 
moyens énormes. Et de même par l'analyse 
d 'opplic 8. t i ons toutes faites pour en re·tirer 
des lignes de conduite plus ou moins justifiées. 
Mllis pour créer une solution en descend.ant au 
niveau de réalisation pratique, on est obligé 
de se . plonger dans le problème et de tenir 
compte de tous ses aspects. 
Ce mémoire se situe à un niveau plue proche 
du second point de vue qu~ du premier. 
Le deuxième point est une conséquence du 
sujet chois i . 
Comme de nombreu..x problèmes touchant à l'in-
formatique, i l se compose d'une mt1lti tude de 
détails et d'interdépendances. Il faut donc 
une ,1ogique r i goureuse pour classer chaque 
élément, lui accorder son importance relative 
et arriver au but sans se perdre en chemin. 
Annexe 1. 


























Liste des abréviations et expressions utilisées. 
lgn pt à pt: ligne point à point, ne reliant qu'un 
seul terminal à l'ordinateur. 
lgn multipt: ligne multipoint, reliant plusieurs 
terminaux à l'ordinateur. 








progr~mme d'application, devant trai-
ter un message envoyé par un terminal. 
programme de gest i on de lignes, distri-
bue aux programmes d'application les 
messages en provenance de différentes 
lignes e t réciproquement . 
distributeur de t§ches principal, per-
met à l'une ou l'autre "partition" 
(ou ensemble de programmes) de se dé-
rouler. 
distributeur de tâches, permet au PGL 
et aux P.;..PPL. de se dérouler alterna-
tivement et correctement. 
Passer la main: Un seul programme peut se dérouler 
effectivement dans l'ordinateur à un 
moment donné. S'il "passe la main" 
à un autre, il s'arrête et permet à 







tout programme est composé d'instruc-
tions successives qui seront exécutées 
à la suite l'une de l 'autre. L'adresse 
de l'instruction suivante .à exécuter se 
trouve dans le Program counter. 
les opéra tions de lecture/écriture 
(I/0), dans l'ordinateur, \se déroulent 
par l'intermédiaire d'un canal et 
peuvent être alors simultanées au dé-










: Channel command word(mot de commande 
du canal). 
C•est une espèce de petit programme 
indiquant à un canal ce qu'il doit 
faire pour exécuter une opération 
d'I/O. 
: Channel command byte (byte de commande 
du canal), indique à un canal divers 
renseignements concernant une opéra-
tion d 1 I/O à diriger, par exemple, 









byte C ount, indique le nombre de 
caractères devant intervenir dans une 
opération d'I/0. 
Exec.flag, information indiquant si 
une opération d 1 I/O est en cours ou 
est terminée. 
Status byte, zone indiquant dans quel 
état se trouve le tampon du terminal, 
c'est-à-dire la zone de transit du 
message entre le terminal et l'ordina-
teur. 
Sense byte, zone indiquant quelle 
erreur s'est produite sur une ligne 
et a mis le t ampon du terminal dans 
1 ' é t e t "erreur" • 
Superviseur call, instruction spéciale. 
Un programme ne peut pas toujours 
employer tout le répertoire d'instruc-
tions possibles. Cependant, par SVC, 
il peut demander à d'autres program-
mes standards d'exécuter une suite 
d'instructions spéciales qui lui sont 
interdites. 
----, 
