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Božanska komedija o Slovencih 
Pelje Vergil Danteja skozi pekel. Spustita se navzdol in prideta do privezanih duš, 
nabodenih na kole. 
Dante: "Kaj so le storili, da tako trpijo?" 
Vergil: "To so morilci in posiljevalci. Nabodeni plačajo za svoje grehe." 
Gresta dalje v naslednji krog in prideta do ubogih, privezanih na kamne, kjer jim 
vrane kljuvajo jetra. 
Dante: "Kaj pa tile?" 
Vergil: "Tile so izdali Božjo skrivnost." 
V naslednjem krogu naletita na jezero polno gnoja, v katerem plavajo neprivezane 
duše. 
Dante: "O lala, tile pa niso niti privezan, niti ograjeni. Kako to? Zakaj pa te duše ne 
pobegnejo?" 
Vergil: "To pa so Slovenci. Vsakič, ko kateri želi priplezati iz dreka, ga drugi takoj 
nazaj potegnejo!" 
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Glavni del diplomske naloge vsebuje raziskavo, analizo in primerjavo IoT 
middleware storitvenih platform. V uvodu je predstavljen IoT, z definicijo, vizijo 
razvoja in uporabo ter njegovo arhitekturo. 
Pri arhitekturi je predstavljena posamezna plast IoT arhitekture, med katere 
sodi tudi plast middleware. Poleg vsega je opisan tudi sistem RFID, ki je povod za 
pojav izraza IoT.  
V poglavju Vmesna programska oprema je predstavljen middleware IoT z 
arhitekturnimi zahtevami  in storitvami, ki jih mora middleware zagotoviti. Le-te so 
razdeljene na ključne funkcionalne in nefunkcionalne storitve. 
Na podlagi zahtev, da so middlewarei odprtokodni, čim bolje dokumentirani in 
da podpirajo čim širšo heterogenost naprav, so bili izbrani trije za detajlni opis in 
kasnejšo primerjavo. 
LinkSmart, OpenIoT in Kaa middleware platforme,  so  detalnjo predstavljene, 
opisana je njihova arhitektura ter zahteve za njihovo namestitev.  
Narejena je primerjalna tabela in grafični prikaz, iz česar je možno razbrati vse 
bistvene lastnosti posameznih middlewarov.  
Na podlagi preučenih middlewarov je ugotovljeno, da storitveno zasnovana 
middlewarea (SOM), LinkSmart in OpenIoT nista dosti boljša izbira kot Kaa, ki je 
dogodkovno zasnovan middleware (EBM). Tudi glede podprtosti heterogenosti 
naprav ni  bistvene razlike,  kljub temu da Kaa lahko podpira več naprav »stvari«, s 
pomočjo podprtosti več programskih jezikov za programiranje klientov.  
Edine bistvene prednosti posameznih platform so v tem, da LinkSmart in Open 
IoT zaradi SOM arhitekture omogočajo lažje vključevanje heterogenih naprav in 
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storitev. Po drugi strani pa Kaa omogoča istočasno nadgradnjo programske opreme 
velikemu številu »stvari«.  
 
Ključne besede: Internet stvari, Vmesna programska oprema, Odprtokodnost, 
Servisno orientirana vmesna programska plast, dogodkovno zasnovana vmesna 










       The main part of the thesis contains the research, analysis  and comparison of the 
IoT middleware service platforms.The introduction consist of the presentation of  
IoT with it`s definition, vision development and use,  and it`s architecture. 
       Each layer of IoT architecture, among which is the middleware layer, is 
presented in the architecture segment. In addition, there is also a description of the 
RFD system, which gave rise to the the term IoT. 
       Middleware IoT with it`s architectural  requirements and services that must  be 
provided, is presented in the Middleware chapter. The mentioned services are 
devided  into key functional and non-functional services. 
       Based on the requirements, that middlewaresneed to beopen sourced, 
documented and  must support the widest possible heterogeneity of devices, three 
were selected for a detailed description and a subsequent comparison. 
       LinkSmart, OpenIoT and Kaa middleware platforms met the above listed 
requirements, for which they were presented in detail by describing their architecture 
and requirements for their installation. 
       A comparative table and graphical representationhas been made, from whichis 
possible to collect all the essential properties  of individual middlewares. 
       Based on the examined middlewares, it is found that service designed 
Middlewares  (SOM), LinkSmart and OpenIoT, are not much better choices than 
Kaa, which is an event - based middleware (EBM) . Even with regard to the 
heterogeneity devices support there is no significant difference, despite the fact that 
Kaa can support multiple devices "things", through the support of several 
programming languages for programming clients. 
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       The only significant advantage of each platform is that LinkSmart and Open IoT, 
due to SOM architecture, enable easier integration of heterogeneous devices and 
services. On the other hand Kaa allows to simultano usly upgrade software to a large 
number of things. 
 
       Key words: IoT, Middleware, Open Sorce, SOM, Event Base Middleware, 




























1  Uvod  
Internet stvari IoT (angl. Internet of things) je nova tehnološka revolucija, kjer 
bodo vse naprave med seboj povezane in bodo lahko med sabo komunicirale. IoT 
nam bo omogočil enostavnejše delo, bolj zdravo življenje itd., iz česar sledi, da bomo 
lahko v prihodnosti živeli bolje in kakovostnejše, saj bo večino dela opravil stroj ter 
nam tako prihranil čas. Ravno zato se veliko truda vlaga v razvoj pametnih mest, 
pametnih hiš, pametnega prometa, pametnega kmetovanja, pametne industrije, 
pametnega zdravstva, pametnega športa itd. 
Za lažje upravljanje naprav na daljavo in obsežnejše vedenje o vsem bo 
potrebno veliko senzorjev, iz katerih bomo pridobivali ogromno količino podatkov. 
Da bi bili kos vsemu temu, se je začel razvoj vmesne programske plasti MW (angl. 
Middleware) IoT, ki bo lahko vse to omogočil.  
Tako bo možno enostavno povezovanje različnih senzorjev raznih 
proizvajalcev z različnimi komunikacijskimi protokoli ter obdelavo podatkov za 
nadaljnjo uporabo v raznih aplikacijah, sistemih itd. 
Middleware bo torej za nas olajšal podporo heterogene strojne in programske 
opreme, ki jih bo prenesel na eno skupno platformo ter tako omogočal enostavno 
uporabo in razumevanje. IoT ima izreden potencial razvoja. Da bi ta potencial znali 
učinkovito izkoristiti, je potrebno spoznati glavne gradnike IoT strukture, med 
katerimi je glavna komponenta middleware. 
Cilj diplomske naloge je prav zato raziskati, predstaviti in primerjati 
middleware platforme ter seznaniti z možnostmi razvoja IoT in tako omogočiti   




Diplomska naloga je sestavljena iz treh glavnih delov: 
- Poglavje IoT, kjer je predstavljen IoT,  njegova definicija, struktura in kakšne 
so možnosti uporabe in nadaljnjega razvoja.  
- Poglavje Vmesna programska oprema, kjer je opisan middleware IoT z vsemi 
svojimi zahtevami, ki naj bi jih middleware IoT izpolnjeval. 
- Izbira in opis s primerjavo middleware IoT platform, poglavje, kjer opisuje 
izbiro platform za detajlni opis in predstavitev glavnih lastnosti posameznega 



























2  Internet stvari 
V tem poglavju je predstavljeno, kako je prišlo do izraza internet stvari (IoT)  
in sistem radiofrekvenčne identifikacije RFID (angl. Radio Frequency 
Identification),  ki je bil povod za razvoj IoT.  Predstavljen bo IoT z definicijo, vizijo 
in zgradbo, ki bo kasneje uporabljen za lažje razumevanje in pisanje o middlewareu  
internet stvari. 
 
2.1  Začetek razvoja IoT 
Trenutno je internet stvar IoT vroča tema v sodobnem svetu, ni pa nov koncept. 
Njegov razvoj se je začel v zgodnjih 80-ih letih 20. stol., ko so na Univerzi Carnegie 
Melon povezali avtomat za pijačo v računalniško omrežje. Programerji so se lahko 
preko omrežja povezali na avtomatih, preverjali njegovo stanje (ali je v avtomatu 
hladna pijača). Tako so rešili problem nepotrebne hoje do avtomata. Izraz IoT se je 
prvič pojavil leta 1999, ko je njegov potencial opisal/predstavil britanski inženir 
Kevin Ashton, ki je tudi sam ustanovitelj laboratorija Auto-ID Center na MIT (angl. 
Massachusetts Institute of Technology). Vse skupaj se je začelo, ko so se v podjetju 
začeli ukvarjati z načrtovanjem in razširitvijo identifikacijskih struktur (RFID). Od 
takrat dalje so sprožili to, kar danes imenujemo Internet stvar [1,2]. 
Leta 1999 je v članku za RFID Journal Ashton napisal, kako bodo stvari same 





Če bi imeli računalnike, ki bi vedeli  vse, kar je potrebno vedeti o stvareh in 
uporabljajo podatke, ki jih stvari zbirajo brez naše pomoči, bi bili sposobni prešteti 
in spremljali vse, kar bi močno zmanjšalo količino odpadkov, izgub in stroškov. 
Vedeli bi, kdaj je stvari potrebno popraviti, zamenjati ali znova poklicati in ali so 
naprave nove ali pa že zastarele. Moramo usposobiti računalnike, da na svoj način  
zbirajo informacije, tako, da bodo sami  videli, čutili svet okoli sebe. RFID in 
senzorska tehnologija omogočata računalnikov opazovati, spoznavati in razumeti 
svet brez omejitev človekovega vnosa podatkov [3]. 
 
Čeprav se je Internet stvari (IoT) pričel razvijati pred desetletji kot zamisel, da 
se z uporabo tehnologije RFID spremlja izdelke ali naprave, pa je danes IoT mnogo 
širše področje. Obsega celo kopico posameznih tehnologij na področju komunikacije 
in povezovanja. IoT tudi sestavljajo različno zasnovane  programske platforme  , ki 
omogočajo zbiranje  podatkov iz okolja, njihovo povezovanje, obdelavo in 
shranjevanje. Za shranjevanje podtkov in kombiniranje s podatki iz drugih zbirk 
podatkov, se najogosteje uporablja platforma  za velik obseg podatkov (angl. big 
data ) oziroma, računalništva v oblaku. Glavni del IoT pa je analiza pridobljenih 
podatkov ter njihova učinkovita uporaba  v  različnih aplikacijah. 
 
2.2  RFID 
Izraz IoT se je pojavil z razširitvijo radiofrekvenčne identifikacije ali drugače 
povedano RFID. Ta tehnologija je ena izmed najbolj razširjenih v arhitekturi IoT za 
identifikacijo, zato je prav, da si podrobno pogledamo, kaj sploh je RFID, kako 
deluje in kakšna je njegova uporaba. 
RFID-tehnologija se je toliko razširila, ker omogoča brezkontaktno branje, 
brisanje, dodajanje in prepisovanje podatkov, shranjenih v pomnilniku RFID-značke. 
Končne naprave RFID (npr. značke RFID) se lahko serijsko proizvajajo, zato so 
relativno poceni. Velika prodornost RFID-ja tudi posledica njegove majhnosti in 




Deluje s pomočjo radijskih valov med čitalcem  in oddajnikom, kjer en čitalnik 
lahko poizveduje in bere tudi po več značkah hkrati. Signale RFID-oddajnikov 
sprejema RFID-čitalec, kar omogoča identifikacijo predmetov, živali in ljudi, na 
katerih je oddajnik pritrjen. Ker RFID-značko beremo s pomočjo radijskih valov, je 
zato odporna proti  najrazličnejši umazaniji na nalepki. Nalepko lahko vstavimo celo 
znotraj paketa, da navzven ni vidna. Podatki, zapisani na nalepki, pa so vseeno na 
voljo. 
Sistem se lahko razširi še z zunanjim sistemom (računalniški sistem), ki skrbi 
za obdelavo informacij, ki jih pridobi od čitalnika. Tako se lahko vse skupaj poveže 
v še večji sistem z več čitalniki in značkami. 
 
Slika 1: Sistem RFID (čitalnik +značka) z razširitvijo [5] 
: 
Sistem RFID deluje tako, da čitalnik oddaja elektromagnetno valovanje pri 
določeni frekvenci. RIFD-značka ta signal sprejme ter odgovori z zahtevanim 
podatkom, če sta anteni sprejemnika in oddajnika uglašeni na isto frekvenco in v 
območju dosega [6]. Podatek je lahko serijska številka RFID-značke, ki je tudi 
identifikacijska številka odzivnika, poljubna  informacija, zapisana v znački, lahko 





Slika 2: Fizični prikaz čitalnika RFID in značke RFID [29,30] 
 
RFID-značka-etiketa (angl. tag) je sestavljena iz dveh delov, in sicer iz 
mikročipa (integriranega vezja),  ki hrani,  procesira podatke ter izvaja modulacijo in 
demodulacijo signalov za potrebe komunikacije, in antene, ki sprejema in oddaja 
radijske signale. V veliki večini primerov sta antena in mikročip zaradi majhnosti 
sestavljena tako, da je značka predstavljena kot nalepka. Lahko pa je tudi v obliki 
kapsule za implantiranje v živa bitja s pomočjo injekcijske igle. 
 









Slika 4: Prikaz implanta - biočipa, ki je sestavljen iz štirih delov – računalniškega mikročipa, zvite antene, 
















Slika 5: RFID implantat z injekcijsko iglo[9] 
 
Poznamo več različnih RFID-značk, ki se predvsem razlikujejo glede na način 
napajanja (pasivne, polpasivne in aktivne) in na način prenosa informacije preko 
radijskih valov (induktivne in elektromagnetne). Induktivne izkoriščajo magnetno 
indukcijo med dvema zankama, elektromagnetne pa izkoriščajo elektromagnetne 
valove [6]. 
 
Slika 6: RFID komunikacija s pasivnimi značkami [1] 
 
Najpogostejše so pasivne značke, ki za svoje delovanje jemljejo energijo iz 
signalov, ki jih odda čitalnik. Signal v anteni značke inducira napetost, ki se uporabi 
za napajanje mikročipa, ta pa čitalniku pošlje identifikator. Domet branja je od nekaj 
centimetrov, pa vse do nekaj metrov. Vse je odvisno od frekvence oddajanja in 
sprejemanja ter antene, ki jo uporabljamo. Aktivne značke uporabljajo energijo iz 
baterij za prenos signala in krmiljenje mikročipa. Posledično se to izraža v velikosti 
značke in ceni zaradi baterije, kot tudi v večji moči in daljšem dometu kot pri 
pasivnih značkah. Obstajajo tudi polpasivne značke, ki za delovanje mikročipa 
potrebujejo baterijo, moč za komunikacijo pa črpajo iz magnetnega polja. Pri 
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pasivnih in polpasivnih značkah  komunikacijo vedno začne čitalnik. Aktivne značke 
pa so lahko za razliko od ostalih dveh pobudnik komunikacije [8]. 
 
2.3  Definicija IoT 
Danes je IoT postal priljubljen izraz za opisovanje scenarijev, v katerih je 
internetno povezljivost in računalništvo sposobno razširiti na različne naprave, 
senzorje in vsakdanje predmete. Trenutno še ne obstaja nobena standardizirana 
definicija, kaj je IoT. Obstaja pa mnogo različnih razlag. Mednarodno 
telekomunikacijsko združenje ITU (angl. International Telecomunication Union) 
predlaga za razlago IoT oziroma njegovo definicijo kot: 
Globalno infrastrukturo za informirano družbo, ki omogoča napredne storitve, 
ki jih je mogoče medsebojno povezovati (fizično in virtualno) v stvar, ki temeljijo na 
obstoječih in razvijajočih, interoperabilnih informacijsko in komunikacijskih 
tehnologijah [10]. 
 
Slika 7: Razlika med internetom ljudi in internetom stvari [1] 
 
Vsem je skupno, da je IoT koncept, v katerem se virtualni svet informacijskih 
tehnologij združuje s stvarmi realnega sveta, se pravi, če katerokoli napravo ali živo 
bitje povežemo v internet in bo sposobno komuniciranja med sabo, lahko govorimo o 
IoT. 
Stvar v IoT je vsak fizični ali virtualni predmet, ki ima možnost povezovanja in 
ima edinstveno identifikacijo [2]. Kot na primer: to je lahko oseba z vsadkom 
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srčnega monitorja, žival z biočipom, avtomobil, v katerega je vgrajen senzor ali 
katerikoli drugi objekt. 
Temu, kar je danes IoT, se lahko zahvalimo na račun večje pasovne širine 
internetnih povezav, večjega naslovnega prostora, izkoriščanje napredka v 
medmrežnem povezovanju, zmanjšanju energetske porabe, miniaturizaciji in padanju 
cen senzorjev in ostalih naprav. 
Še posebej velik preboj pri IoT razvoju je dal IP6, ki je bil tudi sprejet kot 
glavni internetni protokol za nadaljnji razvoj IoT. Protokol IP6 omogoča naslovni 
prostor 2128, kar je približno 3,4 ∗ 1038 naslovov. Za lažjo predstavo, to je približno 
5 ∗ 1028  naslovov za vsakega od približno 6,5 milijard ljudi ali še drugače 
povedano, 6 ∗ 1023  različnih naslovov na m2 Zemlje. Prav zato še kar nekaj časa ni 
bojazni, da ne bi mogel ustvariti dovolj edinstvenih ID unikatnih naslovov za vse 
naprave, za katere bi se lahko identificirale in povezovale med sabo [11]. 
 
2.4  Vizija razvoja in uporaba IoT 
 
Slika 8: Vizija povezovanja z vsem kadar koli, kjer koli in na kateri koli način [12] 
 
Vizija IoT je, da se bo možno povezati z vsem, kadar koli, kjer koli in na kateri 
koli način itd., zato se do leta 2020 napoveduje, da bo v internet stvar povezanih več 
kot 50 milijard stvari. Število povezav se ne bo toliko povečevalo zaradi sodobnih 
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standardnih naprav, kot so računalniki, telefoni, tablice, ampak bolj na račun ne 
standardnih naprav,  strojev  in »stvari« (angl. Things), ki jih bo do takrat povezanih 
že preko 50 %  vseh povezanih naprav [4]. 
 
Slika 9: Prikaz, koliko naprav na osebo je predvidenih do leta 2020 [1] 
 
 
Slika 10: Hitrost naraščanja števila povezanih elementov [13] 
 
Povezane bodo majhne naprave, kot so kompleksni mikroračunalniki ali 
enostavni senzorji z možnostjo avtonomnega delovanja, brez potrebe po dodatnem  




Povezane bodo majhne naprave, ki bodo lahko enostavni senzorji ali pa 
kompleksni mikroračunalniki z možnostjo avtonomnega delovanja, brez potrebe po 
dodatnem  napajanju več let, kot tudi po dodatni potrebni interakciji s človekom [4]. 
Današnje ključne tehnologije, ki se uporabljajo trenutno kot osnova, ko 
razmišljamo o tem, kaj vse je možno pri gradnji rešitve interneta stvari, so v družbi 
najbolj ciljane v pametne hiše (angl. Smart Homes), nosljive naprave (angl. 
Wearables) in pametna mesta (angl. Smart City). Poleg naštetih, ki kažejo največje  
zanimanje javnosti, je tudi veliko možnosti za tiste aplikacije interneta stvari z očitno 
nižjo uvrstitvijo kot npr. industrijski internet (angl. Industrial internet), povezana 
vozila (angl. Connected Car), zdravstvo (angl. Connected Health) ali pametna 
dostava (angl. Smart Supply Chain) [13]. 
 
Slika 11: Rezultat raziskave Q4/2014 IoT Analytics glede zanimanja za določeno uporabo  internet stvari  s 
spleta, Twitterja, LinkedIna [13] 
 
Takih aplikacij, ki interaktivno komunicirajo z napravami in stvarmi okoli nas, 
je že danes veliko in v prihodnosti bo takih naprav in interakcij samo še več.   
 
Primer uporabnih aplikacij v: 
Športu: 
- spremljanje dejavnosti posameznika preko celega dne (prikaz porabe 




 inteligentni promet: 
- optimizacijapoti vožnje, ki prikazuje opozorilna, sporočila in motnje v 
skladu s podnebnimi razmerami in nepričakovane dogodke, kot so 
nesreče ali zastoji v prometu; 
- aktualni prikaz prihodov mestnih avtobusov na posamezna postajališča 
itd. 
 lokacija v realnem času: 
- avtomatski klici v sili v primeru nesreč, reševanja življenj v izrednih 
razmerah; 
- sledenje vozil, izboljšanje logistike in zmanjšanje ukradenih vozil. 
Pametnih mestih: 
- prikaz razpoložljivosti oziroma zasedenosti parkirišč v mestu; 
- senzorji za zgodnje odkrivanje naravnih katastrof (poplav, potresov, 
viharjev idr.) takoj opozorijo ljudi z mobilnimi napravami in prek javnih 
zvočnikov; 
- spremljanje kakovosti okolja, nadzor nad kakovostjo zraka, vode iz pipe 
v mestih itd. 
Pametnih stavbah: 
- pametne stavbe s spremljanjem porabe energije, vklapljanje in  
izklapljanje stikal, varnostnih alarmov, krmiljenj termostatov, 
hladilnikov, pralnih strojev, kavomatov in opekačev itd. 
Zdravstvu : 
- nadzor bolnika z nadzorovanjem njihovih pogojev, ne samo znotraj 
bolnišnice, ampak tudi na daljavo, v domovih za ostarele. 
Industriji: 
- avtomatizacija industrijskih procesov. 
Kmetijstvu :  
- živine, sistemi  za namakanje in hranjenje rastlin, živali; 
- spremljanje zajedavcev in bolezni. 
Energetiki: 
- optimizacija porabe energije,  razpolaganje z raznimi viri. 
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Kako hitro in kam vse se bo še tovrstna tehnologija razširila, je samo še 
vprašanje časa. Kakor se napoveduje, bo to nova revolucija v tehnološkem napredku. 
Že sedaj je ogromno naprav poveznih v internet in z leti se bo število povezav samo 
še stopnjevalo. 
Pri vsem zgoraj opisanem in naštetem sploh ni pomembno kako je naprava 
povezana v internet in kakšna je njena kompleksnost. Pogosto se zato poleg   
Interneta stvari uporablja tudi druge izraze. Cisco je na primer tudi iz verjetno 
nekoliko čistih marketinških razlogov in lastnega globalnega pozicioniranja, z izraza 
IoT prešel na vseobsežni IoE (angl. Internet of Everything) ali internet vsega [4]. 
 
 
Slika 12: Prikaz, kako si Cisco predstavlja Internet vsega, ki zajema povezovanje človek - človek (angl. People 
to people (P2P)), človek- stroj (angl. people to machine ( P2M)), kot tudi stroj – stroj (angl. Machine- to 
machine (M2M) [1] 
 
IoT omogoča zelo veliko možnosti za razvoj in implementacijo v 
najrazličnejših okoljih. A kljub vsem dobrim lastnostim in ponujenim možnostim, 
IoT odpira cel kup varnostnih vprašanj. Z zbiranjem vedno več podatkov lahko  pride 
do zlorabe informaciji o ljudeh in njihovih navadah, kar predstavlja zelo veliko 
tveganje za njegov nadaljnji razvoj, vsaj v smeri, ki je povezana s človekom. 
Kako velik potencial ima internet vsega, nakazujejo vsi že zgoraj našteti 
podatki in naslednja slika skupine Gartner (angl.Gartner inc.), ki IoT daje v sam vrh 




Slika 13: Graf novo razvijajočih se tehnologij  [14] 
 
2.5  Arhitektura IoT 
Internet stvar (IoT) zajema veliko tehnologij, zaradi tega je IoT arhitektura 
sestavljena po plasteh, da lahko v čim večji meri odgovori na zahteve različnih 
panog, podjetij in družb. Na ta način zagotavlja nadzor, varnost čez celo strukturo, 
omogoča enostavno vključevanje in povezovanje novih in sedanjih tehnologij ter 
omogoča modularnost in skalabilnost. Struktura internet stvari je sestavljena iz petih 





Slika 14: Večplastna arhitektura interneta stvari [15] 
 
Plastna arhitektura se deli na dve različni področji z internet plastjo (angl. 
Internet layer) vmes, ki služi namenu skupnega medija za komunikacijo. Spodnji dve 
plasti (robna plast (angl. Edge layer), dostop - prehodna plast (angl. Access Gateway 
layer)) prispevata k zajemu podatkov iz okolice in sistemov,  medtem ko sta  zadnji 
dve vmesna programska oprema (angl. Middleware, MW ) in aplikacijska plast (angl. 
Applicatin layer) na vrhu,  odgovorni za uporabo podatkov v aplikacijah. 
 
2.5.1 Robna plast 
 
Slika 15: Elementi v robni  plasti (senzorji, krmiljene naprave, itd.) [16] 
 
Sloj strojne opreme omogoča povezovanje fizičnih in digitalnih svetov. Kot tak 
lahko opravlja več funkcij, kot so zbiranje podatkov iz sistema ali iz okolja v realnem 
času, kot tudi obdelavo in shranjevanje  informacij v napravah samih za nadaljnjo  
uporabo in obdelavo ter podporo komunikaciji. 
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Robna plast je sestavljena iz pametnih predmetov, integriranih s senzorji, 
aktuatorjev (krmiljene naprave- motorji, stikala itd.),  senzorskih omrežij, naprav za 
identifikacijo, kot je npr. RFID (značk in čitalnikov) in vseh drugih heterogenih 
naprav in senzorjev, ki podpirajo različne komunikacijske standarde. 
Večina senzorjev zahteva  povezljivost preko prehodov (angl. gateways), ki za 
povezavo s prehodom  uporabljajo lokalno omrežje LAN (angl. Local Area 
Network),  (Ethernet in WiFi ) povezave ali osebno omrežje PAN (angl. Personal 
Area Network), (ZigBee, Bluetooth itd. in širokopasovno povezavo UWB (angl. 
Ultra-Wide Band).  
Senzorjem, ki ne zahtevajo prehodov, njihovo povezanost s 
strežniki/aplikacijami lahko zagotavljamo z uporabo prostranega omrežja WAN 
(angl. Wide Area Network), kot so GSM (angl. Global System for Mobile 
communications), GPRS (angl .General Packet Radio Service) in LTE (angl. Long 
Term Evolution). 
Senzorska omrežja, ki uporabljajo nizko moč in nizko povezljivo hitrost 
podatkov,  se običajno imenujejo brezžična senzorska omrežja WSNs (angl. Wireless 
Sensor Networks). 
WSNs so vedno bolj priljubljena, saj lahko sprejmejo veliko senzorskih 
vozlišč,  medtem ko ohranijo zadostno življenjsko dobo baterij in se jih lahko 
vgrajuje na velike površine [17]. 
2.5.2  Dostop – prehodna plast 
Dostop – prehodna plast  je sestavljen iz internetnih prehodov, kot so npr. 
usmerjevalniki (angl. router), Arduino (mikrokontroler), Rasbery Pi (mikro 
računalnik), pametni telefon itd. Prehodi so vmesne naprave med senzorji in 
napravami ter aplikacijami.  




Prehodi omogočajo povezovanje heterogenih naprav, ki iz okolice zbirajo 
podatke ter dostop do interneta plasti (angl. Internet layer), kot tudi povezavo med 
samimi napravami. Tako prehodi IoT omogočajo prenos podatkov iz privatnega 
omrežja (PAN) ali lokalnega omrežja (LAN) v javno omrežje (internet) oziroma 
oblak ter tako informacije popeljejo v širši svet in uporabo.  
Na tak način prehodi zagotavljajo enostaven vmesnik za povezovanje več 
različnih omrežij v eno osrednje omrežje. 
Druge glavne funkcije, ki jih izvaja, so učinkovito zbiranje in varen prenos 
podatkov iz oddaljenih lokacij naprav uporabnikov in aplikacij ter obdelavo, 
redukcijo, filtriranje dobljenih podatkov  in  njihovo  porazdelitev, ki jih aplikacije 
ali naročniki zahtevajo. 
 
2.5.1  Internet plast 
 
Slika 17: Tehnologije omrežij [32] 
 
Internetna plast podpira več različnih tehnologij omrežij, kot so (LAN, PAN, 
WAN, mestno omrežje MAN (angl. Metropolitan Area Network) itd.). Te mreže so 
lahko v obliki zasebnih, javnih ali hibridnih modelov in so narejene za podporo 
komunikacijskih potreb IoT. Za delovanje takega heterogenega sistema z več omrežji 






2.5.2  Middleware plast 
Pri IoT imamo opravka s heterogenimi  napravami in omrežji. Z dodajanjem 
novih tehnologij povečujemo heterogenost. Za lažjo uporabo in omogočanjem čim 
boljšega izkoriščanja teh naprav s strani aplikacij IoT, je potrebno ščititi njihovo 
heterogenost. Zato je bilo potrebno razviti varno, prilagodljivo in semantično (angl. 
sematical) obogateno orientirano storitev middleware za obvladovanje heterogenosti 
naprav.  
Middleware plast je ena od najbolj kritičnih plasti, ki deluje v dvosmernem 
načinu. Omogoča, da je IoT bolj odziven, prilagodljiv in avtomatiziran. Deluje kot 
vmesnik med strojnim slojem na dnu  in aplikacijskim slojem na vrhu. Odgovorna je 
za kritične funkcije, kot so upravljanje naprav (angl. Device Management) in 
upravljanje informacij (angl. Information Management) in tudi skrbi za vprašanja, 
kot so filtriranje podatkov (angl. Data Filtering), združevanje podatkov (angl. Data 
Aggregation),  semantične analize (angl. Semantic Analysis), nadzor dostopa (angl. 
Access Control), odkrivanje informacij (angl. Information Discovery) [15]. 
 
2.5.5  Aplikacijska plast 
Ta plast je na vrhu IoT arhitekture in predstavlja aplikacije, ki so zgrajene za 
različne panoge, kot so: pametne hiše, zdravstvene storitve, upravljanje vozil, 
proizvodnja, logistika, trgovina, okolje, javna varnost, zdravstvo itd. [15]. 
 
 




3 Vmesna programska oprema 
Glavna naloga middlewarea na področju IoT je, da razvijalcem aplikacij 
omogoči poenostavljen dostop do kompleksne arhitekture IoT sistema oziroma v 
njem uporabljene strojne opreme, da o sistemu samem ne skrbijo, ampak se 
prednostno osredotočijo le na reševanje zadanih nalog.  
Middleware zagotavlja plast programske opreme med aplikacijami, 
operacijskim sistemom in komunikacijskim omrežjem tako, da omogoči lažje in 
usklajeno delovanje. Z računalniškega vidika middleware zagotavlja plast med 
programsko opremo in sistemsko programsko opremo [18]. 
 
 
Slika 19: Middleware [31] 
 
V IoT se  uporablja  veliko raznovrstne  komunikacijske tehnologije  in tudi različne 
tehnologije na sistemski ravni in middleware mora vse to usklajeno podpirati. 
Na podlagi značilnosti IoT infrastrukture in aplikacij, ki so zelo odvisne od 
infrastrukture same, lahko naloge middlewarea razvrstimo v dve splošni skupini: 
1) storitve, ki jih  middleware mora zagotoviti in 




3.1  Storitve, ki jih middleware mora zagotoviti 
Storitve, ki jih middleware mora zagotoviti za podporo IoT, lahko opredelimo  
kot: 
- funkcionalne (npr. abstrakcije, upravljanje virov) in kot 
- nefunkcionalne (npr. zanesljivost, varnost in dostopnost). 
 
3.1.1  Ključne funkcionalne storitve 
• Odkrivanje virov ( angl. Resource discovery): 
IoT viri vključujejo raznovrstno strojno opremo (npr.: RFID-značke, senzorje, 
pametne telefone), pomnilniške naprave,  napajalnike, analogno digitalne pretvornike 
(A/D), komunikacijske module, na voljo na teh napravah, in infrastrukturne ali 
omrežne informacije (npr. topologije omrežja in protokoli) in storitve, ki jih te 
naprave zagotavljajo. 
Infrastruktura in okolje IoT je dinamično in je nujno, da se odkrivanje virov 
izvaja samodejno, ker je človekov poseg pri odkrivanju virov neizvedljiv. Ker ni 
infrastrukturnega omrežja,  je pomembno, da vsaka naprava prijavi svojo prisotnost 
in vire, ki jih ta ponuja. Za razliko od centraliziranih distribuiranih sistemov za 
objavo virov, odkrivanje in komunikacijo ni predviden noben namenski strežnik. 
Postopki za odkrivanje morajo tudi učinkovito delovati in primerno porazdeliti 
obremenitev, saj je IoT  sestavljen iz  naprav, ki imajo omejene vire. 
 
• Upravljanje virov (angl. Resource management): 
Vsem aplikacijam mora biti zagotovljena sprejemljiva kakovost storitev QoS 
(angl. Quality of Service). Pomembno pri tem je, da aplikacijam middleware nudi 
storitve, ki te vire upravljajo. Uporabo virov je treba spremljati, jim dodeljevati 
sredstva na enakopraven oziroma pravičen način ter odpravljati konflikte med viri. 
V IoT arhitekturi, še posebej v storitveno usmerjeni arhitekturi SOA (angl. 
Service Oriented Architecture), mora biti podprta morebitna spontana 




• Upravljanje podatkov (angl. Data management): 
Podatki so ključnega pomena v IoT aplikacijah in se pretežno nanašajo na 
podatke, ki jih pridobivajo senzorji in informacije katerekoli mrežne infrastrukture, 
ki je pomembna za aplikacije. IoT middleware mora zagotoviti storitev upravljanja s 
podatki aplikacijam, vključno s pridobivanjem,  obdelavo (vključno s predobdelavo) 
in shranjevanjem podatkov. Predobdelava lahko vključuje filtriranje podatkov, 
stiskanje podatkov, združevanje podatkov. 
 
• Upravljanje dogodkov (angl. Event management): 
Število dogodkov, ki jih IoT aplikacije generirajo,  je lahko izredno veliko in ti 
se upravljajo  kot sestavni del IoT middlewarea. Potrebno je  preoblikovati enostavna 
opažanja dogodkov v pomembne informacije. Ta funkcija zagotavlja analize 
podatkov v realnem času s hitrim prenosom do aplikacij, da jim lahko posreduje 
natančne informacije v realnem času . 
 
• Upravljanje programske kode (angl. management Code): 
Uvajanje in posredovanje kode v IoT okolju je izziv, ki ga mora neposredno 
podpirati IoT middleware. Posebej je pomembna funkcija dodelitve kode in funkcija 
selitve kode. Funkcija dodelitve kode izbere množico naprav oziroma senzorskih 
vozlišč,  ki bodo uporabljeni za doseganje zahtevanih nalog uporabnikov ali 
aplikacij. Funkcija selitve kode prenese kodo iz enega vozlišča/naprave na drugo in 
po potrebi reprogramira vozlišča v omrežju. Koda je prenosna, kar omogoča, da se 
procesiranje kode lahko prenese drugam. 
 
3.1.2  Ključne nefunkcionalne storitve 
• Nadgradljivost (angl. Scalability): 
IoT middleware mora imeti možnost enostavne nadgradnje oziroma razširitve 
tako, da lahko zagotovi podporo hitro naraščajočemu IoT omrežju in vedno novim 
aplikacijam in storitvam. 
IPv6 je zelo primerna rešitev za naslavljanje, ker s 128-bitnim sistem naslovov lahko  
naslavljamo ogromno število IoT enot2128. 
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Virtualizacija je v middlewareu je zelo primeren pristop za razširjenje IoT sistema, 
saj zelo poenostavi pogled na zapletenost  izvedbe osnovne strojne opreme oziroma 
logike  storitve  in samo uporabo. 
 
• Pravočasna odzivnost  (angl. Real time or timeliness): 
Middleware mora zagotavljati storitve v realnem času, saj v večini primerov 
zahtevana operacija ni odvisna samo od  logične pravilnosti, ampak tudi od hitrosti  
skupnega časa trajanja celotnega opravila. 
Sestavni del IoT so številne aplikacije, ki morajo biti odzivne v realnem času 
(npr. transport, zdravstveno varstvo) in je pravočasno posredovanje informacij ali 
storitev v teh aplikacijah ključnega pomena. Zapoznele informacije ali storitve lahko 
sistem naredijo povsem neuporaben in celo v nekaterih primerih nevaren. 
 
• Zanesljivost (angl. Reliability): 
Middleware mora ostati operativen v celotnem času opravljanja zahtevanih 
nalog,  tudi v primeru,  ko prihaja do napak oziroma okvar. Vsaka komponenta ali 
storitev v middlewareu,  mora biti zanesljiva, da zagotovimo splošno zanesljivost, ki 
vključuje komunikacije, podatke, tehnologije in vse uporabljene naprave. 
 
• Razpoložljivost (angl. Availability): 
Middleware podpira IoT aplikacije, še posebej tiste kritične, ki morajo biti na 
voljo ali pa so na voljo ob vsakem času. Čeprav se med delovanjem pojavljajo 
okvare ali napake kjerkoli v sistemu, mora biti čas ponovne vzpostavitve delovanja 
kratek in pogostost napak majhna, da bi dosegli želeno razpoložljivost. 
Middleware mora zagotavljati zanesljivost in razpoložljivost v mejah, ki jih 
potrebujejo aplikacije za zanesljivo delovanje. 
 
•Varnost in zasebnost (angl. Security and privacy): 
Varnost je ključnega pomena za delovanje IoT. V IoT middleware moramo 
upoštevati vse vidike varnosti v vseh funkcionalnih in nefunkcionalnih delih sistema, 
vključno z uporabniškimi aplikacijami.  
Zaradi zanemarjanja varnostnih pravil v middlewareu lahko pride do razkritja 
osebnih podatkov (npr. lokacija predmeta ali osebe). Vsak blok middleware, ki 
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uporablja osebne podatke, mora ohraniti zasebnost lastnika. 
 
• Enostavnost namestitve (angl. Ease-of-deployment): 
Namestitve in posodobitve IoT middlewareu običajno opravlja lastnik naprave. 
Sam postopek mora biti enostaven  in ne sme zahtevati večjega strokovnega znanja 
ali podpore. Izogniti  se je treba zapletenim postopkom za namestitev in nastavitev. 
 
• Podpora (angl. Popularity): 
IoT middleware, tako kot vse druge programske rešitve, mora imeti  
zagotovljeno stalno podporo in razvoj. 
 
3.2  Arhitekturne zahteve 
IoT middleware mora predvsem zagotavljati arhitekturne zahtevke za podporo 
razvijalcem aplikacij. 
 
• Abstrakcija programiranja (angl. Programming abstraction): 
IoT middleware mora zagotoviti zmogljiv in sodoben API vmesnik za potrebe 
razvijalcev. Pomembnoje, da API v svoji zasnovi omogoča ločeno obravnavo  
razvoja aplikacij in servisov od delovanja in osnovnih operacij, ki se izvajajo v  
heterogeni IoT infrastrukturi. Stopnja abstrakcije opredeli, kako razvijalec aplikacij 
vidi sam sistem (npr. na ravni posameznega vozlišča/naprave, na ravni sistema). 
Vrsta vmesnika opredeljuje slog programskega vmesnika, npr. opisni vmesniki 
ponujajo SQL (angl. Structured Query Languag) podobne jezike za poizvedbo 
podatkov, ki temelji na uporabi XML (angl. eXtensible Markup Language) 
programskega jezika. 
 
• Interoperabilnost (angl. Interoperability): 
Middleware mora delovati z raznolikimi napravami, tehnologijami, 
aplikacijami in to brez dodatnih posegov iz aplikacij ali razvijalcev storitev. 
Heterogeni elementi morajo tako zagotoviti možnost medsebojne izmenjave 
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podatkov in storitev. 
Interoperabilnost v IoT  middlewareu  lahko obravnavamo z mrežnega, sintaktičnega, 
semantičnega in smiselnega vidika. 
- Mrežna (angl. Network) interoperabilnost mora zagotavljati izmenjavo 
informacij vzdolž različnih omrežij z uporabo različne komunikacijske 
tehnologije. 
- Sintaktična (angl. Syntactic) interoperabilnost omogoča heterogeno 
oblikovanje in kodiranje struktur o vsaki izmenjavi informacij ali storitev. 
- Semantična (angl. Semantic) interoperabilnost se nanaša na pomen 
informacije ali storitve in omogoča izmenjavo med hitro rastočo in 
spreminjajočo množico naprav in storitev IoT. 
Informacije o storitvah bodo lahko uporabniku smiselno koristile za sestavljanje več 
storitev,  kot semantični podatek, ki  bo bolj razumljiv s strani »stvari« in ljudi, če ga 
primerjamo s tradicionalnimi opisi protokolov. 
 
• Storitvena zasnova (angl. Service-based): 
Middleware arhitektura mora biti storitveno zasnovana tako, da omogoča 
visoko fleksibilnost ob dodajanju novih funkcij v IoT middleware. Storitveno 
zasnovan middleware zagotavlja abstraktni pogled na kompleksno strojno opremo s 
pomočjo množice storitev (npr. upravljanje podatkov, zanesljivost, varnost), ki jih 
aplikacije potrebujejo. 
 
• Prilagodljiv (angl. Adaptive): 
Middleware se mora stalno prilagajati spremembam v okolju, kjer deluje ali v 
novo nastalih okoliščinah. V IoT okolju se mreža in njeno okolje pogosto 
spreminjajo in posledično se pogosto spreminjajo tudi ustrezne aplikacijske zahteve. 
Da bi zagotovili uporabnikovo zadovoljstvo in učinkovitost v  IoT, mora middleware 
podpirati dinamično prilagajanje oziroma samoprilagajanje, da se prilagodi vsem  
spremembam. 
 
• Kontekst obveščenosti (angl. Context-aware): 
Kontekst obveščenosti je ključna zahteva pri gradnji prilagodljivih sistemov ter 
 29 
 
tudi pri obdelavi zaznanih podatkov.  
IoT middleware arhitektura mora biti obveščena o uporabnikih, napravah in 
okolju, da lahko uporabnikom učinkovito ponudi zahtevane storitve. 
• Avtonomnost (angl. Autonomy): 
IoT middleware mora samostojno sam sebe upravljati. 
Naprave/tehnologije/aplikacije so aktivni udeleženci v IoT procesih. Omogočena 
mora biti medsebojna interakcija in komunikacija, brez človekovega posega. 
Uporaba inteligence, vključno s samostojnimi agenti, vgrajeno inteligenco in 
predvidljivim  in proaktivnim pristopom v middlewareu zagotavlja avtonomnost. 
 
• Porazdeljenost (angl. Distributed): 
Zelo obsežno število IoT sistemskih aplikacij/naprav/uporabnikov (npr. WSNs 
in avtomobilska ad hoc omrežja) si izmenjujejo informacije in sodelujejo druga z 
drugo. Te aplikacije/naprave/uporabniki so geografsko porazdeljeni. 
Izvedba middlewarea mora zato podpirati funkcije, ki so porazdeljene preko celotne 






















4  Izbira in opis vmesne programske opreme s primerjavo 
Za primerjavo so izbrane tri middleware platforme: 
- LinkSmart (Hydra) 
- OpenIoT 
- Kaa 
Izbrane so bile na podlagi dostopne in dobre dokumentacije, popularnosti in na 
podlagi temeljnih zahtev po odprtokodnosti (angl. Open Sorce) in čim širšem 
podpiranju heterogenosti naprav.   
Na podlagi zgoraj naštetih zahtev sta bila izbrana dva storitveno orientirana 
middlewarea SOM (angl. Service Oriented Middlewares) LinkSmart in OpenIoT ter 
dogodkovno zasnovan middleware  EBM (angl. Event Based Middleware) Kaa. 
Storitvena zasnova (SOM) je bila izbrana na podlagi preučenih zasnov 
middlewareov, med katerimi je SOM trenutno pokrila največ elementov zahtev 
middlewarea. 
Dogodkovno zasnovana middleware (EBM) arhitektura pa je bila izbrana na 
podlagi dobrega delovanja (dobrih lastnosti) v mobilnih aplikacijah in reakcijskih 
aplikacijah. Prav mobilnost in odzivnost bosta  zaradi vse hitrejšega načina življenja 
























- Storitveno zasnovani  middleware: 
 
 
Slika 21: Arhitektura storitveno zasnovanega middlewarea (SOM) [18] 
 
Za  reševanje vprašanj heterogenosti in neznane topologije omrežja se je 
izkazala kot najprimernejša storitveno usmerjena arhitektura (SOA). Storitveno 
usmerjene arhitekture (SOA) obravnavajo oziroma abstrahirajo vse senzorje in 
aktuatorje kot storitve, z namenom prikriti njihovo raznolikost. To storijo s pomočjo 
opiranja na bazo znanja, ki hrani informacije o senzorjih, aktuatorjih, proizvajalcih, 
fizikalnih konceptih, fizičnih enotah, podatkovnih modelih, modelih napak itd. 
Uporaba skupnih vmesnikov in standardnih protokolov omogoča prožnost pri sestavi 
storitev in zmanjšanje potrebnega časa za prilagajanje na spremembe, ki jih nalaga 
razvoj aplikacij. Storitveno usmerjen middleware (SOM) se uporablja v IoT rešitvah, 
da abstraktne stvari ali njihove meritve jemlje kot storitve. Storitveno usmerjen 
pristop loči funkcionalnosti stvari od informacij o njihovi strojni opremi in drugih 
tehničnih podrobnostih. Tako opredeljene storitve imajo funkcionalne lastnosti, kot 
so vrsta meritev, ki jih ponujajo (npr. merjenje temperature), in nefunkcionalnih 
lastnosti, ki določajo kakovosti informacij (npr. natančnost meritve). 
SOA  sestavljajo trije  glavni akterji, ki neposredno medsebojno komunicirajo:  
- ponudnik storitev, 
- potrošnik storitev, 










Slika 22: Komunikacije med SOA akterji 
 
Poleg osnovnih SOA zahtev mora storitveno usmerjeni middleware (SOM) 
podpirati tri ključne funkcionalnosti: 
- Odkrivanje storitev, ki ima funkcijo objave oziroma registracije storitve  in  
funkcijo iskanja storitev v registru, ki izpolnjuje oziroma ponuja iskano 
funkcionalnost. 
- Sestavljanje storitev se uporablja v primerih, ko odkrite osnovne storitve ne 
izpoljnjujejo v popolnosti iskanih zahtev. V takih primerih se obstoječe 
storitve združi v sestavljeno storitev tako, da ta zagotavlja iskano 
funkcionalnost. Prav tako se lahko sestavljene storitve združi v še bolj 
kompleksne  sestavljene storitve. 
- Dostop do storitev omogoča interakcijo z odkritimi storitvami. 
 
- Dogodkovno zasnovana vmesna Iot oprema (EBM): 
 
 




V dogodkovno zasnovanem middlewareu aplikacije in vsi drugi udeleženci  
medsebojno delujejo s pomočjo dogodkov. Vsak dogodek opišemo s sklopom 
parametrov, katerih specifične vrednosti kažejo na vsako nastalo spremembo od 
začetnega generiranega stanja pošiljatelja. Dogodki se širijo od komponent aplikacije 
pošiljatelja, do komponent aplikacije prejemnika .Dogodkovno zasnovan sistem 
lahko vsebuje potencialno veliko število komponent aplikacij (entitet), ki proizvajajo 
in uporabljajo dogodke. 
Značilno za dogodkovno zasnovane middlewareeje uporaba vzorca objavi / 
naroči. Tak model vsebuje niz naročnikov in niz objaviteljev. Naročnikom je 
omogočen dostop do objaviteljevih podatkovnih tokov preko skupne baze podatkov, 
kjer so tudi registriranina posamezne dogodke. Obvestila o dogodkih se naknadno in 
asinhrono pošljejo naročnikom. Dogodkovno zasnovan middleware je posebej  
primeren za sisteme, kjer je zahtevana mobilnost in je možnost  napak pogosta. 
 
4.1  LinkSmart (Hydra) 
Hydra middleware [19,20], ki je trenutno znan pod imenom LinkSmart, je 
odprtokodni middleware, ki temelji na licenci LGPL (angl. Lesser GNU Public 
License). Ima funkcije, ki omogočajo razvijalcem, da ustvarijo okolijsko inteligenco 
AmI (angl. Ambient Intelligence) storitve in sisteme skozi storitveno orientirano 
arhitekturo (SOA) in arhitekturo za modelno voden razvoj MDA (angl. Model 
Driven Architecture) pristope. LinkSmartje inteligentna programska oprema, ki je 
nameščena med operacijskim sistemom naprave in uporabniško aplikacijo, ki 
komunicira z njo. LinkSmart je zasnovan tako, da programerjem omogoča na 
enostaven način uporabo heterogenih fizičnih naprav v aplikacijah. S pomočjo 
LinkSmart middlewarea so razvili uporabne primere v zdravstvu, kmetijstvu in za 
avtomatizacijo zgradb. 
Middleware zagotavlja spletni vmesnik za enostavno upravljanje spletnih 
storitev, za interakcijo z vsemi fizičnimi napravami, pogoni, aktuatorji, senzorji ali 
podsistemi, ne glede na njihovo omrežno tehnologijo vmesnikov, npr. Bluetooth, RF, 
ZigBee, RFID, WiFi itd. 
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Vse naprave in storitve, ki obsegajo middleware, so vključene v storitveno 
usmerjeno arhitekturo SOA, s čimer zagotavljajo obsežno interoperabilnost na 
sintaktični ravni (angl. Syntactic Level).   
LinkSmart middleware tako obravnava vsako napravo kot spletn ostoritevWS 
(angl. Web Service) s pomočjo standardnih protokolov iz sveta spletnih storitev, npr. 
XML, XSL-t, SOAP, WSDL itd. Tako middleware privede semantične spletne 
tehnologije do ravni naprave, da lahko vsaka naprava deluje kot semantična spletna 
storitev, dostopna drugim napravam, uporabnikom in programskim aplikacijam. 
Ontologije se uporabljajo tudi za ustvarjanje modelov aplikacij, ki omogočajo, 
povezani kontekst (angl. Context Related) s pomensko podporo (angl. Semantic 
Suport). 
Tako zasnovan middleware olajša interakcijo med napravami in aplikacijami, 
da se ne obremenjujejo s podrobnimi informacijami o napravah in njihovih omrežjih.  
Njegova arhitektura je sestavljena iz več komponent upravljanja (angl. 
management components), ki vključuje SM (angl. Service Manager), DeM (angl. 
Device Manager), StM (angl. Storage Manager), CoM (angl. Context Manager), 
PoM (angl. Policy Manager) in NM (angl. Network Manager). Te komponente so 
združene v elementih aplikacije (angl. Application Elements) in elementih naprave 
(angl. Device Elements), odkaterih vsak vsebuje semantično plast (angl. 
SemanticLayer), storitveno plast (angl. Service Layer),omrežno plast (angl.Network 
Layer) in varnostno plast (angl. Security Layer). 
Poleg skupnih in že naštetih funkcij upravljanja vsebuje element aplikacije tudi 
DiM (angl. Diagnostic Manager), OrM (angl. Orkestration Manager), OnM (angl. 
Ontology Manager), EvM (angl. Event Manager). 
Element naprave pa vsebuje še ReM (angl. Resource Manager), QoSM (angl. QoS 




Slika 24: Plasti Hydra ahitekture [20] 
 
LinkSmart za komunikacijo med napravami uporablja P2P arhitekturo omrežja, 
kar mu preko omrežnega upravitelja NM (angl. Network Manager) omogoča IP 
komunikacijske sposobnosti.  
- Omrežni upravitelj (NM) skrbi za izvajanje spletnih storitev za komunikacijo 
D2D (angl. Device to device) med middleware instancami. 
 
Slika 25: Logično povezovanja naprav, prehodov  in aplikacij s specifičnimi omrežnimi komponentami preko 
LinkSmart omrežja, ki temelji na P2P tehnologiji [19] 
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- Upravitelj odkrivanja DisM(angl. Discovery Manager) samodejno omogoča 
odkrivanje naprav v LinkSmart omrežju. 
- Upravitelj dogodkov EvM(angl. Event Manager) zagotavlja časovno, 
prostorsko in sinhronizacijsko ločitev, ki temelji na mehanizmu 
pošiljatelj/sprejemnik PU/SU (angl. Publish/Subscribe). Pri PU/SU se naročnik 
naroči na teme in sprejme dogodke, ki jih pošiljatelj objavi na to temo na podlagi 
mehanizma obveščanja. 
Ločitev v prostoru pomeni, da sta pošiljatelj in sprejemnik lahko del različnih 
postopkov  ali pa sta na različnih vozliščih. 
Ločitev v času pomeni, da pošiljatelj in sprejemnik nista istočasno nujno 
aktivna. 
Ločitev v sinhronizaciji pomeni, da ni nobenih potreb s strani pošiljatelja, da 
čaka na sprejemalca in obratno. 
- Kriptografija in certificiranje (angl. Kripto and Trust) skrbita za varnost s 
pomočjo kriptografske operacije in varnega dostopa. 
 
LinkSmart middlewarerazlikuje med zmogljivimi napravami, ki so sposobne 
namestiti izvoren middleware, in manjšimi enostavnejšimi napravami, ki so preveč 
omejene ali zaprte za namestitev middleware (komponente) .  
Na desni strani slike 21 imamo naprave, ki so sposobne sprejeti middleware in 
s temupravitelja omrežja (NM), upravitelja dogodkov (EvM) in spletne storitve (WS) 
ter vzpostaviti komunikacijo s storitvami na platformi. 
Na levi strani slike 21 pa so naprave, na katerih ni možno namestiti 
middlewarea zaradi omejenosti naprav ali pa zaradi lastniških vmesnikov. Zaradi 
tegaje potrebno uporabiti vozlišča BAN ali PAN, na katerih je Proxy, ki virtualizira 
napravo glede na platformo in omogoči, da vsaka storitev misli, da komunicira z 





Slika 26: Komunikacija med napravami znotraj LinkSmart omrežja [19] 
 
Uporabljene kratice v sliki 26:  
UpnP – univerzalno serijsko vodilo (angl. Universal Plug and Play), NM – 
upravitelj omrežja (angl. Network Management), SM – upravitelj storitve (angl. 
Service Management), CM – upravitelj nadzora (angl. Cotrol Management), WS – 
spletna storitev (angl. Web Service). 
 
Pri vključevanju naprav v omrežje LinkSmart loči pet različnih kategorij 
zmogljivosti  naprav, in sicer od D0 do D4.  S tem, ko naprave loči po kategorijah,  
predpisuje  tudi postopek uvajanja delov middlewarea. 
Najprej je potrebno preveriti, ali je naprava  sposobna gostiti middleware ali 
ne.  
V primeru, da  naprava ni dovolj sposobna, je lahko označena - klasificirana z 
oznako  D0 ali D1.  
Če naprava lahko gosti spletne storitve in ima IP komunikacijske sposobnosti, je ta 
naprava označena z D1, v nasprotnem  primeru pa z D0. 
V primeru, da naprava lahko gosti middleware in ne podpira IP komunikacije, 
imamo napravo D2. 
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D3 imamo, če naprava lahko gosti middleware in ne more nadzirati D0 in D1 
naprave v sistemu. 
D4 pa je, ko lahko gosti midddleware in lahko nadzira D0 in D1 naprave v sistemu. 
Komunikacija znotraj LinkSmart omrežja poteka med D2, D3 in D4 napravami, ki  
gostijo middleware in imajo IP komunikacijske sposobnosti. 
Da bo naprava D2 imela sposobnost IP komunikacije v LinkSmart omrežju, 
potrebuje omrežni most (angl. Bridge) do naprav D3 ali D4 ali namenski strežnik, ki 
ga je potrebno vključiti v IP LinkSmart omrežje.  
D0 naprave so nadzorovane s Proxyji na prehodih in tako so lahko dostopne  z drugih 
vozlišč v omrežju. 
D1 naprave ne morejo gostiti LinkSmart middleware, ampak zagotavljajo podporo 
IP, kar jim omogoča dva različna pristopa do povezave. Lahko se vgradi spletno 
storitev na njej ali ne. 
V primeru, da se ne naredi spletne storitve, mora razvijalec ustvariti storitev 
LinkSmart s pomočjo orodja DDK in to povezati direktno s storitvijo na napravi. Ta 
storitev je Proxy in se namesti na prehodih (angl. Gateway). 
V primeru, ko ima naprava vdelano spletno storitev, se lahko uporabi Limbo 
orodje za izdelavo enostavne spletne storitve (WS), ki bo tekla na napravi. S 
pomočjo Limbo orodja bo v tem primeru tudi generiran odjemalec-klient (angl. 
Client), ki bo integriran v LinkSmart storitve (angl. Services). Tako ustvarjen 
LinkSmart Proxy bo ponovno vključen kot del LinkSmart prehoda. 
 
Zaradi MDA middleware uporablja semantično tehnologijo metapodatkov za 
opis naprav in protokolov na nižji ravni ter semantično vključevanje novih naprav  v 
LinkSmart omrežje v času izvajanja (angl. Run Time) in samodejno ustvarjanje 
gonilnikov programske opreme za spletne storitve. Middleware zagotavlja tri- 
nivojsko odkrivanje arhitekture, ki vključuje semantično, omrežno in fizično 
odkrivanje  naprav in storitev.   
Poizvedbe po napravah se izvajajo lokalno in oddaljeno (angl. Remotely), tako 
da napravo, ki je bila  zaznana v lokalnem LinkSmartomrežju (angl. Local LinkSmart 
Network) lahko zaznamo tudi v oddaljenem LinkSmart omrežju z uporabo P2P 
protokola, ki je implementiran v LinkSmart omrežnem upravljalcu (NM). 
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- Fizično odkrivanje (angl. Phisical discovery) je najnižja plast odkrivanja in 
ima vgrajene specifične protokole za odkrivanje novih fizičnih naprav na prehodih v 
LinkSmart omrežju. 
 
- Plast omrežnega odkrivanja (angl.Network discovery) uporablja UPnP/DLNA 
tehnologijo za najavo odkrite fizične naprave v lokalnem in P2P omrežju. 
 
- Najvišja plast je semantično odkrivanje (angl. Semantic discovery). Odkrita 
naprava se opiše s pomočjo ontologije naprave (angl. Device Ontology) in se preslika 
v enega od v LinkSmartu definiranih tipov naprav. 
Opis se nato shrani v katalog naprav, uporabljenih v aplikacijah DAC kataloga 
(angl. Device Application Catalogue). 
 
Slika 27: Prikaz semantičnega, omrežnega in fizičnega odkrivanja naprav in storitev [20] 
 
Poleg številnih funkcionalnih zahtev, kot so npr. varnost, zasebnost, 
virtualnost, izvajanje storitev, upravljanje podatkov, upravljanje dogodkov in 
upravljanje virov, middleware podpira tudi dinamično rekonfiguracijo in 
samokonfiguracijo (angl. supports dynamic reconﬁguration and self-conﬁguration). 
Tako upravljalec samega sebe SeM (angl. Self Management) omogoča, da 
inteligenten sistem kontrolira svoje delovanje in delovanje samodejno prilagaja na 
spremembe okolja (kontekstu sprememb). 
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Kot primer: Za doseganje kvalitete storitev (QoS) zahtevamo, da sistem deluje 
neprekinjeno čim dlje časa, kar pa lahko povzroči nekaterim enotam težave z 
baterijami. Ker imajo različni komunikacijski protokoli različne zahteve v odnosu 
glede porabe električne energije, zanesljivosti itd., lahko dosegamo čim daljše 
obratovanje sistema tako, da izklapljajo komunikacijske protokole do nekaterih 
naprav, da bi varčevali z energijo. 
 
Pri Hydri so za pospeševanje razvoja razvili paket usposabljanja LinkSmart, ki 
zajema tehnično dokumentacijo, vaje in primere ter orodje integrirano razvojno 
okolje IDE (angl. Integrated Development Environment). IDE  je integrirano v dveh 
glavnih programsko razvojnih platformah, kot sta  Eclipse in Net. 
IDE sestoji iz dveh delov, in sicer iz nabora orodij in knjižnic razreda za 
razvijalce aplikacij, ki se imenuje SDK (angl. Software Development Kit) in orodje 
DDK (angl. Device Development Kit) za lažji razvoj in prilagoditev različnih fizičnih 
naprav, skladnih z LinkSmart.  
 
4.1.1  Zahteve naprav 
Zahteve za namestitev  LinkSmarta middleware: 
JDK 1.7 ali več 
Spomin  Ni minimalnih zahtev. 
Disk Ni minimalnih zahtev. 
Operacijski sistem Ni minimalnih zahtev,testirano na Debian Linux, Windows 7 in 
Apple OS. 
Tabela 2: Zahteve za namestitev LinkSmart [19] 
 
Minimalne zahteve za prehode, na katerih je potrebna namestitev Proxy programa. 
Operacijski sistem Java 1.6, OSGi, .NET 3.5 (or mono with WCF support) 
Spomin  Min 1Gb 





Minimalne zahteve dovolj sposobne naprave, ki ima sposobnost  namestitve: 
- upravitelja omrežja (NM) 
- objavitelja dogodkov (angl.Event Publisher) 
- spletne storitve (WS) za  zagotavljanje  funkcionalnosti  
Operacijski sistem Java 1.6, OSGi 
Spomin  Min 256mb 
Tabela 4: Minimalne zahteve dovolj sposobne naprave [19] 
 
4.2  OpenIoT 
Za IoT rešitve je OpenIoT[21,22] pripravil odprtokodni oblačni middleware, ki 
pridobiva podatke iz oblaka senzorjev in tako ni potrebno skrbeti, kakšen tip senzorja 
se uporablja.  
OpenIoT middleware je zastavljen kot storitveni model (angl. Service model) z 
vsemi  potrebnimi orodji za upravljanje IoT naprav v oblaku. Učinkovito uporablja in 
upravlja z IoT entitetami in viri v oblaku, kot so senzorji, aktuatorji, pametne 
naprave. S pomočjo OpenIoT middlewarea so razvili uporabne primere za pametno 
kmetijstvo, inteligentno proizvodnjo, zaznavanje prenatrpanosti mest, pametno hišo 
in pametnih kampusov . 
Middlewareu  odprtokodnost  zagotavlja licenca  LGLP v 3.0. Trenutno deluje 
na sistemu Linux. Namestitev za Windowse pa je še v izgradnji. 
Sistem OpenIot sestavljata dva middlewarea, eden, ki zagotavlja heterogenost 
naprav s pomočjo funkcionalno razširjenega odprtokodnega middlewarea za podporo 
senzorjev X-GSN (angl. Extended Global Sensor Network), ki podpira fizične kot 
virtualne senzorje in naprave. X-GSN omogoča skalabilnost, QoS, kot tudi 
odkrivanje naprav s pomočjo dinamičnega upravljanja virov DRM (angl. Dynamic 
Resource Managament). X-GSN ne podpira in tudi ni bil zasnovan, da bi podpiral 
interoperabilnosti, varnosti in zasebnosti, zato to podpira middleware za podporo 
aplikacij v senzorskem omrežju LSM (angl.Linked Sensor Middleware), ki je tudi 
odgovoren za  posredovanje, shranjevanje in obdelavo podatkov. Poleg že naštetih 
funkcij, ki jih OpenIoT omogoča, omogoča še QoS, kot tudi upravljalca samega sebe 
SeM (angl. Self Management) 
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Poleg tega, da OpenIoT omogoča veliko funkcionalnost, vsebuje tudi 
uporabniški vmesnik UI (angl.  User Interface) integrirano okolje OpenIoT IDE za 
izgradnjo/uvajanje in upravljanje aplikacij interneta stvari (IoT), kar razvijalcem in 
uporabnikom omogoča enostavno razvijanje in prikazovanje storitev. Za definiranje 
storitev(angl. Request Definition) uporablja grafične module, kar poenostavi in 
pospeši razvoj OpenIoT storitev, saj ni potrebno imeti podrobnega znanja o 
SPARQL jeziku. Poleg enostavnega definiranja uporabniški vmesnik (UI) omogoča 
še avtentifikacijo (dostop za različne uporabnike), odkrivanje (angl. Discover) 
(vizualno odkrivanje/določanje senzorjev glede na njihovo lokacijo in vrsto) in še 
dve glavni komponenti arhitekture OpenIoT: konfiguracijo in spremljanje (angl. 
Configure & Monitoring) ter  prezentacijo (angl. Reqest Presentation). 
 
 
Slika 28: OpenIoT IDE (Integrated Development Environment) [23] 
 
Arhitektura OpenIoT je sestavljena iz sedmih glavnih elementov, razporejenih v treh 





Slika 29: Arhitektura OpenIoT [23] 
 
- Aplikacijska plast (angl. Utility/Application Plane) 
Komponenta za definicije (angl. Request Definition): Omogoča trenutno (angl. 
on the fly) specifikacijo zahtevane storitve za OpenIoT z uporabo vmesnika Web 2.0. 
Vsebuje sklop storitev za določanje in oblikovanje takšnih zahtev, hkrati pa jih 
pošilja v globalni razporejevalnik opravil (angl. Global Scheduler) . 
Komponenta za predstavitve (angl. Request Presentation): Iz ustrezne 
knjižnice izbere vse potrebno za predstavitev storitve (v grafih, zemljevidih itd.) v 
2.0 Web-vmesniku. Za prikaz željenih storitev neposredno komunicira skomponento 
dostava in upravljanje pripomočkov (angl. The Service Delivery & Utility Manager), 
da pridobi ustrezne podatke. 
 Komponenta za konfiguracijo in spremljanje (angl. Configuration and 
Monitoring): Omogoča upravljanje in konfiguracijo funkcionalnosti senzorjev in 
storitev, ki so razporejene v okviru platforme OpenIoT. Poleg tega pa omogoča 
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uporabniku spremljanje stanja različnih storitev interneta stvari, vključno z obsegom 
podatkov, ki jih proizvajajo, in stanje senzorjev, ki so del storitve. 
 
- Virtualna plast (angl. Virtualized Plane) 
Razporejevalnik opravil (angl. Scheduler): Obdela vse zahteve za storitve, ki 
prihajajo iz komponente za definicije in zagotavlja primeren dostop do potrebnih 
virov (npr. podatkovnih tokov). Ta komponenta odkriva senzorje in njim pripadajoče 
podatke, ki jih zahteva komponenta za definicije. 
Shranjevanje podatkov v oblaku (angl. The Cloud Data Storage - Linked 
Stream Middleware Light, LSM-Light): Omogoča shranjevanje podatkov, ki prihajajo 
iz senzorskega middlewarea in deluje kot zbirka podatkov v oblaku. Tu se 
shranjujejo  tudi  metapodatki, potrebni za delovanje platforme OpenIoT. 
 Dostava in upravljanje pripomočkov (angl. The Service Delivery & Utility 
Manager): Ta storitev opravlja dvojno vlogo. Na eni strani združuje podatkovne 
tokove kot zahteva OpenIoT sistem z namenom dostave zahtevane storitve s 
pomočjo poizvedbe SPARQL, ki jo zagotavlja razporejevalnik opravil in jo predstavi 
bodisi v komponenti za predstavitve ali v katerikoli drugi predstavitveni aplikaciji. V 
ta namen komponenta uporablja storitve opisa in identifikacije virov in rezervira  
razporejevalnik opravil. Po drugi strani ta komponenta tudi spremlja in meri 
funkcionalnost sistema in posameznih storitev. Merjenja se uporabljajo za 
obračunavanje storitev in  optimizacijo virov. 
 
- Fizična plast (angl. Physical Plane) 
Senzorski Middleware X-GSNzbira, filtrira, združuje in pomensko označi 
podatkovne tokove iz virtualnih senzorjev ali fizičnih naprav. Deluje kot vozlišče 
med platformo OpenIoT in fizičnim svetom. Senzor Middleware je zgrajen na 
podlagi ene ali več porazdeljenih instanc (vozlišč), ki lahko spadajo k različnim 
administrativnim entitetam. Prototipna izvedba OpenIoT platforme uporablja 






4.2.1  LSM 
Za pridobivanje in obdelavo podatkov, ki nam jih senzorji nudijo, je osrednji 
del arhitekture OpenIoT LSM (angl. Linked Sensor Middleware). V kontekstu 
zaporedja dostave senzorskih podatkov v OpenIoT, LSM obravnava virtualne 
senzorje kot vir vhodnih podatkov. Podatki, ki prihajajo iz virtualnih senzorjev, se 
preoblikujejo v RDF (angl. Resource Description Framework) in se označijo v 
skladu s podprtimi ontologijami. Obstajata dva osnovna načina za uvoz/pretakanje 
podatkov v LSM: poteg (angl. pull-based) in potiskanje (angl. push-based). Pri 
pristopu, ki temelji na poteg, LSM občasno potegne vir podatkov, podobno kot pri 
posredovanju sporočil. Potisni pristop omogoča virom podatkov (npr. XGSN), da 
aktivneje pošiljajo podatke v LSM. Oba mehanizma se uporabljata v OpenIoT 
infrastrukturi. Uporaba sama, prednosti in slabosti so odvisne od primera dejanske 
uporabe. 
 
4.2.2  XGSN 
XGSN (angl. Extended Global Sensor Network) je odprtokodni middleware, ki 
temelji na semantični reprezentaciji senzorskih meta podatkov in opazovanj, ki 
omogočajo zapisovanje in objavljanje podatkov senzorja na spletu. XGSN opravlja 
zajemanje podatkov iz velikega števila naprav po različnih  protokolih in je zasnovan 
kot zelo razširljiva platforma, ki ima velik vpliv na obstoječe zmogljivosti GSN. Za 
razliko od tradicionalnih sistemov upravljanja senzorjev, XGSN obogati virtualne 
opise senzorjev s pomensko obrazloženo vsebino (semantično). XGSN  beleži  
dohodna opažanja senzorjev, proizvede RDF zapise, ki jih pošilja v  LSM, ki  interno 




Slika 30: XGSN dohodna opažanja senzorjev obogatena s semantično vsebino za LSM [24] 
 
Distribucijska narava XGSN omogoča uvajanje različnih oddaljenih instanc, ki 
si medsebojno lahko izmenjujejo opazovane podatke, tako da se podatke virtualnih 
senzorjev lahko združi in uporablja iz drugih oddaljenih virtualnih senzorjev. 
XGSN je sestavni del OpenIoT platforme in zagotavlja zelo prilagodljiv in 
razširljiv sistem za upravljanje življenjskega cikla podatkov senzorjev, od prevzema 
do objave, v okviru semantičnega pristopa v IoT [24]. 
 
 
Slika 31: XGSN instance lahko medsebojno izmenjujejo opazovane podatke na daljavo. Vsak  XGSN pridobiva 
podatke s pomočjo  množice vtičnikov,  s pomočjo katerih je možno na XGSN priključiti fizične kakor tudi 






XGSN ima že vgrajen mehanizem odkrivanja senzorjev ob priklopu. Kot tak 
ima možnost priklopa virtualnih in fizičnih  naprav z uporabo različnih protokolov 
kot so (serijski (angl. serial), UDP (angl. User Datagram Protocol), http (angl. 
HypertextTransfer Protocol), itd.) prek vtičkov (angl. Wrappers). 
 
- generični UDP vtič (angl. Generic UDP wrapper) se lahko uporablja za 
katerokoli napravo, ki uporablja UDP protokol za pošiljanje podatkov. 
- generični serijski vtič  (angl. Generic serial wrapper) podpira zaznavanje 
naprav, ki omogočajo pošiljanje podatkov preko serijskega vmesnika. 
- generični http vtič (angl. http generic wrapper) se uporablja za sprejem 
podatkov iz naprav preko http GET ali POST zahteve, kot npr.brezžične 
kamere AXIS206W. 
 
Poleg že vgrajenih je možno še dodati ostale:  
- TinyOS serijski vtič omogoča interakcijo s TinyOS. Serijsko povratni 
vtič je standardni dostop TinyOS, ki je v paketu TinyOS. 
- vtič za USB-kamero (angl. USB camera wrapper) se uporablja za 
ravnanje s kamerami, povezanih preko USB na lokalnem računalniku. 
Podpira  kamere  z OV518 in OV511 čipom . 
- TI-RFID vtičom ogoča dostop do Texas InstrumentsSeries 6000S6700 
multi-protokol bralnika RFID. 
- WiseNode vtič podpira dostop do WiseNode senzorjev.  
 
V primeru podatkovnih tokov iz XGSN, vtičniki uporabljajo pravila 
preoblikovanja podatkov za vpis podatkov v določenem RDF-formatu, ki je primeren 
za shranjevanje v RDF oblak. Npr: senzorske podatke, ki so v XML obliki, se 
pretvori v RDF-obliko zapisa s pomočjo XSLT transformacije (angl. Extensible 








V primeru namestitev pošiljatelj/sprejemnik (PU/SU) middleware, imenovan 
CUPUS (angl. CloUd-based Publish/Subscribe middleware for IoT), ki je povezan 
prek XGSN-ja, OpenIoT-ju omogoča tudi odkrivanje in zbiranje podatkov iz 
mobilnih senzorjev, kot so: nosljivi senzorji, senzorji vgrajeni v mobilnih 
napravah… 
 
4.2.3  Sistemske zahteve 
Za OpenIoT obstajata dve možni nastavitvi na Linux, in sicer kot binarna ali pa 
kot Oracle Virtaul Box namestitev. 
Za namestitev Oracla Virtual Box  se potrebuje: 
Spomin  2GB 
Disk  12 GB  
procesor Dvojedrni  
Tabela 5: Sistemske zahteve OpenIoT [22] 
4.3  Kaa 
Kaa [25] je prilagodljiva odprtokodna middleware oblačna platforma za 
izgradnjo popolne internet stvari (IoT) rešitve  od začetka do konca (angl. end-to-
end), ki omogoča gradnjo, upravljanje, povezovanjein integracijo aplikacij ter 
pametnih izdelkov v internet stvar. Platforma Kaa ima svoj prostor za izdelke 
imenovane Sandbox, kjer jih dodaja in krepi z različnimi funkcijami ter tako 
povečuje svoj nabor izdelkov. 
Ima tudi uporabne vmesnike za integracijo z zunanjimi  sistemi za upravljanje s 
podatki in analitiko.  
Kaa temelji na licenci Apache 2.0.l, za kar se lahko brezplačno razširi in 
prilagodi, da ustrezajo posebnim zahtevam izdelka ali uporabnika. Na ta način 
ponuja celosten pristop z bogato paleto funkcij in orodij  za razvoj internet stvari, s 
katerimi zmanjša stroške ter čas do trgov. 
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Kaa IoT platforma je sestavljena iz Kaa grozda (angl. cluster), ki vsebuje 
vozlišča z strežniki in Kaa klientov/odjealcev-končnih točk (angl. endpoints), na 
katerih je nameščena komponenta SDK. 
 
Orodje SDK se uporablja za ustvarjanje Kaaklienta/odjemalca,ki je vsak kos 
programske opreme, ki uporablja funkcionalnosti Kaa in je nameščen na povezanih 
napravah. 
 
Slika 32: Prikaz Kaa, na katerega so priklopljene razne naprave in aplikacije [25] 
 
Gradnja končnih točk lahko temelji na programskem jeziku Java, C++, C, 
objektni-C, le-ta jeodvisna od programskega jezika, ki ga podpira naprava, na 
katerem je nameščena komponenta SDK. Kaa zaradi več razvojnih programskih 
jezikov ter različnih povezovalnih tehnologij, kot so npr. Wifi, Eternet, Zigbee, 
Bluetooth, Z-Wave itd., omogoča in  podpira  veliko  heterogenost naprav. 
Med tem ko se komponente SDK vgrajuje v odjemalskih/klientovih aplikacijah 
oziroma v priključenih napravah in se implementira za izvajanje v realnem času z 
dvosmerno izmenjavo podatkov s strežnikom in omogoča preoblikovanje podatkov v 
standardno obliko, preden se prenesejo v omrežja (angl. datamarshalling), strežnik 
Kaa nudi vso hrbtno (angl. back-end )funkcionalnost, ki je potrebna za delovanje 
tudi obsežnih in kritičnih IoT rešitev. Skrbi za vso komunikacijo med povezanimi 
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objekti, vključno s konsistentnostjo podatkov in varnostjo ter  interoperabilnostjo 
naprav.  
Kaa deluje na principu profiliranja, saj ustvari profil končne točke, ko se ta 
registrira v sistem. Profil končnih točk se lahko uporabi za organizacijo končnih točk 
v skupino in to se lahko uporablja za pošiljanje ciljanih obvestil nekaterim napravam, 
kot npr. prilagoditev programske opreme za komunikacijo z drugimi napravami. 
 
Najemnik (angl.tenant) v Kaa je ločen subjekt, ki vsebuje svoje končne točke, 
aplikacije in uporabnike.  
Kaa grozd je sposoben podpreti več najemnikov (angl. multiple tenants) s 
številnimi aplikacijami na vsakega najemnika. Kot je prikazano na spodnji sliki, 




Slika 33: Prikaz Kaa grozda, ki vsebuje Tenant A, B in C. Najemnik  A vsebuje štiri uporabnike Alice, Bob, Chris, 
Dylan, ki uporabljajo določene aplikacije skončnimi točkami [25] 
 
4.3.1  Struktura in delovanje 
Kot je bilo že v uvodu Kaa omenjeno, je platforma Kaa sestavljena iz Kaa 
grozda in končnih točk SDK. 
Kaa grozd pa je sestavljen iz Kaa strežnikov, ki uporabljajo Apache Zookeeper 
za koordinacijo med strežniki (nadzora (angl. Control), operative (angl. Operations),   
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samo zagona (angl. Bootsrap)) in njihovimi storitvami, kiso del Kaa vozlišča. Kaa 
administrator lahko te storitve  strežnikov vsako posebej omogoči ali ne omogoči. 
Poleg tega Kaa grozd zahteva tudi SQL in  NoSQL podatkovne baze, ki pa niso 
lastne podatkovne baze, ampak so baze drugih proizvajalcev. 
Za lažje upravljanje Kaa platforme ta vsebuje tudi spletni vmesnik (UI), ki je  
integriran v nadzornem strežniku CoS (angl. Control Server) in omogoča uporabniku 
kreiranje aplikacij, registriranje in konfiguriranje končnih točk ter kreiranje skupin 
končnih točk (angl.endpoints grup). 
 
 
Slika 34:Prikaz Kaa grozda z njegovimi storitvami [25] in prikaz Kaa SDK komponente vgrajene v 
napravah [26] 
 
4.3.1.1  Kaa grozd 
Vozlišče grozda Kaa (angl. Kaa closter node) vsebuje storitve, operativnega 
strežnika OpS (angl.Operation Server), strežnika samo zagona BoS (angl. Bootstrap 
Server) ter nadzornega strežnika (CoS). 
- Kaa nadzorni strežnik  (CoS) 
Kaa storitev nadzora, ki je servis nadzornega  strežnika (CoS) Kaa, je zadolžen 
za celotno upravljanje s sistemskimi podatki, obdelavo API klicev iz spletnega 
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uporabniškega vmesnika (UI) in drugih zunanjih integriranih sistemov ter pošiljanje 
obvestilza  operativne strežnike (OpS). 
Nadzorni strežnik (CoS) upravlja tudi s podatki, ki soshranjeniv zbirki-bazi 
podatkov neodvisno za vsakega najemnika in o posodobitvi podatkov obvešča vse 
operativne strežnike (OpS) preko Thrif protokola. 
Nadzorni strežnik (CoS) vzdržuje, tudi ažurira seznam razpoložljivih 
operativnih strežnikov (OpS), za katere pridobiva podatke od Zookeeperja. Poleg 
tega nadzorni strežnik (CoS) zagotavlja uporabniški spletni vmesnik (UI), ki 
uporabnikom omogoča ustvarjanje aplikacij, registracijo in nastavitvene parametre, 
ustvarjanje končnih točk skupin itd. 
Za podporo visoke razpoložljivosti mora Kaa grozd vključevati vsaj dve 
vozlišči z omogočeno storitvijo za nadzor (angl. Control Service). Ena izmed njih je 
aktivna, druga pa je v stanju pripravljenosti. V primeru, da odpove aktivna enota ali 
aktivno vozlišče s storitvijo nadzora (angl. Control Service), Zookeeper obvesti 
enega od nadzornih strežnikov (CoS) v pripravljenosti (angl. Standbay) in ga aktivira 
ter tako ponovno vzpostavi storitev nadzora. 
 
 





- Kaa  operativni strežnik(OpS) 
Operativni strežnik (OpS) je zadolžen za sočasno upravljanje večkratnih 
zahtevkov od večjega števila (klientov/odjemalcev). Najpogostejša in hkrati naj-
splošnejša opravila operativnega strežnika (OpS) vključuje registracijo končnih točk, 
posodobitve profila končnih točk, konfiguriranje sprememb-posodobitve distribucije 
in sporočanje sporočil o izvršeni dostavi.  
Več vozlišč z omogočeno operativno storitvijo (angl. Operations service) se 
vstavi v Kaa grozd z namenom horizontalne rasti. V tem primeru bodo vse 
operativne storitve delovale hkrati in konkurenčno.V primeru okvare ali izpada 
kateregakoli operativnega strežnika (OpS) se končne točke samodejno preklopijo na 
druge razpoložljive operativne strežnike. 
Kaa grozd zagotavlja instrumente za obvladovanje delovne obremenitve in 
ponovno uravnoteženje v času izvajanja, tako da učinkovito usmerja končne točke na 
manj obremenjena vozlišča v  grozdu.  
 
- Kaa Bootstrap strežnik (BoS) 
Kaa strežnik samo zagona (BoS) jezadolžen za usmerjanje - pošiljanje končnih 
točk na operativne strežnike(OpS). Svoj seznamaktivnih vozlišč operativnih 
strežnikovpa vzdržuje in usklajuje s koordinacijo ZooKeeperja. 
Končne točke pa imajo vgrajeno listo strežnikov samo zagona (BoS) in 
informacijo o dani Kaa namestitvi. To listo končne točke uporabljajo za 
povpraševanje po BoS strežnikih/storitvah in pridobivanje spiska trenutno 
razpoložljivihoperativnih (OpS)strežnikov/storitev, kot tudi pridobivanje varnostnih 
zagotovil, informacij za prijavo. 
 
4.3.1.2  Končne točke  
Kaa končna točka (angl. Endpoint)je aplikacija, ki uporablja Kaa 
klienta/odjemalca SDK in je nameščena na povezani napravi. Kaa klient (končna 
točka) SDK zagotavlja vse funkcionalnosti za komuniciranje s Kaa strežnikom, z 
upravljanjem podatkov na lokalni ravni v odjemalčevi aplikaciji (angl. client 
aplication) kot tudi zagotavlja API- integracijo.  
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SDK klient povzema komunikacijski protokol, obstojnost podatkov in druge 
implementirane podrobnosti, ki so lahko specifične za vsako konkretno rešitev, ki 
temelji na Kaa.  
 
4.3.1.3  Programski produkti ostalih proizvajalcev 
- Apache ZooKeeper  
Na splošno je ZooKeeper centralizirana storitev za vzdrževanje informacij o 
konfiguraciji, imenovanjih ter zagotavlja sinhronizacijo distribuiranih 
strežnikov/storitev in omogoča skupne storitve [28].  
V sistemu Kaa, Appache Zookeper skrbi za razvoj, vzdrževanje in omogoča 
zanesljivo distribuirano razporejanje vozlišč (angl. Node )Kaa grozda, v katerih so 
storitve (nadzora, samozagona in operativne storitve). 
Vsako Kaa vozlišče podaja informacijo o parametrih povezave, omogočenih in 
naloženih storitvah. Druga Kaa vozlišča te podatke uporabijo, da dobijo seznam 
svojih sosedov, da lahko vzpostavijo komunikacijo z njimi. 
 
Slika 36: Pretok komunikacije med Kaa servisi  in podatkovno bazo [25] 
 
- Baze podatkov SQL 
SQL baze podatkov se uporablja za shranjevanje metapodatkov o najemnikih, 
aplikacijah in skupin končnih točk itd.  Ti podatki se izmenjujejo med končnimi 
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točkami. Za zagotovitev visoke razpoložljivosti Kaa grozda je potrebno SQL baze 
postaviti v obliko grozda. 
- Baze  podatkov NoSQL  
NoSQL baze podatkov se uporablja za shranjevanje informacij o končnih 
točkah profilov, obvestil, konfiguracij itd. Velikost teh informacij narašča linearno s 
številom končnih točk, ki so v dotičnem Kaa grozdu. Vozlišča NoSQL baz podatkov 
se lahko nahajajo skupaj s Kaa vozlišči na istih fizičnih ali virtualnih strojih. V tem 
trenutku Kaa podpora Apache Cassandra in MongoDB kot podatkovne baze NoSQL.  
 
4.3.2  Sistemske zahteve in podprtost 
V spodnjih tabelah so podatki o sistemskih zahtevah Kaa in podprtosti končnih 
točk.  
Podprtost končnih točk 
Operacijski sitem 
( končne točke) 
Strojna oprema 
( končne točke) 
Programski jeziki 
Android Intel-Edison Java 
IOS Raspberry Pi C 
Linux Econais C++ 
Snappy Ubuntu LeafLabs C- objektni 
QNX UDOO  
Windows Texas Instruments CC3200  
 ESP8266  
 ARTIK  
Tabela 6: Podprtost končnih točk [25] 
 
Zahteve sistema za namestitev Kaa in  Sandbox 
Operacijski sistem ram Druge zahteve 
64bit  linux 4 GB Omogočena virtualizacija v BIOSU 




4.4  Primerjava 
Za izbrane in opisane middleware platforme Hydra, OpenIoT in Kaa je 
opravljena primerjava glede na opredeljene funkcionalne in nefunkcionalne storitve, 
ki jih middleware mora zagotoviti ter arhitekturne zahteve, ki so opisane v poglavju 
3 Vmesna programska oprema. 
Poleg tega so v tabeli prikazane zahteve za namestitev middlewareov, zahteve 
končnih naprav in njihova podprtost za programiranje. 
  Hydra OpenIoT Kaa 
funkcionalne zahteve 
Odkrivanje virov  DeD, NeD,SeD  DeD, NeD, SeD DeD, NeD, EvD 
Upravljanje virov podpira podpira podpira 
Upravljanje podatkov DS, DP(a,f) DS, DP(a,f) DS, DP(a,f) 
Upravljanje dogodkov podpira podpira podpira 
Upravljanje programske 
kode ni info. ni info. CA 
ne funkconlane zahteve  
Nadgradljivost AL, NL AL, NL AL,NL 
Varnost podpira podpira podpira 
Razpoložljivost ni info. ni info. podpira 
Zanesljivost  ni info. ni info. podpira 
Pravočasna odzivnost podpira podpira podpira 
Zasebnost podpira podpira podpira 
Podpora ima ima ima 
arhitekturne zahteve 
Abstrakcija programiranja podpira podpira podpira 
Intereoperabilnost Nel,SI,Sel Nel,SI,Sel Nel,SI,Sel 
Kontekst obveščenosti podpira podpira podpira 
Avtonomnost podpira podpira podpira 
Prilagodljivost DA DA DA 
Storitvena zasnova  je je ni 
Porazdeljenost podpira podpira podpira 
teststirane namestitev middleware 
Linux Debian  Ubuntu 
Ubuntu(16.04/14.04), 
CentOS6.7 
Windows windows 7   V izgradnji   
Apple  OS da     
zahteve  
Arhitektura  operacijskega 
sistema / / 64bit 
Procesor  ni  min zahtev  dvo jedrni / 
RAM  ni  min zahtev  2GB 4GB 
Disk ni  min zahtev  / / 
končne naprave 
Podprtost jezikov  Java  Java  Java, C,  C++, C-objektni  
Spomin  min JVM 256MB- 1GB / 70MB 
Spomin   min  C     
10KB RAM and 40kB 
ROM 
 
Tabela 8: Primerjalna tabela Hydra, OpenIoT, Kaa middleware platform 
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Funkcionalne zahteve:  
Vsi obravnavani middlewarei omogočajo samodejno odkrivanje naprav DeD 
(angl. Device Discovery), omrežij NeD (angl. Network Discovery) v IoT- omrežju.  
Storitev SeD (angl. Service Discovery) uporabljata  LinkSmart in OpenIoT,  ki 
sta storitveno usmerjena middlewarea, med tem ko Kaa uporablja EvD (angl. Event 
Discovery), saj je dogodkovno usmerjen middleware. 
Prav tako vsi middlewarei zagotavljajo aplikacijam primerno upravljanje virov 
(angl. Resource Management), sprejemljivo kakovost storitev (QoS) in odpravljanje  
konfliktov med viri. IoT Middleware mora  zagotavljati storitev upravljanja s podatki 
(angl. Data Managemanet) aplikacijam, vključno s pridobivanjem, obdelavo 
(vključno s predobdelavo) in shranjevanjem podatkov. Predobdelava podatkov DP 
(angl. Data Preprocesing) lahko vključuje filtriranje (f) (angl. Filtering) podatkov, 
združevanje (a) (angl. Aggregation) podatkov,stiskanje (c) (angl. Compression) 
podatkov. Stiskanja podatkov ne podpira nobena od primerjanih platform. 
OpenIoT uporablja za shranjevanje kar LSM, med tem ko LinkSmart uporablja 
MongoDB, Kaa pa podpira (Handoop, MongoDB, Oracle NoSQL database, 
Cassandra). 
Vse tri platforme omogočajo upravljanje dogodkov EvM (angl. Event 
Management), kar omogoča analizo podatkov s primerno odzivnostjo in hitrim 
prenosom do aplikacij. Aplikacije lahko tako posredujejo natančne informacije v 
realnem času. 
Upravljanje programske kode (angl. Code Management) omogoča postavitev 
programske kode CA (angl. Code Allocation)in njeno migracijo CM (angl. Code 
Migration). 
Kaa podpira postavitev programske kode tako, da omogoča nadgradnjo kode  
vsem napravam hkrati preko centralizirane distribucije. To pa je velika prednost pred 
ostalima dvema midlewareoma v primeru, ko moramo nadgraditi veliko končnih 
stvari-naprav. 
 
Nefunkcionalne zahteve:  
IoT middleware mora imeti možnost enostavne nadgradnje oziroma razširitve, 
da lahko zagotovi podporo hitro naraščajočemu IoT omrežju in vedno novim 
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aplikacijam in storitvam. Vsi trije middlewarei podpirajo nadgradljivost (angl. 
Scalabillity) aplikacijskega nivoja AL (angl. Aplication Level), kakor tudi omrežnega 
nivoja NL (angl. Network Level). 
Vsi trije middlewarei zagotavljajo varnost (angl. Security) in zasebnost (angl. 
Privacy) v vseh funkcionalnih in nefunkcionalnih delih sistema, vključno z 
uporabniškimi aplikacijami, saj samo na tak način lahko zagotovijo, da ne pride do 
razkritja osebnih podatkov, kot na primer lokacija predmeta ali osebe. 
Vse platforme omogočajo obdelavo podatkov v realnem času (angl. Real 
Time). Da bi se hitreje lahko obdelalo podatke, se lahko del analize opravi kar na 
končnih napravah, če so končne naprave dovolj zmogljive. Na tak način se 
middleware delno razbremeni procesiranja podatkov. To je uporabno še posebej  pri  
pametnem prometu, ko vsaka stotinka šteje in prepreči možno nesrečo. 
Middleware mora ostati operativen v celotnem času opravljanja zahtevanih 
nalog, tudi v primeru, ko prihaja do napak oziroma okvar. Čeprav se med delovanjem 
pojavljajo okvare ali napake kjerkoli  v sistemu, mora biti čas ponovne vzpostavitve 
delovanja kratek in pogostost napak majhna, da bi dosegli želeno razpoložljivost. 
Middleware mora zato zagotavljati zanesljivost in razpoložljivost v mejah, ki jih 
potrebujejo aplikacije za zanesljivo delovanje. Kaa zgotavlja razpoložljivost (angl. 
Availability) z dodatnimi strežniki, ki so v stanju pripravljenosti, zanesljivost (angl. 
Reliability) pa zagotavlja z ZooKeperjem, ki opravlja sproščanje in dodeljevanje 
virov. 
 




IoT middleware mora zagotoviti zmogljiv in sodoben API vmesnik za potrebe 
razvijalcev. Pomembno je, da API v svoji zasnovi omogoča ločeno obravnavo 
razvoja aplikacij in storitev od delovanja in osnovnih operacij, ki se izvajajo v 
heterogeni IoT infrastrukturi. Vsi trije middlewarei ponujajo opisni vmesnik za 
poizvedbo podatkov, kakor tudi kreiranje zahtev. OpenIoT ima zelo dober 
uporabniški vmesnik za kreiranje zahtev, ki uporablja blokovno sestavljanje, tako da 
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ni potrebno imeti znanja o programiranju.  
Vse tri platforme podpirajo interoperabilnost z mrežnega NeI (angl. Network 
Interoperable), sintaktičnega SI (angl. Syntactic Interoperable), insemantičnega SeI 
(angl. Semantic Interoperable) vidika. 
- Z mrežnega vidika zagotavlja izmenjavo informacij vzdolž različnih 
omrežij z uporabo različne komunikacijske tehnologije. 
- S sintaktičnega vidika omogoča heterogeno oblikovanje in kodiranje 
struktur o vsaki izmenjavi informacij ali storitev. 
- S semantičnega vidika se nanaša na pomen informacije ali storitve in 
omogoča izmenjavo med  hitro rastočo in spreminjajočo množico naprav in 
storitev IoT. 
Informacije o storitvah bodo tako lahko uporabniku smiselno koristile za sestavljanje 
več storitev, kot semantični podatek, ki bo razumljivejši s strani »stvari«in ljudi, če 
ga primerjamo s tradicionalnimi opisi protokolov. 
IoT middleware arhitektura mora biti obveščena o  uporabnikih, napravah in 
okolju, da lahko učinkovito ponudi zahtevane storitve uporabnikom. Zato je pri  
LinkSmart, OpenIoT in Kaa middlewareu, kontekst obveščenosti (angl. Context - 
Aware) ključen pri gradnji prilagodljivih sistemov ter tudi pri obdelavi zaznanih 
podatkov. 
Tako kot podprtost avtonomnosti, ki je zagotovljena z vgrajeno inteligenco  v 
vseh treh middelwareih, vsi trije middelwarei podpirajo dinamično prilagajanje DA 
(angl. Daynamically Adaptive) middlewarea, kar jim omogoča, da se prilagajajo 
spremembam na novo nastalih okoliščinah . 
 
LinkSmart in OpenIoT so storitveno zasnovani. Taka zasnova jima omogoča 
visoko fleksibilnost ob dodajanju novih funkcijter stvari-naprav v IoT middleware ter  
zagotavlja abstraktni pogled na kompleksno strojno opremo s pomočjo množice 
storitev (npr. upravljanje podatkov, zanesljivost, varnost), ki jih aplikacije 
potrebujejo. 
V IoT je zelo pomembna geografska porazdeljenost (angl. Distributed) 
sistemov, saj se samo na tak način lahko pridobi podatke od vsepovsod in kadar koli. 




Vsi trije sistemi delujejo na operacijskem sistemu Linux, z različnimi 
distribucijami za vsakega. LinkSmart podpira še operacijski sistem Windows, kakor 
tudi Apple OS.  
Kaa podpira največ programskih jezikov za razvoj končnih točk. (Java, C, 
C++, objektni C). V primeru Jave potrebuje minimalno 70 MB spomina, v primeru 
uporabe C jezika pa 10 KB RAM in 40 KB ROM. 
OpenIoT in LinkSmart uporabljata samo Javo kot razvojni jezik končnih točk. 
LinkSmart potrebuje minimalno 256 MB spomina za namestitev povezovalnega 
programa na končne naprave, za namestitev na vozlišče pa potrebuje celo 1 GB 
spomina. 
Kaa se zaradi možnosti uporabe programskega jezika C lahko spusti na nižji 
nivo programiranja kot v Javi, kar omogoča optimizacijo kode in s tem manjšo 
porabo spomina na končnih točkah. 
Vse tri platforme podpirajo strojne kakor tudi programske končne stvari- 
naprave. LinkSmart in OpenIoT delujeta na podlagi SOA arhitekture, ki omogoča, da 
je vsaka stvar obravnavana kot storitev. Za Kaa, ki je EBM pa končna točka oziroma 
klient generira dogodek, se ustrezno usmeri do aplikacij.  
Kaa podpira:  
Operacijski sitem (končne točke): Strojna oprema(končne točke) : 
Android Intel-Edison 
IOS Raspberry Pi 
Linux Econais 
Snappy Ubuntu LeafLabs 








Čeprav je Kaa dogodkovno orientiran middleware (EBM), prav nič ne zaostaja 
za ostalima dvema, lahko bi rekli, da jih še prekaša, saj omogoča migracijo kode 
(CA), kar omogoča enostavno hkratno nadgradljivost velikega števila naprav. 
Tudi glede heterogenosti naprav ni bistvene razlike, saj z uporabe Jave lahko 
vse ustvarijo virtualno okolje na končnih napravah, ki so dovolj zmogljive. Pri Kaa 
imajo razvijalci končnih točk to prednost, da lahko uporabijo še ostale jezike, ki so  
manj potratni glede pomnilnika, kar Kaa-ju omogoča še več heterogenih naprav kot 
ostalima dvema. 
Kaa je tudi odporen na napake, saj so v njegovem sistemu že vgrajeni in 
predvideni  strežniki v pripravljenosti, ki v primeru okvare prevzemajo delovanje. 
Kaa je zaradi svoje zasnove zelo dober za reakcijske kot tudi mobilne aplikacije. 
Bistveno prednost, ki jo imata LinkSmart in OpenIoT je ta, da imata zaradi 
zasnove SOA lažje vključevanje heterogenih naprav, saj se ne obremenjujejo z 
njihovo raznolikostjo.  
 




Vključevanje middelwarjev v posplošeno IoT arhitekturo in njihovagrafična 
primerjava: 
Na podlagi preučenih middleware platform je ustvarjen modularni grafični prikaz 
IoT ahitekture, ki je organiziran v tri glavne plasti: 
- Plast aplikaciji (Aplikacije) 
- Plast middlware 
- Plast fizičnih naprav (Stvari) 
Podlaga grafičnega prikaza aplikacije in »stvari« sta obarvani z oranžno barvo, 
med tem ko, je podlaga middleware pobarvana z zeleno in modro. 
 
Modra podlaga zajema: 
- Modul upravljanje, služi za konfiguracijo, spremljanje parametrov 
delovanja in odpravljanju zastojev oziroma napak v delovanju. 
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- Modul varovanje, skrbi za avtorizacijo, avtentifikacijo in upravljanje 
identitete. 
 
Zelena podlaga pa zajema: 
- Modul za komunikacijo,opravlja tudi funkcijo prehoda do povezanih 
fizičnih naprav. 
- Modul  za IoT storitve, prevzemea podatke, ki jih naprave priskrbijo, jih 
obdelata in preoblikujeta v ustrezne storitve. 
- Modul za upravljanje podatkov, skrbi za shranjevanje in preobdelavo 
podatkov.  
- Modul za virtualizacijo, je mehanizem za virtualizacijo in pretvarja 
podatkovne vire in storitve IoT v enotno raven abstrakcije.  
 
Na grafično podlago so vstavljeni vsi bloki posameznih middlewareo. Besedilo 
v blokih je pobarvano zeleno ali rdeče, glede na to ali model posameznega 
middelwarea vsebuje te bloke ali ne .   
- zelena barva (blok je vsebovan) 
- rdeča barva (blok ni vsebovan) 
Bloki so na grafični podlagi vstavljeni tako, da so v celoti postavljeni na 
posamezen modul ali čez več modulov hkrati, kar predstavlja, da povezuje oziroma 
uporablja več modulov. 
 
Bloka NeD, DeD (med modulom IoT storitve in Komunikacija) preko 
povezovalnega bloka (obarvan temno viola) in modula Komunikacije, komunicirajo 
s stvarmi. Stvari se programira s pomočjo različnih jezikov, ki so prikazani v blokih, 
Java, C, C++, C- objektni. 
Stvari se virtualizira zato, da se poenotijo na enako raven abstrakcije. S 
pomočjo SeD ali EvD (med modulom IoT storitve in modulom Virtualne entitete), se 
stvari poišče za nadaljnjo uporabo v modulu IoT storitve. 
Enkripcija je med tremi moduli, saj skrbi za varnost komunikacije med 
middlewareom in končnimi napravami – stvarmi. 
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Avtentifikacija in Avtorizacija dostopa omogoča, pooblasti dostop oziroma 
prijavo končnih naprav - stvarmi, zato je med modulom Varnost in modulom Stvari. 
Blok CA je med štirimi moduli. Preko modula Upravljanje in preko modula 
IoT storitve se koda prenese preko komunikacije do končnih »stvari«. 
Vsi ostali bloki so v celoti postavljeni v posamezen modul in predstavljajo to, 
kot so poimenovani. 
 
 










































5  Zaključek 
Na podlagi predelane literature ugotavljam, da se razvoj middlewarea še 
vedno predvsem ukvarja z različnimi zasnovami in pristopi za podporo posameznih 
funkcij v IoT, toda nobena od predelanih rešitev ne pokriva celotnega nabora 
potrebnih funkcionalnosti. Zasnove middlewarea imajo več pomanjkljivosti ali 
odprtih vprašanj. Rešitve so na razpolago za posamezna ločena področja. Ne obstaja 
pa generično zasnovan middleware, ki se lahko uporablja v vseh možnih pametnih 
okoljih, kot so: pametni dom, pametna vozila, pametno mesto itd. vključno z RFID 
področjem, lahko ga  po meri prilagodimo posebnim zahtevam posameznega 
področja.   
Veliko število vozlišč, ki naj bi sodelovala v IoT, zahteva učinkovito shemo 
naslavljanja. Za reševanje težav razširjenosti je predlagan kot primeren IPv6, vendar 
pa trenutna podpora za IPv6 pa ni rešena v celoti. 
 Potrebno je nadaljevati razvoj na zasnovi univerzalnega middlewarea, ki bo 
uporaben na vseh področjih in bodo vse funkcionalne komponente lahko večkrat 
ponovno uporabljene. Po potrebi se jih bo dodajalo kot dodatek k sistemu 
middleware.  
Obstajajo še nekatera odprta vprašanja na področju odkrivanja konteksta 
naprav, podpori semantičnega modeliranja, področja upravljanja nosilcev podatkov, 
še posebej pri množici virov različnih področij. Na teh vprašanjih se veliko dela, da 
bi z različnimi pristopi zmanjšali razliko med obstoječimi funkcionalnostmi in 
želenim stanjem. 
Težavi, ki pa nekako zavirata nadaljnjo rast IoT, sta vsekakor vprašanje 
standardizacije, vprašanje varnosti in zasebnosti. Pomemben izziv je standardizacija 
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middlewarea. Brez standardiziranega pristopa je zelo verjetno, da množenje različnih 
arhitektur, sistemov za identifikacijo, protokolov itd. za rešitve, ki so ozko ciljno 
usmerjene le za določeno področje, vodi do razdrobljenosti IoT, kar lahko predstavlja 
oviro za nadaljnji razvoj in uveljavljanje. En sam standard za posplošeno vmesno IoT 
opremo bo verjetno nemogoče postaviti zaradi velikega števila in različnih vrst 
področij uporabe in aplikacij, ki sodelujejo.Vendar pa obstajajo prizadevanja za 
zagotavljanje standardiziranih middlewareov za posamezna določena področja. 
Postavitev niza standardov middlewarea za vse možne aplikacije, ki jih IoT 
infrastruktura omogoča, bo nadaljnja spodbuda za raziskave, predvsem pa smernice 
za proizvajalce opreme. 
Zagotavljanje varnosti in zasebnosti je vsekakor ključnega pomena za 
funkcije middlewarea. Glavne varnostne zahteve IoT so overjanje podatkov, nadzor 
dostopa in zasebnost uporabnika. Uporabljena varnostna zasnova za preprečevanje 
dostopa nepooblaščenim osebam in stvarem do podatkov, razkritja zasebnosti 
uporabnikov in preprečevanje vdorov v sam middleware, je v večini pregledanih 
middlewareih preslaba. 
Veliko snovalcev opreme za področja middleware preprosto zanemarja, 
uporablja preproste kontekste varovanja, kar posledično povzroči, da bo zasnovan 
middlevare ostal raziskovalni prototip, brez možnosti izvajanja, dokler se vanjo ne 
vgradi zadostno varnost infrastrukture. 
Drugi razširjeni pristop je, da se razdeli varnostno podporo med vsemi sloji 
sistema, kar povzroča dodatno obremenitev sistema in podvajanje nekaterih 
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