Abstract. In order to address the imprecision often introduced by widening operators, policy iteration based on min-computations amounts to consider the characterization of reachable states of a program as an iterative computation of policies, starting from a post-fixpoint. Computing each policy and the associated invariant relies on a sequence of numerical optimizations. While the early papers rely on LP to address linear properties of linear programs, the current state of the art is still limited to the analysis of linear programs with at most quadratic invariant, relying on Semi-Definite Programming (SDP) solvers to compute the next policy, and LP solvers to solve the selected policy. We propose here to extend the class of programs considered through the use of Sums-of-Squares (SOS) optimizations. Our approach enables the precise analysis of switched systems with polynomial assigns and guards. The analysis presented has been implemented in Matlab and applied on existing programs, improving both the set of systems analyzable and the precision of analyzed ones.
Introduction
A wide set of critical systems software rely on numerical computations: controller systems. Those systems range from aircraft controllers, car engine control, anti-collision systems for aircrafts or UAVs, to nuclear powerplant monitors and medical devices such a pacemakers or insulin pumps.
In all those cases, the software part implements the execution of an endless loop that reads the sensor inputs, updates its internal states and controls actuators. However the analysis of such software is hardly feasible with classical static analysis tools based on linear abstractions. In fact, according to early results in control theory from Lyapunov in the 19th century, a linear system is defined as asymptotically stable iff it satisfies the Lyapunov criteria, the existence of a a The author is supported by the RTRA /STAE Project BRIEFCASE and the ANR ASTRID VORACE Project. b The author is supported by EPSRC (EP/I020457/1) Challenging Engineering Grant. quadratic invariant. In this view, it is important, in order to support the analysis of these systems, to develop new analysis tools able to support quadratic or richer polynomial invariant.
We are interested here in bounding the set of reachable values of such i n i t w h i l e ( cond0 ) { i f ( cond1 ) x = p o l y 1 ( x ) e l s e i f ( cond2 ) x = p o l y 2 ( x ) e l s e i f ( cond3 ) x = p o l y 3 ( x ) ; } controllers using sound analysis, that is computing a sound over approximation of reachable states. We are specifically focused on a larger class of programs than linear systems: constrained piecewise polynomial systems. This class of program is represented in Fig. 1 : while a condition cond 0 is met, depending on another condition cond i a polynomial update is performed. It is assumed without loss of generality that the n cases of the switch form a partition i.e. ∨ 1≤i≤n cond i = true and ∀i = j ∈ [1, n], cond i ∧ cond j = false.
To analyze those programs we will rely on policy iterations performed on polynomial templates.
Related Works
Template abstractions were introduced in [SSM04] as a way to define an abstraction based on an a-priori know vector of templates, i.e. numerical expressions over the program variables. An abstract element is then defined as a vector of reals defining bounds b i over the templates p i : p i (x 1 , . . . , x d ) ≤ b i .
Initially templates were used in the classical abstract interpretation setting, computing Kleene fixpoints and the functions p i were linear. Typically, the value of bounds b i will be increased during the fixpoint computation until it stabilizes on a postfixpoint.
Later in [GSA + 12] the authors proposed to consider richer templates -generalized templates -such as quadratic forms and compute directly the fixpoint of these template-based functions using numerical optimization. When considering specific classes of programs such linear programs, the fixpoint can be computed using a bounded sequence of numerical optimizations. However these methods were bound to linear (LP) or semi-definite (SDP) solvers.
Two dual approaches could be applied. Max-policies [GS07] iterate from initial states and compute policies as relaxations through rewriting of an optimization problem (forgetting about rank conditions). Min-policies [GGTZ07, AGG10] rely on duality principle and determine a policy through the computation of a Lagrange multiplier.
The current paper is rooted in this second approach and proposes to enlarge the set of solvers used as well as the class of programs considered:
-address the analysis of constrained piecewise polynomial systems; -using Sum-of-Square (SOS) based policy iteration, i.e. substituting Lagrange multipliers by SOS multipliers.
The paper is structured as follows: we first characterize the class of programs considered -Constrained Piecewise Discrete-Time Polynomial Systems -and characterize their collecting semantics as a least fixpoint. Then, in Section 3, we recall definitions of generalized templates, their expression as an abstract domain and the definition of the abstract transfer function. Section 4 proposes an abstraction of the transfer function using a SOS relaxation, while Section 5 relies on this abstraction to perform policy iteration. Finally Section 6 presents experiments.
Constrained Piecewise Discrete-Time Polynomial Systems: Definition and Collecting Semantics
In this paper, we are interested in proving automatically that the set of all the possible trajectories of a dynamical system is bounded. We consider the special class of discrete-time dynamical systems: (i) their dynamic law is a piecewise polynomial function, and (ii) the state variable is constrained to live in some given basic semi-algebraic set c . Note that f is a piecewise polynomial function with respect to a given partition, meaning that if we restrict f to be an element of the partition then f is a polynomial function. We recall that a set is a basic semi-algebraic set if and only if it can be represented as a conjunction of strict or weak polynomial inequalities.
Let I be a finite set of partition labels. Let X = {X i , i ∈ I} ⊆ R d be a partition, that is a given family of basic semi-algebraic sets satisfying Equation (1):
By definition of basic semi-algebraic sets, for all i ∈ I, there exists a family of n i polynomials {r
where 1 is either < or ≤ and [n i ] denotes the set {1, . . . , n i }. Now let T : R d → R d be a piecewise polynomial function w.r.t. to the partition X . By definition, there exists a family of polynomials
Finally, let X in and X 0 be two basic semi-algebraic sets of R d , X in supposed to be compact, i.e. closed and bounded. The two sets can be represented as in Equation (2) using their respective family of n in and n 0 polynomials:
where for all j ∈ [n in ], r
To sum up, we define a constrained piecewise discrete-time dynamical system (PPS for short) as a system verifying the following dynamic:
We are only interested in the iterates of the PPS that live in X 0 : either the infinite traces x 0 · x i · · · where x 0 ∈ X in and ∀ i ∈ N * , x i ∈ X 0 or the finite
Intuitively, this system encodes the example program of Figure 1 .
From Equation (1), for all k ∈ N * there exists a unique i ∈ I such that x k ∈ X i . Let us now give a formal definition of PPS. 
Definition 1 (PPS). A constrained piecewise discrete-time dynamical system (PPS) is the quadruple
and the functions relative to the partition {X 1 , X 2 } are: 
Fig. 2. Running example simulation
We recall that our objective is to prove automatically that the set of the possible trajectories of the system is bounded. Let us define the set of possible trajectories also known as the reachable values set or the collecting semantics of the system:
where T | X 0 is the restriction of T on X 0 and T | X 0 is not defined outside X 0 . To prove this boundedness property, we can compute R and do some analysis to prove that R is bounded. Nevertheless, the computation of R cannot be done in general and we have to compute instead an over-approximation of it. Then we show that the over-approximation is bounded and we exhibit the smallest computable bound.
The usual abstract interpretation methodology to characterize and construct this over-approximation relies on the representation of R as the smallest fixed point of a monotone map over a complete lattice. Indeed, we can remark that we can reformulate R as follows:
and thus introducing the function F :
R is the smallest fixed point of F and from Tarski's theorem, since F is monotonic and
Finally to compute an over-approximation of R it suffices to compute a set C such that
The rest of the paper addresses the computation of a sound over-approximation of R using its definition as the least fixpoint of F .
Templates Abstract Domains
Working directly with sets is difficult. We propose to restrict the class of inductive invariant considered to some basic semi-algebraic sets using template abstractions. Recall that a multivariate polynomial R d → R of degree k can be expressed as |α|≤k,|α|>0 c α x α + c 0 where α is vector of integers of size d,
and |α| denotes the sum of the coordinates of α. We can interpret |α|≤k,|α|>0 c α x α as the homogeneous part of the polynomial and c 0 the constant part. The class of basic semi-algebraic which we will consider is the class of sets sharing the same fixed a priori homogeneous part but differ from the constant part. Since we want to prove that R is bounded, the basic semialgebraic inductive invariant has to be bounded. Furthermore, since we restrict the class of inductive invariant to the basic semi-algebraic sets sharing a same fixed a priori homogeneous part, the image by F of these basic semi-algebraic sets has to be in the same representation.
This method is called the templates abstraction [AGG10] and we specialize the method here to the semi-algebraic set case.
Generalized Templates Abstract Domains
The concept of generalized templates was introduced in [AGG10,AGG11]. Let F R d , R stands for the set of functions from R d to R.
Definition 2 (Generalized templates). A generalized template p is a function from
Templates can be viewed as implicit functional relations on variables to prove certain properties on the analyzed program. We denote by P the set of templates.
First, we suppose that P is given by some oracle and say that P forms a template basis. Here, we recall the required background about generalized templates (see [AGG10, AGG11] for more details).
Basic notions.
We replace the classical concrete semantics using sub-level sets i.e. we have a functional representation of numerical invariant through the functions of P. An invariant is determined as the intersection of sub-level sets. The problem is thus reduced to find optimal level sets on each template p. Let F P, R stands for the set of functions from P to R = R ∪ {−∞} ∪ {+∞}, that is associating bounds to templates.
Definition 3 (P-sublevel sets).
For each w ∈ F P, R , we associate the Psublevel set w ⊆ R d given by:
In convex analysis, a closed convex set can be represented by its support function i.e. the supremum of linear forms on the set (e.g. [Roc96, § 13]). Here, we use the generalization by Moreau [Mor70] (see also [Rub00,Sin97]) which consists in replacing the linear forms by the functions p ∈ P.
Definition 4 (P-support functions). For each X ⊆ R d , we associate the abstract support function denoted by X
† : P → R and defined by:
Let C and D be two ordered sets equipped respectively by the order ≤ C and ≤ D . Let ψ be a map from C to D and ϕ be a map from D to C. We say that the pair (ψ, ϕ) defines a Galois connection between C and D if and only if ψ and ϕ are monotonic and the equivalence ψ(c)
We equip F P, R with the partial order ≤ F of real-valued functions i.e.
is equipped with the inclusion order .
Proposition 1. The pair of maps w → w and X → X
† defines a Galois connection between F P, R and the set of subsets of R d .
In the terminology of abstract interpretation, (·)
† is the abstraction function, and (·) is the concretization function. The Galois connection result provides the correctness of the semantics. We also remind the following property:
The lattices of P-convex sets and P-convex functions. When fixing the set of templates, we can characterize such lattice structure. We are now interested in the Moore family of F P, R generated by the closure of R d through †, and in its image by . We denote these sets as P-convex.
Definition 5 (P-convexity). Let w ∈ F P, R , we say that w is a
. We respectively denote by Vex P (P → R) and Vex P (R d ) the set of P-convex functions of F P, R and the set of P-convex sets of R d .
The family of functions Vex P (P → R) is ordered by the partial order of realvalued functions. The family of sets Vex P (R d ) is ordered by the inclusion order. Galois connection allows to construct lattice operations on P-convex elements.
Definition 6 (The meet and join). Let v and w be in F P, R . We denote by inf(v, w) and sup(v, w) the functions defined respectively by,
The next theorem follows readily from the fact that the pair of v → v and C → C † defines a Galois connection (see e.g. [DP02, § 7.27]).
Theorem 1. The complete lattices (Vex
P (P → R), ∧, ∨) and (Vex P (R d ), , ) are isomorphic.
Abstract Transfer Function using Polynomial Templates and Inductive Sublevel Sets Invariant
Let us assume now that P is a given family of polynomials. This family determines the family of basic semi-algebraic sets which share the same homogeneous part. We consider P-sublevel sets w , for w ∈ Vex P (P → R) and we construct the mapping which associates to w an element of Vex P (P → R). We are looking for a function F such that the image of its inductive invariant by are also inductive invariant for F . In abstract interpretation [CC77] , to ensure the latter property we use a Galois connection between ℘(R d ) and the abstract domain. Here the abstract domain is the templates abstract domain w.r.t. P and we use the pair of maps (w → w , X → X † ) as Galois connection see Proposition 6. It is now possible to define the abstract transformer F , endomorphism of Vex P (P → R). We recall that, in presence of a Galois connection (α, γ), the best abstraction [CC77] 
Here, F (w) = (F (w )) † and using the definition of F and the semi-algebraic characterizations of X 0 and X i , we have for all w ∈ Vex P (P → R) and for all p ∈ P:
Let us introduce for each i ∈ I the map F i defined for all w ∈ Vex P (P → R) and p ∈ P by:
Recall that p and T i are polynomials. Evaluating F i (w) (p) amounts then to solve a polynomial maximization problem.
Relaxed semantics SOS based
In this section, we introduce the relaxed functional on which we will compute a fixpoint in order to define an over-approximation of the reachable values set R. The relaxed functional is constructed from a Lagrange relaxation type of maximization problems involved in the evaluation of F and sums-of-squares reinforcement of polynomial non-negativity constraints. First, we give the useful notions of sums-of-squares and their use in a polynomial optimization context. The interested reader is referred to [Las09] for further information.
Sum-of-Square (SOS) Programming
Let R[x] k be the set of real polynomials of degree at most k defined over variables The SOS reinforcement of polynomial optimization problems consists in restricting polynomial positivity by being an element of Σ [x] . In case of polynomial maximization problems, the SOS reinforcement induces a computation of an upper bound on the real optimal value. For example let us consider an unconstrained maximization problem and let p ∈ R[x]. Applying SOS reinforcement, we obtain:
Now, let p, q ∈ R[x] and consider the constrained optimization problem:
} is an unconstrained polynomial maximization problem then we can apply a SOS reinforcement and we obtain:
Finally, note that this latter inequality is valid whatever λ ∈ Σ[x] and so we can take the infimum over λ ∈ Σ[x] which leads to
Note that since positive scalars can be viewed as sum-of-squares polynomials, we can restrict λ to be a positive scalar. In presence of several constraints, we assign to each constraint an element σ ∈ Σ[x], and we consider the product of σ with the associated constraint and then the sum of all products. This sum is finally added to the objective function.
Relaxed semantics
The computation of F as a polynomial maximization problem cannot be directly performed using numerical solvers. We use the SOS reinforcement mechanisms described above to relax the computation and characterize an abstraction of F . Let us recall the definition of F i and let w ∈ Vex P (P → R):
where λ ∈ F (P,
n0 , η ∈ R (using a SOS reinforcement to remove the sup)
In order to simplify the notations, let us write
. Finally, we introduce F R i (w) (p), the over-approximation of F i (w) (p):
Next, we will need to extend F i to the whole space F (P, R) and we will restrict the templates bound to finite valued functions on templates. The computation of F needs the computation of X in † that is, by definition, equal to sup{p(x), x ∈ X in }. Since X in is a basic semi-algebraic and the templates p are polynomials then the evaluation of X in † is reduced to solve a polynomial maximization problem. We can use SOS reinforcement described above to over-approximate and thus we define X in R the relaxed version of X in † :
Note that since X in is a nonempty compact basic semi-algebraic, then X in R (p) is finite valued i.e. cannot take the value +∞ neither −∞ [Las09, Th. 2.15].
Finally, we define the relaxed functional F R for all w ∈ F (P, R) for all p ∈ P as follows:
By construction, the relaxed function F R provides a safe over-approximation of the abstract semantics F . Furthermore, for all i ∈ I, the evaluation of F R i can be done using semi-definite programming, since it is reduced to solve a minimization problem with a linear objective function and linear combination of polynomials constrained to be sum-of-squares.
By construction, we have readily the following proposition:
Proposition 2 (Safety). The following statements hold: (I) For all
For all i ∈ I, for all w ∈ F (P, R) and for all p ∈ P:
An important property that we will use to prove some results on policy iteration algorithm is the monotonicity of the relaxed functional.
Proposition 3 (Monotonicity). The following statements hold: (I) For all
is monotonic on F (P, R).
Policy Iteration in Polynomial Templates Abstract Domains
We are interested in computing the least fixpoint R R of F R , over-approximation of R, least fixpoint of F . As for the definition of R, it can be reformulated using Tarski theorem as the minimal post-fixpoint: R R = min{w ∈ F P, R |F R (w) ≤ F w}. The idea behind policy iteration is to compute R R using successive iterations which are composed of a vector bound computation using linear programming and the determination of a new policy when a fixpoint is not reached. Policy iteration navigates in the set of postfixpoints of F R and needs to start from a postfixpoint w 0 supposed given. It acts like a narrowing operator and can be interrupted as any time. For further information on policy iteration, the interested reader can consult [CGG + 05,GGTZ07].
Policies
Policy iteration can be used to compute a fixpoint of a monotone self-map defined as an infimum of a family of affine monotone self-maps. In this paper, we propose to design a policy iteration algorithm to compute a fixpoint of F R . First, we remark that F R is not directly written as an infimum but for all i ∈ I, F R i is and so for all i ∈ I, we apply the concept of policies to F R i . Policy iteration needs a selection property, that is when a vector is given, there exists a policy which achieves the infimum. In our context since we apply the concept of policies to F R i , it means that the minimization problem involved in the computation of F R i has an optimal solution. For w ∈ F (P, R) and p ∈ P, an optimal solution, in this case, is a vector (λ, µ, γ, g) ∈ F (P,
We warn the reader that in Equation (10),
j is a priori a polynomial. The equality in Equation (10) We denote by Sol(w, i, p) the set of (λ, µ, γ, g) ∈ F (P,
l such that Equation (10) holds. If Sol(w, i, p) = ∅, since policy iteration algorithm can be stopped at any step and still provides a sound over-approximation, we stop the iteration. Then, we define FS as the set ofw ∈ F (P, R) such that for all i ∈ I, for all p ∈ P, Sol(w, i, p) = ∅. Finally, we can define a policy as a map which selects for all w ∈ FS, for all i ∈ I and for all p ∈ P a vector of Sol(w, i, p). More formally, we have the following definition:
Definition 7 (Policies in the policy iteration SOS based setting). A policy is a map π : FS → ((I
We denote by Π the set of policies and for π ∈ Π, we write π λ the map from FS to (I × P) → F (P, R + )which associates to w ∈ FS and (i, p) ∈ I × P the first coordinate of π (w)(i, p) i.e. if π(w)(i, p) = (λ, µ, γ, g ) then π λ (w)(i, p) = λ.
As said before, policy iteration exploits the linearity of maps when a policy is fixed. We have to explicit the affine maps we will use in a policy iteration step. Let π ∈ Π, w ∈ FS, i ∈ I and p ∈ P and let λ = π λ (w)(i, p), we define the map ϕ λ w,i,p : F (P, R) → R as follows:
Then, for π ∈ Π, we define for all w ∈ FS, Φ π(w) w the map from F (P, R) → F (P, R) for all v ∈ F (P, R), for all p ∈ P as follows:
Lemma 1 (Property of ϕ λ i,w,p ). Let π ∈ Π, w ∈ FS and (i, p) ∈ I ×P. The following properties are true: 
Policy Iteration
Now, we describe the policy iteration algorithm.
Theorem 2 (Convergence result of Algorithm 1).
The following statements hold:
The sequence (w k ) k≥0 generated by Algorithm 1 is decreasing and converges; 3. Let Algorithm 1: SOS-based policy iteration algorithm for PPS programs.
Initialisation and templates choice
We have supposed that we have a postfixpoint w 0 of F R . Actually this postfixpoint is computed at the same moment of the templates computation. The templates computation method can be found in [AGM15] . The method is constructed by using the definition of begin a postfixpoint of F R . Suppose that the templates basis is constituted of one template p then w 0 is a postfixpoint F R if and only if
nin } ≤ w 0 and for all i ∈ I:
By definition of the infimum, it is equivalent to the existence of
n0 such that:
Now to find a template, it suffices to solve Problem (14) where p is now a decision variable. However, two main issues appear. First, with any objective functions, p = 0 is a solution of Problem (14) To avoid this very unuseful solution, we add an objective function. In [AGM15] , the objective function is given by considering a proof goal i.e. we assumed that a property of the form R ⊆ {x ∈ R d | κ(x) ≤ α} where κ is given has to be proved. Here, we are interested in proving the boundedness of the reachable value set and we chose κ = · 2 2 and we minimize α. Second, if λ i and p are decision variables, then Problem (14) is a bilinear SOS problem which is difficult to solve and we fix λ i = 1 as in Lyapunov equations. Note also that we can take w 0 = 0 since p has a constant part. In conclusion, to define a template p, we solve the following SOS program:
Let ( 
Experiments
Details of the running Example. Recall that our running example is given by the following PPS:
, where:
and the functions relative to the partition {X 1 , X 2 } are:
The first step consists in constructing the template basis and compute the template p and bound w on the reachable values as a solution of Problem (15). We do not give expression p for the sake of conciseness. The upper bound w is equal to 2.1343. As suggested in Subsection 5.3, we can take the template basis P = {p, x → x Benchmarks. The presented analysis has been applied to available examples of the control community literature: piecewise linear systems, polynomial systems, etc. We gathered the examples matching our criteria: discrete systems, possibly piecewise, at most polynomial. In all the considered cases, no common quadratic Lyapunov existed. In other words, not only the existing linear abstractions such as intervals or polyhedra would fail in computing a non trivial postfixpoint, but also the existing analyses dedicated to digital filters such as [Fer04, GS07, AGG11, RJGF12] .
The analysis has been implemented in Matlab and relies on the Mosek SDP solver [AA00], through the Yalmip [L04] SOS front-end. Without outstanding performances, all experiments are performed within a few seconds per iteration, which makes us believe that a more serious implementation would perform better. We recall that the analysis could be interrupted at any point, still providing a safe upper bound.
The table 1 in appendix summarizes the examples considered, the bounds obtained, the degree of the polynomial templates used and the number of iterations performed before reaching the fixpoint.
Conclusion
In this paper, we extend the previous policy iteration algorithm semidefinite programming based to a sum-of-squares programming setting. This extention allows to consider the wider class of programs written in polynomial arithmetics and composed of a single loop with a nested conditional branchments loop body. We have proved that, in this new setting, we keep the advantages of policy iteration algorithms, that is, they produce a sequence of more and more precise safe overapproximations of the reachable values set.
As future works, we could generalize our technique to programs manipulating semialgebraic or transendantal arithmetics.
and recall that :
And from Equation (16), (λ, µ, γ, ϕ
is a feasible solution of the latter minimization problem and we conclude that
Proof (Proof of Corollary 1).
Let π ∈ Π and w ∈ FS.
(
is monotonic from the monotonicity of the map ϕ
for all i ∈ I and for all p ∈ P, and the the fact that the pointwise supremum of monotonic maps is also monotonic.
(II) Let v ∈ F P, R and let p ∈ P. Recall that:
and from the second assertion of Lemma 1, we have for all i ∈ I, F 
Proof (Proof of Proposition 3).
Assuming p, λ, µ, γ, η fixed, we denote by ψ(w) the polynomial in x, η−p(T i (x))− q∈P λ(q)(w(q)−q(x))+ µ, r i (x)+ γ, r 0 (x). Assume that w ≤ F w . We have ∀q ∈ P, w(q) = w(q) − w (q) + w (q) and thus − q∈P λ(q)w(q) = − q∈P λ(q)w (q) − q∈P λ(q)(w(q) − w (q)). Now we remark that ψ(w ) = ψ(w) + q∈P λ(q)(w(q) − w (q)). Then if ψ(w) is a SOS, so does ψ(w ). Finally, we recall that if A ⊆ B, then inf B ≤ inf A . We conclude that F R i (w) (p) ≤ F R i (w ) (p).
Proof (Proof of Theorem 2).
We prove the first point by induction. We have F R (w 0 ) ≤ w 0 by assumption. Now suppose that for some k ∈ N, F R (w k ) ≤ w k . If w k / ∈ FS then w l = w k for all l ≥ k and then we have proved the result. Now suppose that w k ∈ FS and let us take π ∈ Π. From the second point of 
