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En el siguiente proyeto se detallan los pasos para realizar un gestor de ambios. En este
apartado se explian los motivos por los que se optó realizar este proyeto, además de una
introduión a diferentes oneptos generales del estado del arte, también son menionados los
objetivos del proyeto así omo la estrutura general de la memoria.
1.1. Estado del Arte
Los ERP (sistemás de planiaión de reursos empresariales), son sistemás de informaión
gereniales que integran y manejan muhos de los negoios asoiados on las operaiones de
produión y de los aspetos de distribuión de una ompañía en la produión de bienes o de
serviios.
En la última déada el ERP se ha onsolidado omo produto útil para las empresas, ya sea
omo apliaión o apliaión web. Atualmente la gran mayoría utilizan algún ERP de más alto
o bajo nivel (ya sea opensoure o por lienias), o disponen de alguna herramienta software de
administraión. Por lo tanto nos enontramos en un merado en auge, on bastantes produtos
para satisfaer las neesidades básias de administraión de una empresa, pero en los últimos
años on la irrupión del Cloud Computing la industria de los ERP se ha visto onvulsionada,
ya que el heho de ombinar estas 2 tenologías puede aportar beneios, omo por ejemplo:
Permitir más aesibilidad a los empleados sin neesidad de instalar la apliaión en el
terminal de trabajo.
Failidad para poder integrar otros sistemás, omo onetar on otro ERP o onetar a un
sistema auxiliar.
Reduión de gastos del ERP (ya que on Cloud solo se paga por el volumen de uso, en
vez de tener que pagar un servidor exlusivo).
Disminuión en el tiempo y la omplejidad de desarrollo de nuevas versiones (ya que no
se debe haer ningún esfuerzo eonómio en mejorar las infraestrutura, el software o el
soporte de reursos)[1℄.
Además los ERP integran diferentes módulos que deben ayudar a las empresas a administrar
eientemente sus reursos así omo agilizar las operaiones relaionadas on su prátia, estos
módulos no son jos, los omponentes típios de un ERP son[2℄:
Finanzas.
Contabilidad.







Así pues partiendo de lo expuesto en el punto anterior una empresa deberá esoger el ERP
que más se ajuste a su negoio, según los módulos que implemente, y del que mejor rendimien-
to pueda obtener. Ese podría ser el aso de nuestro produto eSengo®, un ERP desarrollado
por Isenia®[3℄, e implementado íntegramente en el Cloud, uenta on muha versatilidad ya
que onsta de diferentes módulos que siempre pueden ser fáilmente ampliables graias a la
implementaión en Cloud debido a que no es neesario que el liente invierta en hardware ni
en apaitar personal para el uso, mantenimiento o desarrollo de estas ampliaiones. Además,
eSengo®[4℄, onsta de una alta personalizaión orientada al usuario, osa poo freuente en los
ERP, graias a que está implementado on la plataforma SherpaBeans[5℄,también desarrollado
por Isenia®, (en el apitulo 2 y 3, se realiza una pequeña introduión tanto sobre SherpaBeans
omo eSengo®).
Uno de los módulos que los ERP no suelen implementar, y eSengo® no es una exepión,
pero que son muy interesantes para las empresas, son los denominados Gestores de Cambios
(normalmente basados en los estándares de ITIL[6℄), su nalidad prinipal es la evaluaión y
planiaión del proeso de ambio para asegurar que, si éste se lleva a abo, se haga de la
forma más eiente, siguiendo los proedimientos estableidos y asegurando en todo momento la
alidad y ontinuidad del serviio TI, en la Imagen 1.1 se resumen las aiones que dene ITIL
para un Gestor de Cambios:
Imagen 1.1: Flujo de las aiones de un Gestor de Cambios.
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Breve resumen de las aiones:
1. Filtrado/Registro: Es el estado iniial donde se reiben las RFC (Request For a Change)[7℄,
los responsables deiden si se aeptan o no para analizar, dependiendo de diferentes varemos
que ellos onsideren (ompliaión del ambio, laridad de la expliaión, et.), además en
este punto se pueden lasiar omo urgentes o no, teniendo un protoolo de apliaión
inmediata uando se da el aso de una RFC urgente.
2. Clasiaión/Análisis: Esta es una de las aiones más importantes del proeso ya que es
donde se debe estimar exatamente el alane del ambio, si el ambio es viable, así omo
el oste que pueda suponer y los posibles riesgos. Además dependiendo de este análisis se
deidirá si se aepta o no el ambio, en aso armativo se le asignará una prioridad u otra
al RFC.
3. Planiaión/Pruebas: En este punto, onsiderando todo el análisis realizado previamente,
es donde se debe planiar el tiempo que se requiere para poder haer el ambio, revisarlo,
así omo los responsables de realizarlo, además se pueden estableer fehas de venimiento
dependiendo de la prioridad de este. También es donde se aordarán las pruebas a realizar
para veriar que el ambio ha sido satisfatorio.
4. Implementaión: Una vez pasadas todas las fases de análisis entramos en el momento de
implementar (realizar) el ambio, si en algún momento de la implementaión surgen ini-
denias no analizadas, por lo tanto no mitigadas, se debe ontar on un Plan de retirada
(roll-bak) para poder retornar al estado estable anterior al ambio y esta petiión deberá
ser re-analizada.
5. Revisión: Finalmente, el ambio es probado y revisado por los responsables de diha tarea,
para asegurarse que es realmente lo que se esperaba y que no provoa ningún tipo de
fallo en otras faetas en las que se vea envuelto. Si se hayan problemás, el originador del
ambio no está onforme,et. se deberá empezar el proeso desde el prinipio, en ambio
si el resultado es satisfatorio para todas las partes, se ierra el ambio y se da el proeso
por nalizado.
Algunos de los beneios de utilizar un Gestor son[7℄:
Se redue el número de inidenias y problemás potenialmente asoiados a todo ambio.
Se evalúan los verdaderos ostes asoiados al ambio y por lo tanto es más senillo valorar
el retorno real a la inversión.
Se desarrollan proedimientos de ambio estándar que permiten la rápida atualizaión de
sistemás no rítios.
Se puede retornar a onguraiones estables de manera senilla y rápida en aso de que el
ambio tenga un impato negativo en la estrutura TI.
Así pues se observa que un ERP que implemente también esta herramienta será mejor valorado
por las empresas ya que toda empresa está sumergida en un entorno que ambia ontinuamente
por lo tanto tener un proedimiento que agilie y estandarie el proeso de ambiar un elemento
de la empresa será beneioso tanto a nivel interno (saber quién, ómo y el porqué de un ambio),
omo externo (auditorias).
Por lo tanto se ha llegado a la onlusión de que eSengo® debe inluir un modulo de Gestión
de Cambios para así ofreer mejor serviio.
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1.3. Objetivos
El objetivo prinipal del proyeto es desarrollar un nuevo modulo denominado Change Mana-
ger (gestor de ambios o inidenias) que estará orientado haia el Change Management de ITIL
y tendrá por objetivo realizar petiiones de ambio de ualquier elemento de una empresa. Este
modulo se inluirá en el ERP eSengo® (desarrollada íntegramente omo apliaión web dentro
del Cloud on la plataforma SherpaBeans) , para ello se deberán ejeutar diferentes tareas:
Estudiar omo funionan los Gestores de Cambios bajo el estándar ITIL.
Estudiar el funionamiento de eSengo® y la plataforma SherpaBeans 6.0.
Implementaión de una soluión que permita rear y administrar petiiones de ambio, y
que sea próxima a ITIL.
Dotar de seguridad de aeso al módulo así omo a sus reursos a través de la reaión de
roles y permisos, además de la seguridad que ya implementa eSengo®.
Cumplir on los requerimientos de la empresa: Inluir fehas para saber uando se reali-
zan las transiiones de estados de la petiión, tener estados para poder ontrolar en todo
momento en que estado se haya el RFC, inluir dashboards, inluir gestión de riesgos.
1.4. Estudio de viabilidad del proyeto
En los siguientes subapartados se expondrán los reursos neesarios para el desarrollo del
proyeto.
1.4.1. Reursos Software
Para poder realizar el objetivo prinipal, implementaión módulo Gestión de Cambios, se
utilizará la herramienta de desarrollo opensoure Elipse®[8℄onjuntamente on la plataforma,
desarrollada por Isenia S.L, SherpaBeans. Por lo tanto se deberán utilizar diferentes onoi-
mientos sobre programaión omo Java, HTML o SQL. Se realizará una breve expliaión sobre
algunos oneptos de eSengo® que inuyen en nuestro desarrollo. También se utiliza la herra-
mienta Dezign for Databases, omo su nombre india es una herramienta para el diseño de bases
de datos y el modelado de datos para múltiples tipos de bases de datos omo Orale, MySQL,
IBM DB2, et. Como ya se omentó anteriormente en los apítulos 2 y 3 se realizará una breve
expliaión sobre SherpaBeans.
Como estas herramientas son propias de nuestra empresa el oste es 0. Aunque si esta herra-
mienta se proporionara a un liente/empresa el oste sería solamente de 32 euros por el ERP,
ya que SherpaBeans es open soure y Compás® una herramienta exlusiva de Isenia®.
1.4.2. Reursos Hardware
Se utilizará un portátil Dell Intel Core2 Duo CPU 9700 on 2.8 Ghz, una RAM de 4 Gb
y un sistema operativo de 64 bits para el desarrollo. Se usan servidores independientes para
tener distintos entornos donde desarrollar los módulos, además de separar el servidor donde se
enuentran las apliaiones del servidor enargado de almaenar la base de datos. Estos dos




En uanto a reursos humanos:
1 Analista/Programador Junior(también desempeñará funiones de oordinador: pruebas,
doumentaión, administraión del proyeto).
1.4.4. Coste
El oste del proyeto solo supone el sueldo del analista/programado, suponiendo que ha
ostado unas 300-400 horas realizarlo, según ofertas de infojobs un Analista/Programador Junior
obra alrededor de unos 15.000 - 18.000 euros/año, por lo tanto sale a unos 7,5 euros la hora, de
media. Así pues el proyeto tendría un oste de 3000 euros + 32 euros de la lienia de eSengo®
= 3032.
Después de analizar los reursos software, hardware y humanos se puede onluir que el
proyeto es viable.
1.5. Estrutura de la memoria
En el primer apítulo de la memoria, Introduión, se han presentado el estado del arte,
la motivaión, objetivos, y viabilidad del proyeto en uestión. Además también se explia la
estrutura de la memoria.
En el segundo apítulo se explian las tenologías utilizadas por SherpaBeans, también se
explia la estrutura del proyeto, el entorno y la metodología de desarrollo, así omo unos
pequeños apuntes a modo de introduión sobre la plataforma SherpaBeans.
En el terer apítulo se detalla la implementaión del módulo, el diseño y su funionamiento,
además de algunos detalles relaionados on eSengo® y SherpaBeans, para así ampliar un poo
la informaión del segundo apítulo. También se exponen, uno a uno, los submódulos que se han
desarrollado así omo el diagrama de estados del módulo general y la expliaión de ada estado.
En el uarto punto se repasa brevemente omo se ha relizado la validaión de ada submódulo
y del módulo general.
En el quinto punto se exponen las onlusiones del proyeto así omo posibles ampliaiones.
Finalmente en el último punto enontramos las referenias bibliográas.
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2. Tenologías utilizadas
Durante la etapa de diseño se han debido de haer varios aprendizajes, mediante investiga-
ión y onsulta, para poder obtener el mayor rendimiento de las opiones ya implementadas por
eSengo®, así omo utilizar lo mejor posible el gran potenial que ofree la plataforma Sherpa-
Beans 6.0. A ontinuaión se introduen brevemente las tenologías utilizadas por la plataforma
así omo varios puntos a tener en uenta de esta, de ara a failitar la omprensión del módulo
que desarrollaremos.
2.1. Tenologías utilizadas por SherpaBeans
Java EE5[9,10℄: Java EE (Java Platform Enterprise Edition) es una plataforma de pro-
gramaión (parte de la plataforma Java), para desarrollar y ejeutar software de apliaiones
en el lenguaje de programaión Java, onsta de una arquitetura de N apas distribuidas
y se apoya ampliamente en omponentes de software modulares que se ejeutan sobre un
servidor de apliaiones. Uno de los beneios de utilizar esta tenología es que se tiene la
posibilidad de empezar un proyeto on poo o ningún oste ya que la plataforma puede
ser desargada de Sun Mitosystems® de forma gratuita, y uenta on muhas herra-
mientas de ódigo abierto, ya sean para extender la plataforma o simpliar el desarrollo.
Java EE5 se entra en failitar el desarrollo manteniendo la riqueza de la plataforma J2EE
1.4, para onseguirlo se ofreen tenologías omo JSF (Java Server Faes)[11℄o APIs web
(Appliation Programming Interfae)[12℄. Atualmente es una de las plataforma punteras
para serviios web y desarrollo de apliaiones empresariales, por eso se reyó onveniente
utilizarlo para desarrollar la plataforma de Isenia®, SherpaBeans. En la atualidad en-
ontramos que ya existe la versión Java EE6, así pues se ha migrado la mayor parte de la
funionalidad de SherpaBeans de Java EE5 a Java EE6, pero no nos extenderemos en este
tema ya que no inuye en la omprensión de nuestro proyeto.
Web 2.0 [13,10℄: Es una tendenia en el uso de la tenologíaWorld Wide Web y de diseño
web que tiene omo objetivo failitar la reatividad, el interambio de informaión, y, sobre
todo, la olaboraión entre usuarios. Todos estos oneptos han onduido al desarrollo y
evoluión de las omunidades en Internet y los serviios de hospedaje omo los sitios de redes
soiales, wikis, blogs, et. Los sites on esta tenología permiten a sus usuarios interatuar
on otros usuarios o ambiar el ontenido del sitio de forma dinámia, en ontraste on sites
no interativos donde los usuarios se limitan a mirar pasivamente la informaión que se les
proporiona. Una de las máximás del Web 2.0 es que la apliaión desarrollada on esta
tenología mejora a medida que la utilizan más usuarios, osa que la hae muy onveniente
para apliaiones web en las que se prevea un aumento de usuarios de forma esalada
para poder beneiarse del feedbak on los usuarios e ir mejorando la apliaión o módulo
paulatinamente.
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Tenología OSGI [10℄: El objetivo de OSGI (Open Servies Gateway Initiative) es
el de denir las espeiaiones abiertas de software que permita diseñar plataformás om-
patibles que puedan ofreer múltiples serviios. Además proporiona funionalidad a Java
que hae de este el entorno prinipal para la integraión y el desarrollo de software, ya
que OSGI dene la estandarizaión de primitivas que permiten onstruir las apliaiones
on omponentes pequeños, reutilizables y asoiativos entre ellos, también ofree la fun-
ionalidad neesaria para ambiar la omposiión de forma dinámia en el dispositivo de
una variedad de redes, sin la neesidad de reiniiar. Para minimizar el aoplamiento y
failitar la administraión de omponentes esta tenología ofree una arquitetura orien-
tada al serviio que permite que estos omponentes se enuentran dinámiamente entre si
para poder olaborar. La OSGI Alliane ha desarrollado muhas interfaes de omponen-
tes estándar para funiones omunes omo los servidores HTTP, onguraión, registro,
seguridad, administraión de usuarios, XML, entre muhas otras.
Wiket [10,14℄: Es un framework de desarrollo de apliaiones web para la plataforma
Java EE, que failita enormemente el desarrollo de dihas apliaiones. Entre sus ventajas
se debe destaar el potente depurador que tiene, así omo la senillez de ódigo para
poder implementar omponentes de gran alane y reutilizables, pudiendo ser esritos en
Java y HTML. Otra de las ventajas a menionar es que Wiket inorpora POJO (Plain
Old Java Objet) Component Model que se basa en el onepto de que las páginas y los
omponentes de Wiket son objetos Java que soportan enapsulaión, eventos y herenia.
En uanto a seguridad tenemos que por defeto Wiket es seguro ya que las URLs no
exponen informaión ondenial y todos los path de los omponentes son relativos a la
sesión, además la enriptaión de la URL permite rear webs on una gran seguridad. Otra
araterístia interesante es que todas las apliaiones desarrolladas en Wiket trabajarán
sobre un luster sin oste adiional. Además también se failita la esritura de apliaiones
que utilien multi-ventanas y multi-pestaña permitiendo al desarrollador reaionar de
forma eiente uando el usuario abra una nueva ventana o pestaña.
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Hibernate [10,15,16℄: Es una potente herramienta ORM (Objet Relational Mapping)
que permite mapear objetos persistentes en tablas relaionales, además inorpora serviios
de onsulta. Permite desarrollar lases persistentes on lenguaje orientado a objetos que
permite herenia, polimorsmos, oleiones, et. Las onsultas hibernate pueden ser ex-
presadas en su extensión portable del SQL (HQL, Hibernate Query Lenguage), en SQL o
riterio expresado en un lenguaje orientado a objetos. Además a diferenia de otras solu-
iones de persistenia utilizar Hibernate ofree ventajas omo:
 Produtividad: Hibernate elimina muho trabajo suio de los ódigos relaionados
on persistenia y permite al desarrollador onentrarse en el problema de negoio.
 Mantenibilidad: Se proporionan buers para haer que la relaión entre la repre-
sentaión relaional y la implementaión del modelo del objeto sea menos rítia,
otros tipos de relaión implian que si en una parte de la relaión hay ambios la otra
también sufrirá ambios.
 Performania: Hibernate te permite apliar ténias de optimizaión a todos los ele-
mentos mientras que uando la persistenia es implementada a mano la optimizaión
suele haerse 1 por 1.
 Vendor Independene: Hibernate ofree más portabilidad .
2.2. SherpaBeans y el onepto MVC
La plataforma SherpaBeans, basado en Struts[17℄, fue onebida para failitar el desarrollo de
apliaiones web utilizando esta tenología y sin la neesidad de onoer todas las tenologías que
envuelven Struts. Una de las prinipales ventajas de las apliaiones web es que ofreen un punto
entralizado de onguraión e instalaión, por ontra, las apliaiones instaladas en el sistema
operativo requieren una puesta en marha por parte de los ténios además de un seguimiento
por si se produe algún inidente. En el aso de la apliaión web los paquetes son instalados
en un servidor únio y no se tiene en uenta las partiularidades de ada ordenador personal,
además también ofreen muha portabilidad y poo onsumo de reursos de la máquina, al n
y al abo una apliaión web solo requiere del usuario tener instalado un navegador ompatible,
osa on la que uentan la mayoría de sistemás operativos de hoy en día. Para poder desarrollar
este tipo de apliaiones, SherpaBeans utiliza las tenologías menionadas anteriormente en un
patrón de arquitetura de software, muy omún en el desarrollo de apliaiones web, denominado
MVC (Modelo-Vista-Controlador) que separa los datos de una apliaión, la interfaz de usuario,
y la lógia de negoio en tres omponentes distintos, este patrón fue desrito por primera vez
por Trygve Reenskaug, un trabajador de Smallpark en los laboratorios de investigaión de Xerox.
La implementaión original se puede enontrar en el doument Appliations Programming in
Smalltalk80: How to use Model-View-Controller [18℄.
Los tres omponentes del modelo se denen de la siguiente manera:
Modelo: Representaión espeía de la informaión on la que el sistema opera. Es im-
portante destaar que la lógia de datos no solo failita el aeso a estas si no que también
asegura la integridad de los datos y permite la derivaión de nuevas. La lógia se obtiene a
partir del modelo de datos de la apliaión.
Vista: Ofree las herramientas neesarias para mostrar la interfaz de la apliaión y que
el usuario pueda interatuar on ella.
Controlador: Se enarga del ontrol de ujo de la apliaión. Dependiendo de las aiones
del usuario en la vista se realizarán las aiones neesarias en el modelo y se obtendrá la
informaión a mostrar en la vista.
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Son varios los beneios de utilizar este patrón omo arquitetura de trabajo. Uno de los más
importantes es que favoree el trabajo en equipo y la organizaión del proyeto. La separaión de
tareas entre apas permite desarrollar paralelamente siempre y uando se denan unas interfaes
que mantengan la misma estrutura. Utilizando estas interfaes se permite la integraión de
diferentes tenologías en ada apa del modelo, de tal manera que se pueden busar soluiones
optimás para ada lógia. El uso de interfaes, también es un punto a favor ya que se permite
estableer estereotipos de trabajo de tal manera que la implementaión sea independiente a
las deniiones de las lases. Finalmente una de las araterístias más importantes es la gran
esalabilidad que tiene. Se pueden modiar las tenologías apliadas en ada apa y permite
ampliar fáilmente ualquier omponente, sin que los otros se deban ver afetados en ningún aso.
Una propiedad que demuestra la esalabilidad que proporiona el modelo MVC es que dentro
de ada omponente este permite que pueda haber otra tripleta modelo-vista-ontrolador y así
reursivamente.
Imagen 2.1: Modelo Vista Controlador.




La representaión lógia del modelo de datos se ha realizado mediante Hibernate ya que failita
el mapeado de atributos entre una base de datos relaional tradiional y el modelo de objetos de
una apliaión. Esta relaión se establee mediante la deniión de las relaiones en el ódigo de la
apliaión, tiene 2 formás de mapear las lases y atributos, mediante arhivos delarativos XML
o mediante anotaiones en los beans de las entidades que permiten estableer las relaiones, en
nuestro aso nos deantaremos por las anotaiones por ser más intuitivas y no requerir produir
heros extra de delaraiones. Además Hibernate permite que la onsulta y modiaión de la
base de datos sea muho más dinámia y exible.
Vista
En la apa de la vista o de interie gráa es donde, prinipalmente, entran 2 tenologías que
interatúan entre ellas para failitar el desarrollo: Wiket y Web 2.0.
Wiket es una tenología pionera en reaión de interfíies gráas similar a JSF y Ta-
pestry[19℄, la programaión de la interfaz se realiza mediante omponentes y está basado en
eventos, todo esto permite que se trabaje de forma más intuitiva sobre la apa de presentaión,
de omo se quieren estruturar las paginas y los eventos que se deben lanzar uando el usuario
realiza una determinada aión. Wiket además failita la reaión y reutilizaión de ompo-
nentes esritos tanto en Java omo HTML de tal forma que se puede tener de forma intuitiva
ualquiera de los omponentes más omunes omo botones, listas desplegables, et. Además otra
de las ventajas de utilizar Wiket es que la mayoría de sus omponentes pueden utilizar AJAX
( Asynronous JavaSript And XML)[20℄ por lo tanto la página web puede adoptar unos di-
namismos muy interesantes. Además todas estas araterístias se ombinan on los estándares
denidos por Web 2.0, que proporionan muha versatilidad y apaidad de mejora a esta apa.
Controlador
Al estar basado en Struts, SherpaBeans tiene similitudes a este en la implementaión del on-
trolador. Struts utiliza las aiones, los servlets [21℄ y heros de onguraión[22℄ , en ambio
SherpaBeans, si es ierto que también utiliza aiones y servlets, pero no utiliza un hero de
onguraión, se vale de una lase java denominada ProessModel que atúa a similitud de este
hero, donde se denen los diferentes estados del proeso así omo las transiiones entre ellos,
pudiendo utilizar, entre otros: estados iniiales, de vista, nales, deisión, de ontrol, entre otros.
2.3. Seguridad
Como se debe dotar de seguridad a la apliaión en dos sentidos: autentiaión de los usuarios
y autorizaión para utilizar determinados reursos, SherpaBeans utiliza la tenología JAAS (Java
Authentiation and Authorization Servie)[23℄ respaldada por LDAP (Lightweight Diretory
Aess Protool)[24℄ . JAAS es un onjunto de librerías que permite a los desarrolladores de
apliaiones empresariales olvidarse de implementar ódigo responsable de ontrolar permisos y
aesos a diferentes páginas y/o funiones de la apliaión. El objetivo prinipal de JAAS es el
de separar las tareas en la autentiaión del usuario para que estos puedan ser gestionados de
forma independiente, además este se entra en un nuevo marador para poder identiar quien
está ejeutando el ódigo y validar que se tenga aeso al mismo ,esto es denominado omo
autentiaión, y los permisos neesarios para realizar aiones onretas una vez autentiado,
autorizaión [25℄. Para ello utiliza roles, grupos y permisos pudiendo ombinarlos a mered del
programador.
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Por su parte LDAP es un protoolo a nivel de apliaión el ual permite el aeso a un
serviio de diretorio ordenado y distribuido para busar diversa informaión en un entorno
de red, omo una base de datos en la que se pueden haer onsultas. Así pues JAAS se sirve
de LDAP para onsultar las relaiones usuario-ontraseña, usuario-rol, usuario-grupo, usuario-
permisos, rol-grupo, rol-permisos, et.
2.4. Estrutura del proyeto
Todo el proyeto se enuentra dentro de un paquete llamado por onvenión interna:
om.isenia.enterprise.hangemanager. Para difereniar las apas del modelo MVC se agrupan las
diferentes lases en diferentes paquetes on un nombre para identiar la naturaleza de los mis-
mos, además existen otras arpetas en el paquete prinipal donde se almaenan arhivos, omo
por ejemplo: imágenes, el modelo de datos o sripts de iniializaión y destruión del modelo en
la base de datos. A ontinuaión se lasiarán todos estos elementos dependiendo en que ompo-
nente del modelo MVC atúan, lo podemos ver en la imagen 2.2, así omo una breve expliaión
de ada uno de ellos, esto también nos servirá omo pequeña introduión a la metodología de
desarrollo on SherpaBeans. En el punto 3.2 y 3.3 se entrará en más detalle sobre SherpaBeans
ilusatrandolo on poriones de ódigo para poder expliar parte de su funionamiento.
MVCPFC.png
Imagen 2.2: Estrutura del proyeto
Elementos relaionados on el modelo:
Paquete om.isena.enterprise.hangemanager.entities: es donde se enuentran de-
nidas las entidades que representan todo el modelo de datos, ada una de ellas orresponde
a la deniión de una lase, on sus atributos y métodos.
Carpeta do/datamodel/shema: esta arpeta ontiene un arhivo .dez generado on
Dezigner for Databases, que dene todo el modelo de datos de nuestro módulo, es deir la
entidades existentes y sus relaiones.
Carpeta do/datamodel/sripts: aquí es donde se almaenan los sripts de reaión,
destruión y alteraión de nuestro modelo de datos en la base de datos. Los 2 primeros
suelen ser generados por el Dezigner for Databases una vez hemos denido todo el modelo.
Elementos relaionados on la vista:
Paquete om.isena.enterprise.hangemanager.riteria: aquí enontramos heros
on riteria querys denidos, son lases que extienden de la lase Java CriteriaQuery,
utilizadas por Hibernate para realizar onsultas sobre la base de datos, el resultado de
estas onsultas son los datos a mostrar por la vista.
Paquete om.isena.enterprise.hangemanager.views: este paquete es el más impor-
tante de los relaionados on la vista ya que es donde enontramos la gran mayoría los
arhivos que inuyen on los aspetos visuales de las pantallas. Cada pantalla suele tener
2 tipos de arhivos relaionados: el .java, lase de tipo view, que dene el maro general
de la vista, que tipo de estrutura utilizaremos para mostrar los datos: en forma de tablas,
tab, dashboard. Además ofree la posibilidad de denir aiones: oultar/mostrar elementos,
ejeutar onsultas auxiliares, iniializar objetos neesarios,... o añadir omponentes web en
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la página previamente refereniados en un arhivo .html. Este arhivo .html es dónde se
puede dotar de más personalizaión a las paginas mediante este onoido lenguaje, así omo
rear omponentes web (wiket), que podrán ser utilizados omo un objeto en la lase .java
en uestión. Todas las pantallas de la apliaión tienen una, o más, lase .java asoiada,
pero no es obligatorio que tenga un .html.
Paquete om.isena.enterprise.hangemanager.settings: nalmente, pero no menos
importante, enontramos las lases de tipo setting, enargadas de relaionar las lase de
tipo view y riteria on la entidad a la que haen referenia, así omo de denir diferentes
opiones que afetan diretamente a la pantalla mostrada: atributos que apareen en las
tablas, proporionar ltros para realizar búsquedas in situ, así omo poder denir aiones
web que pueden depender de eventos generados por el usuario: oultar ampos, ampos
obligatorios, validaiones, et. Para ello se utilizan diferentes funiones internas de Sher-
paBeans que añaden diferentes atributos a la lase de tipo settings, a modo de plantilla,
que más tarde será interpretada por SherpaBeans para rear toda la estrutura de la pági-
na en uestión, algunos atributos que pueden ser añadidos son: riteria y view a utilizar,
atributos de lase a mostrar, anho de olumnas, visibilidad de ampos, omportamiento
de ampo a eventos de usuario (llamado behavior), validaiones, entre otros. Esto permi-
te al programador no tener que entrarse tanto en el aspeto visual de la pagina on los
quebraderos de abeza que ello onlleva.
Elementos relaionados on el ontrolador:
Paquete om.isena.enterprise.hangemanager: Aquí enontramos diferentes lase de
onguraión interna que neesita SherpaBeans para poder mostrar los elementos que aña-
damos al menú general, así omo deniión de onstantes o exepiones, que serán mostra-
das en aso de error, de nuestra apliaión.
Paquete om.isena.enterprise.hangemanager.behaviors: uando se quiere denir
algún omportamiento de algún omponente web se suelen rear lase llamadas behaviors
(omportamientos) que ontendrán las aiones a realizar si el evento generado por el
usuario se umple. Estas lase son utilizadas por los settings para añadir la funionalidad
a los omponentes requeridos, estos suelen ser ampos o ltros.
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Paquete om.isena.enterprise.hangemanager.ows: En este paquete se almaenan
las lase que se utilizan para redenir o añadir funionalidad a las transiiones de las
páginas, así omo añadir nuevas. Enontramos por defeto, en la parte superior de las
tablas on los datos, estas transiiones, denominadas aiones: rear, editar, eliminar y ver.
Las aiones nos suelen llevar al mismo estado iniial, pasando por los estados intermedios
neesarios, después de realizar una de ellas, además suelen referirse a los registros que se
muestran en la página en forma de tablas, ya sea en una tabla simple, dentro de un tab o de
un dashboard. El otro tipo de transiiones, que nos suelen dirigir haia otro estado diferente
del iniial, también pueden ser redenidas o añadidas desde estas lase, pero por onvenión
interna y por una mejor organizaión solo se hará en aso que desde las lase espeia,
almaenadas en el paquete hangemanager.workow, no fuera posible dotarlas de toda
la funionalidad requerida.
Paquete om.isena.enterprise.hangemanager.models: Es donde se enuentra la la-
se on la deniión del ProessModel, esta deniión sirve para poder rear una nueva
instania de ualquier objeto al iniiar el ujo de estados al que esta asoiado y así trabajar
on él. En nuestro aso solo tenemos 1 objeto (Petiión de ambio) así pues solo tenemos
un ProessModel.
Paquete om.isena.enterprise.hangemanager.tasks: En este paquete enontramos
lase que denen omportamientos auxiliares que no se enuentran ya denidos, la diferen-
ia on los behaviors, es que los tasks no suelen denir omportamientos para omponentes
web, por ejemplo se suelen utilizar para autorizar el uso de un modulo, aión, transiión
dependiendo de si se umplen los requisitos, o para realizar operaiones internas de nuestro
ujo de aiones, tales omo generar un doumento, guardar/modiar/eliminar/argar
datos en base de datos que sea neesario para el buen funionamiento de nuestro módulo,
mostrar mensajes por pantalla, et.
Paquete om.isena.enterprise.hangemanager.triggers: Aquí enontraremos lase
que denen nuevos disparadores diferentes a los que ya tenemos por defeto y que uti-
lizarán los usuarios para ejeutar aiones sobre el estado atual o transiiones a nuevos
estados.
Paquete om.isena.enterprise.hangemanager.validations: Como su nombre india
es donde almaenaremos lase que denen validaiones sobre los datos introduidos por el
usuario en nuestros formularios: ampos obligatorios y/o ampos on formato obligatorio.
Paquete om.isena.enterprise.hangemanager.valuetypes: Contiene las lases que
denen de diferentes tipos de datos auxiliares para failitarnos la implementaión de nuestro
módulo. Normalmente serán lase de tipo enum.
Paquete om.isena.enterprise.hangemanager.workow: Aquí es donde se enuen-
tran las lase on la deniión de todo el ujo que tendrá nuestro módulo general, llamado
ProessDenition, así omo los estados que deberá transitar y son parte del ujo, si tam-
bién tenemos que añadir transiiones que no existan lo haremos en este paquete. En nuestro
aso deberemos denir 2 ProessDenition, uno por ada tipo de petiión, además de todos
los estados que los omponen y algunas transiiones, estos estados y transiiones pueden
reutilizarse en diferentes ProessDenition, omo es nuestro aso.
Carpeta /META-INF: En esta arpeta se enuentran heros de propiedades, de tipo
ditionary que son utilizados por una lase interna, desarrollada por Isenia, para poder
ambiar el idioma de los menús, etiquetas, trigguers, et, del módulo. En nuestro aso
tendremos el atalán, el astellano y el inglés.
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2.5. Entorno de desarrollo
Las herramientas utilizadas son omunes on todos los empleados de la empresa, en nuestro
proyeto en uestión se han utilizado las herramientas que ofreían la mejor relaión estabili-
dad/failidad de uso, aparte de los servidores que se neesitan para que el desarrollador realie
pruebas en el entorno loal (se explia más adelante), ontamos on: Elipse Plataform para
Java, Dezign for Databases y MySQL.
Elipse Plataform
Elipse Platform en su versión Java es un entorno de trabajo (IDE) para los programadores
Java que proporiona herramientas de desarrollo de apliaiones. Además se le pueden inorporar
plugins desarrollados por la omunidad que failitan enormemente el trabajo. En nuestro aso no
ha sido neesario la instalaión de ningún plugin externo espeio ya que on las herramientas
menionadas anteriormente y los plugins por defeto de elipse (aso del repositorio CVS) ya
podemos desarrollar nuestra apliaión.
Dezign for Databases
Es una herramienta de diseño y modelado de bases de datos muy intuitiva para los desarrolla-
dores que es de gran ayuda para modelar, rear y mantener nuestra base de datos. Este software
utiliza diagramás de entidad-relaión para diseñar gráamente la base de datos y automátia-
mente generar los heros SQL de reaión y destruión del modelo de datos.
MySQL
Es un sistema de gestión de bases de datos relaional, multihilo y multiusuario, es software
libre, pero si una empresa quiere inorporarlo a produtos privativos deben omprar a la empresa
una lienia espeia. En nuestro aso solo lo utilizaremos para ejeutar los sripts generados
por el Dezign, además de ualquier tipo de modiaión o onsulta que debamos haer en la base
de datos.
2.6. Metodología de desarrollo
Durante el desarrollo del modulo, se han heho diferentes pruebas de ada submódulo que lo
ompone para garantizar el funionamiento individual de ada uno de ellos. En general se suele
seguir el siguiente proeso irular:
1. El oordinador del proyeto, usando Compás, genera los doumentos orrespondientes a
los asos de uso de ada submódulo: espeiaiones a tener en uenta, aiones que se
realizan, ampos que inuyen, omportamiento deseado, transiiones a otros submódulo o
estados.
2. El desarrollador plantea y razona la soluión para umplir on los asos de uso y sus
indiaiones.
3. Se rean las deniiones del submódulo siguiendo las espeiaiones del aso de uso aso-
iado:rear la entidad en base de datos y añadirla, rear las lase asoiadas al submódulo
ya sean de ow, settings, views, et. Se implementaran todas las aiones y transiiones que
tengan omo estado nal el mismo estado en el que nos enontramos.
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4. Una vez tenemos una versión que pase el proeso de ompilaión se debe asegurar que el
modulo umple on todas las aiones requeridas en el use ase mediante la realizaión de
un juego de pruebas. Este juego de pruebas se podría rear on una herramienta que nos
failite la tarea omo por ejemplo Junit, pero en nuestro aso nos serviremos de las aiones
previstas en el aso de uso para realizar dihas pruebas manualmente. Además de tener
que pasar otras pruebas de performania y asos no previstos realizado manualmente por
el mismo desarrollador.
5. Se realizan todas las pruebas obtenidas en el punto 4, si el resultado es óptimo, se oneta
este submódulo on el resto que hayan pasado por todos los puntos, inluido el 6. En aso
ontrario se busa el error, se solventa y se retorna al punto 4.
6. En este punto es donde se debe probar que todos los submódulo se omunian orretamen-
te, los que requieran omuniarse, y que la adiión del nuevo no perjudique la performania
del resto, ni de todo el onjunto. Para ello ontamos on los use ases, estos también denen
la interaión de los submódulo. Así pues se deberán pasar todos los requerimientos hasta
el punto donde tengamos desarrollado el módulo. Si los resultados son satisfatorios se
pasará a desarrollar otro submódulo. En aso de error deberemos enontrar que lo produe
(submódulo, onexión entre submódulo, et.), orregirlo y volver al punto 4.
En aso de que haya un ambio en los requerimientos, se debe volver a empezar por el primer
punto revisando todas las tareas. Cada vez que se rea un submódulo nuevo o se modia uno
se deben realizar todas las pruebas de todos los submódulos para asegurar que el ambio no ha
supuesto ningún problema para el funionamiento del módulo y este se mantiene estable
3. Implementaión y despliegue
A ontinuaión se omentarán detalles de la implementaión del módulo además de algunos
detalles relaionados on eSengo®. Lo dividiremos en 4 apartados: el modelo de datos, breve
expliaión de eSengo®, los submódulos, unos funionan onjuntamente on el Gestor de Cam-
bios y otros son utilizados para generar datos para el gestor u otros módulos y el módulo Gestor
de Cambios, que tiene sus estados y transiiones de unos a otros, así omo sus aiones internas.
3.1. Modelo de datos
El modelo de datos es el punto de partida del módulo. Se debe diseñar un modelo onsistente
y eaz que permita almaenar la informaión del módulo. En este punto se diferenian 2 puntos:
el diseño de la base de datos y omo se ha integrado este diseño utilizando Hibernate.
3.1.1. Diseño
En la imagen 3.1 se puede ver el diseño del modelo de datos. A ontinuaión se detallan las
entidades así omo una breve expliaión de su utilidad.
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Imagen 3.1: Diseño modelo de datos
CHN_ChangeRequestTaskDenition: Esta es una entidad de onguraión interna
que sirve para almaenar los tipos de petiión de ambio que tenemos así omo asoiarlos a
una id para poder tener ujos independientes por ada tipo. En nuestro aso solo tendremos
2 tipos, software y hardware
CHN_Appliation: Almaena los datos orrespondientes a la apliaión a la ual va
ligada una petiión de ambio de tipo software, en ella enontramos atributos omo el
nombre y el ódigo de la apliaión.
CHN_Module: Enargada de ontener los datos orrespondiente on los módulos que
pueden omponer una apliaión, sus atributos son, omo en el aso de la apliaión, nombre
y ódigo.
CHN_Appliation_SHB_CHN_Module: Tabla intermedia, denida internamente,
que se enarga de guardar las relaiones entre apliaiones y módulos. Una apliaión puede
tener más de un módulo, pero los módulos son únios.
CHN_UseCase: Entidad que almaenará los doumentos onoidos omo UseCase, ade-
más también ontiene la ID de la apliaión a la que va asoiado. También sería útil para
almaenar ualquier tipo de doumento que queramos asoiar a una apliaión en onreto,
pero no es nuestro aso.
CHN_ChangeRequestAfetedUseCase: Tabla intermedia, denida internamente, que
ontiene las relaiones entre las petiiones de ambio y los UseCase, dependiendo de la
apliaión que afete el ambio esta tendrá unos UseCase asoiados u otros.
CHN_ChangeOrigin: Contiene los datos orrespondiente a los originadores del ambio,
ya pueden ser internos (mismo personal de la empresa en uestión) o externos (lientes),
omo atributos tiene el ódigo, el nombre y si el registro pertenee a un liente o no.
ORG_Risks: Enargada de almaenar informaión sobre los riesgos omo por ejemplo: el
tipos, los diferentes niveles de impato, omentarios sobre los niveles de impato, omen-
tarios generales, mitigaión, soluión...
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CHN_ChangeRequestRisk: Es la enargada de guardar los datos sobre los diferentes
riesgos que pueden produir los ambios requeridos si se aplian, hereda de ORG_Risk. Ya
pueden ser riesgos nuevos derivados de la petiión o ya almaenados en la base de datos.
CHN_HardwareItem: Clase que hereda de una lase interna denominada Item, enar-
gada de almaenar informaión sobre los elementos hardware que tienen relaión on una
petiión de ambio de tipo hardware, entre otros algunos de sus atributos son: tipo de item,
numero de serie, antidad...
CHN_ChangeRequest: Contiene toda la informaión relaionada a la petiión de am-
bio omo el estado en el que se enuentra, el originador, omentarios, el tipo de petiión,
et.
CHN_CongurationChangeRequest: Hereda de la lase CHN_ChangeRequest, a di-
ferenia de esta tiene ampos espeíos para almaenar informaión de una petiión de
tipo hardware, ya que uenta on un objeto de tipo CHN_HardwareItem entre ellos.
3.1.2. Integraión
La integraión del modelo de datos on nuestro módulo se lleva a abo mediante Hibernate.
No se hará una expliaión extensa ya que estamos hablando de onveniones internas de la
empresa, pero si un breve resumen de algunos puntos a tener en uenta, por ejemplo:
Por ada entidad en la base de datos existirá una lase, exepto en el aso que la entidad
de base de datos de una entidad auxiliar relaional de 2 entidades diferentes, en este aso
se denirá un atributo en una de las 2 lases, normalmente en la que tiene más peso, para
posteriormente mapearlo on anotaiones propias de hibernate y así tener la referenia a
esa tabla intermedia desde la lase que deba utilizar sus registros. Según nos dita Hiber-
nate, ada lase tendrá sus atributos miembros omo privados y on sus orrespondientes
funiones de aeso (getters y setters).
Mappings de Hibernate. En nuestro aso mapearemos la lase mediante anotaiones en la
misma lase para que hibernate sepa a que tabla orresponde, así mismo deberemos utilizar
diferentes anotaiones de Hibernate para mapear los atributos, dependiendo del atributo
será neesario inorporar más de una anotaión, por ejemplo para denir el formato en el
que se guardará la informaión.
3.2. Breve introduión a elementos de eSengo®
En este apartado veremos una pequeña parte de la funionalidad que puede llegar a ofreer el
ERP. Nos entraremos en expliar, on ayuda de imágenes, algunas de las aiones y elementos
que ya inorpora eSengo® y que inuyen en nuestros submódulos y módulos, así omo su
funionamiento.
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Campos y botones por defeto en la presentaión de una tabla ualquiera on datos:
1. El ampo y el botón de busar: realiza una búsqueda en la tabla de datos por la adena
de arateres que se esriba tanto en el ampo omo en los ltros que estén asoiados a
la tabla en ese momento, en nuestro aso esos ltros serían Código y Nombre. Cualquiera
de estos elementos se puede dejar en blano al realizar una búsqueda a no ser que sean
requeridos, en ese aso tendrían otro olor o mostrarían un mensaje.
2. Desplegable Filtros : Como podemos ver en la imagen 3.3 el desplegable onsta de 4 opiones,
la opión seleionada por defeto es Filtros, que nos muestra enima de la tabla de datos
los ltros que hayamos seleionado mediante la opión de onguraión que tiene el iono
de llave inglesa. La opión Datos abre una ventana emergente que permite seleionar que
olumnas queremos que aparezan, estas deben ser denidas previamente en los heros de
settings, también permite apliar otras opiones sobre las olumnas, omo por ejemplo que
tipo de orden tendrán los datos que ontienen. La opión más abajo, Vista, nos permite
agregar a la parte inferior de la tabla unas pequeñas estadístias sobre las olumnas de la
tabla, por ejemplo ual es el máximo o antidad de las. La opión superior, Básio, nos
permite oultar todos los ltros y haer la búsqueda solo on el ampo y el botón de busar
(1).
3. Botón Por Defeto: Permite guardar en base de datos la onguraión reada a partir del
desplegable Filtros, además de poder ambiar la atual por otra previamente almaenada.
Imagen 3.2: Pantalla del submódulo Apliaión
Imagen 3.3: Menú desplegable Filtros
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Aiones por defeto en toda tabla:
1. En este ampo seleionamos el número de las que queremos mostrar en la tabla y on el
botón ontiguo refresamos la tabla.
2. Esta aión nos permite exportar el ontenido de la tabla a una hoja de álulo, PDF o
hero XML.
3. Nos permite añadir o quitar las olumnas que se hayan denido omo seleionables en la
lase de tipo settings orrespondiente a la tabla.
Imagen 3.4: Barra de aiones de una tabla
Caraterístias de los usuarios, roles y permisos en eSengo®:
Para gestionar los roles, usuarios y los permisos de aeso a los módulos y opiones se
utilizará el usuario Administrador, ongurado por Isenia al adquirir eSengo®, el Admi-
nistrador, también puede proporionar sus mismos permisos a ualquier usuario.
El Administrador (o los usuarios on sus permisos) sera el enargado de rear/eliminar los
roles y los usuarios.
Un usuario puede tener más de un rol, y un rol puede ser asignado a más de un usuario.
Los roles suelen tener permisos diferentes a los de los usuarios que ontiene.
Los roles pueden ser utilizados por el programado para dar o quitar visibilidad a ualquier
omponente del ódigo, al igual que los permisos.
Los permisos deben ser reados desde el ódigo para que eSengo® pueda mostrarlos al
Administrador, por lo tanto el programador es responsable de agregar los permisos para
todos los omponentes que lo neesiten. En la imagen 3.5 Se muestra la porión de ódigo
neesaria para denir los permisos:
Imagen 3.5: Código de la lase ChangeManagerFeatures
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Como podemos observar en el ódigo para denir un permiso utilizamos el objeto Feature.
Su onstrutor requiere la id orrespondiente al submódulo/modulo/entidad/objeto a la que se
le quiere haer referenia, así omo las aiones que inluirá el permiso. En nuestro aso serán
todo aiones básias (ver, rear, eliminar, editar), de ahí que utiliemos la onstante del objeto
Ation, Ation.CRUD_ACTIONS. Finalmente se añade el nombre por el que hemos denido el
permiso en un Array de tipo Feature, este Array será utilizado por SherpaBeans para mostrarnos
los permisos por la interfaz gráa así omo de darles funionalidad.
3.3. Submódulos
Estos suelen ser submódulos auxiliares que proporionarán datos que el módulo general ne-
esita para poder tener la máxima informaión, la mayoría de ellos son independientes entre
si. Al ser independientes del general podrán ser utilizados por otros módulos. En las siguientes
seiones se detalla su funionalidad así omo una muestra de omo son sus pantallas, además
algunos de ellos nos servirán para haer una pequeña introduión a la plataforma SherpaBeans
6.0
3.3.1. Appliation y Module
Imagen 3.6: Consulta de apliaiones
En la Imagen 3.6 se observa la pantalla prinipal de este submódulo en ella se puede ver una
lista de las apliaiones según el riterio de ltrado. Estos riterios son los siguientes:
Código: Busa según el ódigo que orresponde a la apliaión, no hae falta que sea el
ódigo entero, se pueden haer búsquedas pariales.
Nombre: Igual que el ódigo.
También enontramos las aiones de rear, ver, editar y borrar, normalmente estas opiones
atuarán de la misma forma en todas las tablas, lo únio que ambiara serán las pantallas
asoiadas a ada aión. Las aiones de eliminar y editar pueden apliarse a 1 o varios registros
mediante la seleión múltiple de asillas:
Crear un nuevo registro: Como podemos ver en la imagen 3.7 al pulsar en la aión de rear
se nos abre este popup, de tipo dashboard. Una de las diferenias entre un dashboard y una
view es que los dashboard son muho más ongurables, por ejemplo, puedes ambiarlos
de tamaño, esonder/mostrar tablas y aiones, et. En ambio las tablas son jas y sin
ningún tipo de personalizaión, aparte de las aiones omentadas que nos ofree eSengo®.
Podemos observar que uenta on 2 ampos obligatorios que se maran en olor amarillo
para identiarlos omo tales, además en la parte dereha observamos la tabla Módulo,
esta es otra de las araterístias de los dashboards, poder añadir tablas de un submódulo
B en los estados de un submódulo A, en este aso nos sirve para poder rear los módulos
que tienen relaión on la apliaión que reemos.
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También podríamos añadir otros elementos omo pestañas o un dashboard diferente dentro
del dashboard iniial. Al pulsar el botón de añadir este nos abre otro popup on los ampos,
Código y Nombre, a rellenar que también serán obligatorios, una vez nalizado se añade el
nuevo módulo a la apliaión. Cada la de la tabla módulo uenta on las opiones, de editar
y borrar (la ruz roja). Editar nos abre un popup igual que rear, on los datos rellenados,
donde podremos editar los datos del módulo. La aión de borrar nos abre otro popup
donde se nos pide onrmaión para borrar el elemento deseado. Una apliaión puede, o
no, tener módulos, así pues se pueden añadir en el momento de reaión o más tarde on la
aión de ediión, por lo tanto la relaión entre la apliaión y los módulos no se guardará
hasta que no le demos al botón de Crear. Cuando terminamos las aiones volvemos a
la pantalla iniial on la tabla de datos, esto suederá on la mayoría de submódulos y
aiones.
Imagen 3.7: Submódulo apliaión, estado rear.
Ver un registro: Al utilizar la aión Ver, se abre un popup on la informaión del registro
seleionado, omo podemos observar en la imagen 3.8. Esta informaión no es editable,
pero si utilizamos la aión del botón Editar nos lleva a un estado nuevo donde podremos
editar el registro, esta aión la enontraremos por defeto en todos los estados de este
tipo.
Imagen 3.8: Submódulo apliaión, estado ver.
Editar un registro: Cuando utilizamos la aión de Editar nos aparee un popup muy simi-
lar al de la aión rear, salvo que en este aso los ampos están rellenados on los datos
que orresponden al registro que queramos editar, tanto ampos de texto omo los módu-
los inluidos. Podemos modiar la informaión de los ampos así omo agregar/eliminar
módulos. Si son varios los registros a editar, una vez editemos el primero nos apareerá la
misma ventana pero on los datos del segundo así suesivamente hasta haberlos editados
todos. Si en uno de ellos anelamos la ediión los ambios se apliarán a todos los registros
modiados anteriores.
Eliminar un registro: Utilizando la aión eliminar nos apareerá un popup omo el de la
imagen 3.9, si seleionamos múltiples entradas el popup sería omo la imagen 3.10. Al
onrmar la aión se elimina/n la/s entrada/s de la base de datos.
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Imagen 3.9: Borrar 1 entrada Imagen 3.10: Borrar varias entradas
Para realizar este módulo se han debido utilizar, lases de tipo ow y settings. A ontinuaión
pondremos algunos ejemplos para poder expliar mejor omo son este tipo de lases y alguna de
sus araterístias:
Ejemplo lase tipo ow : En la imagen 3.11 vemos el ódigo del ow del submódulo Ap-
pliation. La lase AppliationFlow extiende de ExtendedCrudFlow esta nos proporiona
en nuestra tabla las aiones de rear,ver,eliminar,editar por defeto que tiene el sistema.
Las lineas 24-27 nos sirven para indiar que todos los estados (rear, editar, ver, eliminar)
se abrirán en popup. Si queremos que uando transitemos entre estos estados se realie
alguna aión espeia, podemos añadir una nueva tarea a la transiión entre estados, en
nuestro aso vemos en la linea 28 omo añadimos una tarea de salida, addExitTask, a la
onrmaión de la reaión de un registro, getConrmCreateTransition(), que se ejeutará
la primera de todas, addExitTask(0 ,... , ya que algunas transiiones ya tienen tareas por
defeto y puede que nos interese que la nuestra esté en una posiión determinada. Nuestra
tarea, new Task(){..., se enargará de guardar la relaión de todos los módulos añadidos
a la apliaión. Para ello utilizamos la lase EntityManager que nos permite almaenar de
forma temporal las relaiones, si las hay, a la espera de que una vez aabada la transiión
se guarden los datos en base de datos. También podemos observar que a la transiión de
anelar del estado rear se le ha añadido otra tarea de salida, esta sirve para eliminar
los módulos añadidos y que estos no se reen en base de datos, ya que si no lo hiiéramos
podríamos enontrarnos que al anelar la reaión de una apliaión se reasen registros
fantasma de estos módulos, en base de datos, que no podrían ser utilizados nuna ya que




Ejemplo lases tipo settings : En la imagen 3.12 podemos ver el ódigo de la lase de tipo
settings que hae referenia al submódulo Appliation. Como se ha omentado anteriormen-
te este tipo de lases nos proporionan objetos on muhos métodos por defeto para poder
ongurar las pantallas de nuestros submódulos y del módulo general. Los objetos y méto-
dos por defeto vienen heredados de la lase ISettingsInitializer. Como podemos observar
normalmente estruturamos los settings por diferentes apartados para failitar su ompren-
sión, iremos omentándolos brevemente uno a uno, así omo los métodos que se denen
en ellos. La primera linea que nos llama la atenión es la de Authorization Settings, on el
objeto AuthorizationSettings podemos ongurar varios aspetos sobre permisos y tipos de
autorizaión, pero en nuestro aso solo lo utilizaremos para darle una id al submódulo, todos
los submódulos y módulos deben tener una id en su hero de settings para poder ser iden-
tiados y relaionados por SherpaBeans. La siguiente seión, Tab Settings, hae referenia
a las opiones para las pestañas de nuestra vista que utilizaremos para mostrar tablas, se
podrían utilizar otras organizaiones diferentes a las pestañas, pero en nuestro aso siempre
utilizaremos este formato, on el método setTabs(<tabs>) denimos uantos tabs (pesta-
ñas) tendremos en nuestra vista, omo podemos ver solo tendremos 1 on los ampos que
denamos en el hero de settings (de ahí la onstanteMASTER_FIELDS ). En la siguien-
te linea enontramos el método setContent(<ontent>,<tab>) nos servirá para indiarle
que lase de vista tendrá este tab ya puede ser una view, otro tab o un dashboard omo en el
ejemplo. Seguidamente viene la onguraión de los ltros (Filter Settings) omo podemos
observar utilizamos el objeto FilterSettings para añadir los ltros que apareerán en panta-
lla por defeto on el método setDefaults(<properties>). Las properties son los atributos de
las diferentes entidades denidas. También utilizamos el método setColumns(<int>) para
denir en uantas olumnas se distribuirán los ltros, en nuestro aso, si no la utilizamos,
tendríamos los 2 ltros uno debajo del otro, on este objeto también podríamos denir que
ltros podrán ser añadidos desde las opiones de Filters ya omentada en el punto 3.2.
El siguiente punto a tener en uenta son los datos que apareerán en la tabla, para ello
haremos uso del objeto DataSettings, on la funión setDefaults(<properties>) podemos
indiar que olumnas queremos que aparezan, también podríamos denir que olumnas
podrán ser añadidas desde la opión Añadir olumnas, también omentada en el punto 3.2.
Seguidamente pasaremos a denir los ampos que apareerán en el formulario de reaión
on el objeto FormSettings y su método setFields(<properties>), on este objeto también
podremos denir la posiión de los mismos, omo on los ltros, entre otras opiones. Una
vez tenemos denidos los ampos que apareerán pasamos a editar las propiedades de es-
tos, lo haremos on el objeto FieldSettings que onsta de muhos métodos por ejemplo:
añadir behaviors a los ampos, haerlos visibles u oultarlos, editables o no, et. En nues-
tro aso utilizaremos la funión setRequired(<properties>), para denir que ampos serán
obligatorios. Finalmente tenemos el objeto ViewSettings, que nos servirá para denir que
omponente tendremos en nuestra vista, en el ejemplo estamos añadiendo la funionalidad
de un tab a nuestra vista de rear, esto normalmente se hae uando hemos denido el
ontenido del algún tab on un dashboard, ya que si no se hiiera no podríamos aabar de





Imagen 3.13: Pantalla prinipal del submódulo ChangeOrigin
En la imagen 3.13 vemos el estado iniial del submódulo ChangeOrigin (origen del ambio),
vemos una tabla on los registros orrespondientes a los originadores del ambio según los
riterios de los ltros, estos ltros son:
Código: Busa según el ódigo que orresponde al registro, no hae falta que sea el ódigo
entero, se pueden haer búsquedas pariales.
Nombre: Igual que el ódigo.
Proviene de un liente?: En este aso nos enontramos on un hekbox que solo admite 2
opiones, igual que el atributo que le orresponde en la entidad, este atributo es de tipo
boleano. SherpaBeans asigna por defeto el omponente hekbox a este tipo de ampos,
si quisiéramos otro omponente web en el ampo, deberíamos ambiarlo utilizando la lase
de settings asoiada, más adelante se expone un pequeño ejemplo de omo añadir un
omponente a un ampo.
Las aiones son análogas al submódulo anterior ya que este esta onstruido on los mismos
fundamentos:
Crear un nuevo registro: Como podemos ver en la imagen 3.14 al pulsar en la aión de
rear se nos abre este popup, de tipo dashboard. Este estado tiene 3 ampos, 2 de texto
obligatorios, Código y Nombre, y uno de hekbox, Proviene de un liente?, este último
sirve para identiar si el originador es un liente externo o un empleado de la empresa.
Cuando terminamos las aiones volvemos a la pantalla iniial, guardando el registro en
memoria.
Imagen 3.14: Submódulo ChangeOrigin, estado rear.
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Ver un registro: Al utilizar la aión Ver, se abre un popup on la informaión del registro
seleionado, on las mismás araterístias que en el submódulo anterior, omo podemos
observar en la imagen 3.15.
Imagen 3.15: Submódulo ChangeOrigin, estado ver.
Editar y eliminar un registro: Análogo a las aiones del submódulo desrito en el punto
3.3.1.
3.3.3. UseCase
Imagen 3.16: Submódulo UseCase, estado iniial.
En la imagen 3.16 vemos el estado iniial del submódulo UseCase (Casos de uso), vemos una
tabla on los registros orrespondientes a los UseCase registrados según los riterios de los
ltros, estos ltros son:
Nombre: Busa según el nombre que orresponde al registro, no hae falta que sea el nombre
entero, se pueden haer búsquedas pariales.
Desripión: Igual que el nombre, puede busar ualquier palabra o frase que apareza en
la desripión, se mostraran los registros que ontengan esa palabra o frase en su atributo
desripión.
Apliaión: En este aso nos enontramos on un desplegable que admite tantas opiones
omo apliaiones hayamos reado, esto se ongura on el arhivo de settings asoiado
al módulo y SherpaBeans te rea la relaión entre el ombo y los datos que haya en ba-
se de datos. Como podemos ver en la imagen 3.17, se le debe añadir un omponente al
ampo que queramos que tenga ese formato utilizando el objeto FieldSettings y su método
setComponent(<omponent>,<properties>). En nuestro aso añadimos el omponente des-
plegable (ombo) al objeto-atributo appliation, de la lase UseCase, de tipo Appliation.
29
El inonveniente es que diho ampo siempre tendrá ese formato, en todos los estados. Si
queremos que no sea así deberíamos sobresribir el método, desde los mismos settings, y
on un ondiional retornar el omponente que queramos que tenga en ada estado (edit,
view, reate, et...).
Imagen 3.17: Porión de ódigo de la lase UseCaseSettings.java.
Las aiones básias son las mismás que los submódulos anteriores:
Crear un nuevo registro: Como podemos ver en la imagen 3.18 al pulsar en la aión de
rear se nos abre este popup, de tipo dashboard. Este estado tiene 3 ampos obligatorios,
2 de texto, Nombre y Desripión, que omo podemos observar tienen tamaños diferentes.
Esto se debe a que en la deniión de la entidad se les ha añadido una longitud máxi-
ma, mediante una anotaión, esto se hae on todos los ampos de tipo String, vemos un
ejemplo en la imagen 3.19. Mientras más longitud máxima más lineas tendrá el ampo de
texto, de todos modos también se puede modiar el número de lineas del ampo on los
settings asoiados al submódulo. El 3er ampo es el de Apliaión, omo se ha omentado
previamente es de tipo desplegable y tendrá omo opiones todas las apliaiones readas
on el submódulo Appliation. Finalmente nos llama la atenión que hay una pestaña de
nombre Adjuntos/Doumentos, omo se ha omentado previamente en un dashboard tam-
bién se pueden añadir pestañas para mostrar los omponentes que se deseen, a ontinuaión
hablaremos sobre esta pestaña y mostraremos su ontenido. Cuando terminamos de rear
el registro volvemos a la pantalla iniial, guardando el registro en memoria.
Imagen 3.18: Submódulo UseCase, estado rear.
Imagen 3.19: Ejemplo de deniión de atributos de tipo String, lase UseCase.
30
Pestaña Adjuntos/Doumentos del estado rear: Cuando pulsamos en la pestaña se nos
muestra el siguiente ontenido que vemos en la imagen 3.20. Esta pestaña es otra de las
funionalidades por defeto que nos ofree eSengo®, pero para utilizarla debemos añadir
la lase orrespondiente en los settings, además de sobresribir o añadir los métodos que
neesitemos. Lo primero que nos llama la atenión es el árbol de arpetas de más a la
izquierda, este árbol es totalmente editable, partiendo siempre de la raíz podemos rear el
árbol de diretorios que nos plaza para almaenar de forma ordenada nuestros doumen-
tos. Si no reamos ninguna arpeta el sistema no nos dejará rear ningún doumento. La
únia opión que no ha salido hasta ahora es la de Arrastrar, sirve para poder arrastrar un
doumento reado a la arpeta que deseemos. La aión de rear nos mostrará la pantalla,
por defeto, que nos muestra la imagen 3.21. Podríamos editarla mediante los settings aso-
iados a la lase, pero en nuestro aso no será neesario ya que los ampos que muestra por
defeto ya nos sirven. Destaamos: Doumento Fuente, que es para adjuntar el doumento
que queramos añadir al sistema, por ahora solo aepta PDFs, pero en un futuro se añadirá
un onvertidor para poder aeptar varios formatos más. El ampo Autor que onsta de un
omponente llamado LookupField, siempre se utilizará uando uno de los ampos tenga un
atributo que sea un objeto de una lase y la tabla asoiada al submódulo al que orresponde
la lase tenga numerosos registros, es un busador que nos permite trasladarnos a la tabla
que orresponde al objeto asoiado al atributo y seleionar el registro que nos onvenga.
Los asterisos que vemos en los ionos (lip y lupa) son para indiarnos que ese ampo es
obligatorio. Si pulsamos el botón de Crear, en la parte superior izquierda, se validará que
se hayan rellenado los ampos obligatorios de la pestaña Detalles.
Imagen 3.20: Pestaña Adjuntos/Doumentos del estado rear del submódulo UseCase.
Imagen 3.21: Estado rear de la pestaña Adjuntos/Doumentos del estado rear del submódulo UseCase.
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Ver un registro: Al utilizar la aión Ver, se abre un popup on la informaión del regis-
tro seleionado, on las mismás araterístias que en los submódulos anteriores, omo
podemos observar en la imagen 3.22. La diferenia aquí es que si vamos a la pestaña de
Adjuntos/Doumentos, veremos una tabla on los doumentos asoiados a este registro,
pero si seleionamos una de las arpetas del árbol de diretorios podremos añadir más
doumentos al mismo, pero seguiremos sin poder editar el resto de atributos, esto es así
por onvenión interna.
Imagen 3.22: Submódulo UseCase, estado ver.
Editar y eliminar un registro: Análogo a las aiones del submódulo desrito en el pun-
to 3.3.1. Cuando eliminamos un registro también eliminamos los doumentos que tenga
asoiados.
3.3.4. Risk
Imagen 3.23: Submódulo Risk, estado iniial.
En la imagen 3.23 tenemos el estado iniial del submódulo Risk (Riesgo o Gestor de Riesgos),
vemos una tabla on los registros orrespondientes a los riesgos registrados, siempre según los
riterios de los ltros, estos ltros son, denidos por settings ya que en este aso si que
ontamos on la opión de añadir más ltros, además los 3 ltros que apareen por defeto son
de tipo desplegable:
Tipo: Busa según el tipo de riesgo que seleionemos en el ltro, tenemos 4 tipos: Ténio,
Funional, Conformidad y Continuidad de Negoio.
Severidad: La severidad nos sirve para saber si un riesgo debe ser abordado inmediatamente
(no se puede tolerar) o por el ontrario no afeta demásiado en el desarrollo de las aiones
a las que esté asoiado el riesgo. Tenemos 4 niveles de severidad:Emergenia, Alta, Media
y Baja.
Impato: El impato nos sirve para determinar el área de impato del riesgo. Por onvenio
interno tenemos 4 niveles, pero pueden ser ampliables en un futuro dependiendo de las
neesidades: Ámbito, Cronología, Presupuesto, Calidad.
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Las aiones básias son las mismás que los submódulos anteriores:
Crear un nuevo registro: Como podemos ver en la imagen 3.24 al pulsar en la aión de
rear se nos abre este popup, de tipo dashboard. Este estado tiene 4 ampos de texto, Título,
Comentarios, Mitigaión y Desripión, 2 de ellos son obligatorios (Título y Comentarios).
También tiene 5 ampos de tipo desplegable: Tipo, Severidad, Impato, Estado y Proyeto.
El ampo de Estado nos india en que punto está el riesgo: Nuevo, En Proeso o Cerrado.
El ampo Proyeto nos permite asoiar este riesgo a alguno de los proyetos abiertos,
para poderlos tener en uenta al analizar el proyeto y organizar sus tareas, así omo
para dar presupuestos a los lientes y estimar las horas que ostará realizarlo. Finalmente
tenemos 2 ampos más que aun no habían apareido, los ampos de tipo feha, SherpaBeans
añade automátiamente el omponente de feha a los atributos que son denidos omo tipo
Date. Se puede introduir la feha manualmente, pero si pulsamos el botón se nos abrirá
un alendario, se nos muestra un ejemplo en la imagen 3.25, donde podremos navegar
hasta enontrar la feha que queramos introduir. Este omponente también uenta on un
desplegable para poder seleionar fehas onretas, en la imagen vemos que tipos tenemos.
Cuando terminamos de rear el registro volvemos a la pantalla iniial, guardando el registro
en memoria.
Imagen 3.24: Submódulo Risk, estado rear.
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Imagen 3.25: Ejemplo del omponente, de SherpaBenas, feha.
Ver un registro: Al utilizar la aión Ver, se abre un popup on la informaión del regis-
tro seleionado, on las mismás araterístias que en los submódulos anteriores, omo
podemos observar en la imagen 3.26.
Imagen 3.26: Submódulo Risk, estado ver.
Editar y eliminar un registro: Análogo a las aiones del submódulo desrito en el punto
3.3.1.
3.4. Módulo ChangeRequest
Este módulo nos servirá para poder realizar las petiiones de ambio, onsultarlas, editarlas,
además de que estas deberán pasar por todo una serie de estados y transiiones hasta que lleguen
al estado nal. Primero nos entraremos en los elementos básios de todo módulo, los estados de
rear, ver, editar, eliminar...Seguidamente expliaremos el diagrama de ujo que debe seguir una
petiión de ambio, este ujo es similar para los 2 tipos de petiiones que tenemos, software y
hardware. Las diferenias las enontraremos en los datos mostrados en los diferentes estados, los
datos que se tengan que rellenar. De todos modos el módulo esta pensado para que si en algún
momento alguno de los 2 ujos debe ser modiado se podrá haer de manera independiente sin
que afete al otro, inluso si se añadieran más ujos de tipos de ambio, esto no afetaría a los
ya denidos.
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En la imagen 3.27 se puede observar la tabla que ontiene las petiiones de ambio:
Imagen 3.27: Tabla de petiiones de ambio.
Se mostraran los registros de auerdo on los riterios de los ltros, por defeto tenemos:
Código de Petiión: Busa según el ódigo únio que se genera al rear una nueva petiión.
Estado: Es un desplegable que ontiene todos los estados posibles de una petiión, ltra
por el estado que le indiquemos.
Tipo: Otro desplegable, en esta oasión ltra por el tipo de petiión, software o hardware.
Prioridad: Este ampo que está ompuesto de varios hekbox, se pueden seleionar los
que se preisen, nos permite ltrar por la prioridad que se le haya asignado a la petiión,
este atributo ya tiene el omponente por defeto, pero para rearlo solo hay que añadir el
omponente ChekBoxField al ampo en uestión.
Si observamos la tabla hay 2 olumnas que nos llaman la atenión, Estado y Prioridad, ya que
no tienen texto, si no imágenes. Esta substituión se ha realizado mediante onguraión de
settings, se ha utilizado el objeto TableSettings para editar las propiedades de la tabla, y se le
ha añadido a la tabla una funionalidad de elda, para que substituya los valores por imágenes,
en la imagen 3.28 observamos la linea de ódigo para añadir esta funionalidad a la tabla.
Imagen 3.28: Linea de ódigo de la lase ChangeRequestSettings.
Esta funionalidad se ha programado en la lase ChangeRequestCellFatory, donde se ha
indiado que olumna será la afetada y que imágenes debe utilizar para substituir los valores,
normalmente este tipo de omponente debe utilizarse on atributos de tipo enum ya que se debe
indiar en la lase la relaión entre valores e imágenes, por lo tanto si se utilizaran atributos de
tipos de datos diferentes podríamos enontrar on valores sin imágenes asoiadas, ya que quizás
el número de valores no dejarían nuna de reer. Las imágenes se han debido añadir físiamente
al workspae, no es neesario que estén en el mismo pakage, ni si quiera en el mismo plugin, ya
que la lase ChangeRequestCellFatory extiende de AtivityCellFatory que tiene métodos para
aeder a las rutas de las imágenes, así omo realizar la substituión de valor por imagen. Si
dejamos el puntero enima de la imagen nos aparee una desripión, esto también se ongura
en la lase ChangeRequestCellFatory on los métodos que hereda.
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Como podemos observar la tabla de petiiones de ambio también dispone de las típias a-
iones que ya hemos visto en los submódulos,a exepión de la aión de editar que es substituida
por el símbolo que se muestra al lado del Código de Petiión en las las de la tabla, en la imagen
3.29 se observa mejor el símbolo. Este será nuestro editar ahora, se denomina WorkWith, ya que
las petiiones son atividades y a diferenia de los submódulos, se podría deir que su estado de
reaión es todo un ujo que usa transiiones para transitar de un estado a otro, esto permite
muhas más aiones además de la utilizaión de roles, también tienen un ProessModel y un
ujo de trabajo (WorkFlow) asoiado. Por lo tanto este símbolo nos permitirá entrar en el estado
atual en el que se enuentre la petiión pero sin poder editar los atributos rellenados en estados
anteriores, ni volver a estos estados, a no ser que exista alguna transiión espeia para ello.
Crear una nueva petiión: Si pulsamos el botón de rear nos aparee el submenú de la
imagen 3.29 para poder seleionar que tipo de petiión que queremos rear:
Imagen 3.29: Submenú botón rear, del módulo ChangeRequest.
Software: Si seleionamos el tipo software aparee un popup omo el de la imagen 3.30. En-
ontramos 3 ampos de texto obligatorios, Nombre, Desripión del ambio y Comentario
del origen del ambio. Además también tenemos 3 ampos de tipo desplegable obligatorios,
Apliaión, Módulo y Origen del ambio. Los ampos de Apliaión y Módulo están rela-
ionados igual que la relaión que existe entre ellos en base de datos, es deir que uando
seleionamos una apliaión en el 1er ampo, automátiamente se nos argan los módulos
que estén asoiados a esta apliaión en el segundo desplegable, si intentamos seleionar
un elemento en el desplegable de Módulo sin antes seleionar una apliaión, el desplega-
ble de Módulo saldrá vaío. Además también ontamos on un ampo de tipo LookupField,
Proyeto. También nos peratamos de que hay un nuevo botón llamado Crear/Siguiente,
este se utiliza para poder rear varios registros del mismo tipo sin tener que salir de la
pantalla de reaión.
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Imagen 3.30: Crear una petiión de tipo software, del módulo ChangeRequest.
 Hardware: Si seleionamos el tipo hardware aparee un popup omo el de la imagen
3.31. Enontramos 3 ampos de texto obligatorios, Nombre, Desripión del ambio y
Comentario del origen del ambio. Además también tenemos 1 ampo de tipo desple-
gable obligatorios, Origen del ambio. Además tenemos un ampo de tipo LookupField
obligatorio, es el Artíulo, representara el elemento de hardware de la empresa que se
querrá modiar, ya puede ser una pantalla de ordenador, una mesa de esritorio, et.
Imagen 3.31: Crear una petiión de tipo hardware, del módulo ChangeRequest.
Ver una petiión: Dependiendo en el estado que se enuentre veremos más o menos ampos,
todos ellos no editables.
Borrar una petiión: Análogo a la aión de borrar de los submódulos expliados. Pero solo
los roles espeíos podrán haerlo.
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En la imagen 3.32 podemos ver el ujo de una petiión de ambio, hardware y software.
Reordemos que solo el rol espeío podrá aeder a iertos estados de la petiión de ambio,
esto se abordará más detalladamente en la expliaión del ujo.
Imagen 3.32: Diagrama de ujo de una petiión.
38
El estado iniial del ujo orresponde al estado de rear que aabamos de omentar. Cada vez
que ambiamos de un estado a otro se anota en unos ampos no editables internos de la lase,
la feha en la que suede. El usuario podrá obtener esta informaión en los diferentes estados.
Desde la tabla general también se puede obtener de 2 maneras, añadiendo estos ampos omo
ltros y/o olumnas.
3.4.1. Roles
Tendremos varios roles denidos que podrán aeder a diferentes estados de la petiión, serán
los siguientes:
Change Requester (CR): Tendrá permisos para poder rear petiiones de ambio, así omo
aeder a los estados de Petiión de ambio rehazada, para poder reabrir la petiión y
Esperar Aprobaión, para dar el visto bueno a las estimaiones que le hayan adjudiado a
su petiión.
Change Owner (CO): Tendrá aeso al estado de Esperar Aeptaión, será el enargado
de aeptar las petiiones de ambio que le vengan de los lientes, así omo de estableer
un presupuesto y una prioridad, para así pasar a evaluarlos. O rehazarlos y devolver la
petiión al liente. También será el enargado de aeptar la reobertura soliitada por un
liente o anelarla. También se enargara de aeptar o anelar la reobertura de una
petiión no aprobada que PT está intentando reabrir.
Quality Team (QT): Tendrá aeso al estado de Evaluaión de riesgos. Serán los enargados
de evaluar y rear los posibles riesgos que omporta el ambio, y añadirlos a la petiión.
Planning Team (PT): Tendrán aeso al estado de Estimaión de tiempos, serán los enar-
gados de deidir uanto tiempo se tardará en realizar el ambio. Además también tendrá
aeso a poder reabrir una petiión que no ha sido aprobada por el CR. Normalmente PT
y QT los tendrán las mismás personas.
3.4.2. Esperar Aeptaión
Imagen 3.33: Estado ChangeRequestWaitAeptaneAtivity, tipo software.
En la imagen 3.33 vemos la pantalla orrespondiente al estado de Esperar Aeptaión. Como
vemos solo tenemos un ampo obligatorio que es el de la prioridad, ya que puede haber petiiones
sin importe. En este aso tenemos todas las aiones ya que nuestro usuario tiene el rol de CO,
estas aiones son:
Volver: Vuelve a la tabla general sin modiar nada.
Modiar: Modia el registro on los datos introduidos y vuelve a la tabla general.
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Aeptar: Modia el registro on los datos introduidos y aepta la petiión, es deir pasa
al estado de Evaluaión de Riesgos.
Rehazar: Rehaza la petiión, es deir transita al estado Petiión de Cambio Rehazada.
Cuando se rehaza aparee un popup omo el que se nos muestra en la imagen 3.34. Donde
el usuario se ve obligado a introduir un omentario expliativo del porqué del rehazo
Imagen 3.34: Popup emergente al rehazar una petiión.
También observamos que aparte de la pestaña on los datos prinipales existen 2 pestañas
más:
Comentarios: Como vemos en la imagen 3.35 esta pestaña onsta de una únia aión de
añadir, esta aión sirve para poder añadir ualquier tipo de omentario a la petiión. Al
darle a la aión nos aparee un popup on la forma que se muestra en la imagen 3.36,
on un solo ampo de texto obligatorio. Una vez reado el omentario se muestra una
pequeña tabla on algunos datos omo el omentario y el reador del mismo, además omo
observamos en la imagen 3.37 también apareen aiones en la la para editar y eliminar
el omentario. La mayoría de esta funionalidad ya viene implementada por SherpaBeans,
solo se ha tenido que añadir la pestaña en los settings orrespondiente además de haber
sido neesario de sobresribir la lase orrespondiente a la view de los omentarios para
que solo mostrara la informaión relevante.
Imagen 3.35: Pestaña Comentarios del estado ChangeRequesWaitAeptanetAtivity.
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Imagen 3.36: Estado rear de la pestaña Comentarios del estado ChangeRequestWaitAeptaneAtivity.
Imagen 3.37: Pestaña Comentarios del estado ChangeRequesWaitAeptanetAtivity, después de añadir un
omentario.
Proeso: Esta pestaña es otra de las araterístias de eSengo®, está ompuesta por varias
pestañas más omo podemos ver en la imagen 3.38. La pestaña prinipal es Atividades que
nos muestra informaión sobre nuestra atividad, la hora de iniio, la de nal, quien la tiene
asignada, en que estado está, et. La siguiente pestaña es el Traking, esta araterístia
de eSengo®, es muy omún en todo el ERP, se usa para dejar onstania del tiempo
utilizado para realizar las tareas asignadas a un usuario. La pestaña Diagrama te muestra
en que estado esta la petiión mediante un diagrama de bloques. Finalmente la pestaña
Eventos informa de los eventos que se van suediendo, en nuestro aso los eventos serán las
asignaiones de la atividad a diferentes personas.
Imagen 3.38: Pestaña Comentarios del estado ChangeRequestWaitAeptaneAtivity.
Een uanto a la petiión de tipo Hardware la onguraión es la misma, exepto que el ampo
que se reere al módulo es substituido por el ampo Artíulo. Salvo indiaión esto pasará en
todos los demás estados.
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3.4.3. Evaluaión de riesgos
Vemos en la imagen 3.39 la pantalla orrespondiente al estado de Evaluaión de riesgos. Ade-
más de la informaión no editable que irá aumentando a medida que la vayamos introduiendo.
Enontramos 2 ampos de texto obligatorios y 2 ampos de tipo ombo obligatorios, son idén-
tios a los ampos que se vieron en el submódulo 3.3.4, tienen nombres similares, pero los de la
petiión de ambio van asoiados al riesgo de realizar diho ambio en el módulo seleionado.
Reordemos que solo los usuarios on el rol de Quality Team podrán aeder a este estado, el
resto solo podrá utilizar la aión de ver el estado. El Quality Team también podrá utilizar las
siguientes aiones:
Volver: Vuelve a la tabla general sin modiar nada.
Modiar: Modia el registro on los datos introduidos y vuelve a la tabla general.
Aeptar: Modia el registro on los datos introduidos y aepta la petiión, es deir pasa
al estado de Estimaión de tiempos.
Imagen 3.39: Estado ChangeRequestWaitAssessRisksAtivity, tipo software.
Y vemos 2 nuevas pestañas que en el estado anterior no guraban:
Riesgos: En él enontraremos una tabla similar a la del submódulo 3.3.4, donde se podrán
añadir riesgos ya reados, así omo rear de nuevos para asoiarlos.
Traking: Es la tabla que se ha omentado anteriormente que sirve para añadir el tiempo
utilizado para realizar ualquier tarea, normalmente tendrá la siguiente forma, siempre que
esté habilitada para el estado en uestión, en nuestro aso lo está y tiene la siguiente forma
que nos muestra la imagen 3.40. Se han utilizado los settings para añadir la pestaña que se
enuentra en proess, en las pestañas del estado de la petiión. Los ampos, Und (Unidades),
Usuario son obligatorios, Mon puede ser rellenado o no, igual que los omentarios. Una
vez rellenados se añadirá un nuevo registro al traking asoiado a esta petiión, se podrá
onsultar desde la pestaña traking o desde la pestaña proeso->traking. El traking nos
servirá para poder ver el tiempo utilizado para realizar las tareas orrespondientes a ada
estado.
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Imagen 3.40: Pestaña Traking del estado ChangeRequestWaitAssessRisksAtivity.
Análogamente al estado anterior si la petiión es de tipo Hardware el ampo Módulo deja
su lugar al ampo Artíulo. Aunque normalmente los tipos de riesgo que tengan asoiados estas
petiiones serán de niveles bajos.
3.4.4. Estimaión de tiempos
En la imagen 3.41 se nos muestra la pantalla orrespondiente al estado de Estimaión de
tiempos. Enontramos que solo tenemos un ampo editable, obligatorio, orrespondiente a las
horas que se estime que puede durar la realizaión del ambio, reordemos que solo los usuarios
on el rol de Planning Team. Además la informaión no editable irá aumentando a medida que la
vayamos introduiendo y vayamos transitando de estado. También tenemos la siguientes aiones:
Volver: Vuelve a la tabla general sin modiar nada.
Modiar: Modia el registro on los datos introduidos y vuelve a la tabla general.
Aeptar: Modia el registro on los datos introduidos y aepta la petiión,pasando al
siguiente estado de Esperando Aprobaión.
Imagen 3.41: Estado ChangeRequestEstimationAtivity, tipo software.
Vemos una nueva pestaña llamada Casos de Uso afetados solo apareerá si la petiión tiene
algún riesgo que sea de tipo medio o alto, o sus niveles de riesgo son medios o altos. Dentro
de la pestaña enontraremos una tabla on asos de uso, el ontenido de esta tabla se genera
automátiamente utilizando una lase de tipo Criteria, llamada ChangeRequestUseCaseCriteria,
la podemos ver en la imagen 3.42. Como podemos observar se reupera el objeto por defeto on
el que esté trabajando el ujo de ejeuión on el omando ModelUtils.ndDefaultBean(). Para
poder parsear este objeto primero debemos saber a que instania pertenee, de ahí el if de la linea
9. En la linea 10 realizamos el parseado y así ya tenemos nuestro objeto de tipo ChangeRequest,
si el objeto umple las ondiiones para que deba tener UseCase, se añade al riteria asoiado,
el módulo por el que busara los UseCase que le hagan referenia, esto se hae on el método de
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lase Criteria, setValue(<propertie>, value). En la imagen 3.43 podemos observar una tabla de
ejemplo de la pestaña Caso de uso afetados.
Imagen 3.42: Clase ChangeRequestUseCaseCriteria..
Imagen 3.43: Pestaña Casos de uso afetados del estado ChangeRequestEstimationAtivity.
En el aso de una petiión de tipo Hardware nos enontraríamos on la misma onguraión,
haiendo el ambio del ampo Módulo por el de Artíulo. Además la pestaña de asos de uso no
apareerá, ya que no tiene sentido.
3.4.5. Esperar Aprobaión
En la imagen 3.44 se nos muestra la pantalla orrespondiente al estado de Esperar Aprobaión.
No hay ningún ampo editable ya que este estado sirve para que el dueño de la petiión aepte o
no el análisis que se le ha heho a su petiión, así omo el posible presupuesto ofreido, reordemos
que solo los usuarios on el rol de Change Requester y que haya reado la petiión podrá aeder
a este estado. También tenemos la siguientes aiones:
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Imagen 3.44: Estado ChangeRequestWaitRequesterApprovalAtivity, tipo software.
Volver: Vuelve a la tabla general sin modiar nada.
Aprobar: Da el visto bueno al análisis presentado y aprueba todos los valores presentados,
tiempo, prioridad, presupuesto. Esto nos llevará al estado nal Esperar planiaión del
ambio.
Rehazar: Rehaza el análisis de la petiión presentado,pasando al siguiente estado, Espe-
rando Aprobaión. También apareerá un popup, on un ampo de texto obligatorio, para
que el usuario que rehaza pueda poner sus motivos.
Aparte de las pestañas de siempre aquí enontramos una nueva que nos muestra informaión
sobre la petiión, omo la durada de iertos estados o si ha sido rehazada en algún momento,
en la imagen 3.45 se nos muestra un ejemplo del ontenido de la pestaña Tiempo de Respuesta.
Imagen 3.45: Pestaña Tiempo de Respuesta del estado ChangeRequestWaitRequesterApprovalAtivity.
En el aso de una petiión de tipo Hardware nos enontraríamos on la misma onguraión,
haiendo el ambio del ampo Módulo por el de Artíulo.
3.4.6. Esperar planiaión del ambio
Este estado será el nal de nuestra petiión de ambio si ha seguido todo el ujo normal y
se han ido aprobando. En este estado los ampos no serán editables ya que a partir de ahora
servirán para ser onsultadas y planiar el ambio del método que más onvenga a los usuarios
enargados de realizarlo.En el aso de una petiión de tipo Hardware nos enontraríamos on la
misma onguraión, haiendo el ambio del ampo Módulo por el de Artíulo.
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3.4.7. Petiión de ambio rehazada
En la imagen 3.46 se nos muestra la pantalla orrespondiente al estado de Petiión de ambio
rehazada. No hay ningún ampo editable ya que este estado sirve para que el los usuarios on
el rol de Customer Requester puedan reabrir la petiión para volver a enviarla al Change Owner
o anelarla.Tenemos la siguientes aiones:
Imagen 3.46: Estado ChangeRequestRejetedAeptaneAtivity.
Volver:Vuelve a la tabla general.
Abrir: Reabre la petiión para volver a analizarla, pasa al estado Aeptaión de la petiión
reabierta
Canelar: Canela la petiión y esta aaba su ujo de ejeuión en el estado nal Petiión
anelada.
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3.4.8. Aeptaión de la petiión reabierta
En la imagen 3.47 se nos muestra la pantalla orrespondiente al estado de Aeptaión de la
petiión reabierta. Tiene los mismos ampos que el estado iniial del tipo de petiión que toque,
aunque on diferente formato ya que no es el mismo estado, además debe ser reenviada de nuevo
al Change Owner, en aso de ser onrmada, su siguiente estado será Esperar aeptaión. Tiene
las siguientes aiones:
Imagen 3.47: Estado ChangeRequestReopenAeptaneAtivity
Volver: Análoga al resto de apartados.
Modiar: Permite modiar la petiión reabierta, pero se queda en el mismo estado.
Conrmar: Guarda los datos que se hayan modiado y transita al nuevo estado Esperar
aeptaión.
Canelar: Canela la petiión y esta aaba su ujo de ejeuión en el estado nal Petiión
anelada.
3.4.9. Aprobaión Rehazada
En la imagen 3.48 se nos muestra la pantalla orrespondiente al estado de Aprobaión Re-
haza. No hay ningún ampo editable ya que este estado sirve para que los usuarios on el rol
de Planning Team puedan reabrir la petiión para volver a analizarla o anelarla.Tenemos la
siguientes aiones:
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Imagen 3.48: Estado ChangeRequestRejetedAtivity.
Volver:Vuelve a la tabla general.
Abrir: Reabre la petiión para volver a analizarla, pasa al estado Aprobaión de la petiión
reabierta.
Canelar: Canela la petiión y esta aaba su ujo de ejeuión en el estado nal Petiión
anelada.
En el aso de una petiión de tipo Hardware nos enontraríamos on la misma onguraión,
haiendo el ambio del ampo Nombre del Módulo por el de Artíulo.
3.4.10. Aprobaión de la petiión reabierta
En la imagen 3.49 se nos muestra la pantalla orrespondiente al estado de Aprobaión de
la petiión reabierta. Tiene los mismos ampos que el apartado 3.4.2 ya que debe ser analizada
de nuevo en aso de ser onrmada, su siguiente estado será Evaluaión de riesgos. Tiene las
siguientes aiones:
Imagen 3.49: Estado ChangeRequestReopenAtivity
Volver: Análoga al resto de apartados.
Modiar: Permite modiar la petiión reabierta, pero se queda en el mismo estado.
Conrmar: Guarda los datos que se hayan modiado y transita al nuevo estado Evaluaión
de riesgos.
Canelar: Canela la petiión y esta aaba su ujo de ejeuión en el estado nal Petiión
anelada.
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En el aso de una petiión de tipo Hardware nos enontraríamos on la misma onguraión,
haiendo el ambio del ampo Nombre del Módulo por el de Artíulo.
3.4.11. Petiión anelada
Este estado será el nal de nuestra petiión de ambio si ha sido anelada. En este estado
los ampos no serán editables ya que la petiión ha sido anelada y ya no se utilizará más.
4. Validaión
Terminado el desarrollo del módulo y submódulos, se han tenido que validar el orreto
funionamiento del mismo. En este apitulo resumiremos omo se han enarado las pruebas y
alguno de los aspetos más importante a tener en uenta.
4.1. Validaión del módulo y los submódulos
Mientras se han desarrollado los diferentes submódulos y el módulo general, se han ido va-
lidando a medida que se iban nalizando submódulos y estados del módulo general. Las va-
lidaiones se han entrado básiamente en la interie gráa. Se han tenido en uenta estos
aspetos:
Aesos a los reursos según los permisos denidos.
Aeso a estados del ujo de ejeuión según los roles denidos.
Visibilidad de las tablas de registros y sus diferentes opiones de ltraje.
Controlar que los ujos de ejeuión sean orretos, por ejemplo que uando se rehaza una
petiión vaya al estado que toa.
Validaión de ampos obligatorios en los formularios de los diferentes submódulos así omo
en todos los estados del ujo de ejeuión del módulo general.
Comprobaión que se almaenan orretamente los datos introduidos por el usuario.
Aspetos de estétia que tiene que seguir la interie gráa.
Estas validaiones se realizan mediante un navegador web, onetándonos al servidor donde está
desplegado eSengo®
5. Conlusiones
Para darle más funionalidad al ERP eSengo® se han reado los submódulos, ya desritos
anteriormente,y el módulo de petiión de ambios para poder tener más valor añadido. Con ello
se han umplido la mayoría de objetivos:
Graias a las reuniones mantenidas así omo a la doumentaión onsultada se ha podido
entender omo funiona un Gestor de Cambios que sea onsistente on los estándares de
ITIL. Así pues se han utilizado los diferentes roles, además de desarrollar el modulo de
Petiiones de Cambio que basa su ujo de ejeuión en el que dene el estándar de ITIL.
El heho de haber realizado tanto los submódulos omo los módulos ha ayudado a aprender
sobre omo utilizar la plataforma SherpaBeans y se ha aprendido a manejar algunas de las
funionalidades que ofree el ERP eSengo®.
49
Se ha aprendido a rear permisos mediante la plataforma SherpaBeans, estos se denen
en la lase ChangeManagerFeatures, donde aparte de rear los permisos de aeso a ada
submódulo, también es posible denir a que aiones del submódulo da aeso ada permiso.
Se han umplido todos los requerimientos que denió en un prinipio la empresa: añadir
dashboards, gestor on diferentes estados, et. Finalmente la empresa se desmaró bastante
del proyeto, dejando bastante libertad para añadir algún requerimiento extra, omo por
ejemplo la pestaña de Tiempo de Respuesta.
Estos objetivos se han umplido satisfatoriamente y esto ha provoado que tengamos un modulo
de gestión de petiiones intuitivo y bastante amigable al usuario. No ha sido fáil ya que, tanto
SherpaBeans omo eSengo® es software en onstante ambio, esto supuso que a media imple-
mentaión del proyeto se tuviera que adaptar el mismo a los ambios que la empresa onsideró
neesario, esto supuso la perdida de muho tiempo ya que se tuvieron que rehaer varias lases
y entidades, además de añadir los dashboards en todos los submódulos.
5.1. Posibles ampliaiones
Una vez aabado el desarrollo del módulo así omo de los submódulos, se nos ourren posibles
ampliaiones para el futuro y así añadir más funionalidad al gestor.
Tanto la plataforma SherpaBeans omo el ERP eSengo® son elementos en ambio ons-
tante, así pues una de las ampliaiones sería adaptar el ódigo a la versión más nueva de
SherpaBeans utilizando los últimos elementos que ofreza eSengo® y que nos failiten la
implemntaión, o que haga la apliaión más amigable al usuario.
Otra posible ampliaión sería la de enlazar el último estado de la petiión de ambio ,
Esperar planiaión del ambio, al ujo normal de eSengo®, para así, mediante algún
estado más poder desglosar la petiión en diferentes tareas y asignarlas a los responsables
de haerlas.
Poner todos los estados del ujo de ejeuión de una petiión en dashboards, para tener
más opiones visuales de personalizaión.
Añadir más tipos de petiión de ambio, por ejemplo ambios en doumentos o en personal,
para haer el módulo aun más funional y genério.
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In this memory we disuss about the implementation of a hange request manager based on
ITIL's standard denitions. This manager is inluded in eSengo, an ERP developed by Isenia
S.L. Although there are an explanation about the developed sub-module that gives funtionality
to the manager. Also we introdue some features about eSengo ERP and SherpaBeans platform,
based on JavaBeans and developed by Isenia, also there is an enumeration of tehnologies that
uses SherpaBeans.
Resum
Aquesta memòria trata sobre l'implementaió d'un gestor de petiions de anvi, basat en els
estàndard denits per ITIL. Aquest gestor s'inlou a l'ERP eSengo, desenvolupat per Isenia S.L.
També es fa una breu expliaió sobre els submòduls neessaris i els estats del uxe de exeuió
del gestor. A més a més s'expliquen araterístiques sobre l'ERP eSengo i la plataforma basada en
JavaBeans, SherpaBeans, també desenvolupada per Isenia, també s'en enumeren les teonologíes
utilitzades per aquesta plataforma.
Resumen
Esta memoria trata sobre la implementaión de un gestor de petiiones de ambio, basado en
los estándares denidos por ITIL. Este gestor se implementa dentro del ERP eSengo, desarrollado
por Isenia S.L. También se hae una breve expliaión sobre los submódulos que han sido
neesarios y los estados del ujo de ejeuión del gestor. Además se explian araterístias sobre
el ERP eSengo y sobre la plataforma basada en Java Beans, SherpaBeans, también desarrollada
por Isenia, aparte de enumerar las tenologías que esta plataforma utiliza.
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