Introduction

Physics Background:
The discovery of Higgs particle was announced on 4 th July 2012. In 2013, Nobel Prize was conferred upon two scientists, Francois Englert and Peter Higgs for their contribution towards its discovery. A characteristic property of Higgs Boson is its decay into other particles through different processes.
At the ATLAS detector at CERN, very high energy protons are accelerated in a circular trajectory in both directions thus colliding with themselves and resulting in hundreds of particles per second. These events are categorized as either background or signal events. The background events consist of decay of particles that have already been discovered in previous experiments. The signal events are the decay of exotic particles: a region in feature space which is not explained by the background processes. The significance of these signal events is analyzed using different statistical tests. If the probability that the event has not been produced by a background process is well below a threshold, a new particle is considered to have been discovered. The ATLAS experiment observed a signal of the Higgs Boson decaying into two tau particles, although it was buried in significant amount of noise.
Machine Learning Background:
High energy physicists use different machine learning techniques to optimize and investigate the selection region that produces these signal events. Classifiers are trained on simulated signal and background events that are assigned a weight to compensate for the discrepancy between the prior probability of the event and the probability in the simulator. The data consists of simulated signal and background events in a 30 dimensional feature space. Each event data point is assigned an ID and a weight as explained before. The 30 features consisted of real values and included different kinematic properties of that event and the particles involved including estimated particle mass, invariant mass of hadronic tau and lepton, vector sum of the transverse momentum of hadronic tau, centrality of azimuthal angle, pseudo-rapidity of the leptons, the number of jets and their properties, etc. The training data consisted of 250,000 events and the test data consisted of 550,000 events. Test data was not accompanied by weights. Each event of training data was marked by one of two labels; 's' for signal and 'b' for background. The task was to submit a file consisting of 's' and 'b' predictions for each point in the test set.
Values of some feature were invalid for some of the events; those features or properties were missing in those events. Such values were marked -999.0 which was quite out of the range of other normal feature values.
Initial Implementations
The baseline submission was made by the starting toolkit made available by the organizers on Kaggle. It was implemented using Binned Naive Bayes. The other initial solutions aimed at classification of data were implemented using open source scikit-learn library in Python. The total number of models used were approximately 12 in number. Following is a list of these models. The maximum AMS score on public leader board achieved by these classifiers -and overall-was 3.38 by Gradient Boosting Classifier with threshold cutoff value of 85.5. The classification accuracy it achieved was 84%. The details of hyper parameter settings for this best submission are as follows.
• n_estimators = 100
Note: Detailed description of these features could be found in the scikit-learn API on their website www.scikit-learn.org.
The other classifiers did not prove to be any greater in accuracy. Support vector machines with linear kernels managed an accuracy of 76% and those with radial basis kernels proved intractable in performing predictions. K nearest neighbors algorithm using K = {3, 5, 7, 9} was executed but it did not improve upon the accuracy of support vector machines. The implementation of 9NN ran for about 2 days and even scored less than the prediction accuracy of SVM's.
The interesting hack tried was the use of a mixture of supervised and unsupervised algorithms. As mentioned earlier, some of the feature values were invalid for some events and were hence marked -999.0. It was observed that the there were a total of 6 different possible combinations of events that had one or more of the features marked invalid. The invalid features could altogether be eliminated when the events with the same configuration of invalid features were considered as independent training sets. This gave rise to 6 mini-training sets which could be trained independently. At test time, the test events were again divided on the basis of different configurations of these invalid features and sent to the appropriate classifier for prediction. This technique did not prove very helpful in classification, possible because of highly skewed mini-training sets.
Another small hack was the use of unsupervised learning using KMeans Clustering, Gaussian Mixture Models and Affinity Propagation. It was expected that since there were 4 distinct distributions of data within the dataset; 1 signal data and 3 different kinds of background data, the algorithms would try to cluster together points from the same class. The technique did not work out, perchance due to skewed clusters and the absence of high affinity among the data points of the same original distribution.
Deep Learning Implementation
Introduction:
Deep learning is a new area in Machine Learning that attempts to model high level abstractions present in the raw data to understand the high varying functions underlying the data and to perform well generalized predictions for unseen data. This is 
Architecture:
The deep architecture constructed for the competition was a deep feed forward neural network with a total of 5 layers; 4 hidden and 1 output. Output layer consisted of one whereas each hidden layer consisted of 300 logistic units. All of the units used the sigmoid activation function. Linear and tanh activation functions were also tried but did yield good enough results.
Apart from the prime architecture, many other different deep and shallow neural networks were also designed and compared with. These consisted of networks having 2, 3, 4 and 6 layers with varying number of units in each layer.
Implementation:
Implementation was done in Python using NumPy and SciPy open source libraries and run on a distributed cluster of 12 nodes running Red Hat Enterprise Linux having Xeon processors and a memory of 64 GB(Rustam3). Parameter optimization was performed using Stochastic Gradient Descent with mini-batches of size 50. Initial learning rate and momentum were set to 0.05 and 0.9 respectively. Training ended when number of epochs reached a maximum of 500 and the minimum error on a 20% held-out validation set did not decrease for the last 30 epochs by a factor of 0.001.
The learning rate decreased through an annealing schedule by a factor of 0.0005 every epoch. Momentum increased linearly over the first 100 epochs from 0.9 to 0.99 and then remained constant. RMSProp technique was used with a beta value of 0.9. Weights were initialized from a Gaussian distribution having zero mean and a variance of 0.1 in the first layer, 0.05 in rest of the hidden layers and 0.01 in the output layer. All the hidden layers were pre-trained using Greedy layer wise pre-training algorithm using stacked auto-encoders each having 1 hidden layer. Hyper parameters for the network were optimized using different subsets of training data of sizes 1000, 10000 and 50000.
Results:
The limited time allocated for implementation resulted in results not quite as good comparable to the gradient boosting classifier. The scripts ran for about 7-10 days and the best accuracy achieved was 83% and the AMS 2.1. This was done by averaging together different kinds of deep models.
Conclusion
In the aftermath of participation in the competition, a hands-on machine learning experience in a real life competitive setting has been achieved. This would surely prove helpful in the works to follow. There is a need to learn more about different kinds of learning models and their underly theoretical background.
Important Considerations:
The following things are just a few that should be kept in mind for future research endeavors.
1. One month time is usually not sufficient for the implementation of a project.
Implementation should start in the very beginning and literature review should be done side by side. 2. A methodical approach should be taken about which techniques to try during the project keeping in view its scope and bounds. 3. A proper plan should be carved out on how to implement the code and either any libraries should be employed or a custom code be written from scratch. 4. A complete record should be maintained for each implementation in an automated manner. Version control system should be adopted. 5. Routines for automated testing should be created on the way and unit tests be performed after every update. 6. Object oriented programming should be applied to possibly each and every component of the code. Tweaking hyper parameters of the model should just incur the cost of changing a few values. 7. One model or model averaging is not always the best possible thing. Ensemble methods should be used and boosting should be employed. 8. Feature engineering and extraction should be considered more seriously even with deep nets.
