The User Authorization Query (UAQ) problem in Role Based Access Control (RBAC) is assigning roles to users in an appropriate manner. That is, take as input a set of permissions that a user requests to have in a session, and determine whether there exists an optimum set of roles to active. However the existing definition of UAQ is inadequate, it only considers the number of permissions whereas the number of roles is also equally important, has been largely ignored. In addition, little attention has been paid to the complexity analysis of the UAQ problem with the consideration of the both permission and role numbers in the literature. In this paper, we give a general definition of UAQ with the name of GUAQ by introducing the consideration for the number of both permissions and roles, and then study the computational complexity of the GUAQ problem into three subcases. Furthermore, we propose an approach for finding a safe resolution for GUAQ, which employ the preprocessing and reduction to SAT solver that greatly reduce the running time.
INTRODUCTION
Role Based Access Control (RBAC) has recently received considerable attention and become the predominant approach for advanced access control [1] . RBAC has several beneficial features, such as policy neutrality, support for least privilege and efficient access control management, etc., which make RBAC better suited for handling access-control requirements of diverse organizations, and significantly simplify the management of users and permissions in computing systems [2] . The basic concept of RBAC is that permissions are associated with roles, and users are assigned to appropriate permissions via roles. The notion of roles adds a level of indirection to simplify the management of the many-to-many relation between users and permissions [3] .
A fundamental problem in RBAC is assigning roles to users in an appropriate manner. In the real world, a user may be asked to perform a task only if he is qualified to do so, and the task responsibility is normally represented as a set of permissions in RBAC. In other words, if a role set R covers all the requested permissions, and all the roles in the R can be assigned to the user u, then u is qualified to do this task, thus this task can be accomplished. Zhang et al. refer it as the User Authorization Query (UAQ) problem [4] , and the UAQ problem in RBAC systems has been widely studied for over a decade, several authors (e.g., Zhang [4] , Wickramaarachchi [5] , Armando [6] , Chen [7] , Mousavi [8] , Lu [9] etc.) have focused on determining a set of roles to be activated in a single session in order to achieve some permissions while satisfying a collection of authorization constraints governing the activation of roles.
Surprisingly, most of the work focus on the objective of optimization on the number of permissions, such as how to minimize the number of extra permissions or missing permissions [10] . This is because missing some requested permissions may make the failure of the task, and too many extra permissions may bring intolerable risk to the system. However, the number of roles that are activated is another equally important optimization objective, has been largely ignored. To minimize the number of roles that are activated in a session is very important for the system, for example, minimal set of roles in sessions may be more efficient for the administration.
As discussed above, in this paper, we address the UAQ problem more comprehensively by defining the general UAQ (GUAQ) problem by considering the optimization objective for the number of both permissions and roles. That is, we want to not only minimize the number of extra permissions and missing permissions, but also the number of roles that are activated. Our contributions are summarized as follows: 1) We define a more general UAQ problem with the name of GUAQ, which takes the optimization on the number of both permissions and roles.
2) We study the computational complexity of the GUAQ problem into three subcases: any cover, safe cover and available cover, and show that all of them are intractable (NPhard).
3) We propose an approach for finding a safe resolution for GUAQ, which employ preprocessing and reduction to SAT solver that greatly reduce the running time.
The rest of this paper is organized as follows. Section 2 gives the formal definition of GUAQ problem. Section 3 studies the computational complexity of the GUAQ problem into three subcases. Section 4 proposes an approach for GUAQ. We also discuss related work in Section 5, and conclude the paper in Section 6.
DEFINITION OF THE GENERAL USER AUTHOR-IZATION QUERY PROBLEM
Our definition of the GUAQ problem is inspired by that in [5] , and generalizes it by introducing the consideration of the number of activated roles in a session. Our definition of the GUAQ problem taking the following three groups of information as input: 1) RBAC State Information: (R, P, RP) where Rdenotes the set of all roles in the system, P denotes the set of all permissions in the system, RP denotes the role-permission assignment relation and Perm (r) denotes all the permissions that be assigned to the role r, which includes the direct assignment and the permission inheritance.
2) The Permission Request Information: (! !" , ! !" , !"#) where
is the low bound for the set of requested permissions, which must be available. ! !" is the upper bound for the set of requested permissions, where any permission not in ! !" cannot be availed.
(2)!"# ∈ {!"#, !"#$, !"!#$!%$&}means the optimization objective, where any means any permissions between ! !" and ! !" is OK, and no requirement on the number of roles; safe means the number of permissions as close as to ! !" is better, and the smaller number of roles the better; available means the number of permissions as close as to ! !" is better, and the smaller number of roles the better.
3) Security Constraints: C represents Dynamic Mutually Exclusive Role (DMER) constraints: !"#$ ! ! , ⋯ , ! ! , ! requires that no user can active ! or more roles from
The GUAQ problem outputs a role set ! !"# ⊆ ! such that the following conditions hold:
2) All constraints in C are satisfied; 3) When obj=any, then ! !"# need to satisfy the above two conditions, and for any !′ that also satisfies the above two conditions, we have |!′| ≥ |! !"# |; 4) When obj=safe, then for any !′ that also satisfies the condition (1) and (2), we have
When obj=available, then for any !′ that also satisfies the condition (1) and (2), we have
COMPUTATIONAL COMPLEXITY OF GENERAL USER AUTHORIZATION QUERY PROBLEM
In the following, we study the computational complexity of the GUAQ problem into three subcases: any cover, safe cover and available cover. As prior work [8] points out, the minimization or maximization optimization objectives will impact the computational complexity of UAQ. However, they only show that the decision version of UAQ is in NP. To better understand how different optimization objectives may affect the complexity of GUAQ, we study the computational complexities of GUAQ into three subcases: any cover, safe cover, and available cover.
Definition 1. (The any cover of GUAQ problem)
Given an RBAC state information(R, P, RP), permission request information (! !" , ! !" , !"#), and a set of security constraints C, the any cover of GUAQ problem is a subcase of GUAQ where obj=any.
Theorem 1.
The any cover of GUAQ problem is NPhard.
Proof. Without loss of generality, we can simplify the any cover of GUAQ problem as follows: we first remove any role ! ∈ ! from ! if and only if !"#$ ! ⊈ ! !" ; we second revise the DMER constraint
Without loss of generality, we assume that
. It is obvious that the above transformation can be done in polynomial time.
We then show that the any cover of GUAQ problem without DMER constraints is NP-hard by reducing the NPhard set cover optimization problem [11] to it. In the set cover optimization problem, the inputs are a finite set U, a family ! = ! ! , ⋯ , ! ! of subsets of U. The goal is to find the smallest integer m for which there exists an exact cover of U of cardinality m. The reduction is as follows. Given S and U, we simply set ! ! ! , ⋯ , ! ! ! =U and ! !" =S. Clearly, a solution ! !"# to the any cover of GUAQ problem provides a solution to the set cover optimization problem.
It is obvious that the any cover of GUAQ problem is at least as hard as the any cover of GUAQ problem without DMER constraints, because the latter problem may return an answer ! !"# for the any cover of GUAQ problem if and only if all constraints in C are satisfied. Determine whether a given DMER constraint !"#$ ! ! ! , ⋯ , ! ! ! , !′ is satisfied can be done in polynomial time: one first counts how many roles in ! !"# also appear in ! ! ! , ⋯ , ! ! ! , and finally copares this number with !′.
As shown above, the any cover of GUAQ problem is NPhard.
Definition 2. (The safe cover of GUAQ problem)
Given an RBAC state information (R, P, RP), permission request information (! !" , ! !" , !"#), and a set of security constraints C, the safe cover of GUAQ problem is a subcase of GUAQ where obj=safe. Theorem 2. The safe cover of GUAQ problem is NPhard.
Proof. We first remove any role ! ∈ ! from ! if and on-
We then configure a special case of safe cover of the GUAQ problem as follows: given !,! !" , the goal is to find a role set ! !"# such that !"#$(! !"# ) ⊇ ! !" and !"#$(! !"# ) is minimized. This special case does not consider the DMER constraints, and also does not consider the optimization of role numbers.
In order to show the safe cover of GUAQ problem is NPhard, we reduce a special case of it to the NP-hard container optimization problem [12] to the special case. In the container optimization problem, the inputs are a finite set X, a family ! = ! ! , ⋯ , ! ! of subsets of X, and ! ⊆ !, the goal is to determine whether there exists a container T of V such that |!| is minimized, where T denotes a special any cover of T in C where ! !" = ! !" . Let (! !" , R,! !" ) be an instance of the special case of the safe cover of GUAQ problem, we transform it into an instance (X, C, V) of the container decision problem as follows: let ! !" =X, R=C, and ! !" =V. We query an oracle to obtain a solution
, which is a container T of V such that |!| is minimized.
Definition 3. (The available cover of GUAQ problem)
Given an RBAC state information (R, P, RP), permission request information (! !" , ! !" , !"#), and a set of security constraints C, the available cover of GUAQ problem is a subcase of GUAQ where obj=available.
Theorem 3.
The available cover of GUAQ problem is NP-hard.
Proof. We first remove any role ! ∈ ! from ! if and only if !"#$ ! ⊈ ! !" . We then let ! !"# = !"#$(!) . Of course this can be done in polynomial time. A special case of the available cover of GUAQ problem is that en ! , ! !"# ,the goal is to find a role set ! !"# such that !"#$(! !"# ) = ! !"# and |! !"# | is minimized. This special case does not consider the DMER constraints. In order to show the available cover of GUAQ problem is NP-hard, we reduce the NP-hard set cover optimization problem to it. Similar to the proof in Theorem 1, we simply set !=S and ! !"# =U. Clearly, a solution ! !"# to the special case of the available cover of GUAQ problem provides a solution to the set cover optimization problem.
AN APPROACH FOR THE GENERAL USER AU-THORIZATION QUERY PROBLEM
In the last section, we have studied the computational complexities of GUAQ into three subcases: any cover, safe cover, and available cover, and show that all of them are NPhard, which means there exist difficult problem instances that take exponential time in the worst case. Many instances that will be encountered in practice may still be efficiently solvable. In the rest of this section, we describe an approach for the safe cover of GUAQ problem (we write it as S-GUAQ for short), which employs the following two techniques that greatly reduce the running time. Of course, this approach can be extended to support the any cover and safe cover of GUAQ problems. 1) We employ a preprocessing technique that aims at reducing the size of the S-GUAQ problem.
2) We translate S-GUAQ problem into an SAT instances, which enable us to benefit from the extensive research on SAT and to use existing SAT solver to reduce the running time.
Preprocessing for S-GUAQ
Given an RBAC state information (R, P, RP), permission request information(! !" , ! !" , !"#), and a set of security constraints C. We try to reduce the size of S-GUAQ, we first reduce the number of roles in the system as follows: 1) We first reduce the number of roles in the systems as follows: For every role ! ∈ !, we remove it from R if and
2) Secondly, we try to reduce the number of security constraints as follows: For every DMER constraint
is always satisfied, thus we can remove it from C.
Reduction S-GUAQ to SAT
In this section, we show how the S-GUAQ problem can be efficiently reduced to an SAT problem, which enables us to benefit from the extensive research on SAT and to use existing SAT solvers, such as SAT4j [13] .
Given:
1) R: the set of all roles in the RBAC system that are available to the user; 2) P: the set of all possible permissions in the RBAC system;
3) RP: the set of role-permission assignments
4) ! !" : the low bound for the set of requested permissions; 5) ! !" : the upper bound for the set of requested permissions; 6) !: the set of DMER and cardinality constraints of the form ! ! , ⋯ , ! ! , ! (The cardinality constraint !" !, ! can be regardes as a special case of DMER constraint !"#$ !, ! )
Formalization:
1) For each ! ! ∈ !, let ! ! ! denote a SAT variable which is true if and only if ! ! is activated.
2) For each ! ! ∈ !, let ! ! ! denote a SAT variable which is true if and only if ! ! is activated.
Processing Steps:
1) S=∅;
2) For each ! ! ∈ ! !" , mark ! ! ! as a non-relaxable clause and add it to S; 3) For each role ! ! ∈ !, construct an equivalence propositional clause of the form ! ! ! →(! ! ∧ ⋯ ∧ ! ! ), mark it as non-relaxable and add it to S; 4) For each permission ! ! ∈ !, construct a clause of the form ! ! ! →(! ! ∨ ⋯ ∨ ! ! ), mark it as non-relaxable and add it to S; 5) For each constraint ! ! , ⋯ , ! ! , ! ∈ !, we use Pseudo-Boolean (PB) constraints to describe the DMER and cardinality constraints. In PB constraints, all variables take values of either 0 (false) or 1 (true). Constraints are linear inequalities with integer coefficients. For each DMER constraint !"#$ ! ! , ⋯ , ! ! , ! , we specify a PB constraint
6) To favor minimize the number of permissions: apply the previous SAT formulation, but for each! ! ∈ ! !" \! !" , mark ¬! ! ! as a relaxable clause and add it to S; 7) To favor minimize the number of roles: apply the previous SAT formulation, but for each ! ! ∈ ! ∧ !"#$(!) ⊆ ! !" , mark ¬! ! ! as a non-relaxable clause and add it to S; 8) Solve S uses SAT4j, if it returns SATISFIABLE, then active each role ! ! ∈ ! such that ! ! ! is set to true.
Experimental Evaluations
We design experimental evaluations to show the effectiveness of the proposed approach. Experiments are carried out on a desktop PC with an Intel Core i7-2600 running at 3.4GHz, and with DDR3 4GB 1333MHz, running Microsoft Windows 7 Home Basic. The configurations that we use to generate testing instances are as follows:
1) The ratio of roles to permissions is 1:5;
2) The ratio of the low bound of requested permissions ! !" to all available permissions in the system is from 1:10 to 9:10;
3) Let the upper bound of requested permissions ! !" equal to the permissions in the system; 4) For each instance, 10 randomly generated test cases were run and the results were used to generate the graphs. Fig. (1) shows the effective of preprocessing for different ratios of low bound of requested permissions to permissions. When the ratio is small, that is, the set of low bound of requested permissions is only a small part of the available permissions in the system, the preprocessing perfects very well. However, as the ratio increases, preprocessing is less effective, this is because that less roles can be removed from the consideration. For example, when the ratio of low bound of requested permissions to permissions is 10%, more than 42% roles can be reduced by preprocessing, which can decrease the number of roles that should be considered in the problem of S-GUAQ. And when the ratio of low bound of requested permissions to permissions is 90%, less than 5% roles can be removed from consideration.
Preprocessing is effective:
Compare the Optimization SAT based (OS) approach with the Brute-Force (BF) approach: In order to understand the effectiveness of our approach, we have implemented two approaches: one is our OS approach, the other is the BF approach from [5] on four different role permission assignments. Fig. (2a-d) shows the result of running the experiments for the two approaches. When the number of low bound of requested permissions requested is small, the two approaches perform produce comparable results. As the number of low bound of requested permissions increase, the overall trend in time taken increases exponentially makes the BF approach impractical for implementation in dynamic systems. On the other hand, OS approach takes a few seconds, even for a larger number of roles, permissions and permissions requested.
RELATED WORK
This paper has studied the GUAQ problem. The similar problem has been proposed by Zhang and Joshi with the name of the User Authorization Query (UAQ) problem [4] , that is, to determine the set of roles to be activated in a single session for a particular set of permissions requested by the user. This set of roles must satisfy security constraints that prevent certain combinations of roles to be activated in one session, and should follow the least privilege principle. They proposed a two-step algorithm for the UAQ problem. However, this algorithm has some false negatives, such as falsely rejecting some legal success. Wickramaarachchi et al. [5] provided a more general definition of UAQ problem where the permission grant includes both a lower bound and an upper bound. However, they did not consider the number of roles as an optimization objective for the UAQ problem, which is also equally important, has been ignored. They provided two approaches to UAQ. In the first one, they employed the Davis-Putnam-Logemann-Loveland (DPLL) algorithm for solving the CNF-SAT problem [14] . In the second approach, they reduced the UAQ problem to the MAXSAT problem, and used optimized off-the-shelf SAT solvers such as zChaff.
In order to scale to larger RBAC policies, Armando et al [6] described an SAT-based technique to solve the UAQ problem which overcomes this limitation. They carefully tune the reduction to the SAT problem so that most of the clauses need not to be generated at run-time but only in a preprocessing step. Another similar problem is proposed by Du et al. with the name of inter-domain role mapping (IDRM) problem [10] , which relates to determining whether a user's request for activating a set of roles can be granted or not. Chen [12] constructed a series of role-based models and used these models to investigate least privilege and the IDRM problem in the presence of multiple role hierarchies and temporal constraints.
Although the similar problems (e.g., UAQ, IDRM) are well-studied, the existing works do not always pose the most appropriate problem, as UAQ considered DMER constraints rather than DSoD policies that affect the solution of UAQ. Li et al. [15] considered that the distinction between DSoD policies as objectives and DMER constraints as a mechanism is not clearly will raise the security risks. One danger is that it is unclear whether the higher-level objectives are met by the constraints or not, this is because the DMER constraints may be specified without a clear specification of what objectives they intend to meet; Another danger is that even though when DMER constraints are specified, and there exists a clear understanding of what DSoD policies are desired, when the assignment of permissions to roles changes, the DMER constraints may no longer be adequate for enforcing the desired DSoD policies [16] . Most of all, existing work does not consider the number of roles as an optimization objective of the UAQ problem. As pointed out in Section 1, the optimization on the number of roles is another important optimization objective, it is help to efficiently management the systems. However, it has been largely ignored. Moreover, little attention pays for the complexity analysis of the UAQ problem with optimization of role number. Previous work [4, 5] has shown that the UAQ problem in general is NP-hard.
As prior work [8] points out, the minimization or maximization optimization objectives will impact the computational complexity of UAQ. However, they only show that the decision version of UAQ is in NP. To better understand how different optimization objectives may affect the complexity of GUAQ, we study the computational complexities of GUAQ into three subcases: any cover, safe cover, and available cover. Chen et al. [12] assert that allowing both options of minimization and maximization is no more difficult than allowing minimization only. However, Mousavi et al. [8] show that this assertion is not true. For example, with the introduction of constraints, if P≠NP, the sub-case of UAQ that maximizes the number of extra permissions is no longer tractable. Therefore, to better understand how different optimization objectives may affect the complexity of GUAQ is necessary. Our work is an important supplement to the research of UAQ problem in RBAC systems.
CONCLUSION
In this paper, we give a more general definition of the UAQ problem with the name of GUAQ, which takes the optimization on the number of both roles and permissions. We study the computational complexity of the GUAQ problem into three subcases: any cover, safe cover and available cover, and show that all of them are intractable. We also propose an approach for S-GUAQ by employing preprocessing and reduction to SAT techniques that greatly reduce the running time.
