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Resumen 
 
Este trabajo de fin de carrera presenta una  versión inicial del  sistema 
“Sensifire” que permite la monitorización de un escuadrón terrestre de 
bomberos. Este sistema se encarga de capturar, almacenar y representar las 
medidas de diferentes sensores  incorporados al equipo del bombero. 
 
El sistema permite la monitorización desde una estación central que 
representa geográficamente a cada uno de los bomberos junto las medias 
tomadas por su propio módulo de sensores. Además cada uno de los 
bomberos dispone de un dispositivo móvil en el que puede visualizar esta 
información. 
 
El sistema presenta una arquitectura orientada a servicios (SOA) que permite 
que sea flexible, reutilizable, escalable y distribuido. La comunicación entre los 
diferentes servicios se realiza mediante el middleware MAREA (Middleware 
Architecture for Remote Embedded Applications) implementado por el grupo 
de investigación ICARUS de la escuela politécnica superior de Castelldefels. 
 
A lo largo de esta memoria de proyecto se detallará el diseño del sistema y su 
implementación de hardware y software. Se ha requerido trabajar con 
conceptos de cartografía, sistemas empotrados y móviles y bases de datos 
orientadas a objetos. 
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Overview 
 
 
This project presents an initial version of the system “Sensifire” that allows the 
monitoring of a terrestrial firemen squad. This system is responsible for 
capturing, storing and represent the measurements from the different sensors 
that are included in the fireman equipment.  
 
The system allows the monitoring from a main station that represents 
geographically each fireman with the measurements taken by its sensors 
module. Furthermore each fireman has a mobile device to view it. 
 
The system presents a service-oriented architecture (SOA) allowing flexibility, 
reusability, scalable and distributed. The communication between all the 
services takes place using MAREA (Middleware Architecture for Remote 
Embedded Applications) implemented by the ICARUS research group, of the 
Politécnica Superior University, in Castelldefels, Spain. 
 
Along this project report it is detailed the design of the system and its software 
and hardware implementation. It has been required working with cartography, 
embedded and mobile systems, and object-oriented database concepts. 
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INTRODUCCIÓN 
 
Los incendios forestales son una preocupación que cada vez nos afecta más 
por todas sus consecuencias negativas, no sólo ambientales sino también 
sociales y económicas. 
 
Son varias las consecuencias ambientales que se derivan de un incendio: 
destrucción de la masa vegetal, desaparición de ecosistemas, aumento de las 
emisiones de dióxido de carbono en la atmósfera, desertificación… 
El efecto más fácilmente apreciable tras un incendio forestal es la pérdida de 
calidad paisajística debido a la destrucción de la cubierta vegetal, provocando 
un impacto paisajístico importante. 
 
El efecto inmediato de los incendios forestales sobre la fauna es la muerte de 
aquellas especies que no pueden escapar del fuego. Por otro lado, la 
desaparición de los pastos y hábitats supone la migración de aquellas especies 
que logran sobrevivir. 
 
Las condiciones climatológicas influyen en la susceptibilidad que un área 
determinada presenta frente al fuego; factores como la temperatura, la 
humedad y la pluviosidad determinan la velocidad y el grado al que se seca el 
material inflamable y, por tanto, la combustibilidad del bosque. 
 
A las consecuencias ambientales de un incendio, hay que añadir toda una serie 
de implicaciones de orden económico más o menos cuantificables. Después de 
un incendio, se produce la pérdida de importantes recursos naturales directos e 
indirectos: madera, frutos, pastos, caza y pesca. 
Los gastos necesarios para restaurar las zonas afectadas, así como las 
inversiones en prevención y extinción de incendios también suponen 
importantes partidas económicas. 
 
El primer recurso que tenemos para defendernos de los incendios son las 
tareas de prevención. La conciencia social constituye una de las herramientas 
principales para la prevención de incendios. Mediante esta se debe educar a la 
población para hacer un uso racional del fuego, intentando reducir posibles 
situaciones de riesgo. No se debe olvidar que la mayor parte de los incendios 
forestales se deben a descuidos humanos o son provocados por el hombre.  
 
También existen otras medidas de prevención como: el cuidado de las masas 
forestales mediante la realización de cortafuegos, la limpieza periódica de 
bosques, o la realización de quemas preventivas durante períodos de bajo 
riesgo de incendio. Todas estas medidas ayudan a reducir la velocidad de 
propagación de un incendio potencial. 
 
Uno de los aspectos más importantes en la prevención es la detección precoz 
de los conatos de incendios forestales. Para ello es necesario un sistema que 
permita localizarlos antes de que tengan ocasión de extenderse. Las patrullas 
forestales con base en tierra y las torres de vigilancia han sido, en gran medida, 
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desplazadas por aeroplanos o helicópteros que detectan los incendios, 
determinan su localización en el mapa y vigilan su desarrollo. 
 
Otro recurso del que se dispone en la lucha contra incendios son las tareas de 
extinción. Básicamente se utilizan dos estrategias: la mitigación del fuego y el 
control o vigilancia del incendio. 
 
Tanto la detección temprana de incendios y vigilancia de los incendios durante 
su desarrollo son tareas cruciales para reducir el impacto negativo de los 
incendios forestales. La vigilancia de los incendios no sólo permite gestionar 
adecuadamente los recursos terrestres y aéreos, sino también permite salvar 
vidas humanas y bienes, además de obtener una alerta temprana sobre el 
comportamiento inesperado del incendio. 
 
Existe también otro frente en la lucha contra los incendios forestales como la 
vigilancia de las brasas del fuego una vez este se extingue. Estas tareas se 
desempeñan en situaciones de visibilidad prácticamente nula debido al humo. 
Esto supone un riesgo para las vidas humanas que desempeñan dichas tareas. 
 
Además de las consecuencias ambientales, los incendios, tienen una 
importante y negativa repercusión social. El trabajo de extinción de incendios 
forestales es una actividad de riesgo que todos los años es causa de 
accidentes mortales. El riesgo del personal que interviene en la extinción es, 
generalmente alto, como consecuencia del elevado número de incendios que 
se producen y, sobre todo, como consecuencia de las condiciones extremas en 
que se desarrolla el trabajo. 
 
El proyecto Sensifire nace con el objetivo  de prevenir y alertar al bombero 
enfrente de estas situaciones de riesgo mediante su monitorización en tiempo 
real. 
 
Una de las ventajas de utilización de este sistema es que desde una única 
estación se pueden llegar a controlar la situación y condiciones de  todos los 
escuadrones terrestres de bomberos. Para ello se ha diseñado un sistema que 
recoge automáticamente las medidas de diferentes sensores incorporados al 
equipo del bombero. De este modo se puede llegar a conocer el estado, 
situación y condiciones de cualquier bombero del escuadrón en cualquier 
instante. 
 
Además el sistema permitirá hacer un análisis a posteriori de la actuación de 
estos para poder valorar la misma y corregir errores. 
 
Para la implementación de una primera versión de este sistema se han 
marcado los siguientes objetivos: 
 
• Crear un sistema portátil de sensores  para poder incluirlo dentro del 
equipo de un bombero  
 
• Implementar un sistema distribuido con una arquitectura SOA 
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(Arquitectura Orientada a Servicios) cuya comunicación se realizará a 
través del middleware MAREA. 
 
• Utilizar tecnologías SIG (Sistemas de Información Geográfica) para 
controlar la cartografía y poder procesar los datos geográficos que 
necesita el sistema. 
 
• Crear un sistema sencillo que permita monitorizar la situación del 
bombero en primera persona y remotamente desde una estación central. 
 
• Utilizar un sistema de almacenamiento de datos. 
 
 
El funcionamiento de este proyecto consiste en recoger las medidas de 
diferentes sensores que los bomberos llevan en su equipo. Posteriormente 
estas se muestran en un dispositivo móvil que posee el mismo y se envían a 
una estación central donde se guardan y se monitorizan. 
 
La presente memoria está estructurada en siete capítulos principales: 
arquitectura del sistema, sistemas de información geográfica (SIG), sistema de 
almacenamiento, implementación de hardware, migración del middleware 
MAREA al entorno .NET Compact Framework y implementación distribuida en 
servicios. 
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CAPÍTULO 1. ARQUITECTURA DEL SISTEMA 
 
1.1. Introducción 
 
En este primer capítulo se presenta la arquitectura física y la arquitectura 
software del sistema. Se ha diseñado la arquitectura software para poder 
integrarse totalmente con la arquitectura física y se ha utilizado el middleware 
MAREA para poder realizar un sistema distribuido. 
 
1.2. Arquitectura física 
 
La arquitectura física del prototipo Sensifire está compuesta por dos partes 
diferenciadas: el hardware  de la estación central y el del módulo del bombero. 
 
El módulo del bombero está formado por una  placa de sensores y una PDA 
que se comunican mediante Bluetooth.  El la figura 1.1 se muestran los detalles 
de todos los componentes. 
 
 
 
 
Fig. 1.1 Componentes del modulo del bombero 
 
 
Cada uno de los módulos de los diferentes bomberos de se comunicará con 
una estación central mediante una red descentralizada MANET (red móvil ad-
hoc). Este tipo de redes son especialmente útiles en situaciones de 
emergencia, como desastres naturales o conflictos bélicos, al requerir muy 
poca configuración y  permitir un despliegue rápido. Además cada uno de los 
nodos está preparado para reenviar datos de forma dinámica en función de la 
conectividad de la red.  
Arquitectura del sistema   5 
En el escenario planteado se considera la utilización de múltiples  redes 
MANET de modo que cada una de ellas disponga de un punto de acceso 
designado (camión de bomberos). En cada uno de los diferentes camiones se 
instalará: una antena omnidirecional WiFi para poder comunicarse con los 
bomberos y una directiva para poder establecer comunicación con los 
diferentes camiones. Esto se ha diseñado de este modo, ya que a priori las 
distancias a cubrir entre un camión y otro serán mucho más grandes que las 
existentes entre los bomberos y el camión. 
 
La estación central se integrará en uno de los camiones de la flota del cuerpo 
de bomberos de Catalunya. En la figura 1.2 se muestran los componentes 
necesarios para su implementación. 
 
 
 
 
Fig. 1.2 Componentes de la estación central 
 
 
A parte de instalar las dos antenas WiFi se incluirá un anemómetro y una veleta 
para poder evaluar el riesgo del incendio y obtener información sobre la 
propagación del fuego. El anemómetro y la veleta nos permitirán medir la 
fuerza y dirección del viento respectivamente. Para comprobar si las medidas 
obtenidas por estos son fiables se deberá incluir un inclinómetro para medir el 
ángulo de inclinación del camión. 
 
Por otra parte, se precisará de la utilización de un PC para la gestión y 
monitorización de los bomberos mediante una interfaz gráfica. 
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En la siguiente figura se muestra un esquema general del escenario planteado: 
 
 
 
 
Fig. 1.3 Escenario general del sistema 
 
 
1.3. Arquitectura software 
 
Para la implementación de esta arquitectura se ha procedido a crear servicios 
distribuidos tal y como se muestra en la figura 1.4.  
 
 
 
 
Fig. 1.4 Esquema de los componentes de la arquitectura software 
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Los servicios Sensifire, GPS y Arduino Sensors están diseñados para utilizarse 
en el entorno Compact Framework. Es decir, serán ejecutados en las PDA de 
cada uno de los diferentes bomberos. De este modo se tendrán tantos servicios 
de estos como bomberos registrados en el sistema. 
 
El Servicio GPS se encarga de leer y procesar las sentencias NMEA que capta  
del receptor GPS de la PDA.  
 
El componente Arduino Sensors lee las medidas de los diferentes sensores 
integrados en la placa Arduino Duemilanove.  
 
Sensifire es la interfaz gráfica que muestra las medidas de cada uno de los 
sensores  y la posición del bombero en la PDA. 
 
El servicio GroundStation  contiene la interfaz gráfica necesaria para la 
monitorización del escuadrón de bomberos.  Este servicio será el encargado de 
comunicarse con el servidor de mapas para poder visualizarlos. El servicio ha 
sido diseñado con la idea de implementarse únicamente en la estación central 
aunque se podría ejecutar simultáneamente desde otro lugar. De esta manera 
se podría monitorizar al escuadrón en distintas máquinas a la vez. 
 
El servicio Storage se utilizará para guardar las medias de los diferentes 
bomberos en una base de datos. Gracias a este, el servicio GroundStation 
podrá mostrar un histórico del recorrido del bombero y de las diferentes 
medidas de los sensores. 
 
Todos los componentes distribuidos citados se han creado como servicios del 
middleware MAREA, que nos permite una gran flexibilidad a la hora de 
implementar este sistema. En el capítulo 6 se explicará la implementación de 
cada uno de los servicios. 
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CAPÍTULO 2. SISTEMAS DE  INFORMACIÓN 
GEOGRÁFICA (SIG) 
 
2.1. Introducción 
 
Para la implementación del servicio Ground Station de la estación central es 
necesario manejar y analizar datos geográficos para poder representarlos 
sobre una cartografía. En el siguiente capítulo se introducen conceptos básicos 
de los sistemas de información geográfica. Además se analizan algunas de las 
funcionalidades de la librería SIG de programación SharpMap. 
 
Un Sistema de Información Geográfica es una integración organizada de 
hardware, software y datos geográficos diseñado para capturar, almacenar, 
manipular, analizar y desplegar en todas sus formas la información 
geográficamente referenciada con el fin de resolver problemas complejos de 
planificación y gestión. 
 
Los SIG son herramientas que permiten a los usuarios crear consultas 
interactivas, analizar la información espacial, editar datos, mapas y presentar 
los resultados de todas estas operaciones.  
 
 
2.2. Conceptos previos 
 
2.2.1. Sistemas de coordenadas 
 
El sistema de coordenadas geográficas es el más utilizado y determina todas 
las posiciones de la superficie terrestre utilizando las dos coordenadas 
angulares de un sistema de coordenadas esféricas que está alineado con el eje 
de rotación de la Tierra. 
 
La latitud mide el ángulo entre cualquier punto y el ecuador. Las líneas de 
latitud se llaman paralelos y son círculos paralelos al ecuador en la superficie 
de la Tierra. 
 
La longitud mide el ángulo a lo largo del ecuador desde cualquier punto de la 
Tierra. Se acepta que Greenwich en Londres es la longitud 0 en la mayoría de 
las sociedades modernas. Las líneas de longitud son círculos máximos que 
pasan por los polos y se llaman meridianos. 
 
Combinando estos dos ángulos, se puede expresar la posición de cualquier 
punto de la superficie de la Tierra como vemos en la figura 2.1. 
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Fig. 2.1 Sistema de coordenadas geográficas 
 
 
El proyecto utiliza coordenadas geográficas con datum WGS84. El principal 
motivo de su utilización es que el servicio GPS implementado utiliza este 
sistema.  
 
El Sistema de Posicionamiento Global (GPS) fue creado por el Departamento 
de Defensa de los Estados Unidos. Este tuvo la necesidad de disponer de un 
sistema para posicionar una situación geográfica con referencia a un datum 
Universal con cobertura en toda la superficie terrestre, evitando así la 
territorialidad del resto de los datum existentes. Para ello fue creado el sistema 
WGS (World Geodetic System), estando actualmente vigente el WGS84 (ver 
[3], [4]). 
 
La utilización de este sistema implica que los mapas utilizados en la interfaz 
gráfica SIG (servicio GroundStation) utilizarán el mismo. Si por otro lado se 
quisieran descargar los mapas de un servidor que utilizase otro sistema sería 
necesaria la conversión de coordenadas entre ellos. 
 
 
2.2.2. Datum 
 
La Tierra tiene forma parecida a un elipsoide regular (elipsoide de revolución), 
sin embargo no lo es, es un geoide, es decir un cuerpo levemente irregular y en 
consecuencia el saber con exactitud cuál es el centro geométrico del mismo no 
es un problema trivial. 
 
Cualquier posición está referida a un modelo de Tierra, es decir a la elección de 
un centro de la Tierra. Esos modelos reciben el nombre de datum y deben ser 
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conocidos por quien utiliza el mapa. Cualquier punto georeferenciado debe 
constar de su posición de su altura y del datum utilizado. Los mismos datos 
pueden representar posiciones distintas según el datum utilizado y este error 
puede llegar a ser del orden de las centenas de metros (200 a 300 m).  
 
Cada país utiliza en general un datum o modelo de la Tierra que se ajuste lo 
mejor posible a la forma de su terreno. El datum entonces está compuesto de 
un elipsoide teórico (esto implica la longitud del eje mayor y menor del mismo) 
y de un punto “fundamental” en que el elipsoide es tangente a la superficie de 
la Tierra (es decir que con el punto fundamental y los parámetros del elipsoide 
se está definiendo unívocamente la posición del centro de la Tierra). En el 
punto fundamental, las verticales de elipsoide y la Tierra coinciden (Fig. 2.2). 
También lo hacen las coordenadas del elipsoide y las de la Tierra. 
 
 
 
 
Fig. 2.2 Punto Fundamental entre el geoide y el elipsoide 
 
 
2.2.3. Ortofotografías 
 
Los servidores de mapas utilizan ortofotos que son una presentación 
fotográfica de una zona de la superficie terrestre, en el la que todos los 
elementos presentan la misma escala, libre de errores y deformaciones, con la 
misma validez de un plano cartográfico. 
 
Una ortofotografía se consigue mediante un conjunto de imágenes aéreas 
(tomadas desde un avión o satélite) que han sido corregidas digitalmente para 
representar una proyección ortogonal sin efectos de perspectiva, y en la que 
por lo tanto es posible realizar mediciones exactas, al contrario que sobre una 
fotografía de aérea simple, que siempre presentará deformaciones causadas 
por la perspectiva desde la cámara, la altura o la velocidad a la que se mueve 
la cámara. A este proceso de corrección digital se le llama ortorectificación. Por 
lo tanto, una ortofotografía (u ortofoto) combina las características de detalle de 
una fotografía aérea con las propiedades geométricas de un plano. 
 
 
2.3. SharpMap 
 
SharpMap es una librería que facilita el trabajo con mapas. Está destinada para  
uso en web y aplicaciones de escritorio. El motor está escrito en C # y basado 
en .NET 2.0. 
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En el siguiente apartado se incluye una descripción de las funcionalidades 
básicas de esta librería, que son utilizadas para la implementación del servicio 
GroundStation. 
 
 
2.3.1. Peticiones a través del estándar WMS 
 
El protocolo de acceso utilizado para la descarga de mapas será el Web Map 
Service. El servicio Web Map Service (WMS) definido por el OGC (Open 
Geospatial Consortium) produce mapas de datos referenciados espacialmente, 
de forma dinámica a partir de información geográfica. Este estándar 
internacional define un "mapa" como una representación de la información 
geográfica en forma de un archivo de imagen digital para la exhibición en una 
pantalla de ordenador. Los mapas producidos por WMS se generan 
normalmente en un formato de imagen como PNG, GIF o JPEG, y 
ocasionalmente como gráficos vectoriales en formato SVG (Scalable Vector 
Graphics) o WebCGM (Web Computer Graphics Metafile). 
 
Las operaciones WMS pueden ser invocadas usando un navegador estándar 
realizando peticiones en la forma de URL’s (Uniform Resource Locators). El 
contenido de tales URL’s depende de la operación solicitada. Concretamente, 
al solicitar un mapa, la URL indica qué información debe ser mostrada en el 
mapa, qué porción de la tierra debe dibujar, el sistema de coordenadas de 
referencia, y la anchura y la altura de la imagen de salida. Cuando dos o más 
mapas se producen con los mismos parámetros geográficos y tamaño de 
salida, los resultados se pueden solapar para producir un mapa compuesto. El 
uso de formatos de imagen que soportan fondos transparentes (GIF o PNG) 
permite que los mapas subyacentes sean visibles. Además, se pueden solicitar 
mapas individuales de diversos servidores. 
Las operaciones WMS también pueden ser invocadas usando clientes 
avanzados SIG, realizando igualmente peticiones en la forma de URL’s. 
 
La librería SharpMap de código abierto que se utiliza en este proyecto, tiene la 
implementación integrada para realizar las funciones de cliente WMS, de tal 
manera que trabajar con los datos espaciales se hace eficiente. 
 
SharpMap contiene la implementación de una capa WMS para poder realizar 
las peticiones y recuperar la información. El siguiente código muestra la carga 
de una capa WMS del Institut Cartogràfic de Catalunya (ICC). 
WmsLayer WMSLayer = new WmsLayer("WMSLayer", 
"http://shagrat.icc.es/lizardtech/iserv/ows?"); 
 
WMSLayer.SpatialReferenceSystem = "EPSG:4326";; 
WMSLayer.SetImageFormat("image/jpeg"); 
WMSLayer.ContinueOnError = true; 
WMSLayer.TimeOut = 10000; 
WMSLayer.AddLayer("orto5m"); 
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Cuando se crea una capa WMS se le debe asignar un identificador y 
especificar la URL del servidor del que se tiene que descargar los mapas.. 
 
A la capa WMS definida en SharpMap se le pueden asociar diferentes 
atributos. Uno de los principales es el que indica la capa del mapa alojado en el 
servidor que se desea obtener. En el ejemplo, la capa orto5m corresponde a 
las imágenes ortográficas de Cataluña en un escala 1:5000. Además también 
se debe especificar el formato de de imagen en el que se proporcionará el 
mapa y el sistema de referencia espacial utilizado. 
 
Para poder visualizar el mapa se debe añadir la capa WMS al objeto de de tipo 
Map de nuestro programa. Posteriormente este se debe asignar al control del 
tipo MapImage que muestra el Mapa. Tanto los objetos del tipo Map como 
MapImage son propios de la librería de SharpMap. 
 
Gracias a la utilización de MapImage se pueden obtener las coordenadas de 
cualquier punto del mapa a través de los eventos que impliquen realizar una 
acción con el ratón sobre el mapa.  Este además ofrece la posibilidad de usar 
varios métodos específicos como actualizar la visualización de las capas por si 
alguna ha padecido alguna modificación, centrar el mapa en punto concreto, 
etc. 
 
2.3.2. Herramientas 
 
La librería SharpMap.UI ofrece un control propio del tipo MapImage para la 
representación de mapas. Uno de las ventajas de la utilización de este control 
es que ofrece  herramientas para que el usuario pueda interactuar con el mapa. 
 
El control implementa las siguientes funcionalidades: aumentar zoom, disminuir 
zoom, mover  mapa y ampliar la zona seleccionada. 
 
Lo único que se debe hacer para utilizar cada una de estas herramientas es 
asignarla como la activa. 
 
La implementación de estas funciones se incluirá en el servicio GroundStation 
en forma de botones. De este modo, cada vez el usuario clique sobre uno de 
map.Layers.Add(WMSLayer); 
mapImageRE.Map=map; 
//Aumentar Zoom 
mapImageRE.ActiveTool = MapImage.Tools.ZoomIn; 
//Disminuir Zoom 
mapImageRE.ActiveTool = MapImage.Tools.ZoomOut; 
//Mover el mapa 
mapImageRE.ActiveTool = MapImage.Tools.Pan; 
//Ampliar Zona 
map.ZoomToBox(Bbox); 
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ellos se activará una herramienta u otra. Posteriormente se podrá hacer uso de 
ella clicando encima del mapa. 
 
 
2.3.3. Tablas de datos 
 
SharpMap dispone del objeto del tipo FeatureDataTable para guardar 
información georeferenciada en una tabla. Este hereda de la librería 
System.Data.Datatable, por lo que su funcionamiento es muy similar.  
 
En el proyecto se utilizaran estos objetos para guardar y representar las 
medidas de los diferentes bomberos en el mapa. 
 
Una de las operaciones básicas de las tablas es su creación. A continuación se 
muestran los campos o columnas de una de las tablas utilizadas en el servicio 
GroundStation. 
 
 
Tabla 2.1. Tabla de datos utilizada para guardar las medidas de temperatura y 
humedad tomadas por los sensores de un bombero 
 
Identificador Hora Temperatura Humedad Tipo 
Bombero1 12:23:50 
12/12/09 
34 80 weather 
 
 
Para implementar una tabla como la anterior, se deben crear las columnas 
(objetos de tipo DataColumn). A cada una estas se le tienen que añadir un 
identificador y se debe  especificar el tipo de datos que contendrán sus 
registros.  
 
Para  poder añadir filas al FeatureDataTable  se deben crear mediante el 
método NewRow que implementa dicho objeto. 
FeatureDataTable dtweather = new FeatureDataTable(); 
 
DataColumn Id = new DataColumn(); 
Id.DataType = System.Type.GetType("System.String"); 
Id.ColumnName = "Id"; 
dtweather.Columns.Add(Id); 
FeatureDataRow rw = dtweather.NewRow(); 
rw.Geometry = new SharpMap.Geometries.Point(2.102, 41.35); 
 
rw["Id"] ="Santi"  ; 
rw["Time"] = DateTime.Now; 
rw["Type"] = "weather"; 
rw["Temperature"] = 28.3; 
rw["Humidity"] = 87.23; 
dtweather.AddRow(rw); 
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Uno de las particularidades de las filas FeatureDataRow de SharpMap es que 
permiten especificar coordenadas geográficas para cada una de las filas con el 
fin de dibujar cualquier tipo de geometría en el mapa (puntos, líneas y 
polígonos) 
 
Si se desea representar una geometría en el mapa es necesario especificar a 
la capa correspondiente el FeatureDataTable del cual debe obtenerla. 
 
En el caso del servicio GroundStation, las geometrías dibujadas serán 
únicamente puntos representados por latitud y longitud en los que mostraremos 
un icono. Estos puntos corresponderán a la posición obtenida por el dispositivo 
GPS de cada uno de los bomberos. 
 
 
2.3.4. Temas 
 
La librería SharpMap contempla la creación de temas propios que se puedan 
aplicar en cualquier tipo capa y permitan la utilización de diferentes estilos 
dentro de cada una de ellas. 
 
Para la implementación del servicio GroundStation se requiere la creación de 
un  tema para las capas de tipo vectorial (2.3.6.). Gracias a esto se podrán 
dibujar símbolos diferentes en cada una de las capas. 
 
Para crear un tema para las capas de tipo vectorial se debe crear un objeto del 
tipo CustomTheme al que se le pasee en su constructor un método que 
devuelva un objeto del tipo VectorStyle. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
LayerWeather.DataSource = new 
GeometryFeatureProvider(dtweather);  
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Para poder dibujar símbolos diferentes, se debe añadir una columna a la tabla 
que permita escoger el estilo que se desea aplicar (columna “Tipo” de la tabla 
2.1). En función del valor de los registros  de esta columna se dibujará un icono 
u otro según la implementación del método GetStyle. 
 
 
2.3.5. Capas vectoriales 
 
VectorLayer  es un tipo de capa propia de SharpMap que como su nombre 
indica contiene datos del tipo vectorial.  
 
Las capas del tipo vectorial se utilizan para la representación  de tres tipos 
geometrías básicas: 
 
• Puntos: Los puntos se reducen a pares de coordenadas latitud-longitud o 
x-y que marcan la posición de lo modelizado sobre la superficie de la 
tierra. En este proyecto se utilizaran para representar la posición del 
bombero. 
 
• Líneas: Son una serie ordenada de posiciones unidas por segmentos 
rectos. Este tipo se utilizara para mostrar la ruta que ha seguido en 
bombero. 
 
• Polígonos: Son líneas cerradas que delimitan superficies.  
CustomTheme myTheme = new CustomTheme(GetStyle); 
 
private VectorStyle GetStyle(FeatureDataRow row) 
{ 
    VectorStyle style = new VectorStyle(); 
 
    switch (row["Type"].ToString().ToLower()) 
    { 
        case "weather": 
         Bitmap w = new Bitmap(Path.Combine(path,  
@"temperature3.gif")); 
                    style.Symbol = w; 
                    style.SymbolScale = 1; 
                    return style; 
         case "gas": 
           Bitmap g = new Bitmap(Path.Combine(path,  
 @"gas3.gif")); 
           style.Symbol = g; 
           return style; 
         default: 
            return style; 
     } 
} 
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Para dibujar una línea es necesario seguir los siguientes pasos: 
 
1. Crear una lista con los puntos que la formaran. Se debe tener en cuenta 
el orden en que se añaden estos ya que estos se dibujaran uniendo 
cada uno de ellos con su anterior respectivo. 
 
 
 
 
2. Crear un objeto del tipo LinearString  de SharpMap con la lista de puntos 
anteriormente creada. Con esto se consigue crear la línea que pase por 
todos los puntos. 
 
 
 
3. Añadir la línea a una colección del tipo Geometry. En este caso  la 
geometría corresponde a una línea, es decir  un objeto del tipo 
LinearString.  
 
 
 
 
 
4. Para acabar se debe especificar a la capa, del mismo modo que se hace 
en el caso de los puntos, de donde debe obtener las geometrías para 
dibujarlas. En este caso se toman de la colección del tipo Geometries 
creada anteriormente. 
 
 
 
 
 
 
2.3.6. Capas de etiquetas 
 
SharpMap dispone de una capa de etiquetas para mostrar cadenas de texto. 
Esta capa se utilizará para identificar y asociar cada uno de los iconos 
mostrados en el mapa con el bombero correspondiente.  
 
Para crear una capa de etiquetas es necesario crear un objeto del tipo 
LabelLayer. Del mismo modo que se hace en las capas vectoriales, se debe 
especificar el origen del los datos, para posteriormente dibujarlos. En este caso 
la información se obtiene de la geometría almacenada en cada una de las filas 
de la tabla dtgas.  
 
Las cadenas de texto que se dibujaran para cada una de estas geometrías 
(puntos) se obtienen de la columna Id  de esta tabla. Los registros de esta 
columna contienen los identificadores de los diferentes bomberos. 
 
List<Point> Points = new List<Point>(); 
Points.Add(new Point(0,0)); 
Points.Add(new Point(0,1)); 
LineString line = new LineString(Points); 
VectorLayer LayerLines=new LayerLines("Lines Layer");
LayerLines.DataSource=new GeometryProvider(lineCol); 
Collection<Geometry> lineCol = new 
Collection<Geometry>(); 
lineCol.Add(line); 
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LabelLayer LayerLabelGas = new LabelLayer("Label Layer 
Gas"); 
LayerLabelGas.DataSource = new 
GeometryFeatureProvider(dtgas); 
LayerLabelGas.LabelColumn = "Id"; 
LayerLabelGas.Style = new LabelStyle(); 
LayerLabelGas.Style.ForeColor = Color.Black; 
LayerLabelGas.Style.Font = new 
Font(FontFamily.GenericSerif, 11); 
LayerLabelGas.Style.HorizontalAlignment=LabelStyle.Horizon
talAlignmentEnum.Left; 
LayerLabelGas.Style.VerticalAlignment = 
LabelStyle.VerticalAlignmentEnum.Bottom; 
LayerLabelGas.Style.Offset = new PointF(3, 3); 
LayerLabelGas.Style.Halo = new Pen(Color.Yellow, 2); 
LayerLabelGas.TextRenderingHint = 
System.Drawing.Text.TextRenderingHint.AntiAlias; 
sharpMap.Layers.Add(LayerLabelGas); 
Las capas de etiquetas permiten definir un estilo para la presentación del texto. 
El estilo nos permite escoger el tipo, tamaño, alineación y color del texto 
utilizado.
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CAPÍTULO 3. SISTEMA DE ALMACENAMIENTO DE 
DATOS 
 
3.1. Introducción 
 
En el siguiente capítulo se presentan los requisitos que debe cumplir el sistema 
de almacenamiento de datos. Posteriormente  se analizan de forma breve 
diferentes alternativas disponibles. El apartado concluye con la elección de una 
de estas y el diseño utilizado para la implementación del proyecto. 
 
 
3.2. Requisitos del sistema 
 
Compatible con .NET: Uno de los requisitos del proyecto es la implementación 
de este en .NET utilizando el lenguaje de programación C#, por lo tanto la base 
de datos seleccionada tiene que ser compatible con este entorno y lenguaje. 
 
Multiplataforma: En el proyecto se ha hace indispensable la carga/guardado 
de datos tanto desde un dispositivo móvil (PDA) como aplicación de escritorio 
(interfaz SIG). 
 
Rapidez: Aunque el volumen de datos de esta aplicación no sea grande  y las 
estructuras de datos que se deben guardan no son complejas es necesario que 
el acceso a estos sea lo más rápido posible. 
 
Fiabilidad: Los datos que guarda nuestra aplicación son sumamente 
importantes, ya que de estos dependen posibles intervenciones que pueden 
llegar a evitar y solventar situaciones de peligro con las que se encuentren los 
bomberos. Por este motivo es básico garantizar la fiabilidad todas las 
transacciones que se hagan en la base de datos. 
 
 
3.3. Análisis de alternativas 
 
3.3.1. Perst 
 
Perst es una base de datos embedida orientada a objetos para Java, .NET y 
Mono. El término “orientación a objetos” en este caso se refiere a que Perst 
carga y guarda los objetos directamente. El termino embedida significa que se 
utiliza en aplicaciones que requieren su propio almacenamiento de datos y que 
no utiliza una aplicación o servidor externo para funcionar. 
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Perst guarda la información en proyectos Java o .NET eliminando la translación 
requerida para el almacenamiento en una base de datos de tipo relacional (ver 
[10]). 
 
El código fuente de núcleo de este no supera las 500 líneas es abierto y 
accesible. El programador obtiene un control total de su aplicación y la 
interacción con la base de datos. Además este requiere un uso mínimo de los 
recursos del sistema. 
 
La rapidez es una de sus características más destacables en frente de otras 
bases de datos embedidas orientadas a objetos de Java y .NET. 
 
Perst soporta transacciones con las propiedades ACID. En las bases de datos, 
ACID son conjunto de características necesarias para que una serie de 
instrucciones pueda ser considerada una transacción (atomicidad, consistencia, 
aislamiento y durabilidad). Además no requiere de la administración por parte 
del usuario final. 
 
Perst se distingue por su facilidad para trabajar con objetos y está diseñado 
para trabajar con herramientas como AspectJ (extensión de Java) y JAssist. 
Además no es necesaria la utilización de preprocesadores, compiladores o 
máquinas virtuales para su utilización. 
 
La API de Perst es flexible y fácil de utilizar. Esta incluye  índices para la 
representación espacial, contenedores para la optimización de memoria, un 
contenedor que ofrece una interfaz similar a SQL (SubSQL), importación y 
exportación de XML, replicación de datos… 
 
 
3.3.2. SQLite 
 
Es un sistema de gestión de bases de datos relacional compatible con ACID, y 
que está contenida en una pequeña librería (500 kB). Es un proyecto de código 
abierto creado por D. Richard Hipp. 
 
Esta librería se enlaza con el programa pasando a formar parte integral del 
mismo. El programa utiliza la funcionalidad de SQLite a través de llamadas a 
subrutinas y funciones. Esto reduce la latencia en comparación a la 
comunicación entre procesos de otras bases de datos. 
Es multiplataforma y cumple con la mayoría de los estándares SQL92. Por lo 
que no posee curva de de aprendizaje si se conoce  SQL o MySQL. 
 
 
3.3.3. SQL Server Compact 
 
Es un motor de base de datos relacional, de libre descarga y distribución, tanto 
para móviles como para aplicaciones  de escritorio. Está orientada a sistemas 
ocasionalmente conectados, ofrece características especialmente útiles para 
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clientes ligeros.  Desde la versión 2.0, el lanzamiento de SQL Server Compact 
ha ido ligado al de Microsoft Visual Studio .NET. 
 
 
3.4. Elección 
 
Una de las grandes diferencias entre las diferentes alternativas es que SQLite y 
SQL Server Compact son bases de datos de tipo relacional a diferencia de 
Perst que está orientada a objetos. Este ha sido uno de los factores 
fundamentales que ha hecho que nos decantemos por esta última. 
  
El hecho de utilizar un lenguaje de programación orientado a objetos como C# 
plantea como solución más sencilla y directa la carga y guardado de estos 
objetos directamente en la base de datos, cosa que no se hace en bases de 
datos de tipo relacional. 
 
Por otra parte tal y como se comenta en los requisitos, la base de datos 
necesaria para un proyecto de este tipo, a priori, no tendría porque presentar 
una estructura de datos demasiado compleja, con muchas tablas o relaciones. 
Por este motivo la utilización de una base de datos de tipo relacional se hace 
innecesaria. 
 
 
3.5. Diseño e implementación 
 
3.5.1. Conceptos previos 
 
3.5.1.1. Bases de datos orientadas a objetos 
 
Para un programa resulta natural trabajar con objetos. Sin embargo, esto es 
imposible para las bases de datos tradicionales, basadas en el modelo 
relacional. Para resolver este problema aparecieron las bases de datos 
orientadas a objetos, como  Perst. Al contrario de las relacionales, que trabajan 
con registros, las bases de datos orientadas a objetos guardan y recuperan 
objetos. Por lo tanto, la comunicación de este tipo de base de datos con un 
programa orientado a objetos es transparente (ver [9]). 
 
Aunque sobre el papel, está es la mejor opción para implementar una 
aplicación de base de datos, en la práctica presenta una serie de problemas, 
debido a las características actuales de las bases de datos orientadas a 
objetos. Éstas no están tan maduras como las relacionales y por lo tanto no 
gozan de la abundancia de herramientas, fiabilidad, y rendimiento de estas 
últimas. 
 
Uno de los problemas de estas bases de datos es su incompatibilidad entre 
ellas. Esto hace imposible migrar una base de datos orientada a objetos  a otra, 
lo que nos obliga a depender de un único proveedor (“vendor lock-in”), con 
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todos los inconvenientes que esto representa (obligación a aceptar aumentos 
de precio, falta de soporte si el proveedor sale del mercado …). 
 
3.5.1.2. Persistencia transparente 
 
Esta característica nos permite que la aplicación trate con objetos persistentes 
utilizando una API orientada a objetos sin la necesidad de lenguaje SQL 
embedido en el código. Los objetos son recuperados y almacenados por el 
sistema cuando éste lo cree conveniente, sin que el usuario deba hacer 
ninguna solicitud explicita de consulta, actualización o recuperación de 
información  de una base de datos orientada a objetos. 
 
Para poder guardar objetos en una base de datos Perst, es necesario otorgar 
persistencia a los objetos que se deseen almacenar. Esto se consigue 
haciendo que las clases de dichos objetos hereden de la clase Perst.Persistent. 
 
 
3.5.1.3. LINQ 
 
Language Integrated Query (LINQ) es un proyecto de Microsoft que agrega 
consultas nativas semejantes a las de SQL a los lenguajes de la plataforma 
.NET, inicialmente a los lenguajes Visual Basic .NET y C#. Muchos conceptos 
que LINQ ha introducido fueron originalmente probados en Cω, un proyecto de 
investigación de Microsoft. 
LINQ define operadores de consulta estándar que permiten a lenguajes 
habilitados con LINQ filtrar, enumerar y crear proyecciones de varios tipos de 
colecciones usando la misma sintaxis. Tales colecciones pueden incluir 
vectores, clases enumerables, XML, conjuntos de datos desde bases de datos 
relacionales y orígenes de datos de terceros. El proyecto LINQ usa 
características de la versión 2.0 del .NET Framework, nuevos ensamblados 
relacionados con LINQ, y extensiones para los lenguajes C# y Visual Basic 
.NET. Microsoft ha distribuido una versión previa del LINQ, consistente de 
estas bibliotecas y compiladores para C# 3.0 y Visual Basic 9. En la base de 
datos de este sistema utilizaremos LINQ para consultar las medidas de los 
diferentes bomberos en relación a la posición o instante en que estas fueran 
tomadas.  
public class User : Persistent 
{ 
    [Indexable(Unique = true)] 
    public String Id; 
   
    [Indexable] 
    public String Name; 
 
    public override String ToString() 
    { 
        return Name + " (" + Id + ")"; 
    } 
} 
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3.5.1.4. Emulación de tablas 
 
Unos de puntos que tiene a favor el trabajar con objetos persistentes respecto 
a los normales o transitorios son: la mejora de eficiencia para tareas de 
mantenimiento  de clases extendidas, bloqueo de objetos, comparativa entre 
instancias a objetos para detectar campos actualizados, actualización de 
índices, optimización, procesado, análisis de consultas… 
 
Por el contra existen tareas que suponen un trabajo extra para el programador  
como el mantenimiento de los índices, control de bloqueos y escribir código 
para implementar consultas. 
 
Este trabajo se puede evitar utilizando la clase Database de Perst, que 
proporciona una API similar a la utilizada en las bases de datos de tipo 
relacional.  
 
Esta clase proporciona las siguientes funcionalidades (ver [11]): 
 
• Mantiene las clases extendidas (tablas) que permiten iterar a través de 
todas las instancias de una clase. No es necesario definir un objeto root 
en la base de datos. 
 
• Proporciona transacciones serializables utilizando el bloqueo de tablas. 
 
• Proporciona el lenguaje  de consultas JSQL, un subtipo de lenguaje SQL 
orientado a objetos aunque no soporta joins ni las funciones groupping y 
aggregate. 
 
• Mantenimiento de los índices: El programador crea los índices 
implícitamente como atributos y estos son creados y añadidos 
explícitamente por la base de datos cuando se añade un objeto  en ella. 
Cuando un  objeto se elimina de la base de datos esta también lo 
remueve de los índices. El único inconveniente de esto es que las 
actualizaciones deben ser controladas por el programador. Un objeto se 
debe de eliminar del índice antes de actualizarse y se debe añadir en el 
después de la actualización. 
 
En este sistema se utilizará la emulación de tablas con el fin de reducir la 
complejidad de gestión de la base de datos implementada. 
 
 
3.5.2. Operaciones básicas 
 
En este apartado se  incluyen las operaciones básicas utilizadas para poder 
guardar y obtener datos de una base de datos Perst. Comentar que los 
modelos introducidos a continuación no son los únicos que implementa la API 
de Perst. 
Sistema de almacenamiento y adquisición de datos   23 
3.5.2.1. Almacenamiento de objetos 
 
Uno de los primeros objetivos de Perst es permitir al programador  trabajar con 
objetos persistentes, en la medida de lo posible, de la misma manera que se 
trabaja con objetos transitorios. Sin embargo, esta persistencia posee algunos 
aspectos no transparentes para el programador. Uno de los ejemplos de esto 
se encuentra en el almacenamiento. 
 
El fichero donde se almacenan los objetos debe ser especificado por el 
programador mediante la clase Storage. Esta clase es abstracta por lo que se 
debe usar la clase StorageFactory  para crear una instancia del tipo Storage. 
 
Una vez se crea la instancia se debe abrir el fichero que contiene la base de 
datos mediante el método Open.  
 
En vistas a reducir la complejidad de la gestión de la base de datos se utilizará 
la emulación de tablas. Para poderla utilizar se debe crear un objeto del tipo 
Database al que se le pase, en su constructor, el objeto storage creado 
anteriormente. 
 
Para añadir un objeto a la base de datos mediante la emulación de tablas es 
necesario que el objeto que desee añadir herede de la clase Persistent. Para 
guardarlo se debe invocar al método AddRecord del objeto del tipo Database.  
Este objeto insertará automáticamente el objeto en los índices. 
 
Para cerrar la base de datos correctamente se debe invocar al método Close 
de la clase Storage. 
 
 
3.5.2.2. Índices 
 
Para crear índices automáticamente en los objetos que se añadan a la base de 
datos se debe marcar los campos de la clase que se quieran indexar mediante 
el atributo Indexable. 
Storage storage = StorageFactory.Instance.CreateStorage(); 
storage.Open("ddbb.dbs"); 
Database db = new Database(storage);
storage.Close(); 
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3.5.2.3. Obtención de objetos 
 
Para obtener objetos de la base de datos se utilizará las consultas mediante el 
lenguaje LINQ. Para ello es necesario utilizar la librería PerstNET20.dll para 
.NET Framework 3.5. Esta es la única versión de Perst que soporta la 
utilización de este lenguaje. 
 
Esta versión incluye el método GetTable<> dentro de la clase Database 
(emulación de tablas), que permitirá obtener una tabla que incluya todos los 
objetos de un tipo determinado que se encuentran dentro de la base de datos. 
 
La siguiente consulta retornaría una lista todos los identificadores de los 
objetos de tipo User que se encuentran en la base de datos. 
 
 
3.5.3. Diseño de la base de datos 
 
3.5.3.1. Diseño 
 
La base de datos dispone cinco tablas diferentes para el almacenamiento de 
los datos. Cuatro de estas cinco tablas se utilizan para guardar los diferentes 
tipos de media (gas, posición, medidas ambientales y seguridad). Cada una de 
ellas almacena además de las propias medidas, una referencia temporal de 
cuando se ha tomado la medida y un identificador para diferenciar el bombero 
public class User : Persistent 
{ 
     [Indexable(Unique = true)] 
     public String Id; 
   
     [Indexable] 
     public String Name; 
 
     public override String ToString() 
     { 
         return Name + " (" + Id + ")"; 
     } 
} 
public List<string> Get_Users() 
{ 
    var query = from u in db.GetTable<User>() 
    select u.Id; 
 
    return query.ToList(); 
} 
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que provienen dichas medidas. Gracias a esto podremos saber dónde, cuando 
y por que bombero se toman cada una de las diferentes medidas. 
 
La quinta tabla se utiliza para mantener un registro de los bomberos que hay o 
ha habido conectados al sistema. Esta tabla se gestiona de manera autónoma. 
Cada vez que llega una medida al resto de tablas, las de medidas, se 
comprueba si existe una referencia de que ese bombero este registrado en el 
sistema. En caso que no lo este, se añade el identificador del bombero a esta 
tabla. En caso contrario no se hace nada. 
 
Todas las tablas son transparentes para el programador y solo se las llamara 
en el caso que se quiera hacer una consulta a la base de datos mediante LINQ 
y el método GetTable<> de Perst. Los resultados a las consultas se retornaran 
en objetos del tipo GasPosition y WeatherPosition, que permiten referenciar 
cada una de las medidas (gas o ambiental) con la posición en la que fueron 
tomadas. 
 
 
 
 
Fig. 3.1 Clases utilizadas para la implementación de la base de datos Perst 
 
 
3.5.3.2. Almacenamiento de medidas 
 
Para guardar las medidas se han creado cuatro funciones diferentes según el 
tipo de medida que se desea guardar. Comentar que todas ellas siguen una 
estructura similar. La única diferencia existente es el tipo de objeto que 
guardan. 
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El siguiente código  muestra como se guarda una medida de gas. El método 
UpdateUsers es el que se encarga de consultar si el bombero del que proviene 
la medida está registrado en la tabla de bomberos. 
 
 
3.5.3.3. Obtención de medidas 
Este proyecto esta implementado de forma distribuida de manera que los datos 
se generan, se envían y se guardan de manera separada. Uno de los 
propósitos principales del proyecto es monitorizar el estado de los bomberos, 
mediante una interfaz gráfica SIG. Para hacer esto se hace indispensable, 
relacionar de alguna manera esta información para poderla representar. Por 
ejemplo, para representar las medidas de un bombero en un mapa 
necesitaremos relacionar estas con una posición tomada por el dispositivo GPS 
en un instante más o menos próximo, dependiendo de la exactitud que se le 
quiera imponer al sistema. 
Mediante LINQ se llevará a cabo dicha tarea en la misma base de datos Perst. 
Esto se podría haber hecho en la interfaz gráfica (servicio GroundStation), pero 
se debe intentar minimizar el funcionamiento de la interfaz gráfica SIG con el fin 
de hacerla lo más rápida y fluida posible. 
Para ello las funciones utilizadas para hacer las consultas deberán retornar 
objetos que contengan además de la media, una referencia geográfica de 
donde fue tomada. El siguiente código muestra una de las clases utilizadas 
para representar las medidas ambientales.  
public void AddGas(String Id, String Name, double
Flammable_Gas, double Hydrogen, double Carbone_Dioxide, 
double Methane, double LPG, DateTime Time) 
{ 
 Gas g = new Gas(); 
 g.Flammable_Gas=Flammable_Gas; 
      g.Hydrogen=Hydrogen; 
      g.LPG=LPG; 
      g.Methane=Methane; 
      g.Carbone_Dioxide=Carbone_Dioxide; 
      g.Time = Time; 
      g.FromUser = UpdateUsers(Id, Name); 
 
db.AddRecord(g); 
} 
public class WeatherPosition 
{ 
        public Position position; 
        public Weather weather; 
public WeatherPosition(Weather weather, Position
position); 
} 
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La base de datos se ha diseñado de manera que se puedan hacer consultas en 
función de dos parámetros, el tiempo o la posición. Es decir se podrán buscar 
la medidas de un bombero comprendías entro dos intervalos de tiempo o las 
que se encuentran dentro de un intervalo de coordenadas. 
 
Además solo se podrán consultar las medidas de un único bombero a la vez. 
Esto se ha hecho de esta manera básicamente pensado en la representación 
que se hará de estas en la estación central (GroundStation). El hecho de 
dibujar las rutas que siguen todos bomberos a la vez puede dificultar la 
visualización de estas. 
 
En el código siguiente se muestra una consulta mediante LINQ que busca las 
medidas ambientales (weather) de un bombero con identificador Id entre dos 
intervalos de tiempo (Max,Min) en relación a su posición. 
 
Para hacer esta consulta se utiliza la sentencia join para combinar los objetos 
Weather y Telemetry  de sus respectivas tablas, que provienen de un mismo 
bombero con identificador Id. 
 
En la sentencia where se filtran solamente aquellos objetos que tengan una 
referencia de tiempo entre los intervalos Max y Min. Además para que el 
resultado de esta consulta sea correcto debemos especificar que la medida 
ambiental y la posición con que se relaciona se encuentren un mismo instante. 
Concretamente lo que se hace es relacionar solamente aquellas que se hayan 
tomado en un mismo minuto. El resultado de esta consulta se retorna en un 
objeto del tipo WeatherPosition. 
 
 
3.5.3.4. Mantenimiento de los índices 
 
El diseño implementado de la base de datos no contempla la actualización de 
los objetos guardados en ella. Lo único que se hace en la base de datos es 
añadir datos y hacer consultas. Por este motivo no es necesario el 
mantenimiento de estos, tal y como se explica en el apartado 3.5.1.2.
var query = from w in db.GetTable<Weather>() 
join t in db.GetTable<Telemetry>() on w.FromUser equals 
t.FromUser 
where w.FromUser.Id == Id && t.FromUser.Id == Id && w.Time 
> Min && w.Time < Max && t.Time > Min && t.Time < Max && 
w.Time.Minute==t.Time.Minute  
orderby w.Time 
select new WeatherPosition( w.weather(), t.telemetry() ); 
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CAPÍTULO 4: IMPLEMENTACIÓN DE HARDWARE 
 
4.1. Introducción 
 
Además de la estación central, el sistema esta compuesto por diferentes 
módulos que llevan los bomberos. Estos módulos recogen información de 
diferentes medidas (posicionamiento GPS, CO2, temperatura, humedad). La 
información se muestra en la pantalla del dispositivo PDA, para realizar esto se 
requiere de un hardware diseñado específicamente para ello. En este capítulo 
de describen su diseño y características más importantes. 
 
4.2. Arduino 
 
4.2.1. Introducción 
 
Para realizar una buena implementación hardware se requiere un controlador, 
para poder manejar los dispositivos que conectemos, ya sean I2C, ya sean 
comunicaciones tipo UART y para leer valores de los sensores, poderlos 
interpretar y manipular para que lleguen a su destino. 
Se observan las diferentes alternativas y la familia de microcontroladores 
ATMEL parece la más fiable, integrados en nuestro caso dentro de la placa 
Arduino detallada a continuación. 
 
Ante la necesidad de usar un microcontrolador para leer las medidas que nos 
devuelven los sensores, se ha decidido usar la placa “Arduino”. Al ser open-
hardware, su diseño y distribución es libre, por lo tanto no se requiere ningún 
tipo de licencia para usarlo. 
 
Arduino es una placa basada en microcontroladores Atmega168 o Atmega328 
(chips sencillos y de bajo coste que permiten desarrollar múltiples diseños) y en 
sencillez de conexiones. Arduino es una interface hardware libre y  simple con 
lenguaje de programación Processing/Wiring (ver [13]). 
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4.2.2. Conexiones 
 
El conexionado de la placa se muestra en la siguiente figura: 
 
 
 
 
Fig. 4.1 Esquema de conexiones de Arduino 
 
 
Se alimenta usando la entrada USB (que funciona a 5V) o mediante un 
conector jack de alimentación (entre 7 y 10V recomendado, límites entre 6 y 
20V). 
Incorpora un regulador de tensión, que nos entrega salidas a 3.3 y 5V, muy 
útiles para realizar montajes. 
 
Los pines “analog in” realizan una digitalización de la señal analógica 
pasándola de 0-5V a un valor entre 0 y 1024 (10 bits de resolución). 
Los 14 pines digitales se pueden usar como entrada o salida usando valores 
lógicos (0 a 0V y 1 a 5V). Los pines 3, 5, 6, 8, 10 y 11 pueden proporcionar una 
salida PWM (Pulse Width Modulation). Si se conecta cualquier componente a 
los pines 0 y 1 (TX y RX), eso interferirá con la comunicación USB, debido a 
que estos pines están conectados al chip para la comunicación serie FTDI 
USB-to-TTL. 
 
 
4.2.3. Entorno de programación 
 
La placa puede ser programada con el software propio de Arduino figura 4.2 
basado en librarías C++ y también puede ser programado desde Arduino con 
lenguaje de programación AVR C. 
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Fig. 4.2 Entorno de programación Arduino 
 
 
4.3. Sensores 
 
4.3.1. Temperatura y Humedad 
 
4.3.1.1. Elección del sensor de temperatura y humedad 
 
Se han comparado diferentes soluciones para obtener mediciones de 
temperatura y humedad, mostrados en la siguiente tabla comparativa. 
 
 
Tabla 4.1. Comparativa de dispositivos 
 
  SHT15 DS18B20 MCP9700 808H5V5 
 
Resolution 
Temperatura 0,01º C 0,5 to 
0,0625º C 
======= ======= 
Humedad 0,05%RH ======= ======= ======= 
Accuracy Temperatura ±0,3º C ±0,5º C ±2º C ======= 
Humedad ±2%RH ======= ======= ±4% 
Response 
time 
Temperatura 8s 750ms 1,3s ======= 
Humedad 5-30s ======= ======= 15s 
 
Operating 
range 
Temperatura -40 to 
123,8º C 
-55 to 
125º C 
-40 to 
125º C 
======= 
Humedad 0-100%RH ======= ======= -40 to 
85ºC 
Price 31,15€ 4,25$ 2,50€ 15€ 
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Para la captación de parámetros meteorológicos (temperatura y humedad) se 
utiliza el sensor SHT15 (Fig. 4.3), debido a la integración de ambos sensores, 
su facilidad de comunicación (sin circuito de adaptación) y resulta fácil de 
conseguir. Las características principales se listan a continuación: 
 
• Totalmente calibrado. 
• Salida digital I2C. 
• Bajo consumo de potencia (80µW (at 12bit, 3V, 1 measurement/s)). 
• Rango de temperatura: de -40º C a 125º C. 
• Rango de humedad: entre 0 y 100%(humedad relativa). 
• Estable durante un funcionamiento prolongado. 
• Los límites de la precisión máxima de humedad relativa y temperatura se 
muestran en las figuras 4.4 y 4.5 respectivamente obtenidas del 
datasheet del fabricante. 
 
 
 
 
Fig. 4.3 Sensor de humedad y temperatura SHT15 
 
  
 
 
Fig. 4.4 Parámetros del sensor (humedad) y curva de precisión 
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Fig. 4.5 Parámetros del sensor (temperatura) y curva de precisión 
 
 
El esquema de conexión muestra como se conecta a un micro controlador (en 
nuestro caso usando la placa Arduino). 
 
 
 
Fig. 4.6 Esquema de conexión 
 
 
4.3.1.2. Funcionamiento del sensor 
 
Como se muestra en la figura 4.6, se conectan únicamente cuatro cables, dos 
para alimentarlo (Vcc y Gnd) y dos para la comunicación (SCK y Data). 
Para alimentar el sensor, se pueden usar tensiones desde 2.4V hasta 5.5V, 
pero usaremos 3.3V que es un valor que la placa Arduino nos ofrece. Los 
demás parámetros eléctricos los podemos observar en el datasheet anexo 
A6.1. Conectamos masa (Gnd) a la misma placa. 
 
Para realizar la comunicación  nos servimos de los pines SCK y Data, que 
proporcionan interfaz I2C (Fig. 4.7). I2C es un bus de comunicaciones en serie 
que utiliza dos líneas para transmitir la información: una para los datos y otra 
para la señal de reloj. 
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• SCK: (Serial Clock Input): Lo usamos para sincronizar la comunicación 
entre el micro controlador y el  SHT15. 
 
• DATA: Para enviar comandos al sensor, SCK debe estar en el flanco de 
subida y se envía información hasta que cambie de estado. Para leer 
datos del sensor válidos, leemos después del cambio de estado del SCK 
a nivel bajo y se mantiene hasta un cambio de flanco. 
 
 
 
 
Fig. 4.7 Funcionamiento de I2C del sensor 
 
 
4.3.1.3. Código 
 
El código Arduino para leer la información del sensor SHT15 se muestra a 
continuación: 
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4.3.2. Gas 
 
4.3.2.1. Elección del sensor de CO2 
 
Se han valorado dos soluciones para implementar el sensor, mostradas en la 
siguiente tabla. Uno debe alimentarse y medir mediante una resistencia de 
carga (electroquímico) y el otro electromecánico devuelve una diferencia de 
potencial. 
 
 
Tabla 4.2. Tabla de características de los sensores CO2-D1 y MG811 
 
 CO2-D1 MG811 
Sensitivity mV/decade 
concentration 
change (0.5% to 5% 
CO2) 
 
6 to 10 
 
======= 
Response time t90 (s) for mV 
change (20oC)(0.5% 
to 5% CO2) 
 
2-4 mins 
 
20 sec 
Zero E0 @ 5000ppm CO2 -30 to +30mV 30-50mV 
Resolution RMS noise (ppm 
equivalent) @ 
5,000ppm CO2 
 
100 
 
======= 
Range CO2 concentration 0.2% to 95% 350-
10000ppm 
Operating life months until 80% 
original signal 
24 month 
warranted 
======= 
Temperature 
range 
======= 10 to 35º C -20º C to 
50º C 
Pressure range ======= 80 to 120 kPa ======= 
Humidity range ======= 15 to 95 % rh ======= 
Input 
Impedance of 
op amp input 
 
======= 
 
>100MΩ 
100—
1000GΩ 
Power Cons. ======= ======= 1200mW 
Price ======= 31,25€ ======= 
 
 
Se escoge el sensor de Alphasense por su bajo consumo y porque no requiere 
alimentación, las características básicas de este son: 
 
• Bajo coste. 
• Tamaño reducido. 
• No requiere alimentación. 
• Detecta de 0,2% a 95% de concentración de CO2. 
• Opera de 10 a 35º C de temperatura. 
• Opera de 15 a 95% humedad relativa. 
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Fig. 4.8 Sensor CO2-D1, dimensiones y pines 
 
 
Este sensor tiene dos electrodos para medir el valor, el electrodo de referencia 
y el electrodo de medida. La diferencia de potencial que observamos entre los 
dos pines nos devuelve un valor entre -30 y 30mV, esto hace que debamos 
amplificar la señal, para ello usamos un amplificador de instrumentación, 
detallado en el apartado 4.3.2.3. 
  
La diferencia de potencia debe ser medida con un circuito con alta impedancia, 
para no dañar el sensor. Como se observa en la figura 4.9, la sensibilidad del 
sensor no es lineal, varia dependiendo de la concentración, la sensibilidad 
aumenta a mayor concentración. 
 
 
 
Fig. 4.9 Curva de respuesta del sensor 
Con la ayuda de esta gráfica podemos determinar la concentración en ppm que 
obtenemos del sensor. 
 
Para obtener la concentración de CO2 basta con determinar en el valor del eje 
X según el valor que devuelva el sensor (eje Y) y aplicarle el logaritmo inverso.  
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Debemos realizar una aproximación para determinar en que punto de la recta 
nos encontramos, para ello obtenemos la ecuación de la recta para los tres 
rangos. Aproximamos linealmente los valores de la gráfica para poder obtener 
una ecuación. 
 
La gráfica aproximada linealmente se muestra en la siguiente figura: 
 
 
 
Fig. 4.10 Aproximación lineal a la gráfica de respuesta del sensor 
 
 
De esta gráfica se obtienen los siguientes valores: 
 
 
Tabla 4.3. Tabla usada para obtener las ecuaciones en función de la 
temperatura 
  
Temperatura T < 15º C 15º C  > T < 35º C T > 35º C 
Valores 
X Y X Y X Y 
4,3 0 4,55 0 4,7 0 
4,8 5 5,0625 5 5,2 5 
Pendiente 
m = (y2-y1) / (x2-x1) m = (y2-y1) / (x2-x1) m = (y2-y1) / (x2-x1)
10 9,756097561 10 
Ec. Recta 
x = ((y-y1) / m) - x1 x = ((y-y1) / m) - x1 x = ((y-y1) / m) - x1
(y-5) / (10-4,8) (y-5) / (9,756097561-5,0625) (y-5) / (10-5,2) 
 
 
A partir de estos valores (aproximados linealmente), sacamos la pendiente de 
las tres rectas mediante la ecuación:  
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)(
12
12
xx
yym −
−=
    
(4.1)
 
 
 
Obtenemos:  
 
 
m(A)=10, m(B)=9,7561 y m(C)=10    (4.2) 
 
Ahora buscamos la ecuación de cada recta:  
 
 
)( 11 xxmyy −=−     (4.3) 
 
 
Y obtenemos las siguientes relaciones que nos permitirán obtener el valor del 
eje de las x (log(CO2)) sabiendo el valor devuelto por el sensor: 
 
 
A: 8,4
10
5 −−= YX     (4.4) 
 
 
B: 0625,5
7561,9
5 −−= YX    (4.5) 
 
 
C: 2,5
10
5 −−= YX     (4.6) 
 
 
4.3.2.2. Adaptación de la señal del sensor para leer desde Arduino 
 
Arduino lee o captura el valor de entrada de cualquier pin analógico, la placa 
Arduino realiza una conversión analógica a digital de 10 bits. Esto quiere decir 
que mapear los valores de voltaje de entrada, entre 0 y 5 voltios, a valores 
enteros comprendidos entre 0 y 1024. 
 
La placa Arduino lee señales analógicas pero las convierte a digital con una 
precisión de 5/1024, esto significa que podemos detectar cambios de hasta 
48,828mV. 
 
El inconveniente es que la señal debe ser positiva para poder leerla 
correctamente desde Arduino. Para ello necesitamos adaptar la señal que 
entrega el sensor. 
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4.3.2.3. Adaptación de la señal que entrega el sensor 
 
Para poder leer bien la señal entregada por el sensor, nos servimos de un 
amplificador de instrumentación. Se han comparado dos amplificadores, el 
INA126 y el AD620 con las siguientes características principales: 
 
 
Tabla 4.4. Tabla comparativa de amplificadores 
 
 INA126 AD620 
POWER SUPPLY  
( current per channel) 
175µA/chan 1300µA/chan 
SUPPLY RANGE ±1.35V to ±18V ±2.3V to ±18V 
OFFSET VOLTAGE 250mV max 50 mV max 
OFFSET DRIFT 3mV/° C max 0.6 mV/° C max 
NOISE 35nV/ HZ  9 nV/ HZ @ 1 kHz 
INPUT BIAS 
CURRENT 
25nA max 1nA max 
TEMPERATURE 
RANGE 
-40º C to +85º C -40º C to +85º C 
GAIN 1 to 10000 1 to 1000 
 
 
 
Ambos amplificadores permiten ajustar la ganancia con una sola resistencia 
externa: 
 
 
 
 
Fig. 4.11 Ganancia según resistencia en los amplificadores 
 
 
Hemos escogido el INA126 pese a que los márgenes de error sean peores, 
pero su consumo es realmente bajo como se observa en la tabla 4.4 y nos 
permite una ganancia bastante más elevada que el AD.  
 
La relación de ganancia viene determinada por esta ecuación: 
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GR
KG Ω+= 805
    (4.7) 
 
 
Para obtener una ganancia de 20 aproximadamente se ha escogido una 
resisténcia de 4,7KΩ (valor comercial): 
 
 
021,22
7,4
805 =Ω
Ω+=
K
KG (Este es nuestro factor de ganancia V/V teórico) (4.8) 
 
 
El esquema usado es el siguiente: 
 
 
 
 
Fig. 4.12 Esquema de conexionado del amplificador 
 
 
Para desplazar la señal hacia valores positivos únicamente, debemos usar Vref, 
inicialmente con un potenciómetro para hacer las pruebas pertinentes y 
posteriormente añadiendo un divisor de tensión para lograr el desplazamiento 
deseado. 
Los valores absolutos devueltos por el sensor son -30mV a +30mV, aplicándole 
la ganancia la salida absoluta del amplificador de instrumentación es: 
 
 
mVmVGVinVout sensororAmplificad 64,660021,22*30*maxmax ±=±==       (4.9) 
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Nos fijamos en los valores negativos, se debe desplazar el máximo negativo 
para que se sitúe en el margen positivo. Para ello bastaría con desplazarla  
660, 64mV, de esta forma se asegura que la salida del amplificador siempre 
sea positiva. Se decide aplicar un offset de aproximadamente 1V, aplicamos el 
divisor de tensión con el siguiente esquema donde Vin la tomamos de 5V y Vout 
a 1V. 
 
 
 
 
Fig. 4.13 Divisor de tensión 
 
 
Calculamos mediante la fórmula del divisor: 
 
 
Vin
RR
RVout ⋅+= 21
2             (4.10) 
 
 
Fijamos R2 a 10KΩ; 
 
 
VinRRRVout .2)21( =+  
2)21( RRR
Vin
Vout =+  
Ω=
−
= K
Vin
Vout
R
Vin
VoutR
R 40
2.2
1     (4.11) 
 
 
El valor comercial más próximo a R1 es 39KΩ, por lo tanto Voffset(Vout) será de 
1,02V. 
El valor de Vref que aplicamos al amplificador también lo mandamos a la placa 
Arduino para que lo convierta a digital (entre 0 y 1024). Esto se hace para que 
el valor de Vref sea siempre el real y no el estimado. Cuando el sistema se 
queda sin batería o encontramos una fluctuación no deseada en el voltaje, el 
valor de Vref puede variar, de este modo aseguramos estabilidad al sistema con 
una lectura del valor entregado fiable. El esquema resultante es el siguiente: 
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Fig. 4.14 Esquema usado de conexionado 
 
 
4.3.2.4. Fuente de alimentación simétrica 
 
El amplificador necesita alimentación simétrica, nuestra placa Arduino sólo 
entrega voltaje positivo (3,3V o 5V), por eso debemos implementar una fuente 
siguiendo este esquema:  
 
 
 
 
Fig. 4.15 Esquema de la fuente de alimentación 
 
 
Se ha usado +/-9V usando dos pilas de 9V conectadas de la siguiente forma: 
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Fig. 4.16 Conexión  de las dos pilas 
 
 
Con esta fuente se obtiene la tensión negativa para poder amplificar la señal 
correctamente. 
 
 
4.3.2.5. Recuperar la señal que envía Arduino 
 
Para poder recuperar la señal y determinar la concentración de CO2 se deben 
seguir los siguientes pasos: 
 
1. Se envían dos valores: 
 
Valor que entrega el sensor (amplificado y desplazado). 
Ejemplo: Valor gas = 67. 
 
Valor Vref (el valor que indica cuanto se ha desplazado). 
Ejemplo: Valor offset = 204. 
 
Estos valores han sido digitalizados y están comprendidos entre 1 y 
1024, debemos determinar el valor correspondiente analógico: 
 
 
)(327,0
1024
5.)//( VValorgasoffsetoamplificadanalógicoValorgas ==     (4.12) 
 
 
   )(996,0
1024
5.)( VtValorOffseanalógicotValorOffse ==               (4.13) 
 
 
 
2. Aplicarle el Offset: Restarle ValorOffset (analógico) a ValorGas 
(analógico/amplificado/offset). 
 
VVV
analógicotValorOffseoffsetoamplificadanalógicoValorgas
oamplificadanalógicoValorgas
669,0996,0327,0
)()//(
)/(
−=−=
=−=
=
 (4.14) 
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3. Restarle la ganancia a ValorGas (analógico/amplificado). Recordemos 
que G=22,021. 
 
 
mVV
G
oamplificadanalógicoValorgasanalógicoValorgas 38,30
021,22
669,0)/()( −=−==
(4.15) 
 
 
Este valor corresponde al eje de las Y(mV) de la gráfica de la figura 4.10. 
 
4. Aplicar las ecuaciones según la temperatura obtenida por el sensor de 
temperatura SHT15 para determinar el valor de X según la gráfica: 
Estamos a 24º C: 
 
 
436,10625,5
7561,9
538,300625,5
7561,9
5 =+−−=+−= YX  (4.16) 
 
 
5. Obtener la concentración de CO2 (en ppm). 
 
 
436,1)2log( =CO  
ppmppmCO 29,2710)(2 436,1 ==            (4.17) 
 
 
 
4.3.2.6. Evaluar la concentración de CO2 y sus síntomas 
 
El sensor devuelve un valor en ppm, podemos mostrarlo como porcentaje de 
concentración en el aire (en tanto por ciento). 1 ppm es 1/1000000 = 0.000001 
que corresponde a  0.0001%.  
 
La concentración de dióxido de carbono al aire libre oscila entre 360 ppm  en 
áreas de aire limpio y 700 ppm en las ciudades. El valor máximo recomendado 
para los interiores es de 1.000 ppm. 
 
El dióxido de carbono sólo es perjudicial a partir de una concentración de un 
5% del volumen (que son 50.000 ppm), no obstante a partir de concentraciones 
mucho menores (a partir de valores entre 800 y 2.000 ppm) se pueden producir 
molestias diversas, como dolor de cabeza, cansancio, pérdidas de 
concentración y bajo rendimiento. En la siguiente figura se muestran las 
afectaciones al organismo dependiendo de la concentración en el aire: 
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Fig. 4.17 Afectaciones al organismo según concentración de CO2 
 
 
Se obtendrá una alarma cuando la concentración en aire sea de 4% o superior 
(40.000 ppm) que advertirá de la peligrosidad del entorno. 
 
4.3.3. Otros gases 
 
Se pretende utilizar otro tipo de sensores como hidrógeno, gas licuado (LPG), 
metano y gas inflamable. 
 
Se encontraron dos posibles opciones para detectar gas hidrógeno, las 
alternativas eran, sensor MQR-1003-H y Fígaro TGS821.  
 
 
 
Implementación de hardware   47 
Tabla 4.5. Tabla comparativa de sensores de hidrógeno 
 
 Fígaro TGS821 MQR-1003-H 
Heater Voltage Vh 5±0,2V (AC or 
DC) 
5±2%(DC)V 
Circuit Voltage Vc 24V max DC 15V max DC 
Load Resistance Rl 0,45KΩ variable variable 
Sensor 
Resistance 
Rs At 100 ppm 1KΩ-
10 KΩ 
======= 
Change ratio of 
Sensor 
Resistance 
 
Rs/Ro 
 
0,6-1,2 
 
======= 
Heater 
Resistance 
Rh 38 ± 3Ω (room 
temperature) 
30 ± 3Ω (room 
temperature) 
Heater Power 
Consumption 
Ph 660mW (typ) at 
Vh=5V 
833mW (typ) 
 
 
Ambos se mesuran mediante una resistencia de carga (RL). Figuras 4.18 y 4.19 
 
 
 
 
Fig. 4.18 Esquema para testear Figaro TGS821 
 
 
 
 
Fig. 4.19 Esquema para testear MQR1003 
 
 
Los valores de Vc y VH son similares en los dos casos, la Resistencia interna 
del sensor varia en ambos sensores dependiendo de RL 
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El datasheet del sensor Fígaro nos indica que antes de su correcta operación 
pasan 7 días, por este motivo se escoge el sensor MQR (con un tiempo de 
respuesta de 30s aproximadamente), que a su vez lo encontramos en forma de 
pack, incluyendo los sensores requeridos. 
 
Después de disponer de los sensores e intentar realizar algún test con ellos, se 
observa la poca claridad del datasheet,  de sus gráficas y la información difusa, 
por este motivo y por el tiempo que pasaría hasta recibir uno nuevo y después 
para adaptarlo; se hace imposible adaptar estos sensores. Se adjunta 
datasheet de ambos sensores en el anexo A6.2. 
 
 
4.3.4. Seguridad 
 
Se puede dar la circunstancia que el bombero se quede quieto en una posición 
varios minutos, el receptor GPS envía la posición y todo parece correcto. ¿Que 
pasa si el bombero se ha quedado inconsciente en el suelo? 
 
Para solucionar este problema se ha introducido un sensor tilt muy sensible 
que devuelve en cada momento un indicador de si el bombero esta en 
movimiento o no, cuando no este en movimiento después de 12 segundos se 
enviará una alarma. 
 
El sensor tilt funciona como un interruptor, alimentándolo a 5V y con una 
resistencia a masa como se muestra en la figura 4.20. 
Cuando se cierra el circuito (tilt activo), Arduino lee los 5V de la entrada digital. 
 
 
 
 
Fig. 4.20 Esquema de conexionado del sensor de seguridad 
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4.4. Conectividad Bluetooth 
 
4.4.1. Introducción 
 
Para conseguir conectividad entre la placa Arduino y la PDA se ha escogido un 
módulo Bluettoth embedded, adaptable a cualquier dispositivo y permite una 
fácil configuración. 
 
Bluetooth es una especificación industrial para Redes Inalámbricas de Área 
Personal (WPAN’s) que permite la transmisión de voz y datos entre diferentes 
dispositivos mediante radiofrecuencia usando la banda ISM de 2,4GHz. Facilita 
la comunicación entre dispositivos fijos y móviles. 
 
 
4.4.2. Elección del módulo 
 
Se han comparado dos módulos BT en la siguiente tabla comparativa entre uno 
del fabricante “Firmtech” y otro de “Roving Networks” (usado en alguna versión 
de Arduino BT): 
 
 
Tabla 4.6. Tabla comparativa de dispositivos Bluetooth 
 
 FB755AX RN-41 
Frequency in Use 2.400 - 2.4835 GHz 2402 - 2480MHz 
Reliability FHSS (Frequency 
Hopping Spread 
Spectrum) 79 channels 
FHSS/GFSK 
modulation, 79 channels 
at 1MHz intervals 
 
Transmission Rate  
1Mbps ~ 3Mbps 
1.5Mbps sustained, 
3.0Mbps burst in HCI 
mode 
Transmission Output 1mW(10m,Class2), 
100mW(100m Class1) 
======= 
Network Configuration Allow simultaneous 
connections up to 7 
devices (in case of ACL) 
======= 
Bluetooth 
Specification 
2.0 Support 2.1/2.0/1.2/1.1 Support 
Communication 
distance 
100 m 100 m 
Frequency Range 2.4 GHz ISM Band 2.4 GHz ISM Band 
Transmit Power 16dBm (Typical) 12dBm 
Sensitivity -83dBm (Typical) -80dBm (Typical) 
Support Bluetooth 
Profile 
GAP, SPP GAP, SDP 
Input Power 3.3V 3.3V 
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Current Consumption 100 mA (Max) 30mA connected, 
<10mA sniff 
Mode 
Operating Temperature -10º C – 70º C -40º C - 85º C 
Communication Speed 1,200bps – 230,400bps 1200bps up to 921Kbps, 
non-standard baud rates 
can be programmed. 
Interface UART (TTL Level) UART (SPP or HCI) and 
USB (HCI only) 
Flow Control RTS, CTS, DTR, DSR 
support 
RTS, CTS, DTR, DSR 
support 
 Class 1 + EDR v2.0+EDR support 
Price 26,05€ 59,95$ 
 
 
Los dos son bastante similares, pero se ha elegido el de Firmtech por los 
siguientes motivos: 
 
1. Soporta comandos AT y funciona a nivel TTL (adaptable a la placa 
Arduino). 
2. La configuración por defecto se adapta a nuestras necesidades. 
3. Permite crear Bluetooth Piconets en el caso de ser necesario. 
4. Es más económico y mantiene las prestaciones. 
 
 
 
Fig. 4.21 Configuración de los pines del módulo Bluetooth 
 
 
4.4.3. Configuración básica BT: comunicación con Arduino 
 
Para establecer la comunicación serie entre BT y Arduino se ha usado la 
librería “NewSoftSerial” que permite superar la limitación de la placa “Arduino 
Duemilanove” en cuanto a conexiones serie. Arduino proporciona una 
comunicación serie, que es usada para conectar mediante USB al PC y cargar 
el programa, mediante la librería nueva, se pueden asignar dos pines para que 
realicen una nueva conexión, simplemente añadiendo: 
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A partir de la asignación de los dos pines con el nombre de BT, se substituye el 
comando Serial de nuestra Arduino por BT, teniendo las mismas funciones: 
print, println… 
Por defecto el módulo viene con una configuración que nos sirve para nuestras 
necesidades: 
 
 
 
 
Fig. 4.22 Configuración por defecto según el fabricante 
 
 
Es necesario inicializar desde la placa Arduino el módulo, para ello se usa el 
siguiente trozo de código extraído del apéndice proporcionado por el fabricante 
para configurar como esclavo (después debemos buscar y conectar desde PC 
o PDA para iniciar la comunicación): 
 
 
 
 
Fig. 4.23 Comunicación BT-HOST según anexo del fabricante 
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Código implementado para establecer conexión: 
 
 
El código envía primero el carácter de debugar: 0x02, y seguidamente envía un 
comando AT y “enter” (correspondiente al carácter 13 en la tabla AscII) para 
establecer comunicación entre Arduino y BT, añadimos un delay de un 
segundo ya que si no ha respondido el módulo BT y le enviamos el siguiente 
comando, nos devolverá un error. Finalmente enviamos comando AT+BTSCAN 
y “enter”. A partir de este momento el módulo será detectable desde cualquier 
dispositivo Bluetooth. 
 
 
4.5. Consumo 
 
El consumo se ha calculado con un amperímetro en serie con las dos pilas del 
circuito. El consumo de la fuente positiva es de 58,7mA, mientras que el de la 
fuente negativa es de 1,36mA, esto indica que se consumirá antes una que 
otra. Una solución sería usar una batería recargable. 
 
 
 
 
Fig. 4.24 Cálculo de amperaje consumido por el circuito 
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Para obtener el número de horas que podemos usar el dispositivo, se requiere 
conocer cual es la carga de las pilas. Según la gráfica del datasheet mostrada 
en la figura 4.25 para carga continua obtenemos aproximadamente 500mAh. 
 
 
 
 
Fig. 4.25 Gráfica de carga de la pila 
 
Por lo tanto la vida de las pilas de nuestro circuito es de: 
 
 
horas
mA
mAhhorasN 32,8
06,60
500º ==       (4.18) 
 
 
4.5.1. Solución a los problemas de consumo 
 
Si la batería dura 8,32 horas es probable que se agote cuando se está 
realizando una labor de extinción. Para corregir esto se deja la opción a realizar 
modificaciones futuras que lo mejoren: 
 
a) Uso de una batería recargable en primer lugar. 
 
b) En segundo lugar programar Arduino con interrupciones para que se 
encienda 20 segundos cada minuto o algo similar, de esta manera la 
duración de la pila es notablemente más elevada. Para realizar esto se 
debe tener en cuenta que si apagamos el BT, perdemos conexión con la 
PDA, pero existen comandos AT para gestionar el módulo BT que 
permiten una reconexión con el dispositivo conectado anteriormente, o 
también se puede conectar siempre con el mismo dispositivo. 
 
4.6. Esquema y montaje 
 
A continuación se muestra una imagen del prototipo (Fig. 4.26) y el circuito 
esquemático completo (Fig. 4.27). En el anexo 2 se incluyen más fotografías 
del montaje. 
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Fig. 4.26 Circuito definitivo con Arduino y pilas 
 
 
 
 
Fig. 4.27 Montaje definitivo del módulo del bombero 
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Figura 4.28 Esquemático del circuito
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CAPÍTULO 5: MIGRACIÓN DEL MIDDLEWARE MAREA 
AL ENTORNO .NET COMPACT FRAMEWORK 
 
5.1. Introducción 
 
En la primera parte de este capítulo se presenta el middleware MAREA 
implementado por el grupo ICARUS de la escuela politécnica superior de 
Castelledefels.  
 
En la segunda parte se introducen los cambios realizados en este para su 
compatibilidad con cualquier dispositivo móvil que sea compatible con la 
plataforma .NET Compact Framework. 
 
 
5.2. MAREA 
 
Un middleware se puede definir como una capa de software que ofrece una 
conectividad y servicios que hacen posible el funcionamiento de aplicaciones 
distribuidas sobre plataformas heterogéneas. 
 
El sistema descrito esta desarrollado sobre el middleware MAREA (Middleware 
Architecture for Remote Embedded Aplications). Tiene una arquitectura 
Publish/Suscribe que se basa en el paso de mensajes entre un elemento que 
actúa como “publicador” de la información y un elemento que actúa como 
“suscriptor”. Cuando existen nuevos datos el publicador envía esa nueva 
información a todos los suscriptores que estaban registrados (ver [2]). 
 
MAREA es capaz de gestionar y controlar esta información y mensajes de tal 
manera que sea totalmente transparente para cada uno de los servicios. Esta 
transparencia permite comunicar diferentes servicios sin necesidad de saber la 
ubicación de los mismos. 
 
MAREA nos ofrece cuatro primitivas de servicio para realizar la comunicación. 
Son variables, eventos, funciones y ficheros: 
 
• Variables: Se utilizan para enviar información normalmente periódica, 
como ejemplo en este proyecto se utiliza para enviar la información de la 
posición y medidas de diferentes sensores. 
 
• Eventos: Son una primitiva de servicio muy parecida a las variables, pero 
se puede asegurar que la comunicación será fiable. Se utilizan más en 
información con cierta importancia y que normalmente no es periódica. 
Este sistema utiliza estas primitivas con el sensor de movimiento (Tilt). 
 
• Funciones: Estas primitivas requieren una comunicación bidireccional ya 
que se realiza una petición de la información que le será entregada por 
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el servicio requerido. En este sistema se utilizaran para hacer peticiones 
a una base de datos orientada a objetos. 
 
• Ficheros: Se utilizan en caso de que la información que se publica sea 
de gran tamaño. Esta información viaja como stream, de tal manera que 
puede obtenerse y guardarse en un fichero. 
 
La utilización de las primitivas de servicio depende de la información y de la 
comunicación requerida. En este sistema se han usado tres tipos de primitivas 
(variables, eventos y funciones) para aprovechar todas sus ventajas y 
demostrar también la eficiencia de este middleware. En la figura se presenta un 
esquema del sistema completo con las principales primitivas que se utilizan  
para comunicar los diferentes servicios a través de MAREA. 
 
 
 
 
Fig. 5.1 Primitivas de servicio entre los diferentes servicios de MAREA 
 
 
Uno de los principales beneficios que se pueden obtener de este middleware 
es la API (Application Programming Interface) de programación que dispone. 
Es fácil y sencilla de utilizar. Cada servicio dispone de un contenedor y unas 
funciones predeterminadas. Entre las funciones disponibles podemos destacar 
las siguientes: 
 
• Start: Esta función gestiona el arranque del servicio, se registra el 
servicio en el middleware y se indica a que variables o eventos está 
suscrito el servicio. 
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• Stop: Esta función indica la parada del servicio. Se invierte el proceso de 
registro que implica automáticamente también dejar de estar suscrito a 
las variables y eventos que tenia registrados. 
 
• ServiceDescription: En ella se describe el servicio y las variables, 
eventos y funciones que tiene para publicar. Es útil para comunicar al 
middleware las primitivas de servicios de las cuales va ser el publicador. 
 
• VariableChanged: Cuando el publicador envié una nueva variable a la 
que el suscriptor este registrado se llamará a esta función. Esta función 
recibe dos parámetros de entrada, el identificador de la variable y el 
valor de la variable. Por tanto la función VariableChanged, es la que 
recibirá y procesará la nueva variable. 
 
• EventFired: Esta función la podemos describir de manera análoga a la 
anterior, pero en vez de recibir una variable, estaremos trabajando con 
eventos. 
 
• FunctionCall: Cuando nos llegue una petición de una primitiva de función 
invocará este método. Los parámetros de entrada que tiene es el 
nombre de la función que solicitan y los parámetros que requiere dicha 
función. Cuando se ejecute la función solicitada devolverá el valor 
oportuno. 
 
La manera de publicar una variable, evento o función se realiza con las mismas 
funciones explicadas antes (VariableChanged, EventFired y FunctionCall), pero 
invocándolas desde el objeto que contiene el contenedor del servicio y con los 
parámetros de los objetos que vayamos a publicar. Para publicar un fichero se 
utiliza el método PublishFile para publicarlo en MAREA y se le envía un evento 
al suscriptor con el nombre del fichero para que lo recoja invocando al método 
GetFile e informándole del nombre. 
 
Gracias a este middleware podemos reemplazar la utilidad de un servicio por 
otro que ofrezca las mismas características sin verse afectado el correcto 
funcionamiento del sistema y podemos aprovechar esta ventaja para trabajar 
con componentes reales o simulados indistintamente. 
 
 
5.3. Migración al entorno .NET Compact Framework 
 
5.3.1. Introducción 
 
En el siguiente apartado se presentan  principales cambios añadidos al 
middleware MAREA para su compatibilidad con dispositivos móviles (PDA’s y 
Smartphones). La adaptación de MAREA a .NET Compact Framework ha sido  
necesaria para la posterior implementación del proyecto. 
A partir de este momento se utilizara la nomenclatura “MAREACF” para 
referirse a la versión .NET Compact Framework de dicho middleware. 
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5.3.2. Estructura del código y archivos del proyecto 
 
En el siguiente apartado se hace una breve explicación de la restructuración 
del código y ficheros realizada para la implementación de MAREA CF. 
 
En vistas a reducir el código y cantidad de archivos de que utiliza este 
middleware, la versión Framework y Compact Framework utilizan los mismos 
archivos de código fuente. La existencia de código fuente  en archivos 
diferentes para cada uno de los proyectos supondría por una parte un aumento 
del tamaño total del programa y por otra la repetición de código común para las 
dos versiones (MAREA y MAREA CF).  
 
Además la utilización de un mismo archivo de código fuente  facilita mucho las 
futuras modificaciones, ya que los cambios en código compartido por los dos 
proyectos solo se tienen que hacer una vez. 
La utilización de los mismos archivos de código para las dos proyectos obliga a 
la utilización de la directivas #if para que cuando se compile una de las dos 
soluciones el compilador de Visual Studio pueda diferenciar entre que código 
debe compilar. 
 
A continuación  se muestra un ejemplo de la estructura de las directivas #if: 
 
 
 
El código que no se encuentra dentro de ninguna de las directivas #if se 
ejecuta en cualquiera de las dos versiones. 
 
 
 
Aunque las dos versiones utilicen el mismo archivo de código fuente, los  
archivos de proyecto (*.csproj) cambian ya que son diferentes para soluciones 
MAREA y MAREA CF. 
 
En los siguientes pasos se explica cómo generar los archivos de proyectos y 
solución para que apunten al mismo código. 
 
1. Se genera un proyecto vacio (MareaCF.csproj)  de SmartDevice con su 
solución (MareaCF.sln). 
 
 
 
 
 Fig. 5.2 Creación del proyecto MareaCF 
 
 
#if(PocketPC) 
//Todo el codigo dentro de esta sentencia se compilaría en 
MAREA 
#else 
//Todo el codigo dentro de esta sentencia se compilaría en 
MAREACF 
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2. Se copia el proyecto (MareaCF.csproj) en la carpeta donde se encuentra 
el mismo archivo de la versión de Framework (Marea.csproj). 
 
3. Se copia la solución (MareaCF.sln) en la carpeta donde se encuentra el 
mismo archivo de la versión Framework (Marea.sln). 
 
4. Se abre la solución de Compact Framework (MareaCF.sln) con un editor 
de texto y se modifica el directorio principal en el que se guarda, la 
misma. Con esto se pretende que las dos soluciones (*.sln) estén en una 
misma carpeta de manera que no se tenga que tener una carpeta para 
cada una de los dos soluciones. Por ejemplo, en la siguiente línea 
“MareaCF\MareaCF.csproj” se tendría que substituir por 
“Marea\MareaCF.csproj”. 
 
 
 
 
 
 
5. Llegados a este punto ya se dispone de una solución y un proyecto vacio 
en Compact Framework, al que se debe añadir el código fuente, 
carpetas y referencias de los archivos ya existentes de la versión 
Framework.  
 
 
5.3.3. Consola 
 
Uno de los problemas iniciales que surgieron en la implementación de 
MAREACF fue que este requiere la utilización de una consola en modo texto 
para poder ejecutarse (activar y desactivar servicios, ver información de: 
variables, eventos, funciones, ficheros…).  
Esto no supone ningún problema en el entorno de Framework, ya que este 
dispone de una consola (System.Console) con la que es usuario puede 
interactuar. Por contra Compact Framework no dispone de esta. Por lo tanto el 
diseño de una consola se hace imprescindible. 
 
La consola básicamente diseñada consiste en un formulario con dos TextBox’s, 
uno para leer y otro para escribir, y un botón (Enter) para entrar el texto. Se ha 
intentado asemejar al máximo su funcionamiento y opciones al  de la consola 
de  .NET Framework (System.Console). 
 
La consola diseñada nos permite leer cadenas de texto y escribir: enteros, 
cadenas de texto, números de coma flotante, decimales, parámetros… 
Project("{FAE04EC0-301F-11D3-BF4B-00C04F79EFBC}") = "MareaCF", 
"MareaCF\MareaCF.csproj","{D71EDC71-7BA3-4E48-8B8F-
E60E45FA7B83}" 
EndProject 
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Si se quiere utilizar una misma consola en diferentes clases a la vez, debemos 
llamar a una instancia del objeto de tipo CompactConsole en cada una de las 
diferentes clases en que se vaya a utilizar. 
 
 
 
Para ejecutar la consola debemos crear un thread para iniciarla: 
 
 
 
 
 
 
Para cerrarla debemos ejecutar el siguiente código: 
 
 
 
En la siguiente figura se muestra el aspecto de la consola de MAREACF. 
 
 
 
 
Fig. 5.3 Consola implementada para la versión Compact Framework de 
MAREA 
 
 
 
 
CompactConsole Compact = CompactConsole.GetInstance(); 
Thread th = new Thread(new 
ThreadStart(Compact.Console.Start));  
th.IsBackground = true; 
th.Start(); 
Compact.Console.Stop();
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5.3.4. Librerías 
 
Aunque la mayoría de librerías existentes para Framework tienen sus 
equivalentes en Compact Framework, hay algunas excepciones que provocan 
que se tengan que buscar soluciones. 
 
La finalidad de este proyecto no es hacer una versión compatible en Compact 
Framework del middleware Marea, sino que esta es una parte necesaria para el 
desarrollo del mismo. Por este motivo inicialmente la primera solución 
planteada fue encontrar librerías similares, de código abierto, intentado reducir 
al máximo el tiempo de elaboración de esta tarea. 
 
.NET Compact Framework es una plataforma que tiene más de 7 años de vida, 
además durante estos la aparición en el mercado de nuevos dispositivos 
móviles (PDA’s y smartphones) ha impulsado notablemente su uso. Por lo que 
encontrar librerías alternativas no ha sido un problema. 
A continuación se muestra una tabla de las equivalencias entre librerías 
existentes en .NET Framework y las librerías utilizadas no existentes para .NET 
Compact Framework que se utilizan para llevar a cabo las mismas tareas. 
 
 
Tabla 5.1. Librerías utilizadas para la migración de MAREA al entorno Compact 
Framework 
 
Clase/Librería 
.NET Framework 
 
Descripción 
Alternativa 
utilizada 
Alternativas 
testeadas no 
funcionales 
 
 
Semaphore 
(System.Threading) 
Clase especial 
protegida para 
restringir o permitir 
el acceso a 
recursos 
compartidos en un 
entorno de 
multiprocesamiento
 
 
NativeSync 
(Joel Ivory 
Johnson) 
 
 
.NET 
Compact 
Framework 
compatibility 
 
 
 
 
 
 
(System.Net. 
NetworkInformation) 
Espacio de 
nombres que 
proporciona 
acceso a los datos 
del tráfico de red, a 
la información de 
la dirección de red 
y a la notificación 
de cambios de 
dirección para el 
equipo local. 
 
 
 
 
 
OpenNETCF.Net
 
 
BinaryFormatter 
(System.Runtime. 
Formatters.Binary) 
Serializa y 
deserializa objetos 
en formato binario 
AsGoodAsItGets. 
Serialization, 
MareaCoder 
CFormatter 
1.0 Beta, 
CFormatter+ 
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5.3.5. Cargador de servicios 
 
Una biblioteca de enlace dinámico o dll (dinamic-link library) es el término con 
el que se refiere a los archivos con código ejecutable que se cargan bajo 
demanda de un programa por parte del sistema operativo. Esta denominación 
es exclusiva a los sistemas operativos Windows siendo “dll” la extensión con la 
que se identifican estos ficheros. 
 
El middleware MAREA se ha diseñado para cargar dinámicamente los 
diferentes servicios a partir de las dll’s. La versión Framework carga los 
servicios automáticamente a partir de un archivo xml (startup.xml) en que se 
especifica el nombre del servicio. Mediante el método 
AppDomain.GetAssemblies() se obtiene una lista de las dll agregadas como 
referencia al proyecto Marea.csproj y las clases que contiene la misma. 
 
Posteriormente se comprueba si la clase que contiene el servicio que se desea 
cargar existe en el contexto de ejecución del dominio de MAREA. En caso que 
así sea se obtiene información de su dll mediante el método Type.GetType() y 
se carga el servicio. 
 
.NET Compact framework no dispone del método AppDomain.GetAssemblies(), 
por lo tanto no podemos saber las dll que han sido agregadas. Hay que 
encontrar alguna manera de obtener información de las dll que contienen los 
servicios que se desean cargar. 
 
Para cargar los servicios en MAREA utiliza un string con el siguiente formato 
(variable strNameTemp): 
 
 
 
 
Fig. 5.4 Cadena de caracteres utilizada para cargar un servicio 
 
Después de algunas pruebas se llegó a la conclusión de que conociendo los 
dos primeros campos que contienen el espacio de nombres, clase y nombre de 
la dll era suficiente para cargar los servicios de MAREA. 
 
Así que lo que se hizo es crear un archivo xml (startupcf.xml) que además de 
contener el nombre del servicio (clase), añadiera el espacio de nombres de 
este. De este modo no es necesaria la utilización del método 
AppDomain.GetAssemblies() para cargar servicios. Es decir no es necesario 
buscar la información de la dll, sino que esta se obtiene del archivo 
startupcf.xml. 
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5.3.6. Traza y control de mensajes 
 
MAREA utiliza la librería Log4Net para guardar trazas de todo lo que hace. La 
utilización de esta librería es especialmente útil en aplicaciones que se 
encuentran en desarrollo, ya que gracias a esta se pueden encontrar posibles 
errores que surjan durante la ejecución. 
 
Una de las funcionalidades de Log4Net es redirigir la traza de los mensajes a 
diferentes destinos (fichero de texto, consola). 
Debido a que MAREACF posee una consola propietaria, se debe especificar de 
alguna manera que estos mensajes se muestren por  esta. Para esto creamos 
la siguiente clase (“appender” de Log4Net). Lo que hace es llamar a una 
instancia de la consola de MAREACF y devolver todo los mensajes que le 
lleguen. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Para que se muestren los mensajes según el “appender” anterior debemos 
añadir en el archivo de configuracion de log4net de MAREACF (Appcf.config) lo 
siguiente: 
 
 
 
 
 
 
 
 
Una de las ideas para desarrollar la aplicación es que la red sea autónoma y no 
requiera de dispositivos de interconexión adicionales para su funcionamiento 
(por ejemplo un acces point). Para conseguir esto nos servimos de MCL 
(software desarrollado por Microsoft para crear redes mesh), sobre una red 
wireless que implementa tecnología ad-hoc. 
 
<appender name="Console_Appender" type="log4cf_Appender"> 
 
<layout type="log4net.Layout.PatternLayout"> 
<conversionPattern value="%date [%thread] %-
5level %logger - %message%newline" /> 
</layout> 
 
</appender> 
public class log4netcfConsole_Appender : AppenderSkeleton 
{ 
protected override void Append(LoggingEvent 
loggingEvent) 
     { 
Comapct_Console Compact = 
Compact_Console.GetInstance(); 
  
Compact.Console.WriteLine(RenderLoggingEvent(log
gingEvent)); 
     } 
} 
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Los bomberos estarán conectador entre sí cuando estén en el radio de alcance, 
este radio lo determina cada PDA de cada bombero, este puede quedarse 
momentáneamente fuera de la red, pero cuando se acerque otra vez a la red, 
automáticamente se conectará, son auto ruteables. La red demuestra ser muy 
confiable. 
 
Las redes mesh son de topología en malla donde cada nodo esta conectado a 
todos los nodos, de esta manera es posible enviar mensajes entre nodos por 
diferentes caminos. Cada nodo realiza las funciones de enrutado, siendo de 
esta manera mucho más eficiente que si un dispositivo tuviese que encaminar 
todos los paquetes de todos los nodos. 
 
Algunas ventajas de las redes mesh: 
 
• Es posible llevar los mensajes de un nodo a otro por diferentes caminos. 
 
• No puede existir absolutamente ninguna interrupción en las 
comunicaciones. 
 
• Cada servidor tiene sus propias comunicaciones con todos los demás 
servidores. 
 
• Si falla un cable el otro se hará cargo del trafico. 
 
• No requiere un nodo o servidor central lo que reduce el mantenimiento.  
 
• Si un nodo desaparece o falla no afecta en absoluto a los demás nodos.
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CAPÍTULO 6: IMPLEMENTACIÓN DISTRIBUIDA EN 
SERVICIOS 
 
6.1. Introducción 
 
El sistema se ha implementado en una arquitectura basada en servicios (SOA) 
sobre el middleware MAREA. Tal como se muestra en  la figura 7.1 existen 
cinco servicios principales: 
 
• GPS 
• Arduino Sensors 
• Sensifire 
• Storage 
• Ground Station 
 
 
 
 
Fig. 6.1 Primitivas de servicio entre los diferentes servicios de MAREA 
 
 
Como se trata de un sistema distribuido se puede garantizar robustez. Además 
cada uno de los componentes que proporcionan información a estos servicios 
se pueden reemplazar por cualquier otro que ofrezca la misma información. 
 
En el siguiente capítulo se explicarán la implementación de estos cinco 
servicios. Los servicios GPS, Arduino Sensors y Sensifire han sido diseñados 
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para utilizarse en la distribución Compact Framework de MAREA. Es decir, se 
han implementado para que funcionen en un dispositivo móvil (PDA). Por otro 
lado el servicio Storage y Ground Station lo hacen en la distribución Framework 
de MAREA (PC). 
 
El middleware MAREA es el encargado de comunicar estos servicios aunque 
se ejecuten en maquinas distintas o presenten arquitecturas diferentes (PC-
PDA). 
 
6.2. Servicio: GPS 
 
El servicio GPS es el encargado de leer e interpretar las sentencias NMEA que     
llegan a través del receptor GPS de una PDA. 
 
Para su implementación se ha utilizado la librería WindowsMobile.Samples. 
Location de Microsoft. 
Para iniciar y parar el servicio en MAREA utilizamos el método Open y Close 
de esta librería.  
 
Una de las particularidades de esta librería es la autogestión de la conexión 
con el dispositivo GPS. La librería WindowsMobile busca el puerto en el que se 
encuentra el dispositivo GPS y configura la conexión con el dispositivo de modo 
transparente para el usuario. Esto se hace particularmente útil para este 
proyecto ya que en el escenario planteado se utilizan múltiples PDA’s que no 
tienen por qué tener el dispositivo GPS asociado al mismo puerto serie. 
 
Mediante un manejador de eventos LocationChangedEventHandler propio de 
WindowsMobile capturamos la latitud, longitud, altitud, rumbo (ver [8]) y una 
referencia de tiempo cuando la señal del dispositivo GPS es válida. 
 
 
 
 
 
 
 
 
//Start GPS service 
gps.Open(); 
//Stop GPS service 
gps.Close(); 
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Posteriormente el servicio pública estas variables en una clase Telemetry del 
tipo Position. Esta será consumida por los siguientes servicios: Sensifire, 
Ground Station y Storage. 
 
Además de la variable Telemetry este servicio pública la variable Compass que 
indica el rumbo que está siguiendo el bombero. Esta variable únicamente será 
consumida por el servicio Sensifire del mismo bombero que la pública. 
 
Para seguir un estándar en todos los servicios, las variables de posición se 
transmiten en formato decimal. 
 
La variable Telemetry se publica con una cadencia de 30 segundos, por otra 
parte Compass lo hace cada 5 segundos.  
 
 
 
gps.LocationChanged += new LocationChangedEventHandler 
(gps_LocationChanged); 
 
protected void gps_ LocationChanged(object sender, 
DeviceStateChangedEventArgs args) 
{ 
if (gps.Opened) 
    { 
         if (device_position != null) 
         { 
             if (device_position.LatitudeValid) 
                    
                   Telemetry.Latitude =  
device_position.Latitude; 
              
             if (device_position.LongitudeValid) 
 
Telemetry.Longitude = 
device_position.Longitude; 
               
             if (device_position.SeaLevelAltitudeValid) 
                     
Telemetry.Altitude =  
device_position.SeaLevelAltitude; 
 
             if (device_position.HeadingValid) 
                         
Compass = device_position.Heading; 
         } 
    } 
} 
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6.3. Servicio: Arduino Sensors 
 
El servicio Arduino Sensors se encarga de leer e interpretar las medidas de  los 
sensores que se reciben a través del dispositivo Bluetooth conectado a la placa 
Arduino Duemilanove. 
 
Para el correcto funcionamiento de este servicio es necesario previamente 
asociar el dispositivo Bluetooth con la PDA. 
 
Para leer los datos transmitidos por el dispositivo Bluetooth es necesario 
configurar y abrir el puerto serie que le ha sido asignado a dicho dispositivo. 
Esto se hace en el método Start del servicio de MAREA. 
  
La comunicación con el dispositivo Bluetooth es unidireccional, únicamente 
debemos leer del puerto serie. Para ello se utiliza el manejador de eventos 
SerialDataReceivedEventHandler, de manera que cada vez que se reciben 
datos nuevos por el puerto serie, estos se procesan para identificar las medidas 
que contienen. 
 
 
 
public void Open() 
{ 
     try 
     { 
        Port.BaudRate = 9600; 
        Port.PortName = "COM7"; 
        Port.DtrEnable = true; 
        Port.RtsEnable = true; 
        Port.DataBits = 8; 
        Port.StopBits = StopBits.One; 
        Port.Parity = Parity.None; 
        Port.Handshake = Handshake.None; 
        Port.ReadTimeout = 30000; 
        Port.WriteTimeout = 30000; 
        Port.Open(); 
        Port.DataReceived += new  
   SerialDataReceivedEventHandler(port_DataReceived); 
        weather.State = ArduinoSate.Connected; 
     } 
     catch (Exception ex) 
     { 
        weather.State = ArduinoSate.NotConnected; 
         
   Compact.Console.WriteLine("\r\nUnable to connect  
        with the Arduino shiled: "+ex.Message); 
} 
} 
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Este servicio publica dos variables (Weather, Gas) y un evento (Security):  
 
• Weather: Es una clase que contiene los valores de humedad y 
temperatura procedentes del sensor SHT15. Además incluye una 
referencia temporal y un identificador. 
 
• Security: Es una clase que contiene un identificador, referencia temporal 
y un variable que nos indica si el sensor tilt detecta o no movimiento. 
 
• Gas: Es una clase que contiene los valores de los diferentes sensores 
de gas (Metano, Hidrogeno, Dióxido de Carbono, gas licuado y gas 
inflamable).Además incluye una referencia temporal y un identificador. 
 
Estas tres variables son consumidas por los siguientes servicios: Sensifire, 
GroundStation y Storage. 
 
Para finalizar el servicio debemos cerrar el puerto serie correctamente para que 
cuando lo volvamos a utilizar este disponible. 
 
 
6.4. Servicio: Sensifire 
 
Este servicio contiene la interfaz que permite al bombero visualizar las medidas 
de los diferentes sensores, su posición y su rumbo. Para ello el servicio 
consume las variables Weather, Gas, Telemetry y Compass y el evento 
Security 
 
La interfaz gráfica está formada por dos formularios:  
 
private void port_DataReceived(object sender, 
SerialDataReceivedEventArgs e) 
{ 
     string Sentence; 
     Sentence = Port.ReadLine(); 
     Value = Sentence.Substring(1); 
     switch (Sentence.Substring(0, 1)) 
     { 
         case "T": 
            weather.Temperature = Convert.ToDouble(Value); 
            break; 
         case "H": 
            weather.Humidity = Convert.ToDouble(Value); 
             break; 
... 
} 
} 
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• Formulario principal: Este formulario contiene los valores de las 
diferentes medidas tomadas por los sensores y la posición del bombero. 
 
Las medidas se encuentran agrupadas según su tipo. En la parte 
superior se muestran las medidas ambientales, en el centro la posición 
del bombero y en la parte inferior las medidas de los diferentes sensores 
de gas. 
 
Cada una de las medidas dispone de una barra que muestra el estado 
de la conexión con  el dispositivo correspondiente. Las medidas 
ambientales y de gas provienen de la placa de sensores que se 
comunica con la PDA mediante el dispositivo Bluetooth. En caso que el 
puerto serie asociado a dicha conexión este abierto correctamente, la 
barra de estado aparecerá de color verde. En caso contrario se mostrará 
de color rojo. 
 
En el caso de la posición, la barra muestra tres estados diferentes:  
 
- Rojo: Dispositivo GPS no encontrado o error al abrir el puerto 
serie. 
 
- Naranja: Dispositivo encontrado, señal GPS no válida 
 
- Verde: Dispositivo encontrado, señal GPS válida 
 
 
 
 
Fig. 6.2 Formulario principal del servicio Sensifire 
 
 
• Brújula: Este formulario contiene una rosa de los vientos en que se 
muestra el rumbo que sigue el bombero. Esta es especialmente útil para 
orientar al bombero en situaciones en las que desconoce el terreno, 
como por ejemplo los incendios forestales. 
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La variable Compass (radianes) que publica el servicio GPS, permite ir 
actualizando el rumbo del bombero.  
 
Este formulario utiliza dos PictureBox: uno que representa la rosa de los 
vientos. Y otro que se va moviendo, que se utiliza como puntero para 
mostrar el rumbo que sigue el bombero. 
 
 
 
 
Fig. 6.3 Brújula implementada en el servicio Sensifire 
 
 
Para dibujar correctamente el puntero sobre la rosa de los vientos se 
utilizan las siguientes expresiones que establecen la distancia, en 
pixeles, en la que se tiene que dibujar el puntero respecto  el borde 
vertical izquierdo y horizontal derecho del formulario: 
 
 
 
 
 
 
6.5. Servicio: Storage 
 
El servicio Storage  se encarga de gestionar el funcionamiento de la base de 
datos Perst. Este servicio consume las variables Gas, Weather, Telemetry y el 
evento Security de los diferentes bomberos.  
 
Además contiene las cinco funciones siguientes publicadas en MAREA para 
que el servicio GroundStation pueda realizar peticiones a la base de datos con 
el fin de recuperar el histórico de un bombero. 
 
• GetUsers: Esta función devuelve una lista de todos los bomberos que 
estan o han estado registrados en el sistema. 
 
compass.Left = (int)(116 + 100*Math.Sin(f*Math.PI/180)); 
compass.Top = (int)(141 - 100 *Math.Cos(f*Math.PI/180)); 
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• GetGasByTime, GetWeatherByTime: Las siguientes funciones 
devuelven las medidas de gas o medioambientales de un bombero 
concreto entre dos intervalos de tiempo. 
 
• GetGasByPosition, GetWeatherByPosition: Estas funciones devuelven 
las medidas de gas o medioambientales de un bombero dado un 
rectángulo de coordenadas. Es decir retornan las medidas respectivas 
de un bombero que han sido tomadas dentro de una zona delimitada. 
 
Cuando se llama alguna de las cuatro que devuelven medidas, la base de 
datos retorna objetos del siguiente tipo: GasPosition, WeatherPosition. Estos 
objetos además de contener la medida correspondiente contienen una 
referencia de donde fue tomada. 
 
Al iniciarse y cerrarse este servicio la base de datos se abre y se cierra de 
forma automática. 
 
6.6. Servicio: Ground Station 
 
6.6.1. Introducción 
 
El servicio GroundStation es el componente que contiene la interfaz gráfica que 
permite la monitorización del escuadrón terrestre de bomberos. 
Al iniciar el servicio  se abre un formulario que contiene la interfaz gráfica. 
Cuando este es creado se le pasa el objeto service y servicecontainer del 
servicio GroundStation para que pueda actuar como tal y pueda interactuar 
directamente con las variables del middleware. 
 
Consecuentemente este servicio está compuesto por dos elementos 
importantes: GroundStationService (servicio) y GroundStation (formulario). 
 
Por otra parte este servicio también es el encargado de realizar las peticiones 
WMS para la obtención de mapas.  
 
 
6.6.2. Conexión WMS 
 
Este servicio dispone de un segundo formulario que permite al usuario escoger 
el servidor del cual desea descargarse los mapas, mediante peticiones WMS. 
 
Lo primero que deberá hacer el usuario nada más abrir este servicio es clicar el 
botón que se encuentra de la zona WMS Connection (zona 1 de la figura 6.8) 
para elegir una configuración y descargarse  el mapa del servidor 
correspondiente. 
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A parte de esto podrá cambiar, si lo cree conveniente, las coordenadas por 
defecto en las que se debe centrar el mapa y las capas WMS que desee 
añadir. 
 
 
 
 
Fig. 6.4 Formulario para la selección de servidor de mapas 
 
 
Inicialmente el sistema se ha diseñado con la idea de trabajar con un único 
servidor de mapas propio. En vista a aumentar tolerancia a fallos se 
implemento esta funcionalidad. De este modo, en caso de que surja alguna 
incidencia con el servidor de mapas propio, el operador podrá descargarse los 
mapas desde cualquier otro servidor WMS disponible en Internet. 
 
Las diferentes configuraciones de cada uno de los servidores se obtienen del 
archivo XML wms_servers. Cada una de las entradas contiene un identificador 
del servidor, la url para hacer peticiones WMS, el sistema de referencia 
espacial, las coordenadas por defecto y las capas disponibles. 
 
 
 
<Server  
name="ICC(Catalunya)" 
url="http://shagrat.icc.es/lizardtech/iserv/ows?" 
SpatialReferenceSystem="EPSG:4326" default_x="2.10" 
default_y="41.35" default_zoom="0.03" format ="jpeg"> 
     
    <layer>mtc5m</layer> 
    <layer>orto5m</layer> 
 
</Server> 
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6.6.3. Representación de datos 
 
Para la representación del los bomberos en el mapa se utilizan iconos que 
muestran el tipo de medidas que se están visualizando (gas o ambientales). 
Además para diferenciar a cada uno de los bomberos se incluye una cadena 
texto en la parte inferior del icono que muestra el identificador de bombero. 
 
En la siguiente imagen se presentan los iconos utilizados para la 
representación de medidas ambientales y de gas respectivamente: 
 
 
                                 
 
Fig. 6.5 Iconos utilizados en la interfaz gráfica del servicio  
 
 
Para cambiar el tipo de medidas que se desean mostrar el usuario dispone de 
la zona Layers (zona 2 de la figura 6.8.). Para su implementación se utilizan 
capas vectoriales y de etiquetas de la librería SharpMap (LabelLayer, 
VectorLayer) 
 
La consulta de las medidas de cada uno de los bomberos es interactiva, de 
manera que el usuario encargado de la monitorización puede consultarlas 
desplazando el puntero del mouse sobre la muestra deseada. 
 
 
                                 
 
Fig. 6.6 Visualización de las medidas ambientales y de gas 
 
 
Sharmap no contempla la utilización de este tipo de funcionalidades, por este 
motivo ha sido necesario programarlas. 
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Cada vez que el usuario mueve el mouse por encima de mapa se captura su 
posción en píxeles. Esta se compara con cada una de las posiciones de las 
diferentes muestras de los bomberos. Para ello es necesario recorrer el objeto 
del tipo FeatureDataTable de SharpMap que las contiene. También se utiliza el 
método WorldToImage para convertir las coordenadas en píxeles. 
 
En caso de que el puntero se encuentre encima se muestra un formulario con 
las medidas correspondientes. Aquellos valores que estén fuera del umbral y 
puedan considerarse peligrosos para la integridad del bombero se muestran de 
color rojo. 
 
 
6.6.4. Sistema de Alarmas 
 
Con el fin de facilitar la tarea de monitorización, se ha incorporado un sistema 
de alarmas en tiempo real que permite controlar en todo momento las medidas 
de los sensores que se encuentren fuera de su respectivo umbral. 
 
Estas se muestran y se ocultan automáticamente en la parte inferior derecha 
del mapa. Cada una de ellas contiene la siguiente información: fecha en la que 
fue tomada la medida, identificador del bombero, tipo de alarma (de gas o 
ambiental), la medida y valor de esta. 
foreach (FeatureDataRow r in dtweather) 
{ 
  PointF position_pixel =       
  sharpMap.WorldToImage((Point)r.Geometry); 
   
  if(mouse_position_pixel.X > position_pixel.X - 6 &&      
  mouse_position_pixel.X < position_pixel.X + 6 && 
  mouse_position_pixel.Y > position_pixel.Y - 6 &&  
  mouse_position_pixel.Y < position_pixel.Y + 6) 
  { 
W_Form.Location = new 
Point(Convert.ToInt32(position_pixel.X) + 
mapImageRE.Location.X - 18, 
Convert.ToInt32(position_pixel.Y) + 
mapImageRE.Location.Y + 39); 
 
W_Form.Show_Weather(r["Id"].ToString(),Convert.ToDate
Time(r["Time"]),Convert.ToDouble(r["Temperature"]),Co
nvert.ToDouble(r["Humidity"])); 
 
     W_Form.Show(); 
showing_info = true; 
   }                        
} 
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Fig. 6.7 Visualización de alarma de CO2 
 
 
Siempre que llegue una medida a través del middleware que este fuera del 
umbral, el sistema mostrará una alarma.  
 
Comentar que el sistema de alarmas implementado sólo funciona en el modo 
Tiempo Real.  
 
 
6.6.5. Modos de funcionamiento 
 
Este servicio posee dos modos de funcionamiento. El usuario puede cambiar 
entre ellos mediante los botones de selección de la región Mode (zona 3 de la 
figura 6.8.). 
 
• Tiempo Real: Permite visualizar las últimas medidas de gas o 
ambientales tomadas por cada uno de los bomberos. Cuando este modo 
esta activado, el servicio GroundStationService consume las variables 
Telemetry, Gas, Weather y Security  que son publicadas por el servicio 
Sensifire y ArduinoSensors. Cada vez que llega un muestra nueva de un 
bombero esta es actualizada respecto a la anterior. 
 
• Almacenamiento: Este modo permite hacer consultas a la base de datos 
para recuperar las medidas y el recorrido que ha hecho un bombero 
durante un periodo de tiempo concreto. Para poder hacer las consultas 
el formulario dispone de la región Queries (zona 4 de la figura 6.8.). Uno 
de los requisitos para poder trabajar en este modo es que el servicio 
Storage, que contiene la base de datos, este arrancado. 
 
Para realizar la consulta se debe especificar el bombero sobre el cual se 
quiere hacer la misma. Esto se hace clicando sobre el desplegable 
Name. Al desplegarse el menú, se hace una llamada a la función 
GetUsers del servicio Storage que retorna la lista de bomberos que 
existen en la base de datos. Posteriormente se deben rellenar los 
intervalos de tiempo entre los cuales se desea hacer la búsqueda. 
Finalmente con el botón Do Query se hace la petición llamando a la 
función correspondiente. 
 
78  Sensifire 
Para mostrar el resultado de la consulta se dibujan todas las muestras 
del bombero siempre que al hacerlo no se superpongan entre ellas. Para 
implementar esta funcionalidad, denominada proceso de clustering, se 
ha creado específicamente una clase en que se hace la siguiente 
comprobación: cada vez que se va a dibujar una nueva medida como 
resultado a la consulta, se buscan sus límites según el icono utilizado 
(en píxeles). En  caso de que alguna de las muestras ya dibujadas se 
encuentre dentro de estos límites esta nueva medida no se dibuja. En 
caso contrario esta se dibuja. 
 
También se incluyen líneas para unir cada una de las muestras con su 
anterior para poder facilitar la visualización de la ruta que ha seguido el  
bombero. 
 
 
 
 
Fig. 6.8 Interfaz gráfica del servicio GroundStation 
 
En el anexo 1 se presenta una guía con un ejemplo del funcionamiento de este 
servicio. 
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CAPÍTULO 7: CONCLUSIONES 
 
7.1. Conclusiones tecnológicas 
 
Con la elaboración de este proyecto se ha conseguido crear una versión inicial 
de un sistema que permita monitorizar a un escuadrón terrestre de bomberos. 
Una de las particularidades de este sistema es que utiliza MAREA (Middleware 
Architecture for Remote Embedded Applications). Este middleware, nos ha 
permitido implementar el sistema de forma distribuida, basando su 
funcionamiento en servicios. Además se ha conseguido crear una versión 
compatible de este con plataforma .NET Compact Framework.  
 
La implementación de software de este sistema se ha llevado a cabo gracias a 
la utilización de tecnologías como SIG o bases de datos orientadas a objetos. 
Se han utilizado librerías SharpMap y Perst ya que son de código abierto, con 
el fin de reducir al máximo los costes. 
 
Por otra parte, para la implementación de hardware se ha utilizado la 
plataforma “open-hardware” Arduino  que utiliza el lenguaje Processing/Wiring. 
 
Recuperando los objetivos marcados para este proyecto en la introducción, y 
analizándolos nos encontramos que se han alcanzado gratamente: 
 
• Se ha creado un sistema portátil de sensores  que se puede incluir 
dentro del equipo de un bombero  
 
• Se ha implementado  un sistema distribuido con una arquitectura SOA 
(Arquitectura Orientada a Servicios) cuya comunicación se realiza a 
  través del middleware MAREA. 
 
• Se han utilizado tecnologías SIG (Sistemas de Información Geográfica) 
para controlar la cartografía y procesar los datos geográficos 
del sistema. 
 
• Se ha creado un sistema sencillo que permite monitorizar la situación del 
bombero en primera persona y remotamente desde una estación central. 
 
• Se ha implementado un sistema de almacenamiento de datos. 
 
 
7.2. Impacto medioambiental 
 
Uno de los objetivos de este proyecto es ofrecer una herramienta de apoyo 
para la extinción de incendios con el fin de reducir el impacto medioambiental 
de los mismos. 
En la introducción de este documento se incluyen  algunas de las 
consecuencias de los incendios en el ecosistema. 
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Por otro lado, todos los componentes electrónicos utilizados en la 
implementación de hardware de este proyecto cumplen con  la normativa RoHS 
Compilant. Esta normativa restringe el uso de plomo, mercurio, cadmio, cromo 
hexavalente, así como los piorretardantes PBB (bifenilos polibromados) y 
PBDE (éter difenílico polibromado). 
 
 
7.3. Conclusiones personales 
 
La elaboración de este proyecto nos ha proporcionado la posibilidad real de 
desarrollar una aplicación desde el inicio hasta el fin. En este sentido, nos ha 
supuesto un reto personal muy enriquecedor. 
 
Por otro lado, este proyecto nos ha ayudado a adquirir conocimientos en 
tecnologías que antes prácticamente desconocíamos como bases de datos 
orientadas a objetos y sistemas SIG. 
 
Con la elaboración del mismo nos hemos dado cuenta que el desarrollo de un 
proyecto es algo bastante  complejo que requiere un gran esfuerzo y 
dedicación pero sobretodo un estricto control de “timings” para poder cumplir 
los objetivos.  
 
Además, la experiencia de trabajo con nuestro tutor ha sido positiva también, 
en el sentido en que teníamos libertad de acción. Hemos tenido una 
comunicación directa y personal que nos ha permitido cumplir con los objetivos 
y plazos. 
 
 
7.4. Futuras líneas de trabajo 
 
Al tratarse de una versión inicial, el sistema plantea varias futuras líneas de 
trabajo y mejoras. 
 
A corto plazo, se debería plantear la representación del los incendios en el 
mapa. También se debería implementar la parte de hardware de la estación de 
central (anemómetro, veleta y micro controlador). 
 
En la PDA del bombero se podría incorporar una interfaz SIG, para que este 
pudiera saber la posición y estado de sus compañeros, además de la suya. 
Esta funcionalidad se podría implementar gracias a SharpMap ya que  ofrece 
soporte para el entorno Compact Framework.  
 
También se podría incluir un servicio de comunicación de voz entre el bombero 
y la estación central, aprovechando el micrófono del que disponen las PDAs 
para grabar audio. Con esto se podría llegar a tener conversación similar a la 
de un walkie-talkie. Otra opción a contemplar sería la utilización de 
smartphones que permitieran la comunicación por la red telefónica móvil. 
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Una de las funcionalidades que también se contempló e incluso se empezó a 
implementar fue el envío de fotografías y video de la PDA a la estación central.  
Otro punto a estudiar sería la incorporación de un sistema que permitiera la 
monitorización de  algunas de las constantes vitales del bombero (temperatura 
corporal, pulso, frecuencia respiratoria, presión arterial…) 
 
Uno de los objetivos finales es llegar a unir este sistema con otro que 
contempla segmento aéreo. De este modo el segmento aéreo enviaría la 
información al equipo de tierra. Posteriormente este gestionaría los recursos 
terrestres para optimizar el control del incendio.  
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ANEXO 1. FUNCIONAMIENTO DEL SERVICIO GROUND 
STATION 
 
 
En el siguiente anexo se presenta una pequeña guía de funcionamiento del 
servicio Ground Station. Para ver un ejemplo consideramos un incendio sobre 
un terreno cualquiera en el que se despliega un escuadrón terrestre del cuerpo 
de bomberos. 
 
 
 
Fig. A1.1 Escenario general del incendio 
 
 
Antes de distribuir a los miembros del escuadrón o escuadrones en la zona del 
incendio, cada uno de ellos deberá activar su módulo de bombero. 
Posteriormente deberán  hacer las siguientes comprobaciones: 
 
• Conectividad Bluetooth: El bombero deberá comprobar si la PDA de su 
módulo esta correctamente asociada y conectada por Bluetooth al 
prototipo de hardware. La caja en la que esta montado dispone de un 
LED azul que indica el estado de la conexión (Fig. A1.2). Además el 
bombero también podrá consultar el estado de esta en la interfaz gráfica 
del servicio Sensifire (Fig. A1.3). 
 
 
 
 
Fig. A1.2 Prototipo de hardware del módulo de bombero 
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• Señal GPS: El bombero deberá comprobar las señal GPS que recibe es 
válida. Para ello deberá consultar, en el servicio Sensifire, la barra de 
estado de conexión con el dispositivo GPS de la PDA (Fig. A1.3). 
 
 
 
 
Fig. A1.3 Prototipo de hardware del módulo de bombero 
 
 
Posteriormente un operador ejecutara el servicio Ground Station en la estación 
central. La estación central estará integrada en el interior de un camión del 
cuerpo de bomberos.  
 
 
 
 
Fig. A1.4 Interfaz gráfica del servicio Ground Station 
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Lo primero que deberá hacer el operador después de iniciar el servicio es 
escoger el servidor WMS del que desea descargarse los mapas. Para  hacerlo 
el programa dispone del botón “WMS Connection”. Al clicar el botón se abre un 
formulario que permite seleccionar el servidor, capas y posición por defecto en 
la que se carga el mapa (Fig. A1.5). 
 
 
 
 
Fig. A1.5 Selección de servidor y capas WMS 
 
 
A partir de ese momento el operador podrá visualizar en tiempo real el 
escuadrón de bomberos. Si desea consultar las medidas de los diferentes 
sensores de un bombero deberá situar el mouse encima del icono del bombero 
(Fig. A1.6). 
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Fig. A1.6 Medidas medioambientales de los diferentes bomberos 
 
 
El operador podrá consultar las medidas ambientales y de gas por separado. 
Este deberá seleccionar el tipo de medida que desea visualizar seleccionando 
la capa correspondiente en la zona “Layers”. 
 
 
 
 
 Fig. A1.7 Medidas gases de los diferentes bomberos 
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En caso de que algunas de las muestras obtenidas por los sensores  indiquen 
que el bombero puede encontrarse ante una situación de peligro, el programa 
mostrará las alarmas correspondientes en la parte inferior derecha del mapa. 
En ellas se mostrará la hora desde que lleva activa la alarma, el identificador de 
bombero, el tipo de alarma (ambiental o gas) y el valor obtenido por el sensor. 
Además el valor de la medida del sensor, que se muestra al situar el mouse 
encima del icono del bombero, se mostrará en rojo. 
 
 
 
 
Fig. A1.8 Sistema de alarmas  
 
 
El servicio Ground Station permite hacer un análisis a posteriori del histórico de 
medidas y recorrido del bombero. Para que funcione correctamente es 
necesario que el servicio  Storage, que maneja la base de datos, este activado.  
 
Para hacer una consulta se debe ejecutar el programa en modo 
alamacenamiento (“Storage” de la zona “Mode”). El operador podrá hacer la 
consulta seleccionado el identificador del bombero en el desplegable “Name” 
de la zona “Queries”. Posteriormente deberá introducir los intervalos de tiempo 
máximo y mínimo entre los que desea hacer la consulta. 
 
Una vez realizada la consulta mediante el botón “Do query”, el operador podrá 
visualizar el valor de las medidas tomadas por los diferentes sensores situando 
el mouse sobre las diferentes muestras del bombero (Fig. A1.9). 
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Fig. A1.9 Histórico del bombero (recorrido y medidas de gases)  
 
De la misma manera que se hace en el modo en tiempo real, el operador podrá 
visualizar las medidas de gas o ambientales seleccionando el tipo de medida 
en la zona “Layers”. 
 
 
 
Fig. A1.10 Histórico del bombero (recorrido y medidas ambientales) 
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ANEXO 2. MONTAJE DEL PROTOTIPO 
 
En este anexo se muestran las fotos del prototipo de la caja que contiene los 
sensores y Arduino.  
 
 
 
 
Fig. A2.1 Circuito montado en protoboard 
 
 
 
 
Fig. A2.2 Caja de prototipado con sensor de SHT15 
 
 
   
 
Fig. A2.3 Sensor de CO2 con circuito de adaptación 
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Fig. A2.4 Fuente de alimentación y conexiones 
 
 
 
 
Fig. A2.5 Disposición de componentes dentro de la caja 
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ANEXO 3. INSTALACIÓN DRIVER MCL 
 
 
Para instalar MCL en un PC se debe instalar primero el adaptador de red y 
seguidamente el protocolo. Los archivos se pueden descargar de la página de 
Microsoft Research. Posteriormente se debe instalar este mismo driver en una 
PDA. Concretamente se ha instalado una distribución para Windows Mobile 
5.0. Una de las limitaciones de este driver es que su desarrollo se ha detenido, 
por lo que no existen versiones compatibles para Windows Mobile 6 o 
posteriores.  
 
Para instalar el adaptador de red, debemos añadir el dispositivo manualmente 
(Fig. 3.1, Fig. 3.2), una vez añadido, comprobamos que este en “conexiones de 
red” (Fig. 3.3).  
 
 
 
 
Fig. 3.1 “Añadir hardware” en “Panel de control” 
 
 
 
 
Fig. 3.2 Capturas del asistente de instalación de hardware 
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Figura 3.3. Comprovación que existe en conexiones de red 
 
 
Instalamos el archivo que nos hemos descargado de la web para agregar el 
protocolo (Fig 3.4, 3.5, 3.6, 3.7). 
 
 
 
 
Fig. 3.4 Paso 1: Instalar… 
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Fig. 3.5 Paso 2: Agregar protocolo… 
 
 
 
 
Fig. 3.6 Paso 3: Seleccionar MCL 
 
 
 
 
Fig. 3.7 Paso 4: Verificar la instalación correcta 
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Dependiendo de la versión del Windows Mobile 5.0 que tengamos (2003 o 
2005) instalamos unos paquetes u otros (Fig 3.8, Fig. 3.9). 
Para que este se instale correctamente la conectividad WiFi debe estar 
apagada. 
 
 
 
Fig. 3.8 Paquete de instalación para Mobile 2003 y 2005 
 
 
 
 
Fig. 3.9 Archivos a instalar desde la PDA 
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ANEXO 4. CLASES 
 
 
En el siguiente apartado se introducen las clases diseñadas específicamente 
para la implementación del sistema Sensifire. 
 
Las clases Weather, Gas, Security y Position se utilizan para almacenar los 
datos obtenidos por los diferentes sensores y la posición del dispositivo GPS 
de la PDA. 
public class Weather : Persistent 
{ 
     public string Id; 
     public double Temperature; 
     public double Humidity; 
     public ArduinoState State; 
     public DateTime Time; 
} 
 
public class Gas: : Persistent 
{ 
     public string Id; 
     public double Flammable_Gas; 
     public double Hydrogen; 
     public double Carbone_Dioxide; 
     public double Methane; 
     public double LPG; 
     public DateTime Time; 
} 
 
public class Security : Persistent 
{ 
     public string Id; 
     public string Movement; 
     public DateTime Time; 
} 
 
public class Position : Persistent 
{ 
     public string Id; 
     public double Latitude; 
     public double Longitude; 
     public double Altitude; 
     public GPSState State; 
     public DateTime Time; 
} 
 
public enum GPSState { Connected_without_GPS_signal, 
NotConnected, Connected_with_GPS_signal }; 
 
public enum ArduinoState { Connected, NotConnected }; 
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Los objetos de este tipo se utilizan en todo el sistema  a excepción del modo de 
almacenamiento del servicio GroundStation. En este modo se hacen peticiones 
a una base de datos Perst que retorna las diferentes medidas del módulo del 
bombero referenciadas a la posición en que estas fueron tomadas 
(GasPosition, WeatherPosisiton).  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
public class WeatherPosition 
{ 
     public Weather weather; 
     public Position position; 
public WeatherPosition(Weather wea, Position pos) 
     { 
            this.weather=wea; 
            this.position=pos; 
     } 
} 
 
public class GasPosition 
{ 
     public Gas gas; 
     public Position position; 
      
     public GasPosition(Gas gas, Position pos) 
     { 
            this.gas=gas; 
            this.position=pos; 
     } 
} 
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ANEXO 5. LIBRERÍAS EXTERNAS 
 
 
Como se ha comentado previamente durante la memoria se han utilizado 
únicamente librerías externas de código abierto.  
 
Para la representación de los datos SIG se han utilizado librerías alojadas en 
“CodePlex”. Véase http://codeplex.codeplex.com/. 
 
CodePlex (Microsoft), es un alojamiento de sitios web de proyectos de código 
abierto. Esta librería permite crear nuevos proyectos para compartir con el 
mundo, unirse a otros que ya han iniciado sus propios proyectos, o utilizar las 
aplicaciones en este sitio y proporcionar información. SharpMap, ProjNet son 
librerías alojadas en CodePlex. 
 
Para el almacenamiento de datos se ha utilizado la librería Perst disponibles en 
http://www.mcobject.com/perst. Esta librería ha sido creada por McObject, 
empresa que proporciona tecnologías de bases de datos embedidas. McObject 
fue fundada por personas con una gran experiencia en los sistemas de bases 
de datos en tiempo real. 
 
Para la obtención de coordenadas del dispositivo GPS de la PDA se ha 
utilizado la librería Microsoft.WindowsMobile.Samples.Location disponible en 
los ejemplos del SDK de Windows Mobile 6. 
 
En los siguientes apartados se explican todas las librerías excepto Perst. El 
funcionamiento y descripción de esta librería se ha especificado en el capítulo 3 
de la memoria. 
 
 
A5.1. SharpMap 
 
SharpMap es una librería para facilitar el trabajo con mapas para su uso en 
web y aplicaciones de escritorio. El motor está escrito en C # y basado en el 
.NET 2.0 Framework. SharpMap es liberado bajo la GNU Lesser General Public 
License. 
 
Formatos de datos soportados: 
 
Vector data: 
 
• ESRI Shape files format 
• PostGreSQL/PostGIS 
• OLEDB (points only) 
• Microsoft SQL Server 
• Oracle 
• GPX 
• MapInfo File 
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• TIGER 
• S57 
• DGN 
• CSV 
• GML 
• Interlis 1 
• Interlis 2 
• SQLite" and "ODBC" 
 
 
 
Raster data : 
 
• Arc/Info ASCII Grid 
• Arc/Info Binary Grid (.adf) 
• Microsoft Windows Device Independent Bitmap (.bmp) 
• BSB Nautical Chart Format (.kap) 
• VTP Binary Terrain Format (.bt) 
• CEOS (Spot for instance) 
• First Generation USGS DOQ (.doq) 
• DODS / OPeNDAP 
• New Labelled USGS DOQ (.doq) 
• Military Elevation Data (.dt0, .dt1) 
• ERMapper Compressed Wavelets (.ecw) 
• ESRI .hdr Labelled 
• ENVI .hdr Labelled Raster 
• Envisat Image Product (.n1) 
• EOSAT FAST Format 
• FITS (.fits) 
• Graphics Interchange Format (.gif) 
• GMT Compatible netCDF 
• GRASS Rasters 
• TIFF / GeoTIFF (.tif) 
• Hierarchical Data Format Release 5 (HDF5) 
• Erdas Imagine (.img) 
• Idrisi Raster 
• Image Display and Analysis (WinDisp) 
• ILWIS Raster Map (.mpr,.mpl) 
• Japanese DEM (.mem) 
• JPEG JFIF (.jpg) 
• NOAA Polar Orbiter Level 1b Data Set (AVHRR) 
• Erdas 7.x .LAN and .GIS 
• Multi-resolution Seamless Image Database 
• Meteosat Second Generation 
• NDF 
• NITF 
• OGDI Bridge 
• PCI Geomatics Database File 
• Portable Network Graphics (.png) 
• PCRaster (.map) 
• Netpbm (.ppm,.pgm) 
100  Sensifire 
• Swedish Grid RIK (.rik) 
• RadarSat2 XML (product.xml) 
• USGS SDTS DEM (CATD.DDF) 
• Raster Matrix Format (.rsw, .mtw) 
• SGI Image Format 
• USGS ASCII DEM (.dem) 
• X11 Pixmap (.xpm) 
 
Modelo de los objetos GEOMETRIA que dispone: 
 
 
 
 
 
 
 
Fig. A5.1 Modelos de los objetos Geometry de SharpMap 
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Actualmente la versión de SharpMap estable es la 0.9, aunque actualmente 
están trabajando para acabar de formalizar la versión 2.0 y que ya se puede 
utilizar. Para darle más robustez a la aplicación que utiliza esta librería se optó 
por utilizar la versión estable de SharpMap. 
 
Para más información consultar la página del proyecto: 
http://sharpmap.codeplex.com/. 
 
 
A5.2. SharpMap.UI 
 
Esta librería forma parte de la misma librería y del mismo proyecto que 
SharpMap, está compuesta de los métodos y de los controles para poder 
visualizar el mapa. En el proyecto se usa un control “mapImage” para visualizar 
el mapa. Y gracias a esta librería obtenemos muchas variables extraidas 
directamente del mapa y los métodos para manejarlo. 
 
Cabe puntualizar que también se utilizó otra versión del control “MapImage” 
llamado “MapBox” que fue desarrollado por las personas que dan soporte a 
SharpMap. Este control aseguraban que aumentada la efectividad del mapa, 
pero al probarlo no se percató ninguna diferencia por tanto se mantuvo la 
versión original de este control. 
 
 
A5.3. Proj.NET 
 
Proj.NET realiza conversiones geodésicas punto a punto geodésico entre 
sistemas de coordenadas para su uso en Sistemas de Información Geográfica 
(SIG) o aplicaciones GPS. Está librería está totalmente integrada dentro de 
SharpMap como “SharpMap.Coordinates”. Pero esta implementada y tratada 
como un proyecto aparte. 
 
Nos proporciona las siguientes características: 
 
• Datum transformations 
• Geographic, Geocentric, and Projected coordinate systems 
• Compatible with both Microsoft .NET 2.0, Mono, .NET Compact 
Framework & Silverlight 
• Converts coordinate systems to/from Well-Known Text (WKT) and to 
XML 
 
Tipos de proyecciones que soporta: 
• Mercator 
• Transverse Mercator 
• Albers 
• Lambert Conformal 
• Krovak 
Para más información consultar la página del proyecto: 
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http://projnet.codeplex.com/. 
A5.4. Microsoft.WindowsMobile.Samples.Location 
 
Esta librería proporiciona una capa que permite a las aplicaciones funcionar 
con el hardware GPS de un dispositivo móvil. El código fuente de esta librería 
se encuentra en los ejemplos del SDK de Windows Mobile 6 profesional. 
 
Esta librería dispone del objeto Gps que nos permite acceder a dicho 
dispositivo. Además dispone de los objetos GpsState y GpsPosition que nos 
permiten obtener información del estado del GPS y su posición. 
 
Observando los atributos de la clase Gps, vemos que dispone de algunos 
eventos como LocationChanged o DeviceStateChanged  que sirven para 
notificar un cambio de ubicación o estado del dispositivo GPS.  
 
 
1  
 
Fig. A5.2 Clase GPS Y GPS Position de la librería 
Microsoft.WindowsMobile.Samples.Location 
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ANEXO 6. DATASHEETS 
 
 
A6.1. Sensor de temperatura y humedad: SHT15 
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A6.2. Sensor de dióxido de carbono: CO2-D1 
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A6.3. Sensores de gases: MRQ1003-A y TGS 821 
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A6.4. Amplificador de instrumentación: INA126 
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A6.5. Módulo Bluetooth 
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