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Tato bakalářská práce se zabývá problematikou modelování krajiny v OpenGL. Obsahuje teoretický 
princip  vykreslování  ve  3D  pomocí  funkcí  OpenGL  a  popis  některých  technologií  sloužících 
k modelování  realistických  objektů  a  efektů.  Tyto  technologie  jsou  demonstrovány  na  aplikaci 
modelující  interaktivní  procházku  krajinou,  která  je  nakonec  otestována  pomocí  dotazníků, 
vyplněných skupinou dobrovolníků.
Abstract
This bachelor's thesis describes the issues of modelling a scenery in OpenGL. It contains theoretical  
principle of 3D displaying with OpenGL functions and description of some of the technologies made 
for  realistic objects  and efects modelling.  These technologies  are  demonstrated on an application 
modelling an interactive walk through scenery, which is eventually tested with questionnaires, filled 
by a group of volunteers.
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1 Úvod
Grafické  aplikace,  které  jsou v  dnešní  době vyvíjeny,  mohou  zobrazovat  požadavaná  data  velmi 
realisticky.  Vysoká kvalita zobrazení  však většinou znamená  mnohem vyšší  nároky na hardware, 
takže je  důležité  použít  vždy přiměřené metody pro danou aplikaci.  Pokud nám jde o zobrazení  
v reálném čase, nemůžeme použít fotorealistickou grafiku, která sice dosahuje fotografické kvality,  
protože renderování takových modelů by trvalo několik hodin.
Úvodní kapitola této práce se zabývá obecnou teorií  týkající se počítačové grafiky,  jejího 
dělení a využití v praxi. Při tvorbě grafických aplikací je nezbytné vědět, jakým způsobem je scéna  
vykreslována a jak lze toto vykreslení modifikovat pomocí transformací a různých druhů projekcí.  
První kapitola se tedy dále zabývá lineárními transformacemi i paralelní a perspektivní projekcí.
Metody a  technologie  popisované  v  této  práci  jsou  nejlépe  předvedeny na  implementaci 
konkrétní  grafické  aplikace.  Součástí  práce  tedy bude  vytvoření  aplikace,  modelující  interaktivní 
procházku krajinou, ve které jsou tyto technologie použity v praxi.
Vybranou scénu, kterou bude program modelovat,  popisuje 3. kapitola. Zabývá se popisem 
navržené krajiny,  jejími důležitými  částmi a atraktivními  prvky.  Také obsahuje popis technologií, 
které  bude  vhodné  použít  pro  modelování  objektů  a  efektů,  které  se  v  ní  vyskytují.  Poměrně 
jednoduchou, avšak velmi efektní technologií pro modelování povrchu objektů, je použití texturování. 
Ve vytvářené aplikaci budeme používat převážně předem připravené rastrové obrázky,  pouze pro 
zobrazení kouře budou použity textury procedurální. Popsán je i princip částicových systémů, který 
použijeme pro zobrazení plamene ohně a algoritmus LOD, který zrychlí vykreslování stromů, jejichž 
množství by jinak mohlo způsobovat zpomalení programu. V závěru kapitoly je vysvětlen princip 
Skyboxu, který usnadňuje zobrazení vzdálené krajiny či oblohy a způsob, jakým lze dosáhnout efektu 
mlhy.
Při implementaci aplikace využijeme funkce knihovny OpenGL, která je popsána ve 4. kapitole 
této  práce.  OpenGL používá  pro  vykreslování  několik  různých  bufferů,  jejichž  účel  je  zde  také 
vysvětlen. Kromě historie této knihovny se tato kapitola dále zabývá jejími nadstavbami, knihovnami 
GLU  a  GLUT  a  způsobem,  jakým  lze  dosáhnout  osvětlení  scény  (konkrétně  osvětlení  pomocí 
Phongova  osvětlovacího  modelu).  Poslední  užitečnou  vlastností  OpenGL,  které  se  tato  kapitola 
věnuje, je použití display listů, které můžou výrazně zrychlit vykreslování a zároveň zjednodušit kód.
Postupy při implementaci jsou popsány v 5. kapitole, která se kromě postupu při zobrazování 
kouře, ohně a stromů při použití LOD zabývá hlavně prací s texturami. Obrázky pro textury musí být  
nahrány a upraveny různými způsoby aby byl  co nejlépe vystižen vzhled všech povrchů ve scéně.  
V této  kapitole  je  dále  vysvětleno,  jakým  zůsobem  je  zobrazen  povrch  krajiny,  jak  je  na  něm 
umožněn pohyb a jaké výpočty je třeba provést, abychom při pohybu sledovali výšku terénu, nad  
kterým se zrovna nacházíme.
Testování  aplikace  je  provedeno  skupinou  dobrovolníků,  kteří  formou  dotazníků  hodnotí 
kromě celkového vzhledu krajiny realističnost významných objektů a efektů ve scéně (stromy, oheň 
a kouř). V dotaznících je dále hodnoceno, jak intuitivní je ovládání aplikace a jak plynule aplikace 
běží. Odpovědi z těchto dotazníků jsou vyhodnoceny v závěrečné kapitole.
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2 Úvod do počítačové grafiky
Tato  kapitola  se  věnuje  počítačové  grafice  obecně,  především  trojrozměrným  transformacím 
a promítání.
2.1 Počítačová grafika
Počítačová grafika je obor informatiky, který používá počítače k tvorbě umělých grafických objektů 
a také na úpravu zobrazitelných prostorových informací,  nasnímaných z reálného světa (například 
digitální fotografie a jejich úprava). Tato podkapitola vychází z [2].
2D počítačová grafika
Existují dva základní přístupy ke 2D grafice: vektorová a rastrová grafika. Vektorová grafika ukládá 
přesná  geometrická  data,  například  souřadnice  bodů,  propojení  mezi  body  (úsečky  a  křivky) 
a vyplnění  tvarů.  Většina vektorových grafických systémů umožňuje  použít  standardní  tvary jako 
kružnice, čtverce, atd.
Naopak základem rastrové grafiky je pravidelná síť pixelů, organizovaná jako dvourozměrná 
matice bodů. Každý pixel nese specifeické informace, například o jasu, barvě, průhlednosti  bodu,  
nebo kombinaci  těchto  hodnot.Obrázek v  rastrové  grafice  má  omezené  rozlišení,  které  se  udává 
počtem řádků a sloupců.
3D počítačová grafika
3D grafika je příbuzná vektorové 2D grafice.  Také pracuje se souřadnicemi  bodů a informacemi 
o úsečkách, křivkách a plochách, ale data jsou uložena ve trojrozměrném souřadnicovém systému. 
Z těchto trojrozměrných dat reprezentujících tělesa je potom renderován 2D obrázek.
Různými technikami je možno ve 3D grafice vytvořit velmi realisticky vypadající obrázky 
díky věrné simulaci  světelných a optických jevů jako jsou stíny,  odrazy,  lom světla  či  kaustika. 
Pokročilé  vývojové  nástroje  umožňují  i  realistické  animace  včetně  pohybů  oděvu,  vlasů,  vodní 
hladiny a simulace fyzikálních jevů jako je gravitace a odrazy.
2.2 Geometrické transformace a promítání
Informace v této podkapitole byly čerpány z [1].
Scéna modelovaná pomocí OpenGL musí být pro zobrazení grafickým akcelerátorem složena 
ze základních grafických prvků nazývaných primitiva.
Obvykle  se  prostorová  scéna  skládá  z  grafických  objektů,  které  jsou  geometrickými  
transformacemi  umístěny  do  prostoru.  Grafické  objekty  už  se  skládají  z  primitiv,  jež  jsou 
vykreslována grafickým akcelerátorem. Vlastní rasterizace primitiv probíhá v 2D prostoru monitoru. 
Převod z 3D prostoru virtuální scény do 2D prostoru monitoru se nazývá promítání.  Promítání je  
zvláštním případem geometrické transformace.
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Pro geometrické transformace včetně promítaní platí, že transformovat objekt transformací T 
je  stejné,  jako  transformovat  všechna  primitiva,  z  nichž  je  objekt  složen  stejnou  transformací  
a transformovat primitivum je stejné, jako transformovat všechny vrcholy, kterými je zadáno.
Lineární transformace
Lineární transformace jsou takové, které bod v prostoru transformují  pomocí násobení maticí 4x4 
čísel. Mezi tyto transformace patří:
• posun (translace) - tato transformace způsobí posun bodu o určitý translační vektor,
• otáčení (rotace) - otočení zobrazení kolem zadané osy,
• změna měřítka - způsobí změnu měřítka požadovaných souřadnicových os,
• zkosení - nastaví míru zkosení ve směrech jednotlivých os.
Lineární transformace je možné skládat a operace složení transformací  pak odpovídá maticovému 
násobení matic, vyjadřujících příslušné transformace.
Paralelní projekce
První  druh  projekce  používaný  v  akcelerátorech  počítačové  grafiky je  paralelní  projekce,  neboli  
rovnoběžné  promítání.  Body  ve  3D  prostoru  jsou  promítany  na  body  ve  2D  rovině  průmětny 
přímkami, které jsou navzájem rovnoběžné a jsou kolmé na průmětnu.
Obrázek 2.1: Paralelní projekce (převzato z [1])
Perspektivní projekce
Pro perspektivní (středové) promítání je charakteristické, že všechny paprsky promítající body v 3D 
prostoru na body v rovině průmětny se protínají v jednom bodě – středu promítaní. Tento způsob 
promítaní  odpovídá optickému principu fotoaparátu a lidského oka,  proto je v počítačové grafice  
usilující o realistické zobrazovaní daleko používanější než promítaní rovnoběžné.
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Obrázek 2.2: Perspektivní projekce (převzato z [1])
2.3 Interaktivní procházení scénou
Aby bylo uživateli aplikace umožněno procházet se v modelované scéně, je potřeba implementovat  
ovládání  pozice  kamery.  Pomocí  klávesnice  je  možno  pohybovat  se  do  všech  směrů,  přičemž  
stisknutí klávesy vždy vede k výpočtu nových souřadnic, na kterých se bude kamera nacházet, což 
znamená, že při příštím vykreslení scény vidíme objekty z jiného místa ve scéně.
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3 Návrh scény
V této kapitole je blíže popsána scéna, modelovaná ve vytvářené aplikaci. Kromě samotných objektů 
ve  scéně  se  zde  zabýváme  technologiemi,  které  bude  při  implementaci  vhodné  použít,  abychom 
věrohodně  zobrazili  efekty  vyskytující  se  v  této  krajině,  jako  například  procedurální  textury 
a částicové systémy pro vykreslení ohně a kouře.
3.1 Zvolená scéna
Předlohou  pro  modelovanou  scénu  je  krajina,  která  se  ve  skutečnosti  nachází  v  blízkosti  hradu 
Veveří, viz následující fotografie:
Obrázek 3.1: Fotografie zvolené scény, převzaté z aplikace Google Earth
Tuto  krajinu  jsem vybral  kvůli  tomu,  že  poskytuje  dostatek  objektů,  vhodných  pro  demonstraci 
jednotlivých zobrazovacích metod, ale zároveň neobsahuje příliš mnoho členitých objektů, které by 
byly z tohoto hlediska zbytečné. 
Z  pohledu  implementace  je  možno  scénu  rozdělit  na  několik  části,  které  pak  budou 
vykreslovány jako jednotné celky. Jedná se o následující části:
• povrch - zobrazuje zemi, po které se pozorovatel pohybuje,




Tento přístup nám pak umožňuje tyto části jednoduše zobrazit vícekrát, na různých místech ve scéně,  
což je podstatné především pro zobrazení stromů, které by jinak bylo nutné modelovat každý zvlášť.
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3.2 Texturování
Při  modelování  scény jsou složitější  útvary vytvářeny kombinací  jednodušších objektů,  nejčastěji  
trojůhelníků. Protože není možné modelovat veškeré detaily a vlastnosti povrchu daného tělesa, jako 
např. hrbolatý či vrásčitý povrch, odraz okolí na lesklém povrchu, či jiné světelné vlastnosti, používá 
se tzv. texturování.
Texturování (resp. přesněji nanášení textur) značí princip obarvení povrchu zobrazovaných 
těles různými obrazci. Důležité přitom je, že se nijak nemění geometrické vlastnosti těles, pouze se 
jinak zobrazuje jejich povrch. Obrazce, které se na povrch těles nanášejí, se nazývají textury. Tyto  
textury jsou většinou představovány plošnými obrázky (dvoudimenzionální textury), některé grafické 
systémy však podporují i vykreslování jednorozměrných či dokonce trojrozměrných (objemových) 
textur [3].
Podpora texturování je v dnešních grafických akcelerátorech samozřejmostí a je jedním ze 
základních prostředků zobrazování přiměřeně realistické grafiky v reálném čase.
Z hlediska způsobu, jakým jsou textury vytvářeny, je lze rozdělit na rastrové a procedurální.  
Zatímco  rastrové  textury  jsou  definovány  určitým  předem  připraveným  rastrovým  obrázkem,  
procedurální textury jsou vyjádřeny pomocí matematické funkce za běhu programu.
Rastrové textury
Velkou výhodou rastrových textur je jejich snadná implementace ve vykreslovacím řetězci.  
Jednoduché grafické akcelerátory řešily texturování tak, že se do jejich vykreslovacího řetězce přidala 
vyrovnávací paměť pro textury a několik interpolátorů, pomocí kterých se přistupovalo do texturovací 
paměti.  Dnešní  grafické  akcelerátory  jdou  mnohem  dál:  textury  je  možné  komprimovat,  jsou 
podporovány mipmapy (textury ve  více  rozlišeních),  antialiasing,  multitextury apod.  Texturovací 
jednotka  však  stále  patří  k  těm  částem  vizuálního  systému,  která  má  velmi  dobrý  poměr 
složitost/vizuální efekt [3].
Nevýhodou rastrových textur je, že při jejich používání musíme předem znát jejich rozlišení,  
takže při výběru textury musíme zvolit vhodný kompromis mezi její velikostí a vzhledem. Rastrové 
textury navíc zabírají poměrně velké množství paměti a při jejich zobrazování často dochází k aliasu  
(zkreslení), který sice může být odstraňen, ale bylo by to na úkor rychlosti vykreslování.
Procedurální textury
Hlavní charakteristikou procedurální textury je, že je popsána určitým programovým kódem 
místo určité datové struktury [4].
Mezi hlavní výhody procedurálních textur patří jejich malá velikost a možnost změny rolišení 
při běhu programu (což může zajistit stejné detaily textury při pohledu z jakékoliv vzdálenosti) [4]. 
Nevýhodou je, že některé povrchy není možné matematicky vyjádřit a procedurální texturu pro ně  
tedy nelze vytvořit.
Ve  vytvářené  aplikaci  budou  procedurální  textury  využity  pro  modelování  kouře  nad 
plamenem ohně.
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3.3 Efekty pomocí částicových systémů
V některých případech je pro zobrazení efektů vhodné použít částicové systémy. Ty nám umožňují 
zobrazit jevy, při kterých se světlo pohybuje, jako například exploze, planoucí hvězdy nebo oheň. 
Dále můžou být pomocí těchto metod zobrazeny objeky, jejichž tvar je příliš členitý, nebo ho není  
možné definovat, např. tráva či déšť.
Mezi částicovými metodami a modelováním povrchu jsou tyto tři základní rozdíly [6]:
• objekt  není  reprezentován  množinou  primitiv,  které  definují  jeho  hranice,  ale  shluky 
jednoduchých částic, které definují jeho objem,
• částicový systém není definován jako statický objekt, ale v čase mění svou formu - nové  
částice vznikají a staré zanikají,
• objekt  vytvořený pomocí  částicových metod není deterministický,  protože jeho vlatstnosti  
nejsou nebo nemusí být díky často používané náhodnosti určeny přesně.
Hlavní  výhodou částicových metod je,  že objekt,  který je pomocí  nich vytvořen,  se  může  měnit  
v čase, což by s použitím klasických modelovacích technik bylo velmi náročné nebo nemožné.
Částicové metody jsou založené na fyzikálních modelech, a proto vypadají velmi realisticky. 
Díky tomu jsou často využívány při  zobrazování  efektů v počítačových hrách,  tvorbě filmových  
efektů a při simulaci fyzikálních jevů.
Obrázek 3.2: Fyzikální simulace (převzato z [6])
Částicový systém můžeme rozdělit na dvě části - emitor a částice [5]. Emitor je určitý objekt, který  
částice vysílá a který kromě místa vzniku částice určuje i směr, kterým se bude částice pohybovat.  
Dále  má  definované  parametry  určující  například  kolik  částic  je  vygenerováno  za  určitou  dobu, 
životnost částic, jejich barvu atd.
3.4 Algoritmus LOD (level of detail)
Abychom zmenšili množství zobrazovaných dat, použijeme některou metodu typu Level of Detail  
(dále LOD). Princip těchto metod je jednoduchý. Není totiž důležité zobrazovat v dálce jakkoli malý 
trojúhelník, protože i např. rozlišení monitoru není tak velké, aby dokázalo tak malé objekty zobrazit.  
V paměti by ale přesto zabíraly zbytečně moc místa a stále by se vykreslovaly. Proto je dobré zobrazit  
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v  lepším  rozlišení  jen  trojúhelníky,  co  se  nacházejí  v  aktuálním  okolí  pozorovatele  a  objekty 
vzdálenější optimalizovat právě tím, že se zobrazí s menšími detaily.  Přínos této metody je dvojí.  
Jednak je to zrychlení celého procesu vykreslování, protože vykreslujeme méně polygonů, druhým je 
graficky lepší vzhled scény. Lidské oko je totiž zvyklé zaměřovat pozornost na bližší předměty, takže  
předměty v dálce spíše eliminuje a přílišné zobrazení nedůležitých detailů v dálce je spíše překážkou 
než přínosem. Metody LOD můžeme rozdělit na dva druhy - diskrétní a spojité [7].
V případě diskrétních metod máme již před samotným vykreslováním v paměti připravené 
modely  s  různými  úrovněmi  detailů  a  při  vykreslení  vždy  pouze  vybereme  ten  nejvýhodnější  
s ohledem na vzdálenost a pozici pozorovatele.
Naopak v případě použití spojitých metod jsou modely pro různé úrovně detailů generovány 
za běhu programu. Pro dosažení stejné kvality zobrazení scény tak potřebujeme méně trojúhelníků 
uložených v paměti, ale výpočet při vykreslování je náročnější.
3.5 Skybox
Při modelování otevřených prostorů je často výhodné použití tzv. skyboxu. Tento pojem označuje 
metodu zobrazení oblohy a krajiny pouze pomocí textur, místo modelování samotných objektů. Tento 
přístup je výhodný v případě, že chceme zobrazit krajinu, která je od pozorovatele velmi vzdálená,  
takže rozdíl  mezi  obrázkem (texturou)  a  modelováním pomocí  3D objektů není  zřetelný.  Kromě  
usnadnění práce při modelování to přináší také urychlení výpočtu, což je způsobeno mnohem menším 
počtem zobrazovaných primitiv, ve kterých se modelované objekty skládají.
Skybox je implementován tak, že celá modelovaná scéna je umístěna do nějakého objektu, na  
jehož  vnitřní  straně  stěn  je  zobrazena  textura  požadovaných  vzdálených  objektů.  Nejčastěji  se 
k tomuto účelu používají objekty tvaru koule nebo krychle.
3.6 Mlha
Informace použité v této podkapitole pochází z [8].
Grafická  knihovna  OpenGL podporuje  metodu,  pomocí  které  lze  do  vykreslované  scény 
přidat  mlhu.  Jedná  se  o  grafický efekt,  při  kterém se  se  vzrůstající  vzdáleností  od  pozorovatele 
postupně mění barva vykreslovaných těles. V blízkosti pozorovatele (tj. malé vzdálenosti) má těleso  
svoji  původní  barvu  (zadanou  buď  příkazem  glColor(),  texturou,  nebo  materiálem),  ve  velké 
vzdálenosti  pak  barvu  mlhy.  Pokud  je  barva  mlhy  totožná  s  barvou  pozadí,  dosáhne  se  vcelku 
realistického efektu, kdy se tělesa ztrácí v mlze nebo ve tmě. Barva mlhy a pozadí však může být  
odlišná, čehož lze využít pro tvorbu různých nerealistických efektů.
Princip tohoto efektu je poměrně jednoduchý. Pomocí příkazů z knihovny OpenGL zadáme 
základní  vlastnosti  mlhy,  což při  implementaci  představuje  výběr jedné ze tří  funkcí  a nastavení  
parametrů těchto funkcí. Při výpočtu barvy každého fragmentu se pak nejdříve získá jeho barva bez  
působení mlhy (tj.  použije se například texturování nebo osvětlení) a následně se tato byrva mísí  
s předem zadanou barvou mlhy. Poměr původní barvy fragmentu a barvy mlhy ve výsledné barvě je  
dán parametry funkce mlhy a vzdáleností fragmentu od pozorovatele. Tento princip je naznačen na 
obrázku.
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Obrázek 3.3: Princip efektu mlhy (převzato z [8])
Tento efekt lze použít v mnoha případech při zobrazování trojrozměrných scén. Vzhledem k tomu, že 
se mlha počítá pro každý potenciálně viditelný fragment, je možné tento výpočet zabudovat přímo do 
grafického  vykreslovacího  řetězce  a  provádět  s  hardwarovou  podporou.  Proto  je  zejména  na 
novějších grafických akcelerátorech tento efekt velmi dobře použitelný.
Použitím  tohoto  efektu  lze  tedy  paradoxně  zvýšit  rychlost  vykreslování  některých  scén. 
Můžeme totiž využít faktu, že vzdálená tělesa jsou díky mlze buď částečně, nebo úplně neviditelná.  
Proto tato tělesa nemusíme vykreslovat. Zejména ve scénách, kde se nachází velké množství složitých 
těles na velkém prostoru (typicky počítačové hry, kde jsou zobrazena auta, stromy apod.), může být 
díky odstranění těles z vykreslovacího procesu vykreslování až několikanásobně urychleno.
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4 Modelování scény pomocí OpenGL
Tato kapitola se zabývá knihovnou OpenGL a jejími nadstavbami GLU (OpenGL Utility Library) 
a GLUT (OpenGL Utility Toolkit). Kromě popisu samotné knihovny je zde vysvětlen princip použití 
display listů a osvětlení scény s využitím Phongova osvětlovacího modelu.
4.1 Historie OpenGL
OpenGL bylo  původně  vyvinuto  firmou  Silicon  Graphics,  Inc.  (SGI)  jako  víceúčelové  aplikační 
programové rozhraní. Od roku 1992 ho spravuje konsorcium označované jako ARB (Architecture 
Review Board), jehož členy jsou firmy jako např. ATI, Compaq, IBM, Intel či nVidia. Účelem ARB 
je zavést a udržovat OpenGL specifikaci, která určuje, jaké vlastnosti musí mít jednotlivé OpenGL 
distribuce [9].
OpenGL  bylo  původně  vytvořeno  pro  použití  na  velmi  výkonných  grafických  pracovních 
stanicích, takže až do poměrně nedávné doby dokazálo plně využít  hardware obsažený ve většině 
osobních  počítačů.  Vysoká  konkurence  však  způsobila  nárůst  výkonnosti  osobních  PC  a  vznik 
grafických karet, jejichž potenciál OpenGL nedokáže zcela využít. Výrobci těchto karet ale můžou 
poskytovat rozšíření OpenGL, které zpřístupní funkce, specifické pro daný hardware [9].
4.2 Grafická knihovna OpenGL
OpenGL  (Open  Graphics  Library)  je  knihovna  určená  k  ovládání  standardizovaného  grafického 
stroje, která slouží jako tzv. aplikační programové rozhraní, dále jen API (application programming 
interface), pro komunikaci s grafickým čipem počítače. Tato knihovna byla vytvořena s důrazem na 
to, aby byla použitelná na různých typech grafických akcelerátorů a na různých verzích unixových 
systémů, stejně jako na platformách Microsoft Windows. Jelikož je knihovna OpenGL nezávislá na 
operačním systému, neobsahuje žádné funkce pro práci s okny (vytváření, rušení, změnu velikosti),  
pro vytváření  grafického uživatelského rozhraní  ani  pro zpracování  událostí.  Pro tyto  funkce lze  
použít nadstavby OpenGL jako například GLUT.
Pro dosažení co největší nezávislosti na použité platformě zavadí knihovna OpenGL vlastní 
primitivní datové typy, například GLbyte, GLint nebo GLdouble.
Pomocí funkcí poskytovaných knihovnou OpenGL lze vykreslovat obrazce a tělesa složená 
ze základních geometrických prvků, které nazýváme grafická primitiva. Mezi tato primitiva patří bod, 
úsečka, trojúhelník, čtyřúhelník, polygon, bitmapa (jednobarevný rastrový obraz) a pixmapa (barevný 
rastrový obraz). Existují i funkce, které podporují proudové vykreslování některých primitiv – lze 
například vykreslit polyčáru (line loop), pruh trojúhelníků (triangle strip), pruh čtyřúhelníků (quad 
strip)  nebo  trs  trojúhelníků  (triangle  fan).  Na  vrcholy  tvořící  jednotlivá  grafická  primitiva  lze 
aplikovat různé transformace (otočení, změna měřítka, posun, perspektivní projekce), pomocí kterých 
lze poměrně jednoduše vytvořit animace. Vykreslovaná primitiva mohou být osvětlena nebo pokryta  
texturou. Kombinováním primitiv je pak možné modelovat složitější tělesa a celé scény [10].
11
Z programátorského  hlediska  se  OpenGL  chová  jako  stavový  automat.  To  znamená,  že 
během zadávání  příkazů  pro  vykreslování  lze  průběžně  měnit  vlastnosti  vykreslovaných primitiv 
(barva,  průhlednost)  nebo celé  scény (způsob vykreslení,  transformace)  a  toto  nastavení  zůstane 
zachováno až do té doby,  než ho explicitně změníme. Výhoda tohoto přístupu spočívá především 
v tom, že funkce pro vykreslování mají menší počet parametrů a že jedním příkazem lze globálně 
změnit způsob vykreslení celé scény. Vykreslení probíhá tak, že voláním funkcí OpenGL se vytvoří 
rastrový  obrázek  uložený  v  tzv.  framebufferu,  kde  jsou  každému  pixelu  přiřazeny atributy  jako 
například jeho barva.  Z framebufferu pak lze získat  pouze informaci  o barvě,  kterou je následně  
možné zobrazit na obrazovce - viz obrázek 4.1 [10].
Obrázek 4.1: OpenGL - princip vykreslování (převzato z [10])
Použití různých platforem a grafických akcelerátorů může způsobit, že výsledek dvou identických 
programů  se  bude  mírně  lišit.  Celkové  geometrické  a  barevné  podání  scény  by  však  mělo  být  
zachováno.
4.3 OpenGL buffery
Informace v této podkapitole pochází z [11].
Při běhu programu, využívajícího funkce knihovny OpenGL jsou používány různé buffery,  
jejichž účel je popsán v následujících podkapitolách.
Color buffers
V těchto  bufferech  je  uložena  barevná  informace  jednotlivých fragmentů.  Vykreslování  se  vždy 
provádí  do jednoho z těchto bufferů,  což znamená,  že alespoň jeden color buffer  musí  být  vždy 
vytvořen. Množství těchto bufferů a jejich funkce závisí na konkrétní implementaci OpenGL.
Akumulační buffer
Akumulační buffer (accumulation buffer) se od ostatních bufferů v OpenGL liší tím, že se do něho  
přímo nezapisuje. Používá se technika vykreslení do barvového bufferu s následným přenosem barev 
fragmentů  do  akumulačního  bufferu.  Tento  buffer  se  používá  pro  sloučení  více  scén  nebo  více 
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pohledů  na  jednu  scénu  do  výsledného  obrazu  a  také  pro  tvorbu  efektů  jako  např.  antialiasing. 
V současnosti  ale bohužel  akumulační  buffer  není  podporován některými  grafickými kartami,  což 
znamená, že v těchto případech jsou veškeré výpočty prováděny procesorem a dochází ke spomalení  
vykreslování.
Hloubkový buffer
Hloubkový buffer (depth buffer) poskytuje rychlý, hardwarově podporovaný způsob řazení objektů 
od  nejvzdálenějšího  po  nejbližší,  což  objektům zabraňuje  vzájemně  se  překreslovat  nežádoucím 
způsobem.  Hloubkový  buffer  používá  různá  porovnání  a  pravidla,  podle  kterých  jsou  objekty 
seřazeny a je zajištěno jejich zobrazení ve správném pořadí.
Stencil buffer
Stencil buffer se používá pro maskování vytvářených fragmentů, tj. k určení, které fragmenty se mají 
vykreslit a které se mají z vykreslovacího řetězce vyloučit. Tento buffer tedy umožňuje modifikovat,  
co a kde je na obrazovce vykresleno. Použití stencil bufferu spočívá především ve vytváření efektů 
jeko např. zrcadlení nebo stíny.
Frame buffer
Frame  buffer  obsahuje  výsledek  renderování  po  použití  všech  ostatních  bufferů.  Jeho  obsah  je 
většinou obrázek, který je nakonec vykreslen na obrazovku.
4.4 Knihovna GLU
Knihovna GLU (OpenGL Utility Library)  je nadstavbou knihovny OpenGL, poskytující  složitější 
funkce pro vytváření  programů než funkce OpenGL, která  obsahuje pouze základní  vykreslovací  
operace.  Knihovna  GLU  zahrnuje  funkce  rozšiřující  schopnosti  OpenGL  v  těchto  oblastech 
počítačové grafiky [12]:
• inicializační funkce,
• funkce pro zjištění chyb při běhu aplikace a jejich příčin,
• transformace  a  zpětná  (inverzní)  transformace  souřadnic  bodů  (vrcholů  ploch,  vertexů), 
vektorů světel a normálových vektorů,
• manipulace  s  rastrovými  obrázky  (bitmapami,  pixmapami)  pro  potřeby  texturování 
a zobrazování pixmap,
• vytváření a zobrazování kvadrik - koulí, válců, kuželů a disků,
• teselace - převod obecných polygonů na trojůhelníkovou síť,
• vytváření, editace a zobrazování NURBS (non-uniform rational basis spline) křivek.
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4.5 Knihovna GLUT
Knihovna  GLUT  (OpenGL  Utility  Toolkit)  byla  vytvořena  jako  doplněk  ke  grafické  knihovně 
OpenGL.  Knihovna  OpenGL  neobsahuje  žádné  funkce  pro  práci  s  okny,  vytváření  grafického 
uživatelského rozhraní  nebo pro  zpracování  událostí.  Tyto  systémově  závislé  funkce  musely  být 
naprogramovány pro každý operační systém (resp. jeho grafickou nadstavbu) zvlášť, což od vývojáře 
aplikace  vyžadovalo  podrobnou  znalost  funkcí  daného  operačního  systému,  grafické  nadstavby 
a správce oken [13].
Knihovna GLUT definuje a implementuje aplikační rozhraní pro tvorbu oken a jednoduchého 
grafického uživatelského rozhraní, přičemž je systémově nezávislá, tj. při práci s okny se na všech  
systémech používají vždy stejné funkce, které mají stejné parametry.
Knihovna GLUT podporuje následující funkce [14]:
• obsluha více oken současně,
• zpracování událostí pomocí tzv. callback funkcí,
• podpora složitých vstupních zařízení,
• časovače a popis chování v klidovém stavu (idle),
• tvorba jednoduchého menu,
• vykreslování bitmapového a vektorového písma,
• další funkce pro obsluhu oken.
4.6 Display listy
Tato podkapitola byla převzata z [15].
Display listy fungují podobně jako makra,  která obsahují  určité příkazy OpenGL a lze je 
kdykoliv jedním příkazem spustit. Výhodou display listů je zvýšená rychlost vykreslování, protože 
display  listy  jsou  většinou  uloženy  přímo  v  paměti  grafického  akcelerátoru.  Další  výhodou  je 
zjednodušení  kódu  pro  vykreslování  komplikovaných  scén.  Je  například  možné  3D  modely 
jednotlivých  těles  ukládat  do  samostatných  display  listů  a  složitou  scénu  potom vykreslit  pouze 
zavoláním těchto display listů s vhodně nastavenou transformační maticí.
Začátek záznamu do display listu se povolí příkazem void glNewList(), ukončení záznamu 
příkazem void glEndList().  V příkazu void glNewList(GLuint list,  GLenum mode) zadáváme dva 
parametry. První celočíselný parametr list představuje identifikátor vytvořeného display listu. Pomocí 
tohoto identifikátoru můžeme display list vyvolat. Druhý parametr mode určuje, zda se má display list 
pouze  vytvořit  (hodnota  GL_COMPILE),  nebo  vytvořit  a  přímo  provést  (hodnota 
GL_COMPILE_AND_EXECUTE).
Provedení  display  listu  (tj.  vyvolání  příkazů  uložených  v  daném display  listu)  zajistíme 
funkcí void glCallList(GLuint list), v jejímž parametru list je uložen identifikátor dříve vytvořeného 
display listu.
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4.7 Osvětlovací model OpenGL
Pro vyšší míru realističnosti zobrazení bývá v modelované scéně počítána intenzita osvětlení. Kromě 
objektů jsou v prostoru rozmístěny zdroje světla,  při zobrazení grafickým akcelerátorem v zásadě  
bodové.
Modelů osvětlení,  tj.  předpisů pro výpočet  míry osvětlení  ze zadaných informací  existuje 
vícero.  V  grafických  akcelerátorech  se  pro  výpočet  barvy  objektů  ve  scéně  používá  takzvaný 
Phongův  osvětlovací  model.  Tento  model  se  snaží  co  nejvíce  zjednodušit  fyzikální  a  optické 
vlastnosti reálného světla tak, aby výpočty osvětlení byly rychlé a aby se výsledný obrázek dostatečně  
blížil realitě. V Phongově osvětlovacím modelu se světlo, které na určitý objekt dopadá a následně se  
od něj odráží, rozkládá na tři světelné složky [16].
• Ambientní  složka  (ambient)  -  vyjadřuje  okolní  světlo,  které  není  přímo  vyzařováno  ze 
žádných světelných zdrojů. Toto světlo vzniká tak, že se světlo ze zdroje několikrát odrazí  
a není tedy patrný směr odkud přichází.
• Difúzní složka (diffuse) - vyjadřuje světlo, které na povrch objektu dopadá z konkrétního  
světelného zdroje a od povrchu objektu se odráží do všech směrů se stejnou intenzitou. Tato 
složka umožňuje zobrazení matných povrchů.
• Odlesky (specular) - vznikají ve chvíli, kdy na povrch tělesa dopadá paprsek ze zdroje světla  
a tento paprsek se od povrchu odráží podle zákona odrazu a lomu. Ve skutečnosti se paprsek 
nikdy neodrazí  ideálně,  vždy nastává určité  rozptýlení.  Phongův osvětlovací  model  tento 
fenomén modeluje tak, že se stanoví koeficient změny intenzity odraženého světla podle úhlu 
odklonu počítaného odraženého paprsku od paprsku ideálně odraženého. Vektory těchto dvou 
paprsků se vynásobí a výsledek se umocní zadaným koeficientem.
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5 Implementace
Teoretické základy, které byly dříve v této práci popsány, jsou použity při tvorbě aplikace modelující  
navrženou krajinu, v které je možno se pohybovat. Tato kapitola popisuje, jakých metod bylo použito 
pro implementaci této aplikace, aby byly realisticky zobrazeny všechny objekty a efekty vyskytující  
se v této scéně.
5.1 Práce s texturami
Pro  modelování  určitých  objektů  vyžadujeme  speciální  vzhled  textury,  která  je  na  ně  nanášena.  
Nahrávaní textur tedy obstarávají 4 funkce, přičemž každá z nich texturu uloží jiným způsobem.
Nahrání obrázku .raw jako textury
Za základní funkci pro práci s texturami můžeme považovat funkci GLuint LoadTextureRAW(const 
char * filename, int res), jejíž účelem je nahrát obrázek typu .raw se zadaným jménem jako texturu 
v RGB módu a s lineárním filtrem. Proměnná res určuje rozlišení textury, přičemž se předpokládá, že  
výška a šířka obrázku jsou stejné a je to číslo, které je mocninou čísla 2.
Požadovaný obrázek je otevřen pro čtení v binárním módu, aby z něho byla načtena data, 
sloužící k následnému vytvoření textury.
Načtení textury trávy
Textura pro vykreslení trsu trávy musí být v určitých místech průhledná, aby bylo možno rozeznat  
jednotlivá stébla trávy.  Obrázek načtený opět v binárním módu tedy musí být uložen jako RGBA 
textura  (tedy s  alfa  složkou vyjadřující  viditelnost  pixelů).  Pokud jsou jednotlivé  barevné složky 
pixelu stejné (barva je určitý odstín šedi) je viditelnost pixelu nulová, v ostatních případech je pixel  
naopak viditelný. Obrázek, ze kterého je textura tvořena pak obsahuje šedou barvu v místech, které 
nechceme zobrazovat, viz. obrázek 5.1.
Obrázek 5.1: Textura trávy
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Načtení textury cesty
Textura  zobrazující  cestu  je  také  vytvářena  v  RGBA módu,  protože  její  průhlednost  se  směrem 
k okraji zvětšuje. To nám umožní efekt postupně se vytrácející okolní trávy a přechod mezi cestou 
a trávou není skokový.
Obrázek 5.2: Vytvoření textury cesty z původního obrázku a její použití v aplikaci
Obrázek pro texturu je načten podobně jako v předchozích případech, ovšem před tím, než je textura  
vytvořena,  je viditelnost  pixelů v levé i  pravé části  upravena tak,  aby se ve výsledku viditelnost  
postupně vytrácela do ztracena.
Vytvoření procedurální textury kouře
Funkce GLuint LoadSmokeTexture(void) slouží k vytváření textur kouře. Každá z těchto textur je 
vytvářena ve třech krocích.
Pro  texturu  je  nejdříve  vytvořeno  trojrozměrné  pole  matrixImage[height][width][4],  kde 
height a width jsou výška a šířka obrázku v pixelech a každý pixel se skládá ze 4 složek (červená,  
zelená, modrá a průhlednost).  Alfa složka 250ti náhodně zvolených pixelů je pak nastavena na 1 
(nejsou tedy vůbec průhledné) a alfa složka ostatních pixelů je nulová, což znamená, že tyto pixely  
jsou ve výsledku zcela průhledné.
Následně je průhlednost všech pixelů v poli  matrixImage upravena tím způsobem,  že její  
nová hodnota je aritmetickým průměrem hodnot alfa složky okolních pixelů. Do okolí  bodu jsou 
zahrnuty  všechny  pixely  vzdálené  maximálně  5  pixelů  od  aktuálního  bodu.  Tímto  dosáhneme 
rozmazaní bodů, viz obrázek 5.3.
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Obrázek 5.3: Tvorba procedurální textury kouře
Posledním krokem při  vytváření  textury  je  průchod  pole  s  pixely  a  výpočet  jejich  průhlednosti 
stejným způsobem jako v předchozím kroku, pouze s tím rozdílem, že do okolí bodu jsou počítány 
pixely  vzdálené  maximálně  6  pixelů  od  aktuálního.  Tímto  krokem  je  dosaženo  dalšího  stupně 
rozmazaní a tím více realistického vzhledu.
5.2 Multitexturování
Tato podkapitola vychází z [9].
Multitexturování  umožňuje  mapování  více  než  jedné  textury  na  určitý  polygon.  Tato 
technologie je rozšířením OpenGL, takže není zaručena podpora ve všech jeho verzích.
Multitexturování je realizováno pomocí tzv. texturovacích jednotek. Každá z těchto jednotek 
reprezentuje jednu texturu a výstup každé z nich je posílán další jednotce, dokud nejsou zpracovány 
všechny textury, čímž vznikne výsledná multitextura.
Při  implementaci  multitexturování  musíme  nejdříve  zjistit,  jestli  je  podporováno.  To  lze 
provést  pomocí  funkce  glGetString() s  parametrem  GL_EXTENSIONS,  která  vrátí  seznam 
všech  rozšíření,  podporovaných  použitou  verzí  OpenGL.  Pokud  tento  seznam  obsahuje  řetězec 
GL_ARB_multitexture, je multitexturování podporováno.
Abychom  mohli  používat  funkce  z  některého  rozšíření  OpenGL  v  prostředí  Microsoft 
Windows,  musíme  nejdříve  získat  ukazatele  na  tyto  funkce  pomocí  wglGetProcAddress().  Pro 
multitexturování se používá těchto 6 funkcí:
• glMultitexCoordifARB (kde  i může  být  1  až  4)  -  tyto  funkce  slouží  k  nastavování 
souřadnic.
• glActiveTextureARB - slouží k aktivaci požadované texturovací jednotky.
• glClientActiveTextureARB -  aktivuje  texturovací  jednotky  při  práci  se 
souřadnicovým polem.
Abychom mohli tyto funkce dále používat, musíme je zpřístupnit např. tímto kódem:
PFNGLMULTITEXCOORD2FARBPROC     glMultiTexCoord2fARB     = NULL;
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PFNGLACTIVETEXTUREARBPROC       glActiveTextureARB       = NULL;
PFNGLCLIENTACTIVETEXTUREARBPROC glClientActiveTextureARB = NULL;
Aktivovat např. texturovací jednotku číslo 1 (GL_TEXTURE1_ARB) je pak možné takto: 
glActiveTextureARB(GL_TEXTURE1_ARB);




Povrch krajiny je  tvořen z  trojůhelníků,  definovaných v datových souborech.  Tyto  soubory mají 
následující formát:
NUMPOLLIES [počet trojůhelníků]
A1  B1  X1  Y1  Z1
A2  B2  X2  Y2  Z2
A3  B3  X3  Y3  Z3
Prvním záznamem v každém souboru je řádek s celkovým počtem trojúhelníků, které jsou v tomto  
souboru  definovány.  Každý trojúhelník  je  pak  tvořen  třemi  řádky,  které  odpovídájí  třem bodům 
tohoto  trojúhelníku.  Každý  z  těchto  bodů  má  definovány  souřadnice  X,  Y  a  Z  a  texturovací 
souřadnice A a B.
Při spuštění aplikace jsou data ze všech těchto souborů načtena do paměti v podobě datových 
struktur,  které  jsou pak využívány pro samotné zobrazení  povrchu krajiny při  běhu aplikace.  Při 
zobrazování  je  z  bodů  trojůhelníku  také  vypočtena  normála,  která  definuje,  jak  je  trojúhelník 
v prostoru orientován, což potřebujeme znát k výpočtu osvětlení.
5.4 Pohyb po krajině
Pohyb v krajině je realizován tak, že při stisku některé z kláves ovládajících pohyb jsou vypočítány 
nové souřadnice x a z,  na kterých se bude kamera nacházet.  V případě pohybu směrem dopředu 
získáme novou pozici tímto výpočtem:
radians = pi / 180 * rotace_kolem_y
nove_x -= (sin(radians) * rychlost_pohybu)
nove_z += (cos(radians) * rychlost_pohybu)
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Chceme-li se pohybovat dozadu, je výpočet stejný, pouze s opačnymi znaménky, což způsobí pohyb  
ve směru přesně opačném.
Ve 3D hrách je často používán tzv. úkrok, tedy pohyb do strany. Výpočet nových souřadnic  
při pohybu vpravo opět vychází z pohybu směrem dopředu, ovšem k úhlu rotace kolem osy y je nutné  
přičíst 90 stupňů.
radians = pi / 180 * (rotace_kolem_y + 90)
nove_x -= (sin(radians) * rychlost_pohybu)
nove_z += (cos(radians) * rychlost_pohybu)
Úkrok doleva je pohyb opačným směrem, takže stačí opět pouze změnit znaménka při výpočtu nové 
souřadnice  x  a  z,  nebo  můžeme  od  úhlu  rotace  kolem osy  y  odečíst  90  stupňů  místo  přičtení.  
Výsledek je v obou těchto případech stejný.
Pohyb ve scéně modeluje chůzi. Souřadnice na ose y, vyjadřující aktuální výšku, tedy musí 
být vypočítána podle výšky povrchu v místě, kde se nacházíme.
V první řadě je třeba zjistit, nad kterým trojúhelníkem, ze kterých je povrch krajiny vytvořen, 
se nacházíme. Všechny tyto trojúhelníky jsou při spuštění programu načteny do paměti v datových  
strukturách,  takže  při  pohybu  tyto  struktury  procházíme  a  hledáme  požadovaný  trojúhelník.  Při 
testování, jestli jsme právě nad určitým trojúhelníkem tedy známe souřadnice všech jeho bodů a také 
souřadnice x a z bodu, ve kterém se aktuálně nachází kamera a potřebujeme zjistit, jestli je tento bod 
uvnitř testovaného trojúhelníku. Výšku bodu nakonec vypočítáme pomocí barycentrických souřadnic.
Testování, zda se bod nachází uvnitř trojúhelníku
Tato podkapitola vychází z [17].
V  libovolném  trojúhelníku  ABC  může  být  kteroukoliv  jeho  stranou  definována  přímka 
rozdělující rovinu na dvě poloroviny, přičemž všechny body v trojúhelníku se nachází pouze v jedné 
z  těchto  polorovin.  Pokud  bod  leží  na  správné  straně  vzhledem  ke  všem  stranám  trojúhelníku 
současně, nachází se uvnitř testovaného trojúhelníku.
Obrázek 5.4: Rozdělení prostoru na poloroviny (převzato z [17])
Nyní tedy potřebujeme ověřit, jestli se bod nachází na správné straně pro všechny strany trojůhelníku.
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Obrázek 5.5: Rozdíl mezi body ležícími uvnitř a vně trojúhelníku (převzato z [17])
Pokud bod p' leží uvnitř trojúhelníku a bod p naopak mimo trojúhelník, tak vektorový součin (B - A) 
x (p - A) je vektor směřující ven z obrazovky, zatímco vektor (B - A) x (p' - A) směřuje opačným  
směrem. Třetí bod trojúhelníku (v tomto případě bod C) můžeme využít jako referenční bod, který 
vždy leží na správné straně, takže aby se bod p nacházel uvnitř trojúhelníku musí pro všchny strany 
platit, že vektorový součin (B - A) x (p - A) má stejný směr jako vektorový součin (B - A) x (C - A).
Výpočet výšky bodu v trojúhelníku
Výslednou výšku Py bodu P, u kterého známe jeho souřadnice x, z a který leží v trojúhelníku ABC 
vypočítáme pomocí barycentrických souřadnic λ1, λ2 a λ3 [18].
det=B z−C z Ax−C x C x−Bx  Az−C z                                                                         (5.1)
1=
B z−C zPx−C xC x−B xP z−C z
det
                                                                         (5.2)
2=
C z−A zPx−C x  Ax−C x P z−C z
det
                                                                         (5.3)
3=1−1−2                                                                                                                              (5.4)
P y=1⋅A y2⋅B y3⋅C y                                                                                                         (5.5)
K vypočítané výšce nakonec přičteme konstantu vyjadřující výšku kamery nad povrchem krajiny.
5.5 Zobrazení stromů
Stromy v krajině jsou tvořeny válcovými kvadrikami. Jednotlivé válce na sebe navazují a vytváří tak 
souvislé úseky větví stromu.
Funkce void displayBranch (int id, int parts, float length, float radius, int angle, bool low)  
slouží k zobrazení větve s požadovaným počtem částí (parts). Proměnné length a radius určují délku 
a poloměr válce tvořícího první část větve. Obě tyto proměnné se s každou další částí zmenšují, takže 
výsledná větev se směrem ke svému konci postupně zužuje.
Po zobrazení každé části větve je náhodně změněn úhel, kterým bude větev pokračovat, což 
způsobuje její výsledné zakřivení viz. obrázek 5.6.
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Obrázek 5.6: Vykreslování stromů pomocí rekurze
Aby strom byl tvořen více než jednou větví, je po zobrazení každého kvadriku, ze kterého je větev 
složena, dvakrát rekurzívně volána funkce displayBranch s počtem částí větve o jedna menším. Tím 
dochází po zobrazení každé části k rozvětvení do třech různých směrů viz obrázek 5.6.
Využití LOD při zobrazení stromů
Stromy jsou prvky krajiny, které jsou ve větším počtu velmi náročné na vykreslení a proto je vhodné,  
aby se nezobrazovaly vždy se všemi detaily. Při běhu programu je proto před zobrazením každého 
stromu vypočtena  jeho vzdálenost  od pozorovatele  a  pokud je  tato vzdálenost  větší  než aktuální 
hodnota  proměnné  lowLOD,  je  strom vykreslen  s  menšími  detaily.  Detaily  jsou  sníženy tak,  že 
válcové  kvadriky,  ze  kterých  je  strom vytvořen,  mají  pouze  3  stěny,  takže  dochází  ke  snížení 
celkového počtu vykreslovaných polygonů. Proměnnou lowLOD, určující vzdálenost, od které jsou 
stromy vykreslovány s menšími detaily, lze při běhu programu měnit stiskem klávesy L. 
5.6 Zobrazení ohně
Pro vytvoření efektu hořícího ohně je ve scéně využitý částicový systém.  Při spuštění aplikace je  
v tomto  systému  inicializováno  5000  částic,  přičemž  každá  z  nich  je  uložena  ve  formě  datové 
struktury fireParticles. U každé částice potřebujeme znát tyto údaje:
• aktuální pozice - určená prostorovými souřadnicemi x, y, z,




Pozice, směr pohybu i rychlost  stárnutí jsou u každé častice inicializovány náhodnými hodnotami 
v určitých intervalech, což způsobuje chaotický vzhled a pohyb výsledného plamene.
Obrázek 5.7: Zobrazení plamene ohně
Na životnosti závisí alfa kanál každé částice (určující její průhlednost), takže s klesající životností se  
částice  stává  stále  průhlednější,  až  nakonec  zmizí  úplně.  Po  zmizení  částice  dojde  k  jejímu  
"resetování" tj. jsou ji přiřazeny nové počáteční hodnoty jako při jejím vzniku. Díky tomu se nemůže 
stát, že by v určitém čase všechny částice, pomocí nichž je oheň vytvářen, zmizely a plamen ohně by  
již nebyl zobrazován.
5.7 Zobrazení kouře
Efekt  kouře nad ohněm je vytvořen pomocí  dalšího částicového systému.  Jednotlivé  částice jsou 
tvořeny čtverci, které se pohybují směrem vzhůru a je na ně nanesena procedurální textura modelující  
kouř. U každé z těchto částic tedy potřebujeme znát její aktuální výšku, velikost (roste se zvětšující se  
výškou)  a  pořadové  číslo  textury,  která  je  na  ni  nanesena.  Pro  kouř  je  při  spuštění  programu  
vygenerováno 5 různých textur, které se pak na částicích postupně střídají, aby jednotlivé úseky kouře 
nebyly stále stejné.
Obrázek 5.8: Kouř nad ohněm
Před vykreslením kouře je vždy pomocí funkce arkus tangens vypočítán úhel, o který bude otočen, 
aby byla přední strana částic vždy natočena směrem k pozorovateli. Díky tomu vypadá kouř ze všech 
míst ve scéně stejně.
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6 Testování a výsledky
V této kapitole je popsáno, jakým způsobem byla vytvořená aplikace testována a jakých výsledků 
bylo dosaženo.
6.1 Forma testování




• realističnost plamene ohně,
• realističnost kouře nad ohněm,
• realističnost stromů,
• celkový vzhled krajiny.
Kromě toho dotazníky umožňovaly vyjádření poznámek a připomínek k programu. Získané odpovědi 
jsou vyhodnoceny v následujících podkapitolách.
6.2 Ovládání
Intuitivnost  ovládání  byla  bodově hodnocena na stupnici  1  až  5 (1 -  špatné ovládání,  5 -  dobré,  
intuitivní ovládání). V následujícím grafu je pro každý z těchto stupňů znázorněn počet lidí, kteří  
hodnotili ovládání aplikace odpovídajícím počtem bodů.
Graf 6.1: Hodnocení ovládání
Hodnocení ovládání je poměrně  individuální, protože každému může vyhovovat jiný způsob. Z grafu 
6.1  je  patrné,  že  většina  lidí  ovládání  hodnotila  jako  dostatečně  intuitivní.  Ke  způsobu ovládání 
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programu se několik lidí vyjádřilo v sekci dotazníku určené pro poznámky k aplikaci. Dva uživatelé 
navrhovali invertovat směr, kterým se otáčí pohled při pohybu myší, což by odpovídalo "uchopení" 
krajiny stiskem tlačítka myši a tažení do libovolného směru. Další dva lidé považovali za zbytečné, že  
pro změnu úhlu pohledu je nutné při pohybu s myší držet stisknuté její levé tlačítko.
Z uvedených připomínek vyplývá, že kombinace pohybu myší se stiskem tlačítka zřejmě není 
ideální a v některých případech může být matoucí. Lepší způsob ovládání úhlu pohledu by byl pouze  
pohybem myši (bez nutnosti držení stisknutého levého tlačítka).
6.3 Plynulost aplikace
Plynulost běhu programu byla opět hodnocena body v rozmezí 1 až 5 (1 - trhaný, 5 - plynulý).
Graf 6.2: Hodnocení plynulosti aplikace
Většina uživatelů hodnotila plynulost třemi body, tedy jako poměrně uspokojivou, ale ne ideální. Tři  
lidé nezaznamenali  žádné problémy v chodu programu,  zatímco uživatelé s méně výkonnými PC 
s plynulostí spokojení nebyli.
Při  vytváření  programu  je  třeba  najít  vhodný  kompromis  mezi  rychlostí  vykreslování 
a množstvím zobrazených detailů. Z dotazníku vyplývá, že pokud očekáváme použití programu na 
méně výkonných PC, bylo by vhodné zvýšit rychlost aplikace na úkor snížení detailů.
6.4 Realističnost plamene ohně
Další hodnocenou vlastností aplikace bylo, jak realistické je zobrazení plamene ohně. Realističnost 
mohli uživatelé ohodnotit 1 až 5ti body, přičemž 1 bod značí nerealistické zobrazení a 5 bodů velmi 
realistické zobrazení.
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Graf 6.3: Hodnocení vzhledu plamene ohně
Z grafu 6.3 je vidět, že hodnocení vzhledu je poměrně individuální záležitostí, nicméně nejvíce lidí 
hodnotilo plamen ohně čtyřmi body, tedy jako hodně realisticky zobrazený.
Ještě lepšího efektu plamene ohně by mohlo být dosaženo zvětšním počtu částic, kterými je 
plamen tvořen. To by však způsobilo snížení rychlosti vykreslování.
6.5 Realističnost kouře nad ohněm
Kouř byl stejně jako plamen ohně hodnocen 1 až 5ti body (1 - nerealistické, 5 - realistické zobrazení).
Graf 6.4: Hodnocení vzhledu kouře nad ohněm
Z  grafu  6.4  je  zřejmé,  že  většina  uživatelů  považovala  zobrazení  kouře  nad  ohněm  za  velmi  
realistické. Procedurální textury byly tedy vhodně zvolenou technologií k tomuto účelu.
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Realističnost  stromů byla  hodnocena stejně jako v předchozích případech  (1  -  nerealistické,  5  -  
realistické zobrazení).
Graf 6.5: Hodnocení vzhledu stromů
Podle  grafu  6.5  bylo  zobrazení  stromů  v  krajině  hodnoceno  většinou  uživatelů  jako  poměrně 
realistické.
6.7 Celkový vzhled krajiny
Poslední hodnocenou vlastností aplikace byl celkový vzhled a realističnost modelované krajiny. Také 
v tomto případě bylo možno hodnotit 1 - 5ti body  (1 - nerealistické, 5 - realistické zobrazení).
Graf 6.6: Hodnocení celkového vzhledu krajiny
Z grafu 6.6 je vidět, že většina uživatelů byla s celkovým vzhledem spokojená a hodnotila ho čtyřmi  
body, tedy jako poměrně hodně realisticky zobrazenou krajinu.
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V této práci byly popsány technologie využívané při tvorbě grafických aplikací pomocí knihovny 
OpenGL.  Jejich  použití  v  praxi  pak  bylo  předvedeno  na  implementaci  aplikace,  modelující 
interaktivní procházku krajinou.
Při vytváření této práce jsem se seznámil s funkcemi knihovny OpenGL a jejích nadstaveb 
GLU a GLUT, především pak s těmi, které lze využít při trojrozměrném modelování krajiny. Zřejmě 
nejzajímavějšími efekty,  které bylo potřeba v krajině zobrazit, byly efekty hořícího ohně a kouře.  
Plamen ohně je tvořen částicovým systémem,  obsahujícím 5000 částic,  přičemž každá z nich má  
určité  vlastnosti  ovlivňující  výsledný  vzhled  ohně.  Kouř  nad  ohněm  je  pak  modelován  pomocí 
procedurálních textur.
Jedním z největších  problémů,  se  kterým jsem se  při  implementaci  setkal,  bylo  zajištění 
sledování  výšky  povrchu  při  pohybu.  Způsob,  jakým  bylo  nejdříve  zjištěno,  nad  kterým 
trojúhelníkem se nacházíme a následně vypočítána výška požadovaného bodu v tomto trojúhelníku je 
popsán v podkapitole 5.4.
Vzniklý program byl v souladu se zadáním testován skupinou 11ti dobrovolníků, kteří byli  
požádáni  o  vyplnění  dotazníku,  hodnotícího  různé  vlastnosti  aplikace.  Ze  získaných  odpovědí 
vyplynulo, že většina uživatelů hodnotí modelovanou krajinu jako poměrně realisticky zobrazenou, 
přičemž  nejzdařilejší  je  efekt  kouře nad ohněm,  který 7 lidí  ohodnotilo  nejvyšším počtem bodů. 
Ovládání aplikace bylo podle reakce uživatelů také poměrně vydařené i přes to, že každému může 
vyhovovat jiný způsob ovládání.
V budoucnosti by bylo možné aplikaci zdokonalit několika způsoby.  Na základě výsledků 
testování by mohlo být upraveno ovládání aplikace, případně přidána možnost  nastavení ovládání 
(např.  možnost  invertovat  směr  pohybu  při  změně  úhlu  pohledu).  Dále  by  bylo  zřejmě  vhodné 
implementovat možnost nastavení zobrazovaných detailů, aby byl běh aplikace bezproblémový i na 
starších počítačích.  Samotná krajina by pak mohla  být  zdokonalena použitím dalších technologií, 
např. vykreslením stínů objektů pomocí stencil bufferu, či detekcí kolizí, aby nebylo možné procházet 
objekty jako jsou stromy nebo lavice.
28
Literatura
[1] Herout,  A.:  Počítačová  grafika  PGR.  Studijní  opora.  VUT v  Brně,  Fakulta  informačních  
technologi. 2008.
[2] Počítačová grafika. [online]. [cit. 7.5.2011].
Dostupné na URL: <http://cs.wikipedia.org/wiki/Počítačová_grafika>
[3] Grafická knihovna OpenGL (22): texturování. [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.root.cz/clanky/opengl-22-texturovani>
[4] Ebert, D., S., Musgrave, F., K., Peachey, D., Perlin, K., Worley, S.: Texturing & Modeling:  
A Procedural Approach. USA: Elsevier Science, 2003, ISBN 1-55860-848-6
[5] Jak vyzrát na efekty 2.díl - Částicové systémy. [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.builder.cz/art/cpp/efekt2castice.html>
[6] Bárta,  J.:  Částicové  systémy.  Semestrální  práce.  Západočeská  univerzita  v  Plzni,  Fakulta  
aplikovaných věd, Katedra informatiky a výpočetní techniky. 2005.
[7] Markuzziová, H.: Level of Detail modely terénů. Bakalářská práce. Západočeská univerzita  
v Plzni, Fakulta aplikovaných věd, Katedra informatiky a výpočetní techniky. 2006.
[8] Grafická knihovna OpenGL (17): přidání "mlhy". [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.root.cz/clanky/opengl-17-pridani-mlhy>
[9] Hawkins, K., Astle, D.: OpenGL Game Programming. USA: Prima Publishing, 2001, 
ISBN 0-7615-3330-3
[10] Grafická knihovna OpenGL (1). [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.root.cz/clanky/graficka-knihovna-opengl-1>
[11] Seddon, C.: OpenGL Game Development. USA: Wordware Publishing, Inc., 2005,
ISBN 1-55622-989-5
[12] OpenGL a nadstavbová knihovna GLU. [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.root.cz/clanky/opengl-a-nadstavbova-knihovna-glu>
[13] GLUT (1). [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.root.cz/clanky/glut-1>
[14] GLUT - The OpenGL Utility Toolkit. [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.opengl.org/resources/libraries/glut>
[15] Grafická knihovna OpenGL (8): Display-listy. [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.root.cz/clanky/opengl-8-display-listy>
[16] Buss,  S.,  R.:  3-D Computer  Graphics:  A Mathematical  Introduction with OpenGL.  USA:  
Cambridge University Press, 2003, ISBN 0-521-82103-7
[17] Point in triangle test. [online]. [cit. 7.5.2011].
Dostupné na URL: <http://www.blackpawn.com/texts/pointinpoly/default.html>




Příloha A - Obsah DVD
Přiložené DVD osahuje:
• písemnou zprávu ve formátu pdf a její zdrojový tvar ve formátu odt (adresář /texty/),
• uživatelskou příručku (adresář /texty/),
• zdrojové kódy a spustitelný soubor krajina.exe (adresář /program/),
• soubory potřebné pro běh aplikace (adresář /program/data/),
• plakát ve formátu jpg (adresář /plakát/).
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