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Tato diplomová práce se zabývá návrhem a implementací pokročilého robota na procházení webu. 
Tento robot je uživatelsky konfigurovatelný a slouží k pohybu po webových stránkách dle 
specifikovaných parametrů. Umí získávat a vyhodnocovat obsah, který je na nich umístěný. Jeho 
konfigurace probíhá pomocí vytváření projektů, které se skládají z různých typů kroků. Uživatel si 
tak může vytvořit jednoduché akce jako například stažení stránky, odeslání formuláře apod. , nebo 







This Master’s thesis describes design and implementation of advanced web crawler. This crawler can 
be configured by user and is designed for web browsing according to specified parameters. Can 
acquire and evaluate content of web pages. Its configuration is performed by creating projects which 
are consisting of different types of steps. User can create simple action like downloading page, form 
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Při práci s internetovými stránkami existuje spousta činností, které lze nějakým způsobem 
automatizovat, optimalizovat a zrychlovat. Rovněž, pokud je potřeba v určitém okamžiku zobrazit 
nějakou stránku, nemusí být vždy přístup k zařízení, které je na internet připojeno. Z tohoto důvodu 
se vyvíjí různé programy a automatizované skripty, které tuto činnost provádějí. 
Cílem této práce je návrh a implementace robota, který umožní dle zadaných parametrů 
provádět různé operace se stránkami a daty, které jsou na nich obsaženy. Jako příklad lze uvést 
periodické načítání a ukládání stránky v požadovaném čase nebo odeslání registračního formuláře. 
Takovýchto akcí může být větší množství a mohou se skládat z různých operací, které mohou být 
různě kombinovány. Sled těchto kroků tvoří v aplikaci projekt. Ten si uživatel definuje z předem 
připravených typů kroků, které mají různé možnosti nastavení. 
Využití této aplikace je v několika oblastech. Jednak se může jednat o testování webových 
stránek přímo jejich vývojáři například tak, že je specifikována sekvence stránek, které má robot 
projít a informace, které má nalézt. Po vyhodnocení výstupu projektu pak lze zjistit, zda jsou 
informace na nich kompletní, nezměněné apod. Další využití může být například přihlašování na 
události v informačním systému, odesílání diskusních příspěvků apod. 
Detailní specifikací projektů a jejich možnostmi se zabývá kapitola 2. V kapitole 3 je pak 
proveden samotný návrh jejich tvorby, včetně návrhu funkčnosti samotné aplikace. 
Vzhledem k tomu, že výstupem práce je i funkční program, musel být zvolen vhodný způsob 
vývoje tak, aby byla aplikace dokončena včas a byly implementovány všechny požadavky, které na ni 
byly kladeny. Pro vývoj byla proto zvolena iterační a inkrementální metoda. Jejím přiblížením a 
nastíněním způsobu použití se zabývá kapitola 4. 
Samotnou implementací se zabývá kapitola 5. Jsou v ní rozebrány jednotlivé postupy při vývoji 
programu a problémy, které bylo třeba řešit. Vzhledem k tomu, že pro aplikaci bylo použito několik 
pokročilých frameworků a knihoven, je v ní rovněž uvedeno, jakým způsobem byly vybrány a jak 
jsou použity. 
V závěru práce je pak navrhnuto a aplikováno několik testů, které ověřují samotnou 
funkcionalitu robota. Rovněž je zde popsáno několik možných vylepšení, ke kterým by mohlo dojít a 
směr, jakým by se mohl ubírat další vývoj. 
Práce navazuje na semestrální projekt, ve kterém proběhl především návrh tohoto robota (viz 
kapitola 2) a částečné rozpracování, především v oblasti knihoven a frameworků (viz kapitola 5). 
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2 Analýza požadavků 
Jako první bod celé práce je třeba specifikovat všechny požadavky, které by měl robot splňovat. To je 
především z toho důvodu, že jeho funkčnost může zasahovat do mnoha oblastí, a proto je třeba zvolit 
ty nejdůležitější z nich. 
Požadavky jsou rozděleny do dvou kategorií, okomentovány a ohodnoceny dle náročnosti a 
priority jejich splnění. V obou případech je hodnocení prováděno systémem 1-5, kde 1 značí nejmenší 
prioritu resp. minimální náročnost a 5 značí vysokou prioritu resp. náročnost. U každého je pak 
uvedena i skutečná náročnost, aby bylo vidět, jak přesný byl odhad před samotnou implementací. 
 
2.1 Hlavní cíle aplikace 
Vytváření projektů a plánovač 
Aplikace by měla umožňovat pokročilou správu projektů a jejich plánování. To znamená, že 
uživatel může vytvářet, editovat a mazat projekty. Rovněž může nastavovat přesný čas jejich spuštění 
a periodické opakování. Důležitou vlastností je, aby tyto informace byly zobrazeny již ve výpisu 
projektů. Projekty se pak skládají z různých typů kroků, které jsou popsány dále. 
Priorita: 5, Odhadovaná náročnost: 4, Skutečná náročnost: 4 
 
Přehledný průvodce vytváření nového projektu 
Tento požadavek je velmi důležitý. Jedná se především o to, že aplikace bude v rámci projektu 
umožňovat specifikovat mnoho kroků. Je tedy podstatné, aby uživatel měl vždy přehled o aktuálním 
stavu a možnostech. 
Priorita: 5, Odhadovaná náročnost: 5, Skutečná náročnost: 5 
Poznámka: Tento bod byl odhadnut jako nejtěžší část celé aplikace a skutečně tomu tak bylo. 
Zejména šlo o to, že bylo nutné nějakým přehledným způsobem vyřešit zadávání kroků tak, aby to 
pro uživatele bylo co nejsnazší. Nabízelo se zde použití nějakého „klasického“ průvodce, nicméně ten 
nakonec nebyl uznán jako vhodný a byl použit jiný způsob. Více o této problematice je v kapitole 5. 
 
Kombinace akcí 
Akce resp. kroky by mělo být možné kombinovat a různě nastavovat. Rovněž pak také vytvářet 
jejich různé sekvence. To znamená, že projekt se bude sestavovat pomocí kombinace různých typů 
kroků. 
Priorita: 5, Odhadovaná náročnost: 4, Skutečná náročnost: 4 
Poznámka: V tomto bodě bylo třeba vyřešit možnost předávání dat mezi jednotlivými kroky. Tedy to, 
zda má být načtena nová URL nebo zda budou použita HTML data z předchozího kroku. 
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Informace o průběhu projektu 
Vzhledem k tomu, že délka provádění projektu může být prakticky neomezená, je důležité, aby 
byl v aplikaci dostupný log událostí, které v průběhu nastaly. Tím bude uživateli umožněno 
identifikovat prováděné kroky a jejich výsledky. Pokud dojde k nějaké chybě, rovněž to umožní její 
snazší odhalení. 
Priorita: 5, Odhadovaná náročnost: 2, Skutečná náročnost: 2 
 
Víceuživatelský systém 
Aplikace by měla umožňovat přístup a správu více uživatelů. Zejména se jedná o to, aby 
v systému byla i role administrátora, který spravuje jednotlivé uživatele. Předpokládá se, že vytváření 
projektů bude provádět především role uživatele. 
Priorita: 5, Odhadovaná náročnost: 2, Skutečná náročnost: 2 
 
HTTP autentizace 
Tento způsob autentizace uživatele na webových stránkách není v současnosti již tak 
používaný. Nahradilo ho především přihlašování pomocí klasických formulářů. Nicméně na 
některých stránkách je stále používán, proto by ho aplikace měla podporovat. 
Priorita: 5, Odhadovaná náročnost: 4, Skutečná náročnost: 3 
Poznámka: Díky použití knihovny HttpClient nebylo nakonec splnění tohoto bodu náročné dle 
odhadu. Více o této knihovně je uvedeno v kapitole 5. 
 
Nastavení HTTP hlavičky 
 V rámci projektu by mělo být možné nastavit hlavičku user-agent. To zejména proto, že 
některé webové servery na jejím základě vrací různý obsah, především kvůli mobilním prohlížečům 
apod. 
Priorita: 4, Odhadovaná náročnost: 3, Skutečná náročnost: 2 
 
Cookies 
Vzhledem k tomu, že robot bude umět procházet a odesílat formuláře je vhodné, aby byl 
schopen udržovat si cookies zaslané ze serveru. To může být užitečné především pro stránky, kde je 
pomocí nich uskutečněno přihlašování a udržuje se tak kontext. 
Priorita: 4, Odhadovaná náročnost: 5, Skutečná náročnost: 2 
Poznámka: Tento bod byl zřejmě nejvíce přeceněn. Vzhledem k použití HttpClienta, který dokonale 





Odeslání výsledku projektu emailem 
Při dokončení projektu by aplikace odeslala email s výsledkem na zadanou adresu. 
Priorita: 2, Odhadovaná náročnost: 3, Skutečná náročnost: - 
Poznámka: Tento bod není ve výsledné aplikaci realizován především proto, že jeho skutečná 
náročnost by byla velmi vysoká. Nicméně lze ho zařadit do dalších možných rozšíření (kapitola 7). 
 
2.2 Seznam požadavků 
Vyplnění a odeslání formuláře 
Při práci se stránkou, která obsahuje formuláře, by měl uživatel mít možnost specifikovat, který 
formulář a s jakými daty bude odeslán. Rovněž by měl mít možnost do formuláře doplnit další 
hodnoty nebo některé odebrat. 
Priorita: 5, Odhadovaná náročnost: 5, Skutečná náročnost: 4 
Poznámka: Zde bylo nutné zvolit nějaký vhodný způsob jak zobecnit zobrazování formulářů v okně 
aplikace. Nakonec byl vybrán nejjednodušší a nejpřehlednější způsob – zobrazení ve dvou sloupcích, 
ve stylu proměnná – hodnota. 
 
Procházení URL 
Tento požadavek se zaměřuje především na to, aby bylo umožněno procházení URL stylem 
klikajícího uživatele. Tedy aby bylo simulováno klasické „proklikávání“ stránek specifikovaných 
sekvencí URL a následně možnost jejich uložení apod. 
Priorita: 5, Odhadovaná náročnost: 4, Skutečná náročnost: 3 
 
Rekurzivní uložení URL 
V tomto případě je aplikaci předáno pouze počáteční URL (semínko). Z něj, na základě dalších 
nalezených URL, bude prováděno rekurzivní stažení. Rekurzívnost bude omezena hloubkou zanoření. 
Rovněž by mělo být možné regulárním výrazem specifikovat, jaké URL mají být procházeny a jaké 
mají obsahovat informace. 
Priorita: 5, Odhadovaná náročnost: 3, Skutečná náročnost: 3 
Poznámka: Při ukládání souborů na disk je třeba zvolit vhodné a hlavně validní jméno pro souborový 
systém. Proto je tvořeno upravenou URL a aktuálním časovým razítkem. Více o této problematice 






Detekce informace ve stránce 
Při stažení jakékoliv stránky by měl robot být schopen detekovat v ní určitý druh informace. Na 
jejím základě by měla být provedena další akce. Vyhledávání informace by mělo být umožněno jak 
přímým porovnáváním textu tak pomocí regulárních výrazů a to v celém HTML dokumentu, tedy ne 
pouze ve viditelné části (např. to co zobrazuje klasický prohlížeč). 
Priorita: 5, Odhadovaná náročnost: 3, Skutečná náročnost: 3 
 
Provedení akce na základě vyhledávání informace 
Při vyhledávání informace ve stránce by mělo být možné specifikovat akci, která bude 
provedena na základě jejího výsledku (nalezení resp. nenalezení). Jedná se především o odeslání 
určitého formuláře, znovunačtení stránky, přechod na další stránku, spuštění jiného projektu apod. Je 
možné, že kombinace některých akcí nebude možné použít resp. nebude dávat smysl, nicméně 
aplikace by měla uživateli ponechávat co největší volnost. 
Priorita: 5, Odhadovaná náročnost: 4, Skutečná náročnost: 4 
Poznámka: Aplikace je postavena tak, že uživatel má možnost navolit si z šesti typů kroku, kde každý 
má své specifické parametry a data z něj lze předat kroku dalšímu. Je tak ponechána velká volnost ve 
tvorbě projektu. 
 
Současná detekce více informací ve stránce 
Při vyhledávání informací na stránce by mělo být umožněno jejich skládání pomocí logických 
spojek AND a OR. 
Priorita: 4, Odhadovaná náročnost: 4, Skutečná náročnost: 2 
Poznámka: Tento požadavek není v aplikaci přímo realizován, nicméně díky možnosti skládání kroků 
a schopnosti předávání dat mezi nimi, ho lze velmi snadno simulovat. 
 
2.3 Shrnutí 
Jak je vidět z předchozích požadavků robot bude pracovat s projekty, které budou sestavovány 
z různých kroků. Těch bude několik typů a budou různě kombinovány. Díky podpoře cookies si bude 
moci udržovat kontext na stránkách a bude tak moci pracovat i tam, kde je vyžadováno přihlášení. 
Díky podpoře více uživatelů si každý bude pracovat ve svém pracovním prostoru a nebude 
zasahovat ostatním do jejich projektů. Jediný kdo bude mít možnost pracovat se všemi projekty je 
administrátor, který rovněž může vytvářet uživatele. Nicméně předpokládá se, že i on si vytvoří 
uživatelský účet a s projekty bude pracovat pod ním. 
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3 Návrh tvorby aplikace 
Z požadavků vyplývá, že aplikaci lze rozdělit na několik částí. První z nich je samotné grafické 
rozhraní a logika, která se stará o přihlašování uživatelů, jejich administraci, zobrazování informací o 
projektech apod. 
Druhou a zřejmě nejnáročnější částí je vytváření a editace samotného projektu, který bude 
spouštěn. Je to opět část, která potřebuje vytvořit intuitivní grafické rozhraní, především díky 
požadavku „Přehledný průvodce vytváření nového projektu“ z kapitoly 2.1. Rovněž je zde třeba 
vyřešit kompletní ukládání dat o projektech. 
Předposledním logickým celkem je stahování a parsování HTML stránek. To bude částečně 
využito i při vytváření nového projektu, protože formuláře by měly být načítány on-line a 
zobrazovány přímo v okně aplikace, aby je uživatel nemusel ručně přepisovat. 
Poslední částí je pak samotné vykonávání projektu. V tom by mělo být v nekonečné smyčce 
ověřováno, zda je připraven nějaký projekt ke spuštění a pokud ano, tak ho vykonat. 
V této kapitole jsou nejprve rozebrány možnosti projektu a případy užití. Dále je pak 
znázorněno blokové schéma aplikace a navrhnuto databázové schéma. V poslední podkapitole je pak 
vytvořen grafických návrh některých oken aplikace. 
 
3.1 Možnosti projektu 
Z požadavků lze usoudit, že aplikace by měla disponovat několika základními typy úkonů, které 
mohou být různě kombinovány v rámci projektu. Každý z nich má pak své specifické parametry, 
kterými může být podmíněn a akce, které na základě jeho výsledku mohou být provedeny. 
Základním typem úkonu tedy je stažení stránky nebo formuláře a uložení stránky. Akce, které 
pak mohou být provedeny jsou – přejití na další URL, odeslání formuláře, vyhledání informace, 
přerušení vykonávání projektu na nějaký čas a spuštění jiného projektu. Z analýzy plyne, že pro 
některou činnost aplikace potřebuje zadání URL a pro některou naopak ne. Tvorba projektu je v co 
nejvyšší míře zjednodušena tak, aby uživatel měl velkou volnost při jeho vytváření. Postup je 
znázorněn na obrázku 3.1. Jsou na něm uvedeny pouze stavy směrem k úspěšnému vytvoření. Každý 
z nich ve skutečnosti představuje jedno okno v aplikaci, to znamená, že ho lze kdykoliv zavřít a tím 





Obrázek 3.1: Vytvoření nového projektu 
 
Jak je vidět, vytvoření nového projektu začíná zadáním detailních informací. Některé z nich 
jsou povinné, jako například datum a čas spuštění nebo název. Jiné jsou buď informačního charakteru 
například poznámka anebo specificky konfigurují projekt například HTTP autentizace. Po jejich 
úspěšném zadání lze začít přidávat nové kroky do projektu. To se děje ve dvou, na sebe navazujících, 
stavech. V prvním je nutné vybrat správný typ, případně zadat URL a ve druhém pak dochází 
k detailní specifikaci zvoleného kroku. Pokud je vše správně vyplněno, dojde k uložení a je možné 
pokračovat vytvářením kroků dalších. V následující podkapitole jsou všechny možnosti jednotlivých 
kroků rozebrány. 
 
3.1.1 Volby kroků projektu 
Jednotlivé kroky projektu byly navrženy tak, aby měl uživatel velkou volnost při jejich sestavování. 
V tabulce 3.1 jsou všechny sepsány spolu s jejich možnými parametry. 
 
 
Typ kroku Parametry 
Načtení stránky - Vyhledání informace pomocí regulárního výrazu nebo 
pomocí přímého porovnání textu 
- Volba kroku, kterým se má pokračovat na základě 
vyhledání, rovněž možnost ukončit projekt 
Načtení formuláře - Položky formuláře 
- Lze přidat libovolný parametr (pouze v režimu editace) 
Uložení stránek - Adresář pro uložení stránek 
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- Rekurzivní uložení 
- Regulární výraz, který má URL splňovat 
- Regulární výraz, který má být vyhledán na stránce, aby 
byla uložena 
Přerušení - Počet sekund 
Spuštění jiného projektu - Výběr projektu pro spuštění 
Nalezení URL pro další krok - Regulární výraz, který má URL nebo popisek, kterým je 
reprezentována, splňovat 
 
Tabulka 3.1: Kroky projektu 
 
Je vidět, že většina kroků podporuje vyhledávání pomocí regulárních výrazů. Je to z toho důvodu, že 
se jedná o mocný nástroj, kterým lze definovat hodně věcí a není třeba vymýšlet nějaké složitější 
postupy. V Javě, ve které je aplikace implementována (viz kapitola 5), je jejich podpora na velmi 
dobré úrovni a jsou podporovány všechny základní i pokročilejší techniky. [1] 
Kroky projektu byly voleny tak, aby bylo možné provést většinu základních úkonů, které jsou 
na webových stránkách třeba zcela automaticky pomocí robota. Lze je použít například k přihlášení 
na projekt, vyhledávání informací apod. 
 
3.2 Případy užití 
3.2.1 Diagram případů užití 
V aplikaci budou figurovat dvě role – administrátor a uživatel. Jak je vidět na obrázku 3.2 dále, obě 
role mají stejná oprávnění s tím, že administrátor spravuje uživatele a jejich projekty. Diagram je pro 
přehlednost zjednodušen, především „Správa všech projektů“ značí všechny čtecí a zápisové operace. 
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Obrázek 3.2: Diagram případů užití 
 
3.2.2 Specifikace případu užití 
Pro větší názornost je uveden i jeden případ užití aplikace. V tabulce 3.2 je vytvoření nového 
projektu, ve kterém je vyhledán dotaz „VUT FIT“ ve vyhledávači Seznam.cz a stránka s výsledkem je 
uložena na pevný disk. 
 
Případ užití „Vytvoření projektu“ 
Případ užití: Vytvoření projektu 
ID: 1 
Vytvořeno: Jaroslav Činčera 
Popis: Uživatel vytvoří nový projekt, který je následně spuštěn 
Primární aktéři: Uživatel 
Sekundární aktéři: - 
Předpoklady: 1. Uživatel je přihlášen do aplikace 
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2. Je spuštěno vlákno pro vykonání projektů 
Následné podmínky: Projekt pro daného uživatele je uložen v databázi a vykonán 
Akce pro spuštění: Uživatel zvolí z hlavního menu položku Projekt – Vytvořit nový 
Hlavní tok: 1. Aplikace zobrazí okno pro nový projekt 
2. Uživatel vyplní název projektu, datum a čas spuštění, rovněž zvolí 
     projekt jako aktivní 
3. Uživatel klikne na tlačítko „Uložit“ 
4. Aplikace uloží projekt 
5. Uživatel klikne na tlačítko „Přidat krok“ 
   5.1. Aplikace zobrazí okno s výběrem typu kroku a vstupem pro URL 
   5.2. Uživatel zadá URL „search.seznam.cz“, zvolí typ projektu jako 
          „Načtení formuláře“ a klikne na tlačítko „Pokračovat“ 
   5.3. Aplikace načte vyhledávací formulář a zobrazí ho uživateli 
   5.4. Uživatel vyplní vstup označený jako „q“ hodnotou VUT FIT 
           a klikne na tlačítko „Dokončit“ 
   5.5. Aplikace uloží krok a zobrazí ho v přehledu aktuálního projektu 
6. Uživatel klikne na tlačítko „Přidat krok“ 
   6.1. Aplikace zobrazí okno s výběrem typu kroku a vstupem pro URL 
   6.2. Uživatel zvolí typ kroku jako „Uložení stránek“, zaškrtne 
          možnost „Použít data z URL z předchozího kroku“ a klikne na 
         „Pokračovat“ 
   6.3. Aplikace zobrazí okno s detailem pro uložení 
   6.4. Uživatel zadá existující cestu pro uložení výsledku na disk a klikne 
          na „Dokončit“ 
   6.5. Aplikace uloží krok a zobrazí ho v přehledu aktuálního projektu 
7. Uživatel klikne na „Hotovo“ a vyčká do času, který zadal pro spuštění 
     Projektu 
8. Aplikace spustí projekt a uloží stránku do adresáře zadaného uživatelem 
9. Uživatel zobrazí zadanou stránku 
Alternativní tok: Na počítači nefunguje síťové připojení 




Speciální požadavky: Žádné 
 
Tabulka 3.2: Případ užití 
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3.3 Blokové schéma činnosti aplikace 
Před samotným započetím implementace bylo vytvořeno blokové schéma činnosti aplikace. To 
znázorňuje, jakým způsobem by aplikace měla pracovat. Jak je vidět na obrázku 3.3 skládá se 
z několika částí. Nejprve je zobrazeno přihlašovací okno. Po úspěšném přihlášení jsou provedeny dvě 
důležité akce. Jednou je zobrazení okna aplikace, které slouží k vytváření projektů, správě uživatelů 
apod. Druhou je pak spuštění vlákna, které v nějakém intervalu kontroluje, zda má být spuštěn nějaký 






Obrázek 3.3: Blokové schéma aplikace 
 
3.4 Databázové schéma 
Aplikace pro svůj běh bude používat v zásadě dvě skupiny tabulek. Jednak tabulky ve spojitosti 
s projektem, kterých je celkem deset. Do druhé skupiny pak patří pouze jedna tabulka pro uložení 




Tabulky projektů jsou navrhnuty dle „klasického schématu“. Je zde hlavní tabulka 
web_crawler_project, na kterou jsou postupně vázány jednotlivé kroky a ukládány do 
web_crawler_project_step. Každý krok má svůj typ a ten má svoji vlastní tabulku. Tím celá 
hierarchie končí. Jedinou výjimkou je krok, který pracuje s formuláři. Na něj je vázána navíc tabulka 
s daty, které přijdou odeslat. 
Jednotlivé tabulky budou modelovány třídami, se kterými lze dále pracovat. Tento způsob by 
se dal přirovnat například k návrhovému vzoru resp. skupině vzorů Model-View-Controller, i když ne 




Obrázek 3.4: Schéma databáze 
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3.5 Grafické rozhraní 
Vzhledem k tomu, že aplikace bude implementována v jazyce Java (více o této problematice 
v kapitole 5), budou použity standardní knihovny, které jsou v ní obsaženy – tedy AWT a především 
Swing. Většina oken by měla být „klasického charakteru“ tedy od přihlašovacího formuláře, přes 
správu uživatelů až po informace o průběhu projektu. Stěžejní částí grafického rozhraní je hlavní 
okno aplikace a především vytváření nového projektu. 
Hlavní okno by mělo být rozděleno do několika částí tak, aby uživatele přehledně informovalo 
o jeho projektech a jejich nastavení. Pro roli správce zase tak, aby mu umožnilo efektivně spravovat 
celou aplikaci. Vytvoření nového projektu je velmi důležitou částí. Mělo by být tvořeno přehledným 
průvodcem, který by uživateli dovolil efektivně vytvořit a editovat projekt. Zde bude asi největším 
problémem navrhnout rozhraní tak, aby v něm mohly být přidávány nové kroky, ale zároveň aby byl 
možný posun zpět. Před samotnou implementací aplikace je vhodné vytvořit si několik náhledů, jak 
by mohla vypadat. Ujasní se tak celkové rozložení a lze tak i odhalit některé problémy, které by 
mohly nastat. Na následujícím obrázku je vytvořeno několik návrhů obrazovek, jak by tyto části 
mohli vypadat. Obrázek 3.5 naznačuje vzhled hlavního okna aplikace a vložení nového kroku do 
projektu. Původně mělo být vytváření projektu realizováno pomocí klasického průvodce, tak jak jej 
známe z mnoha aplikací. Nicméně tato cesta se neosvědčila a tak jsou zde uvedeny návrhy druhé 
varianty (více opět v kapitole 5). 
 
 
        
 
Obrázek 3.5: Návrh hlavního okna aplikace a vložení nového kroku do projektu 
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4 Plán vývoje aplikace 
Vzhledem k tomu, že výsledkem práce je naprogramovaná aplikace je třeba zvolit nějaký postup její 
implementace. V současnosti už není tak populární vyvíjet modelem vodopád, ale přechází se na 
různé iterační a agilní metody. Od začátku byl tedy plán implementovat aplikaci některou z těchto 
metod. Více o této problematice je uvedeno v následujících dvou podkapitolách. 
 
4.1 Metodika použitá při vývoji 
Při vývoji bylo cílem použít nějakou iterační metodu. I když se nejedná o nějaký extrémně rozsáhlý 
projekt, nemělo by se jednat chaotickou práci, ale o dobře promyšlený a naplánovaný postup. 
Drobným problémem pro uplatnění těchto metod je absence týmu, ale to lze při vhodném uzpůsobení 
rovněž zvládnout. Na práci tedy byly použity základy agilní metodiky SCRUM, které byly upraveny 
dle možností pro tento projekt. 
SCRUM je iterativní a inkrementální způsob vývoje aplikací, který patří do agilního odvětví 
projektového řízení. V poslední době se stal velice populární a spousta velkých softwarových firem 




Obrázek 4.1: Metodika SCRUM [3] 
 
Jak je vidět na obrázku 4.1, při jeho použití se pracuje v několika iteracích zvaných sprinty, které mají 
svůj backlog (seznam požadavků resp. cílů). Ten se nazývá Sprint backlog a vytváří se na začátku 
každého sprintu. Při jeho tvorbě se vychází z jiného dokumentu a tím je Product backlog. Ten se 
naopak vytvoří před začátkem samotného vývoje a je méně podrobný. Výsledkem každé iterace je 
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pak funkční část software. Ve SCRUMU figuruje i několik dalších pojmů a těmi jsou Daily SCRUM 
což vlastně znamená, že vývojový tým se každý den na pár minut sejde a zhodnotí aktuální situaci 
vývoje projektu, sdělí si problémy na které narazil a úkoly, které vyřešil. Dalším pojmem je například 
ScrumMaster, který se na vývoji přímo nepodílí, ale dohlíží nad správností vývoje dle SCRUMu a 
řídí veškeré plánovací schůzky apod. Jednou ze zajímavostí je prezentace výsledku na konci každé 
iterace zvané Demo. Při něm se software předvádí zákazníkovi a ten jej zhodnotí, případně uvede 
připomínky apod. Tím pádem je lze zahrnout například hned do dalšího sprintu a tak si udržovat jistý 
přehled o průběhu a časovém postupu projektu. [4] 
Samozřejmě ne všechny rysy z výše uvedených byly při vývoji použity, nicméně základní jádro 
vývoje, tedy iterativnost, inkrementálnost a dodržování plánování byly dodrženy. Za demo lze pak 
považovat konzultace s vedoucím práce. 
 
4.2 Rozvržení jednotlivých iterací 
Před začátkem implementace tedy bylo třeba sestavit si její plán. Ten se nakonec skládá z pěti 
třítýdenních iterací. V tabulce 4.1 jsou do detailů rozepsány. Je vidět, že postup byl prováděn dle 
rozdělení na logické celky z kapitoly 3. Jediná změna byla třeba u vytváření projektu, kdy nejprve 
jsou vytvořeny všechny kroky, které nepotřebovaly pracovat s daty na HTML stránce. V další iteraci 




Iterace č. 1 Cíl: Vytvoření základní kostry programu 
 
Úkoly: 
 Založení SVN 
 Vytvoření základního grafického rozhraní 
 Napojení na databázi s použitím vhodného frameworku 
 Správa uživatelů 
Iterace č. 2 Cíl: Vytváření projektu – základní kroky 
 
Úkoly: 
 Grafické rozhraní a aplikační logika pro tvorbu projektu 
 Grafické rozhraní a aplikační logika pro přidávání kroků do projektu, bez 
kroku pro stahování formuláře 
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Iterace č. 3 Cíl: Stahování HTML stránek a jejich parsování 
 
Úkoly: 
 Vytvoření modulu pro stahování dat 
 Vytvoření HTML parseru 
 Dokončení kroku pro odesílání formuláře 
Iterace č. 4 Cíl: Vykonávání projektů 
 
Úkoly: 
 Modul pro vykonávání jednotlivých projektů 
 Ukládání informací o prováděných krocích (postup projektu) 
Iterace č. 5 Cíl: Závěrečné testování a oprava nalezených chyb 
 
Úkoly: 
 V co největší míře globálně otestovat aplikaci a zaznamenat nalezené chyby 
 Opravit nalezené chyby 
 
Tabulka 4.1: Rozvržení jednotlivých iterací 
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5 Implementace robota 
Jak již bylo zmíněno, robot je implementován v jazyce Java. Co bylo důvodem zvolení tohoto jazyka 
je rozebráno v podkapitole 5.1. Dalším krokem bylo vybrání databáze pro ukládání perzistentních dat, 
tomuto tématu se věnuje podkapitola 5.2. V ní je rovněž rozebráno použití frameworku Spring. 
Poslední důležitou častí je stahování webových stránek a práce s nimi. Pro tuto činnost byla 
použita knihovna HttpClient, která je popsána v kapitole 5.3. 
Podkapitoly 5.4 až 5.6 se pak zabývají samotou implementací a testováním výsledného 
programu. 
 
5.1 Výběr jazyka pro implementaci 
Jazyk, ve kterém má být aplikace implementována nebyl přesně specifikován. Důležité tedy je, zvolit 
ho tak, aby v něm požadavky byly snadno realizovatelné, nebyly problémy s kompatibilitou apod. 
V současné chvíli existuje spousta vhodných jazyků od „klasických“ typu C/C++ přes Ruby až 
po .NET. Pro tuto aplikaci připadalo v úvahu několik z nich. Především to bylo PHP, Python a 
v neposlední řadě Java. První dva se vyznačují netypovostí a dalo by se říci, že jakousi „rychlostí 
psaní zdrojového kódu“. Ovšem je zde problém s grafickým rozhraním. U obou by bylo vhodné 
použít buď zobrazování pomocí HTML, nebo zvolit některou externí knihovnu. Naopak Java 
v základu obsahuje knihovny AWT a novější Swing, které jsou multiplatformní a neměl by být 
problém vytvářet v nich aplikace i rozsáhlejšího charakteru. Proto byl pro implementaci aplikace 
zvolen tento jazyk. 
Další otázkou je, zda psát celé grafické rozhraní ručně nebo použít nějaké vyspělé vývojové 
prostředí, které má zabudovaného návrháře. Pro tuto aplikaci bylo použito IDE NetBeans (ve verzi 
6.8), nejen kvůli předchozí vlastnosti, ale také proto, že je vyvíjeno, mimo jiné, společností Sun (nyní 
koupenou společností Oracle), která vyvíjí i Javu. Rovněž je velkou částí vývojářů považováno za 
jedno z nejkvalitnějších. 
 
5.1.1 Vývojové prostředí NetBeans 
Toto prostředí bylo původně vytvořeno českými autory. Zanedlouho po vydání první verze bylo však  
díky jeho kvalitám odkoupeno a v současné chvíli patří pod společnost Oracle, pod kterou spadá 
rovněž samotný programovací jazyk Java. 
Jedná se o velmi rozsáhlou aplikaci, která podporuje několik programovacích jazyků, ale 
především je zaměřena na jazyk Java. Mezi ostatní patří například C++, PHP, Ruby, HTML apod. 
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V samotném základu rovněž obsahuje spoustu pluginů a doplňků, které vývoj v mnoha ohledech 
usnadňují a zpříjemňují. Mezi největší výhodu pak patří výborný návrhář grafického rozhraní. 
Základní okno aplikace je zobrazeno na obrázku 5.1.  
 
 
Obrázek 5.1: Vývojové prostředí NetBeans 
 
Okno prostředí je plně konfigurovatelné a lze si ho uzpůsobit svým potřebám. Na obrázku je v levé 
části vidět strom balíků aplikace a dále okno s připojením k databázi. Na pravé straně je paleta 
s grafickými prvky, které lze jednoduše přetahovat do středu, kde je samotné okno navrhované 
aplikace. V horní části je vidět možnost přepínání mezi Source a Design a tím pádem zobrazovat 
zdrojový kód aktuální třídy nebo grafickou reprezentaci, pokud nějakou obsahuje. 
Jednou z dalších funkcí je Refaktoring, který je velmi dobře zpracován. Umožňuje základní 
operace jako je bezpečné mazání a přejmenovávání souborů, což znamená, že nejprve najde všechny 
výskyty dané entity a poté informuje uživatele o aktuálním stavu. Dále pak přes generování 





V současnosti existuje několik kvalitních volně šiřitelných databází. Je to zejména MySQL, 
PostgreSQL nebo například Java DB (resp. Apache Derby DB). Každá z nich má svoje výhody a 
nevýhody, pro aplikaci byla zvolena Java DB, protože je součástí JDK (Java Development Kit) a IDE 
NetBeans s ní rovněž nemá problém komunikovat, dokonce je již v základu plně podporována. 
Aplikace by databázi měla používat pouze pro jednoduché operace a navíc není předpoklad, že by 
docházelo k ukládání nějakého extrémního množství dat. Proto by neměl být problém ani po 
výkonnostní stránce. Pro komunikaci s databází není použito klasické JDBC rozhraní z Javy, ale 
nadstavba ze Spring frameworku o které bude dále rovněž něco řečeno. 
 
5.2.1 Java DB 
Java DB je databáze založená na Apache Derby, ale je kompletně postavená na jazyce Java. Jedná se 
o minimalistickou databázi, která by se dala srovnat například s SQLite. Samozřejmě rovněž 
podporuje transakce, je snadno použitelná, bezpečná, plně podporuje JDBC API a SQL-92. Mezi 
základní výhody patří [5]: 
 Ochrana proti porušení dat a chybám systému 
 Je distribuována pod licencí Apache 
 Schopnost běžet prakticky na jakémkoliv zařízení, které podporuje Javu, od mobilních 
telefonů po osobní počítače 
 Lze ji zabudovat přímo do aplikace nebo velmi snadno externě nainstalovat 
 Velikost instalace je zhruba 2,5 MB, což je nesporná výhoda oproti některým 
databázím, které zabírají desítky MB, samozřejmě je to na úkor pokročilé funkcionality 
větších databází 
Mezi další výhody resp. funkčnost pak patří podpora uložených procedur, zabudované funkce pro 
práci s řetězci a časem, agregační funkce, možnost použití vnořených dotazů ve „WHERE“ klauzuli 
apod. 
Ukládání dat probíhá do souboru. To znamená, že každá databáze má vlastní soubor. Jeho 
maximální velikost pak závisí na použitém operačním systému resp. jeho souborovém systému. 
Nicméně implementace samotné Java DB dovoluje ukládat databáze i do velikosti 350 GB. 
Maximální velikost binárního objektu, který lze do databáze uložit je pak 2 GB. Za jednu z největších 
nevýhod lze považovat to, že není podporována klauzule „LIMIT“ nebo jí podobná. Tato 
funkcionalita se tedy musí různými způsoby obcházet. 
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5.2.2 Spring Framework 
Java se snaží práci s databází zjednodušit pomocí JDBC (Java Database Connectivity). Toto rozhraní 
má za cíl poskytnout jednotný přístup ke všem databázím. To znamená, že výrobce databáze dodá 
ovladač, který překládá funkčnost JDBC na specifická volání dané databáze. Díky tomu je 
programátor odstíněn od jednotlivých rozhraní a stačí mu ovládat pouze JDBC. V tomto přístupu je 
obecně ale jeden problém, je třeba stále dokola psát ten stejný kód. Tedy připojení k  databázi, poslání 
dotazu, iteraci přes výsledek a uzavření spojení. Toto může být velmi nepohodlné a velmi 
nepřehledné. Proto je použita jedna část z frameworku Spring a to právě nadstavba nad JDBC, která 
tuto práci usnadňuje. 
O co se tedy jedná. Spring je framework určený především pro Enterprise aplikace a je šířený 
pod licencí Apache 2.0. Jeho historie sahá do roku 2004, kdy byla uveřejněna první verze 1.0. Dnes 
jde o jeden z nejpoužívanějších frameworků pro J2EE aplikace (Java Enterprise Edition) v aktuální 




Obrázek 5.2: Architektura Spring frameworku [6] 
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Jak je vidět na obrázku 5.2 nejedná se o žádný malý framework, ale o robustní a rozsáhlou 
knihovnu, která je složena z mnoha částí. Naštěstí má dvě výborné vlastnosti a těmi je modularita a 
neinvazivnost. To znamená, že nemusíme používat všechny části, ale lze si vybrat pouze ty, které 
potřebujeme, a aplikace je na nich navíc maximálně nezávislá. Toho se Spring snaží dosáhnout 
několika přístupy. Zejména jde o koncepty Inversion of Control/Dependency Injection, AOP a POJO 
třídy. Tyto pojmy souvisí s programování v Javě i s programováním obecně proto zde budou zmíněny 
jen okrajově. Více si lze dohledat například v [6] nebo [7]. 
V samotné aplikaci je použita pouze nadstavba JDBC, což znamená použití zhruba osmi 
knihoven z celkových dvaceti. Nicméně díky nim se práce s SQL dotazy výrazně zjednoduší, protože 
se postarají prakticky o vše potřebné při vykonávání dotazů do databáze a na programátorovi zůstane 
pouze jejich samotné definování. 
 
5.2.2.1 Inversion of Control/Dependency Injection 
Ač by se z názvu mohlo zdát, že se jedná o dva pojmy, opak je pravdou. Oba dva znamenají 
prakticky totéž, jde pouze o různé názvosloví, které se používá v různých oblastech. 
S těmito technikami je Spring spojován nejčastěji. Jde o velmi jednoduchý koncept, který by se 
dal vyjádřit jako „Nevolej mě, já zavolám tebe.“ Slouží k tomu, aby byla aplikace zbavena vazeb 
mezi jednotlivými vrstvami a vazeb na aplikační framework. Implementace tohoto konceptu se často 
nazývá Lightweigth container. Kontejner z toho důvodu, že se snaží udržovat všechny objekty u sebe 
a spravovat jejich závislosti. Tohoto principu je například využito při konfiguraci objektů v databázi 
(částečně je toto popsáno v kapitole 5.5.1). V XML konfiguraci Springu je uvedeno, které třídě má 
předat spojení a třída si pouze připraví metodu s příslušnými parametry. Sama už se pak nestará o to 
kdo ji zavolá, o to se postará Spring. [7] 
 
5.2.2.2 AOP 
Tato zkratka znamená Aspect-oriented programming, tedy aspektově orientované 
programování. Jedná se o paradigma, které se programátorovi pokouší pomoci v rozbití programu na 







Termín POJO je zkratkou pro Plain Old Java Objects, volně přeloženo jako „Staré dobré Java 
objekty“. Tento pojem formulovali Martin Fowler, Rebbecca Parsons a Josh MacKenzie. Jedná se o 
označení objektů, které nejsou technologicky specifickým rozhraním a jediné rozhraní těchto objektů 
je definováno službami, které poskytují. Jedná se vlastně o třídu, která neimplementuje žádný ze 
složitých objektových modelů v Javě, ale má pouze základní vlastnosti. [9] 
 
5.3 Práce s webovými stránkami v Javě 
Java již v základu obsahuje třídy URL a URLConnection, které disponují širokým spektrem funkcí. A 
usnadňují práci se síťovým spojením. 
Třída URL reprezentuje Uniform Resource Locator, což lze vyložit jako ukazatel na zdroj na 
WWW (World Wide Web). Tento zdroj může být mnoha typů, ať už soubor, složka nebo dotaz do 
databáze. Dále se pak sestavuje z několika částí. Především je to typ protokolu, adresa serveru, port a 
samotný soubor, na který chceme přistoupit. [10] Naopak třída URLConnection je předkem (dle 
stromu dědičnosti) všech tříd, které reprezentují spojení mezi aplikací a URL. Pracuje v několika 
krocích. Nejprve je inicializována za pomoci metody openConnection() v objektu URL. Po té jsou jí 
nastaveny parametry do požadavku a voláním metody connect() je ustanoveno spojení. Z něj lze 
získat data odpovědi. [11] Tento přístup má tu výhodu, že programátor pracuje na nízké úrovni a 
proto může nastavovat všechny parametry a snadno se dostane ke všem volbám spojení. Nevýhodou 
pak je velké množství kódu, které musí napsat především u netriviální aplikace. Proto vzniklo několik 
knihoven resp. frameworků, které si dávají za cíl tento přístup zjednodušit. Jedním z nich je i 
HttpClient vyvíjený jakou součást HttpComponents pod Apache Software Foundation. Tento byl pro 
aplikaci rovněž zvolen. Základní informace o něm jsou uvedeny v následující podkapitole. 
Dalším krokem zpracování stránek je jejich parsování resp. získání všech potřebných dat. Pro 
tuto činnost je v Javě dostupná spousta externích knihoven. Jedná se například o JTidy což je 
portovaná verze HTMLTidy pro Javu dále pak jsoup, TagSoup apod. Více jich lze nalézt např. na 
[12]. Samotná Java ovšem rovněž obsahuje třídu, která HTML dokáže zpracovat. Jedná se o třídu 
HTMLEditorKit a právě ta byla pro aplikaci zvolena. Více o ní je zmíněno v podkapitole 5.3.2. 
 
5.3.1 HttpClient 
Jak již bylo zmíněno výše, HttpClient je vyvíjen Apache Software Foundation pod licencí Apache 
License 2.0. Jeho historie sahá do roku 2001, kdy byl součástí Jakarta Commons. Roku 2005 resp. 
2007 se tento projekt oddělil a vznikl HttpClient verze 3.x. Nyní je dostupná stabilní verze 4 .0.1 a 
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vývojová beta verze 4.1. Tato knihovna je použita v široké škále dalších projektů od webových 
testovacích nástrojů po platební systémy pro mobilní telefony. 
Ve skutečnosti se nejedná pouze o jednu knihovnu, ale o knihovny dvě. První z nich je 
HttpCore. Ta má za cíl starat se o nízko úrovňovou HTTP komunikaci a to při použití jak na straně 
klienta tak serveru. Podporuje blokující, neblokující a událostmi řízené čtení resp. zápis a dokáže 
obsloužit tisíce současných spojení. Druhou knihovnou je pak samotný HttpClient, který na předešlé 
staví. Jedná se o implementaci agenta, který se dokáže postarat o autentizaci, kontrolu spojení, 
udržování kontextu apod. [13] 
V aplikaci je použito pouze několik z jeho mnoha funkcí. Zejména se jedná o HTTP 
autentizaci, správu cookies, kontrolu spojení a především odesílání GET a POST požadavků na 
webové servery. Nicméně díky jeho použití se výrazně zpřehlednila funkčnost a kód aplikace. 
 
5.3.2 Zpracování HTML 
Pro získání dat z HTML stránek je použita třída přímo z Javy. Její název je HTMLEditorKit resp. 
HTMLEditorKit.ParserCallback. Práce s ní spočívá v několika krocích. Nejprve je třeba vytvořit si 
vlastní třídu, která z ní dědí. Poté lze překrýt metody na parsování v rodičovské třídě a tím dosáhnout 
jejich volání při zpracování dokumentů. Jedná se například o metody resp. callbacky 
handleStartTag(), handleText() atd. Jejich kompletní seznam lze nalézt v dokumentaci [14]. 
V poslední fázi stačí třídu zaregistrovat do příslušného správce a spustit zpracování dat. Callbacky 
jsou postupně volány a HTML je zpracováno dle vytvořených funkcí. 
Pro aplikaci byla zvolena z toho důvodu, že je funkčně pro dané úlohy dostačující a při jejím 
testování nebyl nalezen žádný nedostatek, který by výrazně bránil jejímu použití. 
 
5.4 Architektura aplikace 
Aplikace používá, jak je v Javě zvykem, dělení tříd do balíků. Balíků je vytvořeno několik a 
nejdůležitější z nich jsou znázorněny na obrázku 5.3. Jak je vidět, základními jsou Domain, ve kterém 
jsou umístěny především jednotlivé entity, které se získávají z databáze. Dále je to pak DAO (Data 
Access Object), který se stará o získávání resp. ukládání dat do samotné databáze. Z obou předešlých 
pak těží Project a Project step, které s jejich pomocí získávají potřebná data a starají se o zobrazování 
projektů, vykonávání projektů apod. Jako poslední je zde uveden balík Downloader, který má za úkol 





Obrázek 5.3: Diagram balíčků 
 
V každém balíku je obsaženo několik tříd, které mezi sebou vzájemně komunikují a využívají 
svých vlastností. Vzhledem k jejich rozsáhlosti a provázanosti není možné je nějakým rozumným 
grafickým způsobem zobrazit. V případě potřeby lze využít funkci, kterou disponuje IDE Netbeans a 
to sice generování diagramu tříd ze zdrojových souborů. V diagramu výše nejsou rovněž uvedeny 
všechny balíky, protože by byl výrazně složitější a méně přehledný. Mezi další patří například admin, 
který obstarává správu uživatelů nebo login, který zajišťuje přihlašování apod. Většina z nich používá 
pro svou činnost opět Domain a DAO. 
 
5.5 Implementace programu 
Vývoj aplikace proběhl v pěti iteracích. Prakticky v každé z nich bylo třeba řešit otázky, které měly 
zásadní vliv na vývoj a práci celého programu. V následujících několika podkapitolách je rozebrán 
celý postup implementace, jsou zmíněny problémy, které bylo třeba vyřešit a nástroje resp. knihovny, 




5.5.1 Základní kostra programu 
Vzhledem k tomu, že se jedná o vývoj rozsáhlejšího programu, jako první bylo třeba nějakým 
způsobem vyřešit verzování. Pro tento účel byl použit známý a velmi používaný open-source systém 
Subversion (SVN). Jedná se o systém pro zprávu a verzování zdrojových kódů, který funguje na 
principu klient – server. To znamená, že uživatel (klient) postupně tvoří aplikaci a pomocí speciálního 
programu ji zasílá (Commituje) na server, kde jsou jednotlivé verze uchovávány. Pokud dojde na 
straně uživatele k nějaké chybě, není problém se vrátit o několik verzí zpět, případně zobrazit změny, 
ke kterým za určitou dobu došlo apod. Tento nástroj se používá především pro týmovou spolupráci, 
nicméně zde rovněž vhodně posloužil. [15] 
Poté byla započata tvorba samotného programu. Základní třídou, která sama o sobě nemá 
grafické rozhraní, ale je v ní umístěna funkce main() je WebCrawlerApp. Ta má na starosti 
inicializaci Springu a zobrazení přihlašovacího okna – třída LoginFrame. 
Inicializace Springu probíhá ve dvou krocích, nejprve je vytvořena statická třída 
ApplicationContext, která je inicializována pomocí dat uvedených v konfiguračním XML souboru, 
který je zde pojmenován spring-beans.xml. Obecně se Spring konfiguruje pomocí XML souborů, 
kterých může být více, a mohou být značně složité. V tomto případě je použita pouze konfigurace 
databáze, to znamená pouze několik základních vlastností. Celé XML se skládá z tagů bean, podle 
kterých je nakonfigurováno celé jádro a spojení do databáze. Je důležité, jakou třídu daný bean 
reprezentuje, protože na jejím základě je pak definováno samotné chování. Na příkladu níže je 
uvedena konfigurace spojení: 
 
<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource" 
      destroy-method="close"> 
        <property name="driverClassName" 
        value="org.apache.derby.jdbc.ClientDriver"/> 
        <property name="url" 
        value="jdbc:derby://localhost:1527/sample"/> 
        <property name="username" value="xxx"/> 
        <property name="password" value="yyy"/> 
</bean> 
 
Je vidět, že se nejedná o nic složitého. Jsou zde uvedeny základní věci jako URL, jméno a heslo. 
Jedinou věcí, která stojí za pozornost je driverClassName. Jeho hodnota udává třídu JDBC ovladače, 
který bude použit pro komunikaci s databází. Zde resp. v aplikaci je použit ovladač pro Java DB. Proč 
ale hodnota stojí za pozornost je z toho důvodu, že zde narážíme na první výhodu použití Springu 
resp. celého JDBC. Pokud bychom se totiž rozhodli použít jinou databázi, ať už MySQL, PostgreSQL 
apod., stačí pouze vyměnit ovladač, případně upravit SQL dotazy v balíčku DAO dle syntaxe dané 
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databáze a program bude fungovat bez problému dál. Není tedy třeba řešit volání nějakých funkcí jiné 
databáze, konfiguraci apod. 
Připojení k databázi máme tedy nakonfigurované, ale jak ho teď předat třídám, které ho 
využijí? K tomu slouží další konfigurační bean, zde uvedeme například pro třídu určenou k logování: 
 
<bean id="logDAO" class="webcrawler.dao.LogDAO"> 
        <property name="dataSource" ref="dataSource"/> 
</bean> 
 
Opět je na několika řádcích vše elegantně vyřešeno. O co se tedy jedná. Je vidět, že jsme vytvořili 
vlastnost dataSource pro naši třídu webcrawler.dao.LogDAO, která se odkazuje pomocí ref na 
předchozí bean, který má id roven hodnotě dataSource. Shoda jmen dataSource u atributu name a ref 
je zde náhodná, samozřejmě si můžeme zvolit jména jaká chceme. Tím zajistíme, že se Spring postará 
o to, aby předal naší třídě LogDAO databázové spojení (zde je uplatněn princip z kapitoly 5.2.2.1). To 
provede tak, že ve třídě, které ho chceme předat, musíme definovat proměnnou typu JdbcTemplate, a 
nastavíme ji tak, že vytvoříme metodu setDataSource s parametrem DataSource. Zde již musí jména 
souhlasit, to znamená, jakou hodnotu uvedeme v parametru name=“xxx“ takovou musíme vytvořit 
metodu setXxx. Opět je uveden pro lepší pochopení příklad: 
 
private JdbcTemplate jdbcTemplate; 
 
public void setDataSource(DataSource dataSource) { 
        this.jdbcTemplate = new JdbcTemplate(dataSource); 
     } 
 
Nyní máme vše nastaveno a pro inicializaci dané třídy nám stačí zavolat metodu: 
 
LogDAO logDAO = (LogDAO) context.getBean("logDAO"); 
 
poté lze již začít volat SQL dotazy a získávat výsledek pomocí objektu JdbcTemplate. Ten disponuje 
několika desítkami metod, které můžeme použít. Jak jednotlivé z nich pracují se lze dozvědět 
například v [16]. Zde je uveden pouze jednoduchý příklad na aktualizaci hodnoty v databázi, který 
vykoná vše potřebné: 
 
// Dotaz 
String query = "UPDATE my_table SET col_1 = ?, col_2 = ? " + 
               "WHERE id = ?"; 
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// Doplneni hodnot 
jdbcTemplate.update(query, new Object[] { 
            myValue_1, 
            myValue_2, 
            myId 
     }); 
 
Je důležité zmínit, že pro třídu LogDAO resp. všechny DAO třídy je použit návrhový vzor 
Singleton, to znamená, že existuje pouze v jedné instanci. [2] 
Dalším krokem při spouštění aplikace je zobrazení přihlašovacího okna. O to se stará, jak již 
bylo zmíněno, třída LoginFrame. Ta se rovněž postará o kontrolu přihlašovacích údajů a při jejich 
správném zadání i o zobrazení okna celé aplikace. To je reprezentováno třídou WebCrawlerFrame. 
Zde byl největší úkol navrhnout přehledné a logické grafické zobrazení jednotlivých prvků a 
především jejich aktualizace. V první iteraci bylo ale navrženo pouze rozhraní, bez implementování 
další funkčnosti. 
Poslední částí bylo navrhnutí správy uživatelů a jejich detailů. To mají na starosti dvě třídy 
v balíčku webcrawler.admin. Jedná se vlastně o dvě jednoduchá okna, kde jedno umožňuje měnit 
vlastní detaily a druhé vidí pouze administrátor a umožňuje mu přidávat, editovat a mazat všechny 
uživatele. 
 
5.5.2 Zadávání projektu 
Dalo by se říci, že celá aplikace je orientovaná na tvorbu projektu. Proto implementace této části byla 
zcela zásadní. Pro jeho tvorbu připadalo v úvahu několik řešení. 
První idea byla jeho vytvoření pomocí dialogového okna, které by implementovalo nějakého 
průvodce, jak je vidět na obrázku 5.4 a jak jej známe z mnoha aplikací. V tom by si uživatel postupně 




Obrázek 5.4: První návrh průvodce vytvoření projektu 
 
Z počátku se tato varianta jevila velmi vhodná a dobře realizovatelná. Pro Javu existuje mnoho 
externích knihoven, které tvorbu těchto dialogů umožňují. Jedná se například o Java Wizard 
Framework [17] nebo o SwingLabs Wizard [18]. Ovšem při práci s nimi se začaly objevovat 
problémy, resp. nešlo o problémy se samotnými knihovnami, ale s logikou vytváření projektu. 
Vzhledem k tomu, že projekt může obsahovat teoreticky libovolné množství kroků, byl by problém 
všechny nějakým způsobem uchovávat v paměti, dokud se uživatel nerozhodne projekt dokončit. 
Naopak pokud by se každý jednotlivý krok ukládal hned při přechodu na další, nastal by problém 
s návratem k editaci kroků předchozích, kdy by při nějaké změně mohla nastat situace, že následující 
kroky by byly neplatné apod. Je vidět, že při takovémto přístupu by docházelo ke složitým situacím s 
náročnou implementací. 
Proto byl pro vytváření projektu zvolen jiný přístup, který je na obrázku 5.5. Je vidět, že okno 
obsahuje vstupy pro zadání detailů projektu (název, čas spuštění apod.) a rovněž obsahuje 
komponentu JTabbedPane (Kroky projektu). Ta obecně umožňuje vkládání dalších komponent 
různých typů, které následně zobrazuje jako záložky. V aplikaci je implementována obecná třída 
StepHolder, která umožňuje zobrazení jakéhokoliv kroku jako záložky. Funguje na tom principu, že 
se jí předá objekt ProjectStep, tedy obecné informace o kroku, a ona si získá jeho detail a informace o 




Obrázek 5.5: Založení nového projektu 
 
Nyní ale jak se vytváří samotné kroky. Při implementaci se vycházelo s předpokladu, že pro každý 
krok musí existovat komponenta, která ho bude umět zpracovat, uložit a umožní jeho editaci. Proto 
v balíčku webcrawler.project.step existuje několik tříd, které mají toto za úkol. Jedná se například o 
FindUrlDialog, GetFormDialog apod. rovněž je zde komponenta resp. třída TypeChooserDialog, 
která je při vytváření kroku zobrazena jako první. Ta umožňuje zadání URL, výběr typu kroku a 
možnost volby na použití HTML dat z kroku předchozího. Celé vytvoření nového kroku je zobrazeno 
pomocí tříd a jejich metod na obrázku 5.6. Po úspěšném vytvoření je volána metoda 
refreshStepTabbedPane(), která zajistí obnovu okna s výpisem kroků. 
 
 
Obrázek 5.6: Použití tříd a jejich metod při vytváření nového kroku 
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5.5.3 Práce se sítí a HTML 
I když by se mohl zdát, že práce se samotnými daty na sítí bude třeba až v samotném vykonávání 
projektu, není tomu tak. Vzhledem k tomu, že aplikace má umožňovat načítání formulářů, potažmo 
pak jejich odesílání, bylo třeba nějakým vhodným způsobem vyřešit jejich zadávání již při vytváření 
kroku tohoto typu. Proto vznikla třída Downloader, která se nachází ve stejnojmenném balíku spolu 
s třídou HTMLParser. Hlavní roli má první zmiňovaná. V ní je použita knihovna HttpClient, která se 
stará o kompletní řízení spojení s webovými servery. Udržuje cookies, nastavuje HTTP(s) autentizaci, 
pokud je požadována v projektu apod. Třída Downloader je pak jen jakýmsi obalem nad tímto 
klientem a HTML parserem. Je v ní ovšem implementována jedna, pro některé účely užitečná, funkce 
a tou je disableSSLCertificateValidation(). Ta zajistí ignorování validnosti SSL certifikátu při spojení 
pomocí HTTPS. Je to z toho důvodu, že v Javě jsou ověřovány certifikáty dle certifikační autority 
(CA) jako všude jinde. Bohužel ne všechny servery používají CA a některé si vystavují certifikáty 
sami. Při jeho použití pak HttpClient hlásí výjimku s neplatným spojením. Z toho důvodu bylo 
přikročeno k tomuto kroku, protože je to vhodnější než nutit uživatele, aby si certifikát stáhl, uložil 
apod. Tato funkcionalita je standardně zapnutá v celé aplikaci. 
Po úspěšném stažení dat jsou pak tyto předány třídě HTMLParser, která se postará o získání 
informací, které jsou pro aplikaci potřebné. Tedy zejména formuláře a dále seznam odkazů a jejich 
popisků. Ty si Downloader uloží do svých interních struktur a třída, která s ním pracuje, je může 
kdykoliv získat pomocí příslušných metod. Na obrázku 5.7 jsou opět ve zjednodušeném diagramu 
tyto struktury znázorněny. 
 
 
Obrázek 5.7 – Zjednodušený diagram tříd funkčnosti Downloaderu 
 
Jak je uvedeno výše, v této části bylo implementováno i zadávání kroku typu „Odeslání 
formuláře“. Ten krok pracuje opět s komponentou JTabbedPane, ve které jsou zobrazeny jednotlivé 
formuláře, které jsou na stránce nalezeny. Uživatel je tak přehledně vidí v záložkách a může si vybrat 
ten, který potřebuje. Data formuláře jsou vypsána do dvou sloupců, kde v levém je název proměnné a 
v pravém je input, kam lze zadat hodnotu k odeslání. Pokud hodnota není zadána, proměnná se 
neodešle, rovněž je umožněno pomocí ovládacího tlačítka přidat proměnnou vlastní. To lze ale až po 
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uložení a následné editaci kroku. To z toho důvodu, že při editaci již ke stahování formuláře 
nedochází, ale jsou vypsána data z databáze a tak je lze lépe spravovat. 
 
5.5.4 Vykonávání projektů 
Vykonávání projektu probíhá ve dvou vláknech. Práce s nimi je v Javě velmi jednoduchá. Pokud 
chceme nějaké vytvořit stačí, aby naše třída zdědila třídu Thread a implementovala metodu run(). Po 
té vytvoříme nový objekt naší třídy a zavoláme jeho metodu start(), která naší metodu run() začne 
vykonávat. Pro větší názornost je opět uveden příklad třídy: 
 
class MyThread extends Thread { 
    public MyThread(String str) { 
        super(str); 
    } 
    public void run() { 
   for(int i = 0; i < 10; i++) { 
       System.out.println(i + " " + getName()); 
             try { 
    sleep((int)(Math.random() * 1000)); 
        } catch (InterruptedException e) {} 
   } 
   System.out.println("Done: " + getName()); 
    } 
} 
 
dále stačí už jen vytvoření objektu pomocí new MyThread("MyNewThread").start(); a vlákno 
se spustí. 
Jak bylo řečeno výše, o vykonávání projektu se starají vlákna dvě. První z nich, které je 
implementováno pomocí třídy CheckerThread má za úkol získávat z databáze projekty, jejichž čas 
spuštění je v minulosti, tedy menší než aktuální. Díky tomu, že interval mezi jednotlivými kontrolami 
je jedna vteřina, nemělo by docházet k nějakým zpožděním apod. Vlákno samozřejmě získává a 
spouští celý seznam projektů, nikoliv pouze jeden nejnovější. 
Pokud je z databáze nějaký projekt vybrán. Je vytvořeno další vlákno, které je určeno k jeho 
vykonání. To je implementováno ve třídě ExecuteProjectThread. Toto vlákno se vytvoří, od 
předchozího se odpojí, a provádí jednotlivé kroky projektu. Zde bylo největším problémem 
implementovat přeskakování jednotlivých kroků. Vzhledem k tomu, že při vyhledávání informace ve 
stránce lze po jejím nalezení resp. nenalezení pokračovat libovolným krokem, musely být již 
provedené kroky nějak označeny a pokud se provádění posune zpět, musí dojít k přeoznačení. Na 
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začátku tedy prováděcí vlákno získá všechny kroky k projektu, které má vykonat a postupně ubírá 
jeden po druhém a označuje je jako splněné pomocí flagu stepDone. Při přesunu vpřed nebo zpět 
provede aktualizaci a pokračuje dál (viz obrázek 5.8). Při vykonávání je snaha provádět 
zaznamenávání událostí, ke kterým v průběhu došlo tak, aby uživatel měl přehled, zda projekt doběhl 




Obrázek 5.8: Vykonání projektu 
 
5.5.5 Ladění aplikace 
V poslední iteraci bylo provedeno testování a ladění nalezených chyb. Jedním z největších problémů 
je kódování stránek, které Downloader stahuje. Java je jazyk, který je založený na kódování UTF-8, 
nicméně webové stránky jsou tvořeny v mnoha různých znakových sadách. Proto aplikace pracuje 
tak, že nejprve získá stránku, poté analyzuje její obsah a snaží se rozpoznat její kódování. Pokud je 
úspěšná, je vše v pořádku, pokud není, použije výchozí kódován UTF-8. Tento přístup se jevil 
poměrně bezproblémový, a proto byl v aplikaci ponechán. 
Druhou vlastností, která byla aplikaci dodána po testování je to, že se uživatele po spuštění 
zeptá, zda chce spustit vlákno pro provádění projektů. Tato funkcionalita byla dodána poté, co bylo 
zjištěno, že při spuštění více instancí programu může dojít k duplicitnímu provádění projektu apod. 
Jedná se spíše o účelné řešení než praktickou funkci. Pro praktické použití by bylo vhodnější, kdyby 
existovaly například dvě verze programu. Jedna, která by měla prováděcí vlákno zapnuté a byla by 
nazvána například worker a uživatelé by ji nepoužívali k zadávání projektů. Druhá verze by byla 
client, sloužila by uživatelům a prováděcí vlákno by měla vypnuté. Samozřejmě obě verze by musely 





Pro testování aplikace bylo zvoleno několik modelových situací resp. typů projektů, které musela být 
schopna splnit. Zde jsou uvedeny tři základní typy: 
 
5.6.1 Práce formulářem 
ID: 1 
Cíl: Načtení formuláře, který slouží k přihlášení na diskusní fórum, přihlášení do 
fóra a uložení úvodní stránky do zadaného adresáře. 
Průběh: - Zadání detailu projektu a uložení. 
- Vložení kroku pro načtení přihlašovacího formuláře. 
- Vyplnění přihlašovacích údajů. 
- Vložení kroku pro uložení úvodní stránky. 
- Volba adresáře. 
- Spuštění projektu. 
Vyhodnocení: Do zadaného adresáře byl uložen soubor ve formátu HTML. Po jeho zobrazení 
je vidět, že informace na něm obsažené se shodují s informacemi, které vidí 
přihlášený uživatel. Test byl tedy úspěšný. 
 
Tabulka 5.1: Test č. 1 
 
5.6.2 Vyhledání informace 
ID: 2 
Cíl: Načtení stránky, vyhledání URL dle popisu, získání vyhledaného URL a 
uložení do zadaného adresáře. 
Průběh: - Zadání detailu projektu a uložení. 
- Vložení kroku pro vyhledání URL pro krok následující. Například na 
nějakém zpravodajském serveru. 
- Zadání regulárního výrazu, který splňuje některý z popisů URL 
(titulek článku) na aktuální stránce. 
- Vložení kroku pro uložení stránky s tím, že o dosazení URL se postará 
krok předchozí. To znamená, že nemusíme zadávat URL. 
- Volba adresáře. 
- Spuštění projektu. 
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Vyhodnocení: Test proběhl úspěšně. Tedy do zadaného adresáře byl uložen článek, jehož 
URL byla vyhledána dle jeho nadpisu na domovské stránce zpravodajského 
serveru. 
 
Tabulka 5.2: Test č. 2 
 
5.6.3 Kombinace několika kroků 
ID: 3 
Cíl: Cílem tohoto testu není nic konkrétního. Spíše jde o otestování jednotlivých 
kroků a demonstraci funkčnosti aplikace. Budou vytvořeny dva projekty, kdy 
jeden spustí druhý. 
Průběh: - Vytvoření prvního projektu, zadaní základních údajů a uložení. Stejný 
postup pro projekt druhý s tím, že zadáme přihlašovací údaje pro 
HTTP(s). 
- Vložení kroku (0) do prvního projektu, který vyhledá informaci na 
určité stránce, a pokud je informace nalezena, přechod na krok 2. 
- Vložení kroku (1) do prvního projektu s vyhledáním stejné informace, 
ale pokud není nalezena, ukončení. 
- Vložení kroku (2) do prvního projektu, s přerušením na 5 sekund. 
- Vložení kroku (3) do prvního projektu se spuštěním dříve vytvořeného 
druhého projektu. 
- Vložení do druhého projektu kroku pro uložení stránky, která je 
chráněna přihlašovacím jménem a heslem. 
- Nastavení adresáře pro uložení stránky. 
- Spuštění prvního projektu. 
Vyhodnocení: Test dopal úspěšně, oba projekty v pořádku proběhly v předpokládaném sledu. 
Stránka, která je dostupná pouze pod přihlášením, byla uložena. Pro přihlášení 
pomocí HTTP byla použita úvodní stránka konfigurace síťového routeru. 
 






Z testů je vidět, že aplikace zvládne jak jednoduché akce, které ale ve většině případů plně dostačují, 
tak poměrně složité projekty. Složitější test demonstroval možné kombinace všech akcí, které může 
projekt provádět. Je vidět, že uživateli je ponechána velká volnost a může tak prakticky navolit 
jakékoliv parametry. Jedinou nevýhodou je, že musí mít dobře rozmyšlené, co se má provádět. 
Občasným problémem při ukládání stránek může být již zmíněné kódování. Nicméně většinou 
se jedná pouze o to, že aplikace uloží stránku v kódování UTF-8 a prohlížeč při zobrazení nedokáže 
toto kódování správně detekovat. V tom případě stačí pouze v prohlížeči ručně přepnout na správnou 
variantu a vše by mělo být v pořádku. 
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6 Výsledná aplikace 
Výsledná aplikace je distribuována v podobě JAR balíčku. Jedná se o Java ARchive a jsou v něm 
uloženy veškeré soubory nutné ke spuštění. Vedle něho pak existuje adresář lib, ve kterém jsou 
uloženy veškeré další knihovny jako Spring, HttpClient apod. Instalace a spuštění probíhá velice 
jednoduchým způsobem a je popsána v kapitole 6.1. V kapitole 6.2 jsou pak popsány základy 
samotné aplikace. 
 
6.1 Instalace a spuštění 
Pro spuštění aplikace je nutné mít nainstalovanou resp. mít přístup k databázi Java DB. Jak bylo 
zmíněno ve výhodách této databáze, postup instalace je velmi jednoduchý a je uveden níže. Přesné 
příkazy včetně inicializačního skriptu pro databázi jsou pak uvedeny v příloze 1. 
 
Instalace Java DB: 
 Stažení instalačního souboru nebo .jar souboru ze stránek výrobce (Oracle) 
 Spuštění derbyrun.jar s parametrem pro spuštění databáze server start 
 Pro interaktivní příkazový řádek lze opět použít tentýž soubor s parametrem ij 
 
Je vidět, že instalace a spuštění jsou skutečně jednoduché. Databáze je po předchozích krocích 
plně funkční. Dalším nutným prvkem je dostupnost JVM (Java Virtual Machine) resp. JRE (Java 
Runtime Environment). To lze opět získat ze stránek společnosti Oracle. Jedná se vlastně o virtuální 
stroj, který je určen ke spouštění programů vytvořených v jazyce Java. Jazyk Java po přeložení 
zdrojových souborů vytváří tzv. bytecode, který pak tento virtuální stroj interpretuje. Více o této 
problematice například v [19]. 
Pokud jsou všechny podpůrné nástroje nainstalovány, není problém aplikaci spustit pomocí .jar 
souboru nebo, pokud nemáme v systému asociován tento typ souboru, pomocí příkazu javaw –jar 




Obrázek 6.1: Přihlášení do aplikace 
 
6.2 Program 
Po úspěšném přihlášení do aplikace je zobrazeno hlavní okno, které je podobné tomu z obrázku 6.2. 
 
Obrázek 6.2 – Hlavní okno aplikace 
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Jak je vidět, hlavní okno vychází z návrhu v kapitole 3.5. Jsou v něm zobrazeny všechny projekty, 
které přihlášený uživatel vytvořil. Pokud je přihlášen administrátor, jsou za jejich názvy uvedeny 
přihlašovací jména uživatelů, kterým projekt patří. V pravé části jsou pak základní informace o 
přihlášeném uživateli a především informace o vybraném projektu. Ten lze ovládat pomocí tlačítek, 
které jsou u něj uvedeny nebo stejnými volbami z menu. Vytvoření nového projektu je uvedeno v 
předchozí kapitole 5.5.2 na obrázku 5.5. 
Pokud chceme do projektu přidat nový krok, zobrazí se nám nejprve dialog podobný tomu na 
obrázku 6.3 a na základě vybraného typu jsou zobrazeny další volby. V případě načtení formuláře 
například ty z obrázku 6.4. 
 
 




Obrázek 6.4: Načtení formuláře pro vyplnění 
 
Na obrázku 6.3 stojí za povšimnutí volba Použít data z URL z předchozího kroku, tu lze zvolit, 
pokud chceme pracovat stále se stejnou stránkou. Má ovšem svá jistá omezení resp. vlastnosti. Pokud 
chceme načíst formulář, logicky ji nelze zvolit. Naopak pokud chceme vykonávání programu na 
chvíli přerušit nebo spustit jiný projekt, zůstává zatržena a nelze ji zrušit. 
Na obrázku 6.4 je pak zobrazen formulář pro vyhledávání na adrese „search.seznam.cz“. Je 
vidět, že na této stránce se nachází pouze jeden. Pokud by jich bylo více, byl by každý z nich 




7 Pokračování vývoje 
Tato kapitola je zde zařazena především z toho důvodu, že aplikace je poměrně obecného charakteru 
a lze ji prakticky pořád nějakým způsobem vylepšovat. Proto zde budou uvedeny možné směry, 
jakými by se mohl vývoj ubírat a kam by se aplikace mohla dále rozšiřovat. 
Jako první by mohla být doimplementována funkčnost, která byla zmíněna v požadavcích pod 
bodem Odeslání výsledku projektu emailem. Tato funkcionalita by se mohla hodit především 
v okamžiku, kdy si vytvoříme nějaký projekt, řekněme třeba přihlašování na nějakou událost, a 
nemáme v tu chvíli možnost být u našeho počítače. V tom případě by došlo po dokončení projektu 
k odeslání emailu s výsledky a my bychom si tak jeho úspěšnost ověřili například pomocí mobilního 
telefonu. Z něho by to samozřejmě šlo několika způsoby, ať už přihlášením přímo k emailovému účtu 
nebo možností použít telefonní číslo jako emailovou adresu a tak dostat oznámení pomocí SMS. I 
když tato funkce měla být původně implementována, nakonec se od ní upustilo, protože byla příliš 
náročná. 
Mezi další funkční prvek, který by mohl být do aplikace dodělán, resp. aplikace by byla 
částečně upravena, je možnost přihlašování pomocí HTTP autorizace na každou webovou stránku 
zvlášť. V současné chvíli je tato funkce použita pro celý projekt a tak by se mohlo stát, že budou 
odesílány tyto údaje i na stránky, které je nepotřebují. Lze tomu samozřejmě zabránit tak, že 
přihlašování budeme používat v jednom projektu a pro stránky, kde nepotřebujeme být přihlášeni, 
vytvoříme projekt nový, který bude dynamicky spouštěn. Toto řešení ovšem není úplně ideální. 
Díky tomu, že aplikace je napsána poměrně obecně a modulárně, lze rovněž přidávat další typy 
kroků. Pokud by bylo například nutné provádět nějaké složitější operace v jednom kroku, není 
problém si takový vytvořit. V zásadě jde pouze o to, vytvořit si třídy pro komunikaci s databází a 
implementovat samotné jádro vytváření kroku. Začlenit je poté do kódu by neměl být problém. 
Jednou z dalších možných funkcí je například import a export projektů. Zde by bylo třeba 
zvolit vhodný formát, ve kterém by je aplikace ukládala, resp. načítala. Mohlo by se jedna o XML, 
interní binární formát nebo jednoduché SQL dotazy přímo do databáze. 
Jak je vidět, aplikaci lze dále rozvíjet mnoha směry. Nicméně požadavky, které byly na začátku 





Cílem této diplomové práce bylo vytvoření víceuživatelského robota na procházení webu, který měl 
být konfigurovatelný různými parametry. 
Vytvořená aplikace umožňuje uživateli skládat různé druhy projektů, které mohou obsahovat 
teoreticky neomezené množství kroků. Tyto kroky jsou několika typů, například odeslání formuláře, 
načtení stránky apod., a lze je kombinovat prakticky libovolným způsobem. Tím pádem je v projektu 
dovoleno vyhodnocovat různé části webových stránek a na základě nalezení resp. nenalezení 
požadovaných dat provádět další akce. Sílou většiny kroků je možnost práce s regulárními výrazy, 
přesněji vyhodnocování podmínek na základě jejich porovnání. 
Aplikace byla navržena co nejobecnějším způsobem tak, aby nebyl problém ji v případě 
potřeby rozšířit. Ať už by se jednalo o přidání dalších typů kroků nebo o další funkcionalitu jiného 
charakteru. Několik možných návrhů, kam by se mohl další vývoj ubírat, bylo uvedeno v předchozí 
kapitole. 
Při implementaci se vyskytlo rovněž několik problémů, zejména s kódováním webových 
stránek a s celkovou synchronizací provádění projektu. Nicméně tyto se podařilo dříve či později 
relativně dobře zvládnout. 
Největším přínosem práce je zřejmě seznámení se s frameworkem Spring a poznání 
detailnějších principů programování v jazyce Java. Rovněž práce s knihovnou HttpClient byla velmi 
inspirativní a přinesla velmi mnoho zajímavých poznatků. V neposlední řadě pak použití databáze 
Java DB je hodnoceno jako vhodné zejména proto, že tato databáze se jeví dobře použitelná na 
projektech tohoto typů. Tedy tam, kde nad ní není potřeba vykonávat extrémně náročné operace, ale 
je třeba rychlá konfigurace a snadné použití. 
Na závěr lze tedy konstatovat, že požadavky, které byly na začátku práce definovány, byly 
splněny a práce měla velký přínos především v poznání vyspělých technologií a pokročilých 
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