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Resumen 
En este proyecto se estudia y analiza la manera de crear una aplicación para Android 
dedicada a la enseñanza. Como ejemplo se ha hecho para la enseñanza de conocimientos 
básicos de electrónica, dado que la autora de este proyecto tiene la intensificación de 
electrónica. 
La aplicación se programa de tal manera que su modificación para introducir otra 
asignatura o ampliar el temario de la asignatura existente sea lo más simple posible y sin 
tener que modificar el código de la misma. 
También se estudian las características de Android con el objetivo de crear la aplicación 
utilizando los recursos que ofrece esta plataforma y teniendo en cuenta su arquitectura a la 
hora de programar. 
Además se analiza, selecciona y estudia las herramientas apropiadas para la construcción 
de la aplicación. Se ha tenido que elegir un entorno de desarrollo y herramientas para la 
creación y modificación de archivos HTML y bases de datos. 
Para poder programar la aplicación también se tienen que estudiar una serie de lenguajes 
de programación de los cuales no se tienen conocimientos previos. Primeramente se 
analizan los diferentes lenguajes para poder programar en Android y después se elige el 
más conveniente según una serie de criterios que se explican dentro de la memoria.  
En la aplicación el usuario puede estudiar la teoría dividida por temas, hacer ejercicios 
relacionados con dichos temas o crear un test personalizado con el número de preguntas 
deseadas y las diferentes unidades que se quieran practicar. El test personalizado se 
puede resolver en el mismo dispositivo o generar un archivo HTML en la memoria del 
terminal que el usuario puede enviar vía e-mail, imprimir o visualizar en cualquier 
momento. 
Por último también se analiza la manera de distribuir la aplicación en el mercado de 
Google, así como la forma de obtener beneficios de una aplicación gratuita mediante el 
servicio ofrecido por Google llamado AdMob. La aplicación se crea gratuita ya que va 
dirigida a la comunidad estudiantil y se desea que llegue al máximo de público posible. 
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1. Glosario 
ADT: Android Development Toolkit (Kit de herramientas de desarrollo de Android) 
API: Application Programming Interface (Interfaz de Programación de Aplicaciones) 
APK: Application PacKage File (Paquete de la aplicación) 
App: Aplicación 
CVS: Concurrent Versioning System. (Sistema de control de versiones) 
GUI: Graphic User Interface (Interfaz Gráfica de Usuario) 
HTML: HyperText Markup Language (Lenguaje de Marcado de Hipertexto) 
IDE: Integrated Development Environment (Entorno de Desarrollo Integrado) 
JAR: Java Archive (Archivo Java) 
SDK: Software Development Kit (Kit de desarrollo de software) 
SGL: Sorcerer Gnu Linux 
SGML: Standard Generalized Markup Language (Lenguaje de Marcado de Anotaciones 
Generales) 
SQL: Structured Query Language (Lenguaje de Consulta Estructurado) 
SSL: Secure Socket Layer (Capa de Conexión Segura) 
UI: User Interface (Interfaz de Usuario) 
XML: eXtensible Markup Language (Lenguaje de Marcas Extensible) 
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2. Introducción 
2.1. Motivación 
Hoy en día las tecnologías móviles son muy importantes y forman parte del día a día de la 
gente. Los teléfonos móviles ya no se utilizan únicamente para llamar y comunicarse con 
otras personas, ahora se ha dado un paso más y además de un teléfono también se tiene 
cámara de fotos, reloj, despertador, las noticias del día, entretenimiento de todo tipo, 
juegos, películas además de muchas otras cosas y todo en un solo aparato. Estos 
dispositivos se denominan smartphones o teléfonos inteligentes.  
Estos dispositivos inteligentes consiguen tener una gran variedad de funciones, entre otras 
cosas, gracias a sus aplicaciones. Y estas aplicaciones se gestionan mediante un sistema 
operativo que puede ser iOS, Android o Windows Phone. 
Según un estudio realizado por una empresa independiente [1], Google Play (tienda donde 
se encuentran las aplicaciones Android) tiene una cifra cercana a las 800 mil aplicaciones, 
mientras que la App Store (tienda donde se hallan las aplicaciones Apple) tiene 750 mil 
aplicaciones. La más reciente Windows Phone Store (tienda donde están las aplicaciones 
de Windows Phone) está cerca de 150 mil aplicaciones. Todas estas aplicaciones hacen 
que el dispositivo móvil sea personal de cada una de las personas. Toda esta variedad de 
aplicaciones hace que cada persona encuentre las aplicaciones que encajen en sus 
necesidades. 
En este proyecto se va crear una aplicación dirigida a la comunidad estudiantil y su 
necesidad de obtener más recursos a la hora de estudiar una asignatura. Se va a crear 
una aplicación para el estudio de electrónica. Esto ayudará a los estudiantes a aprender 
electrónica en cualquier lugar sin necesidad de tener que llevar libros, apuntes o un 
ordenador personal encima, únicamente con su dispositivo móvil, mucho más fácil de 
trasportar que cualquiera de los objetos mencionados anteriormente, podrá estudiar y 
hacer ejercicios prácticos de la asignatura. 
Además dicha aplicación se va a crear de tal manera que será muy fácil modificar el 
contenido de la misma sin tener que modificar el código de la implementación, con lo que 
se podrá hacer de cualquiera de las asignaturas que necesiten los estudiantes.  
2.2. Objetivos del proyecto 
En este apartado se definen los objetivos principales de la aplicación y los objetivos 
específicos de la misma. Estos últimos serán la funcionalidad que se le quiere dar a la 
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aplicación, es decir, lo que se desea que el usuario pueda hacer a través del programa 
Elec2all. 
2.2.1. Objetivo principal 
El objetivo principal de este proyecto es analizar y estudiar el sistema operativo Android 
con la finalidad de crear una aplicación para la enseñanza, la cual sea fácil de utilizar por el 
usuario y sencilla de modificar por el administrador.  
2.2.2. Objetivos específicos y funcionalidad 
Los objetivos específicos del proyecto es crear una aplicación con las siguientes 
funcionalidades: 
- El usuario puede estudiar la teoría de una asignatura. 
- El usuario puede hacer actividades de cada uno de los temas estudiados en la 
parte de teoría. Las actividades son cinco preguntas de tipo test que se responden 
en el dispositivo de manera interactiva. 
- El usuario también puede hacer actividades seleccionando más de un tema y con 
un número de preguntas también a voluntad del usuario. Estas actividades son 
preguntas de tipo test que se pueden visualizar en el dispositivo y responder de 
manera interactiva, o se pueden mostrar en un archivo HTML que se crea en la 
memoria del dispositivo, el cual se puede borrar, copiar, pegar, enviar, etc., como 
cualquier documento. 
2.3. Alcance del proyecto 
Este proyecto pretende construir una plataforma para la enseñanza la cual sea sencilla de 
modificar para poder abarcar cualquier asignatura. En la aplicación que se explica en este 
informe está hecha para el aprendizaje de conocimientos básicos de electrónica pero se 
ha creado de tal manera que si se desea cambiar la asignatura a estudiar, el administrador 
podría hacerlo de manera rápida y sencilla. 
Por lo tanto esta plataforma puede cubrir las necesidades de cualquier alumno desde sus 
estudios primarios hasta los universitarios, únicamente cambiando el temario de la 
aplicación. 
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3. ¿Qué es Android? 
3.1. Arquitectura interna de Android 
Android [2] es un paquete de software basado en código abierto para teléfonos móviles y 
Tabletas creado por Google y la Open Handset Alliance. Esta plataforma de desarrollo es 
completamente abierta y gratuita basada en Linux y en código abierto.  
Android incluye: un sistema operativo, software intermedio que trabaja al servicio de las 
aplicaciones que se encuentran por encima y algunas aplicaciones claves que vienen 
incluidas desde el principio con el sistema operativo. La estructura se puede ver en la 
Figura 3-1 
 
Figura 3-1. Arquitectura del sistema Android 
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Android utiliza un núcleo de Linux para la gestión de su memoria, de los procesos, para las 
operaciones de red y en él se encuentran los drivers que permiten comunicarse con el 
hardware específico de cada dispositivo.  
La capa superior al núcleo contiene las librerías nativas de Android programadas en C o 
C++, utilizadas por el dispositivo y preinstaladas por el fabricante de dicho dispositivo. 
Algunas de las librerías más importantes son: 
- Administrador de interfaz gráfica: Su principal uso, consiste en proporcionar un 
entorno visual sencillo para permitir la comunicación con el sistema operativo de un 
dispositivo. [3] 
- Framework OpenCore 
- SQLite: Implementa una pequeña librería que funciona como un sistema de 
gestión de base de datos relacionales. Se puede utilizar en una aplicación para un 
almacenamiento persistente. [4] 
- OpenGL ES: Es una interfaz de programación de API gráfica para escribir 
aplicaciones que produzcan gráficos 2D y 3D. [5] 
- WebKit: Posibilita interactuar con un servidor web para recuperar y renderizar 
páginas web, descargar archivos, y administrar plugins. [6] 
- SGL: Motor gráfico. 
- SSL: Proporciona autenticación y privacidad de la información entre extremos 
sobre Internet mediante el uso de criptografía. [7] 
- libc: La biblioteca estándar de C es una recopilación de ficheros cabecera y 
bibliotecas con rutinas, estandarizadas por un comité de la Organización 
Internacional para la Estandarización (ISO), que implementan operaciones 
comunes, tales como las de entrada y salida o el manejo de cadenas. [8] 
Encima del núcleo también se encuentra el tiempo de ejecución Android (Android 
Runtime). En este nivel hay un set de bibliotecas base de java y la máquina virtual Dalvik 
que es una variación de la máquina virtual de Java. Cada aplicación Android corre su 
propio proceso, con su propia instancia de la máquina virtual Dalvik. Dalvik ha sido escrito 
de forma que un dispositivo puede correr múltiples máquinas virtuales de forma eficiente. 
También ejecuta archivos en el formato Dalvik Executable (.dex), el cual está optimizado 
para memoria mínima. La Máquina Virtual está basada en registros y corre clases 
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compiladas por el compilador de Java que han sido transformadas al formato .dex por la 
herramienta incluida "dx". [9] 
Un nivel por encima de las bibliotecas y del tiempo de ejecución, se encuentra el 
framework de aplicaciones. Los desarrolladores tienen acceso completo a los mismos APIs 
del framework usados por las aplicaciones base. La arquitectura está diseñada para 
simplificar la reutilización de componentes; cualquier aplicación puede publicar sus 
capacidades y cualquier otra aplicación puede luego hacer uso de esas capacidades 
(sujeto a reglas de seguridad del framework). Este mismo mecanismo permite que los 
componentes sean reemplazados por el usuario. Seguidamente se describen algunas de 
las partes más importantes de este nivel[10]: 
- Activity Manager (gestor de actividades): Gestiona la pila de actividades de la 
aplicación así como su ciclo de vida. 
- Window Manager (gestor de ventana): Organiza lo que se mostrará en pantalla. 
- Content Providers (Proveedores de contenido): Crea una capa que encapsula 
los datos que se compartirán entre aplicaciones. Por ejemplo los contactos. 
- View System (Sistema de visualización): Son los elementos que se utilizan para 
crear la interfaz de usuario. 
- Notification Manager (Gestor de notificaciones): Engloba los servicios para 
notificar al usuario cuando algo requiera su atención mostrando alertas en la barra 
de estado, activando sonidos, vibración, etc. 
- Package Manager (Gestor de paquetes): Permite obtener información sobre los 
paquetes instalados en el dispositivo Android y gestionar la instalación de nuevos 
paquetes. Un paquete es la forma en que se distribuyen las aplicaciones Android, 
estos contienen el archivo .apk, que a su vez incluyen los archivos .dex con todos 
los recursos y archivos adicionales que necesite la aplicación, para facilitar su 
descarga e instalación. 
- Telephony Manager (Gestor de telefonía): Permite utilizar las funciones de 
telefonía como llamar, enviar y recibir mensajes, etc. 
- Resource Manager (Gestor de recursos): Permite gestionar los elementos que 
forman parte de la aplicación pero no es código. Por ejemplo imágenes, archivos 
HTML, sonidos, etc. 
- Location Manager (Gestor de ubicación): Permite determinar la posición 
geográfica del dispositivo Android mediante GPS o redes disponibles y trabajar con 
mapas. 
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- Sensor Manager (Gestor de sensor): Nos permite manipular los diferentes 
elementos de hardware del teléfono. 
- Cámara: Con esta librería se puede utilizar la cámara del dispositivo para tomar 
fotografías o para grabar vídeo. 
- Multimedia: Permite reproducir y visualizar audio, vídeo e imágenes en el 
dispositivo. 
La última capa de esta arquitectura es la de aplicaciones y widgets. Los usuarios finales 
únicamente verán esta capa. 
3.2. Leguajes de programación para aplicaciones Android 
Para programar aplicaciones en Android hay diferentes códigos que se pueden utilizar 
dependiendo del conocimiento del programador y las necesidades de la aplicación. 
Seguidamente se analizan algunos de los diferentes lenguajes que se pueden utilizar para 
finalmente escoger el que más se adapte con las necesidades de este proyecto. [11] 
Java 
Java es el lenguaje que más se utiliza a la hora de programar aplicaciones Android ya que 
Google ha escogido este código para dar soporte a aquellas personas y empresas que 
deseen realizar aplicaciones de forma “nativa” en la plataforma de Android. En la página 
oficial de Android se puede encontrar toda la información que se necesita para poder hacer 
aplicaciones, ya que se cuenta con tutoriales, foros, videos y códigos de ejemplo sobre 
cada API de Android y toda esta información y ejemplos están en Java. Por lo tanto es un 
lenguaje del cual es fácil encontrar información en la red, con el que más gente trabaja 
para crear sus aplicaciones Android y es el lenguaje que Google ofrece de manera oficial. 
El entorno de desarrollo que propone Google de manera oficial para la programación con 
lenguaje Java de las aplicaciones Android es Eclipse. 
Basic4Android 
Basic4Android es una plataforma de programación para aplicaciones Android cuyo 
lenguaje base de programación es VisualBasic. Este lenguaje es más gráfico y no tan 
abstracto como Java, es decir, es más sencillo de entender para una persona que no esté 
muy en contacto con el mundo de la programación. No es el mismo lenguaje de Microsoft, 
pero su sintaxis es la misma. Uno de los grandes inconvenientes de esta plataforma es 
que se debe pagar para poder utilizarla. 
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Mono para Android 
Con esta plataforma se puede programar en C# y.NET. Según Xamarin (la empresa 
creadora de Mono), se trabaja con un lenguaje nativo para Android ya que no tiene un 
intérprete como lo tendría Basic4Android, y su aprendizaje es relativamente sencillo en un 
tiempo prudente. No contiene largas líneas de código para hacer algo rápido, es algo muy 
sencillo de programar y muy eficiente sin estar pensando en Java y HTML al mismo 
tiempo. Esta plataforma también es de pago. 
App Inventor 
Esta plataforma de desarrollo está basada en un lenguaje de desarrollo gráfico, donde no 
se tiene que escribir código, tan solo se arrastran bloques identificados con la acción que 
se necesita hacer. Con esto se consigue que cualquier persona pueda programar su 
aplicación Android sin necesidad de aprender algún código de programación. Esta 
plataforma de desarrollo fue impulsada por Google con el fin de que más personas se 
unieran a la familia de Android. Esta herramienta usa el navegador como centro principal 
de trabajo, y almacena todo esto en servidores que están disponibles cada vez que se 
entra a internet. A principios de agosto de 2011 Google anunció que ya no mantendría esta 
aplicación, pero que la haría código libre destinado a la educación. Una semana después 
el Instituto Tecnológico de Massachusetts (MIT), una institución de educación superior 
privada situada en Cambridge, Massachusetts (EE.UU.), anunció que se haría cargo del 
proyecto.  Por lo que el 31 de diciembre de 2011 App Inventor de Google dejó de funcionar 
y el 4 de marzo de 2012, el Instituto Tecnológico de Massachusetts (MIT) volvió a poner el 
proyecto en Internet. 
Una vez expuestos los diferentes lenguajes y entornos de desarrollo que se pueden utilizar 
se ha decidido hacer la aplicación Elec2all en lenguaje Java, ya que es el lenguaje oficial 
que utiliza Google y al cual da soporte. Además de que el entorno de desarrollo utilizado 
con este código (Eclipse) es gratuito. 
3.3. Estructura de una aplicación Android en Eclipse 
Eclipse es un entorno de desarrollo integrado donde se programan las aplicaciones 
Android (en el siguiente apartado se puede ver más información sobre esta herramienta). 
Y en este entorno las aplicaciones Android deben tener una estructura de carpetas bien 
definida ya que en cada carpeta van unos archivos específicos. A continuación se muestra 
una imagen de las carpetas que contiene el proyecto Elec2all (Figura 3-1) y se explica el 
contenido de las mismas. Hay que tener en cuenta que no todos los proyectos Android 
tienen la misma estructura ya que hay carpetas que son opcionales como por ejemplo los 
directorios “libs”, “layout-land”, “menú” y “values” y por lo tanto se pueden encontrar 
proyectos que no los tengan.  
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Figura 3-1. Estructura del proyecto Elec2all en Eclipse 
Seguidamente se describe cada carpeta y los archivos que debe haber dentro: 
Carpeta src: Contiene todos los archivos de código fuente de la aplicación. 
Carpeta gen: Aquí aparecen archivos que genera Eclipse de forma automática, como por 
ejemplo el archivo R.java y los binarios. Estos archivos no se deben editar, ya que es 
Eclipse el que se encarga de modificarlos automáticamente según otros parámetros del 
proyecto. 
Android 3.2: es la librería de desarrollo de Android (SDK). Se puede ir desplegando el 
árbol para ver los paquetes y clases que incluye el SDK. Cuando se añaden nuevas 
librerías o paquetes a un proyecto, aparecerán de la misma forma. En este caso este 
apartado se llama Android 3.2 porque es la versión de Android para la que está 
programado este proyecto pero si estuviera hecho por ejemplo para la versión 2.3, este 
apartado se llamaría Android 2.3. 
Android Dependencies: Es una carpeta virtual donde Eclipse muestra de que archivos JAR 
depende el proyecto. No es una carpeta física, es decir, no se encontrará en el disco duro.  
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Carpeta assets: Esta carpeta contiene los archivos auxiliares necesarios para la aplicación 
como son bases de datos, imágenes, archivos HTML, etc. La diferencia entre los recursos 
incluidos en la carpeta /res/raw/ y los incluidos en la carpeta /assets/ es que para los 
primeros se generará un ID en la clase R y se deberá acceder a ellos con los diferentes 
métodos de acceso a recursos. Para los segundos sin embargo no se generarán ID y para 
acceder a los recursos de este directorio se necesitará usar la clase AssetManager para 
leer los datos como un stream de bytes. 
Carpeta bin: Esta carpeta como la carpeta gen se genera automáticamente, y la utiliza el 
compilador para preparar los archivos para el empaquetado final en forma de APK. Es un 
paso intermedio. Esta carpeta como la anterior la se pueden borrar si es necesario ya que 
se generaran de nuevo al compilar. 
Carpeta res: Es el directorio principal de recursos. Aquí se guardan imágenes o archivos 
multimedia que utilice la aplicación. Los recursos colocados en este directorio son 
fácilmente accesibles desde la clase R. Los diferentes tipos de recursos de deben distribuir 
entre las siguientes carpetas: 
- Drawable: Contiene los iconos e imágenes de la aplicación. Se puede dividir en 
/drawable-ldpi, /drawable-mdpi y /drawable-hdpi para utilizar diferentes recursos 
dependiendo de la resolución del dispositivo. 
- Layout: Contiene los ficheros de definición de las diferentes pantallas de la interfaz 
gráfica. Se puede dividir en /layout y /layout-land para definir distintos layouts 
dependiendo de la orientación del dispositivo. 
- Menu: Tiene el los ficheros XML relacionados con el menú emergente que aparece 
al pulsar la tecla menú del dispositivo. 
- Values: Valores de la aplicación 
o Colors: Colores 
o Strings: Textos 
Android Manifest.xml: Es el archivo de configuración de la aplicación. En él se define 
“qué puede hacer la aplicación”, es decir, informa al sistema de que la aplicación puede 
abrir archivos mp3, abrir enlaces http o que es capaz de manejar las llamadas telefónicas 
que recibe. En este archivo también se indican las actividades o servicios que ejecutará la 
aplicación y los permisos especiales que necesita utilizar en el caso de que quiera acceder 
a recursos compartidos del sistema, como el acceso a la lista de contactos, uso del GPS, o 
la posibilidad de enviar mensajes SMS. [12] 
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3.3.1. Archivos de la carpeta src 
En la carpeta src se encuentran los componentes necesarios para el funcionamiento de la 
aplicación. Cada componente es un punto diferente a través del cual el sistema operativo 
puede interactuar con la aplicación. Algunos son puntos de entrada para el usuario pero 
otros dependen de distintos componentes para funcionar. Cada componente existe como 
una entidad propia, juega un rol específico, sirve a un propósito diferente y tiene un ciclo de 
vida distinto que define como se crea y se destruye. Estos componentes son clases java y 
pueden ser de cuatro tipos diferentes: Activity (actividad), servicios (service), proveedores 
de contenido (content provider) y receptores de transmisión (broadcast receiver). 
Para crear un componente de tipo actividad se ha de crear una clase java que herede la 
clase Activity como se ve en el siguiente ejemplo: 
public class Teoria extends Activity{ 
Las actividades son las encargadas de mostrar la interfaz de usuario e interactuar con él. 
El aspecto de la actividad se aplica pasando un objeto View al método 
Activity.setContentView(), que es el método encargado de dibujar la pantalla. Los objetos 
view son archivos XML colocados dentro del directorio res y construyen la interfaz gráfica 
de la aplicación, más adelante se explicarán estos archivos más específicamente. Por 
cada pantalla distinta hay una actividad distinta, normalmente las aplicaciones tienen una 
actividad fijada como punto de entrada, es decir, la actividad principal o “main”. En el caso 
de este proyecto la actividad principal es Ellec2all.java. 
Toda actividad se inicia como respuesta a un Intent. Intents o intenciones son los mensajes 
del sistema que se encuentran corriendo en el interior del dispositivo. Se encargan de 
notificar a las aplicaciones de varios eventos: cambios de estado en el hardware, 
notificaciones de datos entrantes y eventos en las aplicaciones. Así como se pueden crear 
actividades que respondan a las intenciones, también se pueden crear intenciones que 
lancen actividades o usarlas para detonar eventos ante algunas situaciones.  
Los servicios [13] son componentes sin interfaz gráfica que se ejecutan en segundo plano. 
Los servicios se encargan de realizar tareas que deben continuar ejecutándose cuando la 
aplicación no está en primer plano. Pueden realizar cualquier tipo de acciones, por ejemplo 
actualizar datos, lanzar notificaciones, o incluso mostrar elementos visuales (activities) si 
se necesita en algún momento la interacción con del usuario. Los servicios disponen de un 
mecanismo para ejecutar tareas pesadas sin bloquear la aplicación ya que se ejecutan en 
un distinto plano. 
Un content provider es el mecanismo que se ha definido en Android para compartir datos 
entre aplicaciones. Mediante estos componentes es posible compartir determinados datos 
de nuestra aplicación sin mostrar detalles sobre su almacenamiento interno, su estructura, 
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o su implementación. De la misma forma, nuestra aplicación podrá acceder a los datos de 
otra a través de los Content Provider que se hayan definido. 
Se pueden guardar datos en archivos del sistema, en una base de datos en SQLite, en la 
web o en cualquier otro lugar de almacenamiento persistente a la que la aplicación pueda 
tener acceso. Y mediante el Content Provider, otras aplicaciones pueden consultar o 
incluso modificar estos datos. 
Un lector de correo podría disponer de un Content Provider para acceder a la bandeja de 
entrada y los datos del mensaje. Otro ejemplo es el Content Provider que tiene Android 
para gestionar la información de contactos del teléfono. Cualquier aplicación con los 
permisos adecuados puede realizar una consulta a través de un proveedor de contenido 
como ContactsContract.Data para leer y escribir información sobre una persona en 
particular. 
Un broadcast receiver es un componente destinado a detectar y reaccionar ante 
determinados mensajes o eventos globales generados por el sistema como por ejemplo 
que la batería está baja o que se ha recibido un mensaje. Las aplicaciones también 
pueden lanzar este tipo de notificaciones, un ejemplo de ello es el aviso de que alguna 
información ha terminado de descargarse en el dispositivo y se encuentran disponibles 
para su utilización. No tienen interfaz de usuario, pero pueden lanzar Actividades como 
respuesta a un evento o usar NotificationManager para informar al usuario. Cada una de 
las emisiones de los broadcaster receivers se representa como una intención. 
3.3.2. Archivos de la carpeta res 
Esta carpeta contiene diferentes subcarpetas como por ejemplo las que tienen imágenes o 
archivos XML. Ya que la mayoría de estas carpetas poseen estos archivos XML, antes de 
analizar la estructura de esta carpeta, se explicará que es XML. 
3.3.2.1. Archivos XML 
XML [14] son las siglas en inglés de eXtensible Markup Language (lenguaje de marcas 
extensible). Deriva del lenguaje SGML y permite definir la gramática de lenguajes 
específicos para estructurar documentos grandes. A diferencia de otros lenguajes, XML da 
soporte a bases de datos, siendo útil cuando varias aplicaciones se deben comunicar entre 
sí o integrar información. 
Las ventajas de XML respecto de otros lenguajes son las siguientes: 
- Es extensible, es decir, después de diseñado y puesto en producción, es posible 
extender XML con la adición de nuevas etiquetas, de modo que se pueda continuar 
utilizando sin complicación alguna. 
Pág. 18  Memoria 
 
- El analizador es un componente estándar, no es necesario crear un analizador 
específico para cada versión de lenguaje XML. Esto posibilita el empleo de 
cualquiera de los analizadores disponibles. De esta manera se evitan bugs y se 
acelera el desarrollo de aplicaciones. Un analizador (en inglés parser) es una de las 
partes de un compilador. 
- Si un tercero decide usar un documento creado en XML, es sencillo entender su 
estructura y procesarla. Mejora la compatibilidad entre aplicaciones. Se pueden  
comunicar aplicaciones de distintas plataformas, sin que importe el origen de los 
datos, es decir, se podría tener una aplicación en Linux con una base de datos 
Postgres y comunicarla con otra aplicación en Windows y Base de Datos MS-SQL 
Server. 
- Se Transforman datos en información, pues se le añade un significado concreto y 
se asocian a un contexto, con lo cual se tiene flexibilidad para estructurar 
documentos. 
La tecnología XML busca dar solución al problema de expresar información estructurada 
de la manera más abstracta y reutilizable posible. Que la información sea estructurada 
quiere decir que se compone de partes bien definidas, y que esas partes se componen a 
su vez de otras partes. Estas partes se llaman elementos, y se las señala mediante 
etiquetas. Una etiqueta consiste en una marca hecha en el documento, que señala una 
porción de éste como un elemento. Un pedazo de información con un sentido claro y 
definido. Las etiquetas tienen la forma <nombre>, donde nombre es el nombre del 
elemento que se está señalando. Los elementos pueden tener contenido (más elementos, 
caracteres o ambos), o bien ser elementos vacíos. Los elementos pueden tener atributos, 
que son una manera de incorporar características o propiedades a los elementos de un 
documento. Deben ir entre comillas. 
Los documentos denominados como “bien formados” (del inglés well formed) son aquellos 
que cumplen con todas las definiciones básicas de formato y pueden, por lo tanto, 
analizarse correctamente por cualquier analizador sintáctico (parser) que cumpla con la 
norma. Las normas que deben cumplir los archivos XML para que se pueda decir que 
están bien formados son las siguientes: 
- Los documentos han de seguir una estructura estrictamente jerárquica con lo que 
respecta a las etiquetas que delimitan sus elementos. Una etiqueta debe estar 
correctamente incluida en otra, es decir, las etiquetas deben estar correctamente 
anidadas. Los elementos con contenido deben estar correctamente cerrados. 
- Los documentos XML sólo permiten un elemento raíz del que todos los demás 
sean parte, es decir, solo pueden tener un elemento inicial. 
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- Los valores atributos en XML siempre deben estar encerrados entre comillas 
simples o dobles. 
- El XML es sensible a mayúsculas y minúsculas. Existe un conjunto de caracteres 
llamados espacios en blanco (espacios, tabuladores, retornos de carro, saltos de 
línea) que los procesadores XML tratan de forma diferente en el marcado XML. 
- Es necesario asignar nombres a las estructuras, tipos de elementos, entidades, 
elementos particulares, etc. En XML los nombres tienen alguna característica en 
común. 
- Las construcciones como etiquetas, referencias de entidad y declaraciones se 
denominan marcas. Son partes del documento que el procesador XML espera 
entender. El resto del documento entre marcas son los datos «entendibles» por las 
personas. 
Con todo esto ya se pueden crear archivos XML sin errores y bien formados, además de 
tener una idea general de lo que significan estos documentos y para lo que se utilizan 
dentro de una aplicación.  
3.3.2.2. Estructura de la carpeta res 
Seguidamente se muestra la estructura de la carpeta “res” (Figura 3-2) y se analiza el 
contenido de cada subcarpeta. 
 
Figura 3-2. Estructura carpeta "res" 
 
Drawable 
Todas las carpetas con esta etiqueta contienen imágenes que se utilizan en la aplicación 
para crear la interfaz de usuario, como son los iconos de los botones o el icono de la 
aplicación. También se tienen archivos XML que describen formas con varios estados 
(normal, presionado, o el foco) como por ejemplo los botones. Las carpetas con las 
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terminaciones “-hdpi”, “ldpi” y “-mdpi” contienen imágenes específicas que dependen de la 
resolución y densidad de la pantalla del dispositivo (densidad baja, media y alta 
respectivamente) 
Layout 
Dentro de esta carpeta se tienen todos los layouts relacionados con las actividades de la 
carpeta src. Los layouts son archivos XML que contienen la información de cómo el 
usuario ve la aplicación, es decir, contiene las imágenes, los botones y los textos y se 
definen sus correspondientes formatos y posicionamiento dentro de la pantalla del 
dispositivo. Estos componentes extienden a la clase base ViewGroup, como muchos 
otros componentes contenedores, es decir, capaces de contener a otros controles. Hay 
diferentes tipos de layouts como son: FrameLayout, LinearLayout, TableLayout, 
GtridLayout y RelativeLayout. 
El FrameLayout [15] es el más simple de todos los layouts de Android. Coloca todos sus 
controles hijos alineados en una su esquina superior izquierda, de forma que cada control 
quedará oculto por el control siguiente (a menos que éste último tenga transparencia). Por 
ello, suele utilizarse para mostrar un único control en su interior, a modo de contenedor 
(placeholder) sencillo para un sólo elemento sustituible, por ejemplo una imagen. Se puede 
hacer que hayan varios hijos sin solaparse unos con otros utilizando el tributo 
layout_gravity, pero hay otros layouts destinados a eso donde es más sencillos posicionar 
los diferentes elementos. Las vistas de los hijos son dibujadas en una pila con el hijo más 
recientemente añadido en la parte superior de la misma. El tamaño del FramLayout es el 
tamaño del hijo más grande.  
El LinearLayout apila uno tras otro todos sus elementos hijos de forma horizontal o 
vertical según se establezca su propiedad android:orientation. Por lo tanto, una lista vertical 
sólo tendrá un elemento hijo por fila, sin importar su anchura, y en una lista horizontal 
tendrá únicamente una fila de alto (con la altura del hijo más alto).  
Un TableLayout permite distribuir sus elementos hijos de forma tabular, definiendo las filas 
y columnas necesarias, y la posición de cada componente dentro de la tabla. Los 
elementos se insertan dentro del TableRow y cada componente insertado corresponde a 
una columna de la tabla. La tabla que se crea no muestra líneas de borde en las filas, las 
columnas o las celdas. Cada celda contiene un objeto y la tabla tiene tantas columnas 
como la fila con mayor número de celdas. 
La anchura de una columna se define por la fila con la celda más amplia de esa columna. 
Sin embargo, se pueden modificar las propiedades de las columnas con los siguientes 
atributos: 
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- android:stretchColumns: Indica las columnas que pueden expandirse para 
absorber el espacio libre dejado por las demás columnas a la derecha de la 
pantalla. 
- android:shrinkColumns: Indica las columnas que se pueden contraer para dejar 
espacio al resto de columnas que se puedan salir por la derecha de la pantalla. 
- android:collapseColumns: Indica las columnas de la tabla que se quieren ocultar 
completamente. 
Un GridLayout tiene unas características son similares al TableLayout, ya que se utiliza 
igualmente para distribuir los diferentes elementos de la interfaz de forma tabular, 
distribuidos en filas y columnas. La diferencia entre ellos estriba en la forma que tiene el 
GridLayout de colocar y distribuir sus elementos hijos en el espacio disponible. En este 
caso, a diferencia del TableLayout, se indica el número de filas y columnas como 
propiedades del layout, mediante android:rowCount y android:columnCount. Con estos 
datos ya no es necesario ningún tipo de elemento para indicar las filas, como se hace con 
el elemento TableRow del TableLayout, sino que los diferentes elementos hijos se colocan 
ordenadamente por filas o columnas (dependiendo de la propiedad android:orientation) 
hasta completar el número de filas o columnas indicadas en los atributos anteriores. Al 
igual que en el caso del TabletLayout, se tienen las propiedades android:layout_rowSpan y 
android:layout_columnSpan para conseguir que una celda ocupe el lugar de varias filas o 
columnas. 
El RelativeLayout permite especificar la posición de cada elemento de forma relativa a su 
elemento padre o a cualquier otro elemento incluido en el propio layout. De esta forma, al 
incluir un nuevo elemento X podremos indicar por ejemplo que debe colocarse debajo del 
elemento Y y alineado a la derecha del elemento Z.  
Entre los atributos que sirven para posicionar los elementos con respecto a otros están: 
- android:layout_above: indica que el elemento se posicionará justo arriba del 
elemento que tiene el ID definido como valor de este atributo. 
- android:layout_toLeftOf: indica que el elemento se posicionará a la izquierda del 
elemento cuyo ID coincida con el definido en el valor de este atributo. 
- android:layout_toRightOf: posiciona al elemento a la derecha del elemento cuyo 
ID coincida con el proporcionado en el valor de este atributo. 
- android:layout_bottom: posiciona al elemento debajo del que tenga la ID 
proporcionada en el valor del atributo. 
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Por lo tanto si se quiere que el elemento X esté debajo del elemento Y, el tributo de X será 
android:layout_below="@id/Y" e Y tendrá que haber sido previamente definido en el 
archivo XML. 
De la misma forma, existen atributos cuyo valor se maneja con true y false y que sirven 
para posicionar a los elementos con respecto al contenedor en el que se encuentran, entre 
ellos están: 
- android:layout_alignParentTop: le indica al elemento hijo que su borde superior 
debe estar alineado con el borde superior del contenedor. 
- android:layout_alignParentBottom: le indica al elemento hijo que su borde 
inferior debe estar alineado con el borde inferior del contenedor. 
- android:layout_alignParentLeft: le indica al elemento hijo que su borde izquierdo 
debe estar alineado con el borde izquierdo del contenedor. 
- android:layout_alignParentRight: le indica al elemento hijo que su borde derecho 
debe estar alineado con el borde derecho del contenedor. 
- android:layout_centerHorizontal: permite centrar horizontalmente al elemento 
hijo con respecto a su contenedor. 
- android:layout_centerVertical: permite centrar verticalmente al elemento hijo con 
respecto a su contenedor.  
También hay otros elementos comunes que extienden a ViewGroup, como por ejemplo las 
vistas de tipo lista (ListView) y de tipo grid (GridView). Estos ViewsGroup son controles de 
selección y a continuación se explica algunas de sus características 
El ListView muestra una lista de opciones seleccionables. En caso de existir más 
opciones de las que se pueden mostrar en la pantalla del dispositivo, se puede hacer scroll 
sobre la lista para acceder al resto de elementos. Los elementos de la lista se insertan 
automáticamente utilizando un Adapter que extrae el contenido de una fuente tal como una 
matriz o base de datos y convierte cada elemento en una vista que se coloca en la lista. 
El control GridView de Android [16] permite crear una cuadrícula bidimensional de 
elementos entre los que el usuario puede elegir. Es decir, este control de selección 
contiene filas y columnas. Se puede definir el número y el tamaño de las columnas, por el 
contrario, el número de filas se define dinámicamente en función del número de los ítems 
que el adaptador que se está utilizando indique como disponibles para la vista a desplegar 
en la pantalla. Algunas de las propiedades que se utilizan en el GridView son las 
siguientes: 
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- android:numColumns: indica el número de columnas de la tabla o “auto_fit” si 
queremos que sea calculado por el propio sistema operativo a partir de las 
siguientes propiedades. 
- android:columnWidth: indica el ancho de las columnas de la tabla. 
- android:horizontalSpacing: indica el espacio horizontal entre celdas. 
- android:verticalSpacing: indica el espacio vertical entre celdas. 
- android:stretchMode: indica qué hacer con el espacio horizontal sobrante. Si se 
establece el valor “columnWidth” este espacio será absorbido a partes iguales por 
las columnas de la tabla. Si por el contrario se establece “spacingWidth” será 
absorbido a partes iguales por los espacios entre celdas. 
En la carpeta con la terminación “-land” se colocan los archivos para la vista en horizontal. 
Los dispositivos en los que se podrá utilizar esta aplicación tienen una propiedad que es la 
rotación de la pantalla según su posición. Los dispositivos móviles y las Tabletas poseen 
un acelerómetro en su interior que proporciona la información de si el aparato está en 
posición vertical u horizontal. Al variar la posición, la interfaz de usuario también cambia, ya 
que el tamaño de la pantalla se ha modificado y este cambio se puede controlar con los 
layouts creados en esta carpeta. Es decir, al girar el dispositivo obteniendo la posición 
horizontal, el programa cogerá el layout que está en la carpeta res/layout-land en vez del 
que hay en la carpeta res/layout. El layout horizontal y vertical relacionados con la misma 
actividad tienen el mismo nombre, pero Android los gestionará dependiendo de la 
orientación del dispositivo y la carpeta en la que estén situados dichos layouts. 
Menu 
Esta carpeta contiene el layout del menú emergente que sale cuando se aprieta la tecla 
menú del dispositivo. Este layout tiene un elemento principal <menu> que contiene una 
serie de elementos <item> que se corresponden con las distintas opciones a mostrar en el 
menú. Estos elementos <item> poseen a su vez varias propiedades básicas, como su ID 
(android:id), su texto (android:title) o su icono (android:icon). 
Values 
Contiene otros ficheros XML de recursos de la aplicación, como por ejemplo cadenas de 
texto (strings.xml), estilos (styles.xml), colores (colors.xml), arrays de valores (arrays.xml), 
etc. 
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4. Herramientas para el desarrollo en Android 
Para la realización de cualquier aplicación Android se necesitan una serie de herramientas 
básicas como son: Java, un IDE (Integrated Development Environment) y el SDK de 
Android. A parte de estas herramientas y dependiendo del proyecto Android que se vaya a 
realizar se necesitan otros programas adicionales. En este proyecto en concreto se utiliza 
una base de datos la cual se creará y se modificará mediante el programa SQLite 
Database Browser. La aplicación que se desarrolla también contiene unos archivos HTML 
los cuales se crean y se modifican con el programa CoffeeCup Free HTML Editor. 
4.1. Entorno de desarrollo integrado (IDE) 
Un entorno de desarrollo integrado es un programa informático compuesto por un conjunto 
de herramientas de programación como son: un editor de código, un compilador, un 
depurador y un constructor de interfaz gráfica (GUI). Para una aplicación Android se 
necesita un IDE en el cual se pueda programar en lenguaje Java. [17] 
En este proyecto se utiliza un entorno de desarrollo llamado Eclipse. Este IDE emplea 
módulos para proporcionar toda su funcionalidad al usuario, a diferencia de otros entornos 
monolíticos donde las funcionalidades están todas incluidas, las necesite el usuario o no. 
Este mecanismo de módulos es una plataforma ligera para componentes de software. La 
arquitectura a base de módulos permite escribir cualquier extensión deseada. Además, 
Eclipse dispone de un editor de texto con resaltado de sintaxis y la compilación es en 
tiempo real. Hay soporte para Java y CVS en el SDK de Eclipse.  
El SDK de Eclipse incluye las herramientas de desarrollo de Java, ofreciendo un IDE con 
un compilador de Java interno y un modelo completo de los archivos fuente de Java. Esto 
permite técnicas avanzadas de refactorización y análisis de código. El IDE también hace 
uso de un espacio de trabajo, en este caso un grupo de metadata en un espacio para 
archivos plano, permitiendo modificaciones externas a los archivos en tanto se refresque el 
espacio de trabajo correspondiente. 
Para facilitar el desarrollo de una aplicación Android en este IDE, se ha de instalar un 
complemento para Eclipse llamado Android Development Toolkit (ADT). ADT amplía las 
capacidades de Eclipse para que se puedan configurar rápidamente nuevos proyectos 
de Android, crear un UI, añadir componentes basados en la API de Android, depurar 
aplicaciones utilizando las herramientas del SDK de Android, e incluso exportar apks 
firmadas (o no firmadas). [18] 
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4.2. SDK de Android 
La aplicación que se describe en este proyecto se desarrolla habitualmente en el lenguaje 
Java con Android Software Development Kit (Android SDK), aunque como se ha descrito 
anteriormente están disponibles otras herramientas de desarrollo.  
El SDK de Android es un kit de desarrollo con el que se puede desde desarrollar 
aplicaciones hasta ejecutar un emulador del sistema Android en la versión que se desee. 
Este kit de desarrollo está dividido en dos partes: el SDK Starter Package y el SDK 
Components.  
4.3. Crear y modificar una base de datos 
Una de las partes importantes del proyecto es la base de datos que se encarga de 
almacenar la mayoría de la información necesaria para el programa como son las 
preguntas test o los diferentes temas y subtemas. Con esto se consigue que si se quieren 
cambiar, eliminar o añadir temas, subtemas o preguntas, únicamente se debe modificar la 
base de datos sin tener que cambiar el código de la aplicación. Para poder crear una base 
de datos se utiliza el programa SQLite Database Browser (Figura 4-1), ya que es un 
programa gratuito y sencillo de utilizar. 
 
Figura 4-1. SQLite Database Browser 
Pág. 26  Memoria 
 
4.4. Crear y modificar un archivo HTML 
Para mostrar la parte de teoría en la aplicación, se utilizan archivos HTML porque se le 
puede dar un formato al texto más fácilmente. Además se consigue que la aplicación sea 
más sencilla de modificar, es decir, si se quisiera cambiar la teoría, únicamente se deben 
cambiar los archivos HTML que tiene la aplicación, sin necesidad de modificar el código de 
la misma. 
Un programa gratuito y que tiene una interfaz muy fácil de utilizar y con muchas 
funcionalidades es el CoffeeCup Free HTML Editor. 
 
Figura 4-2. CoffeeCup Free HTML Editor 
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5. Diseño de la aplicación 
En este apartado se explica la estructura del proyecto, cómo se ha diseñado y de qué 
manera se han aplicado las diferentes tecnologías comentadas en el punto anterior.  
La aplicación utiliza diferentes herramientas para obtener la funcionalidad deseada, como 
son archivos HTML, base de datos o la programación en java y XML. En el siguiente 
diagrama de cajas (Figura 5-1) se muestra cómo interactúan todas las herramientas de la 
aplicación.  
 
Figura 5-1. Diagrama de cajas de la aplicación 
En este diagrama se puede ver como el sistema, en programación Java, gestiona los 
recursos de la carpeta “assets” para mostrarlos al usuario de diferente manera: en 
formato HTML o XML. Con este último formato el usuario puede interactuar con el 
sistema, por el contrario el formato HTML únicamente se puede visualizar. Cuando se 
muestran las preguntas y los temas los recursos se recogen de la base de datos, al 
igual que las preguntas que se insertan en el archivo dinámico HTML que se genera en 
la memoria SD del dispositivo. 
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5.1. Funcionamiento general de la aplicación 
La aplicación tiene tres tipos de funcionalidades: 
- Estudiar teoría: El usuario puede estudiar la teoría de una asignatura y ver 
ejemplos prácticos. La teoría está dividida en temas y subtemas. 
- Realizar actividades: El usuario puede realizar actividades tipo test con cuatro 
respuestas posibles para consolidar los conocimientos aprendidos de la parte 
teórica. Las actividades están divididas en temas y subtemas, así el usuario sólo 
puede hacer preguntas de un tema o de un subtema. 
-  Crear un test personalizado: El usuario puede crear un test de diferentes temas y 
subtemas, con el número de preguntas deseadas y en dos formatos diferentes 
(HTML o XML). 
5.2. Diseño lógico de elec2all 
En el apartado de diseño lógico se muestran los esquemas de la información que utiliza la 
aplicación, incluyendo las tablas de la base de datos y los archivos HTML a los que accede 
la aplicación. 
5.2.1. Diseño de los archivos HTML 
El programa Elec2all utiliza archivos HTML para mostrar la teoría de la asignatura para la 
cual está hecha la aplicación. Se utilizan estos archivos ya que es más fácil dar formato a 
un texto en una vista web que con una función TextView en una clase XML. 
Estas fichas en las cuales están todos los contenidos teóricos de la asignatura deben tener 
un nombre concreto para que el funcionamiento de la aplicación sea el correcto. Por lo 
tanto, cuando en la aplicación se pulse el tema n.p (n y p son números enteros) la 
aplicación buscará la ficha con el nombre n_p en la carpeta assets del proyecto Android. 
Por ejemplo, el usuario pulsa el subtema “1.3. Los materiales semiconductores” y el 
programa muestra el archivo HTML llamado 1_3 de la carpeta assets. 
5.2.2. Diseño de la base de datos del proyecto 
Las tablas de la base de datos devuelven la información requerida por la aplicación cómo 
output de la misma. En el caso del proyecto que se expone, la aplicación llama a la base 
de datos para consultar dos tablas. Una de las tablas contiene los temas y subtemas del 
temario. La otra tabla tiene todas las preguntas test que muestra la aplicación. 
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A continuación se muestra un diagrama de las tablas que forman parte de la base de 
datos, en la parte de arriba aparece el título de la tabla y a continuación los diferentes 
títulos de las columnas: 
 
5.2.3. Descripción de componentes de la base de datos 
En este apartado se procede a realizar un repaso rápido por los campos de las tablas 
describiendo para cada una de ellas los componentes que la forman y el tipo de datos que 
utilizan. 
5.2.3.1. Temario 
Tabla: Temario 
Descripción: Contiene los temas y subtemas de la aplicación. 
Campos: 
Nombre Descripción Tipo 
Id Identificador INTEGER PRIMARY KEY 
Numerotitulo Es el número del título al que pertenece cada 
subtítulo. Este campo únicamente estará 
rellenado si está lleno el campo de subtítulo. 
NUMERIC 
Subtítulo Número y nombre del subtítulo TEXT 
Título Número y nombre del título TEXT 
Tabla 5-1. Descripción de la tabla “Temario” de la base de datos 
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5.2.3.2. Test 
Tabla: Test 
Descripción: Contiene las preguntas y respuestas de la aplicación 
Campos: 
Nombre Descripción Tipo 
TST_Id Identificador INTEGER PRIMARY 
KEY 
TEM_Subtema Número del subtema NUMERIC 
TEM_Tema Número del tema NUMERIC 
TST_Enunciado Enunciado de la pregunta TEXT 
TST_Opcion1 Primera respuesta. Si es una imagen se pone el 
nombre del archivo (xxxxx.jpg) 
TEXT 
TST_Opcion2 Segunda respuesta. Si es una imagen se pone el 
nombre del archivo (xxxxx.jpg) 
TEXT 
TST_Opcion3 Tercera respuesta. Si es una imagen se pone el 
nombre del archivo (xxxxx.jpg) 
TEXT 
TST_Opcion4 Cuarta respuesta. Si es una imagen se pone el 
nombre del archivo (xxxxx.jpg) 
TEXT 
TST_ImagenEnun Si el enunciado posee una imagen se pone el 
nombre del archivo (xxxxxx.jpg) 
TEXT 
TST_ImagenResp Tiene valor 0 si las respuestas no son imágenes 
y 1 si las tienen. 
NUMERIC 
TST_RespCorrect Contiene el número de la respuesta correcta 1, 2, 
3 o 4. 
NUMERIC 
Tabla 5-2. Descripción de la tabla “Test” de la base de datos 
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5.3. Diseño de casos de uso 
Los diagramas de casos [19] de uso sirven para especificar la comunicación y el 
comportamiento de un sistema mediante su interacción con los usuarios y/u otros 
sistemas. O lo que es igual, un diagrama que muestra la relación entre los actores y los 
casos de uso en un sistema. Un diagrama de casos de uso tiene uno o varios actores, 
casos de uso y relaciones. 
Se le llama actor a toda entidad externa al sistema que le demanda una funcionalidad. 
Esto incluye a los operadores humanos pero también incluye a todos los sistemas 
externos, además de entidades abstractas, como el tiempo. En el caso de este proyecto se 
tiene como actor al usuario que interactúa con el programa. 
Un caso de uso es una operación/tarea específica que se realiza tras una orden de algún 
agente externo, sea desde una petición de un actor o bien desde la invocación desde otro 
caso de uso. 
Hay diferentes tipos de relaciones entre los diferentes elementos de un diagrama de casos 
de uso y se muestran a continuación: 
- Asociación: Es la relación entre un actor y un caso de uso que denota la 
participación del actor en dicho caso de uso. Dicha relación se denota con una 
línea. 
- Inclusión (<<include>>): Se puede incluir una relación entre dos casos de uso de 
tipo “include” si se desea especificar que dos o más casos de uso (por ejemplo A y 
B) están relacionados con un mismo caso de uso (por ejemplo C). 
- Extensión (<<extend>>): Relación de dependencia entre dos casos de uso que 
denota que un caso de uso es una especialización de otro. Por ejemplo, podría 
tenerse un caso de uso que extienda la forma de pedir azúcar, para que permita 
escoger el tipo de azúcar (normal, dietético o moreno) y además la cantidad en las 
unidades adecuadas (cucharadas o bolsas). La flecha en el caso de las relaciones 
<<extend>> va hacia el caso de uso original. 
Una vez se conoce la manera de crear un diagrama de casos de uso, se utilizan estos 
conocimientos para crear el diagrama de casos de uso de la aplicación Elec2all y se 
muestra en la imagen. 
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Figura 5-2. Diagrama de casos de uso 
 
5.3.1. Definición de los casos de uso 
A continuación se define cada uno de los casos de uso mostrados en el diagrama anterior 
para una mejor comprensión del mismo. 
Caso de Uso: Abrir índice teoría  
Actores primarios: Usuario 
Contexto: El usuario se dispone a abrir el índice de la teoría 
Escenario principal de éxito: 
1. El usuario indica al sistema que quiere abrir el índice del temario de las 
explicaciones teóricas. 
2. La aplicación recoge los temas y subtemas de la tabla “Temario” de la base de 
datos y los muestra al usuario en forma de árbol. 
Caso de Uso: Selecciona subtema  
Actores primarios: Usuario 
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Contexto: El usuario ha abierto el índice de la teoría y ahora se dispone a seleccionar el 
apartado de teoría que desea estudiar. 
Escenario principal de éxito: 
1. El usuario pulsa el tema deseado y se expande el árbol con los subtemas de ese 
tema. 
2. De los subtemas mostrados de cada tema el usuario pulsa en el subtema que le 
interese estudiar. 
3. La aplicación recoge el número de tema y subtema elegido y abre el archivo HTML 
correspondiente a ese apartado. 
Caso de Uso: Visor HTML  
Actores primarios: Usuario 
Contexto: El usuario ha elegido un tema y un subtema y ahora se dispone a ver la teoría 
en un archivo HTML 
Escenario principal de éxito: 
1. El usuario lee el archivo HTML del tema y subtema elegido. 
Caso de Uso: Abrir índice actividades  
Actores primarios: Usuario 
Contexto: El usuario se dispone a abrir el índice de las actividades 
Escenario principal de éxito: 
1. El usuario indica al sistema que quiere abrir el índice de las actividades. 
2. La aplicación recoge los temas y subtemas de la tabla “Temario” de la base de 
datos y los muestra al usuario en forma de árbol. También muestra un apartado 
llamado “Aleatorio”. 
Caso de Uso: Selección subtema  
Actores primarios: Usuario 
Contexto: El usuario ha abierto el índice de las actividades y ahora se dispone a 
seleccionar el apartado del cual quiere practicar resolviendo preguntas test. 
Escenario principal de éxito: 
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1. El usuario pulsa el tema deseado y se expande el árbol con los subtemas de ese 
tema. El apartado de “Aleatorio”, al expandirse muestra los diferentes temas. 
2. De los subtemas mostrados de cada tema el usuario pulsa en el subtema que le 
interese practicar. Si el usuario quiere practicar todos los subtemas de un mismo 
tema deberá pulsar el tema deseado del apartado “Aleatorio”. 
3. La aplicación recoge el número de tema y subtema elegido para mostrar las 
preguntas correspondientes. 
Caso de Uso: Formularios preguntas 
Actores primarios: Usuario 
Contexto: El usuario ha elegido un tema y un subtema y ahora se dispone a realizar las 
preguntas test. 
Escenario principal de éxito: 
1. El sistema recoge cinco preguntas aleatorias del tema y subtema deseado de la 
tablas “Test” de la base de datos y se las muestra al usuario una a una. 
2. El usuario indica al sistema que respuesta cree que es la correcta. 
3. Después de haber respondido a las cinco preguntas el usuario puede ver la 
puntuación obtenida. 
Caso de Uso: Abrir menú crear test  
Actores primarios: Usuario 
Contexto: El usuario se dispone a abrir el menú donde se puede crear un test 
personalizado. 
Escenario principal de éxito: 
1. El usuario indica al sistema que quiere abrir el menú de crear un test. 
2. La aplicación recoge los temas y subtemas de la tabla “Temario” de la base de 
datos y los muestra al usuario en forma de árbol. 
Caso de Uso: Selección temario, número de preguntas y formato 
Actores primarios: Usuario 
Contexto: El usuario ha abierto el creador de preguntas test. 
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Escenario principal de éxito: 
1. El usuario, mediante cajas de selección (check boxes), selecciona los temas y 
subtemas con los cuales quiera crear un test. 
2. El usuario, mediante una caja de texto, determina el número de preguntas que 
quiere que tenga el test 
3. El usuario indica al sistema si quiere que el test se genere en un archivo HTML o 
se cree el test dentro de la aplicación y con la misma funcionalidad que las 
preguntas del menú actividades. 
Caso de Uso: Generador HTML  
Actores primarios: Usuario 
Contexto: El usuario ha creado un test. 
Escenario principal de éxito: 
1. El sistema recoge las preguntas deseadas por el usuario de la tabla “Test” de la 
base de datos. 
2. El sistema genera un archivo HTML con estas preguntas en la memoria del 
dispositivo. 
3. El archivo HTML se puede enviar, copiar, pegar, imprimir, etc. 
Caso de Uso: Abrir Créditos 
Actores primarios: Usuario 
Contexto: El usuario se dispone a abrir los créditos 
Escenario principal de éxito: 
1. El usuario indica al sistema que quiere visualizar los créditos de la aplicación. 
2. Aparece un pop-up con la información de la aplicación. 
3. El usuario pulsa OK, se cierra el pop-up y se vuelve al menú inicio. 
Caso de Uso: Salir 
Actores primarios: Usuario 
Contexto: El usuario se dispone a abandonar la aplicación 
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Escenario principal de éxito: 
1. El usuario indica al sistema que quiere abandonar la aplicación. 
2. El sistema cierra la aplicación 
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6. Implementación 
En este apartado se explica la funcionalidad de la aplicación y como se ha llegado a que 
tenga dicha funcionalidad: Por lo tanto, se tiene un diagrama donde se muestra todo lo que 
puede hacer la aplicación dependiendo de las teclas y botones que se pulsen y después 
se muestran los archivos que tiene el proyecto Elec2all dentro del entorno de desarrollo 
Eclipse, los cuales hacen que la aplicación tenga la funcionalidad que finalmente verá el 
usuario. 
Para poder entender perfectamente los siguientes apartados a continuación se muestra 
una imagen de un móvil, con sistema operativo Android, donde se señala el nombre 
utilizado en este documento para cada tecla (Figura 6-1). Esto se hace porque 
seguidamente se hablará de estos botones y el lector debe saber identificarlos. También 
hay que tener en cuenta que cada dispositivo móvil es diferente, pero todos los que tienen 
el sistema operativo Android tienen por lo menos 3 botones (ya sean táctiles o mecánicos) 
debajo de la pantalla del dispositivo.  
 
 
 
Figura 6-1. Descripción de los botones de un dispositivo móvil 
 
 
Botón “Menú” 
Botón “Home” 
Botón “Back” 
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6.1. Mapa de navegación 
 
Figura 6-2. Mapa de navegación 
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6.2. Archivos de la carpeta src 
A continuación se explican uno a uno todos los archivos de la carpeta src. En la imagen 
(Figura 6-3) se puede ver una captura del entorno Eclipse donde se muestran todas las 
clases que pertenecen a esta carpeta. 
 
Figura 6-3. Estructura carpeta src 
6.2.1. Elec2all.java 
La clase Elec2all.java es la actividad principal (main), contiene la interfaz de usuario 
principal. Al abrir la aplicación, ésta será la primera actividad que verá el usuario. A partir 
de esta clase se puede ir a las actividades Temario.java, IndiceActividades y Test.java 
mediante diferentes botones. También se pueden ver los créditos de la aplicación.  
Se ha barajado la opción de poner o no un botón para salir de la aplicación. Al pulsar salir 
se utiliza la función finish() que tiene la misma funcionalidad que el botón back del 
dispositivo. Es decir, al pulsar la tecla salir, la aplicación va a la actividad anterior. Por 
ejemplo si nada más abrir el programa se pulsa el botón salir, el usuario vuelve al menú se 
su dispositivo (aunque la aplicación sigue funcionando en un segundo plano). Pero si se 
abre la aplicación y el usuario va a cualquiera de las actividades (temario, actividades o 
hacer test), cuando vuelve al menú principal y pulsa la tecla salir, la aplicación vuelve a la 
actividad que el usuario había abierto previamente. Entonces se ha planteado la pregunta 
de si es realmente necesario un botón de salir. Como puntos a favor de la implementación 
del botón salir es que los usuarios esperan esta funcionalidad porque es una manera de 
acabar de utilizar una aplicación y dejar de consumir recursos del dispositivo. Pero como 
se ha dicho anteriormente el programa sigue abierto en un segundo plano aunque el 
usuario no lo vea.  La expectativa del usuario de encontrar el botón para salir es relativa ya 
que hay programas  incluidos en el dispositivo que no lo tienen y la gente se siente 
cómoda usándolos como son Gmail, la agenda de contactos, los mapas o la galería de 
imágenes. Por el contrario, algunas de las aplicaciones que se encuentran en el mercado 
Android si no tienen la opción de salir los usuarios reclaman este servicio. Después de 
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estos argumentos se ha decidido poner el botón salir por motivos estéticos y para darle la 
mayor opciones al usuario, es decir, éste podrá salir de la aplicación utilizando el botón 
back, el botón home y el botón salir creado en la aplicación. 
Los layouts relacionados con esta actividad son los archivos main.xml que están en dos 
carpetas diferentes para que la apariencia de la interfaz sea distinta cuando el dispositivo 
esté en posición vertical u horizontal. Las carpetas son res/layout (posición vertical) y 
res/layout-land (posición horizontal). 
En la actividad principal también se llama a la clase DataBaseHelperSqlFromFile.java. Así 
cada vez que se abre la aplicación ésta busca la base de datos y la copia dentro del 
sistema. Por lo tanto si la base de datos se modifica también se modifica el contenido de la 
aplicación nada más abrir el programa. 
Por último decir que esta actividad, al igual que las que se explican a continuación debe 
contener un finish() antes de pasar a cualquiera de las actividades. Así se consigue que las 
actividades se vayan cerrando conforme se van pasando a otras y a la hora de querer salir 
de la aplicación, el programa se cerrará y no irá a la actividad anterior ya que ésta estará 
cerrada 
6.2.2. Temario.java 
La clase Temario.java tiene de herencia la actividad ExpandableListActivity. Esto 
sirve para crear una lista donde los padres serán los temas y los hijos los subtemas. Esta 
clase tiene un intent para ir a la actividad Teoria.java cuando se pulsa un subtema. Los 
layouts relacionados con esta clase son child_row.xml, group_row.xml y temario.xml. En el 
archivo child_row y group_row se define la fuente, el tipo de letra y el aspecto en general 
del hijo y el padre de la lista expandible. El archivo temario.xml tiene el layout del conjunto, 
es decir, la interfaz que verá el usuario.     
Esta actividad recoge dos cursores que se crean en la clase SQLiteOpenHelper, uno 
contiene los temas y el otro los subtemas. El contenido de estos cursores viene de la tabla 
temario de la base de datos. 
6.2.3. IndiceActividades.java 
La clase IndiceActividades.java es muy similar a la clase Temario.java. Tienen la misma 
herencia y los mismos layouts pero al pulsar un subtema se abre la clase Actividades. 
6.2.4. Test.java 
En esta clase se muestran todos los subtemas y cada uno acompañado por un 
checkbox para poder seleccionar los apartados deseados con el fin de crear un test con 
preguntas de estos subtemas. El número de preguntas también es decisión del usuario, 
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que introducirá el número deseado en un EditText, el valor del cual puede ir desde 10 
hasta 99, si el número de preguntas que hay en la base de datos lo permite. Con lo que, 
si el número de preguntas seleccionado por el usuario es mayor que el número de 
preguntas que hay en la base de datos de los temas seleccionados, entonces el 
programa no ejecuta la acción y muestra una alerta que dice: "el número de preguntas 
es demasiado grande". Al pulsar el botón de Crear Test, se creará en la memoria SD del 
dispositivo un archivo HTML con el número de preguntas y temas deseados. Si se 
pulsar el botón de Hacer Test, el usuario podrá realizar el test en el propio dispositivo.  
Además de la alerta por un número demasiado grande de preguntas, esta actividad 
necesita otras alertas ya que mucha de la información necesaria para el correcto 
funcionamiento de la aplicación la debe introducir el usuario y este puede olvidar alguno 
de los pasos. Por eso, se mostrarán alertas para avisar al usuario de lo que no ha 
introducido También se requiere de unas alertas para informar del estado de la 
aplicación. Los avisos en concreto son: 
- Al usuario se le olvida marcar los subtemas deseados. Aparece una alerta que 
dice: "Debe seleccionar uno o varios subtemas deseado". 
- El usuario no introduce el número de preguntas que quiere o el número de 
preguntas que ha puesto es menor a 10. El aviso que se muestra pone: "Debe 
poner un mínimo de 10 preguntas". 
- Al pulsar Crear Test, el archivo HTML se crea correctamente. Alerta dice: 
"Fichero creado correctamente" 
- Al pulsar Crear Test, el archivo HTML no se crea. La aplicación te avisa con el 
siguiente mensaje: "El fichero no se ha podido crear correctamente. Inténtelo de 
nuevo" 
En esta clase se llama a la función GetPreguntasTest de la clase DATABASE para crear 
un cursor con un número de preguntas determinado por el usuario y de los diferentes 
subtemas también elegidos por el usuario. Esta función tiene como variables de entrada 
el número del tema, el número del subtema y el número de preguntas. Cada posición 
del cursor es una pregunta, así que para mostrar todas las preguntas se debe recorrer 
este cursor posición a posición. 
Para crear el cursor se debe saber que subtemas están seleccionados y eso se obtiene 
mirando la posición de los checkboxes seleccionados (Código 1). Una vez se tiene esta 
información, se recoge el String que hay en la posición seleccionada para extraer el 
número del tema y del subtema y ponerlo en la función GetPreguntasTest (Código 2). 
La función que recoge las preguntas de la base de datos, únicamente lo hace con un 
subtema, es decir, se crea un cursor con un número de preguntas determinado de un 
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subtema determinado. Pero, lo que se desea es que el cursor tenga preguntas de varios 
subtemas y esto se consigue concatenado los distintos cursores que contienen cada 
uno las preguntas de los diferentes subtemas (Código 3). Otro problema con el que se 
ha tenido que lidiar es con el número de preguntas que desea el usuario, ya que para 
crear cada uno de los cursores se le debe dar un número de preguntas a la función 
GetPreguntasTest, esto se ha resuelto dividiendo el número de preguntas dado por el 
usuario entre el número de subtemas elegidos por el usuario, el valor obtenido es el 
número de preguntas de cada uno de los subtemas. Si el resultado de la división no es 
exacto, las preguntas que faltan se rellenan con las del primer subtema seleccionado 
(Código 4). 
Código 1 
SparseBooleanArray checked = listView.getCheckedItemPositions(); 
ArrayList<String> selectedItems = new ArrayList<String>(); 
for (int j = 0; j < checked.size(); j++) { 
int position = checked.keyAt(j); 
if (checked.valueAt(j)) 
       selectedItems.add(listAdapter.getItem(position)); 
      } 
      cursorTotal=null; 
      String[] outputStrArr = new String[selectedItems.size()]; 
for (int j = 0; j < selectedItems.size(); j++) { 
outputStrArr[j] = selectedItems.get(j); 
} 
Código 2 
String corte[]=outputStrArr[s].split("\\."); 
String tema=corte[0]; 
String subtema=corte[1]; 
Código 3 
while (s<selectedItems.size()){ 
if (cursorTotal==null){  
cursorTotal=basededatos.getPreguntasTest(Integer.valueOf(tem
a), Integer.valueOf(subtema), sobras); 
       s=s+1; 
}else{      
cursor=basededatos.getPreguntasTest(Integer.valueOf(tema), 
Integer.valueOf(subtema), PregTemas); 
       Cursor[] cursores = { cursorTotal, cursor }; 
       cursorTotal = new MergeCursor(cursores); 
       s=s+1; 
} 
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} 
Código 4 
int PregTemas=numPreg/selectedItems.size(); 
int sobras=(numPreg%selectedItems.size())+PregTemas; 
Dentro de la clase Test.java está la acción OnClick donde se distinguen dos casos: 
Pulsar el botón “Hacer Test” o pulsar el botón “Crear Test”. Si se pulsa el botón “Hacer 
Test” se crea un Intent que va a la actividad Actividades.java y es en esa clase donde se 
recorre el cursor para mostrar las preguntas. Por el contrario si se pulsa el botón “Crear 
Test” es en esta misma clase (Test.java) donde se recorren las posiciones del cursor y 
se crea un archivo HTML dinámico, donde aparecerán las preguntas guardadas en el 
cursor. Ahora se va a tratar el cómo se crea el archivo HTML dinámico y se guarda en la 
memoria del dispositivo, ya que el caso de “Crear Test” se explica en el apartado de 
Actividades.java.  
Para crear el documento HTML lo primero que se debe hacer es comprobar el estado 
de la memoria del dispositivo para saber si está disponible y si tiene acceso para 
escritura, ya que si solo tiene acceso de lectura no se podrá guardar el documento en la 
memoria. Una vez comprobada la memoria se crea un archivo HTML vacío en la 
memoria del dispositivo. A continuación se va rellenando con el método append. Por 
ejemplo lo primero que se tiene que poner en un documento HTML es lo siguiente: 
<!DOCTYPE HTML PUBLIC '-//W3C//DTD XHTML 1.0 Transitional//EN' 
'http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd'><html 
xmlns='http://www.w3.org/1999/xhtml'><head><title>Test</title></head><bo
dy> 
Por lo que se crea una variable de tipo String llamada “head” que contenga todo ese 
conjunto de caracteres. Y así con la línea fout.append(head), se inserta en el 
documento HTML, donde fout = new OutputStreamWriter(new 
FileOutputStream(f),"ISO-8859-1"). 
Después de esto se tienen que ir insertando los diferentes tipos preguntas. Hay cuatro 
tipos de preguntas que se deben tener en cuenta ya que se tienen que tratar de manera 
distinta. Las cuatro estructuras que pueden tener las preguntas son las siguientes: 
- Estructura 1 
1-  Enunciado 
2- Respuestas con texto 
- Estructura 2 
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1- Enunciado 
2- Imagen del enunciado 
3- Respuestas con texto 
- Estructura 3 
1- Enunciado 
2- Respuestas con imágenes 
- Estructura 4 
1- Enunciado 
2- Imagen del enunciado 
3- Respuestas con imágenes 
Se puede ver que todas las estructuras tienen un enunciado primero, así que se inserta en 
primer lugar de la siguiente manera: 
String pregunta = "<h2>"+ (i+1) + ". " +cursor.getString(1) + " 
</h2><br>"; 
fout.append(pregunta);  
Primero se analizará la estructura 1. En este caso el campo TST_ImagenEnun de la tabla 
test de la base de datos está vacío y el campo TST_ImagenResp es cero. Así que 
después de haber insertado el enunciado se ponen las respuestas de la siguiente manera: 
Respuesta a: fout.append("<ol><h3> 
a)"+cursor.getString(2)+"</h3><br></ol>"); 
Respuesta b: fout.append("<ol><h3> 
b)"+cursor.getString(3)+"</h3><br></ol>"); 
Respuesta c: fout.append("<ol><h3> 
c)"+cursor.getString(4)+"</h3><br></ol>"); 
Respuesta d: fout.append("<ol><h3> 
d)"+cursor.getString(5)+"</h3><br></ol>"); 
Seguidamente se analiza la estructura 2. Esta vez el campo TST_ImagenEnun tiene el 
nombre de la imagen (xxxxx.jpg) que va con el enunciado de la pregunta. El valor del 
campo TST_ImagenResp es cero ya que en esta estructura no hay imágenes en las 
respuestas. La manera de insertar la imagen del enunciado es la siguiente: 
fout.append("<img 
src='data:image/jpg;base64,"+PonerImagen(cursor,6)+"'>"); 
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Como el archivo HTML es un documento dinámico, no vale únicamente insertar el nombre 
de la imagen si no que se debe codificar en base 64 y después insertarla en el documento 
HTML. Por eso se tiene la función PonerImagen que devuelve esta codificación en base 64 
de la imagen. Después se insertar la imagen se insertan las respuestas como en el caso 
anterior. 
En la estructura 3 después del enunciado se tienen que poner las respuestas que serán 
imágenes en vez de textos. Primero se inserta la letra de la respuesta y después la imagen 
de la misma manera que se ha explicado en la estructura 2 per recogiendo el nombre de la 
imagen de los campos TST_Opción1, TST_Opción2, TST_Opción3 y TST_Opción4 las 
cuales pertenecen a las respuestas a, b, c y d respectivamente. El código para poner este 
tipo de respuestas en el archivo HTML dinámico es la siguiente: 
fout.append("<ol><h3> a) </h3></ol>"); 
fout.append("<ol><img src='data:image/jpg;base64," + 
PonerImagen(cursor,2) + "'></ol>"); 
fout.append("<ol><h3> b) </h3></ol>"); 
fout.append("<ol><img src='data:image/jpg;base64," + 
PonerImagen(cursor,3) + "'></ol>"); 
fout.append("<ol><h3> c) </h3></ol>"); 
fout.append("<ol><img src='data:image/jpg;base64," + 
PonerImagen(cursor,4) + "'></ol>"); 
fout.append("<ol><h3> d) </h3></ol>"); 
fout.append("<ol><img src='data:image/jpg;base64," + 
PonerImagen(cursor,5) + "'></ol>"); 
Por último la estructura 4 contiene el enunciado, una imagen después del enunciado y las 
respuestas tienen imágenes. Así que se insertan todas estas partes como se han 
explicado en los casos anteriores. 
6.2.5. DataBaseHelperSqlFromFile.java 
Esta clase tiene de herencia la actividad SQLiteOpenHelper la cual ayuda a gestionar la 
creación de bases de datos y la modificación de versiones. 
En esta clase se crea una base de datos vacía y después se copia la base de datos 
rellenada que se tiene en la carpeta assets. También permite abrirla cuando se la 
aplicación lo necesite. 
6.2.6. DATABASE.java 
En la clase DATABASE.java se crean los cursores con la información de la base de datos. 
Estos cursores se utilizan en otras clases donde se muestra la información que contienen. 
Los cursores son los siguientes: 
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- GetTitulos: Contiene los títulos del temario que hay en la tabla llamada ‘temario’ 
de la base de datos. 
- GetSubtitulos: Contiene los subtítulos del temario y los números de los temas a 
los que pertenece cada subtítulo. Los subtítulos se recogen en orden ascendente. 
Esta información se recoge de la tabla llamada ‘temario’ de la base de datos. 
- GetPreguntas: Este cursor recoge y guarda un número determinado de preguntas 
(en este caso cinco) de la tabla llamada ‘test’ de la base de datos de forma 
aleatoria. Las preguntas que se recogen son de un tema y subtema elegido por el 
usuario en la actividad IndiceActividades.java. En el cursor no únicamente están las 
preguntas, sino que también están sus correspondientes opciones de respuesta, la 
respuesta correcta, las imágenes de los enunciados y el número que indica si las 
respuestas contienen imágenes o no. 
- GetPreguntasTest: Este cursor tiene como variables de entrada el número del 
tema y subtema al cual pertenecen las preguntas que el usuario desea, y un 
número de preguntas determinado. Estas variables las decide el usuario y vienen 
de la actividad Test.java. Con estos datos de entrada el cursor se forma recogiendo 
el número de preguntas elegido por el usuario de la tabla llamada ‘test’ de la base 
de datos. Estas preguntas serán de uno de los subtemas seleccionados, después, 
en la actividad Test.java se concatenarán los diferentes cursores de los distintos 
subtemas seleccionados. Como en el caso del cursor GetPreguntas, se recogen 
junto con las preguntas sus respectivas respuestas, la respuesta correcta, las 
imágenes de las preguntas y el valor que nos indica si las respuestas tienen 
imágenes o no. 
6.2.7. Teoria.java 
El usuario selecciona un tema y subtema en la actividad Temario.java. y se crea un Intent 
que va a la actividad Teoria.java en la cual se crea una WebView. En esta WebView se 
abre un archivo HTML de los guardados en la carpeta assets. El nombre del archivo viene 
dado por el número del tema y subtema (tema_subtema). Esta orden se da con el 
siguiente código: 
String direccion="file:///android_asset/"+tema+"_"+subtema+".html"; 
6.2.8. Actividades.java 
A esta actividad se llega de dos clases diferentes, IndiceActividades.java y Test.java. Por lo 
tanto, lo primero es distinguir si el Intent viene de una u otra actividad. Esto se puede saber 
mirando el contenido de los extras, es decir las variables de una actividad que pasan a otra 
actividad cuando se hace un Intent. Si las variables son globales y estáticas en una 
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actividad, no hace falta que se pasen a la otra clase en forma de extra sino que se puede 
utilizar poniendo el nombre de la actividad, un punto y después el nombre de la variable. 
Por ejemplo, en la actividad IndiceActividades.java se utilizan las variables locales “tema” y 
“subtema”. La información de estas variables se necesita también en Actividades.java, por 
lo tanto se pasarán de la primera actividad a la segunda de la siguiente manera: 
Intent = new Intent(this, Actividades.class); 
intent.putExtra("tema",String.valueOf(groupPosition+1)); 
intent.putExtra("subtema",String.valueOf(childPosition+1))          
startActivity(intent); 
Seguidamente para poder recogerlas en la clase Actividades se hace de la manera que se 
describe a continuación: 
Bundle extras = getIntent().getExtras(); 
tema= extras.getString("tema"); 
subtema= extras.getString("subtema"); 
En cambio en la actividad Test.java se utiliza la variable global y estática “cursor”. Al ser 
global y estática no es necesario pasarla de una actividad a otra mediante un extra, sino 
que se puede utilizar directamente en esta nueva clase únicamente diciendo de qué 
actividad proviene dicha variable. Así, en la clase Actividades.java se puede utilizar de la 
siguiente manera: 
Test test = new Test(); 
cursor = test.cursor; 
En resumen, se han pasado las variables de forma distinta a la nueva clase 
Actividades.java y así se crea el cursor que es diferente dependiendo de la actividad de la 
cual procede. Por consiguiente la manera en la que se crea el cursor para esta clase es la 
siguiente: 
Bundle extras = getIntent().getExtras(); 
if(extras !=null){ 
tema= extras.getString("tema"); 
 subtema= extras.getString("subtema"); 
 basededatos.open(); 
cursor=basededatos.getPreguntas(Integer.valueOf(tema), 
Integer.valueOf(subtema)); 
}else{ 
     Test test = new Test(); 
     cursor = test.cursor; 
} 
Una vez se tiene el cursor con las preguntas, estas se muestran. Hay que tener en cuenta 
los diferentes tipos de preguntas como en el apartado de Test.java aunque la manera de 
insertarlas es diferente ya que esta actividad las muestra en el mismo dispositivo mediante 
una clase XML y no es un archivo dinámico como en el caso anterior. De tal manera que 
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para insertar el enunciado de la pregunta se hace de la manera que se muestra a 
continuación: 
TextView  pregunta = (TextView ) findViewById(R.id.pregunta); 
pregunta.setText(cursor.getString(1)); 
Las imágenes se han puesto en un botón para que el usuario pueda pulsarlas y abrirlas en 
otra actividad (ImagenGrande.java) para modificar su tamaño. Para mostrar las imágenes 
de las respuestas, se tiene que hacer una acción que abra la imagen de la carpeta assets 
de la siguiente manera: 
public void loadDataFromAsset(String nombre_imagen,ImageView imagen){ 
try { 
  InputStream ims = getAssets().open(nombre_imagen); 
  // carga la imagen como un Drawable     
      Drawable d = Drawable.createFromStream(ims, null);              
  // establece la imagen para ImageView         
      imagen.setImageDrawable(d); 
 }  
 catch(IOException ex) { 
  Log.d("tag", ex.getMessage()); 
 } 
} 
Una vez tenemos esta acción, mostrar las imágenes se hace como se explica en el código 
que hay a continuación (este ejemplo es el código para enseñar la imagen de la respuesta 
“a”): 
imagen_resp_a = (ImageButton) findViewById(R.id.imagen_a); 
nombre_imagen_a=cursor.getString(2); 
loadDataFromAsset(nombre_imagen_a, imagen_resp_a);  
Para mostrar el resto de imágenes de las respuestas o la del enunciado, únicamente se 
debe cambiar el nombre de las variables y, lo más importante, cambiar la posición de 
donde se recoge el String del cursor. Por lo tanto, para recoger la imagen de la respuesta 
b, por ejemplo, sería: 
imagen_resp_b = (ImageButton) findViewById(R.id.imagen_b); 
nombre_imagen_b=cursor.getString(3); 
loadDataFromAsset(nombre_imagen_b, imagen_resp_b);  
Cuando se responde una pregunta el usuario ve un mensaje emergente en la pantalla del 
dispositivo que dice si la respuesta marcada es correcta o incorrecta ( Figura 6-4). 
Esta funcionalidad se hace con el evento AlertDialog.Builder. 
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 Figura 6-4. Mensaje de respuesta correcta e incorrecta     
Al finalizar todas las preguntas test que se muestran, el usuario puede ver cuantas 
respuestas ha respondido correctamente y cuantas preguntas han respondido en total. 
Esta función también se hace con el evento AlertDialog.Builder (Figura 6-5). 
 
Figura 6-5. Mensaje de número de respuestas correctas 
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6.2.9. ImagenGrande.java 
Cuando en la clase Actividades.java el usuario pulsa una imagen, la aplicación pasa a la 
actividad ImagenGrande.java. Esta actividad muestra la imagen en una vista web donde el 
usuario puede modificar el tamaño de dicha figura. El código con el que se consigue esto 
se muestra seguidamente: 
String direccion="file:///android_asset/"+nombre_imagen; 
mWebView = new WebView(getApplicationContext()); 
mWebView = (WebView) findViewById(R.id.webview); 
mWebView.getSettings().setBuiltInZoomControls(true); 
mWebView.getSettings().setJavaScriptEnabled(true); 
mWebView.loadUrl(direccion); 
6.2.10. Creditos.java 
Si el usuario pulsa el botón de créditos del menú principal se abre esta actividad. Es una 
clase en la que únicamente muestra un texto definido en el archivo XML llamado 
créditos.xml. 
6.3. Archivos de la carpeta res 
6.3.1. Drawable 
Esta subcarpeta contiene las imágenes y colores que se utilizarán después en los archivos 
XML para colocarlos como backgrounds en pantallas o en botones. Dentro de esta carpeta 
se pueden ver los archivos de la imagen Figura 6-6. 
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Figura 6-6. Contenido de la carpeta “drawable” 
Custom_button.xml  
Todos los archivos cuyo nombre comienzan con “Custom_button”, definen el background 
de todos los botones de la aplicación. Los botones tienen un color de fondo diferente 
dependiendo de si se están pulsando o no y esto se define con el comando state_pressed 
que si es cierto es que el botón se está pulsando y, por el contrario, si es falso, el botón no 
se está apretando. En los dos casos el botón tiene los atributos de solid para definir el 
color, corner para decir que redondeo tienen las esquinas y padding para informar de a 
que distancia de los bordes del botón se coloca el texto. Los diferentes números detrás del 
nombre Custom_button significan que cada botón configurado en cada uno de los archivos 
es de un color diferente, el resto de las propiedades son las mismas.  
Imágenes 
El resto de ficheros que contiene esta subcarpeta son imágenes png para utilizarlas en 
diferentes layouts (Figura 6-7, Figura 6-7, Figura 6-9, Figura 6-9,  Figura 6-11,  Figura 6-11 
e Figura 6-13) o para hacerlas servir como icono de la aplicación (Figura 6-13).  Las 
imágenes utilizadas en los layouts son iconos para los botones de la aplicación. El nombre 
de cada imagen indica al botón al cual pertenece. 
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Figura 6-7. Temario.png    Figura 6-8. Actividades.png 
        
Figura 6-9. Test_personalizado.png        Figura 6-10. Creditos.png  
        
 Figura 6-11. Salir.png                     Figura 6-12. Hacer_test.png 
       
 Figura 6-13. Crest_test.png                          Figura 6-14. Icon.png  
6.3.2. Drawable-hdpi, drawable-ldpi y drawable-mdpi 
Estas subcarpetas contienen lo mismo y es la imagen del icono. La diferencia entre las tres 
carpetas es que se utiliza cada una para dispositivos con diferentes resoluciones. A 
continuación se muestra la estructura de estas carpetas (Figura 6-15). 
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Figura 6-15. Contenido de las carpetas “drawable-hdpi”, “drawable-ldpi” y “drawable-mdpi  
6.3.3. Layout 
Una vez expuesta la teoría de los layouts a continuación se explican los archivos 
específicos utilizados para crear la aplicación Ellec2all (Figura 6-16). 
 
Figura 6-16. Contenido de la carpeta “layout” 
main.xml 
En este LinearLayout se ve la interfaz de usuario principal, es decir, lo primero que ve el 
usuario al abrir la aplicación. Este archivo se utiliza en la actividad Elec2all.java y contiene: 
- El título de la aplicación utilizando la etiqueta TextView. Dentro del Textview se 
describen los tributos de estilo, el tamaño y color de letra, el texto que se quiere 
poner y el posicionamiento en la pantalla del dispositivo. 
- Los diferentes botones usando la etiqueta Button. Dentro de Button se define el 
texto y el icono que van dentro del botón, el tamaño, el posicionamiento en la 
pantalla del dispositivo y el fondo (backgound). El fondo se define en otros archivos 
XML de la carpeta drawable llamados custom_button1.xml, custom_button2.xml, 
custom_button3.xml, custom_button4.xml y custom_button5.xml y donde se 
customizan los botones como se explica en el apartado de dicha carpeta. 
- El banner con publicidad. Este se colocará debajo del último botón. 
En las siguientes imágenes se puede ver el resultado de este layout. Como los elementos 
no caben en una sola vista, se ha tenido que utilizar el tributo <ScrollView> para poder 
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mover la pantalla de arriba a abajo y viceversa, por eso para poder ver todos los botones 
se han debido hacer dos capturas de pantalla una con la vista lo más arriba posible (Figura 
6-17) y la otra con la barra de desplazamiento totalmente abajo (Figura 6-17). 
     
Figura 6-17. Interfaz del menú principal 1      Figura 6-18. Interfaz del menú principal 2 
temario.xml 
Este layout tiene el control de selección ExpandableListView para crear la lista expandible 
que el usuario verá cuando entre en la actividad Temario.java o IndiceActividades.java. 
Esta lista se crea vacía y se rellena dentro de las actividades mencionadas. Nada más 
abrir la actividad, se muestran los temas principales (Figura 6-19) y cuando se pulsa uno 
de estos temas se despliega la lista y aparecen los subtemas del tema presionado (Figura 
6-19). 
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Figura 6-19. Índice del temario 1   Figura 6-20. Índice del temario 2  
group_row.xml 
En este LinearLayout únicamente se definen los atributos del texto que aparecen en los 
padres de la lista expandible. Se define el tamaño del texto, el estilo y su disposición en la 
pantalla del dispositivo. 
child_row.xml 
Como en group_row.xml, este layout sólo tiene la definición de como es el texto, pero en 
este caso es la definición del texto de los hijos de la lista expandible. 
teoria.xml 
La actividad Teoria.java es la clase que va ligada a este layout. La actividad únicamente 
muestra el archivo HTML seleccionado por el usuario, por lo tanto, el layout asociado a 
esta clase sólo tiene una etiqueta WebView. 
preguntas.xml 
Este LinearLayout está dentro de un ScrollView y está relacionado con la actividad 
Actividades.java, la cual, como se ha visto anteriormente, organiza los diferentes tipos de 
preguntas y las recoge de la base de datos. 
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Por lo tanto este layout debe estar preparado para mostrar los diferentes tipos de 
preguntas y se ha conseguido introduciendo los siguientes elementos en este archivo 
XML: 
- TextView: Lo primero es poner el enunciado de la pregunta y esto se hace 
creando una vista del texto vacía, ya que en la clase Actividades.java se rellenará 
con el texto correspondiente al recogido en la base de datos. 
- ImageButton: El siguiente elemento que se necesita es la imagen que puede tener 
el enunciado. En vez de crear una vista, se crea un botón para poder hacer grande 
la imagen al pulsarla. Como este elemento no debe aparecer siempre, se le ha 
puesto la propiedad “android:visivility” que se pone igual a “gone” por defecto (no 
se ve) y en la actividad “Actividades.java” se va modificando el valor de esta 
propiedad dependiendo de si el enunciado tiene imagen (android:visivility=visible) o 
no (android:visivility=gone). La imagen que va dentro de este botón no aparece en 
este archivo ya que la actividad es la que gestiona que imagen tiene este botón 
- Button: Este es el primer botón de las respuestas. En las propiedades no dice el 
texto que va dentro de este botón ya que eso lo gestiona la actividad. 
- ImageButton: Este botón contiene la imagen correspondiente de la primera 
respuesta. Como el ImageButton anterior, esta imagen no siempre aparece ya que 
no todas las preguntas tienen respuestas con dibujos. Por lo tanto este elemento 
también tiene la propiedad “Android:visibility” y funciona de la misma manera, es 
decir, la actividad gestiona si el botón es visible o no dependiendo del tipo de 
pregunta que tenga que mostrar. 
- Seguidamente se colocan los botones de las tres respuestas restantes y sus 
correspondientes imágenes. 
- Banner: Por último se coloca el banner de publicidad que aparecerá después de 
las respuestas. 
La interfaz de usuario finalmente tiene la apariencia que se muestra en la imagen (Figura 
6-21). 
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Figura 6-21. Interfaz de las 
preguntas 
test.xml 
Este RelativeLayout va relacionado con la clase Test.java. Contiene una lista, un texto 
editable y dos botones. Como se ha comentado anteriormente, en el RelativeLayout es 
muy importante la colocación de los elementos y situarlos unos respecto de los otros. Así 
que el archivo empieza describiendo el botón "hacer_test" que es el que está más abajo en 
la pantalla del dispositivo y acaba con las propiedades de la lista. Seguidamente se 
explican cada uno de los elementos que aparecen en este layout por orden: 
- Botón “hacer_test”: Este botón se define al igual que otros de la aplicación. Es el 
elemento situado en la parte inferior de la pantalla del dispositivo y a partir de este 
se situarán los demás elementos. 
- Botón “crear_test”: El botón tiene las mismas propiedades que otros botones de 
la aplicación con iconos. Pero al ser un layout donde las posiciones de los 
elementos son relativas respecto de otros, una propiedad importante que posee 
este hijo es android:layout_above="@id/hacer_button", que indica que el 
botón llamado hacer_test está por encima del botón que se está analizando. 
- Texto editable “numPreg”: Se crea con la etiqueta <EditText> y dibuja una caja 
en la pantalla del dispositivo donde el usuario puede introducir el número deseado 
de preguntas test. Los tributos más importantes que se le han asignado a este 
elemento son:  
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o android:hint="número de preguntas": Esta propiedad hace que 
antes de pulsar la caja del texto editable aparezca la frase “número de 
preguntas” 
o android:inputType="number": Concreta el tipo de texto que se puede 
introducir en la caja. En este caso se utiliza el tipo número y esto hace 
que al tocar la caja emerja un teclado numérico, sin letras. 
o android:maxLength="2": Este tributo indica que el número máximo de 
caracteres que se pueden introducir en la caja son dos. Es decir, el 
número máximo de preguntas que se pueden consultar es de 99. 
o android:maxLines="1": Limita las líneas que el usuario puede introducir 
en la caja de texto editable, es decir, sólo se puede escribir una línea de 
caracteres. 
o android:layout_above="@id/crear_button": Esta propiedad es la 
que indica que debajo del texto editable se coloca el botón llamado 
crear_button. 
- Lista “list”: La lista se crea vacía con <ListView> y dentro de la actividad Tes.java 
se rellena cada línea con un subtema y un checkbox. Este elemento tiene el tributo 
android:layout_above="@id/numPreg" que hace que este hijo vaya debajo 
del texto editable. 
Con todos estos elementos y tributos se crea la interfaz de usuario que se muestra en la 
imagen (Figura 6-22). 
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Figura 6-22. Interfaz de la actividad “Test.java” 
im_gran.xml 
Este layout es una vista web (WebView). Solamente contiene la descripción de las 
dimensiones de esta vista y se utiliza en la actividad ImagenGrande.java. 
6.3.4. Layout-land 
En la aplicación de este proyecto se han hecho layouts diferentes para su vista en 
horizontal con la finalidad de que sea más agradable a la vita del usuario. Por eso, no 
todos los layouts tienen su vista en horizontal, ya que algunos se ven igual en una posición 
o en otra y no afectan a la visualización de la interfaz. Por ejemplo, el layout temario.xml no 
tiene su homólogo en la carpeta res/layout-land, ya que su apariencia es la misma en 
vertical (Figura 6-23) y en horizontal (Figura 6-23). 
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Figura 6-23. Interfaz del temario vertical Figura 6-24. Interfaz del temario horizontal 
En cambio, el layout main.xml si no se hace su homólogo en la carpeta res/layout-land, la 
interfaz en horizontal (Figura 6-25) no es tan agradable como podría ser si se creará una 
modificación del mismo en la carpeta horizontal. 
 
Figura 6-25. Layout “main” en horizontal sin modificar 
A continuación se muestra el layout main.xml horizontal retocado para que el usuario lo 
visualice de manera más cómoda igual que otros layouts (Figura 6-26) donde se mejora su 
presencia al poner el dispositivo de manera horizontal. 
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Figura 6-26. Contenido de la carpeta “layout-land” 
main.xml 
Este layout debe tener los mismos elementos que su homólogo en la carpeta re/layout. 
Eso significa que tiene los mismos botones y el mismo texto, la única diferencia es la 
disposición de dichos elementos. Para una colocación adecuada de los botones, se ha 
utilizado un TableLayout, donde cada fila contiene dos botones y en total la tabla posee 
dos líneas.  
Para que los botones sean de la misma dimensión se tienen que controlar las variables de 
altura y anchura de los botones. También es importante controlar el ancho de las columnas 
y el alto de las filas de la tabla donde van los botones. Por lo tanto al hacer la tabla se 
define que sea igual de ancha que la pantalla del dispositivo y de alta igual que el 
contenido de las filas. Las filas de la tabla tienen el alto del elemento más alto de la fila, con 
esto se consigue que al poner que el botón sea igual de alto que la fila, todos los botones 
de una fila sean igual de altos que el más alto. Para que los botones tengan el mismo 
ancho, se utilizan las propiedades android:layout_width="0dp" y 
android:layout_weight="1"  que sirven para dar una escala a los botones, es decir, si 
a otro botón se le pone la propiedad weight con valor 2, este será el doble de ancho que el 
botón que tenga valor 1 en esta propiedad. En este caso como se desea que todos los 
botones sean iguales, el tributo weight es siempre igual a 1. El resultado se ve en las 
figuras Figura 6-27 e Figura 6-28. 
 
Figura 6-27. Layout “main” de la carpeta “Layout-land” 1 
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Figura 6-28. Layout “main” de la carpeta “Layout-land” 2 
preguntas.xml 
Como en el caso anterior este layout se diferencia del preguntas.xml situado en la carpeta 
re/layout en la disposición de los botones. En el layout vertical los botones de las 
respuestas están situados uno debajo de otro, mientras que en este nuevo layout se crea 
mediante una tabla y se dispondrán dos botones en cada fila con un total de dos filas si no 
hay imágenes en las respuestas o cuatro filas si las hay.  
También se han utilizado las mismas propiedades de altura y ancho de las filas y columnas 
de la tabla y de los botones para que estos sean todos iguales en tamaño y así la interfaz 
tenga mejor presencia ante el usuario. Este layout creará la figura que se muestra a 
continuación (Figura 6-29) 
 
Figura 6-29. Layout “preguntas” de la carpeta “Layout-land” 
test.xml 
Es un RelativeLayout al igual que la versión en vertical, la diferencia es la disposición de 
los botones. En vez de estar uno debajo del otro, se sitúan uno al lado del otro. Este 
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cambio es únicamente estético como en todos los archivos XML pertenecientes a la 
carpeta res/layout-land. El resultado se ve en la Figura 6-30. 
 
Figura 6-30. Layout “test” de la carpeta “Layout-land” 
credito.xml 
Este archivo tiene un ScrollView que contiene un TextView donde aparece el texto sobre 
los créditos de la aplicación. En este texto se está el nombre del desarrollador de la 
aplicación y un e-mail de contacto para cualquier duda o sugerencia que tenga el usuario. 
6.3.5. menu 
Cuando el usuario está en la actividad Teoria.java, puede pulsar el botón menú de su 
dispositivo móvil para que aparezca un menú emergente. En este menú tiene las opciones 
de: pasar al siguiente subtema, ir al subtema anterior, ir al menú principal o hacer los 
ejercicios correspondientes al subtema que está estudiando en ese momento. 
Seguidamente se muestra su apariencia (Figura 6-31) 
Pág. 64  Memoria 
 
 
Figura 6-31. Menú 
emergente 
6.3.6. values 
La última de las subcarpetas dentro de la carpeta res que utiliza este proyecto es la 
carpeta “values”. Contiene los archivos colors.xml y strings.xml. 
 
Figura 6-32. Contenido de la 
carpeta “values” 
colors.xml 
Este archivo contiene los colores que se llamarán en otros archivos XML. Así únicamente 
se tienen que definir una vez y se pueden utilizar en cualquier archivo XML de la 
aplicación.  
strings.xml 
El archivo strings.xml tiene las cadenas de caracteres que después se utilizarán en otros 
documentos XML, como por ejemplo el texto que va dentro de los botones de la pantalla 
del menú inicial. 
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6.4. Insertar anuncios en la aplicación 
Una vez finalizada la aplicación con la funcionalidad deseada, se ha pensado en tener 
algún tipo de beneficio económico. El programa está pensado para estudiantes, es decir, 
gente joven la cual no suelen pagar por la descarga de aplicaciones. Por eso y para que 
esté al alcance de cualquier persona, Elec2all es gratuita y por consiguiente si se quiere 
tener un beneficio económico por ella lo más común es insertar anuncios en algunas de las 
actividades. Estos anuncios se colocan en sitios donde no molesten al usuario a la hora de 
utilizar la aplicación pero lo suficientemente visibles para que el usuario pueda verlos y 
pulsar sobre ellos. 
Para poder poner publicidad en una aplicación se usa el servicio AdMob de Google. Los 
banners de anuncios de Google AdMob usan una pequeña parte de la pantalla para atraer 
a los usuarios para que “hagan clic” y se dirijan a un contenido multimedia de pantalla 
completa, tal como un sitio web o una página de App Store. Los pasos a seguir con el fin 
de colocar un banner el Elec2all son los siguientes. 
Primero hay que registrarse en la página de AdMob e inscribir la aplicación. 
Así se obtiene el 'Publisher ID' que se deberá poner en el código del programa. Una vez 
registrado se debe descargar una librería GoogleAdMobAdsSdk.jar e incluirla en el 
proyecto Android Elec2all en la carpeta “libs”. 
El siguiente paso es añadir la publicidad en el código del programa. Para comenzar se 
debe agregar la actividad que gestionará la publicidad en el Manifest de la aplicación. Para 
esto se añade la siguiente línea al archivo AndroidManifest.xml 
<activity android:name="com.google.ads.AdActivity"              
android:configChanges="keyboard|keyboardHidden|orientation|screenLayout|
uiMode|screenSize|smallestScreenSize"/> 
A continuación se inserta el banner de publicidad en los archivos XML en los que se quiera 
que aparezca el anuncio. En el caso que se describe, las actividades donde se mostrarán 
los banner son Elec2all.java y Actividades.java. Por lo que los layouts a modificar son los 
relacionados con estas actividades, es decir, main.xml y preguntas.xml, tanto en su versión 
en vertical como en horizontal. En los layouts mencionados se debe añadir la línea de 
código: 
xmlns:ads="http://schemas.android.com/apk/lib/com.google.ads" 
Este código debe situarse debajo de la primera línea que acompaña a la primera etiqueta, 
es decir, la siguiente: 
xmlns:android="http://schemas.android.com/apk/res/android" 
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Seguidamente se coloca la vista del banner. El código que se va a mostrar a continuación 
se debe insertar en el mismo LinearLayout donde se encuentran los botones, tanto en el 
layout main.xml como en el preguntas.xml. El código a añadir es el siguiente: 
<com.google.ads.AdView android:id="@+id/adView" 
android:layout_width="wrap_content" 
android:layout_height="wrap_content" 
ads:adUnitId="ID obtenio en AdMob " 
android:layout_alignParentBottom="true" 
ads:adSize="BANNER" 
ads:testDevices="TEST_EMULATOR, TEST_DEVICE_ID" 
ads:loadAdOnCreate="true"> 
</com.google.ads.AdView> 
En el tributo ads:adUnitId se debe de poner el número que se obtiene al registrar la 
aplicación en AdMob, este valor tiene el nombre de “Publisher ID”.  
6.5. Subir una aplicación a Google Play 
Por último, para que la aplicación Elec2all pueda ser utilizada por cualquier persona con un 
dispositivo Android se necesita publicarla en Google Play que es el mercado de Google 
donde se pueden encontrar todas las aplicaciones Android.  
Primeramente se debe tener una cuenta de Gmail relacionada con la aplicación que se va 
a subir. Después dicha cuenta se tiene que registrar como desarrollador pagando una 
cuota. 
Una vez se tiene la cuenta creada se pulsa el botón de “Añadir nueva aplicación“. A 
continuación aparece una pantalla donde se debe especificar el idioma de la aplicación y el 
nombre de la misma. Hecho esto se pulsa el botón de “Subir APK”. Todo el código 
compilado para Android se empaqueta en un archivo APK (que no es más que un archivo 
zip) que contiene por un lado los recursos de la aplicación (imágenes, sonidos, archivos 
binarios…), por otro lado la interfaz, la firma y certificado de dicha aplicación y por último 
las librerías y el código principal de la misma, generalmente en formato DEX. Para poder 
subir este archivo, debe estar alineado y firmado. 
Si el archivo APK no está alineado, al intentar subirlo el sistema de muestra el siguiente 
error: “Has subido un archivo APK que no está alineado. Debes ejecutar una herramienta 
de alineación de archivos comprimidos (zip aligned) en tu archivo APK y volver a subirlo”. 
Esta herramienta de alineación garantiza que todos los datos sin comprimir empiezan con 
una particular alineación de bytes, con respecto al comienzo del archivo. Establecer una 
alineación de 4 bytes proporciona una optimización de rendimiento cuando se instala en un 
dispositivo Android. Cuando están alineados, el sistema es capaz de leer archivos con 
mmap (), incluso si contienen datos binarios con restricciones de alineamiento, en vez de 
copiar todos los datos del paquete en el caso de no estar alineados. 
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Para solucionar el error se utiliza Zipalign que es una herramienta que viene incluida en los 
SDK de Android desde Donut 1.6, pensada para optimizar los paquetes .apk adaptándolos 
a los requisitos óptimos del sistema Android.  
Otro de los requisitos para poder publicar la aplicación en el mercado de Google, es que 
esta debe estar firmada. Esto se hace como medida de seguridad y como requisito de 
garantía, para poder distribuir e instalar la aplicación sin problemas y para que únicamente 
el desarrollador de la aplicación pueda modificarla y actualizarla.  
Por lo tanto se debe firmar la aplicación y esto se hace en el entorno de desarrollo donde 
se haya hecho el proyecto, en el caso de Elec2all, en Eclipse. Al pulsar el botón derecho 
del ratón encima de la carpeta del proyecto se abre un menú donde se encuentra la opción 
“Android Tools”. Al pulsar esta opción emerge otro menú donde se debe clicar en la opción 
de “Export Signed Application Package…”. Con esto se consigue que aparezca una 
ventana donde se puede elegir entre crear una nueva “keystore” que es necesaria para 
poder firmar la aplicación o abrir una creada previamente ya que una “keystore” sirve para 
todas las aplicaciones de un mismo desarrollador. Como es la primera aplicación que se 
ha hecho, se debe crear una nueva “keystore” y se tienen que rellenar los campos de 
“Location” y “Password”.  En la localización se debe poner el directorio donde se desea 
que se guarde la “keystore”, puede tener cualquier nombre. La contraseña tiene que ser de 
seis dígitos como mínimo. 
Al pulsar el botón siguiente aparece otra ventana en la que se deben rellenar algunos 
datos de la aplicación y del desarrollador para asignarlos a la “keystore”. Lo que se pide es 
lo siguiente: 
- Alias: Un alias para la “keystore”. 
- Password: Nuevamente se le asigna una contraseña y se confirma. 
- Validity (years): En esta parte se define la duración de la validación de la 
“keystore” en años. Se define un número relativamente grande para asegurarse de 
que no expirará pronto. 
- First and Last Name: El nombre del desarrollador 
- Organizational Unit: Departamento al que pertenece el desarrollador dentro de 
una organización o empresa. En el caso de la aplicación de este proyecto el 
nombre de la desarrolladora.  
- Organization: Nombre de la empresa u organización. En este caso como no se 
hace para ninguna organización ni empresa, se ha escrito el nombre de la 
desarrolladora como en el apartado anterior. 
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- City or Locality: La localidad donde reside el desarrollador. 
- State or Province: La provincia donde reside el desarrollador. 
- Country Code (XX): El código del país de residencia del desarrollador, en este 
caso sería ES. 
En la siguiente pantalla, se elige el directorio de destino dónde se quiere que se guarde el 
archivo .apk firmado y también indica cuándo expirará el certificado. Con esto ya se tiene 
la aplicación firmada y el archivo “keystore” para poder firmar futuras aplicaciones. 
Una vez acondicionada el archivo APK con los requisitos necesarios ya está preparado 
para ser subido al mercado de Google. Además de este archivo se debe poner una 
descripción de la aplicación y varias capturas de pantalla de la misma para que el usuario 
antes de bajarla sepa que puede encontrar en ella y que aspecto tiene. También se pone 
el icono de la aplicación. 
Una vez rellenado y enviado el formulario de Google Play, Google debe verificar la 
aplicación y una vez verificada ya está disponible para los usuarios que se la quieran 
descargar en sus dispositivos móviles.  
Como desarrollador se tiene una consola de desarrollador dentro de Google Play donde se 
pueden ver estadísticas, los errores que ha tenido la aplicación mientras la utilizaban los 
usuarios y las opiniones y valoraciones de los usuarios. También se pueden gestionar las 
aplicaciones publicadas en el mercado.  
Dentro de las estadísticas se pueden mostrar varias gráficas diferentes sobre la aplicación 
como son: 
- Instalaciones activas en dispositivos: Indica el número de dispositivos únicos 
activos en los que la aplicación está instalada actualmente. 
- Instalaciones diarias en dispositivos: Indica el número de dispositivos en los que 
se instaló la aplicación ayer por primera vez. 
- Desinstalaciones diarias en dispositivos: Indica el número de dispositivos 
únicos en los que se desinstaló la aplicación ayer. 
- Actualizaciones diarias en dispositivos: Indica el número de dispositivos que 
actualizaron la aplicación ayer a la versión más reciente. 
- Instalaciones activas de usuarios: Indica el número de usuarios únicos que 
tienen la aplicación instalada en un dispositivo activo como mínimo. 
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- Instalaciones totales de usuarios: Indica el número total de usuarios únicos que 
han instalado esta aplicación en alguna ocasión en un dispositivo o en varios. 
- Instalaciones diarias de usuarios: Indica el número de usuarios únicos que 
instalaron la aplicación ayer en un dispositivo o en varios por primera vez. 
- Desinstalaciones diarias de usuarios: Indica el número de usuarios únicos que 
instalaron la aplicación en sus dispositivos ayer. 
- Valoración media diaria: Indica la valoración media de estrellas que esta 
aplicación ha recibido entre todas las valoraciones enviadas ayer. 
- Valoración media acumulativa: Indica la valoración media de estrellas que esta 
aplicación ha recibido entre todas las valoraciones enviadas hasta ayer (incluido). 
Cuando un usuario envía una valoración, solo se tiene en cuenta la valoración de la 
aplicación más reciente. 
También hay otros tipos de gráficos en los cuales se puede ver cualquiera de las opciones 
anteriores dividida por una serie de criterios como son: la versión de Android que tiene el 
dispositivo donde se ha descargado la aplicación, el país de origen, el dispositivo, el 
idioma, la versión de la aplicación y el operador. Por ejemplo, se quiere ver las 
instalaciones activas en los dispositivos (Figura 6-33), es decir, las instalaciones totales 
menos las desinstalaciones. Y esta gráfica también se puede ver dividida en los diferentes 
países donde se han instalado en la aplicación (Figura 6-34). 
 
Figura 6-33. Gráfico de instalaciones activas en dispositivos 
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Figura 6-34. Gráfico de las instalaciones activas en dispositivos dividido por países 
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7. Planificación 
El objetivo de la planificación del proyecto es obtener una distribución de las actividades en 
el tiempo y una utilización de los recursos que minimice el coste del proyecto. Pero al ir 
avanzando en el proyecto puede que la distribución del tiempo varíe y con ello la duración 
del proyecto. En este caso se ha dividido el proyecto en una serie de tareas principales 
compuestas por otras tareas secundarias. Seguidamente se explica cada una de las tareas 
principales: 
- Estudio del sistema operativo de Android: Dentro de esta tarea se estudia el 
funcionamiento y la estructura de este sistema operativo, ya que es necesario 
antes de comenzar a programar saber cómo Android va a gestionar los recursos y 
las actividades que posteriormente se programen. En este apartado también se 
analizará las herramientas y entorno de desarrollo necesario para la aplicación que 
se va a crear. En este caso se estudia el entorno de desarrollo Eclipse, un editor de 
archivos HTLM y un editor de base de datos. 
- Estudio de los lenguajes de programación: Para poder crear la aplicación 
Elec2all se han utilizado los lenguajes de Java, HTML y XML. Anteriormente la 
desarrolladora de la aplicación no había utilizado ninguno de estos lenguajes, así 
que se han tenido que estudiar. En esta parte del proyecto se estudian los 
conocimientos básicos para programar en Android con un ejemplo obtenido del 
libro Programación ANDROID de ANAYA [2]. El ejemplo consiste en la creación de 
un Sudoku. Los conocimientos más avanzados de Java necesarios para crear la 
aplicación, se irán aprendiendo conforme se vaya avanzando en la implementación 
de la misma. 
- Recopilar información de electrónica: La aplicación que se expone en este 
proyecto contiene conocimientos de electrónica. Primero se decide el temario de 
electrónica que se va a mostrar al usuario y después se escribe dicha teoría. 
Seguidamente se crean las preguntas test en concordancia con la teoría explicada. 
- Diseño de la aplicación: Se diseña la funcionalidad de la aplicación y los recursos 
necesarios como son los archivos HTML y la base de datos. 
- Introducir la información de electrónica dentro de la aplicación: Una vez se 
tiene la teoría que el usuario va a ver dentro de la aplicación se debe escribir en un 
archivo HTML. Y las preguntas test se tienen que introducir en la base de datos. 
- Implementación de la aplicación: Programar la aplicación en java y las interfaces 
de usuario en XML. 
- Corrección de errores y mejoras de la aplicación: Una vez se tiene la 
funcionalidad deseada en la aplicación, se centra en arreglar los errores que se 
producen en la aplicación y en mejorar la apariencia de la misma. 
- Subir la aplicación a Google Play: Para que la aplicación pueda ser descargada 
por cualquier usuario se debe subir la aplicación a la tienda de Android. 
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- Redactar la memoria del proyecto: Se redacta la memoria donde se explica 
cómo se ha realizado la aplicación. 
Primeramente se ha hecho una previsión de los tiempos invertidos en cada tarea para que 
coincida con la duración de un proyecto de final de carrera, el cual tiene 24 créditos, lo que 
significa que la duración del mismo debe ser de 540 horas. En la Tabla 7-1 se muestra la 
distribución de las tareas. 
Task Name Duration 
 Estudio del sistema operativo de Android 70 hrs 
Estudio de Android y su funcionamiento 20 hrs 
Estudio de la estructura y del funcionamiento  interno de una aplicación 35 hrs 
Estudio del entorno y herramientas de desarrollo 15 hrs 
 Estudio de los lenguajes de programación 110 hrs 
Java 60 hrs 
XML 30 hrs 
HTML 20 hrs 
 Recopilar información de electrónica 150 hrs 
Hacer el temario 1 hr 
Hacer la teoría 74 hrs 
Hacer las preguntas test 75 hrs 
 Diseño de la aplicación 20 hrs 
 Introducir la información de electrónica dentro de la aplicación 50 hrs 
Introducir la teoría en un archivo HTML 30 hrs 
Introducir las preguntas en una base de datos 20 hrs 
 Implementación de la aplicación 80 hrs 
 Corrección de errores y mejoras de la aplicación 20 hrs 
 Subir la aplicación a Google Play 1 hr 
 Redactar la memoria del proyecto 40 hrs 
  
Horas totales invertidas 541 hrs 
Tabla 7-1. Planificación del proyecto 
El tiempo real invertido es algo diferente al planeado ya que hay algunas tareas en las 
cuales se ha necesitado más tiempo del estimado en la planificación. En la Tabla 7-2, se 
pueden ver las tareas con las horas reales utilizadas para cada una de ellas. También se 
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muestran las fechas en las que se empieza la tarea y se finaliza para facilitar la confección 
del diagrama de Gantt que se muestra después de la tabla (Figura 7-1).  
Antes de analizar el diagrama de Gantt se van a comentar las diferencias entre el tiempo 
planificado para las tareas y el tiempo real invertido. La mayor diferencia se ve en la tarea 
de recopilación de información de electrónica ya que a la hora de hacer la teoría se tuvo 
que buscar información de varias fuentes diferentes. Además, conforme se iba avanzando 
en la teoría también el temario se iba ampliando más, esto es a consecuencia de que al ir 
explicando los diferentes puntos de electrónica te percatabas de que se tendría que haber 
explicado antes otro punto para que este quedara más claro. Por ejemplo, la resolución de 
circuitos con mallas, Kirchhoff, etc. no se iba a incluir en el temario ya que es más temario 
de electrotecnia que de electrónica, pero cuando se hizo el tema de circuitos con diodos se 
utilizaban métodos de resolución que no se habían explicado previamente en la aplicación, 
por lo que se decidió incluir el tema de resolución de circuitos. También se utilizaron más 
horas que las planeadas para hacer las preguntas test, por una parte porque había más 
temario que el que se predijo al principio del proyecto y por otra porque se tardó bastante 
en la resolución de algunos de los ejercicios, como por ejemplo la resolución de los 
circuitos con y sin diodos o los ejercicios relacionados con el método de Karnaugh. 
Otro de los puntos donde se han invertido más horas de las esperadas es en la 
implementación de la aplicación. Esto es consecuencia de que en la tarea de aprendizaje 
del lenguaje Java se estudió de manera más básica de lo que al final se necesitaba para la 
implementación. Es decir, a la hora de desarrollar la aplicación se necesitaron estudiar 
conocimientos más amplios de programación para conseguir el programa deseado, como 
por ejemplo en el caso de generar archivos dinámicos con los recursos obtenidos de una 
base de datos. 
La tarea de subir la aplicación a Google Play también es causante de la desviación en las 
horas planificadas del proyecto, no son muchas horas de diferencia pero se descubrió que 
esta tarea no era tan sencilla como parecía en un principio ya que se necesitaron 
modificaciones de la aplicación no esperadas. 
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Task Name Duration Start Finish 
 Estudio del sistema operativo de Android 70 hrs Mon 01/10/12 Fri 19/10/12 
Estudio de Android y su funcionamiento 20 hrs Mon 01/10/12 Thu 04/10/12 
Estudio de la estructura y del funcionamiento  
interno de una aplicación 
35 hrs Fri 05/10/12 Tue 16/10/12 
Estudio del entorno y herramientas de 
desarrollo 
15 hrs Wed 17/10/12 Fri 19/10/12 
 Estudio de los lenguajes de programación 110 hrs Mon 22/10/12 Thu 22/11/12 
Java 60 hrs Mon 22/10/12 Thu 08/11/12 
XML 30 hrs Fri 09/11/12 Fri 16/11/12 
HTML 20 hrs Mon 19/11/12 Thu 22/11/12 
 Recopilar información de electrónica 183 hrs Fri 23/11/12 Wed 30/01/13 
Hacer el temario 3 hrs Fri 23/11/12 Fri 23/11/12 
Hacer la teoría 86 hrs Fri 23/11/12 Thu 20/12/12 
Hacer las preguntas test 94 hrs Fri 21/12/12 Wed 30/01/13 
 Diseño de la aplicación 20 hrs Thu 31/01/13 Tue 05/02/13 
 Introducir la información de electrónica 
dentro de la aplicación 
50 hrs Wed 06/02/13 Tue 19/02/13 
Introducir la teoría en un archivo HTML 30 hrs Wed 06/02/13 Wed 13/02/13 
Introducir las preguntas en una base de datos 20 hrs Thu 14/02/13 Tue 19/02/13 
 Implementación de la aplicación 93 hrs Wed 20/02/13 Mon 18/03/13 
 Corrección de errores y mejoras de la 
aplicación 
27 hrs Tue 19/03/13 Tue 26/03/13 
 Subir la aplicación a Google Play 4 hrs Wed 27/03/13 Wed 27/03/13 
 Redactar la memoria del proyecto 41 hrs Wed 27/03/13 Thu 11/04/13 
    
Horas totales invertidas 598 hrs Thu 01/10/12 Thu 11/04/13 
Tabla 7-2. Horas reales invertidas en el proyecto 
Para crear el diagrama de Gantt se ha considerado una jornada de trabajo de 5 horas 
diarias de lunes a viernes sin contar los días festivos. Al realizar el proyecto una sola 
persona, las tareas y subtareas deben ser realizadas secuencialmente. El orden de 
algunas de las tareas podría variar, como es la recopilación de electrónica que se podría 
haber hecho en cualquier momento antes de la implementación. Las demás tareas deben 
tener el orden que se explica en la tabla ya que primero se debe estudiar el sistema 
operativo de Android, después aprender los lenguages de programación para a 
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continuación poder diseñar dicha aplicación e implementarla. La corrección de errores y 
mejores de tiene que hacer después de la implementación y una vez finalizado el 
programa subirlo a Google Play. La tarea de introducir la información de electrónica en la 
aplicación se tiene que hacer después de haber estudiado los lenguages de programación 
(ya que se necesita saber HTML) y después de recopilar la información de electrónica. 
Esta tarea debe ir antes de la implementación. Con todo esto se obtiene el diagrama de 
Gantt (Figura 7-1) . 
 
 
Figura 7-1. Diagrama de Gantt 
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8. Costes 
En este apartado se detallan los costes necesarios para la realización del proyecto. Se 
distinguen tres tipos de costes, los relacionados con las horas invertidas por cada 
trabajador (costes de recursos humanos), los concernientes a los recursos materiales y 
otros recursos como son licencias, permisos, programas para el ordenador e internet. 
8.1. Coste de recursos humanos 
Durante el proyecto ha sido una sola persona la que ha llevado a cabo todas las tareas, 
pero estas tareas se enmarcan en dos diferentes roles con distinto reconocimiento cada 
uno. Así se tendrán tareas que realizará un ingeniero a un coste de 30€/hora y las que 
realizará un programador junior a 18€/hora. En la Tabla 8-1 se muestran las tareas 
realizadas por cada uno de los trabajadores, el coste de cada una y el coste total 
relacionado con las horas invertidas en el proyecto. 
Tarea 
Duración 
[h] 
Ejecutor 
Coste del 
trabajador 
[€/h] 
Coste 
total 
[€] 
 Estudio del sistema operativo de 
Android 
70     
Estudio de Android y su funcionamiento 20 Programador 18 360 
Estudio de la estructura y del 
funcionamiento  interno de una aplicación 
35 Programador 18 630 
Estudio del entorno y herramientas de 
desarrollo 
15 Programador 18 270 
 Estudio de los lenguajes de 
programación 
110    
Java 60 Programador 18 1080 
XML 30 Programador 18 540 
HTML 20 Programador 18 360 
 Recopilar información de electrónica 183    
Hacer el temario 3 Ingeniero 30 90 
Hacer la teoría 86 Ingeniero 30 2580 
Hacer las preguntas test 94 Ingeniero 30 2820 
 Diseño de la aplicación 20 Ingeniero 30 600 
 Introducir la información de electrónica 
dentro de la aplicación 
50    
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Introducir la teoría en un archivo HTML 30 Programador 18 540 
Introducir las preguntas en una base de 
datos 
20 Programador 18 360 
 Implementación de la aplicación 93 Programador 18 1674 
 Corrección de errores y mejoras de la 
aplicación 
27 Ingeniero 18 486 
 Subir la aplicación a Google Play 4 Programador 18 72 
 Redactar la memoria del proyecto 41 Ingeniero 30 1230 
      
Coste total de los recursos humanos 
 
 
 
13692 
Tabla 8-1. Desglose de los costes de los recursos humanos 
8.2. Coste de los recursos materiales 
Para la realización de este proyecto han sido necesarios una serie de elementos. Algunos 
eran imprescindibles, por ejemplo un portátil con Windows y el paquete Office. Por otro 
lado un móvil con sistema operativo Android o una Tablet con este mismo sistema 
operativo no eran indispensables ya que se tiene un emulador Android totalmente gratuito 
que puede emular el funcionamiento de diferentes dispositivos con distintos tamaños de 
pantalla. Aun así, este emulador es mucho más lento que un dispositivo real, además en 
un dispositivo móvil se hace mejor a la idea de cómo será el resultado final de la 
aplicación, tanto en aspecto como en funcionalidad. Por lo tanto se han adquirido un móvil 
y una Tablet Android para comprobar que las interfaces de la aplicación se viesen 
correctamente en diferentes tamaños de pantalla. En resumen se muestra en la Tabla 8-2 
el coste de estos materiales. 
 
Recurso material Coste [€] 
Ordenador Personal con Windows y paquete Office 600 
Teléfono móvil con sistema operativo Android 200 
Tablet con sistema operativo Android  250 
Coste total de los recursos materiales 1050 
Tabla 8-2. Desglose de los costes de los recursos materiales 
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8.3. Coste de otros recursos necesarios para el proyecto 
En este apartado se describen los costes relacionados con los recursos inmateriales sin 
contar los recursos humanos como por ejemplo la conexión a internet o el software 
relacionado con la realización del proyecto. Los programas necesarios para la 
programación en Android son gratuitos. También son gratuitos los necesarios para 
implementar la aplicación Elec2all como es el entorno de desarrollo Eclipse, el editor de 
base de datos SQLite Database Browser y el editor de archivos HTML CoffeeCup Free 
HTML Editor. El paquete Office ya está incluido en el ordenador personal. Con esto se 
tiene que no hay gastos relacionados con el software necesario para el proyecto 
Otro gasto que se incluye en este apartado es la cuota de desarrollador. Esta cuota se 
debe pagar para crear una cuenta de desarrollado y esto se necesita para poder subir una 
aplicación a Google Play. Este pago es de 25 dólares y solo se paga una vez, ya que 
hecha la cuenta de desarrollador se pueden subir todas las aplicaciones que se deseen. 
Cuando se hizo el pago de dicha cuota el cambio de dólares a euros que había en ese 
momento hizo que el precio en euros fuera de 19,53€. En la Tabla 8-3 se muestran los 
costes inmateriales sin contar con los recursos humanos. 
 
Recurso inmaterial 
Coste por 
mes [€/mes] 
Tiempo 
[meses] 
Coste 
[€] 
Conexión a internet 42 6 252 
Cuota de desarrollador   19,53 
Coste total de otros recursos   271,53 
Tabla 8-3. Desglose de costes de otros recursos 
En total, sumado todos los costes relacionados con el proyecto se obtiene un coste total de 
15.013,53 € 
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9. Estudio de impacto ambiental 
Este proyecto no requiere de un examen exhaustivo del impacto ambiental ya que al ser 
de tipo software no genera contaminantes de manera directa. Aun así se van a analizar los 
recursos consumidos durante la realización del proyecto y los recursos que puede 
consumir el usuario. 
9.1. Aspectos ambientales en la ejecución del proyecto 
El único recurso que se ha utilizado a la hora de realizar este proyecto es la electricidad, ya 
sea para iluminar el lugar de trabajo, como para hacer funcionar el ordenador portátil, el 
teléfono móvil o la Tablet. 
No se ha necesitado utilizar papel ya que todo lo que se necesitaba escribir se ha hecho 
directamente en el ordenador portátil y se ha leído en la pantalla del mismo. Esto se ha 
hecho para reducir los residuos generados por la realización del proyecto. Obviamente no 
se está teniendo en cuenta la impresión de la memoria del proyecto para su posterior 
entrega ya que en la página 18 del documento proporcionado por la universidad dice: “No 
se puede considerar impacto/efecto ambiental del proyecto a los consumos debidos a la 
redacción de la memoria. En todo caso son costes del proyecto.” [20]. 
Para que el consumo de electricidad en el proyecto fuese más reducido se ha intentado 
trabajar durante las horas en las que hay luz natural, pero en la época de invierno se han 
tenido que utilizar entre una y dos horas de luz artificial. Otra medida de ahorro energético 
es configurar los dispositivos que se van a utilizar (teléfono móvil, Tablet y ordenador 
portátil) para que su consumo sea mínimo como por ejemplo disminuyendo la iluminación 
de la pantalla y desconectando los dispositivos móviles de la red inalámbrica o 3G. 
9.2. Aspectos ambientales para el usuario 
El usuario necesita un Smartphone o una Tablet para poder utilizar la aplicación, para que 
estos dispositivos funcionen necesitan electricidad. Como en el caso anterior, el consumo 
eléctrico puede reducirse si el usuario configura dichos dispositivos de manera que se 
ahorre energía. 
La aplicación tiene una opción para generar un test en formato HTML. Este archivo se 
puede enviar por e-mail o copiarlo a un ordenador personal. Esta funcionalidad se ha 
añadido para que el usuario pueda imprimir los tests y dárselos a sus alumnos. Por 
consiguiente el usuario al utilizar esta aplicación también podría hacer gasto de tinta, 
papel, la energía eléctrica consumida por el ordenador personal y la impresora. Para qué 
estos consumos se reduzcan el usuario debería imprimir el archivo en calidad de borrador 
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e imprimir por las dos caras del papel. Y para que el consumo del papel no sea tan nocivo 
para el medio ambiente, debería consumir papel reciclado. 
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Conclusiones 
Al finalizar este proyecto se ha obtenido una aplicación Android llamada Elec2all para la 
enseñanza de electrónica básica. Pero el programa se ha realizado de manera que se 
puede hacer de cualquier asignatura únicamente modificando los archivos donde está 
escrita la teoría y donde se encuentran los títulos de los temas y subtemas y las preguntas 
de la aplicación. Por consiguiente, se ha creado una plataforma que se puede utilizar para 
cualquier asignatura sin tener que modificar el código Java aunque el proyecto se deberá 
compilar para que actualice los documentos relacionados con la teoría (documentos 
HTML) y con el temario y preguntas (base de datos). 
El carácter de plataforma no solo sirve para la creación de más aplicaciones de diferentes 
asignaturas sino que también permite ampliar la información de la asignatura de 
electrónica. Por lo que el temario y el número de preguntas que ahora contiene Elec2all se 
pueden ampliar. 
Se ha percatado que el desarrollo de aplicaciones Android es más económico y sencillo 
que para cualquier otro sistema operativo, ya que las herramientas que se necesitan para 
su programación son gratuitas (aunque hay de pago pero hacen las mismas funciones que 
las gratuitas). Además, al ser un sistema operativo abierto, se puede encontrar mucha 
información en internet para el aprendizaje del lenguaje necesario para programar las 
aplicaciones. 
La aplicación Elec2all se encuentra en el mercado de Google (Google Play) y esto ha 
hecho que un número razonable de usuarios se la hayan descargado y en consecuencia 
se ha obtenido un feedback del programa para su mejora en futuras versiones. 
Otra de las conclusiones a la que se ha llegado es que las aplicaciones gratuitas obtienen 
muy pocas ganancias Aunque en Elec2all se ha insertado un banner con publicidad para 
conseguir algún ingreso, esto no ha dado muchos beneficios ya que los usuarios apenas 
pulsan la publicidad porque está situada en un lugar donde no molesta al usuario a la hora 
de utilizar la aplicación. Por el contrario, gracias a que la aplicación es gratuita se ha 
conseguido que un número mayor de personas se lo descarguen. 
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