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Tato bakalářská práce se zabývá tvorbou testů do předmětu ISJ. Cílem práce je implemen-
tace aplikace pro automatickou inteligentní tvorbu testů týkajících se skriptovacích jazyků
Ruby a Python a regulárních výrazů s podporou automatického vyhodnocování odpovědí.
Abstract
This bachelor’s thesis is concerned with a tests creation for the ISJ course. The aim of
this work is the implementation of the application which serves for an automatic intelligent
creation of tests relating to scripting languages Ruby and Python and regular expressions
with support of an automatic evaluating of answers.
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S výukou je pevně spjata tvorba testů. Ne jinak je tomu i v případě předmětu ISJ vyu-
čovaném na Fakultě informačních technologií, Vysokém učení technickém v Brně, který se
zabývá skriptovacími jazyky. Tvorba testů ke zkoušce může být pro vyučujícího velmi ná-
ročná, zvláště pokud by chtěl vytvořit individuální test pro každého studenta. To je většinou
bez programové podpory časově nezvládnutelné, takže se vyučující uchýlí k sestavení skupin
testů, které se roztřídí mezi studenty nebo dokonce k sestavení jediného společného testu.
Výuka skriptovacích jazyků nebo obecně programování s sebou také přináší určitá specifika,
kterým je třeba přizpůsobit obsah a formu testů. Tvorba testů se netýká pouze zajištění
písemných zkoušek, ale souvisí také s e-learningem a obecnými principy samovýuky.
Cílem této práce bylo implementovat aplikační podporu pro inteligentní automatickou
tvorbu testů do předmětu ISJ a jejich vyhodnocování (v případě využití elektronického
odpovědního rozhraní). Vytvořený systém se zaměřuje na testy z oboru skriptovací jazyky,
ale dá se použít i v jiných kurzech nebo učebních oborech pro jednoduchou tvorbu testů
a jejich vyhodnocování (například jako alternativa k masivním webovým e-learningovým
systémům). Implementovaná aplikace není webovým informačním systémem (nevyžaduje
přítomnost databáze ani webového serveru), přestože obsahuje webové odpovědní rozhraní
pro studenty. Napsána byla kompletně v jazyce Python, tudíž je přenositelná a snadno
spustitelná na různých zařízeních.
1.1 Etapy práce
Tato technická zpráva popisuje jednotlivé etapy práce s kterými jsem se při tvorbě cílové
aplikace potýkal. Nejprve bylo nutné prostudovat dopodrobna jazyky vyučované v před-
mětu ISJ a prozkoumat, co je z této látky vhodné testovat, za jakým účelem a jakou for-
mou. Soupis těchto nabytých znalostí obsahují kapitoly 2 a 3. V kapitole 4 se věnuji studiu
existujících softwarových řešení pro tvorbu testů, jejich vyhodnocování a obecně aplikacím
použitelným pro výuku programování. Prozkoumány jsou relevantní vlastnosti volně do-
stupných systémů a jejich funkce je podrobně zdokumentována. Kapitola 5 popisuje návrh
a způsob implementace vyvíjeného systému. Popsán je modul obsahující datový model apli-
kace a dále všechny vstupní, výstupní a pomocné moduly a jejich konkrétní funkcionalita.
V této kapitole čtenář také nalezne možnosti zabezpečení systému, způsob testování, známé
problémy a navržená rozšíření aplikace. Popisu systému jsem věnoval největší část technické





Předmět ISJ se zabývá skriptovacími jazyky obecně a pak především jazyky Python, Ruby a
v neposlední řadě také regulárními výrazy. S ohledem na to je třeba definovat tyto základní
pojmy, prozkoumat uvedené jazyky a přizpůsobit jim cílový vyvíjený systém.
Skriptovací jazyky jsou interpretované vysokoúrovňové programovací jazyky. Jejich před-
ností je rychlý vývoj aplikací, velká zásoba standardních knihoven nejrůznějšího druhu,
snadný vývoj aplikací a jsou vhodné pro výuku programování (student se nemusí zabývat
nízkoúrovňovými záležitostmi).
Skriptovací jazyky si našly cestu do všech oblastí informačních technologií. Jsou hojně
využívány v oblasti webového programování (JavaScript, PHP, ASP), dále při obsluze uni-
xových systémů (bash, ksh, awk) a v neposlední řadě jako univerzální programovací jazyky
(Perl, Python, Ruby, aj.).
Mezi další výhody skriptovacích jazyků lze zařadit dynamickou typovou kontrolu (která
ovšem ne každému vyhovuje), multiplatformní interprety jazyka nebo snadnost implemen-
tace a užití těchto jazyků v nejrůznějších nástrojích.
Jednou z nevýhod skriptovacích jazyků je jejich závislost na interpretu příslušného ja-
zyka, z kterého vyplývá pomalejší běh aplikace oproti nativním jazykům jako je C/C++.
Většina programů napsaných v některém ze skriptovacích jazyků je spouštěna přímou
interpretací zdrojového kódu programu (interpretací souboru nazývaného skript, odtud ná-
zev skriptovací jazyky), i když si jej může interpret přeložit do mezikódu (bytekódu), který
je ovšem závislý na platformě.
2.1 Python
Python je vysokoúrovňový multiparadigmatický programovací jazyk. Zahrnuje vlastnosti
objektově orientovaného, funkcionálního a také imperativního paradigmatu. Jazyk posky-
tuje dynamickou typovou kontrolu a automatickou správu paměti. Python je využíván
převážně jako skriptovací jazyk s použitím nejrozšířenější implementace jazyka, kterou je
interpret CPython, napsaný v jazyku C, spravovaný a vyvíjený nadací Python Software
Foundation. S použitím nástrojů třetích stran (např. cx Freeze) je možné přeložit i samo-
statně spustitelné aplikace.
Přestože se jedná se o relativně mladý jazyk (byl představen světu teprve koncem osm-
desátých let minulého století), stal se za tu dobu velice rozšířeným. Jeho implementaci lze
najít dokonce i na mobilní platformě Android.
Tato podkapitola vychází z [4] a [6].
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2.1.1 Syntaxe
Největší zvláštností syntaxe Pythonu je vymezení bloků kódu jeho odsazením bílými znaky
od začátku řádku, namísto použití klasických kulatých závorek nebo klíčových slov. Blok
kódu tedy určují souvislé řádky se stejným odsazením (stejné znaky, stejný počet). Větší
odsazení značí vnořený blok kódu (tam kde je očekáván, například u definování funkce nebo
třídy). Tímto dostává odsazení kódu, které ve většině jazycích nemá syntaktický význam,
svoji specifickou funkci. Z této vlastnosti plyne jedna velmi užitečná věc, a to, že Python
nutí programátora k psaní lépe čitelného kódu než je tomu v jiných jazycích.
2.1.2 Vestavěné datové typy
Jazyk Python nabízí řadu vestavěných datových typů:
• int, long: Mezi základní typy patří typy celočíselné. V Pythonu 2 je rozlišován kratký
celočíselný typ (int) a dlouhý celočíselný typ (long). Rozdíl mezi nimi spočívá v tom,
že typ int je omezen svým rozsahem (v implementaci CPython, je to omezení rozsa-
hem typu long int jazyka C, tedy 32 bity[6]), kdežto typ long omezen není. Literály
typu long se zapisují se sufixem L. Verze 3 jazyka se tato záležitost netýká, protože
Python 3 zavedl jediný celočíselný typ int, který má neomezený rozsah.
• float: Čísla s plovoucí desetinou čárkou reprezentuje datový typ float. Poznámka
k operaci dělení a verzím jazyka: V Pythonu 2 reprezentuje operátor děleno (/) operaci
celočíselného dělení, kdežto v Pythonu 3 se provede neceločíselné dělení. To znamená,
že operátor / vrací vždy typ s plovoucí desetinou čárkou, i když jsou operandy ce-
ločíselného typu. Pokud potřebuje programátor provést operaci celočíselného dělení,
musí použít operátor // (zdvojený znak lomítko).
• complex: Reprezentuje komplexní čísla. Obsahuje reálnou a imaginární část.
• str, unicode, bytes, bytearray: Jedná se o sekvenční, řetězcové datové typy. Zde
je namístě vysvětlit rozdíl mezi verzemi jazyka a řetězcovými typy. Větev jazyka 2
obsahuje dva řetězcové typy, unicode a str. První zmíněný typ si lze představit
jako abstraktní sekvenci unicode znaků, která však nemá svojí bytovou reprezentaci
(tisknutelnou na výstup). Typ str oproti tomu reprezentuje sekvenci znaků tisknu-
telných na výstup, kde každý znak má svoji bytovou reprezentaci (podobně jako ře-
tězce v jazyku C/C++). Mezi těmito dvěma typy existují vestavěné převodní funkce.
V Pythonu 3 se stal typ str ekvivalentní typu unicode z Pythonu 2 a přibyl nový
typ bytes, který je zase ekvivalentní typu str z verze jazyka 2 (ovšem najdou se
určité odlišnosti, např. iterace nad typem str v Pythonu 2 vrací jednotlivé znaky
(opět typu str), kdežto iterace nad typem bytes v Pythonu 3 vrací celočíselnou re-
prezentaci znaku). Typ bytearray reprezentuje, podobně jako typ bytes, sekvenci
celočíselných hodnot reprezentující jeden byte (číslo mezi 0 a 255). Na rozdíl od typu
bytes je to však typ, který umožňuje měnit svoji velikost a obsah.
• list, tuple: Seznam (list) a n-tice (tuple) jsou sekvenční typy, které mohou ob-
sahovat sekvenci libovolných objektů (vestavěných nebo uživatelem definovaných).
Rozdíl mezi n-ticí a seznamem spočívá v měnitelnosti jejich hodnot. N-tice je typem
neměnitelným (angl. immutable), což znamená, že nelze měnit její velikost ani obsah
a seznam je objektem měnitelným (angl. mutable).
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• set, frozenset: Množinové kontejnery reprezentují typy set a frozenset, stejně jako
seznam nebo n-tice mohou obsahovat libovolný objekt. Pořadí prvků v množinovém
kontejneru však není určeno (nejedná se o sekvenční typ).
• dict: Slovník (dict) reprezentuje asociativní pole. Klíčem může být jakýkoliv ha-
shovatelný typ/objekt (což jsou všechny neměnitelné (immutable) vestavěné typy).
Hodnotou klíče může být jakýkoliv typ/objekt.
2.1.3 Ukázka jednoduchého kódu
V demonstračním příkladě 2.1 uvádím jednoduchý program (včetně výstupu) na seřazení
pole celých čísel metodou bubble sort (řazení záměnou). Syntaxe souhlasí s verzí jazyka 3.
Příklad 2.1
>def bubble_sort(array):
> was_sorted = False
> while not was_sorted:
> was_sorted = True
> for i in range(len(array) - 1):
> if array[i] > array[i + 1]:
> array[i], array[i + 1] = array[i + 1], array[i]
> was_sorted = False
>
>array = [3, 4, 6, 1, 0, 5, 9, 8]
>bubble_sort(array)
>print(array)
[0, 1, 3, 4, 5, 6, 8, 9]
2.1.4 Iterátory
Python má vestavěnou podporu iterací nad kontejnerovými typy. Objekt, který podporuje
iteraci se nazývá iterátor. S iterátory pracuje např. cyklus for nebo také dvojice if/in
klíčových slov. Pokud chce programátor definovat vlastní iterační typ (třídu), s kterým
půjde pracovat pomocí cyklu for, musí vytvořit třídu (typicky nějaký kontejner) která
implementuje iterační protokol. Pro implementaci iteračního protokolu je třeba v třídě
definovat metodu iter (), která slouží k navrácení objektu iterátoru (typicky sebe sama)
a metodu next () (next() v Pythonu verze 2), která na zavolání vrací další objekt
v pořadí. Pokud byl iterátor už vyčerpán (neexistuje další objekt, který by mohla metoda
next () vrátit), musí metoda vyvolat výjimku StopIteration. Každé další zavolání
metody next () musí vyvolat tutéž výjimku. Podle této výjimky cyklus for pozná, že
už jeho činnost skončila.
Iteraci lze začít i nad objektem, který neimplementuje iterační protokol. Stačí když
definuje metodu iter (), která vrátí objekt, který iterační protokol implementuje.
Všechny vestavěné sekvenční (str, unicode, bytes, bytearray, list, tuple), množi-
nové (set, frozenset) a slovníkový typ (dict) implementují iterační protokol.
Význam iterátorů v jazyce Python je obrovský. S iterátory umí pracovat řada vesta-
věných funkcí, jako např. max(), zip(), map() nebo filter(). K dispozici je i modul ze
standardní knihovny, itertools pro práci s iterátory.
6
2.1.5 Generátory
Generátor je speciální objekt, který implementuje iterační protokol. Je vytvořen když je
zavolána generátorová funkce, která navenek vypadá jako zcela obyčejná. Avšak tato funkce
obsahuje příkaz yield, který značí, kde se má vykonávání funkce zastavit a co se má
vrátit jako další očekávaná hodnota (metodou next ()). Generátory představují rychlejší
způsob vytvoření jednoduchého iterátoru.
2.1.6 Standardní knihovna
Jednou z největších předností jazyka Python je jeho zásoba standardních modulů, které
poskytují funkcionalitu pro nejrůznější oblasti programování. Jedná se o moduly pro práci
s operačním systémem, podporu matematických operací, podporu serializace dat, práci
s hashovacími a komprimačními algoritmy, implementaci síťových protokolů (klientské i
serverové části), parsování HTML a XML dat, zpracování multimediálních dat a další.
2.1.7 Knihovny třetích stran
K dispozici je i velký počet knihoven třetích stran, které poskytují specifičtější funkciona-
litu. Mezi nejpoužívanější patří rozhraní k nejrůznějším grafickým toolkitům, jako je GTK
(PyGTK) nebo QT (PyQt, PySide) nebo také webové frameworky jako je Django. [7]
2.1.8 Python verze 2 a 3
Dne 3. prosince roku 2008 vyšla historicky první zpětně nekompatibilní verze programova-




Seznam změn čítá opravdu mnoho položek. Mezi nejvýraznější patří přetvoření příkazu
print na vestavěnou funkci print(), dále odstranění typu unicode a jeho náhrada typem
str a přetvoření původního typu str na typ bytes. Za zmínku stojí i restrukturalizace
knihovny, která je nyní mnohem přehlednější a názvy modulů se drží jedné konvence.[5]
Vzhledem k nekompatibilitě zmodernizované verze jazyka se starší větví bude vyvíjený
systém pro tvorbu a vyhodnocování testových otázek považovat jazyk Python verze 2 a 3
za dva rozdílné programovací jazyky. Viz kapitola 5.
2.2 Ruby
Ruby je vysokoúrovňový, interpretovaný, objektově orientovaný programovací jazyk. Mezi
jeho významné vlastnosti patří dynamická typová kontrola, automatická správa paměti
(garbage collector) a objektová reprezentace všech základních datových typů. Za cenu
nižšího výkonu byl tedy vytvořen jazyk s kompletní objektově orientovanou podporou.
Oficiální interpret je napsán v jazyce C a jeho první stabilní verze (1.0) byla uvolněna 25.
prosince 1996. Oficiální implementace přináší také interaktivní interpret jazyka irb (stejně
jako implementace CPython jazyka Python).
Tato podkapitola je zpracována podle [10] a [1].
2.2.1 Sémantika, syntaxe, a datové typy
Sémantické zaměření jazyka Ruby je převážně objektové. Lidově řečeno, v Ruby je ob-
jektem úplně vše. Zároveň všechny vestavěné a globálně definované funkce jsou metodami
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(vestavěné funkce jsou metodami kořenové třídy Object a tudíž je lze aplikovat na každý
typ/objekt). Jazyk obsahuje i známky funkcionálního paradigma (např. anonymní funkce).
Ze syntaxe jazyka lze zdůraznit použití klíčových slov pro oddělení bloků kódu (podobně
jako jazyk Pascal) a tedy stejně jako Python nepoužívá pro tyto účely závorky.
Za základní datové typy lze považovat řetězcový typ String, celočíselné typy Fixnum
a Bignum, typ pro čísla s plovoucí řádovou čárkou Float, sekvenční typ Array, typ aso-
ciativního pole Hash, booleovské typy TrueClass a FalseClass, prázdny typ NilClass a
speciální typ Symbol pro rychlejší práci s objekty.
2.2.2 Ukázka jednoduchého kódu
Pro demonstraci použití jazyka uvedu jednoduchý program seřazení pole celých čísel meto-
dou bubble sort (řazení záměnou). Viz příklad 2.2.
Příklad 2.2
>def bubble_sort(array)
> was_sorted = false
> while not was_sorted do
> was_sorted = true
> for i in 0..array.length-2 do
> if array[i] > array[i + 1]
> array[i], array[i + 1] = array[i + 1], array[i]






>array = [3, 4, 6, 1, 0, 5, 9, 8]
>bubble_sort(array)
>print array
[0, 1, 3, 4, 5, 6, 8, 9]
2.2.3 Použití a rozšířenost jazyka
Jazyk Ruby je stejně jako Python jazykem univerzálním. Světový zájem (autorem Ruby je
Japonec Yukihiro Matsumoto, proto byl Ruby zpočátku rozšířen pouze v Japonsku) si začal
získávat až po zveřejnění anglicky psaných textů (dokumentace a programovacích příruček)
na konci devadesátých let minulého století. Nyní je v oblibě především díky webovému
frameworku Ruby on Rails.
2.3 Regulární výrazy
Regulární výraz je specifický druh textového vzoru využívaný v moderních programovacích
jazycích pro vyhledávání v textu, nahrazování v něm nebo obecně pro jeho zpracování.
Jedná se o velice účinný prostředek pro zpracování textových vstupů, který je hojně vy-
užívaný ve skriptovacích jazycích. Také jazyky Ruby a Python popisované v předchozích
podkapitolách mají ve standardní knihovně nástroje pro práci s regulárními výrazy. Po-
drobnější popis regulárních výrazů je nad rámec této práce. Čtenáři lze doporučit vhodnou
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3.1 Obsah předmětu ISJ
Obecně můžeme výuku programování separovat do dvou kategorií, a to výuky algoritmi-
zace (za pomoci nějakého programovacího jazyka či pseudojazyka) a výuky konkrétního
programovacího jazyka (prakticky použitelného). Výuka skriptovacích jazyků v předmětu
ISJ spadá spíše do druhé kategorie, protože předpokládá základní znalosti algoritmizace a
soustředí se na základní a pokročilé možnosti jazyka Python (verze 2 i 3), jazyka Ruby,
textových filtrů v unixových operačních systémech a jejich spolupráci (tedy programování
v jazyku shell) a regulární výrazy, které velice úzce souvisejí s použitím skriptovacích jazyků.
Kontrola studia je zajištěna vypracováním projektu (praktická část) a písemnou zkouš-
kou (teoretická část). Obsah zkoušky se však značně překrývá s nutnými znalostmi k úspěš-
nému vypracování projektu. Stejně tak samotný obsah výuky nelze rozčlenit na teoretickou
a praktickou část právě proto, že programování je ryze praktická záležitost.
3.2 Tvorba testů do předmětu ISJ
Testem do předmětu ISJ se rozumí soubor úkolů zaměřených na související skriptovací
jazyky (Python, Ruby, Shell) a regulární výrazy, jejichž řešení podává student, a je jedno-
značně vyhodnotitelné. Zde se nabízí otázka za jakým účelem připravovat testy, co by mělo
být jejich obsahem a jakou formou test prezentovat studentům.
3.2.1 Účel testu
Hlavním důvodem k přípravě testu bývá ověření znalostí studenta v průběhu semestru
(průběžný test) nebo na jeho konci (písemná zkouška). Dalšími důvody bývá poskytnutí
materiálu pro samovýuku (pokud má vyučující zájem pomoci studentům co nejsnadněji
získat znalosti v průběhu semestru nebo pokud chce poskytnout materiály k přípravě na
zkoušku).
3.2.2 Obsah testu
Obsahem testu by měla být látka probíraná v předmětu ISJ, konkrétně tedy základní a
pokročilé vlastnosti skriptovacích jazyků. V testu nemá smysl zkoušet znalost algoritmi-
zace, základních vlastností programovacích jazyků nebo např. optimalizaci, právě proto, že
se takovými věcmi zabývají jiné kurzy. Zkoušet by se mělo právě to, co skriptovací jazyky
10
odlišuje od jazyků nízkoúrovňových, tedy znalost složitějších datových typů a práce s nimi
(například práce s iterátory) nebo znalost vestavěných funkcí usnadňující práci s datovými
strukturami. Vhodné by bylo zařadit do testů specifika syntaxe a sémantiky těchto jazyků
(například lambda funkce v Pythonu nebo objektová sémantika nad základními datovými
typy v jazyce Ruby, které v jiných jazycích objekty nejsou). Dále by bylo vhodné, aby test
obsahoval věci, které dělají studentům největší problémy. Proto byl vytvořen dotazník vzta-
hující se k předmětu ISJ a byl zaslán bývalým studentům předmětu ISJ.
3.2.3 Dotazník
Obsah dotazníku, který byl zaslán studentům:
1. Jaký první programovací jazyk jste se naučil(a)?
2. Pokud jste někdy přecházel(a) z nízkoúrovňového jazyka na skriptovací, co bylo nej-
těžší pochopit?
3. Pokud jste někdy přecházel(a) z nízkoúrovňového jazyka na skriptovací, myslíte si, že
Vám zůstaly zlozvyky z nízkoúrovňového jazyka a nedokázal(a) jste tedy plně využít
možností jazyka skriptovacího?
4. Pokud ano, jaké zlozvyky Vám zůstaly (pokud jste si je například zpětně uvědo-
mil(a))?
5. Co Vám dělalo největší problémy při učení látky do předmětu ISJ?
6. Která oblast z jazyka Python Vám dělala největší problémy na pochopení nebo při
práci na projektu?
7. Která oblast z jazyka Ruby Vám dělala největší problémy na pochopení nebo při práci
na projektu?
8. Která oblast z regulárních výrazů Vám dělala největší problémy na pochopení nebo
při práci na projektu?
9. Která oblast z unixových filtrů Vám dělala největší problémy na pochopení nebo při
práci na projektu?
10. Dokončil(a) jste předmět ISJ?
11. Pokud ne, co bylo podle Vas hlavní příčinou neúspěchu?
12. Pokud by jste se dnes podíval(a) na svoje projekty z ISJ a IPP (projekt v Pythonu)
a měl(a) více času je přepracovat, co byste předělal(a) a jak?
13. Pokud se podíváte na probíranou látku v ISJ a svůj projekt do ISJ, kterou vlastnost
skriptovacího jazyka jste vůbec nevyužil(a)?
3.2.4 Výsledek dotazníku
Na dotazník odpovědělo 24 studentů. Kompletní odpovědi jsou umístěny na přiloženém




Většině studentů zůstaly zlozvyky z nízkoúrovňových jazyků (pokud se student seznamo-
val se skriptovacím jazykem později). Mezi zmíněné zlozvyky studenti zařadili (pokud si
je zpětně uvědomili) procházení sekvenčních datových struktur pomocí indexové proměnné
namísto využití foreach cyklu (procházení struktury pomocí iterace). Dále byla zmíněna
neschopnost využít pokročilých datových struktur, jako je asociativní pole, zbytečná imple-
mentace funkcionality, která se nachází ve standardní knihovně (tedy chybný předpoklad,
že si programátor musí vše napsat sám od základu), nízkoúrovňová práce s řetězci (pro-
cházení po znacích), zbytečná inicializace proměnných, psaní složených závorek a středníků
do kódu. Za komplikované na pochopení považují studenti automatickou správu paměti,
rozdíl mezi mělkou a hlubokou kopií objektu, princip objektové orientace (pokud se s ní
dříve nesetkali) nebo například předávání všech dat referencí na objekt (prolomení zažitého
zvyku pracovat s předáváním hodnoty a předáváním ukazatele).
Python
Co se týká možností jazyka Python, nedokázali studenti plně pochopit nebo využít lambda
funkce, iterátory a generátory a použití vestavěných funkcí pro práci s nimi. Dále některým
dělalo problémy pochopit funkci odsazení kódu, jakožto vyjádření jeho zanoření (což je ale
základ syntaxe jazyka). Byla také vyjádřena neschopnost plnohodnotného využití výjimek a
místo toho kontrolování stavu na každém kroku (to se spíše váže k objektově orientovaným
jazykům, kterými Ruby a Python jsou).
Ruby
Jazyku Ruby se studenti většinou nevěnovali (u starších ročníků nebyl vyučován) nebo je
nezaujal natolik, aby v něm vypracovali projekt nebo se ho snažili pochopit více do hloubky,
proto nemohli plnohodnotně zodpovědět, co jim na jazyku přišlo obtížné.
Regulární výrazy
Z vlastností regulárních výrazů přišly studentům nejobtížněji pochopitelné lookbehind a loo-
kahead výrazy, pochopení greedy vlastnosti výrazů a někteří si stěžovali na velice obtížnou
čitelnost jazyka (při použití složitějších konstrukcí).
Unixové filtry
Unixové filtry jsou podle studentů jednoduché na pochopení, ale obtížně se jim pamatují
všemožné přepínače těchto příkazů.
3.2.5 Forma testu
Pokud se vrátíme k poslední otázce, jakým způsobem test prezentovat studentům, naskýtají
se nám dvě základní možnosti, a to forma tištěná a forma elektronická. Elektronická forma
má tu výhodu, že je interaktivní (tedy pro studenta zajímavější), může poskytovat auto-
matickou opravu testu a produkovat studentovi zpětnou vazbu (například dosažený počet
bodů), proto je ideální pro podporu samovýuky. Tištěná forma naopak zbavuje studenta
povinnosti používat elektronický nástroj, čímž značně zjednodušuje průběh vypracování
testu. Pro zkouškový účel testu se hodí jak elektronická, tak tištěná forma.
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S formou testů souvisí také typy úkolů (otázek), které by měl test obsahovat. Mělo by
se jednat o typy, které se hodí k výuce programování. K zodpovězení této otázky by mělo
pomoci studium existujících softwarových řešení, kterým je věnována následující kapitola 4.
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Kapitola 4
Systémy pro podporu výuky
programování
V této kapitole popisuji systémy, které jsou použitelné pro podporu výuky programování.
Přestože neexistuje systém sloužící tématicky alespoň podobnému účelu jako je systém ze
zadání této bakalářské práce (inteligentní tvorba testů k tématu programování a jejich
automatické vyhodnocování), existují systémy částečně pokrývající takovéto zadání a jejich
studium je vhodným vodítkem k úspěšnému projektu. Zaměřil jsem se na systémy pro
kontrolu programovacích soutěží a elektronické výukové systémy.
4.1 Prostředí programovacích soutěží
Programovací soutěže jsou soutěže typicky studentů středních a vysokých škol, kde jsou
zadáním algoritmicky řešitelné úlohy (problémy) a jejich vyřešením se rozumí implemen-
tace programu v některém z nízkoúrovňových programovacích jazyků jako je C/C++ nebo
Pascal. Implementovaný program musí správně zpracovat vstup a vytisknout odpovídající
výstup. Soutěžící mají k dispozici vzorový vstup, který se však liší od utajeného vstupu
(nebo souboru vstupů), který bude využit pro vyhodnocení řešení. Po odevzdání řešení
všech soutěžících jsou programy přeloženy a na ně jsou poté aplikovány vstupy. Nakonec
jsou výstupy programů porovnány se správnými výstupy a od tohoto porovnání se od-
víjí bodové hodnocení soutěžících. Příkladem takovýchto soutěží je například Mezinárodní
olympiáda v informatice, zkr. IOI nebo Mezinárodní vysokoškolská soutěž v programování,
zkr. ICPC a jejich regionální části.
Pro automatizaci odevzdávání řešení a jejich vyhodnocování se používají systémy, kte-
rým se říká prostředí programovacích soutěží1 nebo také systémy pro kontrolu programo-
vacích soutěží. Některé soutěže využívají pouze sadu jednoduchých skriptů přizpůsobených
jejich požadavkům, jiné zase využívají volně dostupná komplexní řešení, která si mohou
parametrizovat. Z hlediska vyvíjeného systému pro předmět ISJ jsou zajímavé způsoby
implementace vyhodnocování správnosti kódu a jeho zabezpečení. Dále mohou býti inspi-
rativní také způsoby odevzdávání řešení.
1Pojmem
”
prostředí programovací soutěže“ se někdy také rozumí běhové prostředí, pod kterém budou
překládány a spouštěny programy řešitelů.
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4.1.1 Moe Contest Environment
Moe Contest Environment2 (dále jen Moe) je vysoce modulární systém používaný v rámci
České olympiády v programování (Matematická olympiáda kategorie P). Moe podporuje
jazyky Pascal, C/C++, C# a Haskell, ale je rozšiřitelný o další jazyky. Modularita spočívá
v rozčlenění systému na samostatně fungující jednotky, z nichž všechny mohou být integro-
vány do jiného systému (například modul sandbox je často využíván jinými systémy pro vy-
hodnocování kódu). Systém jako celek funguje pouze nad linuxovým operačním systémem
(kvůli závislosti modulu sandbox na konkrétní verzi linuxového jádra). Moe je sestaven
z shell skriptů a programů napsaných v jazyce C a Pearl.[12]
Obrázek 4.1: Schéma vzájemné komunikace modulů a soutěžícího v systému Moe. Zdroj [12].
Řídící moduly
Mezi základní moduly patří:
• evaluator: Řídí celý proces vyhodnocování řešení soutěžících. Proces probíhá násle-
dovně: Je zkompilován odevzdaný program, poté je spuštěn pod sandboxem s předem
definovanými vstupy a vzniklé výstupy jsou předány modulu judges pro získání bo-
dového hodnocení.
• judges: Obsahuje soubor utilit pro porovnávání výstupu řešení soutěžících se správ-
ným výstupem a ohodnocení těchto porovnání. Ke každému problému (úkolu) může
být definováno více testovacích případů (vstupů a výstupů) a každý případ může ob-
sahovat redefinici nastavení pro daný úkol (počet bodů, limity pro sandbox, apod.).
• sandbox: Modul sandbox je nejzajímavější částí systému. Obsahuje implementaci jed-
noduchého sandboxu jako samostatně fungující aplikace. Sandbox je obecně aplikace,
framework nebo prostředí, které omezuje běh aplikací a dovoluje jim zacházet pouze
s uživatelem definovanými systémovými prostředky. Implementace sandboxu v sys-
tému Moe umožňuje spustit přeložený program jako podproces kontrolní aplikace
box. Sandbox zde tedy vystupuje jako snadno použitelná schránka. Umožňuje na-
stavit přístupová práva k složkám a souborům systému, limit velikosti zásobníku,
maximální dobu běhu programu, omezení systémových volání a další bezpečnostní
parametry běhu.
• submitter: Modul obsahuje nástroje pro odevzdávání řešení. Odevzdávání funguje
na bázi klient-server. K dispozici je démon, klientská aplikace a definice protokolu.
2Moe Contest Environment – http://www.ucw.cz/moe
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4.1.2 DOMjudge
DOMjudge3 je webový systém pro programovací soutěže postavený na bázi prostředí LAMP
(Linux, Apache, MySQL, PHP). Jedná se tedy o informační systém, udržující v databázi
informace o týmech řešitelů, úkolech a stavu řešení jednotlivých úkolů. Jádro systému,
sloužící pro automatické vyhodnocování řešení, je napsáno v shell skriptech a jazyce C.
Systém podporuje vícero programovacích jazyků a je snadno rozšířitelný o další. Odpovědi
mohou být zasílány buď přes webové rozhraní nebo pomocí řádkové utility. K dispozici je
dále webové rozhraní pro administrátora, rozhraní pro členy poroty a veřejné informační
rozhraní s informacemi o aktuálním průběhu soutěže. K jednotlivým úlohám je možné sta-
novit časový limit běhu programu. Vyhodnocování je opět založeno na testových případech
(vzorových vstupech a výstupech).
Obrázek 4.2: Ukázka z demonstračního běhu aplikace DOMJudge. Na obrázku je vidět
veřejné webové rozhraní s aktuálnímy výsledky soutěže.
Zabezpečení vyhodnocování je zajištěno utilitou runguard, která funguje podobně jako
program sandbox ze systému Moe. Program runguard umožňuje spustit jakýkoliv příkaz
se změněným kořenovým adresářem, pod jiným uživatelem nebo skupinou a s restrikcí na
počet (pod)procesů, velikost paměti nebo dobu běhu.
Dále je třeba zdůraznit zajímavou možnost restrikce řešitelů/soutěžících na definované
IP adresy (čímž se zabrání podvádění při soutěži, pokud známe pracovní stanici každého
řešitele).
4.1.3 PC2
Posledním prozkoumaným systémem na kontrolu programovacích soutěží je PC24. Jedná
se o robustní systém napsaný kompletně v Javě. Jeho zdrojové kódy však nejsou volně do-
stupné, takže je jeho studium omezeno na čtení uživatelské dokumentace a samotné užití.
Systém obsahuje server, který spravuje celou soutěž, přičemž si data soutěže udržuje v data-
bázi. Dále jsou k dispozici klientské aplikace s grafickým uživatelským rozhraním napsaným
nad knihovnou Swing, standardní grafickou knihovnou jazyka Java. Soubor klientských apli-
kací sestává z rozhraní pro porotu, členy týmu a administrátora serveru (soutěže). Řešení
odevzdávají soutěžící přes toto intuitivní grafické rozhraní jednoduchým výběrem souboru,




Obrázek 4.3: Ukázka intuitivního grafického rozhraní systému PC2 pro odeslání řešení úkolu.
Zdroj [11].
PC2 podporuje automatické vyhodnocování, avšak mnohem univerzálněji než předchozí
dva systémy. Autor úkolu (problému) musí kromě definice zadání, vstupu a správného
výstupu napsat také spustitelnou aplikaci, takzvaný validátor, který se postará o vyhod-
nocení řešení. Tato aplikace musí splňovat určité vstupní a výstupní rozhraní známé pod
názvem ICPC Validator Interface Standard. Ohodnocení řešení probíhá v následujících kro-
cích: Soutěžící odešle svoje řešení, které systém následně zkusí přeložit. Přeložený program
spustí a pošle mu na vstup předem definovaný vstupní soubor. Výsledný výstup je zapsán
do souboru. Následně se validátoru zašle pomocí parametrů cesta k souborům se vstu-
pem, výstupem a správným výstupem (odpovědí). Čtvrtý parametr validátoru značí cestu
k souboru, do kterého musí validátor zapsat své hodnocení řešení (jedná se o speciální XML
formát). Dále už je pouze na validátoru, jak si s hodnocením poradí. Většinou se samozřejmě
jedná pouze o jednoduché porovnání výstupů, proto byl také do systému PC2 zakompono-
ván jednoduchý validátor k volitelnému užití zadavatelů problémů. Přidaná hodnota tohoto
způsobu vyhodnocování je v tom, že lze definovat složitější rozpoznávání korektnosti vý-
stupů přizpůsobené konkrétnímu úkolu. Například si lze představit převod výstupu řešení
na sérii tokenů určitého jazyka a porovnání těchto sérií tokenů s určitou tolerancí. [11]
K informacím o zabezpečení spouštění programů soutěžících se mi nepodařilo dopátrat
z důvodu uzavřenosti kódu této aplikace.
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4.2 Elektronické výukové systémy (LMS)
Learning management systems (LMS), systémy pro řízení výuky nebo také elektronické vý-
ukové systémy jsou elektronické systémy, které pomáhají školitelům a školencům ve výuce
a případně také pomáhají školitelům ověřit nově nabyté znalosti školenců. Typicky se jedná
o webové, databázové řešení, jenž uchovává informace o školitelích, školencích, kurzech a
testových sadách k těmto kurzům a dále umožňují administrátorovi definovat nové školitele,
školitelům zase definovat kurzy a testy a v neposlední řadě umožňují školencům účastnit se
těchto elektronických kurzů a ověřit si v testech svoje nové znalosti. [13] Webové řešení s se-
bou ale přináší také nevýhodu v podobě složité instalace aplikace na hostitelském systému
(musí zde být přítomen webový server, databázové řešení a interpret nějakého skriptovacího
jazyka, například PHP).
LMS systémy jsou v praxi používány pro podporu samovýuky nebo k ověření znalostí
studentů na vysokých školách, kde je přístup vyučujících méně osobní a elektronické zkoušky
jsou tedy výhodným usnadněním práce vyučujících.
Příkladem takového systému je volně dostupná aplikace Moodle5, která je využívána na
mnoha univerzitách pro podporu výuky. Existuje spousta podobných řešení jak svobodných,
tak komerčních. Ve firemním prostředí se hojně využívají služby založené na LMS (jako je
například INSTRUCTOR6).
Z pohledu zaměření této bakalářské práce je zajímavý způsob tvorby testů v těchto
aplikacích, typy otázek a vzhled/forma odpovědního rozhraní pro školence.
4.2.1 Tvorba testů v LMS
V LMS systémech jsou testy často nazývány kvízy (angl. quiz) nebo také cvičeními (angl.
exercise). Jejich tvorba je pro lektora i ve složitějších systémech, za pomoci webového prů-
vodce tvorbou testu, zcela intuitivní. Webová rozhraní umožňují nastavit globální vlastnosti
každého testu. Například lze definovat časový limit pro splnění testu, počet možných po-
kusů nebo časovou prodlevu mezi pokusy. Hojně využívanými vlastnostmi jsou také časy
otevření a uzavření testu, automatické zamíchání odpovědí u (více)výběrových typů otázek
pro každého školence, možnost nastavení globálního společného hesla k testu nebo například
restrikce přístupu školenců k odpovědnímu rozhraní podle IP adres. Lze také definovat text
(zpětnou vazbu), který se zobrazí školenci po dokončení každého pokusu testu a to pro ka-
ždý procentuální rozsah splnění testu. LMS aplikace ATutor7 umožňuje nastavit anonymní
přístup k testu nebo také povolit přístup bez nutnosti registrace.
Po nastavení globálních vlastností testu je třeba přiřadit k testu konkrétní otázky (a
odpovědi k otázkám). Ty lze vytvářet ručně pomocí webového rozhraní nebo importovat
z externího souboru (v systému Moodle je podporováno velké množství formátů). K jed-
notlivým otázkám je možné přiřadit počet bodů a text se zpětnou vazbou, která se zobrazí
školenci po dokončení testu. Otázky lze k testu přiřadit napevno nebo náhodným výběrem
z určité skupiny otázek.
Existuje vícero druhů otázek, kde je každý druh definován svou specifickou formou odpo-
vědi. Klasickými typy jsou výběrové a vícevýběrové otázky, kde musí školenec zvolit jednu
nebo více správných odpovědí na otázku z nabízené série možných odpovědí. V systému





hodnocení odpovědi na otázku je tedy součtem hodnocení všech vybraných odpovědí. Spe-
ciálním případem výběrových otázek jsou otázky typu ano/ne. Dalším typem otázek jsou
doplňovací otázky, kde je očekávána textová odpověď. Lze si například definovat více mož-
ných odpovědí a ke každé odpovědi určit procentuální ohodnocení z celkového počtu bodů
za otázku. V systému Moodle existuje doplňovací typ otázky essay, což je otázka, na kterou
je očekávána delší textová odpověď a u které není podporováno automatické vyhodnoco-
vání (nutno zkontrolovat odpověď školitelem). Systém Claroline8 zase přináší podporu pro
doplňovací otázky, kde je školenec donucen doplnit jednu nebo vícero částí textu dovnitř
delšího předdefinovaného textu (může být úspěšně využito například v jazykových kurzech).
Systém ATutor podporuje řadící typ otázek, což je typ otázek, kde musí školenec správně
seřadit nějakou sekvenci výrazů. Spojovací typ otázek prezentuje školenci dvě stejně dlouhé
sekvence výrazů a školenec k sobě musí správně přiřadit výrazy mezi oběma sekvencemi.
Náznak inteligentní automatické tvorby otázek do testů obsahuje systém Moodle v po-
době calculated typů otázek. Školitel si vytvoří doplňovací typ otázky, kde se v textu vysky-
tuje jedna nebo více neznámých a v odpovědi vzorec z nich sestavený. Následovně systém
školiteli dovolí automaticky vytvořit sadu otázek odvozených od této hrubé otázky tak,
že se za neznámé náhodně doplní konkrétní čísla, případný vzorec v odpovědi se vypočte
a nahradí se výsledkem. Jsou tak vytvořeny otázky stejného typu, ale s různým číselným
zadáním a odpověďmi (velice vhodné pro tvorbu testů v rámci kurzů tématicky zaměřených
na technické a přírodní vědy).
Obrázek 4.4: Webové rozhraní systému Moodle pro výběr některého z podporovaných typů
otázek (při tvorbě nové otázky).
Po vytvoření testu a jeho spuštění (většinou okamžité nebo v reakci na časovou udá-
lost) mohou školenci začít odpovídat. Po dokončení vyplňování testu školenec odešle své
odpovědi, systém je vyhodnotí, uloží výsledné hodnocení v databázi a vrátí školenci v závis-
losti na nastavení testu určitou zpětnou vazbu (například počet získaných bodů, vyznačené





V této kapitole popisuji vyvíjený systém pro tvorbu testových otázek do předmětu ISJ.
Implementovaný systém (dále jen isjtests) může být použit následujícími třemi způsoby:
1. tvorba individuálních tisknutelných testových zadání (např. tvorba zadání ke zkoušce)
2. webový zkušební systém s individuálním přidělování úkolů a automatickým vyhod-
nocováním (prostředí pro elektronické zkoušky)
3. webová podpora pro samovýuku (self-learning)
Systém isjtests je zaměřen na úkoly z oblasti skriptovacích jazyků, ale z obecného
hlediska je jeho použití zcela univerzální.
5.1 Implementační prostředí
Aplikace isjtests je napsána v jazyce Python verze 3 (minimální podporovaná verze je
3.2). Jediná součást systému, modul pro porovnávání abstraktních syntaktických stromů
jazyka Python 2, vyžaduje pro svůj běh interpret Pythonu verze 2.7. Aplikace je platformě
nezávislá, podporuje jak systémy MS Windows, tak unixové operační systémy.
Pokud bude chtít uživatel isjtests využít podporu pro dynamicky generované úkoly
z oblasti skriptovacích jazyků, musí mít v systému nainstalovanou trojici interpretů jazyků
Python 2, Python 3 a Ruby. Tyto interprety budou spouštěny jako podprocesy při gene-
rování úkolů. Interprety pro Python 2 a Python 3 mohou být totožné s těmi, nad kterými
běží systém isjtests.
Pro automatické vyhodnocování programovacích úkolů je třeba mít v systému nainsta-
lovanou další trojici interpretů jazyků Python 2, Python 3 a Ruby. Uživateli nic nebrání
použít stejné interprety jak pro tvorbu dynamicky generovaných úkolů, tak pro automa-
tické vyhodnocování programovacích úkolů, avšak tato možnost mu znemožní zabezpečit
spouštění cizího kódu systémovými prostředky.
Zpracování tisknutelných zadání vygenerovaných aplikací isjtests vyžaduje systém
LATEX s nainstalovanou exam documentclass (exam.cls) verze 2.4 od Philipa S. Hirschhorna.
Viz [3].
Webové odpovědní rozhraní je kompatibilní s webovými prohlížeči Mozilla Firefox,
Opera a Google Chrome.
Veškerý kód je napsán v souladu s ustanovením o konvenci psaného kódu v Pythonu –
PEP 8. [9] Aplikace isjtests byla napsána v multiplatformním textovém editoru Geany.
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5.2 Návrh systému
Navržená aplikace byla rozčleněna na funkční moduly. V programu Modelio (volně dostupný
UML editor) byl sestaven diagram balíčků (angl. package diagram) znázorňující výsledné
členění aplikace na balíčky (moduly). Viz obrázek 5.1.
Obrázek 5.1: UML diagram balíčků navržené aplikace.
5.2.1 Moduly
Aplikace isjtests sestává z deseti hlavních modulů:
1. isjtests: Spouštěcí modul aplikace, jeho úkolem je zparsovat XML konfigurační
soubor, načíst seznam studentů z CSV souboru, zavolat modul taskparser pro na-
parsování úkolů a nakonec předat řízení jednomu z výstupních modulů (webface nebo
printface).
2. taskparser: Tento modul zajišťuje parsování statických úkolů definovaných v XML
souborech a dynamicky generovaných úkolů definovaných v PY souborech.
3. datamodel: Modul datamodel obsahuje všechny datové třídy používané v projektu.
Definované jsou třídy Task, Student, Configuration a třídy od nich odvozené.
4. printface: Tento modul zajišťuje tvorbu skupiny individuálních zadání a jejich pře-
vod do souborů zpracovatelných sázecím systémem LATEX.
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5. webface: Druhý výstupní modul implementuje webové odpovědní rozhraní. Vygene-
ruje všem studentům individuální test, spustí webový server, posbírá odpovědi od
studentů a zavolá modul pro automatické vyhodnocení odpovědí.
6. evaluator: Modul zpracovává odpovědi z webového odpovědního rozhraní, vyhod-
nocuje správnost odpovědí pro všechny typy úkolů a zapisuje výsledky do výstupní
složky.
7. logger: Tento modul obstarává logovací služby.
8. util: Soubor pomocných společných funkcí využívaných v celém projektu.
9. astcomp: Samostatná aplikace zajišťuje porovnávání odpovědí k programovacím úko-
lům na základě abstraktních syntaktických stromů.
10. wisimporter: Samostatná aplikace slouží k vygenerování CSV souboru s ohodnoce-
ním studentů, který je importovatelný do informačního systému WIS.
5.3 Užití aplikace, vstupy a výstupy
V úvodu této kapitoly jsem uvedl tři možnosti užití vyvíjené aplikace. První z nich (tvorba
tisknutelných zadání testů) pokrývají funkční možnosti modulu printface.
Zbylé dvě možnosti (systém elektronického zkoušení a systém na podporu samovýuky)
funkčně pokrývá modul webface. Z tohoto důvodu lze zvolit v konfiguračním souboru, jaký
mód má být použit (web nebo print). Specifičtější nastavení web módu pak zapne nebo
vypne self-learning a nebo anonymní přístup k systému.
Oba módy požadují na vstupu seznam studentů v textovém formátu CSV, konfigu-
rační soubor ve formátu XML, staticky definované úkoly ve formátu XML a dynamicky
generované úkoly v podobě proveditelných skriptů v Pythonu.
Samotný systém je neinteraktivní (interaguje pouze se studenty v rámci odpovědního
webového rozhraní) a jediný povinný parametr aplikace je cesta ke konfiguračnímu souboru
(v tomto souboru jsou definována umístění dalších vstupních souborů). Konfigurační sou-
bor je tedy náhradou za složité nastavovaní parametry. Informace, že aplikace nepotřebuje
standardní vstup ani výstup a je neinteraktivní naznačuje, že s malými úpravami by šlo
aplikaci jednoduše démonizovat (pokud by bylo třeba).
Tiskový (print) mód vygeneruje jednorázově soubor tisknutelných zadání zpracovatel-
ných systémem LATEX. Dále vygeneruje správné odpovědi k těmto zadáním. Schéma vstupů
a výstupů je znázorněno na obrázku 5.2.
Webový (web) mód spustí webový server, který na požádání pošle studentovi individu-
ální zadání, přijme od něho odpovědi a zašle mu zpět bodové hodnocení. Do výstupního







































Obrázek 5.3: Vstupy a výstupy systému při použití webového módu.
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5.4 Datový model a XML struktura vstupů
Datový model projektu popisuje modul datamodel, který zahrnuje třídy Configuration,
Student, Task a třídy odvozené od třídy Task.
5.4.1 Konfigurace
Třída Configuration reprezentuje nastavení aplikace, které je sdílené mezi všemi běžícími
moduly pomocí modulu common. Následující seznam obsahuje všechny atributy této třídy
a vysvětlení jejich reprezentace. V závorce je uvedena výchozí hodnota.
• mode: Značí mód, v kterém má aplikace běžet, povolené hodnoty jsou pouze print
nebo web (web).
• verbose: Značí, zda je zapnut upovídaný mód aplikace (True).
• logging: Povoluje, popřípadě vypíná logování (False).
• logfile: Cesta k souboru, do kterého se má vypisovat logovací výstup. Může být
relativní i absolutní (isjtests.log).
Obrázek 5.4: UML diagram třídy Configuration.
• python2path: Příkaz pro spuštění interpretu jazyka Python 2, který má být použit
pro vyhodnocování programovacích úkolů (python).
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• python3path: Příkaz pro spuštění interpretu jazyka Python 3, který má být použit
pro vyhodnocování programovacích úkolů (python3).
• ruby path: Příkaz pro spuštění interpretu jazyka Ruby, který má být použit pro
vyhodnocování programovacích úkolů (ruby).
• intern python2path: Příkaz pro spuštění interpretu jazyka Python 2, který má být
použit pro dynamické generování úkolů (python).
• intern python3path: Příkaz pro spuštění interpretu jazyka Python 3, který má být
použit pro dynamické generování úkolů (python3).
• intern ruby path: Příkaz pro spuštění interpretu jazyka Ruby, který má být použit
pro dynamické generování úkolů (ruby).
• output path: Cesta k adresáři, do kterého se zapisují všechny výstupní soubory obou
módů, kromě logovacího souboru (output).
• students csv path: Cesta ke vstupnímu CSV souboru obsahujícímu seznam stu-
dentů, může být relativní i absolutní (students.csv).
• tasks paths: Seznam n-tic obsahujících cestu k adresáři s úkoly, počet bodů za jeden
úkol a počet úkolů na jednoho studenta ([("tasks", 1, 10)]).
• webserver port: Port na kterém bude naslouchat webový server (8866).
• webserver pass: Společné heslo pro všechny návštěvníky odpovědního webového roz-
hraní (password).
• evaluator strictness: Úroveň přísnosti vyhodnocování odpovědí, může nabývat
hodnot 0 nebo 1 (0).
• evaluator timeout: Maximální možný čas v sekundách, po který mohou běžet stu-
denty zaslané programy v rámci odpovědí k programovacím úkolům (10).
• anonymous: Značí, zda jde přistupovat k webovému odpovědnímu rozhraní anonymně
(False).
• self learning: Značí, zda bude použito chování webového serveru pro samovýuku
(False).
Všechny atributy konfigurační třídy mají svoje metody pro nastavení a získání hodnoty
atributu.
XML struktura konfiguračního souboru jednoznačně definuje konfigurační datovou třídu
a tedy chování aplikace. Viz obr. 5.5. Pokud uživatel nezadá některý z elementů, použije se
výchozí hodnota příslušného nastavení.
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Obrázek 5.5: XSD znázornění struktury konfiguračního XML souboru.
26
5.4.2 Student
Datová třída Student reprezentuje fyzicky existujícího studenta. Obsahuje pouze dva atri-
buty, login a name, kde login značí unikátní id studenta a name jméno studenta v úplném
tvaru. Seznam studentů se načte při spuštění aplikace z CSV souboru definovaném v konfi-
guračním souboru. Jedená se o standardní CSV formát, kde je oddělovačem středník. Řádky
musí být ve tvaru login;jméno.
UML diagram třídy Student se nachází na obrázku 5.6.
Obrázek 5.6: UML diagram třídy Student.
5.4.3 Úkoly
Poslední datovou třídou v modulu datamodel je třída Task a třídy od ní odvozené. Tyto
datové třídy reprezentují úkoly, které jsou prezentovány studentovi a jejichž splnění či ne-
splnění určuje konečné hodnocení (případně samohodnocení) studenta. Obecná třída Task
nemá svoji vstupní ani výstupní reprezentaci, pouze definuje společné prvky pro všechny
typy úkolů. Atribut type určuje typ úkolu. Hodnota tohoto atributu musí korespondovat
s datovým typem potomka třídy Task. Z toho vyplývá, že je tento atribut pouze pomůckou
k alternativnímu rozlišení typu úkolu oproti zjišťování typu objektu vestavěnou metodou
isinstance(). Atribut question definuje otázku, vztahující se k úkolu. Atribut id definuje
unikátní identifikátor pro daný úkol v rámci spuštěné instance aplikace. Atribut max points
určuje maximální počet bodů, kterým může být student za odpověď k úkolu ohodnocen.
Poslední atribut filepath určuje cestu k vstupnímu souboru, který definoval tento úkol
(hodí se např. pro zpětné vyhledání chyb v dynamicky generovaných úkolech). Třída dále
obsahuje metody pro nastavení a získání hodnot všech atributů.
Byla implementována podpora pro následující čtyři typy úkolů:
1. Výběrový typ úkolu, který je reprezentován datovou třídou ChoiceTask, předkládá
studentovi seznam odpovědí na příslušnou otázku úkolu, kde správná odpověď je
pouze jedna z nabízených. Členská proměnná answers typu list obsahuje n-tice o
dvou objektech, kde první objekt je řetězec s odpovědí a druhý objekt je boolovská
proměnná, která značí, zda je odpověď pravdivá.
2. Třída MultiChoiceTask reprezentuje vícevýběrový typ úkolu. Typ úkolu je totožný
s výběrovým typem, až na to, že může existovat více správných odpovědí na zadanou
otázku. S tímto koresponduje i atribut answers, který v této třídě může obsahovat
více n-tic, jejichž druhým objektem je boolovský objekt True.
3. Doplňovací typ úkolu je reprezentován třídou FulltextTask. Student musí pro splnění
tohoto typu úkolu odpovědět psanou formou, přičemž může existovat více správných
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Obrázek 5.7: UML diagram třídy Task a jejích potomků.
odpovědí (což je dáno různými způsoby vyjádření totožné znalosti) a jednotlivé od-
povědi mohou mít různý procentuální dosah správnosti odpovědi. Atribut answers
obsahuje seznam n-tic o dvou objektech, kde prvním objektem je textová reprezen-
tace odpovědi a druhým je koeficient správnosti odpovědi (vztahující se k příslušné
odpovědi), což je číslo s plovoucí desetinou čárkou nabývající hodnoty větší než nula
a menší nebo rovno jedné. Atribut help obsahuje textovou nápovědu k úkolu, která je
využitá v self-learning módu webového frontendu (modul webface). Poslední atribut
prefill obsahuje text, který značí předvyplněnou část odpovědi, která je prezento-
vána studentovi k doplnění.
4. Datová třída ProgramTask definuje programovací typ úkolu, který ukládá studentovi
napsat nějaký program nebo pouze doplnit jeho část. Podporované jazyky jsou Py-
thon verze 2, Python verze 3 a Ruby. Atribut language určuje programovací jazyk,
v kterém je nebo má býti program napsán. Podporované hodnoty jsou "python2",
"python3", "ruby" a "unknown". Hodnota "unknown" určuje předem nedefinovaný
programovací jazyk. Tato možnost se hodí v případě, kdy hodnotící nechce studen-
tovi vnutit programovací jazyk pro řešení konkrétního problému a dát mu místo toho
možnost využít kterýkoliv ze tří podporovaných jazyků. program parts je členská
proměnná, která definuje samotné části programu. Jedná se o seznam objektů, kde
právě jeden objekt musí být objektem None, ostatní objekty (nepovinné) musí býti
typu str. Výsledný program je sestaven lineárně z řetězců v tomto seznamu. None
objekt je nahrazen studentovou odpovědí. Atributy input a correct output defi-
nují obsah standardního vstupu zaslaný výslednému programu a odpovídající výstup.
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Atribut input je nepovinný. Atributy prefill a help mají stejnou úlohu jako v třídě
FulltextTask.
Všechny datové třídy dědící z třídy Task musí definovat metodu check(), která ověří
správnost či integritu objektu. Ošetřují se tím chybně definované úkoly uživatelem systému
(ať už se jedná o špatně napsaný úkol v XML souboru nebo nekorektně dynamicky vyge-
nerovaný úkol). Všechny typy úkolů mají svoji reprezentaci v obou výstupních modulech
(printface, webface). Příslušné reprezentace budou popsány v podkapitolách týkajících
se těchto modulů.
Obrázek 5.8: XSD znázornění struktury XML souboru s definovaným úkolem.
Všechny typy úkolů mají dále svoji XML reprezentaci (viz obr. 5.8). Uživatel definuje
složky, kde se nachází XML soubory s úkoly pomocí konfiguračního souboru. Zároveň pro
každou složku globálně definuje počet maximálně dosažitelných bodů za jeden úkol a počet
úkolů z této složky na jednoho studenta. O správné zparsování otázek se stará modul
taskparser. Pokud při parsování dojde k chybě (špatně definovaný úkol), je příslušný úkol
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přeskočen a chyba je zaznamenána logovacím modulem logger.
5.5 XML a CSV parsery
Všechny XML parsery implementované v projektu využívají xml.etree.ElementTree, což
je XML parser ze standardní knihovny, který je alternativou k známějším typům parserů,
SAX (hodí ke zpracování velkých souborů) a DOM (objektový model XML struktury).
xml.etree.ElementTree modul nabízí stejně jako parser typu DOM, objektový přístup
k jednotlivým elementům, avšak je značně rychlejší, jednodušší a zabírá méně paměti. [8]
Pro načítání CSV souboru byl použit standardní modul csv.
5.6 Dynamicky generované úkoly
Jedním z požadavků na systém byla implementace podpory pro dynamicky generované
úkoly. Tento požadavek se odvíjí od problému pracného sestavování sady variantních úkolů
(např. otázky stejného typu). Pokud by existovala podpora pro vygenerování velkého množ-
ství úkolů stejného typu, lze velice snadno sestavit individuální zadání každému studentovi,
čímž se zabrání opisování. Zároveň tato funkce systému otevírá možnost generovat úkoly
pravidelně a tedy například odstraní nutnost každoročního vymýšlení nových sad testů ke
zkoušce.
Problém lze vysvětlit na jednoduchém příkladu tvorby úkolu pro základní školy, kdy
chceme otestovat žáky na znalost Pythagorovy věty. Žák dostane za úkol vypočítat délku
jedné odvěsny, pokud zná délku přepony a délku druhé odvěsny. Zároveň ale chceme, aby
žák pracoval pouze s celými čísly. Je známo, že existují spousty takovýchto zadání pro délku
přepony menší než 1000 jednotek. Bez podpory dynamicky generovaných úkolů by musel
vyučující (uživatel isjtests) ručně zjistit všechny možné varianty a sepsat je do XML
souborů.
5.6.1 Implementovaná podpora pro generování úkolů
Vnitřní podporu dynamicky generovaných úkolů reprezentuje třída DynamicTask, která ob-
sahuje metodu generate(). Sama o sobě nemá tato třída svoji vstupní (XML) ani výstupní
reprezentaci. Její check() metoda vrací vždycky True. V modulu datamodel je tato třída
pouze prázdnou schránkou (dalo by se říci abstraktní třídou, pokud by Python podporo-
val abstraktní třídy), která je pouze referenčním předkem pro uživatelem definované třídy,
které implementují metodu generate(). Správně implementovaný generátor úkolů je tedy,
v rámci systému, uživatelem napsaná třída, která dědí z třídy DynamicTask a přepisuje
metodu generate(), která musí vždy vrátit jeden z typů úkolů (musí vrátit objekt typu
ChoiceTask, MultichoiceTask, FulltextTask nebo ProgramTask). To, jak vytvoří metoda
generate() úkol, je už plně v režii autora této třídy (uživatele isjtests), ale předpokládá
se, že na vyžádání vrátí některou z předpočítaných variant konkrétního úkolu nebo náhodně
vytvoří zcela novou variantu.
Kvůli zachování oddělení kódu aplikace isjtests od generátorů otázek se uživatelem
definované generátory musí nacházet v adresářích společně se staticky definovanými úkoly
(XML soubory). Modul taskparser rozliší podle přípony souboru, zda se jedná o gene-
rátor úkolů nebo staticky definovaný úkol. Úkol definovaný v XML struktuře musí být
v souboru s příponou xml, kdežto generátor úkolů musí být v souboru s příponou py. Po-
kud taskparser narazí na soubor s příponou py, vykoná tento skript pomocí vestavěné
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funkce exec(). Od skriptu se očekává, že definuje novou třídu dědící z DynamicTask a ko-
rektně implementuje metodu generate(). Skript následně musí vytvořit instanci této třídy
a přiřadit ji do proměnné task. Pouze tímto způsobem může modul taskparser získat fun-
kční generátor úkolů (z lokálních proměnných vykonaného skriptu vyjme proměnnou task).
Důležité je vědět, že všechny uživatelem definované generátory úkolů mají přístup ke glo-
bálnímu jmennému prostoru modulu taskparser a zároveň mohou importovat kterýkoliv
z modulů aplikace isjtests nebo standardních modulů jazyka Python 3.
Řešení výše uvedeného problému s generováním variant úkolů na Pythagorovu větu tedy
spočívá v napsání skriptu v Pythonu s třídou dědící z DynamicTask, jenž si ve své init ()
metodě předpočítá všechny celočíselné délky stran pravoúhlého trojúhelníka pro přeponu
kratší než 1000 jednotek a jejíž metoda generate() bude vracet sekvenčně nebo náhodně
jednu z předpočítaných variant úkolu. Tento skript stačí uložit do některého z adresářů,
kde jsou očekávány uživatelem definované úkoly.
5.6.2 Složitější příklady
Příklad 5.1
Co vypíše následující program v Pythonu 2 na standardní výstup?
class Houbogen:
def __init__(self, n):
self.i = n + -4





if self.i > self.j:
raise StopIteration()
elif sum((self.i, self.j)) % 3 == 0:
self.j -= 1
return self.j - self.i
else:
self.j -= 1







V souvislosti se zaměřením aplikace na tvorbu úkolů pro předmět ISJ je třeba demon-
strovat tvorbu dynamicky generovaných úkolů zaměřených na skriptovací jazyky. Klasic-
kými typy úkolů jsou výběrové úkoly, kde je studentovi prezentován kód v některém ze
skriptovacích jazyků a nabídnuty možné výstupy tohoto kódu. Student tedy musí vybrat
odpovídající výstup prezentovaného programu.
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Pokud chce například vyučující otestovat studenty na znalost iterátorů v Pythonu, lze
prezentovat studentovi program v Pyhonu obsahující třídu implementující iterační protokol
a nabídnout mu k výběru možné výstupy tohoto programu. Tento typ výběrového úkolu je
znázorněn v příkladu 5.1.
Úkol z tohoto příkladu obsahuje v prezentovaném kódu programu vícero číselných kon-
stant, porovnávacích operací a nějaké standardní funkce pracující s iterátory. Pokud tyto
konstanty, porovnávací operace a funkce změníme za podobné, získáme syntakticky správný
kód v Pythonu, který obsahuje stejné vlastnosti jazyka, avšak generuje jiný výstup. Z toho
vyplývá, že lze vytvořit spousty variací tohoto úkolu.
Metoda generate() generátoru variací tohoto úkolu musí sestavit kód v Pythonu řádek
po řádku s náhodně zvolenými konstantami a operacemi a získat výstup tohoto vygenero-
vaného programu (k tomu je třeba využít interprety jazyků specifikované v konfiguračním
objektu, který lze získat pomocí modulu common metodou get config()). Aby byl úkol
kompletní, je třeba vygenerovat nesprávné odpovědi. Pro získání nesprávných, ale podob-
ných odpovědí je možno měnit náhodně zvolené parametry pro určování konstant a operací
v kódu programu, sestavit podobný kód a vygenerovat jeho výstup. Pokud si předem určíme
počet a rozsah parametrů určujících výsledný kód, můžeme snadno zjistit počet možných
variací úkolu (pokud bude generátor obsahovat například 10 parametrů o rozsahu 3, dokáže
vytvořit 310 variací úkolu).
Pro snadnější tvorbu těchto druhů generátorů úkolů byla implementována pomocná
třída ChoiceOutputDynamicTask dědící z DynamicTask, která přepisuje metodu generate().
Metoda generate() generuje náhodně parametry podle definovaných rozsahů parametrů v
členské proměnné params range a volá metodu get code and output(), která má za úkol
podle těchto parametrů vytvořit kód a výstup. Tento postup opakuje dokud není vytvořen
příslušný počet nesprávných odpovědí definovaný v členské proměnné answers num. Kód
programu korespondující se správnou odpovědí je připojen k členské proměnné question
a tím je vytvořena otázka (zadání) k úkolu. Tvůrci generátoru úkolů stačí rozšířit tuto
třídu namísto třídy DynamicTask, definovat členské proměnné question, answers num,
params range a implementovat metodu get code and output(). Pokud však bude chtít
tvůrce generátoru řídit specifičtěji tvorbu nesprávných odpovědí (namísto náhodného vý-
běru z boolovsky příbuzných sad parametrů), nebude moci třídu ChoiceOutputDynamicTask
použít.
Postup při vytváření dynamicky generovaných výběrových úkolů zaměřených na regu-
lární výrazy je obdobný, s tím rozdílem, že nelze tak snadno vygenerovat správnou a špatné
odpovědi. Je to z toho důvodu, že nelze jednoznačně přiřadit regulárnímu výrazu odpoví-
dající řetězec a ani opačný postup nepřipadá v úvahu (oproti tomu dvojice kód – výstup
je jednoznačná). Řešením je, ke každému regulárnímu výrazu ručně sestavit odpovídající
řetězec a pokud se na některé pozici řetězce může vyskytovat vícero symbolů nebo skupin
symbolů, náhodně některou z nich zvolit.
Stejně dobře může být napsán i generátor programovacích úkolů, kde lze každému stu-
dentovi vygenerovat například individuální vstup programu nebo náhodně zvolit jazyk, ve
kterém má úkol vypracovat.
V rámci projektu bylo připraveno na ukázku osm dynamicky generovaných úkolů. Nej-
jednodušší příklad je obdobou výše popsaného problému s generováním úkolů na Pythago-
rovu větu. Dále byly připraveny čtyři úkoly jako variace na výběrové typy úkolů obsahující
v otázce program v jednom ze skriptovacích jazyků a v odpovědi výstup tohoto programu,




U každé mohutnější aplikace je podpora logování samozřejmostí. V aplikaci isjtests ob-
starává logování modul logger, který zároveň zajišťuje i výpis zpráv na standardní (chy-
bový) výstup. Jeho chování ovlivňují atributy konfiguračního objektu verbose, logging a
logfile. Logování je zajištěno voláním funkcí modulu print msg(), print warning() a
print error().
Všechny funkce vypíší zprávu do logovacího souboru, pokud je zapnuto logování. Rozdíl
je pouze v prefixu, který je při tisku do logovacího souboru využit. Dále, pokud je atribut
verbose pravdivý, vypisuje funkce print msg() zprávu na standardní výstup. Obdobně
funkce print warning(), s tím rozdílem, že se zpráva vypisuje na standardní chybový
výstup. Funkce print error() vypíše zprávu na standardní chybový výstup vždy.
5.8 Webové odpovědní rozhraní
Jedním z výstupních modulů systému je modul webface, který zajišťuje funkci webového
odpovědního rozhraní. Povolením tohoto výstupního modulu (čemuž v konfiguraci odpovídá
web mód) může být aplikace použita jako systém elektronické zkoušky nebo jako systém na
podporu samovýuky.
Činnost modulu probíhá v těchto krocích:
1. Pokud je vypnut anonymní přístup, zavolá se funkce random assign() modulu util,
která přiřadí náhodným výběrem každému studentovi úkoly (počet úkolů, který je
přiřazen z každé vstupní složky s úkoly závisí na nastavení k této vstupní složce).
Pokud funkce random assign() narazí na generátor úkolů (úkol typu DynamicTask),
nechá si vygenerovat úkol metodou generate(), který je následně zkontrolován me-
todou check(). Tímto je vytvořen interní seznam se studenty, přiřazenými úkoly a
aktuálním stavem studenta. Pokud je anonymní přístup povolen, je vytvořen prázdný
seznam.
2. Stav všech studentů je inicializován na nulu. Nulový stav znamená, že student zatím
nepožádal o formulář s úkoly. Stav 1 znamená, že již požádal o úkoly, ale dosud
neposlal odpovědi. A poslední stav 2 znamená, že student již odpověděl a odpovědi
byly vyhodnoceny, takže již nemůže znovu odpovídat.
3. Je spuštěn webový server na zvoleném portu.
4. V následujících krocích interaguje webový server se studenty, až dokud není vypnut
uživatelem. Kroky 5–7 mohou probíhat opakovaně a ne nutně v daném pořadí.
5. Na "GET /" požadavek zašle webový server XHML formulář pro zadání loginu a
společného hesla (Pokud je zapnut anonymní přístup, tak je vyžádáno pouze heslo).
6. V požadavku "POST /test" jsou očekávány přihlašovací údaje, které jsou následně
zkontrolovány a nazpět jsou zaslány úkoly, příslušející danému studentovi, sestávající
z otázky a formulářovými prvky k výběru/editaci odpovědi. Využity jsou <input>
elementy typu radio (výběrový typ úkolu) a checkbox (vícevýběrový typ úkolu) a
elementy <textarea> (pro programovací a doplňovací úkoly). V módu s anonymním
přístupem je v tomto kroku vytvořen nový student, jehož login začíná prefixem anonym
a jsou mu náhodně přiděleny úkoly. Pro zpětnou identifikaci studenta je do formuláře
vloženo unikátní id sezení.
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7. V požadavku "POST /testresults" jsou očekávány odpovědi na přidělené úkoly.
Nejdříve je zkontrolováno id sezení, podle kterého je následně identifikován student.
Pokud je student ve stavu 2, vyhodnocení úkolů je zamítnuto. V opačném případě
jsou formulářová data a seznam úkolů zaslány na zpracování modulu evaluator, který
vyhodnotí odpovědi, zapíše úkoly, odpovědi a počty bodů do výstupního adresáře a
zašle zpět modulu webface počty bodů za jednotlivé úkoly. Modul webface vytvoří
XHML odpověď, kde je uveden celkový počet dosažených bodů a výpis všech úkolů
s dosaženým počtem bodů. Pokud je v konfiguraci zapnuta podpora samovýuky, jsou
u výběrových úkolů označeny správné a špatné odpovědi a k programovacím a doplňo-
vacím úkolům je přidána nápověda (pokud nebyl dosažen maximální počet bodů za
příslušnou otázku a nápověda existuje). Odpověď je zaslána zpět webovému prohlížeči
(studentovi).
Webové odpovědní rozhraní využívá webový server z modulu http.server ze standardní
knihovny. K jeho použití bylo třeba rozšířit základní handler BaseHTTPRequestHandler,
definovat v něm zpracování všech možných požadavků, vytvořit instanci třídy HTTPServer
a spustit obsluhu požadavků metodou serve forever().
Pro snazší přizpůsobení webového rozhraní byly v projektu vytvořeny XHML šablony
pro všechny možné odpovědi webového serveru. Zahrnuty jsou i odpovědi na neexistující
požadavky (značeny HTTP kódem 404) a odpovědi značící neoprávněný přístup (HTTP
kód 403). Uživatel si může nastavit hlavičku a patičku dokumentů, což se hodí pro zaslání
dodatečných informací studentům (například informace ke zkoušce). Odpovědi 403 a 404
lze nastavit celé, protože jsou statické.
5.8.1 Vyhodnocování odpovědí
Vyhodnocování odpovědí studentů z webového rozhraní obstarává modul evaluator. Jeho
vstupem je seznam úkolů a formulářová data. Výstupem je seznam úkolů s bodovým ohod-
nocením. S výsledky vyhodnocení pracuje modul webface, kvůli zpětné vazbě odpovídají-
címu studentovi a dále jsou výsledky vypsány do výstupního adresáře. Zapsány jsou všechny
úkoly včetně správných a nesprávných odpovědí, odpovědí studenta, počtu získaných bodů
a v případě programovacích úkolů také standardního a standardního chybového výstupu.
Vyhodnocení každého úkolu se spustí v samostatném vlákně, což značně urychluje vyhod-
nocování programovacích úkolů.
Výběrový typ úkolu je vyhodnocen tak, že je ve formulářových datech zkontrolován
výskyt právě jedné odpovědi. Pokud se vyskytuje více odpovědí, je odpověď hodnocena
automaticky nula body (S největší pravděpodobností se jedná o pokus o obelhání systému).
V případě jedné odpovědi je zkontrolována správnost odpovědi. Pokud student odpověděl
správně, je ohodnocen maximálním počtem bodů. V opačném případě je ohodnocen nula
body.
Vícevýběrové úkoly jsou kontrolovány obdobně, s tím rozdílem, že za jednu správnou
odpověď dostane student poměrnou část z maximálního bodového ohodnocení ku počtu
správných odpovědí. Za každou špatnou odpověď je stržena stejná poměrná část bodů.
Minimální bodové ohodnocení je však nula bodů.
Jako odpověď na doplňovací typ úkolu je očekáván textový řetězec. Pokud ve formu-
lářových datech není odpověď přítomna, je úkol ohodnocen nula body. V opačném případě
je odpověď porovnávána se všemi možnými správnými odpověďmi. Pokud dojde ke shodě
s více odpověďmi, je konečné hodnocení určeno body maximálně ohodnocenou odpovědí.
Při porovnávání jsou ignorovány bílé znaky, pokud je přísnost vyhodnocování nastavena na
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nulu. Dále je tolerována editační vzdálenost rovna jedné. Jsou tedy dovoleny překlepy typu
odmazání, přidání nebo záměna jednoho znaku.
Programovací úkoly jsou vyhodnocovány následujícím způsobem: Sekvenčně se spojí
části programu definované v atributu úkolu program parts do řetězce. Za část vyjádřenou
prázdným objektem None se doplní studentova odpověď. Pokud je definováno nějaké odsa-
zení k studentově odpovědi, jsou všechny řádky odpovědi posunuty o prefix, jenž se skládá
z příslušného počtu tabulátorů.
Takto sestavený program je uložen do souboru a spuštěn interpretem (využitím stan-
dardního modulu subprocess). Připomeňme si, že interprety programovacích jazyků pro
vyhodnocování jsou definovány v konfiguračním souboru a jazyk programovacího úkolu je
definován v úkolu samotném. V dalším vlákně je spuštěna komunikace s programem, jenž
zajistí zaslání správného standardního vstupu programu a získání jeho výstupu. Protože je
blokující, musí se komunikace odehrávat v samostatném vlákně.
V případě, že podproces interpretu neskončí svoji činnost v době stanovené uživatelem
aplikace isjtests, je násilně ukončen příslušným signálem operačního systému.
Výsledný výstup je porovnán se správným výstupem definovaným v úkolu (bílé znaky
jsou ignorovány v případě nulové přísnosti vyhodnocování). Pokud se řetězce shodují, je
úkol ohodnocen maximálním počtem bodů. V opačném případě je ohodnocen nula body.
Pokud je k úkolu přiřazen neznámý jazyk, je stejný postup opakován pro všechny interprety
a pokud se některý výstup shoduje s korektním výstupem, ohodnotí se úkol maximálním
počtem bodů.
5.8.2 Zabezpečení vyhodnocování
V souvislosti s vyhodnocováním odpovědí je třeba myslet na dva druhy možných rizik.
Prvním rizikem je nebezpečí obejití systému vyhodnocování. Lze si představit například
nesprávnou implementaci zpracování formulářových dat s následkem nesprávného kladného
hodnocení úkolu. Z tohoto pohledu byly všechny možné vstupy prověřeny a při implemen-
taci bylo dbáno na zabezpečení zpracování formulářových dat. Dále si musíme uvědomit,
že programovací úkoly jsou vyhodnocovány pomocí porovnávání výstupů, čímž vzniká ne-
bezpečí podvržení správného výstupu aniž by byl napsán korektní algoritmus pracující se
vstupem. Z toho je zřejmé, že se vstup definovaný k úkolu nesmí objevit v otázce a daleko
vhodnější, než definovat vstup staticky, je generovat ho dynamicky a nejlépe náhodně.
Druhé známé riziko zapříčiňuje spouštění neověřeného kódu na hostitelském systému
aplikace. Návštěvník webového odpovědního rozhraní by takto mohl získat kontrolu nad
hostitelským systémem, případně vyřadit z provozu aplikaci isjtests. Z tohoto důvodu
je třeba spouštět aplikaci například ve virtuálním systému (čímž se pouze odstraní riziko
získání kontroly nad systémem cizí osobou) nebo zabezpečit spouštění interpretů jazyka
nějakým systémovým sandboxem. Příkladem systémových sandboxů pro operační systém
GNU/Linux jsou AppArmor1 nebo SELinux 2 (Security-Enhanced Linux).
Pro zabezpečení běhu isjests tedy stačí nainstalovat na hostitelském systému jedno ze
zmíněných prostředí a nastavit pravidla pro omezení přístupu k systémovým prostředkům
interpretům, které slouží ke spouštění cizího kódu. Takovými omezeními může být napří-
klad síťová komunikace nebo zápis do souborového systému. Avšak důležité je neomezit
čtení souborů z adresáře, kde se nachází sestavené studentské programy, připravené k vy-




sandboxů může být s výhodou využito právě proto, že jsou studentské programy spouštěny
vždy pod stejným interpretem (a známe tedy dopředu umístění zabezpečovaného programu,
kterým je v tomto případě interpret).
Nutno dodat, že i samotný interpret jazyka je pouze aplikačním prostředím, které může
samo o sobě omezit běh programu. Například lze přeložit vlastní upravenou verzi interpretu
s odstraněnou podporou pro zápis do souborového systému nebo odstranit z originální
přeložené verze moduly sloužící k síťové komunikaci. Takovéto manipulace nevyžadují práva
administrátora na hostitelském systému, avšak vyžadují hlubší znalosti stavby a případně
zdrojových kódů příslušného interpretu.
5.8.3 Porovnávání AST
V rámci podpory inteligentního vyhodnocování odpovědí byl implementován skript sloužící
pro porovnávání abstraktních syntaktických stromů programů v Pythonu, konkrétně odpo-
vědí studentů na programovací úkoly. Skript byl napsán v jazyce Python 3 (pro porovnávání
programů v jazyce Python 3) a následně pomocí drobných úprav přepsán do jazyka Py-
thon 2 (pro porovnávání programů v témže jazyce). Abstraktní syntaktický strom (dále jen
AST - Abstract Syntax Tree) je datová stromová struktura obsahující abstraktní syntak-
tickou strukturu zparsovaného zdrojového kódu. Převedením zdrojového kódu programu
dvou odpovědí (na tentýž programovací úkol) na AST a následným porovnáním těchto
struktur lze snadno zjistit duplicitní (a pravděpodobně opsaná) řešení. Oproti porovnávání
syrového zdrojového kódu má tu výhodu, že dokáže identifikovat duplicitní řešení i v pří-
padě změněných názvů proměnných, přidání bílých znaků nebo změny hodnot konstant.
Vůči původnímu návrhu aplikace byl modul astcomp rozdělen na dva moduly (samostatné
aplikace) astcomppy2 a astcomppy3.
Skript očekává jako první parametr cestu k adresáři se sestavenými programy (měl
by to být podadresář programs výstupního adresáře systému). V tomto adresáři prochází
sekvenčně všechny soubory (jejichž název se skládá z id úlohy, programovacího jazyka a
loginu odpovídajícího studenta), pokusí se je zparsovat do AST a najít shodu s již známými
odpověďmi na danou úlohu. Pokud je nalezena shoda, vloží se daný login do seznamu loginů
s identickým řešením. Imaginární AST strom reprezentující syntaktickou chybu a tudíž
nezparsovatelný zdrojový kód tvoří vždy první skupinu identických řešení. Na konci běhu
skriptu jsou zapsány do stejného adresáře soubory s informacemi o nalezených shodách.
Samotné parsování a porovnávání AST je zajištěno funkcemi standardního modulu ast.
Pro porovnání AST bylo třeba rozšířit třídu NodeVisitor a implementovat v jejím kontextu
serializaci stromu do podoby řetězce obsahujícího typy uzlů a počty potomků. Takto vy-
tvořené řetězce jednoznačně určují strukturu AST (kromě hodnot uzlů, které jsou v tomto
případě málo podstatné) a zároveň jsou snadno porovnatelné.
5.8.4 Import výsledků do WIS
WIS je webový informační systém provozovaný na Fakultě Informačních Technologií. Stu-
dentům poskytuje přehled o vykonaných zápočtech a zkouškách včetně bodového ohodno-
cení, přehledu studia a dalších užitečných informací. Vyučujícím umožňuje zadávat bodová
ohodnocení zkoušek buď ručně nebo importem CSV souboru. Podle Ing. Petra Lampy,
správce informačního systému, je nejužší formát importovatelného souboru:
login studenta;počet bodů s desetinnou čárkou
Dále se v souboru mohou vyskytovat sloupce s loginem hodnotícího, jménem studenta
a dalšími nepovinnými informacemi.
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V případě, že bude systém isjtests užíván pro vykonání elektronické zkoušky (napří-
klad v předmětu ISJ), bude třeba vygenerované bodové hodnocení vložit do informačního
systému. Z tohoto důvodu byl implementován skript (modul wisimporter), který posbírá
body z výstupního adresáře aplikace, sestaví importovatelný CSV soubor a zapíše ho do
zvoleného umístění. Vyučujícímu tedy odpadá nutnost ručního zadávání výsledků do WIS.
5.9 Generování tisknutelných zadání
Alternativou k webovému odpovědnímu rozhraní je automatická tvorba tisknutelných za-
dání testů v LATEXu, kterou zajišťuje modul printface. Modul vygeneruje soubor indivi-
duálních zadání v počtu rovném počtu studentů definovaných v CSV souboru. Náhodný
výběr úkolů je řízen (stejně jako v módu web) funkcí random assign() modulu util. Sou-
bory individuálních zadání v LATEXu jsou zapsány do výstupního adresáře včetně textových
souborů se správnými odpověďmi. Každému zadání je přidělen unikátní identifikátor, který
se nachází v názvu LATEXového souboru, v jeho tisknutelné hlavičce a také v názvu souboru
se správnými odpověďmi. Je tak zajištěno rychlé dohledání správných výsledků k zadání
(například při opravách testů).
Pro snadnější tvorbu zadání v LATEXu byla užita volně dostupná třída dokumentů exam
(exam.cls), vytvořená Philipem S. Hirschhornem. Každý úkol obsahuje otázku, která se
v rámci dokumentové třídy exam zapisuje příkazem \question. Otázky jsou takto automa-
ticky očíslovány arabskými číslicemi. Odpovědi na výběrové a vícevýběrové úkoly se vkládají
příkazem \choice, přičemž jsou automaticky očíslovány (sekvenčně označeny) latinskými
písmeny. Prostor pro odpověď na doplňovací a programovací úkoly je vytvořen rámcem
pomocí příkazu \makeemptybox. Více informací o třídě dokumentů exam lze nalézt v [3].
V jazyce LATEX má spousta symbolů svůj speciální význam. Z tohoto důvodu jsou
všechny speciální symboly, které se vyskytují v otázce nebo odpovědích, převedeny na
svou escape sekvenci. Pokud však potřebuje uživatel systému definovat v úkolu zvláštní
formátování pro otázky nebo odpovědi, může využít zavedených escape sekvencí. Výraz
#BACKSLASH# je nahrazen zpětným lomítkem, výrazy #LEFT BRACE# a #RIGHT BRACE# jsou
nahrazeny levou a pravou složenou závorkou.
Šablonu hlavičky a patičky, využitou při generování tisknutelných zadání, lze snadno
nastavit v projektu úpravou souborů header.tex a footer.tex.
5.10 Testování a možnosti vylepšení
V rámci testování implementovaného systému byly sestaveny soubory korektních a neko-
rektních vstupů, které pomohly odhalit množství chyb. Dále byl kód zanalyzován pomocí
nástroje Pylint, což vedlo k nalezení skrytých chyb a jejich odstranění. Systém byl testován
nad operačními systémy FreeBSD 9.0 a Microsoft Windows Vista SP2. Na obou OS vy-
kazoval identické chování. Komunikace s odpovědním webovým rozhraním byla otestována
se čtyřmi nejpoužívanějšími webovými prohlížeči. Komunikace s prohlížečem Internet Ex-
plorer jako jediná vykazovala nevhodné chování; čas od času, v nepravidelných intervalech,
uvázla komunikace mezi oběma účastníky spojení. Nepodařilo se mi dopátrat příčiny tohoto
problému a ani nastavení vhodného časového limitu spojení nepřineslo zdárné řešení. Stan-
dardní webový server Pythonu z modulu http.server navíc není konkurentní (požadavky
se formují do fronty), takže uváznutí komunikace s jedním účastníkem pozastaví provoz
systému až do doby, než je spojení ukončeno na straně blokujícího prohlížeče.
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Nejvhodnějším řešením výše zmíněného problému v rámci komunikace s prohlížečem
Inernet Explorer by bylo využití knihovny Tornado3, což je volně dostupná knihovna jazyka
Python, implementující konkurentní webový server. V ideálním případě by si uživatel mohl
zvolit, zda chce využít standardní webový server (blokující komunikace) nebo webový server
Tornado (nutnost přítomnosti knihovny třetí strany). Při použití konkurentního serveru je
třeba myslet na synchronizaci nad společnými datovými strukturami systému. Dále by bylo
vhodné, v rámci zajištění bezpečnosti, zavést podporu pro SSL komunikaci (v případě užití
serveru Tornado) nebo restrikci klientů na určitý rozsah IP adres.
Dalšími nápady na vylepšení je zdokonalení šablonového systému (mohly by se rozšířit
možnosti šablon a uživatel by si mohl definovat jejich umístění v konfiguračním souboru)
nebo například vylepšení funkce autentizace (například propojením s univerzitním auten-
tizačním systémem). Přínosné by také bylo sofistikovanější porovnávání AST (výstupem
by mohla býti tabulka vyjadřující procentuální shodu mezi jednotlivými odpověďmi) nebo
například konfigurovatelná podpora strhávání bodů u výběrových a vícevýběrových úkolů.
Vhodnou alternativou ke dvěma stávajícím výstupním rozhraním, by by se mohla stát
implementace exportu úkolů do formátu importovatelným různými LMS systémy. Aplikace
isjtests by v tomto případě vystupovala jako podpora inteligentní, programově řízené tvorby
úkolů do LMS systémů.
Obdobně jako u doplňovacích úkolů by šla pro programovací úkoly implementovat pod-
pora variantních odpovědí (výstupů programů) s různým procentuálním ohodnocením. Toho
by šlo s úspěchem využít například pro ověření znalosti vestavěných funkcí jazyka tak, že
by zkoušející definoval programovací úkol, kde by na konci programu doplnil ověřování pří-
tomnosti volání vestavěných funkcí (pomocí AST) a vytiskl vlastní řetězec v závislosti na
přítomnosti nebo nepřítomnosti těchto vestavěných funkcí. Správná implementace, avšak
bez přítomnosti dané vestavěné funkce (signalizující její zbytečnou implementaci), by tak
mohla být ohodnocena menším počtem bodů. Podobně by se dala ověřit znalost dalších
prvků příslušného jazyka.
Možným vylepšením by také bylo prozkoumání možností běhu utilitních sandboxů (vyu-
žívaných ve svobodných prostředích pro programovací soutěže) nad interprety jazyků Ruby
a Python a jejich případnou integraci do vyvíjeného systému. Uživatel by tak získal vhodnou





Cílem mé práce bylo implementovat aplikační podporu pro inteligentní tvorbu individu-
álních testů do předmětu ISJ vyučovaném na Fakultě Informačních Technologií. Poda-
řilo se mi vytvořit aplikaci použitelnou pro tvorbu tisknutelných testových zadání a také
jako elektronický testovací systém pro studenty (použitelný pro podporu samovýuky nebo
jako systém elektronické zkoušky). Podporovány jsou výběrové, vícevýběrové, doplňovací
a programovací úkoly (otázky). V případě využití elektronického (webového) odpovědního
rozhraní je k dispozici i automatické vyhodnocování odpovědí pro všechny typy úkolů (auto-
matická oprava testů). Dále je implementována podpora pro snadný import výsledků testů
do webového informačního systému a také kontrola opisování u programovacích úkolů (na
základě porovnávání abstraktních syntaktických stromů). Aplikaci jsem důkladně otestoval,
zdokumentoval a navrhl její možná rozšíření do budoucna.
Při práci na tomto projektu jsem pronikl do hloubky programovacích jazyků Ruby
a Python a také regulárních výrazů. Prozkoumal jsem možnosti volně dostupných LMS
systémů a systémů na kontrolu programovacích soutěží. Nabyté znalosti jsou pro mě velice
přínosné a s velkou pravděpodobností je využiji v další práci.
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<? xml version = "1.0" encoding = "UTF-8" ?>
<task type = "program" >
<question>
Napište funkci myfilter(array) v jazyce Ruby tak, aby ze vstupního seznamu
čísel vytiskla na standardní výstup pouze lichá čísla a čísla dělitelná 10.
</question>
<language> ruby </language>
<program type = "edit" />
<program>

























# generate sides of right trinagle with integer length
sides = []
for i in range(1, 301):
for j in range(i, 301):
if ((i**2 + j**2)**0.5).is_integer():
sides += [(i, j, int((i**2 + j**2)**0.5))]
self._sides = []
for (a, b, c) in sides:
self._sides += [(a, b, c)]
if a != b:
self._sides += [(b, a, c)]
def generate(self):
from random import randrange
task = datamodel.ChoiceTask()
(a, b, c) = self._sides[randrange(len(self._sides))]
question = "Jak dlouhá je odvěsna pravoúhlého trojúhelníka " + \
"pokud je druhá odvěsna dlouhá " + str(b) + " cm a " + \
"přepona měří " + str(c) + " cm?"
task.set_question(question)
start = randrange(-5, 1)
if a + start < 1:
start = 0
answers = []
for i in range(a + start, a + start + 6):





Obrázek A.2: Dynamický generátor výběrového typu úkolu.
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