Model-Based Systems Engineering is founded on the principle of a unified system model that can coordinate architecture, mechanical, electrical, software, verification, and other discipline-specific models across the system lifecycle. This vision of a Total System Model as the digital blueprint (or digital twin) of a system, federating models in multiple vendor tools and configuration-controlled repositories, has gained tremendous support from the practitioners. A software platform, Syndeia, developed by Intercax, provides capabilities for seamless model-based communication between systems engineering and X (where X = mechanical/electrical, simulation, PLM, ALM, project management, and other disciplines), replacing the existing document-centric approaches. This paper elaborates research and development performed by NASA JPL and Intercax for integrating system architecture models (SysML) and mechanical design models (CAD) with applications to the Europa Clipper Mission. Specifically, this paper demonstrates (1) seeding of mechanical design models from system specifications (SysML) as a starting point for mechanical design, (2) model-based connections between system and mechanical design parameters, including compare and bi-directional synchronization, (3) abstracting system architecture from mechanical assemblies for transitioning existing/old projects to a model-based systems approach, and (4) use of persistent, fine-grained connections between system architecture and mechanical design models for continuous verification and communication between the two disciplines. The paper also covers organizational, cultural, and technical challenges that need to be addressed for seamless integration between system architecture models and mechanical/electrical design models, as well as other disciplines. 
I. Model-Based Systems Engineering
echanical and electrical engineering have both enjoyed the benefits of advancing computer technology. Advancements in computer-aided design (CAD) tools and product lifecycle management (PLM) environments make it possible to conceive and develop complex products in shorter time frames. Advanced computer-aided engineering (CAE) tools, such as math solvers and physics-based simulation tools, support rapid prediction of performance and design space exploration. Systems engineering, by contrast, has mostly been left out.
The primary tasks of a system engineer are:
1. developing constraints (requirements development, architecture, and verification) 2. segmentation (architecture, interfaces, functional decomposition) 3. removal and recombinations of detail (views of the system, scenarios) 4. appreciation of interaction (integration, test, validation, feedback, and behavior)
These so far have been practiced without much tooling, typically facilitated by exchanging engineering memos, mechanical drawings and sketches, and spreadsheets. Model-based systems engineering (MBSE) aims to improve this by providing computer tools that enhance all of these practices.
The goal of MBSE 1,2 is to create and manage a single unified model of the system that can represent all of its varied aspects, such as requirements, structure, and behavior, as shown in Figure 1 . The system model is conceptualized as a graph of information that can be viewed from or projected onto different perspectives. The transition from document-based systems engineering (DBSE) to MBSE is similar to the transition from 2D mechanical drawings to 3D CAD and the ability to automatically derive 2D views from a 3D CAD model.
The Systems Modeling Language (OMG SysML) 3 has emerged as an open, international, and industry standard for representing the system architecture. However, most of the detailed engineering is performed in a variety of modeling and simulation tools, as shown in Figure 2 . These include, but are not limited to, mechanical / electrical CAD tools; CAE tools (FEA -finite element analysis and CFD -computational fluid dynamics); mathematical modeling and simulation tools; and a variety of enterprise repositories and databases, such as product lifecycle management (PLM) for hardware design and manufacturing, application lifecycle management (ALM) for software design/build and verification, requirements management, and project management. Figure 2 shows a federated approach to realize the vision of MBSE. The SysML model is used to represent the high-level architecture of the system. Elements in the SysML model can then be connected via model-based connections, as shown by blue radial arrows, to elements in other engineering tools, such as CAD, CAE, and requirements management. These connections provide services for model transformation, comparison, and synchronization as all the models evolve in a concurrent development environment. Model transformations also provide an efficient way to automatically generate models and create inter-model connections, such as seeding a PLM part structure from a SysML block structure (or vice versa), or generating a simulation model from a SysML activity model (or vice versa). Hence, connections can be created between existing models or generated during model transformations. Figure 1 . Goal of MBSE is to create a unified system model from which SE artifacts can be auto-generated Enterprises developing complex systems use a variety of version control and configuration management systems, such as PLM systems for versioning and managing the engineering/manufacturing bills-of-materials, and ALM systems for versioning and managing software code, builds, and related artifacts. The federated system model includes models managed in different version control systems and inter-model connections between elements of these models. This approach provides organizations the flexibility to use the best-in-class tools for each discipline and connect them to other models in the federation. The conception, development, and management of a federated system model is a fundamental shift underway in organizations developing complex systems.
M
In our work, we refer to the federated system model as The Total System Model (TSM), as shown in Figure 3 . The TSM is a digital blueprint of the system that evolves through the lifecycle as the participating models evolve (Figure 4) . The TSM is aware of the versions of connected models in various configuration management systems (e.g. PLM, ALM, Requirements Management). Technical data packages and other system engineering artifacts can be automatically generated from the TSM at various milestones in its development timeline. 
Syndeia
4 is a software platform developed by Intercax that provides services to create, manage, maintain, visualize, and query the Total System Model. We will elaborate these capabilities in section IV. This paper is organized in the following manner. In the next section, we discuss the current challenges with model-based practices in mechanical design and systems engineering, followed by an elaboration of use cases for integrating systems architecture and mechanical design models in section III. In section IV, we present Syndeia as a software platform for MBSE, and demonstrate how it addresses the system architecture -mechanical design integration use cases. In section V, we present the application of this research, including the Syndeia platform, for the planned Europa Clipper Mission being developed at NASA JPL. In section VI, we present a summary of this effort and in section VII, we present the lessons learned and potential areas of future work for this initiative.
II. Current Challenges
The mechanical CAD practice, despite using models within the team, is still very document-centric. The record of authority is the drawing, and the way to navigate this information is still a kind of table of contents, the document tree. The drawings have a preview, review, and release process that takes up comments and corrections before the authoritative release. After this release, revisions are provided by formal change requests.
The drawing-based release cycle shows how using models does not translate into model-based practice, at least not outside the mechanical team. The separation of the view from the model allows the model to be in a wide variety of states during its development. Even on large projects at JPL mechanical design teams tend to be relatively small (less than 10 people), which means the state of the model can be well-understood by its developers. There are no guarantees that the model is converged or even usable at any time other than when a new drawing or other product is generated. The working state of the model may have one change from a baseline or many, and it is unknown whether or not more changes are intended.
Systems engineering is also in transition from document-based to model-based practice. With the adoption of SysML, organizations are increasingly developing system architecture models that can be queried and analyzed versus documenting the system during/after development. However, the larger challenge to integrate the system architecture model with various disciplines remains. In this paper, we focus on approaches and tools to address this major challenge.
Model-based practice for systems engineering is gradually taking inspiration from the source code version control practices of software. They key to these practices is that someone can look at the repository and be confident that they are accessing a working, relevant version of the model that needs a new feature or improvement. Stable, accessible baselines are established early and often as groups of changes are incorporated. Technology efforts are being put forward to enable the branch-and-merge style of incorporating changes that are common in tools like Git 5 . These techniques greatly increase the confidence that a knowledgeable user can understand the state of the model without being directly embedded in the core team. Indeed, Git is known for its strengths in supporting geographically distributed teams.
For system-wide analysis support, a parameterized CAD model is much more useful than an un-parameterized one. Unfortunately, parameterization is much more labor intensive in the setup and can be brittle in feature-based CAD systems because parameters often are directly attached to features. There are techniques to make a parameterized model more robust, but again these require greater effort and planning to achieve.
In order to put mechanical CAD practice on model-based terms, not only is cultural change needed but additional effort needs to be put in. While the ability to electronically access the CAD model to feed other models reduces effort in the project as a whole, it will cause some increase to the efforts needed by the mechanical design team. This can make the design team look less efficient, and causes them to accrue the costs and risks without directly realizing the benefits. There are some altruistic crusaders for organizational efficiency, but it is a hard role to rely on.
III. Use Cases for Integrating System Architecture and Mechanical Design
In this section, we present five (5) main use cases for integrating system architecture models and mechanical design models.
A. Use Case 1 -Viewing and accessing CAD models from system architecture
The first use case for connecting system architecture models, such as in SysML, to 3D CAD models is to enable system engineers to access and open the CAD models to visualize the geometry, as shown in Figure 5 below. Specifically, if the SysML block representing the system-of-interest (or sub-systems) is connected to a CAD model, or the assembly or specific part in the assembly, managed locally or version-controlled in a PLM system, then system engineers can access and open the CAD model from the system architecture model in SysML. The ability to seamlessly access, visualize, and play (pan, zoom, rotate, measure) with the 3D mechanical design directly from the architecture model provides a much richer model-based experience compared to looking up spreadsheets for data or exchanging emails to gather information. 
B. Use Case 2 -Seeding mechanical design models from system requirements (Requirements to Geometry)
System engineers formulating the specifications for hardware sub-systems in the overall system architecture need a model-based approach to transfer the specifications to mechanical and electrical design teams. In the traditional approach, system engineers push text-based requirements to a requirements management system and assign conformance to mechanical/electrical design engineers. The interpretation of text-based requirements by the design engineers is a potential source of error in communicating hardware requirements, leading to costly redesign.
A higher-fidelity model-based approach is presented here. If system engineers can represent hardware requirements related to geometry in a parametrized model-based way, then those requirements can be used to seed CAD models with geometric features representing the hardware specifications. This includes, for example, generation of features related to bounding box constraints, keep-out zones, mass/volume constraints, and part mating constraints. Instead of interpreting and manually verifying text-based requirements, mechanical/electrical design teams use the seeded CAD model as their starting point with all system-level constraints encoded as geometric or parametric boundaries. Not only can they visualize system requirements as geometry, the geometric engine in CAD tools can dynamically compute when they violate those constraints. Early detection of these violations can significantly reduce costly redesign and improve efficiency. Changes to existing, or addition of new, system-level requirements can be synchronized to the mechanical design model in a similar manner.
As shown in Figure 6 , a SysML model representing the cylindrical envelope for the payload instruments (A) can be used to generate the cylindrical part feature in the CAD model (B). As mechanical designers partition and allocate this space for different instruments, they create new features boundaries (C) which can then be communicated back to the system architecture model, if needed (D). The ability to communicate hardware requirements as geometry to mechanical/electrical design teams is a fundamental enabler for the model-based vision.
One of the key capabilities needed for realizing this approach is the parameterized representation of system requirements 6 in SysML, beyond the current text-based requirements. The SysML standards committee is currently working on property-based 7 representation of requirements to be included in the next version of the SysML standard (1.5). System engineers need to continuously track mass, size, center-of-gravity, packing factor, and other geometryrelated system attributes. Values of these geometric attributes are needed to support engineering analyses and automated verification of system requirements, such as mass roll-up calculations for verifying system mass requirements. During conceptual design these attributes need to be estimated from proof-of-concept 3D CAD models or conceptual analyses, while during detailed design these attributes need to be directly read from the latest version (or baseline) CAD model under version control.
Today, most CAD modeling environments can automatically compute mass properties of geometric parts and assemblies, such as mass, moments-of-inertia, volume, material volume, enclosed volume, bounding box size, and others. A model-based approach is required to facilitate the following:
1. Connect attributes in the system architecture model to the mass properties in a CAD model such that changes in the geometry with new versions of CAD models can be tracked and synchronized to the system architecture model. This is illustrated in Figure 7 where the weight and bounding box system attributes are derived from and synchronized with values from the 3D CAD models. It is crucial to track units and facilitate automated unit conversions if the architecture and CAD models are based on different unit systems. 2. In addition to mass properties, system engineers and mechanical designers should also be able to communicate about key parameters in the 3D CAD model, such as dimensions of parts performing critical system functions, spatial constraints related to positioning of parts, or identifying keepout zones. These parameters may be defined at the assembly, part, or feature level in the CAD model. There are corresponding attributes in the system architecture model that need to be compared and synchronized with these key parameters in the CAD models.
3. From a lifecycle perspective, system engineers need to track the various states of the key parameters/attributes of interest. Consider the mass attribute of the system as an example. At the very least, system engineers need to track the system mass in the following states. a. Required Mass (Max): This is the maximum allowable value of the system mass in the overall system requirement. For example, the mass of the system shall be less than 100 kgs. b. Budgeted Mass: This is the maximum mass budgeted for the system. It is less than the required mass by a certain margin reflecting uncertainties and contingencies. For example, this value may be 95 kgs. c. Designed Mass: This is the mass of the system, as computed from the latest version of the CAD model of the system. Mechanical designers have to ensure that this mass is within the budgeted mass by a certain margin to account for uncertainties and contingencies during manufacturing. For example, this value may be 94 kgs. d. Manufactured Mass: This is the mass of the system that has been manufactured. This value must be less than the budgeted mass.
A similar approach to capturing and tracking the lifecycle states applies to other key parameters/attributes of interest.
D. Use Case 4 -Composing system architecture from CAD assemblies
For many organizations transitioning to model-based systems engineering, the best model-based definitions of various sub-systems are in their domain-specific models, such as CAD models, simulation models, and sometimes even spreadsheets. System engineers in these organizations are starting to develop a model-based definition of the system architecture, such as by developing a SysML model of the system. For the hardware sub-systems, it would be convenient to reverse engineer the hardware architecture model from the CAD model and keep them connected, as shown in Figure 8 below.
Using existing CAD assemblies to generate sub-system architecture Figure 8 . Generate system architecture model elements from existing CAD models
The hardware sub-systems in the system architecture model can be related to software sub-systems to develop a unified architecture of the overall system. This system architecture model can now be the central model for orchestrating all the other disciplines together, beyond mechanical design.
E. Use Case 5 -Tracking system variants, states, and versions when coordinating with mechanical design
System engineers formulating system architectures also model system variants and states. For example, an unmanned aerial vehicle (UAV) system may have variants related to propulsion systems and fuselage/wing types. A solar panel on a satellite may be in the open-panel or closed-panel state. In contrast, the typical approach for managing variants and operational states for parts/assemblies in mechanical design are by creating separate CAD models. System engineers and mechanical designers need to be able to connect specific variants and states of the hardware sub-systems in the architecture model to the corresponding CAD models. A third dimension is versioning. Both the system architecture model and the mechanical design model (CAD) are simultaneously evolving during the development process and managed in different version-controlled repositories-architecture models in a dedicated database and CAD models in a PLM system. When connecting the system architecture model with the CAD model, it is important to track the versions of the models (or model elements) that are being connected.
IV. Syndeia for Model-Based Systems Engineering
Syndeia 4 is a software platform for integrated model-based engineering (MBE). It enables engineering teams to collaboratively develop and manage the Total System Model (TSM) of a complex system (or project) by combining the system architecture model (SysML) with models in a variety of enterprise repositories and tools, such as PLM (e.g. ).
Syndeia provides model transformation services to build the Total System Model graph, such as by dragging and dropping requirements from DOORS-NG to SysML, generating Simulink models and PLM part structures from SysML models, connecting behavior elements in SysML to software code in GitHub, or tracking the development status of a sub-system in JIRA directly from SysML. Syndeia provides services to search, visualize, compare, and bi-directionally synchronize connected models in the Total System Model graph, such as comparing and synchronizing changes in system architecture to PLM part structure, or comparing connected SysML and Simulink models, or synchronizing changes in DOORS-NG requirements to SysML. Syndeia was formerly known as SLIM 19, 20 (System Lifecycle Management) and was born out of a NASA SBIR program. Syndeia version 3.0 was released in July 2016. Although Syndeia started as a software tool for MBSE, it is developing into a software platform for model-based engineering (MBE) 21 in general that can be used by all the disciplines and domain experts who need to interact with the Total System Model. In this section, we will demonstrate Syndeia's capabilities in addressing the five use cases for integrating system architecture and mechanical design models that were presented in section III.
The Syndeia Dashboard is the primary means to interact with Syndeia, and it can be launched directly from the SysML modeling environment, such as MagicDraw or Rhapsody. The Repository Manager tab, as shown in Figure  9 , is used to connect to a variety of enterprise repositories-Teamcenter, Windchill, DOORS-NG, MySQL, JIRA, GitHub, or local/shared file systems-and models managed in these repositories-NX, Creo, Simulink, Excel, PLM part structures, requirement structures, projects, and issues. In Figure 9 , the multi-level part-assembly structure in the NX CAD model of a toycar assembly can be seen. We will use the simple toycar assembly example to illustrate the concepts and then show more complex examples. The second type of connection relevant for system architecture and mechanical design integration is a Model Transform connection. Selecting this type of connection and then dragging a CAD assembly model to a SysML package generates a SysML block structure corresponding to the multi-level CAD assembly structure. Model-based connections are created between the SysML blocks and the individual parts in the assembly, as shown in Figure 11 .
Figure 11. Syndeia Dashboard -Connections automatically created between SysML blocks and CAD
assembly parts when the SysML block structure was generated from CAD assembly structure
The resulting SysML block structure is shown in Figure 12 and Figure 13 . For each assembly (or sub-assembly), the CAD to SysML model transformation process generates block part properties corresponding to assembly components, and value properties corresponding to CAD mass properties and user-defined parameters. For the toycar model shown in Figure 9 , part properties corresponding to the front axle assembly, rear axle assembly, body, and the spare wheel were generated for the components in the toycar assembly that was dragged and dropped on a SysML package. Mass properties such as surface area, mass, volume, density, center of gravity, and the coordinates of the extreme ends of the bounding box were also generated as value properties with default values, as shown in Figure 12 . For each part property corresponding to an assembly component, an association block was created in SysML to represent properties specific to that component, such as its placement in the assembly. As shown in Figure 13 , the toycar_assy block represents the toycar assembly and the toycar_axle_assy block represents the axle assembly used twice (front and rear) in the toycar. The two usages are represented as two part properties. The FRONT_AXLE part property is shown in an expanded form and the REAR_AXLE part property is shown in the parts compartment of the toycar_assy block. The association block FRONT_AXLE is anchored to the FRONT_AXLE part property and has value properties corresponding to the translation and rotation matrix representing the placement of the axle assembly as the front axle in the toycar. Figure 14 shows a more complex Creo CAD assembly of a RC Piper Cub J3 airplane 22 and the generation of SysML block structure for the same using Syndeia. This assembly has over 450 individual parts/sub-assemblies.
Drag-n-drop CAD assembly to generate SysML model 2. SysML model after generation
Figure 14. SysML block structure generated for RC Piper Cub J3 plane with 450+ parts/sub-assemblies Figure 15 and Figure 16 illustrate the opposite process. Starting with a SysML model with specification of primitive geometries, Syndeia can be used to generate a CAD model with features. For example, the My System block in Figure 15 uses several blocks representing primitive geometric shapes, stereotyped as NX part features, as part properties. When the My System block is dragged and dropped onto a folder in the local file system, as shown in Figure 16 , an NX CAD model is generated with the specified features. This scenario addresses use case 2 presented in section III.B. 
V. Application to the planned Europa Clipper Mission
Europa is one of the original four Galilean moons, meaning it was large and reflective enough to be seen through a primitive telescope. It is the second closest such moon to Jupiter, with Io being the closest. This is significant because Jupiter exercises a tidal flexing on Europa that generates sufficient heat to keep a large ocean of water liquid underneath a surface shell of water ice. In addition, Io's sulfur-expelling volcanoes leave behind sulfur-based compounds that may get transported into this ocean and provide components for organic molecules. For these reasons, the potential of this moon to harbor life is an intriguing scientific question.
A proposed Europa mission 23 currently in work would send a highly capable scientific spacecraft to the Jupiter system in order to understand the extent to which life is possible in that water ocean. In order to avoid the harsh radiation belts of Jupiter, the spacecraft would be sent on wide orbits that fly past Europa, but dwell far away from Jupiter. Each flyby would be highly dynamic and have multiple instruments performing remote sensing. An accurate understanding of the pointing of these instruments is necessary for understanding the science value of the mission.
Understanding the pointing of the instruments at a given time requires the synthesis of many pieces of information: where the spacecraft is at a given time, where it is pointed, where the individual instrument is mounted, and how it is pointed relative to its own degrees of freedom. This information is of course developed and distributed by different groups within the project.
In addition, a key problem is the simultaneous satisfaction of geometric constraints at all times in the mission. The definitions of what can articulate and in which way, as well as constraints on articulations, may be expressed across multiple models. In addition, many of these factors also figure into the pointing error budget of the spacecraft. The ability to coordinate the various pieces of information is required in order to get a coherent picture.
The systems engineering organization is responsible for coordinating this information. The Syndeia tool provides an excellent support for this coordination. Syndeia can reach into the NX model and obtain key information, including the two main elements of interest for this use case. The first is the rotation of a given NX part relative to a larger assembly within NX. The second is the key geometry information, such as a datum axis along the instrument's boresight. Both of these can be extracted from NX and brought into the system model. To understand the synergy between mechanical model information and system model information, a flowchart is shown below in Figure 17 . The typical error budget for pointing combines elements from the Guidance, Navigation, and Control (GNC) subsystem; instrument mechanical design; structural dynamics like flexing; and spacecraft mechanical design.
Many of the terms in the error budget become requirements, and would be reasonable items to keep in the system model. In order to see the combined effects of mechanical misalignment (since they can stack up depending on geometry), the mechanical CAD is often most efficient.
B. Scenario 2: Rigorous separation of what-if, configuration, and real parts
One common practice in mechanical design is to place multiple copies of the same part in the CAD model. These copies may represent extremes in the range of motion, alternative positions as deployed or stowed geometry, or even alternative locations when the design is not yet fixed.
While the mechanical designer knows the difference between these uses, no one else looking at the model does. The system model is built for these kinds of distinctions and semantics, and thus makes a good support. The interaction between the two tools can work in a couple of different ways. The first is for the system model to have a representation of a part and mark it as one of these uses. This would be having the system model clarify CAD model semantics. The other possible use would be for the systems engineering team to develop a model that requests certain views be made in the CAD model. In this case, the system model seeds the CAD model or marks work yet to go.
Another benefit of this definition between the system model and CAD model is that the system model can then store parameters to be used later in analysis for matching worst-case scenarios or cleanly bookkeep values for different configurations.
C. Scenario 3: Coordination of multiple analyses
One of the prime uses for a system model is to provide the connective tissue between multiple domain-specific models. The system model is not as detailed nor as specialized as any of the typical models used on a project. However, it does provide the full mission context, which allows it to support translation between different teams.
The pointing analysis of instruments and other key components is a key example. The mechanical CAD model is employed to generate graphics showing the fields of view, keep-out zones, ranges of motion, and so on for different instruments. This information is also needed by analyses that schedule and analyze major mission activities.
The concurrent pointing of instruments and the solar arrays is critical to providing enough energy to sustain an active science flyby. The extraction of solar array information from an earlier version of the Europa CAD model ( Figure 19 ) using Syndeia is shown in Figure 18 . This information should be taken as representative only; even in basic layout it was only a notional, possible Europa spacecraft configuration.
The first thing to note in Figure 18 is that geometric information (location, rotation) is expressed as being intrinsic to the Association between two components rather than a property of any of the components. The Association couches this relationship as the geometric location of the component on the arrow side of the Association in the frame of the other component. Each component itself has information on physical extent (bounding box) as well as mass, volume, and moment of inertia. One key in using this information wisely is to realize that only a carefully modeled component will have accurate masses. The example below is not modeled in such a way. Syndeia allows for the orientation and location information to be pulled out of the mechanical CAD model. When combined with requirements, this information can be used to give articulation constraints to the mission planning team. Also, the technical parameters of key hardware can be gathered in the system model and be delivered directly to the mission planning and mechanical design teams concurrently. This digital connection between the mechanical design team and the mission planning team is a perfect example of model-based systems engineering. The systems engineering function of reconciling multiple data sources is directly supported by the system model. This is in opposition to adjudication through a stack of documents or series of meetings. 
VI. Summary
In this paper, we have presented the concept of a Total System Model as the digital blueprint of a system, developed by combining the system architecture model (SysML) with models managed in a variety of disciplines, such as CAD, CAE, PLM, ALM, project management, requirements management, and simulation. This paper has focused primarily on the interface between systems engineering and mechanical/electrical design. We have presented the challenges in transitioning both systems engineering and mechanical design to a model-based approach and presented five use cases for integrating the two disciplines. We have also presented the Syndeia software platform and elaborated its capabilities towards addressing the five key use cases. Finally, we have presented the application of Syndeia and the concepts developed in this work to the planned Europa Clipper Mission being developed at NASA JPL.
VII. Lessons Learned and Future Work
In this section, we present some of the key lessons learned and potential areas of future work for this initiative.
1. Different abstractions in SysML and CAD modeling -System engineers using SysML to represent the system architecture use different abstractions, such as (a) blocks and instances for representing an architecture pattern and creating instances, (b) generalization relationships for representing system variants and variation points, and (c) state machines to represent system states. On the other hand, CAD modeling environments use structural abstractions such as parts, assemblies, and features. There is no standards-based way to map the concept of blocks and instances to a CAD model since there is no equivalent concept of a CAD assembly template and instantiations of the template for specific assemblies. Parameterized CAD assemblies with resulting CAD models for different parameter values is an initial approach in this direction. Similarly, the concept of generalization is also not evident in the CAD modeling domain.
2.
File-based storage of models -SysML models and CAD models are often stored as files in a local/shared file system or a version-controlled repository (e.g. PLM system). The file is the wrapper entity for the model. It is desired to store the system architecture model and the CAD model in an object-oriented or graph database to allow for scalability and versioning at the element level.
3. Services and APIs to access system architecture and CAD models -Access to the SysML model and the CAD model information requires the installation of tools on the system engineer's computer. It is desired that the models be available as a service allowing anyone in the organization with the right permission levels to access the information and connect/subscribe to it.
4. Ownership of models, visibility and permissions -A social aspect of integrating system architecture models and CAD models is the ownership of data and models. Technically, the ability to synchronize CAD model parameters to the system architecture model, and updating part/feature parameters in the CAD model from the SysML model, is available in Syndeia. However, system architects and mechanical designers may prefer to have a buffer zone to receive the change requests, evaluate the impact of the change in the system architecture and CAD modeling environments, and then approve the change before effecting it. There is also a new balancing act to be had among the teams between simply opening up models without guidance and requiring a gatekeeper to ask for any piece of information.
5. Non-parameterized CAD models -One of the biggest roadblocks to fine-grained interoperability between system architecture and CAD models is that the latter is often not a parameterized model. For enabling true model-based engineering, we need to incentivize the mechanical design teams to produce parameterized CAD models based on system specifications.
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