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Abstract 
Barclays uses an external service platform, ServiceNow, to report and track application 
issues internally. The platform is available on work computers and BlackBerries. With the 
increase in personal smartphones, specifically iOS and Android devices, it is imperative to 
provide this platform on these devices as well. The team was tasked with creating a live 
prototype application to fill this void. The outcome of the project was a prototype application 
that works on iOS devices and reports real-time incident data. 
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Executive Summary 
Barclays strives for pioneering solutions for clients and employees and has become a 
leader in innovation. ServiceNow is a third party platform that Barclays currently uses to report 
the health of various systems. It not only provides employees with a convenient channel to view 
and report issues, but also automates and enhances the workflow in tracking issues by sending 
out daily status summary to management.  
The ServiceNow platform provides a BlackBerry application that employees can use on 
the go. However, this application is not very user friendly, and Android and iOS mobile devices 
now hold a greater market share. Access to the application on an employee’s personal device can 
greatly improve issue management. 
The WPI project team was invited to Barclays to participate in the development of the 
mobile application of ServiceNow. The goal of the project was to develop a live Major Incident 
Handling prototype application capable running on various devices to improve the mobility of 
ServiceNow. The team divided the application structure into three stages: the data stage, the 
RESTful API stage, and the client stage. The data stage is to automatically extract data in XML 
format from the ServiceNow server and convert it to an interim data format (Java Object). The 
RESTful API stage is used to convert the data from the interim format to a light-weight format, 
(JSON), and then render it to display on the interface. The data stage and RESTful API stage 
form the backend server. The client stage is the user interface, which is used to send requests to 
the server and to display the data.  
For the prototype application, the team created a design template which emulated the iOS 
mail application. The prototype application was designed to have two screens – list screen and 
detail screen. The list screen displays all incidents with partial details, including application 
name, service owner, status, and short description. The detail screen includes more information 
of each incident.  
This project utilized various technologies. The backend program mainly used Java for 
development and Maven repository for version control. An XStream library was used for parsing 
data. A Dropwizard platform was set up for hosting server and rendering data from scratch. The 
creation of the interface heavily relied on HTML5, CSS3 and JavaScript.  
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At the end of the first phase, the prototype application worked independently on 
computers but was not yet connected to the external environment or server. A demo was given to 
the management and suggestions were collected. Based on the feedback from management, the 
team revised the prototype application accordingly. The project then moved to the second phase, 
which was a formal development and enhancement phase. The end goal was for the application 
to be well-integrated with Barclays’ existing environment, including the Barclays Live 
framework. 
In the second phase, the program was further developed in order to retrieve real-time data 
from the external server every five minutes. To better integrate with the Barclays Live 
framework, which was supported by the PhoneGap package, the team modified the client side to 
follow Model-View-Controller architecture. JavaScript libraries such as Backbone.js, RequireJS, 
and jQuery were applied. In addition, the team used “user agent” (a unique way of identifying 
the mobile device being used) to apply different templates and style sheets so that the application 
would match with different iOS mobile devices. Finally, the application was integrated with 
Barclays Live framework. The prototype application worked well with iPhone and iPad.  
This project was in part of a research and development effort. Therefore, new 
technologies that were not used by Barclays were employed, which may be of interest for future 
Barclays’ projects. Furthermore, many features could be implemented to support this application. 
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Chapter 1. Introduction 
Barclays is a major global banking and financial services company headquartered in the 
United Kingdom. By following their guiding principles, Barclays has become a leader in 
innovation, improving processes for clients and employees. 
Currently, Barclays uses a third party software platform, ServiceNow, to report on the 
health of various systems. Employees can report errors and issues through this platform. These 
requests are then sent to the “right” people automatically. In addition, the system can send a 
weekly report regarding system status to management. ServiceNow not only provides employees 
with a convenient channel to report issues, but also automates and enhances the workflow in 
tracking issues. The ServiceNow platform currently provides a BlackBerry application that 
employees can use on the go. However, this application is not particularly user friendly, and 
Android and iOS mobile devices now hold a greater market share. The accessibility to the 
application on an employee’s personal device can greatly improve issue management. 
In order to improve the mobility of ServiceNow, the goal of this project was to develop a 
mobile reporting application that can display Major Incident Handlings (MIH) on various mobile 
devices. To attain this goal, the team followed a modified scrum approach and completed the 
following five objectives: 
1. collect requirements for the mobile application; 
2. conduct research on application development, such as helpful tools and software; 
3. design and implement the application; 
4. evaluate and enhance the application; and 
5. recommend future improvements. 
To fulfill these objectives, the team conducted research and held meetings. The 
information collected helped to develop the guidelines to create a user-friendly mobile 
application. Based on the design guidelines, and using the iOS mail application as inspiration, 
the team designed two screens for the application. The first screen is the list screen displaying all 
incidents with partial details, including application name, service owner, status, and short 
description. The second screen, the detail screen, includes more information about each incident. 
The application had three stages of implementation, including the data stage, the RESTful 
API stage, and the client stage. The data stage is to automatically extract data from the 
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ServiceNow server and convert it to an interim data format. The RESTful API stage is to convert 
the data from the interim format to a light-weight format and render it to display on the interface. 
The data stage and RESTful API stage form the backend server. The client stage is the user 
interface, which is used to send requests to the server and to display the data. 
To build the prototype application, the project consisted of two phases – prototyping and 
enhancement. At the prototyping phase, the team designed, set up and implemented the prototype 
application. Major components of implementation were explored separately. At the end of this 
phase, the prototype worked independently on computers, but was not yet connected to the 
ServiceNow server. A demo was given to management and suggestions were collected. Based on 
this feedback, the team revised the application. The project then moved to the second phase, 
which was a formal development and enhancement phase. The application could communicate 
with external servers and retrieve real-time ServiceNow data. It was successfully integrated with 
the Barclays Live framework. 
The team also provided recommendations for future improvements for both the 
application and the programming process. 
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Chapter 2. Background 
This chapter presents the background information regarding the company, Barclays, and its 
target application, ServiceNow. The key data attributes, candidate tools, and technologies that were 
used to build the application are reviewed. 
2.1. Barclays 
Barclays is a major global banking and financial services company headquartered in 
London. With operations in over 50 countries, the asset size of Barclays ranks it the 7
th
 largest in 
the world and 2
nd
 largest in the United Kingdom(Global Finance Magazine, 2012). Around the 
world Barclays focuses on five guiding principles -- winning together, retaining the best people, 
creating trust, focusing on the client, and pioneering solutions for clients. Following these 
principles, Barclays has demonstrated a history of innovation and leadership though notable 
achievements including:  introducing the world to the automated teller machine (ATM), 
becoming the first foreign bank to file with the Securities Exchange Commission (SEC) in the 
United States, and recently, partnering with five international banks to launch the first global 
ATM alliance (Barclays, 2012). In addition to the innovations Barclays has introduced to their 
clients, Barclays creates and implements processes to improve functionality for their employees. 
2.2. ServiceNow 
Barclays currently uses ServiceNow, a leading Software-as-a-Service (SaaS) provider of 
enterprise Information Technology (IT) operations, to report the ‘health’ of various IT systems. 
ServiceNow provides uniquely designed solutions for each client company based on its needs. 
Service options include IT Asset Management, Change Management, and Incident and Problem 
Management (ServiceNow, 2012).  
Barclays utilizes ServiceNow’s Incident and Problem Management system. The purpose 
of this system is to enhance communication by providing one location to report IT-related 
systems issues and route notification of issues to the correct employees. Employees can access 
this system using their work computer. A sample screen shot of this web-based system can be 
seen in Figure 1.  
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In addition to the web-based tool, Barclays employees can also utilize ServiceNow’s 
Blackberry application to review and address IT systems issues. Barclays’ goal was to create an 
application enabling employees to access incident information on other personal devices, 
particularly iPhones and iPads.  
In Barclays’ system, each incident has up to 200 pieces of information such as the 
incident number, application affected, and urgency. The pieces of information that are relevant 
for the team’s application are: 
 incident number, unique identification number for each incident for client use; 
 system id, unique identification number for each incident for system use; 
 initial escalation, time and date when the incident was opened/escalated; 
 next update due, time and date when the next update is due; 
 last commented, time and date when the incident was last updated/commented; 
 last comment statement, most recent statement about the incident status; 
 incident owner, individual who reported the incident; 
 business units impacted, division(s) of the business impacted by the incident; 
 application, the application affected by the incident; 
 operational status, indicator showing the status in solving the incident; and 
 short description, brief description of what the incident is. 
 
Figure 1: Sample ServiceNow incident screen 
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In addition to the website, emails are sent daily to senior management to summarize the 
incidents that occurred or were fixed within the past 24 hours.  
2.3. Technology Review 
This section reviews technologies that the team used throughout the project to build the 
application.  
2.3.1. Programming Languages 
A variety of programming languages can be used in mobile application development. The 
most significant languages the team used are Java, HTML5, CSS3, and JavaScript.  
2.3.1a. Java 
Java is a general-purpose, object-oriented language. It is designed to provide a simple and 
efficient way to develop programs by having as few existing dependencies as possible. The Java 
Archive (JAR) format can be generated during the program compilation, which makes the 
program more portable. Currently, this language is ranked second among programming 
languages in popularity (Finley, 2012).  
2.3.1b. HTML5 
HTML5 is a markup language that was created by the World Wide Web Consortium and 
the Web Hypertext Application Technology Working Group (w3schools, 2012). This language 
has already become one of the web standards. Its combination with other standards such as 
Cascading Style Sheets (CSS) and JavaScript can deliver abundant functions, including Web 
Typography, Web Gallery, Photo Transitions, Audio, VR, Pixel Manipulation (Apple Inc., 2012). 
This language is necessary in developing hybrid applications, which leverage the device’s 
browser engine to deliver the functions through processing HTML and JavaScript locally (Seven, 
2012).  
2.3.1c. CSS3 
Cascading Style Sheets (CSS) is a simple style sheet language that defines how to display 
HTML elements such as background color, spacing, and fonts. Prior to the invention of CSS, 
styling for a webpage was added to each element within the page. CSS allows one document to 
be created and called upon to apply one style to all elements within the page. This allows for a 
quicker process to both load and make changes to the webpage (W3Schools, 2012). 
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2.3.1d.  JavaScript 
JavaScript is a prototype-based scripting language, which is primarily used for the client 
side in order to create enhanced user interfaces and dynamic behavior on an application. In 
mobile application development, JavaScript allows the user to display data, show and hide the 
navigation menus, and apply style sheets to the existing HTML (Stark, 2010).  
2.3.2. Data Formats 
The application involved using multiple data formats to receive, parse, and transmit the 
data. The data formats the team used were Extensible Markup Language (XML), Java Object, 
and JavaScript Object Notation (JSON). 
2.3.2a. XML 
XML is a markup definition language that was defined by a World Wide Web 
Consortium recommendation. XML is designed to be self-descriptive by using tags. These tags 
are not predefined, allowing users to name tags based on the data being stored. Additionally, 
XML can be used for data exchange. Typically exchanging data between incompatible systems 
over the Internet is a time-consuming challenge for developers. However, XML improves this 
process because it is stored in text format, which can be read by different incompatible 
systems(Liu, 2009). 
2.3.2b. Java Object 
In Java, an object is the instance of a class and can be used to store data. The class is a 
template that defines the structure of the object (member elements, methods). A class can contain 
more than one object (Samanta, 2004). 
2.3.2c. JSON 
JSON is a lightweight text-data interchange format used for storing and exchanging text 
information. It is readable and writeable by both humans and machines. JSON is built on two 
structures – a collection (object) and a list (array). JSON is advantageous because JSON 
documents are much smaller in terms of data size than the equivalent XML documents(Allan, 
2010). 
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2.3.3. Libraries and Software 
Programmers have created multiple tools and libraries to make the programming process 
more efficient. These libraries can be used by other programmers to simplify development 
processes.  
2.3.3a. Dropwizard 
Dropwizard is a Java framework that incorporates multiple Java libraries and provides 
RESTful web services. Dropwizard Core is the main package that offers various services such as 
server hosting, JSON processing, HTTP handling (Hale, 2012).  
2.3.3b.  jQuery 
jQuery is an open-source JavaScript library for building web applications. Each web 
browser handles JavaScript in different ways, making it difficult for developers to create cross-
browser compatible websites. jQuery simplifies this process by creating a common set of 
functions across all browsers(Holzner, 2009). 
2.3.3c.  jQuery Mobile 
jQuery Mobile is a unified, HTML5 based user interface system for all mobile device 
platforms. Similar to how jQuery created a single set of functions for all browsers, jQuery 
Mobile has created a simplified process to make mobile applications work on multiple 
platforms(Reid, 2011). It is built on a jQuery and jQuery UI foundation and allows the developer 
to create a website or application that is able to work on all popular smartphones and tablets. It 
has a simple to use design and is used by hundreds of popular organizations’ websites and 
applications, including OpenTable, Ikea, Disney World and Chase (The jQuery Foundation, 
2012). 
2.3.3d. Backbone.js & Underscore.js 
Backbone.js is a client-side framework written in JavaScript that helps users to write 
highly responsive client-side applications(Bates, 2012). It has three important components – 
model, collection, and view. The model class provides a basic set of functionalities for managing 
changes. The collection class contains functions for handling and working with the data. The 
view class listens to changes in the associated model, and can be updated when the model 
changes. These three classes are connected over a RESTful and JSON interface(Ashkenas, 2012).  
 8 
Underscore.js is an open-source JavaScript utility library that contains plenty of 
functional programming support. It is usually used to support Backbone.js, especially in the 
collection class.  
2.3.3e. RequireJS 
When an application runs, the load of the program each time can hamper the 
application’s usability. RequireJS is a JavaScript file and a module loader that lessens this 
problem. RequireJS is able to manage script modules, load them in the right order and can spread 
out the download size over time(Burke, 2012). It can be used in conjunction with jQuery, thus 
making the process even simpler. 
2.3.3f. XStream  
XStream is an open-source Java library for converting Java Objects to and from XML 
(Fitzgerald, 2004). This library has a relatively high speed and uses little memory in the process, 
which fits large data source conversion (XStream, 2012). For this project, ServiceNow data was 
exported in XML format from external server, deserialized to Java Objects using XStream, and 
then converted to JSON. 
2.3.3g. Apache HttpClient 
Apache HttpClient is an open-source library to handle HTTP requests. With Apache 
HttpClient, users can access online resources and retrieve or send data via HTTP (Kalnichevski, 
2008). 
2.3.3h. Eclipse 
The team used Eclipse, a multi-language software development environment, to develop 
the application. It is both a workspace and an extensible plug-in system. It is a typical platform 
for Java development (Eclipse Foundation, 2012).  
2.3.3i. Apache Maven 
 Apache Maven is a software project management. This tool can help users to build and 
manage Java-based project. Maven project uses project object model (POM) to define its 
configuration, based on which Apache Maven can build the project (Apache Software 
Foundation, 2012). This tool not only provides a uniform build system, but also provides 
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convenience to developers in building large projects, especially those depending on many other 
existing projects or packages.  
2.3.3j. iOS Simulator 
The iOS simulator is a tool produced by Apple and included in the Xcode development 
tool. The simulator allows a developer to run an iOS application virtually on a Mac. By running 
the application on the simulator, major problems can be identified and fixed during design and 
early testing. It also allows developers to test the application’s user interface and compare it with 
different iOS devices (iPhone, iPhone with Retina display, and iPad) (Apple Inc., 2012). 
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Chapter 3.  Methodology 
The main goal of this project was to develop a live Major Incident Handling prototype 
application capable of running on various devices that improves the mobility of ServiceNow. In 
order to build this hybrid application, the team conducted research, developed the program using 
Eclipse, tested the application using iOS Simulator, and evaluated as well as enhanced the 
application. In addition to developing this application, the project team provided 
recommendations for further improvements. 
3.1. Research Goals and Objectives 
For this project, the team delivered a mobile reporting application for Barclays during 
their eight weeks in New York (See Appendix A for timeline). Users can view a list of Major 
Incident Handlings (MIHs), their corresponding status and important information from this 
application. The team completed the following objectives to fulfill this goal: 
1. collect requirements for the mobile application; 
2. conduct research on application development, such as helpful tools and software; 
3. design and implement the application; 
4. evaluate and enhance the application; and 
5. recommend future improvements. 
3.2. Data Collection 
In order to understand and develop the mobile reporting application, the team used two 
essential methods: research and meetings. The team researched the software available to develop 
an application in addition to the web-based application ServiceNow, which the mobile 
application was based on. Additionally, the team set up relevant software and created sample 
projects on their personal devices to better understand the backend logic. Furthermore, the team 
met with several Barclays employees who had mobile application development experience.  
3.2.1. Research 
The team began the research by reviewing the software and languages that would be 
useful to the project. The computer languages that the team focused on include JavaScript, 
HTML5, Java, CSS3, XML and JSON. The team also reviewed useful libraries such as 
backbone.js, jQuery, RequireJS, XStream, and additional software such as Maven, and 
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Dropwizard. While conducting the research, the team set up most of the tools on their own 
devices and created sample projects to better understand how they work separately.  
In addition, the team examined the ServiceNow platform online to see how people use 
the Incident Management software and decided on the key information that should be displayed 
in the mobile application. 
3.2.2. Meetings 
The team continued data collection by meeting with several Barclays employees. The 
purpose of these meetings was to obtain the necessary information for the ServiceNow mobile 
application and discuss the integration process. During the meetings, all team members took 
notes and asked any applicable questions. 
3.3. Development Approach 
The team followed a modified scrum approach to develop the application. The scrum 
approach is a “framework for organizing and managing work” (Rubin, 2012). It splits the 
development process into ‘sprints’ of a predetermined length. At the beginning of each sprint, 
goals are set and prioritized. It has three core roles - product owner, scrum master, and 
development team. The product owner is the central point of product leadership and has two 
main tasks. The first is to understand the needs of the end user and act as their voice. The second 
is to communicate with the development team about product requirements and the priority of 
each requirement. The scrum master on the other hand, is the development team’s leader. This 
role has a number of responsibilities, including ensuring the sprint is on schedule and discussing 
and adjusting the sprint deliverables with the product owner when a task is unattainable or needs 
more time. The development team is the group that designs, develops, integrates and tests the 
product. The team members meet each morning to plan each day’s tasks based on how to 
accomplish the sprint’s goals. Additionally, the development team meets with the product owner 
at the end of the sprint to discuss the previous sprint’s achievements and the next sprint’s tasks 
(Rubin, 2012). 
In the team’s version of this approach, each sprint was one week long. The product owner 
for the team was the sponsor, Gregory Friel, however at times Terrance Snyder also held this role. 
The scrum master was one of the team members and the position rotated each sprint. The team as 
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a whole constituted the development team. During each sprint, the development team and scrum 
master met each morning to assess the progress and plan that day’s work. At the end of each 
sprint the development team, scrum master and product owner all met to discuss that sprint’s 
accomplishments and future objectives.  
Using this approach the team was constantly motivated and had attainable weekly tasks. 
The timeline in Appendix A displays the team’s progress in creating and implementing the 
application during the eight weeks in New York.  
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Chapter 4. Application Design 
This chapter describes the principles that the team considered in designing the application, 
the general framework of the application, the structure of the application for implementation, and 
the requirements to the environment.  
4.1. Design Considerations 
The team first created Design Considerations based on the research on what makes a 
user-friendly application. These considerations are displayed in Table 1 below. 
Table 1: Design Considerations 
Quality  Method 
Friendly User Interface  
 Acceptable font size 
 Responsive – change on screen when link is clicked 
 Easy-to-use and intuitive 
o Appropriately designed links 
 Attention-to-detail 
Continuity  
 Uses familiar elements  
 Follows conventions and patterns 
Portability   Can run on multiple mobile devices 
Integrated  
 Incorporates device technologies (location services, 
accelerometer, etc.) 
Fast   Only includes necessary information 
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4.2. ServiceNow Application Design 
After creating the design considerations, the 
team examined both the iOS mail application and an 
available ServiceNow application. The iOS mail 
application is seen in Figure 2.  
The mail application has a number of great 
features that the team emulated. The first is having a 
list screen and a detail screen. In the mail application, 
the list screen displays all e-mails with a little bit of 
detail (sender, time received, and a few lines of the e-
mail). The detail screen on the other hand, shows one 
e-mail and includes much more information from the 
message. Additionally, the text on both screens is formatted to display each field differently. 
Moreover, on the list screen, a blue circle denotes an unopened message. This makes the 
structure easy to understand. Lastly, when a message on the list screen is touched (so as to see 
the details of that message) the background of that message changes from white to blue. 
Next, the team assessed the available ServiceNow mobile application and found a 
number of areas that could be improved. The screens can be seen in Figure 3 and Figure 4 below. 
 
Figure 2: iOS Mail Application List Screen 
 
Figure 3: Current ServiceNow List Screen 
 
Figure 4: Current ServiceNow Detail Screen 
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The first area that could be improved was enlarging the clickable area on the list screen 
for each incident. Only the incident number could be clicked to view a specific incident’s details. 
Moreover, upon first glance at the list screen, it is not obvious the severity of each incident aside 
from a highlight on some of the incidents. Also, it is not apparent if the information shown for 
each incident is customizable. Based on the team’s discussions with Greg, the team’s sponsor, 
the information displayed in this case is not what is important to see. Both the list screen and 
detail screen are not very user-friendly, and instead are very bare with little color. The detail 
screen provides too much unnecessary information and is deceiving in that it displays the 
information as though it could be edited. Finally and most importantly, this application is a web 
application, which means that it is a webpage that is custom made for a mobile device. It can not 
be downloaded onto a phone and can not as easily access the phone’s features. 
After inspecting the mail application and the 
ServiceNow web application, the team worked to 
design a sample of the new application. The sample 
screenshot of the list screen is seen in Figure 5. In the 
application, each incident is displayed with a color-
coded icon to inform the user the status of the 
incident (red being degraded and green being 
operational). Furthermore, the information is kept to a 
minimum and is formatted to show the different fields. 
Similar to the mail application, when an incident is 
clicked, the background color of that incident would 
change as the application transitioned to the next 
screen. 
4.3. Application Framework 
Instead of creating a web application (a webpage designed specifically for a mobile 
device) or a native application (an application that is built for a specific device and can be 
downloaded onto the device), the team created a hybrid application. A hybrid application is an 
application that is downloaded onto a mobile device and can utilize the device’s browser engine. 
Hybrid applications are also able to work on cross-platforms. 
 
Figure 5: ServiceNow List Screen Sample 
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Further, the team did not build a stand-alone application, instead embedding the 
application inside of the Barclays Live framework that Barclays has built to allow for a multi-
purpose application. 
4.4. Architecture 
This project sat on the Barclays Live framework, which is supported by PhoneGap. 
PhoneGap, an Adobe product, allows for cross-platform development using standard web 
languages by utilizing the device’s browser engine. It acts as a wrapper to package the mobile 
site and embed it to the native mobile application (See Figure 6). 
  
Figure 6. PhoneGap workflow 
To create the mobile application, the team divided the creation process into three 
components – Data, RESTful API, and Client. RESTful API and Data formed the server. When 
the user clicks the button and launches the application, the program creates a request, passes it 
through the firewall into the Barclays intranet, and sends the request to the server. Then the 
server passes the request to the Network File System and the sends the retrieved data back to the 
web server, which in turn renders the data to the user interface (See Figure 7). 
 
Figure 7: Application Structure 
iDevice 
Public 
internet 
BCL 
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XML 
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 The Network File System retrieves data from a URL, where XML format data is 
provided by a Barclays employee. This file is updated every five minutes. The team’s program 
was set to automatically retrieve the data from the URL once the file is updated to get the real-
time data. 
 Once the data is retrieved, the team’s program uses an XStream library to convert the 
data from XML format to Java Objects. During the conversion, Java Objects only saves 
necessary data fields, as determined by the team’s meetings with Barclays employees. These 
information fields can be updated easily in this program, if Barclays wishes to make changes in 
the future. 
 The Java Objects are then passed into the RESTful API, which is the web server in this 
figure. The Jersey package in the RESTful API will convert the Java Objects to JSON, a light-
weight data format for data transmission, and render the data onto the user interface, which uses 
the HTML5, CSS3 and JavaScript to display data and improve the look. The flow of data format 
conversion can be found in Figure 8. 
 
Figure 8: Data Format Conversion Flowchart 
4.5. Environment 
 This project was developed on computers provided by Barclays. The operating systems 
were Windows XP and Mac OS X Version 10.7.5. The IDE for implementing the data retrieval 
and RESTful API was Eclipse. The iOS Simulator in Mac OS X was mainly used for testing the 
user interface. Browsers like Google Chrome, Firefox and Internet Explorer8 were used for 
testing. Apache Maven software was used for building projects and committing them to the 
repository. A detailed summary of technology applied in this program is displayed in Table 2 
below. 
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Table 2: Server and Client Side Technology Comparison 
 
 
Server 
 
Client 
Languages 
 
Java 
 
HTML5, CSS3, JavaScript 
Software 
 
Eclipse 
 
Apache Maven 
 
 
 
iOS Simulator 
 
Web Browsers 
 
Framework and Libraries 
Apache HttpClient 
 
XStream 
 
Dropwizard 
 
Backbone.js 
 
Underscore.js 
 
RequireJS 
 
jQuery 
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Chapter 5. Development Phase I: Prototyping 
This chapter describes the process of setting up and implementing the team’s application 
to work independently on computers, without being connected to external environment or servers. 
5.1. Server 
This section illustrates how the backend program works, which includes the 
deserialization of data and server hosting. 
5.1.1. Data 
 In this phase, the MIH data that were going to be displayed on the user interface were 
retrieved from the external server and saved in a static file. These MIH data were stored in the 
format of XML, and then converted to Java Objects.  
To convert the data from XML format to Java Objects, XStream library was used. Based 
on the XML file that contained MIH data, four model classes were created in Java to represent 
the structure of how the data should be stored.  
The first class represented the Simple Object Access 
Protocol (SOAP) envelope. Inside the SOAP envelope was 
the SOAP body, which was represented by the second class. 
The third was the Payload class, which was the list of MIH 
records. The fourth class was the Record class, which 
represented the structure of each MIH record. The 
relationship of the data classes can be seen in Figure 9.  
After all classes were created, the fromXML() 
function defined by XStream library was used to deserialize 
data from XML to Java Objects. 
5.1.2. RESTful API 
The program that can provide web service upon requests is the key to this project. The 
team chose to use the RESTful API to support the web service for this project. A RESTful API 
follows four basic design rules as below:  
 
Figure 9: XML data structure 
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 use HTTP methods explicitly; 
 be stateless; 
 expose directory structure-like URIs; and 
 transfer XML, JavaScript Object Notation (JSON), or both (Rodriguez, 2008). 
To launch the server, the team utilized Dropwizard, which pulls multiple external 
libraries together, as the framework. Due to the light-weight and simple properties, Dropwizard 
library helped to initialize the server in a short time (Hale, 2012). Once a user request is received, 
the program gets the Java objects, and then saves them into a map so that further data retrieval 
from the client is easier.  
The team organized these files into several directories including: service, configuration, 
core, db, and resource. Table 3 describes each directory and the main uses of each. 
Table 3: Dropwizard directories and their uses 
Directories Uses 
service  Main class used for setting up the environment and compiling this program 
 The assetBundle function to set the path for the client files 
 The addResource function to call the data and render them to the client 
configuration  Defined the environment-specify parameters 
 Used a class and subclass to achieve the definition. The subclass is used to 
specify these necessary fields and the class acts like a wrapper that contains 
the subclass as a member field. The grouping makes the configuration file 
and class manageable, especially when there are too many parameters. 
core  Included compile files for data deserialization from XML to Java objects 
db  Retrieved data from the output from the core deserialization 
resource  Included three resource classes, each associated with a URI template  
 Included two important annotations, @Path and @Produces 
- @Path defines the path through which the user can access. For example, 
@Path(“/service”) tells Jersey that this resource can be accessed at the 
URI /service.  
- @Produces regulates the representation out from the resource and send 
to clients. This program has used two types, including 
@Produces(“MediaType.APPLICATION_JSON”) for rendering data in 
JSON format and @Produces(“MediaType.TEXT_HTML”) for 
displaying the HTML pages. 
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5.2. Client Side 
The next step for this project was to make the interface to display rendered data in a 
better way. This program has used HTML5, CSS3, and JavaScript (jQuery) to achieve this goal. 
HTML5 is mainly used to define the structure of the page, such as where the header and 
content are located. HTML also refers to the CSS file and JavaScript to make connections. This 
project contained two HTML web pages, one for the MIH list page and the other one for the 
MIH detail page. These two pages mainly used id and class to identify different tags so as to hold 
the place for the real data. 
The CSS file here is used for describing the format and the look of the HTML file, such 
as the scroll bar, the background color, the fonts and size of words. It used the class name or id to 
match up with the tags in the HTML. The CSS file is the external style sheet, and the internal 
CSS code has the higher priority to apply in web pages. 
JavaScript played an important role in rendering the data to the HTML, especially jQuery 
library in this project. The jQuery library has easier syntax and can achieve the same features 
with less code compared with the standard JavaScript library (jQuery: Advantages and 
Disadvantages). The program mainly used getJSON to retrieve data from the server program by 
using the URI defined in the resource file. Each and append are the other two key functions, 
which can collaborate together to deal with each record in a whole list of records and show it on 
the HTML.  
5.3. Result 
 In this phase, the team was able to display the MIH data retrieved from the static file 
through the RESTful API. The team also used CSS3, HTML5, and jQuery to make the style and 
layout of the screen display in a nicer way. The result of Phase I for the List screen and Detail 
screen can be seen in Figure 10 and Figure 11. 
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Figure 10: List Screen 
 
Figure 11: Detail Screen 
5.4. Feedback 
 After the team got the Phase I result, two screens displayed on iPhone Simulator were 
presented to the team’s sponsor, Greg, and discussed among the team members. Feedback 
focused on the structure of the screens and the functionality of the application. Figure 12 shows 
the screenshot of the list screen before the feedback and the screenshot of it after the team made 
the changes based on the feedback. 
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Figure 12: List Screen before and after feedback 
1. The incident number was removed from the list screen since only the most important 
piece of information should be shown on the list screen. 
2. Based on Greg’s suggestion, the MIH application’s name was the most important 
information that should be on the first screen. 
3. The incident owner was one of the important documents that should be shown on the list 
screen, but his/her username or id was removed to make the user interface looked better. 
4. Based on the mail application on the iPhone, two lines of short descriptions would be 
better than one so that users could have better picture of what the issue of that incident 
was.  
 Figure 13 shows the screenshot of the detail screen before the feedback and the 
screenshot of the detail screen after the team made the changes based on the feedback. 
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Figure 13: Detail screen before and after feedback 
1. The incident number was moved down to the second line. For the second screen, it is 
necessary to include the incident number so that users could refer to this number as an 
identifier when it happened to have duplicate names of the applications 
2. The MIH application’s name has been set to the top. As it was mentioned before, it was 
primary information that should be shown. 
3. The name’s tag of each piece of information was added so users could have better idea 
what displayed information was. 
4. The information about “impacted business unit” was added. 
5. The format of the time was changed based on the professor’s suggestion that the later 
format is more user friendly than the former.  
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Chapter 6. Development Phase II: Enhancement 
Development Phase I dealt with the setup and implementation of the application on its 
own. The results did not rely on anything located outside of the running computer. In Phase II, 
improvements were made to the application components, and the team’s application prototype 
was ready to be moved to Barclays’ application environment. 
6.1. Server 
The improvements in the backend server include real-time data retrieval and the 
implementation of database. 
6.1.1. Data 
In Phase II, MIH data were retrieved as real-time data , and converted into Java Objects 
before insertion into the database. 
The recent MIH data from the browser were scheduled to be retrieved every five minutes 
so that the displayed MIHs on the user interface were always up to date. HttpClient library was 
used to download the data from the external browser. Below is the HttpClient process: 
 
Figure 14: HttpClient process 
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The steps above were followed by first creating the instance of HttpClient, and the 
instance of one of the methods called getMethod(). This method took the URL as the input and 
retrieved the data that the URL points to. The method was executed using HttpClient by calling 
the executeMethod() function. After the execution process, the response was read by using the 
getResponseBodyAsString() function. In this way, the response downloaded from the external 
browser was a string containing the response body (MIH data in XML format). After the data 
was downloaded, the connection was released indicating that the downloading process had been 
finished. Then the downloaded data was converted into Java Objects using XStream library, 
which was also used in the first phase. To periodically retrieve data from the browser, the 
ExecutorService method was used to schedule the command to execute every five minutes. 
6.1.2. RESTful API 
Considering the limitation of available data source, the team decided to begin 
implementing a database in the server to store historical data and  provide it for users in this 
application. The database lays the foundation for a Monthly Reporting function for future use by 
senior management. 
6.2. Client Side 
To better fit with the Barclays’ framework, the team modified the structure of the client 
into Model – View – Controller (MVC) architecture. This organization of files separates the 
representation of information into three types of components: 
 Model 
o Manages the application data 
o Responds to requests of data information 
o Responds to instructions to change data information 
 View 
o Manages the display of information 
o Requests the necessary data to generate the presentation  
 Controller 
o Interprets the mouse and keyboard inputs from the user  
o Notifies associated models or views to change 
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 Figure 15 shows the interaction between each component. 
 
Figure 15. Model-View-Controller structure interaction Invalid source specified. 
In this phase, Backbone.js, Underscore.js, Require.js, and jQuery libraries were used. 
Backbone.js and Underscore.js provided the structure through models, collections, and views. 
Require.js was a module loader and connects each component, which could improve the speed of 
the application. jQuery was used in the HTML templates to display data. See Figure 16 for the 
file structure. 
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Figure 16: File structure 
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In this structure, MIH was the index page, which only defined the header and the content. 
The header was the Barclays logo on the page and content was an empty container to be filled by 
templates. To make the screen more user friendly, the team designed a screen to display when 
loading the data, which was defined in the index page. The Templates folder contained two 
templates – ListViewTemplate for the MIH list page and the DetailViewTemplate for the MIH 
detail page. JavaScript was used to define the mechanism of assigning, retrieving, and filling 
data into these two templates. This application would load the data only when opening the list 
screen. All data was cached temporarily and cleared once the user quitted the application. No 
more data would be loaded when going to detail screen or going back to the list screen from the 
detail screen. 
Besides the above changes in the file structure, the team designed an iPad version for this 
application. Because the principles are similar to the iPhone version, the things that needed to be 
changed were only the style sheets and a minor change in the ListView. User agent was used in 
the application for conditioning statement. The program would determine the device first and 
then apply different code.  
6.3. Integration 
This application is an embedded application in the Barclays Live framework. Since this 
application was a prototype for further development, the integration process was not formalized. 
To create a working prototype, the team used one employee’s proxy and a cURL command, a 
command line tool for transferring data with URL syntax, to post requests to the team’s running 
server (Haxx, 2012). The server responded to the request, and then sent data back.  
6.4. Result 
In this phase, the team was able to retrieve the MIH data from external server every five 
minutes and display them to the user interface. To better fit into the Barclays Live framework, 
the team made modifications to the structure of the client side and finally used the Model-View-
Controller architecture to make the web pages work. The team also implemented different views 
for iPhone and iPad. Finally, the web pages were integrated with the Barclays Live framework 
and the application could be viewed using both iPhone and iPad. 
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Figure 17 and Figure 18 are the screenshots of List screen and Detail screen respectively 
for the iPhone version. 
 
Figure 17: Final iPhone List Screen 
 
Figure 18: Final iPhone Detail Screen 
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Figure 19 is the screen for the iPad version. 
 
Figure 19: Final iPad screen 
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Chapter 7. Recommendations 
The team compiled a list of enhancements from team discussions, research, and meetings. 
These recommended enhancements are detailed below. 
7.1. Current Subscriptions 
Managers at Barclays currently subscribe to specific categories of incidents and receive 
an email at the beginning of each day, which provides details about the incidents that were open 
during any part of the past 24 hours. A future enhancement would retrieve employees’ 
subscription preferences and incorporate these into the team’s application. 
7.2. Monthly Information Summary 
A Monthly Information Summary would include a month-to-date number of incidents for 
each application and department. This would provide a centralized location for incident and 
metrics trending analysis.  
7.3. Recent History 
The application only includes incidents that are currently open. It would be beneficial if 
incidents that were open within the past 24 hours were also included so that if an incident 
occurred and was fixed over night, the appropriate employees would be aware of it. 
7.4. Push Notifications 
When an incident occurs and/or is updated, a push notification would be sent to 
employees with a corresponding subscription election. This would make the notification of 
incidents happen in real-time. 
7.5. Grouping Screen 
A grouping screen would improve the functionality of the application by allowing 
employees to choose which department or application they want to see incidents for. This would 
also allow employees to see the number of current incidents affecting each Barclays’ application 
and department. 
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7.6. Data Filter and Sorter 
A data filter would allow users to view only the incidents that are of interest to them 
while a sorter would allow the user to view all of the incidents sorted based on specific 
characteristics. 
7.6.1. Location Based Filter 
To further improve the filter, the application could make use of the mobile device’s 
location services and filter or sort the incidents based on the user’s location. For instance, if an 
employee is located in London, England, the application would show incidents in London before 
incidents in Singapore or the United States. 
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