Abstract-We present a new approach to the matching of 2D shapes using XML language and dynamic programming. Given a 2D shape, we extract its contour and which is represented by set of points. The contour is divided into curves using corner detection. After, each curve is described by local and global features; these features are coded in a string of symbols and stored in a XML file. Finally, using the dynamic programming, we find the optimal alignment between sequences of symbols. Results are presented and compared with existing methods using MATLAB for KIMIA-25 database and MPEG7 databases.
I. INTRODUCTION
Matching 2D shapes and measuring the similarity between shapes are important problems in Computer vision.
A large body of research has been devoted to shape matching, comparison and recognition. The most commonly used shape representation primitives are curves, point sets, and medial axes.
Many traditional curve matching approaches [1] , [2] , [3] use local invariant features (e.g., curvature) as descriptors.
Shapes have several properties that can be used for recognition and categorization, like shape, color, texture and brightness. Biederman [4] suggested that edge-based representations mediate object recognition. In his approach, color and texture of surfaces are used to define edges which are then used for recognition.
The goal of our work is to develop a descriptor based on the local and global information of the shape. These information are coded in string of symbols, these are compared using the Dynamic Programming approach. In [5, 6] dynamic programming is used to minimize a cost function that accounts for displacement of a contour in a pair of images from an image sequence. In [7] a DP approach has been used for shape matching and retrieval. The basic idea behind this approach is to represent each shape by a sequence of convex and concave segments using the inflection points extracted from the curvature and to allow the matching of merged sequences of small segments in a shape with larger segments in the other shape.
This paper looks into developing a shape descriptor for a contour of any shape and transforms it into string of symbols; which will be stored in an XML file. For each shape there is an XML file that corresponds to the features of the shape. Man Hing [8] uses this technique to extract the features information of the shape and represent this information in an XML format, this proposed system will use the XML (standard language) for querying different image databases.
Our approach aims to develop a simple and fast method of shape matching based on the transformation semantic data of the shape into XML format and compute the similarity between XML Files using Dynamic programming.
II. PROPOSED METHOD
Our approach to shape recognition is based on several steps summarized in Fig 1. The first step is to analyze the contour of the shape to be studied. The contour is retrieved and represented by sets of points. After, the contour is divided into curves by using the technique of detection corner [11] , this technique is detailed in section 2.1. Then each curve is transformed into a string of symbols. The string of symbols of each curve is stored in a XML file (Section 2.2). Finally, we use the technique of dynamic programming for computing the similarity between the set of symbols stored in XML file (Section 2.3). 
A.
Corner detector Corners in images represent critical information in describing object features that are essential for pattern recognition and identification. There are many applications that rely on the successful detection of corners, including motion tracking, object recognition, and stereo matching [9, 10, 11] . As a result, a number of corner detection methods were proposed in the past.
In this paper, we use an algorithm developed by Xiao Chen and Nelson H. C. Yung [12] , it works in two passes and defines a corner in a simple and intuitively appealing way, as a location where a triangle of specified size and opening angle can be inscribed in a curve. The curve has to be generated previously using an edge detector. It is not required to be a closed curve. In the first pass the sequence of points is scanned and candidate corner points are selected. In each curve point p the detector tries to inscribe in the curve a variable triangle (p-, p, p+). The triangle varies between a minimum and a maximum square distance on the curve from p-to p, from p to p+ and the angle α ≤αmax (the value of αmax is defined) between the two lines a and b in Figure 2 . Because the points are kept with their Cartesian coordinates we can easily compute α. Triangles are selected starting from point p outward and the number of admissible triangles is defined. At a neighborhood of points only one of these admissible triangles is selected. The one which has the smallest value for α. A value sharpness is assigned to p.
In the second pass the selection is refined and points that give the strongest response are marked as corners in the curve. This is done by selecting only points which have sharpness greater than that of their neighbors.
B. Symbolic representation and storing XML 1)
Our approach for symbolic representation The contour of the shape is retrieved and normalized to a set of points. This normalized contour used for feature extraction.
Our method uses local and global features to transform shape data into a new structure that supports measuring the similarity between shapes in an efficient manner, using the corner detection, the contour is segmented into a set of primitives (line, convex and concave curves) and described by the features: Ai, li, Dgi, βi, where :
 Ai is the area of the triangle enclosing the chord and the arc between the inflection points Pi and Pi+1, this area is calculated using Heron's formula ( See  Dgi is the Degree of concavity or convexity (Dgi=di/li) is computed as the ratio of the maximum of distances from points on the curve to associated chord and the distance of the chord of (Ci)
 βi is the angle traversed by the tangent to the segment from inflection point Pi to inflection point Pi+1and shows how strongly a section is curved( See Fig. 3 ). Now we will see how to transform the shape into a set of symbols.
The area Ai is computed and quantized in three bins (A0, A1, A2) corresponding to a zero, small and large area. The same, for each curve of the contour, the length of the segment [Pi, Pi +1] is computed, this normalized distance li is quantized in three bins (L1, L2, L3) corresponding to a small, medium and large distance of li. Next, the angle βi is computed and quantized in different five bins between [0, π] (B0,B1, B2, B3, B4), B0 for βi=0. Finally, the values Dgi of each curve is computed and quantized in three bins (D0, D1, D2) corresponding to zero, a small and large values of Dgi. Our algorithm converts the contour of the shape into sequences of symbols, for example the Mapping obtained by the algorithm of a curve (a) illustrated in figure 4 is : A2L2B2D2, A2 corresponding to a large area, L2 corresponding to a medium distance of Li, βi is quantized in the bin B2 and D2 corresponding to a large value of Dgi.
2)
Writing in XML data In this paper we propose XML language for describing the features of the shape structured in an order where each contour is associated to one descriptor written in a specific file XML. This technique for converting into XML was already used in our previous work [12] .
To write the shape descriptor, each curve is represented by a set of parameters, these parameters are encoded using XML tags. to construct the XML structure we used the technique of DOM in Matlab. We use the syntax of XML to write our outline of the shape as follows:
The curve is defined by its type and described by the parameters (Ai, Li, Dgi, βi) An iterative process is presented to describe the shape using XML, this process is in the following algorithm:
Algorithm to describe the contour in an XML file:
Our algorithm creates an XML file for each shape, for example the XML descriptor computed for curve (a) illustrated in figure 4 is:
C.
Matching shape
1)
Global matching At this level, we are interested only in global information which characterizes the general aspect of an object. At first, matching is done with comparing the number of different components of the outline shape descriptor.
From the XML descriptor it is easy to extract the following indices: -Number of inflection points in the contour.
-Number of curves: Computed as the number of tag <C>.
-The order of each Curve defined by its number.
-Number of convex curves: computed as the number of type CV.
Number of concave curves: computed as the number type CC.
-Number of right lines: computed as the number of type R.
In some cases both of the contours have the same global descriptor; in this case the global matching is not possible. In this moment we use the XML descriptor for obtaining a list of candidate couples of contours that constitute the input for the next step. Using an XML descriptor reduces the execution time and the research with a large database
2)
Local matching After the outlines are stored in XML files, their similarity can be evaluated by an appropriate comparison of each string of symbols stored in the tags <C>.
All string of symbols stored in the tags <C> are extracted from the XML file of the first shape and then compared to other strings of the other XML file of the second shape.
We use the technique of dynamic programming for a good matching between strings of symbols. The dynamic programming can find the best alignment between two strings with different lengths. When sequences of strings are aligned, sequence alignment scores are computed. The system can find similar sequences by sorting the alignment score. In this paper, we use the algorithm of Levenshtein Edit distance [14] , this technique was modified by adding cost of similarity between the symbols. The edit distance between two strings is given by the minimum number of operations needed to transform one string into the other, where an operation is either an insertion, deletion, or a substitution of a single character. Quantifying the values of Ai, li, βi and Dgi in its symbols.
Storing the symbols in an XML file (F).
End for(i)
Close the file F // Description symbolic of the shape is stored in F End.
<?xml version="1.0" encoding="ISO-8859-1" ?> <SHAPE> <Name>Exemple d'un descripteur XML</Name> <C Number="1"> <TYPE>CV</TYPE> <A>A2</A> <l>L2</l> <beta>B2</beta> <Dg>D2</Dg> </C> </SHAPE> This is a dynamic programming algorithm in Matlab language:
The first step for DP algorithm is to create a matrix with M+ 1 columns and N+ 1 rows where M and N correspond to the size of the sequences to be compared. This DP algorithm has been modified to take into account the differences resulting from the quantification of areas, distances and angles. A smaller weight or penalty (with a value lower than one) for the substitution of two adjacent symbols was introduced; for example the distance between A1 and A2 was taken to be equal to 0.5 and A1 and A3 equal to 1, and similarly the distance between B1 and B2 or L1 and L2 or D1 and D2 was taken to be equal to 0.5. The compute starting in the upper left hand corner in the matrix and finding the minimal score for each position in the matrix. The minimal score is calculated using the formula (2). Therefore, the algorithm helps the system avoid computing an exponentially large number of comparisons. When sequences of strings are aligned, sequence alignment scores are computed.
String sequences are matched well for lower alignment scores.
The system can find sequences that are similar to an query key sequence and the minimum score is selected.
Consider the sequence of the shape (a) presented in figure 4 being a query key sequence and comparing it with sequences of the two shapes (b) and (c) respectively:
The score matrix for two cases is as follows: After filling the score matrix, the minimum alignment score for the sequence (a) with sequence (b) is 1 and the minimum alignment score for the sequence (a) with sequence (c) is 2, so the shape (a) is matches more with shape (b) .
III. EXPERIMENTS
The method has been tested on a set of MPEG-7 and KIMIA-25 shapes illustrated by Fig.6 . For each shape, contours of objects have been extracted. After that, we determine for each contour, the inflection points using corner detection. In Fig.7 we illustrate an example of dividing the contour of the shape into a set of primitives (convex or concave curves or lines) (a) (b) The system creates an XML file for each shape and each shape is indexed by its xml file.
We took the XML file for some shapes and were used them as reference XML files for experimentation; the number of reference XML files is defined as K. The percentage of matches between the reference XML and other files is obtained, and we computed the percentage of matching for different databases and different values of K.
The number of iteration used in this paper is 10 and the different values of the parameter K can be toke range in (3, 7, 15, 20, 50) .
Results are presented as a percentage. The graph in figure 8 shows the score of matching for different values of K in two databases MPEG-7 and KIMIA-25. The best match is achieved for k = 20 (98.7% for KIMIA-25) and (98.9% for MPEG-7).
These results are compared with some old methods and techniques in MPEG-7. Our algorithm was compared with some old methods and our result is advanced with a little percentage compared to other solutions (Fig.9) .
IV. CONCLUSION
We have presented a new technique for shape matching. A key characteristic of our approach is the transformation of the shape features into XML file and then compare these XML files using dynamic programming. After different kinds of experimentation on MPEG -7 and KIMIA-25 Shape database, the proposed method has given interesting results over the existing methods.
