Abstract: Radio Frequency Identification (RFID) technology is one of the most promising technologies in the IoT (The Internet of Things) era. Many RFID systems have been used in supermarkets or warehouses. There are two challenges for RFID anti-collision algorithms. The first challenge is accurately estimating the number of tags; the other is improving the efficiency of RFID systems. This paper proposes an optimal tag estimation method in which tags respond to the reader in assigned time slots instead of responding randomly. In order to improve the performance of the RFID system, a 4-ary query tree Additive Link On-line HAwaii (ALOHA) protocol is presented that combines the merits of query tree algorithm and frame slotted ALOHA, and avoids their weaknesses. Simulation results show that the proposed algorithm has a higher tag identification efficiency compared to other dynamic frame slotted ALOHA algorithms, and it can overcome the tag starvation phenomenon, because it traces each tag until all of them are identified successfully.
Introduction
Many large-sized chain supermarkets, such as Wal-Mart and Metro AG invest in innovative technology to improve the shopping experience for consumers. Supermarket smart payment systems (SSPS) based on Radio Frequency Identification (RFID) technology is an outstanding substitute for traditional payment patterns. With the development of low-cost RFID tags [1] [2] [3] , the bar code will soon be eliminated [4] . RFID technology enables objects to be distinguished from a long distance [5] , and furthermore, passive RFID tags which collect energy from the RFID reader offer several advantages such as battery-less operation, wireless communication, high flexibility, low cost, and fast deployment [6] . Because there is only one communication channel between RFID reader and RFID tags, collision is a familiar problem in RFID systems, easily resulting in missing information and inefficient use of resources-particularly hardware resources [7] .
Anti-collision is essential for an RFID system. According to the difference of channel classification method, tag anti-collision algorithms can be divided into four types: Frequency Division Multiple Access (FDMA), Code Division Multiple Access (CDMA), Space Division Multiple Access (SDMA), and Time Division Multiple Access (TDMA). Most RFID anti-collision algorithms in previous works have adopted TDMA. Among them, Additive Link On-line HAwaii (ALOHA)-based algorithms and tree-based algorithms are more popular. A slotted ALOHA algorithm can decrease the probability of collision compared to a pure ALOHA algorithm [8] . In dynamic frame-slotted ALOHA (DFSA) [9] [10] [11] , the length of the frame dynamically changes with the number of unidentified tags. In frame slotted ALOHA protocols, when the length of the frame is equal to the number of tags, the maximum system efficiency is attained, which is about 36.8% [7, 12] . Tags select time slots to send their data packages
An Optimal Tag Estimation Method
When we estimate the number of unidentified tags, we should calculate optimal frame size that will maximize system efficiency. The frame size greatly influences the system efficiency. If the frame size is too large, plenty of idle time slots will occur; if the frame size is too small, there will be many collided time slots. In existing frame slotted algorithms, tags select time slots of a frame to send their data packages randomly, which will cause uncertainty in the number of collided time slots and idle time slots.
Schoute presented a method to estimate the number of unrecognized tags in multi-access RFID system in which tags choose time slot i of a frame to transmit their data packets that is Poisson distributed, the estimation of the number of tags (n') which have not been recognized by the reader after the current frame is n' = 2.39C, where C is the number of slots in which collisions arise [9] . Reference [10] proposes a new tag estimation method. Thus, if the number of tags is relatively small, it works well; however, if the number becomes large, it begins to show poor performance. Now, we will introduce a tag estimation method based on more reasonable probability analysis.
Description of Tag Estimation Method
Given the number of unread tags is N, the number of time slots in a frame (the length of a frame) is L and p bit serial binary digits (named as assignment bits) in tag ID are used by each tag to select assigned time slot in a frame (as shown in Figure 1 ). The frame length is decided by the number of assignment bits, the relationship between p and L is:
When there are m tags responding in a time slot simultaneously, it means that their p assignment bits of tag ID are same. The probability can be defined as:
If there are m of all tags responding in a certain timeslot, the probability can be defined as:
If there is only one tag responding in a certain slot of frame (m = 1), the probability is:
where C X Y is a binomial expression. S is the number of time slots in each one of which only one tag transmits its data packet successfully; E denotes the number of time slots in each one of which no tag transmits its data packet; and C denotes the number of time slots in each one of which more than one tag transmits their data packet.
We define the throughput T as follows:
We can obtain the number of assignment bits (p) that gives the maximum throughput by differentiating Equation (6) .
Log 2 N may not be an integer, hence in order to getting more a reasonable frame length, we command that: p = log 2 N ; when log 2 N − log 2 N < 0.5 log 2 N ; when log 2 N − log 2 N ≥ 0.5
As shown in Figure 1 , when there are collided tags in a frame, all collided tags will respond to the reader in the next frame. If the start bit of assignment bits is fixed, the tags colliding once may collide again, which will result in the tag starvation phenomenon. So, the start bit of p 1 is the start bit of tag ID, and the start bit of p n+1 is next bit of the end bit of p n .
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As shown in Figure 1 , when there are collided tags in a frame, all collided tags will respond to the reader in the next frame. If the start bit of assignment bits is fixed, the tags colliding once may collide again, which will result in the tag starvation phenomenon. So, the start bit of p1 is the start bit of tag ID, and the start bit of pn+1 is next bit of the end bit of pn. 
Example Analysis
We suppose that there are 10 tags A-J. A: 1101010101, B: 1010000011, C: 1011111111, D: 0111011010, E: 0111110001, F: 1001010100, G: 0101011101, H: 1010101100, I: 0111000000, J: 1110001010. We can get the tag identification process as shown in Figure 2 . 
A 4-Ary Query Tree ALOHA Protocol Based on Optimal Tag Estimation

QTA and 4-Ary QTA
Query Tree Algorithms (QTA) have the advantage of easy execution due to their simple structure and operating mode. In QTA protocol, the reader asks the tags whether their IDs contain the same prefix as the query strings q. If the prefix of tag ID is the same as the query strings q, the tag will respond to the reader, but when more than one tag answers, a collision is detected [13] . The reader then attaches bit 0 or 1 to generate the longer prefixes in a queue, and the reader repeats the process until all tags are uniquely identified. In 4-ary QTA, if a collision occurs in a tree node, two bits 00, 01, 10, and 11 are used by the reader to generate the longer prefixes in the queue, and it can decrease the collided cycles compared to 2-ary QTA. Table 1 shows the identification process. We suppose there are four tags in the reader capture range; their tag IDs are 0001, 0011, 1000, and 1101, respectively. In round 1, the collision occurs because more than one tag responds, and in rounds 2, 5, and 7, there are no tags responding to the reader. In rounds 3, 4, 6, and 8, only one tag can be successfully identified. 
A 4-Ary Query Tree ALOHA Protocol Based on Optimal Tag Estimation
QTA and 4-Ary QTA
Description of the Proposed Algorithm
QTA can accurately identify all tags, but in each tree node, only one tag can be identified. ALOHA-based algorithms are more efficient than the tree-based algorithms, but tag starvation phenomena may occur. In this part, we present a 4-ary query tree ALOHA protocol (4QTAP) which combines 4-ary QTA with the dynamic frame slotted ALOHA. Firstly, the proposed algorithm is based on a 4-ary tree structure. Secondly, all the tree nodes adopt dynamic frame slotted ALOHA, and the tag estimation method presented in Section 3 is adopted in each node. Thirdly, if the tag IDs are known, the identification process can be predicted accurately, all tags can be identified efficiently.
In 4QTAP, the 4-ary tree is composed of the initial node and the leaf nodes, and they are frames consisting of some time slots. Each leaf node in the query tree corresponds to each the prefix in the queue, and the status of each node can be classified as follows.
• Empty node (E n ): There is no tag responding to the reader's query, resulting in a waste of the time slot.
• Success node (S n ): All response tags are successfully identified by the reader, and there are no collided tags in S n . The success node does not have branch nodes in the query tree, and the corresponding prefix will not generate new prefixes in the queue.
•
Collision node (C n ): The collision occurs as multiple tags respond to the reader's query simultaneously. The collided tags in C n will be recognized in its branch nodes, and the reader will attach two binary bits 00, 01, 10, 11 to the corresponding prefix to generate the longer prefixes in queue.
Before the initial node works, the query string is null, so the procedure of the initial node is identical to the example presented in Section 3; each tag needs p initial serial binary digits to assign a response time slot, and the number of time slots in initial node is L initial = 2 p initial . If the initial node is S n , it means that all tags have been successfully identified by the reader, and the process of identification is over. If the initial node is C n , two bits 00, 01, 10, and 11 are added to queue as the longer query bits. We suppose the number of collided tags is C initial , the number of unread tags in each branch node of initial node is C initial/4 on average. The number of unread tags in each branch node of the initial node is expressed as notation R xx , where xx is two serial binary digits on behalf of four branch nodes. Each collided tag in the initial node needs p xx serial binary digits of tag ID to assign a response time slot, and the p xx assignment bits are adjacent to the p initial assignment bits in tag ID. The reader sends the query bits and assignment bits p xx to all unread tags; if the prefix of a tag matches the query bits, it selects a branch node and a response time slot, then transmits its ID to the reader.
We suppose that a leaf node is determined by the query bits q 1 q 2 . . . q x q x+1 q x+2 q x+3 , the number of unread tags in this node is R q 1 q 2 ...q x q x+1 q x+2 q x+3 , it is equal to (1/4) C q 1 q 2 ...q x q x+1 based on the probability (where C q 1 q 2 ...q x q x+1 is the number of collided tags in tree node q 1 q 2 . . . q x q x+1 ). Each tag needs p q 1 q 2 ...q x q x+1 q x+2 q x+3 assignment bits to select a response time slot. The reader sends the query bits q 1 q 2 . . . q x q x+1 q x+2 q x+3 and assignment bits p q 1 q 2 ...q x q x+1 q x+2 q x+3 to all unread tags; eligible tags will respond to the reader.
The assignment bits p are set from the beginning of tag ID like Figure 1 . Some collided tags in a tree node may have the same prefixes, which generates a tag starvation phenomenon. In order to avoid this phenomenon, the assignment bits should be set from the end of tag ID (as shown in Figure 3 ), and they should keep away from the prefixes of tags. The tag ID is composed of a series of binary bits r 1 r 2 r 3 r 4 . . . r b , where b is the number of bits in tag ID. When the query bits from the reader is q 1 q 2 . . . q x , the prefix of a tag is r 1 r 2 . . . r x , where 1 ≤ x ≤ b. 
Flowchart of 4QTAP
The reader's query and the tag's response of 4QTAP is an iterative processes as shown in Figures 4 and 5 . In order to implement 4QTAP, the necessary notations are listed as follows.
 Qb: The shorthand notation of query bits. It is a serial binary bits 1 2 x , where qx is 0 or 1, and 1 ≤ x ≤ b, b is the number of bits in the tag ID. Every Qb determines a leaf node in the 4-ary tree, and Qb has two statuses-in initial node of 4-ary tree, Qb is null; in leaf nodes of 4-ary tree, Qb is valid.  p: The assignment bits of a tag; a tag can select a time slot according to p. In the initial node, it is expressed as pinitial; In leaf nodes of the 4-ary tree, it is expressed as pQb. The reader can calculate p based on Equation (11).  Queue: The storage space in the reader, where all the Qbs are stored. If a Qb is used, it will be deleted from the Queue. If a node is Cn, four longer query bits Qb00, Qb01, Qb10, and Qb11 will be added to the Queue, and the reader will broadcast the longer Qbs to the unread tags in the subsequent process. The status of each tag can be divided into four types: 
• Qb: The shorthand notation of query bits. It is a serial binary bits q 1 q 2 . . . q x , where q x is 0 or 1, and 1 ≤ x ≤ b, b is the number of bits in the tag ID. Every Qb determines a leaf node in the 4-ary tree, and Qb has two statuses-in initial node of 4-ary tree, Qb is null; in leaf nodes of 4-ary tree, Qb is valid.
The assignment bits of a tag; a tag can select a time slot according to p. In the initial node, it is expressed as p initial ; In leaf nodes of the 4-ary tree, it is expressed as p Qb . The reader can calculate p based on Equation (11).
• Queue: The storage space in the reader, where all the Qbs are stored. If a Qb is used, it will be deleted from the Queue. If a node is C n , four longer query bits Qb00, Qb01, Qb10, and Qb11 will be added to the Queue, and the reader will broadcast the longer Qbs to the unread tags in the subsequent process. 
 Qb: The shorthand notation of query bits. It is a serial binary bits 1 2 x , where qx is 0 or 1, and 1 ≤ x ≤ b, b is the number of bits in the tag ID. Every Qb determines a leaf node in the 4-ary tree, and Qb has two statuses-in initial node of 4-ary tree, Qb is null; in leaf nodes of 4-ary tree, Qb is valid.  p: The assignment bits of a tag; a tag can select a time slot according to p. In the initial node, it is expressed as pinitial; In leaf nodes of the 4-ary tree, it is expressed as pQb. The reader can calculate p based on Equation (11).  Queue: The storage space in the reader, where all the Qbs are stored. If a Qb is used, it will be deleted from the Queue. If a node is Cn, four longer query bits Qb00, Qb01, Qb10, and Qb11 will be added to the Queue, and the reader will broadcast the longer Qbs to the unread tags in the subsequent process.  Lookup table: In the process of identification, a lookup table is used to store all the assignment bits pQb. The status of each tag can be divided into four types:  Waiting status: Tags wait to receive the reader's query package {Qb, pQb}.  Activated status: If the prefix of a tag matches the query bits (Qb), the tag is activated, and it select an assigned time slot to send its ID to the reader.  Success status: There is only one tag responding in a time slot, the tag is identified successfully.  Collision status: More than one tag responds in a time slot, a collision occurs, and all collided tags in this time slot are not identified by the reader. 
Example Analysis
We suppose that there are 10 tags A-J. A: 1101010101, B: 1010000011, C: 1011111111, D: 0111011010, E: 0111110001, F: 1001010100, G: 0101011101, H: 1010101100, I: 0111000000, J: 1110001010. We can get the tag identification process as shown in Figure 6 . 
Simulation Results and Discussion
We evaluate the performances of 4QTAP and other former ALOHA-based algorithms by matlab simulation. The total time to identify all tags is equal to the total number of time slots multiplied by the slot time, which is an important evaluation factor for RFID anti-collision algorithms. Since the slot time is constant, we only take the total number of time slots into consideration. The smaller the total number of time slots, the better the performance of the algorithm. The system efficiency (throughput) is defined as the ratio of the slots filled with one tag to the number of all time slots, which is another The status of each tag can be divided into four types:
•
Waiting status: Tags wait to receive the reader's query package {Qb, p Qb }.
Activated status: If the prefix of a tag matches the query bits (Qb), the tag is activated, and it select an assigned time slot to send its ID to the reader.
Success status: There is only one tag responding in a time slot, the tag is identified successfully.
Collision status: More than one tag responds in a time slot, a collision occurs, and all collided tags in this time slot are not identified by the reader.
Example Analysis
Simulation Results and Discussion
We evaluate the performances of 4QTAP and other former ALOHA-based algorithms by matlab simulation. The total time to identify all tags is equal to the total number of time slots multiplied by the slot time, which is an important evaluation factor for RFID anti-collision algorithms. Since the slot time is constant, we only take the total number of time slots into consideration. The smaller the total number of time slots, the better the performance of the algorithm. The system efficiency (throughput) is defined as the ratio of the slots filled with one tag to the number of all time slots, which is another 
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We compare 4QTAP with the Schoute DFSA algorithm [9] , EDFSA [10] , Query Tree Split (QTS) ALOHA protocol [19] , and Q algorithm [20] . The basic ideas of these algorithms are described as follows:
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Conclusions
This paper presents a novel RFID anti-collision algorithm. When an RFID system identifies multiple tags, tag collision will happen. A 4-ary query tree ALOHA protocol with optimal tag estimation method is proposed, demonstrated, and discussed. In order to break through the constraint of traditional frame slotted ALOHA protocols, we design an optimal tag estimation method. The frame length changes with the number of tags, and each tag selects an assigned time slot to respond to the reader according to the assignment bits p. Simulation results indicate that the tag estimation method is more efficient. ALOHA-based algorithms have the tag starvation phenomenon. We combined a 4-ary query tree algorithm with the dynamical frame slotted ALOHA. Collision tags in a frame (node) will be identified in the branch nodes. The simulation results show that the whole performances of 4QTAP is better than the performances of current ALOHA-based algorithms. 
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