, for his outstanding contributions in Design Theory and related topics. Abstract Three algorithms looking for pretty large partial Hadamard matrices are described. Here "large" means that hopefully about a third of a Hadamard matrix (which is the best asymptotic result known so far, [8] ) is achieved. The first one performs some kind of local exhaustive search, and consequently is expensive from the time consuming point of view. The second one comes from the adaptation of the best genetic algorithm known so far searching for cliques in a graph, due to Singh and Gupta [21] . The last one consists in another heuristic search, which prioritizes the required processing time better than the final size of the partial Hadamard matrix to be obtained. In all cases, the key idea is characterizing the adjacency properties of vertices in a particular subgraph G t of Ito's Hadamard Graph ∆(4t) [18] , since cliques of order m in G t can be seen as (m + 3) × 4t partial Hadamard matrices.
Introduction
Hadamard matrices consist in {1, −1}-square matrices whose rows are pairwise orthogonal. This nice property makes Hadamard matrices being objects for multiple applications (see [13] and [14] for instance).
It may be straightforwardly checked that such a matrix must be of size 1, 2 or a multiple of 4. The Hadamard Conjecture claims that a matrix of this type exists for every size multiple of 4. Many attempts have been devoted to prove this conjecture (both from a constructive way [14] and also from a theoretical point of view in terms of asymptotic results of existence [9, 11] ), but it remains unsolved so far.
From the practical point of view, taking into account possible applications, sometimes there is no need to consider a full Hadamard matrix. In fact, it suffices to meet a large amount of pairwise orthogonal rows [2] . This has originated the interest in constructing partial Hadamard matrices P H, that is, m × n (1, −1)-matrices P H satisfying P H · P H T = nI m , for m ≤ n. We call m the depth of P H.
From the orthogonality law, it is readily checked that the number n of columns must be 1, 2 or a multiple of 4.
Notice that a partial Hadamard matrix does not need to be a submatrix of a proper Hadamard matrix (for instance, cliques listed in Table 3 for 7 ≤ t ≤ 10 are maximal but not maximum; in the sense that although no larger cliques exist containing them, there exist larger cliques, for example, those related to full Hadamard matrices).
Although partial Hadamard matrices are as useful as Hadamard matrices themselves with regards to practical purposes, unfortunately it seems that their explicit construction is equally hard as well.
De Launey proved in [8] that partial Hadamard matrices of size about a third of a 4t × 4t Hadamard matrix exist for large t. The proof gives a polynomial time algorithm in t for constructing such a matrix. Furthermore, De Launey and Gordon proved in [10] that about a half of a Hadamard matrix 4t × 4t exists for large t, assuming that the Riemann hypothesis is true. The idea is decomposing 2t − i as the sum of i odd prime numbers p i , 2 ≤ i ≤ 3, so that the juxtaposition of the corresponding Paley conference matrices provides a partial Hadamard matrix of depth 2 min{p i }+2. Unfortunately, none of these methods can provide a partial Hadamard matrix of depth greater than half of a full Hadamard matrix.
In this paper, we present three new algorithms for constructing partial Hadamard matrices of size m × 4t. The first one performs some kind of local exhaustive search, and consequently is expensive from the time consuming point of view. The second one comes from the adaptation of the best genetic algorithm known so far searching for cliques in a graph, due to Singh and Gupta [21] . The third one consists in another heuristic search, which prioritizes the required processing time better than the final size of the partial Hadamard matrix obtained so far. The idea is looking for large cliques (i.e. subgraphs whose vertices are pairwise adjacent) in a subgraph G t of Ito's Hadamard Graph ∆(4t) [18] .
Although the results showed in [8] and [10] are impressive and meaningfully better than any obtained from the algorithms described in this paper, it is a remarkable fact that our algorithms may provide partial Hadamard matrices of depth greater than half of a full Hadamard matrix. Furthermore, it is possible (and desirable) to run our algorithms taking as input data partial Hadamard matrices obtained by the procedures in [8, 10] , so that deeper partial Hadamard matrices are constructed (see Table 4 .2).
The paper is organized as follows. The graph G t and its properties are described in Section 2. Section 3 is devoted to the description of the local exhaustive algorithm looking for cliques in G t . In Section 4, the two heuristics searching for cliques in G t are described. Last section is devoted to conclusions.
The graph G t
In what follows, for clarity in the exposition, we will simply use + and − instead of 1 and −1.
Hadamard Graphs were introduced by Ito in [18] . Originally they referred to the graph ∆(4t) whose vertices are the (1, −1)-vectors of length 4t consisting of an even number of 1s. The adjacency relation consists in orthogonality.
We call Hadamard graph to the subgraph G t of ∆(4t) induced by the (1, −1)-vectors simultaneously orthogonal to the three first rows of a normalized Hadamard matrix,
These orthogonality conditions straightforwardly characterize the form of the vertices in G t .
Lemma 1
The vertices of G t consist of (1, −1)-vectors of length 4t where the 2t negative entries are distributed following this pattern,
so that exactly k, t − k, t − k and k negative entries occur among every t positions, for some 0 ≤ k ≤ t.
We may then classify the set of vertices in G t attending to the number k of negative entries which appear in positions 1 through t. In what follows, a k-vertex in G t refers to a vertex with precisely k negative entries among positions 1 to t.
Lemma 2 In particular, the number of vertices in
The tables below give the number of k-vertices (n.v.) and their degree δ (number of adjacent vertices), for 1 ≤ t ≤ 7 and 0 ≤ k ≤ t. The column total refers to the number of vertices and edges in G t (notice that the number of edges is half the summation of the degree of every vertex). It is evident that for a fixed value of k, every k-vertex has the same degree (since permuting some columns does not affect to the orthogonality relation). It is readily checked that the size of G t grows exponentially on t. Since cliques of size m in G t translate to partial Hadamard matrices (m + 3) × 4t, we would like to search for large cliques in G t . Since the largest clique in ∆(4t) is at most of size 4t (see [17] for details), the largest clique in G t is at most of size 4t − 3. Cliques meeting the upper bound would correspond to full Hadamard matrices.
Example 1 For instance, consider the graph G 2 , obtained from t = 2. The picture below shows a clique of size 5, so that adding the three normalized rows we obtain a full Hadamard matrix of size 8 × 8. A maximum clique is a clique with the maximum cardinality (which is called the maximum clique number). This notion is different from that of maximal clique, which refers to a clique which is not a proper subset of any other clique. Thus maximal cliques need not be maximum ones (as we had already noticed in the introduction), though the converse is always true.
Given a graph, the maximum clique problem (MCP) is to find a maximum clique, and it is NP-complete [6] . Unfortunately, there is no polynomial-time algorithm for approximating the maximum clique within a factor of n 1−ǫ unless P=NP [12] , where n is the number of the vertices of the graph. Moreover, there is no polynomial-time algorithm approximating the clique number within a factor of n (log n) 1−ǫ unless NP=ZPP [19] . Anyway, our purpose here is to design an algorithm for constructing sufficiently large cliques in G t , at least of depth greater than a third of a full Hadamard matrix. To this end, we need to study the properties of G t in a more detailed way.
In what follows, for brevity, we will adopt the additive notation for representing Hadamard matrices, so that the 1s turn to 0s and the −1s turn to 1s.
This way, k-vectors in G t are now described as (0, 1)-vectors of length 4t consisting of precisely 2t ones (and hence 2t zeros), which are distributed in the following way: there are exactly k ones in positions 1 through t, other t − k ones in positions t+ 1 through 2t, another t− k ones in positions 2t+ 1 through 3t, the last k ones being located in positions 3t + 1 through 4t.
Each of these k-vectors may be straightforwardly codified as an integer, assuming that the k-vector is the binary representation of a decimal number. Therefore cliques are codified as lists of integers, each of them being the deci-mal representation of a binary number consisting of 2t ones and length less or equal to 4t.
Proof This is a straightforward consequence of the fact that the negation of a row does not affect to the set of its orthogonal vectors.
That being so, the full set of vertices adjacent to a given k-vertex v may be obtained by calculating those s-vectors w orthogonal to v, for 0 ≤ s ≤ ⌊ t 2 ⌋, and then adding their complements. Notice that with the additive notation at hand, a k-vector v and a s-vector w are orthogonal if and only if they share exactly 2t bits.
We now describe a procedure for determining a set δ v of generators for the adjacency list related to a fixed k-vector v, that is, generating those s-vectors w orthogonal to v.
In order to compute the total amount of coincidences between v and w, one may split the vectors by quarters, and count the amount i of 1-bits (for the first and last quarters) and 0-bits (for the second and third quarters) that these vectors share in each of these basic quarters.
Lemma 4 At the first and fourth (resp., the second and third) quarters the number i of coincidences in 1s (resp, in 0s) runs in the range [max(0, s + k − t), min(k, s)]. Actually, assuming the conditions in Lemma 3, i ∈ [0, min(k, s)].
Lemma 5 At each quarter, the number α i of total coincidences (both in 1s and 0s) satisfies α i = t− s− k + 2i, and runs in the range [|t− k − s|, t− |s− k|]. Actually, assuming the conditions in Lemma 3,
Proof Assume that at a given quarter the vectors v and w share exactly i 1-bits. Then w has k − i 0-bits in those positions where the remaining 1-bits of v are located. Analogously, v has s − i 0-bits in those positions where the remaining 1-bits of w are located. Thus v and w share exactly t − i − (k − i) − (s − i) = t − k − s + i 0-bits. Since v and w share i 1-bits and t − k − s + i 0-bits, the total number of coincidences is α i = t − k − s + 2i.
Let denote n = min(k, s). In the conditions above, the set of total coincidences is given by t − s − k = α 0 < . . . < α n = t − |s − k|. We may now describe the set of s-vectors adjacent to a given k-vector.
Proposition 1
The set of vectors orthogonal to a given k-vector corresponds to the full set of distributions of vectors satisfying tuples of total coincidences
Proposition 2 The set of tuples (α i1 , α i2 , α i3 , α i4 ) which give rise to orthogonal s-vectors are characterized as the solutions of the following system of diophantine equations
Here, n = min(k, s) and x i indicates how many coincidences of the type α i must occur among the four quarters.
We now give a constructive way to solve the system above.
Proposition 3 There exists a solution for the system (1) iff 4α 0 ≤ 2t ≤ 4α n .
Proof From Corollary 1, we know that the difference between two consecutive α ij is 2.
Since 4α 0 , 2t and 4α n are even and taking into account Corollary 1, we conclude that every even number in the range [4α 0 , 4α n ] may be (not uniquely, in general) written as a combination
The condition above may be straightforwardly generalized for the case of solutions related to tuples of the type (
Corollary 2 Fixed t and 0 ≤ k, s ≤ ⌊ t 2 ⌋, the set sol of solutions to the system (1) may be constructed in the following way:
Given a tuple (α i1 , α i2 , α i3 , α i4 ) solution to (1), construct the four matrices N k whose rows are those vectors satisfying α i k total coincidences with the corresponding quarter of v. By construction, the juxtaposition of any of the rows of these matrices gives a vector orthogonal to v. Proposition 4 A set δ v of generators for the adjacency list of v may be straightforwardly constructed in terms of matrices of the type above.
In spite of the fact that the size (both in edges and vertices) of G t grows exponentially in t, the procedure described in Proposition 4 is a cheaper way (in terms of both time and space) of saving this information.
We will illustrate now how the proposition above works by means of an example. In order to simplify the reading, in what follows we will use a vertical line | to separate the different quarters of a k-vector.
Example 2 Let us consider the case t = 5, k = 2 and v = 684646 (its binary representation gives the 2-vector v = (10100|11100|10011|00110)). We are going to calculate the full set of s-vectors orthogonal to v, for 0 ≤ s ≤ 2 = ⌊ 5 2 ⌋ (recall that the remaining orthogonal vectors are obtained by simply interchanging the 0-bits and 1-bits, since they are the negation of the vectors just calculated).
From Lemma 4, we know that there is just one value for the number i of coincidences in 1-bits, namely i = 0. Consequently, there is just one value α i , namely α 0 = 3. Since 4α 0 = 12 = 10 = 2 · 5, the system (1) has no solutions, so there is no 0-vector orthogonal to v. This was evident from the very beginning, since there is only one 0-vector, w = 32736 (i.e. w = (00000|11111|11111|00000)), and it is not orthogonal to v. 2. Case s = 1.
From Lemma 4, we know that i ∈ {0, 1}, and hence α i ∈ {2, 4}. The set of different ways in which four α i may be orderless chosen to sum 10 is described by the system (1),
Since 4α 0 = 8 ≤ 10 ≤ 4α 1 = 16, there exist solutions for the system. In fact, there is just one solution, (x 0 , x 1 ) = (3, 1), which corresponds to the following distribution of total coincidences (up to reordering): (2, 2, 2, 4). In order to explicitly construct those 1-vectors w meeting the distribution (2, 2, 2, 4), we have to find those 1-vectors with 0 coincidences with v in 1-bits in the first quarter, 0 coincidences in 0-bits in the second and third quarters, and 1 coincidence in 1-bits in the fourth quarter. In conclusion, the set of 1-vectors meeting the distribution of total coincidences (2, 2, 2, 4) is generated by the juxtaposition of any of the rows of the following matrices From Lemma 4, we know that i ∈ {0, 1, 2}, and hence α i ∈ {1, 3, 5}. The set of different ways in which four α i may be orderless chosen to sum 10 is described by the system (1),
Since 4α 0 = 4 ≤ 10 ≤ 4α 2 = 20, there exist solutions for the system. In fact, there are just two solutions, (x 0 , x 1 , x 2 ) ∈ {(2, 1, 1), (1, 3, 0)}, which correspond to the following distribution of total coincidences (up to reordering): (1, 1, 3, 5) and (1, 3, 3, 3) . In order to explicitly construct those 2-vectors w meeting the distribution 
We have just described a procedure for determining a set δ v of generators for the adjacency list related to a fixed k-vector v, 0 ≤ k ≤ ⌊ t 2 ⌋. In spite of the fact that the size (both in edges and vertices) of G t grows exponentially in t, this is a cheaper way (in terms of both time and space) of saving this information.
Once we know how the adjacency relation in G t looks like, we are in conditions to describe an algorithm looking for cliques in G t .
Local exhaustive search
From the results described in the precedent Section, one may straightforwardly design an algorithm searching for a maximal (probably not maximum) clique in G t . Starting from a clique C initially consisting of a random vertex v in G t , it suffices to repeatedly add a new vertex w to C, randomly chosen among those vertices simultaneously orthogonal to the vertices already in C. This is somehow a local exhaustive search. Exhaustive, in the sense that repeatedly the full set of vertices simultaneously orthogonal to the nodes of a given clique is constructed. Local, in the sense that just one vertex among the full set of candidates is actually used.
We next include a pseudo-code for this algorithm.
Algorithm 1 Searching for cliques in G t .
Input: an integer t Output: a maximal clique in G t
Improved versions of the algorithm might be implemented, depending on a deeper knowledge of how orthogonality on k-vertices works.
We now include some execution tables. All the calculations of this section have been worked out in Mathematica 4.0, running on a Pentium IV 2.400 Mhz DIMM DDR266 512 MB.
The table below shows, for every 2 ≤ t ≤ 10, the number of essays which have been executed looking for cliques in G t , the average time required in these calculations, the average size of these cliques, the largest size found so far, the time required in this calculation and one instance among the largest cliques already found. As the table below shows, it is remarkable that the sizes of the largest cliques found so far are greater than ⌊ 4t 3 ⌋ − 3 (a third of a full Hadamard matrix of size 4t) and even 2t − 3 (a half of a full Hadamard matrix of size 4t), which are the best asymptotic bounds on the depth of partial Hadamard matrices known so far. ⌋ − 3 −1 1 2 3 5 6 7 9 10 2t − 3 1 3 5 7 9 11 13 15 17 Lar.S. 5 9 13 17 21 17 15 16 16 Although our procedure gives large partial Hadamard matrices (of depth greater than half of a full Hadamard matrix), it is very expensive both in space and time.
It would be desirable to find a way to design a procedure running significantly faster and which nevertheless leads to large partial Hadamard matrices as well. We describe such an algorithm in the following section.
Heuristic searches
In this section we describe two heuristics for searching for cliques in G t .
The first of them is a straightforward adaptation of the best (as far as we know) genetic algorithm for solving the maximum clique problem (MCP). Since it is very expensive in time, we then describe a second heuristic, which is much faster, in exchange of precision (in the sense that not sufficiently large cliques are obtained).
Nevertheless, it is a remarkable fact that this last procedure admits as input data a clique already constructed. Consequently, one could eventually obtain a larger clique. Experimental results suggest that this actually happens more times than one could initially think (see Table 4 .2). In fact, it seems to be a good idea to combine this fast search with other more precise procedures.
Classical GAs for MCP
As we commented before, finding the maximum clique of a graph is a NPHard problem, and consequently all known exact algorithms for this problem will run in time that grows exponentially with the number of vertices in the graph. This makes these algorithms infeasible even in case of moderately large problem instances. Therefore most of the efforts to solve the maximum clique problem are based on heuristic approaches.
In [21] a heuristic based steady-state genetic algorithm for the maximum clique problem is described. The steady-state genetic algorithm generates cliques, which are then extended into maximal cliques by the heuristic. After comparison with the three best evolutionary approaches for the maximum clique problem, they find out that their algorithm outperforms all the three evolutionary approaches in terms of best and average clique sizes found on majority of DIMACS benchmark instances (which are the canonical family of graphs used to test MCP-algorithms).
The main features of the genetic algorithm in [21] consist in:
-Chromosome representation. A n-length bit vector represent a chromosome (i.e. a clique), so that a value of 1 at the ith position indicates that the vertex i is in the clique. -Crossover. They use fitness based crossover, so that a child is constructed bit by bit, receiving each time the bit from one of its parents, with probability proportional to the fitness of the parents. The vector obtained so far may not be a clique, so a repairing function is needed to transform the child into a clique.
-Repair. First, all 1 bits corresponding to vertices with significantly low degree (in comparison with the provisional fittest individual) are changed to 0. Then, the repairing procedure introduced by Marchiori in [20] is used, so that repeatedly a vertex of the child is selected at random, and either it or all the vertices not adjacent to it are deleted (i.e. the corresponding bits are fixed to 0), until the child becomes a clique. -Mutation. Mutation consists in simple bit flip mutation, where each bit in the chromosome is flipped with a pre-fixed probability p m . Once again, the repairing function is needed to guarantee that a valid chromosome (i.e. a clique) is obtained. -Extension. Once a valid chromosome (i.e. a clique) is constructed, an extension function is applied, in order to extend the given clique to a maximal clique. The idea is repeatedly adding a vertex with highest degree among the set S of vertices simultaneously adjacent to the vertices already in the clique. When the size of the set S is small enough, then the exhaustive search of Carraghan and Pardalos [7] is performed. -Fitness. The fitness of a chromosome is equal to the size of the clique that it represents. -Selection. They use binary tournament selection, where the candidate with better fitness is selected with a pre-fixed probability p b . -Replacement policy. No duplicate chromosomes are permitted in the population. When a new child is constructed, it always replaces the worst member of the population, irrespective of its own fitness.
It seems natural trying to adapt this algorithm to our case. Unfortunately, one cannot afford to explicitly construct the adjacency lists of G t , for values t > 5, since they grow exponentially in t, as we showed in the section before.
So the extension function described in [21] cannot be applied in the case of the graph G t . Nevertheless, we can use instead the algorithm proposed in the previous section.
Algorithm 2 GA looking for cliques in G t .
Substitute the extension function in [21] by Algorithm 1.
We show now some executions for 2 ≤ t ≤ 9, where the size of the population is fixed to 5 and the maximum number of generations is fixed to 20. We next include explicitly the cliques found so far. For brevity, we give the decimal number representations of the binary 4t-vectors which form each clique. A comparison with the results obtained in the section before, reveals that the genetic algorithm is not as useful as desired.
On one hand, the only improvements are obtained for the values t = 8, 9, and they are not significantly impressive. Moreover, it seems that quality (in terms of the size of the cliques obtained) relays on the extension function rather than in the genetic procedure itself.
On the other hand, each run of the extension function is very time-consuming, so the required time for executing a full run of the genetic algorithm grows drastically. And there is no a dramatic increase in the size of the obtained cliques in return.
It would be desirable to look for a faster way of extending cliques, attending to the particular properties of our graph G t . We tackle with this question in the next section.
A fast heuristic search
In order to get a faster heuristic search, we need to have a deeper look at the adjacency relations between the vertices in G t .
We first translate Proposition 1 (which characterizes the set of s-vectors orthogonal to a given k-vector in terms of distributions of total coincidences (α i1 , α i2 , α i3 , α i4 )), in terms of distributions (i 1 , i 2 , i 3 , i 4 ) of coincidences in 1s (for the first and last quarters) and 0s (for the second and third quarters).
Proposition 5 The set of s-vectors orthogonal to a given k-vector corresponds to the full set of distributions of s-vectors satisfying tuples of coincidences in 1s (first and fourth quarters) and 0s (second and third quarters) (i 1 , i 2 , i 3 , i 4 ) such that i 1 + i 2 + i 3 + i 4 = 2s + 2k − t. Furthermore, this is possible iff 2s + 2k − t ≥ 0.
Proof From Proposition 1, we know that the set of s-vectors orthogonal to a given k-vector is characterized by those distributions of total coincidences (α i1 , α i2 , α i3 , α i4 ) such that α i1 + α i2 + α i3 + α i4 = 2t.
Since α i = t − s − k + 2i from Lemma 5, the relation above comes to be
Now, on one hand, since 0 ≤ i j ≤ min(k, s), the value i 1 + i 2 + i 3 + i 4 runs over the range 0
On the other hand, since 0 ≤ s, k ≤ ⌊ t 2 ⌋, it is clear that 2s + 2k − t ≤ 2 min(k, s).
Thus, provided 2s + 2k − t ≥ 0, this value is in the range valid for i 1 + i 2 + i 3 + i 4 , and therefore there exists a distribution of coincidences in 1s (at first and fourth quarters, i 1 and i 4 respectively) and 0s (at second and third quarters, i 2 and i 3 respectively), such that i 1 + i 2 + i 3 + i 4 = 2s + 2k − t. Proof The upper bound is given in Lemma 3.
On the other hand, from Proposition 5, there exist s-vectors orthogonal to a given k-vector iff 0 ≤ 2s + 2k − t. Consequently, s ≥
Furthermore, we may straightforwardly precise the number of s-vectors orthogonal to a given k-vector, for some fixed
Lemma 6 Fixed a valid distribution (i 1 , i 2 , i 3 , i 4 ), the number of s-vectors orthogonal to a given k-vector is given by the expression: Table 6 Distribution of s-vectors orthogonal to a k-vector. The following tables show the number of s-vectors orthogonal to a given k-vector, for 3 ≤ t ≤ 10, 0 ≤ k ≤ ⌊ t 2 ⌋, and 0 ≤ s ≤ ⌊ t 2 ⌋. In particular, these results suggest that large cliques in G t should consist of k-vectors, for large values of k, close to ⌊ t 2 ⌋. This seems to be so, as the calculations below suggest. For each 3 ≤ t ≤ 9, we choose at random a Hadamard matrix of order 4t from Sloane's online library [22] , say had.12, had16.4, had20.hall.n, had24.pal, had28.pal2, had32.pal, had36.pal2.
We now normalize these matrices, by means of the following algorithm. Notice that since just negation and permutation of columns are used, the Hadamard character of the matrix is preserved.
Algorithm 4 Fast heuristic for extending cliques in
The function buildgrapas tries to construct an s-vector quarter by quarter (in a random ordering), attending to the following aspects:
-Select a number of total coincidences for the quarter, according to the range valid at this step (i.e. such that equation (1) can be satisfied), and with probability proportional to the number of its appearances in the set of solutions described in Corollary 2. -Once the desired number of total coincidences has been fixed, a genetic procedure is performed, for constructing a valid quarter (i.e. such that (1) can be satisfied). This heuristic consists of populations of 4t individuals. If no valid quarter is found after 4t generations, the search ends with a failure. In this case, the last quarter constructed so far is deleted, and the process goes on from this point. This situation is limited to occur at most t times. -This search is performed at most 10 times. If no valid vector is constructed after these 10 attempts, the search stops and a False boolean is returned.
The table below shows, for every 2 ≤ t ≤ 10, the number of essays which have been executed looking for cliques in G t , the average time required in these calculations, the average size of these cliques, the largest size found so far, the time required in this calculation and one instance among the largest cliques already found. Although the size of the cliques obtained so far are smaller than those constructed by the precedent procedures, it is a remarkable fact that this algorithm is substantially faster. In fact, this procedure should be considered as an extension function for cliques better than a procedure itself for constructing cliques starting from the empty graph.
This idea is supported by the calculations showed in the table below, where cliques C of size |C| ≤ 2t in G t constructed by the procedures described in [8, 10] (after normalization by Algorithm 3) are extended to larger cliques C ′ (of size |C ′ | ≥ 2t, more than a half of a full Hadamard matrix!) with Algorithm 4. Notice that for t = 7, the input clique has not been extended to a larger one. We suspect that the input clique is maximal, and therefore a larger clique containing it could not exist.
Conclusions
In this paper we have described three algorithms looking for pretty large partial Hadamard matrices (i.e. about a third of a full Hadamard matrix), in terms of cliques of the Hadamard Graph G t .
The first one (Algorithm 1) performed some kind of local exhaustive search, and consequently is expensive from the time consuming point of view. So we decided to design some heuristic for constructing partial Hadamard matrices.
Our first approach (Algorithm 2) consisted in an adaptation of Singh and Gupta's genetic algorithm for the Maximum Clique Problem. Unfortunately, it did not work properly, since it used Algorithm 1 for extending cliques, and consequently was very expensive in time as well.
Algorithm 4 prioritizes the required processing time better than the final size of the partial Hadamard matrix to be obtained. Experimental results show that this algorithm may output pretty large partial Hadamard matrices (larger than half a full Hadamard matrix!), provided a suitable initial clique is given as input data.
All the algorithms that we have presented here are based on the properties of the Hadamard Graph G t which have been described in Section 2.
It would be an interesting question whether different techniques and methods could be considered for designing alternative algorithms searching for large partial Hadamard matrices. For instance, one could ask about the techniques and methods which have been shown to be useful when manipulating full Hadamard matrices.
Unfortunately, this will not be the case, in general. For instance, consider the case of the cocyclic approach.
More concretely, the cocyclic framework has arised as a promising way to construct (cocyclic) Hadamard matrices [14, 1, 3, 4] . One could ask whether the cocyclic framework is also a good place to look for partial Hadamard matrices. Actually, this is not the case.
Proposition 7
The depth of any partial Hadamard matrix which is a submatrix of a cocyclic matrix M f is at most a half of the size of M f .
Proof Attending to the proof of the cocyclic Hadamard test in [16] (see Lemma 1.4 on p. 281), fixed a multiplicative group G = {g 1 = 1, . . . , g n } and a cocyclic matrix M f = (f (g i , g j )) over G, rows g i = g k in M f are orthogonal if and only if the summation of the row g i g −1 k ( = g 1 ) is zero (and consequently, the summation of the row g k g −1 i as well). If a row g k = g 1 in M f fails to sum zero, then, for each 1 ≤ i ≤ n, the pair of rows {g i , g −1 k g i } (and also {g i , g k g i }) fails to be orthogonal. By partitioning the rows of M f into pairs of the type {g i , g −1 k g i }, it turns out that such a pair contributes at most one row to a partial Hadamard matrix included in M f . Consequently, the depth of any partial Hadamard matrix which is a submatrix of M f is at most n 2 , as claimed.
It would be interesting to think about the way in which k-vertices in G t could be combined in order to get larger cliques.
Nevertheless, it would be also interesting to investigate whether improved versions of the algorithms described in this paper could be designed, attending to other considerations.
