Disseny i implementació d’un videojoc d’acció en 3D by Solés Solés, Pau
   
Treball final de grau 
TÍTOL: DISSENY I IMPLEMENTACIÓ D’UN VIDEOJOC D’ACCIÓ EN 3D 
 
Estudi: Grau en Enginyeria Informàtica 
Document: Memòria 
Alumne: Pau Solés Solés 
Director/Tutor: Gustavo Ariel Patow 





ÍNDEX DE CONTINGUTS 
 
1 INTRODUCCIÓ ......................................................................................................................................................6 
1.1 MOTIVACIÓ .....................................................................................................................................................7 
1.2 PROPÒSITS I OBJECTIUS.....................................................................................................................................7 
1.3 BREU HISTÒRIA DELS FPS .................................................................................................................................7 
1.4 ESTRUCTURA DEL DOCUMENT ...........................................................................................................................8 
2 ESTUDI DE VIABILITAT ........................................................................................................................................9 
2.1 RECURSOS HUMANS .........................................................................................................................................9 
2.2 AVALUACIÓ PRÈVIA DE COSTOS I MITJANS ....................................................................................................... 10 
2.2.1 Estudi de la viabilitat tecnològica  .................................................................................................... 10 
2.2.2 Estudi de la viabilitat econòmica...................................................................................................... 11 
2.2.2.1 Costos de recursos humans ........................................................................................................... 11 
2.2.2.2 Costos de maquinària .................................................................................................................... 11 
3 METODOLOGIA ................................................................................................................................................. 12 
4 PLANIFICACIÓ.................................................................................................................................................... 14 
4.1 PLA DE TREBALL............................................................................................................................................. 14 
4.2 TASQUES PLANIFICADES:................................................................................................................................ 14 
4.2.1 Planificació del joc .............................................................................................................................. 14 
4.2.2 Estudi del motor de videojoc Unty i el llenguatge C# ................................................................... 14 
4.2.3 Estudi de l’API de Unity  ...................................................................................................................... 14 
4.2.4 Disseny dels diferents models  ........................................................................................................... 14 
4.2.5 Implementació de les accions possibles del jugador i d’interacció amb l’entorn  .................... 14 
4.2.6 Disseny i implementació del generador procedural de l’escenari  .............................................. 14 
4.2.7 Disseny i implementació de la Intel·ligència Artificial dels enemics  .......................................... 14 
4.2.8 Aplicació de tècniques d’optimització del renderitzat.................................................................. 14 
4.2.9 Verificació i proves dels algoritmes desenvolupats  ...................................................................... 15 
4.2.10 Creació dels dos primers nivells del videojoc ............................................................................. 15 
4.2.11 Documentació  ................................................................................................................................. 15 
4.3 TEMPS ESTIMAT ............................................................................................................................................ 15 
4.4 RESULTATS ESTIMATS  .................................................................................................................................... 17 
5 MARC DE TREBALL I CONCEPTES PREVIS..................................................................................................... 18 
5.1 INTRODUCCIÓ ALS MOTORS DE VIDEOJOCS...................................................................................................... 18 
5.2 ALGUNS DELS MOTORS DE VIDEOJOCS ............................................................................................................ 19 
5.2.1 OGRE ..................................................................................................................................................... 19 
5.2.2 OpenGL ................................................................................................................................................. 20 
5.2.3 Unity  ...................................................................................................................................................... 21 
5.2.4 CryEngine.............................................................................................................................................. 21 
5.3 ELECCIÓ DE UNITY ......................................................................................................................................... 22 
6 REQUERIMENTS DEL SISTEMA....................................................................................................................... 23 
6.1 REQUERIMENTS FUNCIONALS:........................................................................................................................ 23 
6.2 REQUERIMENTS NO FUNCIONALS: .................................................................................................................. 23 
7 ESTUDIS I DECISIONS ....................................................................................................................................... 24 
7.1 SISTEMA OPERATIU........................................................................................................................................ 24 
7.2 SOFTWARE UTILITZAT .................................................................................................................................... 24 
2 
 
7.2.1 MonoDevelop  ...................................................................................................................................... 24 
7.2.2 C# ........................................................................................................................................................... 24 
7.2.3 Unity  ...................................................................................................................................................... 25 
7.2.3.1 Conceptes  importants ................................................................................................................... 26 
7.2.3.1.1 Textura ...................................................................................................................................... 26 
7.2.3.1.2 Material..................................................................................................................................... 26 
7.2.3.1.3 Collider ...................................................................................................................................... 26 
7.2.3.1.4 Rigidbody .................................................................................................................................. 26 
7.2.3.1.5 Portal  & Sectors ........................................................................................................................ 27 
7.2.3.1.6 Algori tme A* ............................................................................................................................. 27 
7.2.3.1.7 Tactical Path Finding ................................................................................................................. 28 
7.2.3.2 API de Unity ................................................................................................................................... 29 
7.2.3.2.1 GameObject .............................................................................................................................. 30 
7.2.3.2.2 Component ............................................................................................................................... 30 
7.2.3.2.3 Transform ................................................................................................................................. 30 
7.2.3.2.4 MonoBehaviour ........................................................................................................................ 31 
7.2.3.2.5 Renderer ................................................................................................................................... 31 
7.2.3.2.6 Collider ...................................................................................................................................... 31 
7.2.3.2.7 GUI ............................................................................................................................................ 32 
7.2.3.2.8 Physics....................................................................................................................................... 32 
7.2.3.2.9 RaycastHit ................................................................................................................................. 32 
7.2.3.2.10 Input........................................................................................................................................ 33 
7.2.3.2.11 Screen ..................................................................................................................................... 33 
7.2.3.2.12 Application .............................................................................................................................. 33 
7.2.3.2.13 PlayerPrefs .............................................................................................................................. 33 
7.2.3.3 Llibreries utilitzades ....................................................................................................................... 34 
7.2.4 SketchUp............................................................................................................................................... 34 
7.2.5 Microsoft Word 2013 ......................................................................................................................... 35 
7.2.6 Visual Paradigm per UML.................................................................................................................. 35 
7.2.7 GANTT Project ..................................................................................................................................... 36 
8 ANÀLISI I DISSENY DEL SISTEMA ................................................................................................................... 37 
8.1 DESCRIPCIÓ GENERAL .................................................................................................................................... 37 
8.2 HISTORIA I AMBIENTACIÓ............................................................................................................................... 38 
8.3 DISSENY DEL FUNCIONAMENT ........................................................................................................................ 38 
8.4 IDENTIFICACIÓ DELS ACTORS: ......................................................................................................................... 40 
8.5 CASOS D’US .................................................................................................................................................. 41 
8.6 DISSENY DELS ATRIBUTS................................................................................................................................. 42 
8.7 FITXES DE CASOS D’ÚS ................................................................................................................................... 42 
8.7.1 Disseny del menú principal ................................................................................................................ 42 
8.7.2 Disseny dels moviments del jugador ............................................................................................... 43 
8.7.3 Disseny del disparar............................................................................................................................ 44 
8.7.4 Disseny del escenari procedural ....................................................................................................... 44 
8.7.5 Disseny de la optimització de la renderització ............................................................................... 45 
8.8 DIAGRAMES D’ACTIVITAT ............................................................................................................................... 45 
8.8.1 Diagrama d’activitat del Menú principal. ....................................................................................... 45 
8.8.2 Diagrama d’activitat de la partida  .................................................................................................. 46 
8.9 CLASSES I MÈTODES ....................................................................................................................................... 47 
8.9.1 Classes  MenuPrincipal, MenuDerrota i MenuVictoria................................................................. 48 
8.9.2 Classe Jugador ..................................................................................................................................... 49 
8.9.3 Classe Sala ............................................................................................................................................ 57 
8.9.4 Classe SalaInici ..................................................................................................................................... 60 
8.9.5 Classe SalaFi ......................................................................................................................................... 60 
8.9.6 Classe SalaEnemics ............................................................................................................................. 61 
8.9.7 Classe Escenari  .................................................................................................................................... 62 
3 
 
8.9.8 Classe Porta .......................................................................................................................................... 65 
8.9.9 Classe HitboxPorta .............................................................................................................................. 66 
8.9.10 Classe HitboxSala  ........................................................................................................................... 68 
8.9.11 Classe HitboxPortal  ........................................................................................................................ 69 
8.9.12 Classe Carta ..................................................................................................................................... 70 
8.9.13 Classe Enemic.................................................................................................................................. 71 
8.9.14 Interfície State................................................................................................................................. 74 
8.9.15 Classe StateAdormit....................................................................................................................... 75 
8.9.16 Classe StateOfensiuDistancia  ....................................................................................................... 76 
8.9.17 Classe StateOfensiuAprop ............................................................................................................. 77 
8.9.18 Classe StateCaminar ...................................................................................................................... 78 
8.9.19 Classe TacticalPathFinding ........................................................................................................... 80 
8.9.20 Classe ANode................................................................................................................................... 81 
8.9.21 Classe Projectil Foc ......................................................................................................................... 82 
8.9.22 Classe EnemicJoquer ...................................................................................................................... 83 
9 IMPLEMENTACIÓ I PROVES............................................................................................................................ 84 
9.1 MENÚS......................................................................................................................................................... 84 
9.1.1 Menú principal..................................................................................................................................... 84 
9.1.2 Menú de derrota  ................................................................................................................................. 85 
9.1.3 Menú de victòria  ................................................................................................................................. 86 
9.2 INPUTS DELS DISPOSITIUS D’ENTRADA............................................................................................................. 87 
9.2.1 Acció de disparar................................................................................................................................. 88 
9.2.2 Acció ficar la partida en mode pausa  .............................................................................................. 89 
9.3 ELIMINAR ENEMICS........................................................................................................................................ 90 
9.3.1 Afegint notificacions de baixa........................................................................................................... 91 
9.3.2 Afegint cartes a la mà del jugador................................................................................................... 93 
9.4 GENERACIÓ DE L’ESCENARI PROCEDURAL........................................................................................................ 95 
9.4.1 GenerarEscenariInicial() ..................................................................................................................... 96 
9.4.2 GenerarPortes()  ................................................................................................................................. 100 
9.4.3 GenerarEnemics() .............................................................................................................................. 102 
9.5 OPTIMITZACIÓ DE LA RENDERITZACIÓ ........................................................................................................... 105 
9.6 TACTICALPATHFINDING ............................................................................................................................... 107 
9.7 ENEMIC FINAL ............................................................................................................................................. 109 
10 RESULTATS .................................................................................................................................................. 112 
10.1 LEGISLACIÓ I NORMATIVA VIGENT................................................................................................................. 112 
10.2 SCREENSHOTS DEL VIDEOJOC........................................................................................................................ 112 
11 CONCLUSIONS ............................................................................................................................................ 118 
11.1 TEMPORITZACIÓ.......................................................................................................................................... 118 
11.2 CONCLUSIONS............................................................................................................................................. 119 
12 TREBALL FUTUR.......................................................................................................................................... 120 
13 BIBLIOGRAFIA............................................................................................................................................. 121 
13.1 LLIBRES CONSULTATS ................................................................................................................................... 121 
13.2 ENLLAÇOS WEBS CONSULTATS...................................................................................................................... 121 
14 ANNEXES...................................................................................................................................................... 122 
14.1 GLOSSARI.................................................................................................................................................... 122 
15 MANUAL D’USUARI................................................................................................................................... 123 
4 
 
 ÍNDEX DE FIGURES 
 
FIGURA 1: CONSUM DE VIDEOJOCS A EUROPA .....................................................................................................................6 
FIGURA 2: DOOM (1993)  ..................................................................................................................................................7 
FIGURA 3: FASE PRIMÀRIA DEL VIDEOJOC, AMB GRÀFICS MOLT SIMPLES. ...............................................................................9 
FIGURA 4: FASE MÉS AVANÇADA DEL VIDEOJOC, AMB GRÀFICS MÉS DEFINITS...................................................................... 10 
FIGURA 5: DIAGRAMA D'ACTIVITAT DE LA METODOLOGIA .................................................................................................. 13 
FIGURA 6: DIAGRAMA DE GANTT DE LA PLANIFICACIÓ INICIAL ............................................................................................ 16 
FIGURA 7: ARQUITECTURA GENERAL D'UN MOTOR DE VIDEOJOCS. ..................................................................................... 19 
FIGURA 8: ANKH, VIDEOJOC REALITZAR AMB OGRE. .......................................................................................................... 20 
FIGURA 9: BILLARDGL, VIDEOJOC CREAT AMB OPENGL. ................................................................................................... 20 
FIGURA 10: DEAD TRIGGER, VIDEOJOC CREAT AMB UNITY PER A DISPOSITIUS MÒBILS. ....................................................... 21 
FIGURA 11: CRYSIS 3, JOC REALITZAT AMB CRYENGINE 3 .................................................................................................. 22 
FIGURA 12: EDITOR DE UNITY AMB LA VISTA D'ESCENA ..................................................................................................... 25 
FIGURA 13: UN MATERIAL COMPOST PER UNA TEXTURA I UN NORMALMAP........................................................................ 26 
FIGURA 14: TÈCNICA PORTAL & SECTORS......................................................................................................................... 27 
FIGURA 15: ARBRE D’EXPLORACIÓ AL APLICAR UN A*. ...................................................................................................... 27 
FIGURA 16: TACTICAL PATH FINDING. .............................................................................................................................. 28 
FIGURA 17: DIAGRAMA DEL API  DE UNITY. ...................................................................................................................... 29 
FIGURA 18: EXEMPLE DE JOC, GOLYENEYE (1997) ........................................................................................................... 37 
FIGURA 19: EXEMPLE DE JOC, HALF-LIFE 2 (2004)........................................................................................................... 37 
FIGURA 20: VISTA EN PLANTA D'UN DISSENY ALEATORI DEL LABERINT. ............................................................................... 38 
FIGURA 21: CAPTURA AMB ELS PRINCIPALS ELEMENTS DEL JOC .......................................................................................... 39 
FIGURA 22: ENEMIC FINAL DEL VIDEOJOC, EL JÒQUER. ...................................................................................................... 40 
FIGURA 23: IDENTIFICACIÓ DELS ACTORS. ......................................................................................................................... 40 
FIGURA 24: DIAGRAMA DE CASOS D'US, MENÚ PRINCIPAL................................................................................................ 41 
FIGURA 25: CAS D'ÚS INICI DE PARTIDA. ........................................................................................................................... 41 
FIGURA 26: OPCIONS DEL MENÚ PRINCIPAL. ..................................................................................................................... 42 
FIGURA 27: COMPONENTS QUE PERMETEN EL MOVIMENT DEL JUGADOR. .......................................................................... 43 
FIGURA 28: TÈCNICA DEL RAYCASTING............................................................................................................................. 44 
FIGURA 29: DIAGRAMA D'ACTIVITAT DEL MENÚ PRINCIPAL. .............................................................................................. 45 
FIGURA 30: DIAGRAMA D'ACTIVITAT DE LA PARTIDA (PRIMER NIVELL) ................................................................................ 46 
FIGURA 31:DIAGRAMA DE CLASSES DE L'APLICACIÓ. .......................................................................................................... 47 
FIGURA 32: MENÚ DESPRÉS DE PERDRE LA PARTIDA.......................................................................................................... 48 
FIGURA 33: NOTIFICACIONS DE BAIXES ............................................................................................................................. 50 
FIGURA 34: SALA DEL TIPUS SALAINICI. ............................................................................................................................ 58 
FIGURA 35: SALA DEL TIPUS SALAENEMICS. ...................................................................................................................... 58 
FIGURA 36: SALA DEL TIPUS SALAFI.................................................................................................................................. 58 
FIGURA 37: UNA SALA DEL LABERINT, DEL TIPUS SALAENEMICS.. ....................................................................................... 61 
FIGURA 38: HITBOX D'UNA PORTA EN MODE VISIBLE. ........................................................................................................ 67 
FIGURA 39: ESTRUCTURA JERÀRQUICA D'UNA PORTA. ....................................................................................................... 67 
FIGURA 40: HITBOX DE LA SALA, EN MODE VISIBLE. ........................................................................................................... 68 
FIGURA 41: HITBOX DEL PORTAL. ..................................................................................................................................... 69 
FIGURA 42: PATH SENSE SUAVITZAR I PATH SUAVITZAT...................................................................................................... 79 
FIGURA 43: MENÚ PRINCIPAL. ......................................................................................................................................... 84 
FIGURA 44: MENÚ DE DERROTA....................................................................................................................................... 85 
FIGURA 45: MENÚ DE VICTÒRIA....................................................................................................................................... 86 
FIGURA 46: MENÚ DE PARTIDA EN MODE PAUSA. ............................................................................................................. 87 
FIGURA 47: EFECTE VISUAL AL ELIMINAR UN ENEMIC......................................................................................................... 91 
FIGURA 48: NOTIFICACIONS AL ELIMINAR ENEMICS. .......................................................................................................... 91 
FIGURA 49: CARTES QUE TÉ A LA MÀ EL JUGADOR. ............................................................................................................ 94 
5 
 
FIGURA 50: EXEMPLES DE ESCENARIS PROCEDURALS GENERATS. ........................................................................................ 95 
FIGURA 51: EXEMPLE LABERINT AMB DIMENSIONS 25X10. ............................................................................................... 95 
FIGURA 52: ESBÓS DEL POSICIONAMENT DELS ELEMENTS POSTTRANSFORMS D’UNA SALA. ................................................. 98 
FIGURA 53: DIVERSOS ENEMICS, CADA UN AMB LA SEVA CARTA ASSIGNADA..................................................................... 103 
FIGURA 54: COMPONENT MESHRENDERER D'UN ENEMIC. .............................................................................................. 104 
FIGURA 55: PORTAL & SECTORS. ................................................................................................................................... 105 
FIGURA 56: VECTOR DEL SALT DEL JÒQUER. .................................................................................................................... 111 
FIGURA 57: SCREENSHOT - MENÚ PRINCIPAL. ................................................................................................................ 112 
FIGURA 58: SCREENSHOT - SALA INICIAL DEL LABERINT.................................................................................................... 113 
FIGURA 59: SCREENSHOT - ENEMICS ATACANT A DISTANCIA. ........................................................................................... 113 
FIGURA 60: SCREENSHOT - ENEMICS ATACANT A PROP.................................................................................................... 114 
FIGURA 61: SCREENSHOT - ELIMINANT CARTA. ............................................................................................................... 114 
FIGURA 62: SCREENSHOT - PARTIDA EN MODE PAUSA..................................................................................................... 115 
FIGURA 63: SCREENSHOT - SALA FINAL DEL LABERINT...................................................................................................... 115 
FIGURA 64: SCREENSHOT - ENEMIC FINAL DEL VIDEOJOC................................................................................................. 116 
FIGURA 65: SCREENSHOT - EL JUGADOR HA GUANYAT LA PARTIDA................................................................................... 116 
FIGURA 66: SCREENSHOT - EL JUGADOR SE L'HI HAN ESGOTAT LES VIDES.......................................................................... 117 
FIGURA 67: SCREENSHOT - EL JUGADOR SE L'HI HA ESGOTAT EL TEMPS. ........................................................................... 117 
FIGURA 68: DIAGRAMA DE GANTT REAL. ........................................................................................................................ 118 



























El món dels videojocs està vinculat al s.XXI. El sector dels videojocs va arrancar a principis dels anys 
70, i es podria dir que va començar-se a identificar com a tal l’any 1971, quan els fundadors de Atari 
Computers van llançar el primer videojoc oficial i comercial. 
A partir d’aquesta fita, la indústria es va anar desenvolupant i les màquines recreatives, videoconsoles 
i videoconsoles portàtils van anar apareixent i consolidant-se en el mercat. 
El món dels videojocs és un dels sectors de la indústria que més capital genera en el àmbit de l’oci, 
obtenint ingressos superiors als sectors de la indústria musical i la cinematogràfica junts. D’aquesta 
manera, existeixen diferents propostes per a desenvolupar un videojoc, però en general es limiten a 
motors pel desenvolupament i no a exemples específics per usar-los com a base. 
Durant l’any 2010, la indústria del videojoc va moure 55.530 milions de dòlars. En Espanya, la xifra 
va ser de 1289 milions de dòlars. Les prediccions pels següents anys son les següents.  
 
EVOLUCIÓ DEL SECTOR DELS V IDEOJOCS A ESPANYA I  AL MÓ N ( EN MILIONS DE DÒL ARS)  
 2007 2008 2009 2010 2011 2012 2013 2014 2015 
VIDEOJOCS ESPANYA 1243 1378 1244 1289 1353 1425 1512 1597 1716 
VIDEOJOCS MON 42944 51736 52635 55530 59293 64223 69693 75687 82436 
% ESPANYA/MON 1.89% 2.66% 2.36% 2.32% 2.28% 2.22% 2.17% 2.11% 2.08% 
Taula 1Price Waterhouse Cooperes - Resum executiu GEMO 2011 
 
Com es pot observar a la taula anterior, s’espera que Espanya continuï augmentant la recaptació per 
venta de videojocs al següent any, tot i que possiblement el creixement no serà tant ràpid com l’esperat 
a nivell mundial. 
És interessant comentar que tot i que la indústria dels videojocs inclou els jocs de pc i els de 
videoconsoles, aquests presenten tendències molt diferents. Mentre que els videojocs de pc porten 
anys creixent a la baixa, el creixement en els videojocs de videoconsola augmenten any rere any.  
Espanya es situa en la cinquena posició europea en consum de videojocs, per darrere del Regne Unit, 
Alemanya, França i Itàlia. 
 
 





La meva motivació per a realitzar aquest projecte ha estat la de tenir una primera experiència en el 
món del desenvolupament de videojocs. Es una part de la informàtica que m’agrada molt i que no 
descarto en la meva etapa professional. El projecte final de grau és una gran oportunitat per iniciar-se, 
ja que és possible treballar juntament amb un tutor experimentat en la matèria, disposat a supervisar, 
ajudar i a transmetre entusiasme. 
Per tant, podem dir que el meu objectiu és tenir un producte acabat i interessant.   
1.2 PROPÒSITS I OBJECTIUS 
 
L’objectiu d’aquest Projecte de Final de Grau és crear un videojoc de tipus FPS en 3D on l’usuari 
combat contra enemics controlats per l’ordinador. Aquest projecte apunta a crear un entorn on l’usuari 
podrà jugar en un escenari amb unes regles de interacció i comportaments establerts. El motor ha de 
permetre exportar a pc, ja que és la plataforma escollida per a la execució del videojoc.  
1.3 BREU HISTÒRIA DELS FPS 
 
Els videojocs de dispars en primera persona, també coneguts com a FPS (First-Person Shooter), són 
un gènere dels videojocs, i subgènere dels videojocs de dispars, en que el jugador observa el món des 
de la perspectiva del personatge protagonista. 
El 1974 va aparèixer el que alguns consideren el primer videojoc del gènere: Maze War, que al mateix 
temps, també va ser el primer videojoc multijugador (en xarxa local). Tot i que els videojocs de dispars 
en primera persona eren una proposta interessant, no eren rivals als clàssics videojocs de plataforma 
de la època. Aquesta tendència es va atenuar amb la aparició de videojocs com Wolfenstein 3D (1992) 
o Doom (1993), que van reviure i popularitzar el gènere.  
Entre 1996 i 1998 van sortir jocs com Quake, Duke Nukem 3D, Half-Life i Unreal que van acabar de 
revolucionar el gènere pels seus gràfics, jugabilitat i pels modes multijugadors en línia i xarxa local. 
 
 
                         Figura 2: Doom (1993) 
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1.4 ESTRUCTURA DEL DOCUMENT 
 
Aquest document s’ha organitzat en 15 capítols, que són els següents.  
1. Introducció, motivació, propòsit i objectius del projecte. En aquest capítol s’explica el perquè 
del desenvolupament d’aquest projecte, quins són els objectius proposats i com s’ha organitzat el 
desenvolupament. 
2. Estudi de viabilitat. En aquest capítol es justifica els paràmetres que fan possible el 
desenvolupament del projecte. 
3. Metodologia. Aquest capítol conté una explicació de la metodologia utilitzada. 
4. Planificació. En aquesta etapa es defineix la estratègia seguida per arribar als objectius plantejats.  
5. Entorn de treball i conceptes previs. En aquest capítol es descriuen els diferents aspectes 
relacionats amb el desenvolupament general del projecte, que ajudaran a entendre millor els següents 
capítols. També es tractaran les principals accions desenvolupades durant les primeres etapes de la 
realització del videojoc. S’inclouran els passos d’estudi i aprenentatge de conceptes que s’han usat en 
el desenvolupament. 
6. Requisits del sistema. Aquest capítol es defineixen els requeriments del software, els quals 
recullen, a grans trets, els objectius de la aplicació juntament amb les funcionalitats que es volen 
obtenir. Aquest document permet entendre els elements que envolten el sistema informàtic que 
s’intenta construir. 
7. Estudis i decisions. Aquesta secció conté una descripció de les eines usades, amb les 
característiques i l’ús que se’ls ha donat, tant de llibreries i motor com de software.  
8. Anàlisis i disseny del sistema. Aquest apartat proporciona una comprensió precisa de les 
necessitats del sistema. Es a dir, s’encarrega de la investigació del problema a resoldre, però no tracta 
el trobar una solució. Usant Enginyeria del Sofware, en aquesta secció es tradueixen els requeriments 
esmentats en capítols anteriors a un llenguatge més formal. La part de disseny permet augmentar el 
nivell de especificació, i realitzar un esquema de implementació del sistema mitjançant vàries eines 
de programació orientades a objectes. 
9. Implementació i proves. En aquest capítol es donen a conèixer com s’ha construir l’aplicació, les 
classes i els mètodes implementats que resulten més significatius per la comprensió del funcionament 
del videojoc. 
10. Resultats. En aquest capítol es mostren proves d’execució de l’aplicació, es mostren imatges del 
videojoc, incloent interfícies, imatges de la partida, i tot el que es pot visualitzar del conjunt que ha 
sigut implementat. 
11. Conclusions. En aquest apartat s’exposen les conclusions extretes una vegada finalitzat el projecte. 
12. Treball futur. En aquesta secció s’exposa tot allò que es pot millorar en el videojoc, o ampliar de 
forma interessant. 
13. Bibliografia. Aquest capítol conté les referències usades pel desenvolupament del projecte.  
14. Annexes. Aquesta secció conté les definicions dels tecnicismes més freqüents usats. 





2 ESTUDI DE VIABILITAT 
 
Per a desenvolupar el projecte no es requereix d’una gran infraestructura i els costos d’estructura són 
inexistents. 
El material amb el que s’ha treballat és: 
 Ordinador amb sistema operatiu Windows 7. 
 Unity, motor de videojocs multiplataforma. 
 Targeta gràfica que suporta DirectX 9.0 i shader model 2.0. 
Al iniciar el projecte, ja es disposava dels recursos necessaris per poder desenvolupar-lo, pel que no 
ha suposat cap tipus de cost addicional. Cal esmentar que existeix una llicència Pro de Unity, que és 
de pagament, però aquest projecte està dut a terme en la versió gratuïta del motor.  
2.1 RECURSOS HUMANS 
 
Tot videojoc, per simple que sigui, requereix com a mínim de tres elements essencials: gràfics, so i 
programació. Si un dels tres components falla, el videojoc no acaba essent bo. En el desenvolupament 
de qualsevol joc comercial, una gran multitud de persones es dedica exclusivament a cada un d’aquests 
elements. 
Com es pot comprovar en la Figura 3, per molt bona banda sonora o programació realitzada, es 
necessita una gran capacitat de abstracció per poder arribar a pensar que el conjunt de la càpsula i la 
esfera representen realment un enemic. 
 
 
                                     Figura 3: Fase primària del videojoc, amb gràfics molt simples. 
 
Una solució a aquesta problemàtica es demanar ajuda a un dissenyador gràfic. En el procés de crear 
un videojoc, un dissenyador gràfic té la responsabilitat de realitzar els dibuixos i temes necessaris de 
la interfície gràfica del joc (fons i cada model del joc – enemics, escenaris, armes, dispars, etc.) que 
interaccionen amb el comportament del programa.  
En aquest projecte no s’ha fet ús d’un dissenyador gràfic, però s’han tractat suficientment els elements 





Figura 4: Fase més avançada del videojoc, amb gràfics més definits. 
 
Per altre banda, els sons requereixen normalment la participació d’un compositor que s’encarrega de 
crear la banda sonora i els efectes sonors adequats pel joc. En el cas d’aquest projecte, s’ha fet ús de 
música clàssica (lliure de drets d’autor) i sons amb llicència Creative Commons 0 (No Rights 
Reserved). 
En la part de programació es requereix la participació d’un desenvolupador de software capaç de 
plasmar les idees inicials en el codi que farà que tot funcioni. Aquest és el rol principal assumit pel 
projecte. 
2.2 AVALUACIÓ PRÈVIA DE COSTOS I MITJANS 
 
Pel desenvolupament del sistema és necessari dur a terme un estudi de viabilitat tenint en compte la 
viabilitat econòmica, la viabilitat tècnica i la viabilitat legal. Com que el videojoc presenta pocs 
problemes legal, només es consideren les següents àrees: 
 Estudi de la viabilitat tecnològica. 
 Estudi de la viabilitat econòmica. 
 
2.2.1 Estudi de la viabilitat tecnològica 
 
L’estudi de la viabilitat tecnològica comença amb una definició tècnica del videojoc proposat, donant 
resposta a les següents preguntes: 
 Quines tecnologies es requereixen per aconseguir la funcionalitat i el rendiment del joc? 
 Quins nous materials, mètodes o processos son necessaris? 
 Com afectaran els costos aquests elements de tecnologia? 
Afortunadament, es disposa inicialment del hardware necessari per a poder realitzar el projecte, és a 
dir, un ordinador capaç de realitzar tota la programació, compilació i que fa possible la execució de 







2.2.2 Estudi de la viabilitat econòmica 
 
La valoració del anàlisis econòmic és separada en dos parts: els costos de recursos humans i els costos 
de maquinària. 
2.2.2.1 Costos de recursos humans 
 
En aquest estudi, es planteja un cas hipotètic més pròxim a la realitat,  on existeix personal específic 
en cada una de les tasques del desenvolupament. D’aquesta manera tenim quatre perfils diferents, cada 
un amb els costos per hora, següents: 
 Costos analista/dissenyador: 30 € / hora. 
 Costos programador: 25 € / hora. 
 Costos il·lustrador: 25 € / hora. 
 Costos compositor: 25 € / hora. 
 
TASCA PERFIL HORES COSTOS 
LECTURA I INVESTIGACIO 







DISSENY DELS ALGORITMES 
IMPLEMENTACIÓ DELS ALGORITMES 










CREACIÓ DE LES MELODIES 







CREACIÓ DELS MODELS 







MEMORIA Analista/dissenyador 80 2400 € 
TOTAL  624 17100 € 
 
2.2.2.2 Costos de maquinària 
 
Pel que fa als costos de maquinària, s’hauria de tenir en compte els costos dels ordinadors, i del 
material necessari per realitzar tot els passos. S’inclou el material que haurien d’usar tots els membres 
de l’equip per a la realització correcte del projecte. S’ha considerat que el preu mitjà dels ordinadors 
és de 1200 €. 
COMPONENT UNITATS PREU UNITARI PREU 
ORINADOR 3 1200 € 3600 € 
TECLAT MUSICAL AMB ENTRADA USB 1 250 € 250 € 
TAULETA DIGITALITZADORA 1 140 € 140 € 
TOTAL   3990 € 
 
No s’han inclòs costos de llicència, ja que o bé es tractaven de llicències gratuïtes, o bé de versions de 
proves per a realitzar tasques concretes del projecte. 








Per a la realització del projecte no s’ha seguit una metodologia de treball estàndard, sinó que s’ha triat 
i usat una metodologia personalitzada plantejada amb el tutor. 
Els passos d’aquesta metodologia són els següents: 
 
0. Triar el treball a realitzar. 
1. Decidir el llenguatge de programació i eines a utilitzar. 
2. Aprendre el llenguatge de programació i les eines escollides. 
3. Estructurar el treball en parts segons les funcions que s’han de realitzar. 
4. Desenvolupar la part corresponent seguint l’ordre de l’estructura del treball. 
5. Fer les comprovacions per confirmar que el funcionament és correcte al acabar cada part.  
 Si al fer les comprovacions el resultats no és el desitjat, es tornarà al punt 4 per a 
realitzar els canvis oportuns a la última part desenvolupada o a les anteriors, si així 
és necessari. 
 Si al fer les comprovacions el resultat és el desitjat, es desenvoluparà la següent part 
tornat al punt 4. Una vegada que s’hagin finalitzar totes les parts amb les respectives 
comprovacions, s’iniciarà el punt 6. 
6. Unir totes les parts desenvolupades i comprovar que el funcionament és correcte.   
 Si al fer les comprovacions el resultat no és el desitjat, es tornarà al punt 4 per 
realitzar els canvis oportuns en la última part desenvolupada o en les anterior, si així 
és necessari. 
 Si al realitzar les comprovacions el resultat és l’esperat, s’iniciarà el punt 7.  
7. Generar diferents models d’exemple per a comprovar que el funcionament és el correcte. 
 Si al fer les comprovacions el resultat no és el desitjat, es tornarà al punt 4 per a 
realitzar els canvis oportuns a la última part desenvolupada o en les anteriors si així 
és convenient. 
 Si al realitzar les comprovacions el resultat és l’esperat, s’iniciarà el punt 8.  






















Per a qualsevol projecte, sempre és important fer una valoració del temps dedicat. En aquest capítol 
es descriu una planificació que s’ha seguit durant la elaboració del projecte.  
4.1 PLA DE TREBALL 
 
Es van planificar les tasques que s’havien de realitzar, que arriben a un total de 11 tasques. 
4.2 TASQUES PLANIFICADES: 
 
4.2.1 Planificació del joc 
En aquesta primera tasca es va definir el guionatge i els diferents elements d’interacció que intervenen 
en el joc. També es van definir les regles del joc. 
4.2.2 Estudi del motor de videojoc Unty i el llenguatge C# 
En aquesta fase es va estudiar el funcionament del motor de videojocs Unity. Aquest permet 
desenvolupar amb els llenguatges de programació C#, JavaScript i Boo. Es va escollir C#, motiu pel 
qual es va haver de invertir temps en estudiar les peculiaritats del llenguatge.  
4.2.3 Estudi de l’API de Unity 
En aquesta etapa es va estudiar l’API que proporciona Unity per tal de habituar-se a les classes i 
mètodes més importants a tenir en compte al moment de programar el videojoc. 
4.2.4 Disseny dels diferents models 
En aquesta tasca es van dissenyar i crear els diferents models per poder generar els escenaris del 
videojoc, al igual que els enemics controlats per la màquina. 
4.2.5 Implementació de les accions possibles del jugador i d’interacció amb l’entorn 
En aquesta etapa es va implementar els diferents moviments del jugador, la possibilitat de disparar 
projectils i l’efecte que tenien aquests a l’impactar amb els enemics. 
4.2.6 Disseny i implementació del generador procedural de l’escenari 
En aquesta etapa es va dissenyar i implementar el generador que permet crear l’escenari principal del 
videojoc en temps d’execució, de tal manera que estigui compost per un conjunt de sales que formen 
part d’un laberint totalment aleatori i diferent respec te d’altres execucions. 
4.2.7 Disseny i implementació de la Intel·ligència Artificial dels enemics  
Aquesta tasca va consistir en el disseny i implementació de tots els comportaments dels enemics . Els 
moviments i accions dels enemics venen condicionats per aquesta Intel·ligència Artificial. Es van crear 
dos tipus d’enemics amb comportaments diferenciats: l’enemic bàsic i el cap final del videojoc.  
4.2.8 Aplicació de tècniques d’optimització del renderitzat  
En aquesta etapa es va estudiar quina era la principal tècnica optimització aplicable en el videojoc per 
tal d’augmentar el rendiment a l’hora de renderitzar en temps d’execució. Una vegada escollida la 
tècnica, es va implementar dins l’aplicació. 
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4.2.9 Verificació i proves dels algoritmes desenvolupats 
Aquesta tasca va consistir en comprovar que els algoritmes implementats funcionaven de la manera 
esperada. Per arribar a una valoració al respecte, es van dissenyar nivells específics per testejar els 
diferents elements del videojoc, en diferents situacions possibles. 
4.2.10 Creació dels dos primers nivells del videojoc 
Una vegada implementats els diferents elements que participen al videojoc, es van crear els dos 
primers nivells del videojoc, de tal manera que siguin totalment jugables i mínimament divertits.  
4.2.11 Documentació 
La documentació és una tasca constant que s’ha de portar a terme durant tot el projecte.  Els diferents 
mètodes, funcions i idees que van apareixent durant el desenvolupament s’han de plasmar a la 
documentació. 
 
4.3 TEMPS ESTIMAT 
 
Es va plantejar que el projecte tingués una duració d’uns 8 mesos i la distribució que es va triar en un 






























4.4 RESULTATS ESTIMATS 
 
S’espera crear un videojoc totalment funcional i mínimament divertit, al mateix temps que compleix i 

































5  MARC DE TREBALL I CONCEPTES PREVIS 
 
En aquest apartat s’explicarà el treball realitzat durant la primera etapa del projecte: 
 Aprendre els conceptes bàsic. 
 Triar un motor de videojocs. 
 Aprendre els conceptes de programació dels videojocs. 
 
5.1 INTRODUCCIÓ ALS MOTORS DE VIDEOJOCS 
 
En el desenvolupament d’un videojoc normalment s’utilitza un motor de videojoc (Game Engine)  
degudament adaptat a les necessitats dels desenvolupadors, de tal manera que no tenen que enfrontar  
directament amb les llibreries gràfiques. També habitualment implementen motors de física, amb 
suports per models gràfics i música.  
Un bon motor de videojocs és aquell que des d’un baix nivell s’ocupa d’administrar tot allò que es pot 
veure, com els models i textures, i que ofereix una combinació d’eines i funcions que permeten 
programar a un nivell més alt.  
Hi ha diversos motius pels quals l’ús d’un bon motor gràfic és important. Algun dels quals són els 
següents: 
 Facilita el desenvolupament de l’aplicació. 
 Obre noves oportunitats de negoci, com podria ser la venda de llicencies del motor per la 
realització d’altres jocs. 
 Aconsegueix una abstracció de la plataforma, és a dir, que si un motor pot executar-se en 
varies plataformes, la nostre aplicació també podrà. 
 La separació del motor i dels contingut permet tenir diversos grups de treball en paral·lel. 
 Proporciona beneficis a tercers, ja que tots els progressos que afecten al motor, se’n podran 
beneficar varies aplicacions. 
 Permet emfatitzar la part  artística, ja que al tenir més nivell d’abstracció, es disminueix la 
carga de treball referent a la programació. 
 Permet una major modelització i reaprofitament del codi.   
La part que habitualment té més pes en un sistema que utilitza un motor de videojoc sol ser la part del 













                                           Figura 7: Arquitectura general d'un motor de videojocs. 
 




Ogre és un motor multi plataforma de codi obert per treballar amb gràfics de forma professional i fàcil. 
Permet programar en C++ o en Python, i habitualment sol ser una alternativa a OpenGL. Ogre ha estat 
dissenyat per facilitar la programació de videojocs o treballar amb gràfics complexes, pel que és molt 
útil per renderitzar escenes en 3D. 
És interessant comentar que no és un motor dissenyat únicament per crear videojocs, sinó que està 
orientat en la creació d’entorns gràfics 3D en general. Per aquest motiu, Ogre no porta suport natiu 
pels sons ni la física, tot i que, gràcies a la gran comunitat existent a Internet, que dóna suport al motor, 













OpenGL és un acrònim que significa Open Graphics Library. És una API multi llenguatge i multi 
plataforma per programar aplicacions o jocs que produeixen elements gràfics en 3D i que va ser 
originalment desenvolupada per Silicon Graphics Incorporated (SGI).  
Ofereix al programar una API simple i estable que permet generar gràfics en 2D i 3D per hardware. 
Consisteix en més de 250 funcions diferents que poden ser usades per renderitzar complexes escenaris 
tridimensionals usant simples formes primitives. 
Es molt popular en la indústria dels videojoc i és competència directa (en plataformes Windows) del 
Direct3D desenvolupat per Microsoft. OpenGL és compatible per múltiples plataformes com 
Windows, Unix (Linux, MacOS), Playstation 3, etc., però no per a XBOX 360, que utilitza Direct3D. 
 
 





Unity és un motor multi plataforma per crear videojocs o aplicacions interactives en entorns 3D. 
L’entorn de desenvolupament treballa en Windows i en Mac OS X, i els jocs programats usant aquest 
programari poden ser executats en Windows, Mac, Xbox 350, PlayStation 3, Wii, iPad, iPhone i 
Android. 
Addicionalment, també poden crear jocs per usar-se amb un navegador d’internet, usant el plugin 
Unity web Player, que també s’usa per desenvolupar widgets de Mac.  
Unity consisteix en un editor pel desenvolupament i el disseny del contingut i un motor per la execució 
del producte final. 
Un aspecte molt positiu del motor es que permet canviar de forma ràpida la plataforma a la que es vol 
exportar el producte, sense necessitat de grans adaptacions del material implementat.  
El gran èxit de Unity és gràcies a que està enfocat a les necessitats dels desenvolupadors independents 
que no poden crear el seu motor propi, ja que ofereix una llicència gratuïta que permet usar gran part 
de les prestacions del motor, i altres llicències relativament accessibles que permeten usar-lo en la 
seva totalitat.  
 




CryEngine es un motor de videojocs creat per la empresa alemanya desenvolupadora de software 
Crytek, originalment un motor de demostració per la empresa Nvidia, que al demostrar un gran 
potencial s’implementa per primera vegada en el videojoc Far Cry, desenvolupat per la mateixa 
empresa creadora del motor.  
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Cal comentar que en la edició 2010 del certamen Imagina, el motor CryEngine 3 va obtenir el premi 
a la millor simulació en temps real.  
Crytek ha llançat recentment una llicencia educacional gratuïta, però aquesta és per a usos no 
comercials i només està disponible per a institucions educatives, i per tant, no es donen llicències 
individuals a estudiants o projectes grupals. 
 
                               Figura 11: Crysis 3, joc realitzat amb CryEngine 3 
 
5.3 ELECCIÓ DE UNITY 
 
CryEngine era una opció interessant pel gran potencial tecnològic, però la possibilitat que ofereix 
Unity a estudis petits sense un exèrcit de programadors i artistes puguin desenvolupar els seus propis 
videojocs de manera gratuïta era molt atraient. 
També és increïble les facilitats que ofereix per exportar un projecte a multitud de plataformes 
diferents. 
Actualment, la companyia està anunciant acords amb grans companyies de videojocs, ampliant les 
plataformes compatibles, i afegint tecnologia moderna al motor, pel que promet un bon futur. 
Unity permet programar amb C#, que tot i que em resultava un llenguatge desconegut, la seva gran 













6 REQUERIMENTS DEL SISTEMA 
 
En aquest capítol seran descrits els requeriments, que expliquen a grans trets els objectius de 
l’aplicació, juntament amb les funcionalitats desitjades.  
Dins de qualsevol aplicació apareixen dos tipus de requeriments: 
 Requeriments funcionals: Descriuen quins són els serveis que ens oferirà la aplicació, 
independentment de la implementació. 
 Requeriments no funcionals: Ens informen sobre les restriccions que venen imposades pel 
client o pel propi problema. 
A continuació es descriuen en detall els dos tipus de requeriments comentats.  
6.1 REQUERIMENTS FUNCIONALS: 
 
Els principals requeriments que ha de satisfer l’aplicació són: 
- Iniciar partida d’un jugador. 
- Moure el jugador per la pantalla. 
- Permetre al jugador disparar. 
Per la resta de requeriments, veure el capítol 7. 
6.2 REQUERIMENTS NO FUNCIONALS: 
 
En tot projecte s’ha de prestar especial atenció a tots els aspectes que han de tenir-se en compte quan 
és té que dissenyar un sistema, més allà de la explicació funcional presentada anteriorment. Els 
requeriments no funcionals del sistema són aquells que fan referència a restriccions del tipus de 
disponibilitat dels recursos, seguretat o interfícies externes (hardware i software), entre altres. 
Aquestes condicions ens permeten executar l’aplicació sense problema. 
En quan a la aplicació implementada, s’ha de dir que, des del punt de vista de seguretat, no hi ha cap 
requisit de control d’accés al programa, ja que es tracta d’una aplicació on els usuaris que hi accedeixen 
només tenen un rol. Tampoc disposa de dades confidencial o d’alt risc, pel que no es tindrà en compte 
un sistema de protecció de dades. 
Cal afegir que l’aplicació ha estat implementada sobre la plataforma Windows, ja que per a 
desenvolupar amb el motor Unity, aquest és necessari. 
La implementació i les proves de l’aplicació s’han portar a terme sobre un equip amb les següents 
característiques: 
Intel Core 2 Duo CPU E8400 @3.60GHz 
ATI Radeon HD6850 
4 GB de memoria RAM 
Windows 7 Home Edition 
 






7 ESTUDIS I DECISIONS 
 
En aquest capítol se nombren les llibreries i programes usats per realitzar aquest projecte. Es mostren 
les eines que han fet possible la implementació de l’aplicació, des de les més bàsiques fins a les que 
han servit com a suport, així com els programes necessaris per construir la documentació corresponent. 
7.1 S ISTEMA OPERATIU 
 
El sistema operatiu amb el qual s’ha desenvolupat aquest projecte ha estat un Windows 7 Home 
Edition, amb la corresponent versió per arquitectures de 64 bits.  
7.2 SOFTWARE UTILITZAT 
 
En aquesta secció s’explica cada un dels programes de software usats per a la realització del projecte, 





MonoDevelop és un entorn de desenvolupament integrat lliure i gratuït, dissenyat primordialment per 
C# i altres llenguatges .NET com Nemerle, Boo i Python. MonoDevelop originalment va ser una 
adaptació de SharpDevelop per Gtk#, però des de llavors s’ha desenvolupat per respondre les 
necessitats dels desenvolupadors del Projecte Mono. El IDE inclou maneig de classes, ajuda 
incorporada, completament de codi, Stetic (dissenyador de GUI) integrat, suport per a projectes, i un 
depurador integrat des de la versió 2.2. 
MonoDevelop pot executar-se en les diferents distribucions de Linux i Mac. Des de la versió 2.2, 
MonoDevelop ja disposa del suport complet per GNU/Linux, Windows i Mac, completant així una 
fita per ser un verdader IDE multi plataforma. 
7.2.2 C# 
 
C# es un llenguatge de programació orientat a objectes desenvolupat i estandarditzat per Microsoft, 
com part de la seva plataforma .NET. 
La sintaxis bàsica deriva del llenguatge C/C++ i utilitza el model de objectes de la plataforma .NET, 
similar al de Java, tot i que inclou millores derivades d’altres llenguatges.  
El nom de C Sharp va ser inspirat per la notació musical, on # “sostingut”, (en anglès sharp) indica 
que la nota (C és la nota do en anglès) és un semitò més alt, suggerint que C# és superior a C/C++. 
Addicionalment, el signe ‘#’ es pot considerar com un conjunt de quatre ‘+’.  
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Tot i que C# forma part de la plataforma .NET, aquesta es una interfície de programació d’aplicacions 
(API), mentre que C# es un llenguatge de programació independent dissenyat per a generar programes 
sobre la plataforma. Existeix un compilador implementat per generar els programes per a diferents 





Unity és un motor gràfic 3D per PC i Mac que ve empaquetat amb una eina per crear videojocs, 
aplicacions interactives, visualitzacions i animacions en 3D i temps real.  
L’editor de Unity es el centre de la línia de producció, oferint un complet editor visual per crear jocs. 
El contingut del joc és construït des del editor, i el comportament d’aquest es programat usant un 
llenguatge de script, com el C#. 
Els videojocs creats en Unity són estructurats en escenes. En Unity una escena pot ser qualsevol part 
del joc, des del menú d’inici, fins a un nivell o àrea del joc. En altres paraules, una escena és com un 
paper en blanc sobre el qual es pot dibuixar cada part del videojoc usant les eines que ofereix Unity. 
La vista d’escena es un entorn 3D per crear cada escena. Treballar amb la vista d’escena, en la forma 
més senzilla, consisteix en arrossegar un objecte des de la vista del projecte a la vista de l’escena.  
Una vegada els objectes estan a la escena, es poden posicionar, escalar i rotar. En Unity, tots els 
objectes de la escena són coneguts com a GameObjects, i cada un d’aquests està composat per una 
col·lecció de Components. Aquests components es poden anar afegint i traient des del editor, o fins i 
tots en temps d’execució, i ofereixen noves funcionalitats i comportaments al objectes als que 
pertanyen. 
Els GameObjects tenen com a mínim un Component que ve per defecte; el Transform, que ens indica 
i ens permet modificar la posició, la rotació i l’escala d’un objecte.  
 
 
                               Figura 12: Editor de Unity amb la vista d'escena 
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7.2.3.1 Conceptes importants 
 
Per la correcte comprensió dels següents capítols de la documentació, és important entendre els 




Una textura es una imatge que s’utilitza per aplicar-la sobre un objecte, o per usar com elements de la 




Els materials són els elements que controlen l’aparença visual dels GameObjects. Un material està 
compost en la majoria dels casos, per una textura i un shader, que controla com aquest material 
reacciona a la llum. 
 




Un Collider és un component que permet al GameObject al que pertany reaccionar amb als altres 
colliders quan aquests es superposen a l’espai.   
Els colliders per defecte, permeten que aquesta reacció es manifesti com una col·lisió en el mon físic, 
tot i que hi ha l’opció de que aquests actuïn com a trigger, i es limitin exclusivament a detectar aquesta 
reacció via codi. 
 
7.2.3.1.4 Rig idbody 
 
Són components que permeten als objectes ser afectats per la física. Tenen una massa assignada i són 
afectats per la gravetat. Per a que es detecti una col·lisió entre dos colliders, cal que un d’aquests dos 




7.2.3.1.5 Portal & Sectors 
 
Algoritme usat en el món de la computació per optimitzar la renderització de gràfics 3D en temps real.  
Consisteix en renderitzar només els elements realment visibles per la càmera principal de la escena. 
Primer s’identifiquen les sales (sectors) i les portes que connecten aquestes sales (portals). 
Seguidament, es renderitza només la sala on està la càmera ubicada actualment i les seves sales veïnes 
sempre i quan la porta que les connecta estigui actualment oberta. Finalment, es torna a executar 
l’algoritme sobre les sales veïnes que han estat renderitzades.  Veure Figura 14. 
 
                                 Figura 14: Tècnica Portal & Sectors. 
 
7.2.3.1.6 Algoritme A* 
 
L’algoritme de A* és un algoritme de cerca ens grafs amb la finalitat de trobar el camí de menor cost 
entre un node origen i un node destí. 
Cada node n té la seva funció d’avaluació: 
 f’(n) = g(n) + h’(n) 
On g és el cost mínim per arribar al node des del node inicial i h és l’estimació del cost per arribar des 
del node a la solució. Sempre es tria per expandir el node amb un f’ mínima fins trobar el node final 
(solució). Veure Figura 15. 
 
 
  Figura 15: Arbre d’exploració al aplicar un A*. 
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7.2.3.1.7 Tactical Path Finding 
 
És una tècnica que consisteix en trobar el millor path (camí) entre dos punts, tenint en compte la seva 
llargada i el seu risc al transitar-lo. En l’exemple de la Figura 16, el concepte de risc és la quantitat de 
foc present a cada una de les cel·les. Com es pot observar, la solució és un equilibri entre la llargada 
del camí i la seguretat d’aquest. 
 
 
 Figura 16: Tactical Path Finding. 
 
Per aplicar aquesta tècnica, normalment  s’usa l’algoritme A*, ja que cada cel·la representa un node 
que té un cost agregat amb el cost de la distància per arribar al destí i el cost del risc del trajecte.  Les 















7.2.3.2 API de Unity 
 
Unity ofereix una API que permet, a través dels scripts, interactuar amb els GameObjects i els seus 
components, presents en la escena actual. Cal comentar que totes les classes (scripts) que 
s’implementen hereten de la classe MonoBehaviour.  
 
                     Figura 17: Diagrama del API de Unity. 
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En aquesta documentació, ens limitem a comentar els atributs i mètodes més utilitzats durant el 
desenvolupament d’aquest projecte.  
7.2.3.2.1 GameObject 
 
Classe bàsica per totes les entitats de les escenes de Unity. 
String   tag  : Es pot fer servir per identificar un objecte. 
Int  layer  : Indica a quina capa pertany l’objecte. 
Transform  transform : Apunta al component del tipus Transform d’aquest objecte.  
AudioSource  audio  : Apunta al component del tipus AudioSource (si l’objecte en té un).  
Renderer  renderer : Apunta al component del tipus Renderer (si l’objecte en té un).  
Collider  collider  : Apunta al component del tipus Collider (si l’objecte en té un).  
Rigidbody  rigidbody : Apunta al component del tipus Rigidbody (si l’objecte en té un). 
Camera  càmera  : Apunta al component del tipus càmera (si l’objecte en té un).  
 
+ void AddComponent(Type t) 
Permet afegir un component al GameObject del tipus especificat.  
+ Component GetComponent(Type t) 
Permet obtenir un component del tipus especificat.  
+ Component GetComponentInChildren(Type t) 
Permet obtenir un component del tipus especificat que pertany un GameObject fill.  
+ Component GetComponentInParent(Type t) 
Permet obtenir un component del tipus especificat que pertany a un GameObject pare.  
+ void Destroy(GameObject object, float time) 
Destrueix el GameObject que rep com a paràmetre, després del temps especificat.  
+ GameObject Instantiate(GameObject original, Vector3 position, Vector3 rotation) 




Component és la classe bàsica de qualsevol cosa adjunta a un GameObject. Conté els mateixos atributs 
i mètodes del GameObject, però també ofereix el següent atribut: 




Cada objecte de l’escena té un Transform. S’usa per guardar i manipular la posició, escala i rotació 
del objecte al que està adjunt. 
Vector3 position : La posició del objecte en el world space. 
Quaternion rotation : La rotació del objecte en el world space. 
Vector3 localScale : La escala de l’objecte. Per defecte un vector (1,1,1).  
Vector3 forward : L’eix local de color blau de l’objecte en el world space.  
Vector3 up  : L’eix local de color verd de l’objecte en el world space. 







+ void LookAt(Transform target) 
Rota l’objecte de tal manera que el seu vector forward apunti a la posició actual del target especificat. 
+ void Rotate(Vector3 axis, float angle, Space relativeTo = Space.Self)  
Rota l’objecte al voltant de l’eix especificat, el número de graus desitjat.  
+ void Translate(Vector3 translation, Space relativeTo = Space.Self) 
Realitza una translació a l’objecte d’acord amb el vector especificat.  




Totes les classes que s’implementen (scripts), hereten de MonoBehaviour. Conté mètodes que 
controlen el flux d’execució del programa. El codi del nostre programa anirà dins d’aquests mètodes. 
+ void Invoke(string methodName, float time) 
Crida el mètode indicat un cop ha passat el temps especificat.  
+ void Awake() 
Awake es cridat quan la instància de l’script és carregada. Útil per inicialitzar variables.  
+ void Start() 
Start és cridat només al primer frame posterior a la creació de l’script.  
+ void Update() 
Update es cridat a cada frame durant l’execució. La major part del codi de la nostra aplicació està dins 
d’aquests métode. 
+ void OnGUI() 
Es crida per renderitzar i capturar esdeveniment de la GUI (Graphical User Interface).  
+ void OnTriggerEnter(Collider other) 
Aquest mètode és cridat quan el collider entra a la zona del trigger. 
+ void OnTriggerExit(Collider other) 
Aquest mètode és cridat quan el collider surt de la zona del trigger. 
+ void OnTriggerStay(Collider other) 
Aquest mètode és cridat mentre el collider està dins a la zona del trigger.  
+ void OnCollisionEnter(Collision collision) 
Aquest métode és cridat quan el collider/rigidbody ha començat a tocar un altre rigidbody/collider.  
+ void OnCollisionExit(Collision collision) 
Aquest métode es cridat quan aquest collider/rigidbody ha deixat de tocar un altre rigidbody/collider. 
+ void OnCollisionStay(Collision collision) 




Un Renderer es el que permet un objecte aparèixer per la pantalla. 
Material material : El material principal d’aquest objecte. 
Material[] materials : Tots els materials d’aquest objecte. 








Aquests colliders poden ser del tipus trigger. Si són trigger, no poden col·lisionar amb altres objectes 
rígids, però criden els mètodes OnTriggerEnter(), OnTriggerExit() i OnTriggerStay() ja comentats a 
la secció del MonoBehaviour quan aquests entren a la seva zona. 
bool  isTrigger  : Si és cert, aquest collider es el tipus trigger.   




La classe GUI serveix per realitzar la GUI de l’aplicació, és a dir, la interfície gràfica de l’usuari.  
static bool enabled : Indica si la GUI està activa. Controla la visibilitat. 
 
+ static void Label(Rect posicio, string text, GUIStyle style) 
Mostra un rètol a la pantalla amb un text i estil especificat. El rectangle que rep com a paràmetre, 
especifica la posició (x i y) i les dimensiones (amplada i alçada) d’aquest rètol.  
+ static void Label(Rect posicio, Texture2D image, GUIStyle style) 
Mostra un rètol a la pantalla amb una textura i estil especificat. 
+ static bool Button(Rect posicio, string text, GUIStyle style) 
Mostra un botó a la pantalla amb un text i estil especificat. Retorna cert quan aquest ha estat premut, 
altrament retorna fals. 
+ static bool Button(Rect posicio, Texture2D image, GUIStyle style) 
Mostra un botó a la pantalla amb una textura i estil especificat. Retorna cert quan aquest ha estat 
premut, altrament retorna fals. 
+ static void DrawTexture(Rect position, Texture image) 




La classe conté propietats globals de les físiques i alguns mètodes de suport. Els més importants són 
els següents: 
Static Vector3 gravity  : La gravetat aplicada a tots els rígid bodies de l’escena.  
 
+ static bool Raycast(Vector3 origin, Vector3 direction, RaycastHit hitInfo, float distance = 
Mathf.Infinity, int layerMask = DefaultRaycastLayers) 
Genera un raig que impacte amb els colliders de l’escena. S’ha d’especificar l’origen d’aquest raig, la 
seva direcció, la seva llargada, i amb quines layers pot interactuar (ignora col·lisions amb colliders 
que no pertanyen al layer especificat). 




És una estructura que conté la informació retornada després d’usar un Raycast.  
Collider collider  : El collider que ha sigut impactar.   
Float  distance : La distancia respecte al punt d’origen del raig al punt d’impacte.  
Vector3 point  : El punt d’impacte on el raig ha impactat el collider. 
Rigidbody rigidbody : El Rigidbody del collider impactat (si en té). 





Interfície per consultar la entrada del sistema. 
Static Vector3 mousePosition : La posició actual del ratolí en coordenades de píxel.  
+ static bool GetKeyDown(KeyCode key) 
Retorna cert si la tecla especificada del teclat acaba de ser pressionada. Si es vol consultar la tecla Q 
per exemple, el KeyCode tindria la forma de KeyCode.Q. 
+ static bool GetMouseButtonDown(int button) 
Retorna cert si el botó especificat del ratolí acaba de ser pressionat. El 0 identifica el botó esquerra, el 




La classe conté informació de la pantalla. 
Static bool  showCursor : Si està activat, el cursor del ratolí es mostra per pantalla.  
Static int  height  : Indica l’altura de la resolució de la pantalla. 




La classe conté mètodes per controlar el flux d’execució de l’aplicació. 
+ static void LoadLevel(String name) 
Ens permet substituir l’escena actual per un altre de l’aplicació especificada.  





Permet passar informació d’una escena a una altra. Funciona com un taula hash (clau valor). 
+ static void SetFloat(string key, float value) 
Guarda la parella clau valor especificats. El valor és de tipus float. 
+ static void SetString(string key, string value) 
Guarda la parella clau valor especificats. El valor és de tipus string. 
 
+ static void SetInt(string key, int value) 
Guarda la parella clau valor especificats. El valor és de tipus int. 
+ static float getFloat(string key) 
Obté el valor float corresponent a la clau especificada. 
+ static string getString(string key) 
Obté el valor string corresponent a la clau especificada. 
+ static string getInt(string key) 





7.2.3.3 Llibreries utilitzades 
 
UnityEngine 
Llibreria principal del motor Unity. 
System 
Conté les classes fonamentals i les classes base que defineixen els tipus de dades de referència i d’ús 
més freqüent, esdeveniments i controladors d’esdeveniments, interfícies, atributs i excepcions de 
processament.  
System.Collections 
Conté les interfícies i classes que defineixen varies col·leccions de objectes, com llistes, cues, matrius 
de bits, taules hash i diccionaris. 
System.Math 
Proporciona constants i mètodes estàtics, per a operacions trigonomètriques, logarítmiques i altres 






SketchUp és un programa de disseny gràfic i modelatge en tres dimensions basat en cares. És ideal 
per entorns d’arquitectura, enginyeria civil, disseny industrial, disseny escènic, GIS, videojocs o 
pel·lícules. És un programa desenvolupat per @Last Software, empresa adquirida per Google al 2006 
i finalment venuda a Trimble al 2012. 
La seva principal característica és la de poder realitzar dissenys complexes en 3D de forma 
extremadament senzilla. El programa inclou entre els seus recursos un tutorial en vídeo per aprendre 
pas a pas com es pot dissenyar i modelar. Permet conceptualitzar i modelar imatges en 3D d’edificis, 
cotxes persones i qualsevol objecte o article que imagini un dissenyador i dibuixant. Addicionalment 
el programa inclou una galeria de objectes, textures i imatges disponibles per a descarregar.  
La última versió de SketchUp funciona sota Windows Vista, Windows 7, Windows 8 i entorns OS X 
Mac OS X 20.4 (Tiger) o superior. Encara no hi ha una versió disponible per a Linux, però s’està 












Microsoft Word és un software destinat al processament de textos. Va ser creat per la empresa 
Microsoft, i actualment ve integrat en la suite informàtica Microsoft Office. 
Originalment va ser desenvolupat per Richard Brodie pel computador de IBM sota el sistema operatiu 
DOS en 1983. Seguidament van ser programades altres versions per a moltes altres plataformes, 
incloent les computadores IBM que corrien en MS-DOS (1983). Tot i que és un component de la suite 
ofimàtica Microsoft Office, també és vent de formar independent i inclòs a la suite de Microsoft 
Works. Les versions actuals són Microsoft Office Word 2013 per a Windows i Microsoft Office Word 
2011 per a Mac. És actualment el processador de textos més popular del món.  




Visual Paradigm per UML és una eina CASE que suporta el modelatge mitjançant UML i proporciona 
assistència als analistes, enginyers de software i desenvolupadors durant tots els passos del cicle de 
vida del desenvolupament d’un software. 
Las avantatges que proporciona Visual Paradigm for UML són:  
- Dibuix. Facilita el modelatge UML ja que proporciona eines específiques per això. Això 
també permet la estandardització de la documentació. 
- Correcció sintàctica. Controla que el model UML sigui correcte. 
- Coherència entre diagrames. Al disposar de un repositori comú, es possible visualitzar el 
mateix element en diferents diagrames, evitant duplicitats. 
- Integració amb altres aplicacions. Es pot integrar amb altres aplicacions, com eines 
ofimàtiques, la qual cosa augmenta la productivitat. 
- Treball multiusuari. Permet el treball en grup, proporcionant eines de compartició de treball.  
- Reutilització. Facilita la reutilització, ja que es disposa d’una eina centralitzada on es troben 
els models utilitzats per altres projectes. 
- Generació de codi. Permet generar codi de forma automàtica reduint el temps de 
desenvolupament i evitant errors en la codificació. 
- Generació de informes. Permet generar diversos informes a partir de la informació 




7.2.7 GANTT Project 
 
 
Gantt project és una aplicació de software lliure que permet realitzar diagrames de Grantt.  
Un diagrama de Gantt és una eina gràfica que té per objectiu mostrar el temps de dedicació previst per 
les diferents tasques o activitats al llarg del desenvolupament d’un projecte.  
El diagrama de Gantt no indica les relacions existents entre activitats, però la posició de cada tasca al 


























8 ANÀLISI I DISSENY DEL SISTEMA 
 
En aquest apartat es descriurà la temàtica i com ha de ser el videojoc, i s’exposarà a nivell conceptual 
i sense entrar en cap moment en la implementació, els elements més importants per la comprensió del 
disseny del videojoc i del projecte. 
8.1 DESCRIPCIÓ GENERAL 
 
El videojoc programat es basa en els FPS que es van popularitzar a finals del segle passat. En aquest 
tipus de joc, el jugador observa el mon des de  la perspectiva del personatge protagonista, i l’objectiu 
és anar eliminant tots els enemics que apareixen en pantalla, i al mateix temps, esquivant els dispars. 
Podem veure exemples clàssics de la història en les Figures 18 i 19. 
 
 
                    Figura 18: Exemple de joc, GolyenEye (1997) 
 
 
                     Figura 19: Exemple de joc, Half-Life 2 (2004) 
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8.2 H ISTORIA I AMBIENTACIÓ 
 
Són temps de rebel·lions en la capital del món de les cartes. El Jòquer i el seu exèrcit format per les 
cinquanta-dos cartes de la baralla francesa, han agafat el control del principal castell de la ciutat i han 
sembrat el caos i el terror a la població.  
Tot el poble presenta un estat de submissió, però tenen la esperança bolcada en un personatge misteriós 
que està disposat a aventurar-se a les profunditats del castell, i acabar amb la tirania del Jòquer. 
 
8.3 D ISSENY DEL FUNCIONAMENT 
 
El joc consisteix en eliminar l’enemic principal, el Jòquer, que s’amaga en un lloc del castell. 
Així doncs, per trobar aquest amagatall del Jòquer, el jugador haurà de recórrer un conjunt de 25 sales 
que conformen un laberint amb una única entrada i una única sortida. Aquest laberint es genera 
proceduralment i de forma aleatòria a cada execució. Veure Figura 20. 
Cada una de les sales del laberint, estarà defensada per dos enemics (cartes de la baralla francesa). 
Aquests enemics intentaran disminuir la salut del nostre protagonista.  
 
 
Figura 20: Vista en planta d'un disseny aleatori del laberint. 
 
El jugador té una quantitat de vida limitada, un número limitat de munició i un límit de temps per 
completar el laberint. 
Eliminar determinats tipus de cartes té recompensa: 
- Eliminar una carta de cors, es recompensa amb vida extra. 
- Eliminar una carta de rombes, es recompensa amb munició extra. 
- Eliminar una carta de trèvols, es recompensa amb temps extra. 
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Simultàniament, si es completa una jugada de pòquer amb les últimes cartes eliminades, el jugador 
serà recompensat amb una certa quantitat de punts proporcionalment a la raresa d’aquesta jugada. 
- Completar una parella:   5  punts. 
- Completar una doble parella:  15  punts. 
- Completar un trio:   50  punts. 
- Completar una escala:   100  punts. 
- Completar un color:   200  punts. 
- Completar un full:   500  punts. 
- Completar un pòquer:   1000  punts. 
- Completar una escala de color:  2500  punts. 
- Completar una escala reial:  5000  punts. 
 
Figura 21: Captura amb els principals elements del joc 
 
La interfície estarà formada pels següents elements: 
1. Puntuació actual del jugador. 
2. Vida actual del jugador. 
3. Temps restant per completar el nivell. 
4. Munició restant de la pistola làser. 
5. Pistola làser. 
6. Un enemic de la baralla francesa (6 de rombes). 
7. Porta que connecta la sala actual amb la sala veïna. 










L’enemic final del videojoc, el Jòquer, té l’aspecte de la Figura 22. 
 
 
        Figura 22: Enemic final del videojoc, el Jòquer. 
 
8.4 IDENTIFICACIÓ DELS ACTORS: 
 
A continuació s’identifiquen els ac tors de la aplicació. Un actor és una entitat externa (persona, 
sistema, subsistema...) que interactua amb els sistema interpretant un determinat rol o estat.  
En el videojoc no hi ha cap tipus de manteniment, al tractar-se d’un programa en el qual no existeix la 
distinció entre els possibles usuaris que el poden utilitzar. D’aquesta manera, podem deduir la 
existència d’un únic actor, l’usuari, que interactuarà en tot moment amb el sistema. Veure Figura 23. 
 
 
                              Figura 23: Identificació dels actors. 
 
Com es pot veure en la Figura anterior, l’esquema resultant és senzill ja que tots els usuaris que utilitzin 





8.5 CASOS D’US 
 
Els casos d’ús descriuen el comportament d’un sistema des del punt de vista de l’usuari.  
Permeten definir els límits del sistema i les relaciones entre aquest i l’entorn. Podem dir que són 
descripcions de les funcionalitats del sistema, independentment de la implementació.  
Estan basats en el llenguatge natural, de manera que poden ser accessibles per a tots els usuaris . 




                                               Figura 24: Diagrama de casos d'us, Menú Principal 
 
En la Figura 25, es pot veure el cas d’ús general que se produeix a l’iniciar una partida del joc. 
 
 
             Figura 25: Cas d'ús inici de partida. 
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8.6 D ISSENY DELS ATRIBUTS 
 
Els atributs principals del jugador (protagonista) són: 
- Vida: el número de vides restants del jugador. 
- Vida màxima: el número de vides que com a molt pot acumular el jugador. 
- Munició: la munició actual de la pistola làser. 
- Puntuació: la puntuació de la partida actual. 
- Cartes Ma[]: les cartes de la baralla francesa que s’aconsegueixen al eliminar els enemics. 
- Cartes Fixes Ma []: les dos cartes de la baralla francesa que té el jugador només començar.  
Els atributs principals dels enemics són: 
- Vida: El número de vides restants del enemic. 
- Estat actual: Controla el comportament del enemic (Intel·ligència Artificial).  
 
8.7 F ITXES DE CASOS D’ÚS 
 
8.7.1 Disseny del menú principal 
 
Fitxa de cas d’ús: Opcions del menú principal 
Descripció El jugador tria una opció del menú al iniciar-se el programa 
Actor Jugador. 
Precondició S’ha iniciat el programa. 
Flux principal 1- Es tria una opció del menú. 
Flux alternatiu Cap. 




És necessari un menú principal per a poder triar entre les diferents opcions a l’iniciar el programa. 
Les opcions disponibles inicialment són iniciar la partida i sortir del programa. 
 
 
        Figura 26: Opcions del menú principal. 
 
Iniciar partida: Inicia l’execució del joc, carregant el primer nivell i començant posteriorment el joc. 




8.7.2 Disseny dels moviments del jugador 
 
El jugador pot moure el protagonista en qualsevol direcció (360º), i té la possibilitat de saltar. 
Òbviament, també té la possibilitat de quedar-se estàtic. 
Fitxa de cas d’ús: Moure jugador 
Descripció El jugador pot desplaçar-se i saltar lliurement per l’escenari. 
Actor Jugador. 
Precondició Ha iniciat la partida, estem en un nivell i la partida no està pausada. 
Flux principal 1- Es mou el jugador consultant el dispositiu d’entrada.  
Flux alternatiu Cap. 
Postcondició La posició del jugador queda actualitzada. 
Observacions Cap. 
 
Cal comentar que aquesta funcionalitat no cal implementar-la, ja que Unity ja ofereix uns components 
per defecte del tipus script, que ho fan possible. Veure Figura 27. Concretament, aquests scripts són: 
- Character Motor: Script que defineix paràmetres de la física que condicionaran el moviment 
del personatge, com per exemple l’acceleració del moviment o la fricció amb la superfície.  
- FPS Input Controller: llegeix el Input del teclat, i depenent d’aquest, li comunica al 
Character Motor cap a quina direcció ha de desplaçar-se, i si ha de saltar.  
- Mouse Look : Orienta el punt focal de la càmera segons la posició del ratolí. En altres 
paraules, és el que permet apuntar. 
 
 
                                 Figura 27: Components que permeten el moviment del jugador. 
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8.7.3 Disseny del disparar 
 
El jugador podrà fer que el protagonista dispari en la direcció en la que està apuntant en aquell moment.  
Fitxa de cas d’ús: Disparar 
Descripció Es genera un disparar instantani en la direcció en la que està apuntant el 
jugador en el moment concret. 
Actor Jugador. 
Precondició S’ha iniciat la partida, el jugador està en un nivell, la partida no està pausada 
i té almenys una unitat de munició per poder efectuar el dispar. 
Flux principal 1- Es genera un raig en la direcció on apunta el jugador. 
2- Es detecta col·lisió del raig. 
3- S’avalua col·lisió del raig. 
Flux alternatiu Cap. 
Postcondició Es redueix la munició del jugador. 
Observacions Cap. 
 
La idea principal del disseny serà instanciar un raig en la direcció en la que està apuntant el jugador. 
Una vegada aquest raig tingui una col·lisió amb algun element del joc, consultarem de quin element 
concret es tracta, i actuarem segons això. Per exemple, si el raig topa amb un enemic, l’hi restarem 
una certa quantitat de vides. Aquest tipus de tècnica, rep el nom de RayCasting. Veure Figura 28. 
 
 
                        Figura 28: Tècnica del RayCasting. 
 
8.7.4 Disseny del escenari procedural 
 
Fitxa de cas d’ús: Generar escenari procedural 
Descripció Es genera l’escenari principal del joc, un laberint aleatori compost per sales 
amb dos enemics a cada una. 
Actor Sistema 
Precondició S’ha iniciat la partida. 
Flux principal 1- Generar escenari inicial (25 sales on hi hauran enemics). 
2- Generar portes (de tal manera que quedi un laberint). 
3- Generar les sales inici i fi del laberint. 
4- Generar enemics (2 per cada sala). 
Flux alternatiu Cap. 




8.7.5 Disseny de la optimització de la renderització 
 
Fitxa de cas d’ús: Optimitzar renderització 
Descripció Es decideix quins objectes renderitzar el escenari. 
Actor Sistema 
Precondició S’ha iniciat la partida. 
Flux principal 1- Consultar posició del jugador. (a quina sala es troba). 
2- Renderitzar sala actual i sales veïnes amb la porta comuna oberta. 
Flux alternatiu Cap. 
Postcondició Es renderitzen només les sales realment necessàries pel moment concret.  
Observacions Cap. 
 
8.8 D IAGRAMES D’ACTIVITAT 
 
8.8.1 Diagrama d’activitat del Menú principal. 
 
 








8.8.2 Diagrama d’activitat de la partida 
 
 
         Figura 30: Diagrama d'activitat de la partida (primer nivell) 
 
És important aclarir que l’activitat “Actualitzar” inclou els algoritmes de moure els enemics, 
l’algoritme d’optimitzar el renderitzat, l’algoritme per avaluar les jugades de pòquer i l’algoritme per 
avaluar les regles del joc (condicions de perdre partida o guanyar).  
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8.9 CLASSES I MÈTODES 
 
A continuació es mostra en la Figura 31 el diagrama de classes de l’aplicació realitzada. 
 
 
Figura 31:Diagrama de classes de l'aplicació. 
 
Aquestes classes es poden organitzar segons els diferents mòduls: 
- Mòdul dels menús del joc  (color blau) 
- Mòdul dels escenaris   (color verd) 
- Mòdul dels enemics   (color rosa) 
- Mòdul de la IA dels enemics. (color camell) 
- Mòdul dels hitboxs   (color gris) 
Cal recordar que totes aquestes classes, per defecte, hereten de la classe MonoBehaviour com ja s’ha 
comentat a la secció 7.2.3.2. Així doncs, cada una d’aquestes classes hereten entre altres, els mètodes 
més significatius en la implementació, el Update() i el Start().  
 Update(): Permet executar el tros de codi que se l’hi especifica a cada frame de l’execució. 
 Start(): Permet executar el tros codi que se l’hi especifica només en el primer frame de 
l’execució. 
Seguidament, s’explicarà cada una d’aquestes classes en profunditat.  
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8.9.1 Classes  MenuPrincipal, MenuDerrota i MenuVictoria 
 
Aquestes classes s’encarreguen de mostrar els diferents menús del joc segons el context. Per fer-ho, 




Mètodes dels Menús 
+ void OnGUI(): Permet renderitzar i capturar esdeveniments de la GUI (Graphical User Interface). 
 
A la Figura 32 es pot observar els elements que es mostren gràcies a la classe MenuDerrota.  
 
 










Aquesta classe conté informació de l’estat del jugador i de la partida actual. 
Atributs de Jugador 
+ int vida = 10: Indica la vida actual del jugador. 
+ int vidaMax = 10: Indica la vida màxima que pot acumular el jugador. 
+ int municio = 70: Indica la munició actual de la pistola làser. 
+ int puntuació: Indica la puntuació actual de la partida. 
+ tempsInicial = 99: Indica la quantitat de temps que es disposa l’iniciar la partida. 
+ tempsRestant = 99: Indica la quantitat de temps que resta actualment per acabar la partida. 
+ ArrayList cartesFixesMa: Conté les dos cartes que el jugador té només començar la partida. 
+ ArrayList cartesMa: Conté les cartes que es van obtenint per cada enemic que el jugador elimina. 
+ ArrayList notificacionsBaixesCarta: Conté la informació de les últimes cartes que s’han eliminat 
per mostrar en el notificador de baixes a la part superior de la pantalla. Veure Figura 33. 
+ ArrayList notificacionsBaixesEsCap: Conté la informació necessària per saber si les últimes 
cartes eliminades, han estat a causa d’un dispar al cap o no. Veure Figura 33. 
 
                                                                  Figura 33: Notificacions de baixes     
   
+ LayerMask layerMask: Conté els identificadors de les capes amb les que es vol detectar col·lisions 
a l’instanciar un Raycast per disparar.  
+ int rayDistance = 100: Conté la longitud del Raycast que es vol instanciar per simular els dispars 
de la pistola làser del jugador. 
+ bool modePausa = false: Indica i controla si la partida està actualment pausada o no.  
+ AudioClip soAtac: Conté el soroll corresponent al disparar. 
+ AudioClip[] soJugada: Conté cada un dels sorolls corresponents a completar una jugada de pòquer. 
+ AudioClip song: Conté la pista principal del joc. En el nostre cas, hem triat Rondo Alla Turca de 
Mozart. 
+ Texture2D texturaCrosshair: Conté el punt de mira que permet apuntar. 
+ Texture2D texturaCor: Conté la textura que representa dos unitats de vida. 
+ Texture2D texturaCorBuit: Conté la textura que representa dos unitats de vida perdudes. 
+ Texture2D texturaCorMeitat: Conté la textura que representa una unitat de vida. 
+ Texture2D texturaClubs: Conté la textura dels trèvols pel notificador de baixes. 
+ Texture2D texturaDiamonds: Conté la textura dels diamants pel notificador de baixes. 
+ Texture2D texturaHearts: Conté la textura dels cors pel notificador de baixes. 
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+ Texture2D texturaSpades: Conté la textura de les piques pel notificador de baixes. 
+ Texture2D texturaTirCap: Conté la textura per indicar un tir al cap pel notificador de baixes.  
+ Texture2D texturaRellotge: Conté la textura per mostrar el rellotge en la GUI.  
+ Texture2D texturaMunicio: Conté la textura per mostrar la munició en la GUI.  
+ Texture2D texturaDorsCarta: Conté la textura per mostrar el dors d’una carta en la GUI.   
+ Font fontPoker16: Conté la font de pòquer a mida 16. 
+ Font fontPoker32: Conté la font de pòquer a mida 32. 
+ GUIStyle stylePoker: Conté la temàtica a seguir pels elements que es mostren en la GUI. 
+ int[] puntuacioJugadaPoker: Conté les recompenses en quan a puntuació, per completar jugades 
de pòquer amb les cartes que ha acumulat el jugador a la mà. 
El pseudocodi que ens indica cada una de les recompenses és el següent: 
 
+ GameObject fxDisparar: Conté el sistema de partícules a generar a cada dispar executat pel 
jugador. En altres paraules, es com un efecte especial per simular el dispar.  
+ Transform  posFxDisparar: Conté la posició en l’espai on es vol instanciar fxDisparar. 
+ GameObject fxImpacte: Conté el sistema de partícules a instanciar als punts de l’espai on impacten 
els dispars del jugador. 
 
Mètodes de Jugador 
+ void Awake(): Conté el codi que volem executar abans de que el mètode Start() sigui cridat. Útil 
per inicialitzar variables com les llistes. 
+ void Start(): Conté el codi que només volem executar en el primer frame de l’execució des del 
moment que l’script ha sigut creat. El pseudocodi que defineix el comportament és el següent: 
 
Bàsicament, recupera la puntuació del jugador que ha obtingut en la escena anterior,  amaga el cursor 
del ratolí i comença a reproduir la música del joc. 
puntuacioJugadaPoker = nou enter [10]; 
puntuacioJugadaPoker[RES]    = 0; 
puntuacioJugadaPoker[PARELLA]   = 5; 
puntuacioJugadaPoker[DOBLE_PARELLA] = 15; 
puntuacioJugadaPoker[TRIO]   = 50; 
puntuacioJugadaPoker[ESCALA]    = 100; 
puntuacioJugadaPoker[COLOR]    = 200; 
puntuacioJugadaPoker[FULL]    = 500; 
puntuacioJugadaPoker[POQUER]    = 1000; 
puntuacioJugadaPoker[ESCALA_DE_COLOR]  = 2500; 
puntuacioJugadaPoker[ESCALA_REIAL]   = 5000; 





+ void Update(): Conté el codi que volem executar a cada frame durant l’execució des del moment 
en que l’script ha estat creat. El pseudocodi que defineix el comportament és el següent: 
 
Primerament, es comprova si el jugador ha premut la botó esquerra del ratolí. En cas afirmatiu, si la 
partida no està en mode pausa, efectua l’acció de disparar. Seguidament, es fa el mateix amb les tecles 
‘Escape’ i ‘P’ i es fica o es treu el mode pausa segons el seu estat actual.   
+ void Disparar(): Mètode que executa l’acció de disparar amb la pistola làser i avalua les 
conseqüències de l’impacte originat. El seu pseudocodi es basa en la tècnica del Raycasting ja 
comentada en la secció 8.7.3. 
 
Inicialment, es comprova si el jugador disposa de munició per efectuar el dispar. Seguidament, 
s’actualitza la quantitat de munició, s’executen els efectes sonors i visuals del dispar i s’instancia el 
raig que simula el dispar com a tal. Finalment, si el raig ha impactat algun element, es comprova si es 
tracta d’un enemic i se l’hi resta una certa quantitat de vida en cas de que ho sigui.  
+ void PausarPartida(): Mètode que serveix per ficar la partida en mode de pausa. 
+ void ContinuarPartida(): Mètode que serveix per sortir del mode pausa de la partida. 
+ void ActualitzarTemps(): Mètode que actualitza el valor del temps restant que disposa el jugador 
per completar la partida. 
+ void Danyar(int dany): Es crida cada vegada que un enemic notifica que ha danyat al jugador amb 
una certa quantitat de dany especificada. 
si (ClicEsquerraRatoli()) llavors  




si (TeclaPresionada(“Escape”) o TeclaPresionada(“P”)) llavors  






si (municio>0) llavors 
municio = municio-1; 
 SoDispar() 
 InstanciarFxDispar() 
impacte = InstanciarRaig(direccioApuntant) 
si (impacte) llavors   
 SoImpacte() 
  si (EnemicImpactat) llavors 
   si (ImpacteAlCos) llavors 
    DanyarEnemic(25) 
   altrament 
    DanyarEnemic(80) 
   fsi 





+ void AfegirNotificacioBaixa(Carta c, bool esCap): Serveix per afegir una notificació de baixa de 
la última carta eliminada. S’especifica quina carta, i si ha estat eliminada producte d’un dispar al cap. 
+ void EliminarNotificaciobaixa(): Serveix per eliminar la notificació de baixa més antiga.  
+ void setCartesFixes(Carta c1, Carta c2): Serveix per especificar quines dos cartes de pòquer 
disposa el jugador a la mà al començament de la partida. 
+ void AfegirCartaMa(Carta c): Permet afegir cartes a la mà del jugador corresponents a cada un 
dels enemics eliminats. 
+ int EvaluarMaPoker(): Retorna un enter que indica quin tipus de jugada conté la mà del jugador 
actualment. El seu pseudocodi és el següent: 
 
Primerament, es comprova que el jugador té almenys 5 cartes a la mà, ja que no és possible completar 
una jugada de pòquer sense complir aquesta condició. 
Seguidament, s’afegeixen totes les cartes a una llista i s’ordena segons el valor de les seves cartes, ja 
que així facilita la implementació dels mètodes per decidir si es compleix o no cada tipus de jugada, 
com podrem veure a continuació. 
+ bool esParella(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és una parella. 
El corresponent pseudocodi és el següent. Recordar que les cartes estan ordenades pel valor. 
 
si ( (cartesMa.llargada + cartesFixesMa.llargada) >= 5 ) llavors 
 
 ma.Afegir(cartesMa[0]); 
 ma.Afegir (cartesMa[1]); 
 ma.Afegir (cartesMa[2]); 
 ma.Afegir (cartesFixesMa[0]); 
 ma.Afegir (cartesFixesMa[1]); 
    
 Ordenar(ma); 
    
 si (esEscalaReial(ma)) retorna ESCALA_REIAL; 
 altrament si (esEscalaDeColor(ma)) retorna ESCALA_DE_COLOR; 
 altrament si (esPoquer(ma)) retorna POQUER; 
 altrament si (esFull(ma)) retorna FULL; 
 altrament si (esColor(ma)) retorna COLOR; 
 altrament si (esEscala(ma)) retorna ESCALA; 
 altrament si (esTrio(ma)) retorna TRIO; 
 altrament si (esDobleParella(ma)) retorna DOBLE_PARELLA; 
 altrament si (esParella(ma)) retorna PARELLA; 
fsi 
 
bolea esParella = fals 
si (carta1.getValor()==carta2.getValor() o 
carta2.getValor()==carta3.getValor() o  
carta3.getValor()==carta4.getValor() o  
carta4.getValor()==carta5.getValor()) llavors   
esParella = cert 





Bàsicament, retorna cert si existeixen dos cartes consecutives amb el mateix valor.  
+ bool esDobleParella(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és una 
doble parella. El corresponent pseudocodi és el següent. Recordar que les cartes estan ordenades pel 
valor. 
 
Bàsicament, retorna cert si el fet de que existeixen dos cartes consecutives amb el mateix valor passa 
dos vegades. 
+ bool esTrio(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és un trio. El 
corresponent pseudocodi és el següent. Recordar que les cartes estan ordenades pel valor.  
 
Bàsicament, retorna cert si existeixen tres cartes consecutives amb el mateix valor.  
+ bool esEscala(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és una escala. 
El corresponent pseudocodi és el següent. Recordar que les cartes estan ordenades pel valor. 
 
Bàsicament, retorna cert si les cinc cartes tenen valors consecutius.  
bolea esDobleParella = fals  
si (carta1.getValor()==carta2.getValor() i  carta3.getValor()==carta4.getValor() o 
     carta1.getValor()==carta2.getValor() i  carta4.getValor()==carta5.getValor() o 
     carta2.getValor()==carta3.getValor() i  carta4.getValor()==carta5.getValor()) 
esDobleParella = cert 
fsi 
retorna esDobleParella  
bolea esTrio = fals 
si (carta1.getValor()==carta2.getValor() i carta1.getValor()==carta3.getValor() o  
     carta2.getValor()==carta3.getValor() i carta2.getValor()==carta4.getValor() o 
     carta3.getValor()==carta4.getValor() i carta3.getValor()==carta5.getValor()) llavors 
esTrio = cert 
fsi 
retorna esTrio 
bolea esEscala = fals 
if (carta1.getValor()+1==carta2.getValor() i 
    carta2.getValor()+1==carta3.getValor() i 
    carta3.getValor()+1==carta4.getValor() i 
    carta4.getValor()+1==carta5.getValor() llavors 





+ bool esColor(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és un color.  El 
corresponent pseudocodi és el següent. Recordar que les cartes estan ordenades pel valor.  
 
Es crea una llista amb quatre comptadors amb el propòsit de comptar les ocurrències de cada un dels 
tipus de carta. Si algun d’aquests comptadors és igual o major 4, retorna cert. 
+ bool esFull(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és un full. El 
corresponent pseudocodi és el següent. Recordar que les cartes estan ordenades pel valor.  
 
Bàsicament, retorna cert si dos valors diferents, tenen tres i dos ocurrències a la mà respectivament.  
+ bool esPoquer(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és un pòquer. 
El corresponent pseudocodi és el següent. Recordar que les cartes estan ordenades pel valor.  
 
Bàsicament, retorna cert si un valor es repeteix quatre vegades en la mà del jugador.  
bolea esColor = fals 






si (contadorsTipus[Carta.CLUBS]          >=4 o 
    contadorsTipus[Carta.DIAMONDS]   >=4 o 
    contadorsTipus[Carta.HEARTS]          >=4 o 
    contadorsTipus[Carta.SPADES]          >=4 llavors 
 esColor = cert 
fsi 
retorna esColor 
bolea esFull = fals   
si (carta1.getValor()==carta2.getValor() i carta1.getValor()==carta3.getValor() i 
carta4.getValor()==carta5.getValor() o 
   carta1.getValor()==carta2.getValor() i carta3.getValor()==carta4.getValor() i 
carta4.getValor()==carta5.getValor()) llavors 
esFull = cert 
fsi   
retorna esFull 
bolea esPoquer = fals 
si (carta1.getValor()==carta2.getValor() i carta1.getValor()==carta3.getValor() i     
     carta1.getValor()==carta4.getValor() o 
     carta2.getValor()==carta3.getValor() i carta2.getValor()==carta4.getValor() i       
     carta2.getValor()==carta5.getValor()) llavors 





+ bool esColorDe5(Arraylist ma): Retorna cert si les cinc cartes de la mà del jugador son del mateix 
tipus. El corresponent pseudocodi és el següent. Recordar que les cartes estan ordenades pel valor. 
 
Bàsicament, retorna cert si les cinc cartes són dels mateix tipus. Altrament, retorna fals.  
+ bool esEscalaDeColor(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és una 
escala de color. El corresponent pseudocodi és el següent: 
 
Bàsicament retorna cert si totes les cartes són dels mateix tipus i es compleix la condició d’escala. 
Altrament, retorna fals. 
+ bool esEscalaReial(Arraylist ma): Retorna cert si la jugada de pòquer actual del jugador és una 
escala reial. El corresponent pseudocodi és el següent: 
 
Retorna cert si es compleix la condició d’una escala de color i una de les cartes és un As. Altrament 
retorna fals. 
+ void OnGUI(): Conté el codi corresponent, al mostrar la informació relativa del jugador a la GUI, 










bolea esColorDe5 = fals  
si (carta1.getTipus()==carta2.getTipus() i carta1.getTipus()==carta3.getTipus() i   
    carta1.getTipus()==carta4.getTipus() i carta1.getTipus()==carta5.getTipus()) llavors 
esColorDe5 = cert 
fsi   
retorna esColorDe5 
retorna esEscala(ma) i esColorDe5(ma)  







8.9.3 Classe Sala 
 




A la següent pàgina es mostren unes captures de cada un d’aquests tipus de sales. 
A la Figura 34 es mostra una sala del tipus SalaInici amb la porta oberta. 
A la Figura 35 es mostra una sala del tipus SalaEnemics amb els seus respectius obstacles (caixes) i 
els dos enemics en primer pla. 
A la Figura 36 es mostra una sala del tipus SalaFi amb el seu respectiu portal per anar a l’altre nivell 






            Figura 34: Sala del tipus SalaInici. 
 
           Figura 35: Sala del tipus SalaEnemics. 
 




Atributs de Sala 
+ int posX: Indica a quina columna de la matriu de sales de l’escenari es situa aquesta sala. 
+ int posY: Indica a quina fila de la matriu de sales de l’escenari es situa aquesta sala. 
+ dimensionsSala = 32: Indica la longitud total de la sala. 
+ dimensionsOffset = 1: Indica la longitud reservada per a la ubicació de les possibles portes.  
+ Sala[] veïns: Conté les referències a les sales veïnes respecte la actual. 
+ Porta[] portes: Conté les referències a les portes que connecten aquesta sala amb les veïnes. 
+ Transform[] posTransforms: Conté unes referències a l’espai per tal de facilitar la ubicació dels 
elements de les sales, com ara les parets i les portes. 
+ Transform[] parets: Conté les referències a les parets de la sala. 
+ Transform[] respawns: Conté unes referències a l’espai on s’instanciaran els enemics. 
+ Transform terra: Conté una referència al terra de la sala. 
+ bool visitada = false: Indica si aquesta sala ha estat visitada per l’algoritme d’exploració del mètode 
GenerarPortes() de la secció 8.9.7. 
+ bool bloqueigRenderitzar = false: Útil per evitar crides circulars en l’algoritme recursiu de 
renderitzar les sales. 
+ modelTerra: Conté una referència al model corresponent al terra. 
+ modelParet: Conté una referència al model corresponent a un paret sense porta. 
+ modelParetPorta: Conté una referència al model corresponent a una paret amb porta.  
+ modelHitboxSala: Conté una referència al HitxboxSala de la sala actual. Veure la secció 8.9.10 
corresponent a la classe HitboxSala per una correcte comprensió. 
Mètodes de Sala 
+ void Awake(): Conté el codi que volem executar just al iniciar la partida i només al primer frame. 
El pseudocodi d’aquest mètode és el següent: 
 
+ void CrearTerra(): Conté el codi necessari per instanciar un terra a la ubicació de la sala. 
+ void abstract PintarTerra(): Mètode abstracte que té per objectiu que cada classe filla l’implementi 
de tal manera que pinti el terra de la sala amb el color corresponent a la tipologia de la sala. 
+ void CrearPareds(): Mètode que instancia quatre parets sense porta a la sala actual. 
+ void CrearPared(int pos): Útil per instanciar una paret sense porta a la posició especificada. 
+ void CrearParedPorta(int pos): Útil per instanciar una paret amb porta a la posició especificada.  
+ void CrearHitboxSala(): Instancia el HitboxSala d’aquesta sala, per detectar quan el jugador hi 








+ void RenderitzarSala(): Mètode que s’encarrega de renderitzar la sala actual i les veïnes en cas de 
que existeixi una porta que les connecti, i estigui actualment oberta.   
Aquest algoritme és conegut com l’algoritme de Portal & Sectors, i el pseudocodi és el següent: 
 
Bàsicament, consisteix en renderitzar la sala actual i les sales veïnes en cas de que la porta que les 
connecta estigui actualment oberta. La variable bloqueigRenderitzar és útil per evitar crides circular 
d’aquest mètode. 
+ void SetRendererSala(bool valor): Mètode que dibuixa i amaga la sala segons el paràmetre. 
+ void setPorta(Porta, int ubicacio) : Assigna una instància de porta a la ubicació especificada. 
+ void getPorta(int ubicacio): Obté una referència de la porta a la ubicació especificada. 
 
8.9.4 Classe SalaInici 
 
Classe que hereta els mètodes i atributs de Sala, i que representa la sala inicial del laberint.  
Mètodes de SalaInici 
+ void PintaTerra(): Implementació del mètode abstracte, de tal manera que pinta el terra del color 
corresponent a la tipologia de la sala. En aquest cas, de color vermell. 
+ void setRendererSala(bool valor): Implementació del mètode abstracte, de tal manera que dibuixa 
o amaga els elements presents a la sala, com ara el terra i les parets. 
 
8.9.5 Classe SalaFi 
 
Classe que hereta els mètodes i atributs de Sala, i que representa la sala final del laberint.  
Mètodes de SalaFi 
+ void PintaTerra(): Implementació del mètode abstracte, de tal manera que pinta el terra del color 
corresponent a la tipologia de la sala. En aquest cas, de color vermell. 
si (!bloqueigRenderitzar) llavors 
bloqueigRenderitzar = cert 
setRendererSala(cert) 
 per (i=0, i<4, i++) fer 
si (portes[i]!=nul) llavors 
si (portes[i].getOberta ()) llavors 
sala1 = portes[i].getSala1() 
   sala2 = portes[i].getSala2() 
    sala1.renderitzarSala() 
    sala2.renderitzarSala() 
   fsi 
  fsi 
 fsi 




+ void setRendererSala(bool valor): Implementació del mètode abstracte, de tal manera que dibuixa 
o amaga els elements presents a la sala, com ara el terra i les parets. 
+ void CrearPortal(): Mètode que té com objectiu crear un portal a la sala que fa possible que el 
jugador abandoni el laberint, i es traslladi al nivell final del videojoc.  
 
8.9.6 Classe SalaEnemics 
 
Classe que hereta els mètodes i atributs de Sala, i que representa el tipus de sala que conté obstacles i 
dos enemics cada una. Veure Figura 37. 
 
Figura 37: Una sala del laberint, del tipus SalaEnemics.. 
 
Atributs de SalaEnemics 
+ bool[][] hihaObstacles: Indica a quines posicions de la matriu interna de la sala, contenen un 
obstacle (caixa) i quines no. En la implementació actual, els obstacles són caixes. 
+ Transform[][] obstacles: Conté cada una de les referències dels obstacles a la seva posició 
corresponent a la matriu. 
+ ArrayList<Enemic> enemics: Conté els dos enemics presents a la sala. 
+ Transform modelCaixa: Conté el model corresponent als obstacles. 
+ float dimensionsCaixa = 2: Conté la dimensió dels obstacles. Per defecte, dos unitats. 
Mètodes de SalaEnemics 
+ void PintaTerra(): Implementació del mètode abstracte, de tal manera que pinta el terra del color 
corresponent a la tipologia de la sala. En aquest cas, de color verd. 
+ void setRendererSala(bool valor): Implementació del mètode abstracte, de tal manera que dibuixa 
o amaga els elements presents a la sala, com ara el terra, les parets i els obstacles (caixes). 
+ void AfegirEnemic(Enemic e): Permet afegir un enemic a la llista d’enemics de la sala.  
+ void GenerarInterior(): Permet generar els obstacles en forma de matriu de l’interior de la sala. 
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+ ArrayList<Tuple<int,int>> GetPosicionsCaminables(): retorna una llista amb totes les posicions 
de la sala transitables pel jugador. En altres paraules, retorna una llista amb les posiciones on no hi ha 
obstacles. 
+ Vector3 PuntLogictoFisic(int i, int j): Fa una conversió del punt lògic de la matriu interna de la 
sala, a un punt de l’espai. 
+ int[] PuntFisicToLogic(Vector3 posicio): Fa una conversió d’un punt de l’espai, a la posició 
corresponent en la matriu lògica interna de la sala. 
 
8.9.7 Classe Escenari 
 
És la classe que genera i conté tota la informació de l’escenari procedural en forma de laberint del 




Atributs de Escenari 
+ SalaEnemics[][] salesEnemics: Conté la matriu 5x5, amb totes les referencies a de les sales 
d’enemics corresponents a cada una de les posicions. Un total de 25 sales d’enemics. 
+ SalaInici salaInici: Conté una referència a la sala d’inici del laberint de l’escenari.  
+ SalaFi salaFi: Conté una referència a la sala final del laberint de l’escenari.  
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+ int nSalesX = 5: Conté el número de columnes que té la matriu de sales d’enemics.  
+ int nSalesY = 5: Conté el número de files que té la matriu de sales d’enemics.  
+ Jugador jugador: Conté una referència al jugador. 
+ Sala ubicacióJugador: Conté una referència a la sala on es troba actualment el jugador. Cada 
vegada que el jugador canvia de sala, aquesta referència s’actualitza.  
+ Transform modelSalaEnemics: Conté una referència al model corresponent a una sala d’enemics 
del laberint. 
+ Transform modelSalaInici: Conté una referència al model corresponent a la sala d’inici del 
laberint. 
+ Transform modelSalaFi: Conté una referència al model corresponent a la sala final del laberint. 
+ Transform modelPorta: Conté una referència al model corresponent a les portes que permet 
connectar les sales veïnes quan sigui necessari. 
+ Transform modelEnemic: Conté una referència al model corresponent als enemics. 
Mètodes de Escenari 
+ void Start(): Conté el codi que només volem executar en el primer frame de l’execució des del 
moment que l’script ha estat creat. Conté les crides necessàries per a generar tot l’escenari procedural.  
El pseudocodi que defineix el comportament és el següent: 
 
+ void GenerarEscenariInicial(): Mètode que té per objectiu instanciar totes les sales d’enemics de 
l’escenari i guardar totes les referències de l’estructura de dades de l’escenari i de les sales. Aquestes 
sales instanciades encara no tenen portes, així que conceptualment, l’escenari encara no és un laberint.  
Per veure la implementació detallada del mètode, anar a la secció 9.4.1. 
+ void AssignarVeins(Sala sala): S’encarrega d’actualitzar la llista de sales veïnes de la sala que rep 
com a paràmetre. 
+ void GenerarPortes(): Aquest mètode genera les portes que connecten les sales, de tal manera que 
conformi un laberint totalment aleatori.  
Concretament, el laberint que es vol generar, ha de ser sense loops i sense zones inaccessibles. Per fer-
ho, s’utilitza un algoritme de generació de laberints, basat en la cerca en profunditat. El pseudocodi de 
l’algoritme per generar aquest laberint és el següent: 
 






1. Començar en una sala aleatòria. 
2. Marcar la sala actual com a visitada, i obtenir la seva llista de veïns.  
3. Per cada veí, començant per un seleccionat aleatòriament. 
Si aquest veí no ha estat visitat, col·locar una porta entre aquesta 




+ void VisitarVei(Sala salaActual): Mètode que fa la part recursiva de l’algoritme de generar portes 
per tal de generar el laberint. Per veure la implementació detallada del mètode anar a la secció 9.4.2.  
+ void GenerarSalaIniciIFi(): Mètode que genera les sales d’inici i final del laberint. 
+ void GenerarEnemics(): Mètode que instancia tots els enemics del escenari amb la seva 
corresponent carta de la baralla francesa i assigna les dos primeres cartes inicials  de la mà del jugador.  
El pseudocodi que defineix el comportament és el següent: 
 
Inicialment, es generen les 52 cartes de la baralla francesa, que es col·loquen a una llista, i es barreja 
de manera totalment aleatòria. Seguidament, es recórrer totes les sales  del escenari de tipologia 
SalaEnemic, i per cada una, es generen dos enemics amb una carta assignada i s’afegeixen a la llista 
d’enemics de la sala. 
Finalment, les dos cartes que resten, s’afegeixen a la mà inicial del jugador.  
+ void ActualitzarSalesRenderitzades(): Mètode que actualitza quines sales han de ser dibuixades i 
quines no. Aquest mètode és cridat cada vegada que s’obre o es tanca una porta del escenari, ja que és 
el moment que el camp de visió del jugador pot arribar a noves sales. El pseudocodi que defineix el 
comportament és el següent: 
 
Com es pot observar, el doble bucle s’assegura que cap sala d’enemics és dibuixada. Seguidament, es 
fa el mateix per les sales d’inici i final. Finalment, es crida l’algoritme per dibuixar una sala, sobre la 
sala on s’ubica actualment el jugador (mètode RenderitzarSala() de la secció 8.9.3). 
 
Carta[] cartes = GenerarTotesLesCartes() 
Barajar(cartes) 
Carta carta1, carta2 
Enemic enemic1, enemic2 
per (i=0, i<nSalesX, i++) fer 
 per (j=0, j<nSalesY, j++) fer 
  carta1 = cartes.Obtenir(0) 
  carta2 = cartes.Obtenir(1) 
  cartes.Eliminar(0) 
  cartes.Eliminar(1) 
  enemic1 = nou Enemic(carta1) 
  enemic2 = nou Enemic(carta2) 
  salesEnemics[i][j].AfegirEnemic(enemic1) 




   
   
per (i=0, i<nSalesX, i++) fer 
per (j=0, j<nSalesY, j++) fer 
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8.9.8 Classe Porta 
 




Atributs de Porta 
+ bool oberta: Indica si la porta està actualment oberta o tancada. 
+ Transform hitbox: Conté una referencia al hitbox de la porta. Es a dir, un espècie de sensor que 
quan detecta la presència del jugador entrant/sortint de la zona, obre/tanca la porta. Més informació a 
la secció 8.9.9, corresponent a la classe HitboxPorta. 
+ Sala sala1: Conté la referencia d’una de les dues sales que connecta la porta. 
+ Sala sala2: Conté la referencia de l’altra sala que connecta la porta. 
+ Escenari escenari: Conté una referencia de l’escenari. 
Mètodes de Porta 
+ void Obrir(): Mètode que s’encarrega de marcar la porta com a oberta, i d’actualitzar les sales 
renderitzades de l’escenari, ja que el que pot veure el jugador ha canviat. El pseudocodi que defineix 
el seu comportament és el següent: 
 
+void Tancar(): Mètode que s’encarrega de marcar la porta com a tancada, i d’actualitzar les sales 
renderitzades de l’escenari, ja que el que pot veure el jugador ha canviat. El pseudocodi que defineix 





oberta = cert 
escenari.ActualitzarSalesRenderitzades() 




8.9.9 Classe HitboxPorta 
 
Classe que actua com a sensor de la porta, per a detectar la presència del jugador en la zona sobre la 




Atributs de HitboxPorta 
+ Porta portaTarget: Conté una referència de la porta sobre la que actua aquest sensor. 
+ Transform pivotPortaEsquerra: Objecte virtual, situat a la base de la esquerra de la porta, que 
permet aplicar-li un moviment rotatori respecte una cantonada d’aquesta. 
+ Transform pivotPortaDreta: Objecte virtual, situat a la base de la dreta de la porta, que permet 
aplicar-li un moviment rotatori respecte una cantonada d’aquesta.  
Mètodes de HitboxPorta 
+ void OnTriggerEnter(Collider other): Conté el codi que es vol executar quan un collider entre a 
la zona del sensor. El pseudocodi que defineix el comportament és el següent: 
 
+ void OnTriggerExit (Collider other): Conté el codi que es vol executar quan un collider surt de 






si (other == jugador) llavors 
 pivotPortaEsquerra.Rotar(0,90,0) 
 pivotPortaDreta.Rotar(0,-90,0)  
fsi 
portaTarget.Tancar(); 
si (other == jugador) llavors 
 pivotPortaEsquerra.Rotar(0,-90,0)  





En la Figura 38, es pot observar un cub de color blau que envolta la porta al complet. Aquest cub és 
el hitbox de la porta, que en condicions normals no és visible. L’element seleccionat a la captura és el 
pivot de la porta esquerra. 
 
 
                         Figura 38: Hitbox d'una porta en mode visible. 
 
En la Figura 39, es pot observar l’estructura jeràrquica dels diferents elements que conformen la porta. 
És interessant observar per exemple, que el pivot de la porta dreta és un objecte pare respecte la porta 
dreta. Això vol dir que si rotem el pivot (objecte pare), la corresponent porta (objecte fill) també rotarà 
amb la mateixa proporció.  
 
 












8.9.10 Classe HitboxSala 
 
Classe que actua com a sensor de la sala, per a detectar quan el jugador entra a la sala. Cada sala té un 




Atributs de HitboxSala 
+ Sala sala: Conté una referència de la sala a la que està vinculat el hitbox. 
Mètodes de HitboxSala 
+ void OnTriggerEnter(Collider other): Conté el codi que es vol executar quan un collider entra a 
la zona del sensor. El pseudocodi que defineix el comportament és el següent: 
 
Així doncs, el hitbox de la sala ens permet tenir actualitzada la informació relativa a la ubicació actual 
del jugador. En altres paraules, a quina sala es troba el jugador actualment.  
En la Figura 40, es pot observar un cub de color blau que envolta la sala al complet. Aquest cub és el 
hitbox de la sala, que en condicions normals no és visible. 
 
 
                      Figura 40: Hitbox de la sala, en mode visible. 
 
si (other == jugador) llavors 




8.9.11 Classe HitboxPortal 
 
Classe que actua com a sensor del portal, per a detectar quan el jugador hi entra, i traslladar-lo al nivell 




Atributs de HitboxPortal 
+ Jugador jugador: Conté una referència del jugador. 
Mètodes de HitboxPortal 
+ void OnTriggerEnter(Collider other): Conté el codi que es vol executar quan un collider entra a 
la zona del sensor. El pseudocodi que defineix el comportament és el següent: 
 
En la Figura 41, es pot observar el portal que permet al jugador passar del nivell del laberint, al nivell 
final del videojoc. El cilindre de color blau és el hitbox del portal. 
 
 











8.9.12 Classe Carta 
 




Atributs de Carta 
+ int valor: Codifica el valor de la carta. 
+ int tipus: Codifica el tipus de la carta. 
+ string[] valorToString: Fa la conversió al format string del valor de la carta. 
+string[] tipusToString: Fa la conversió al format string del tipus de la carta. 
+ Texture2D textura: Conté la textura de la carta corresponent al valor i al tipus. 
Mètodes de Carta 
+ Carta(int valor, int tipus): Constructor de la classe, que rep com a paràmetres el tipus i el valor.  
+ string ValorToString(): Mètode que retorna la conversió en format string del valor de la carta. 
+ string TipusToString(): Mètode que retorna la conversió en format string del tipus de la carta.  
+ IComparable.CompareTo(Object o): Implementa la comparació de dos cartes segons el valor. 










public const int DOS = 0; 
public const int TRES = 1; 
public const int QUATRE = 2; 
public const int CINC = 3; 
public const int SIS = 4; 
public const int SET = 5; 
public const int VUIT = 6; 
public const int NOU = 7; 
public const int DEU = 8; 
public const int J = 9; 
public const int Q = 10; 
public const int K = 11; 
public const int AS = 12; 
  
 
public const int CLUBS = 0; 
public const int DIAMONDS = 1; 
public const int HEARTS = 2; 




8.9.13 Classe Enemic 
 




La interfície State està fortament lligada a Enemic, ja que les classes que l’implementen representen 
els diferents estats en que es pot trobar un enemic i que defineixen el seu comportament. En altres 
paraules, són els que defineixen la Intel·ligència Artificial dels enemics. 
Atributs de Enemic 
+ int vida = 100: Indica la quantitat de vida actual que disposa l’enemic. 
+ Carta carta: Indica quina carta de la baralla francesa té assignada l’enemic.  
+ Jugador jugador: Conté una referència del jugador. 
+ SalaEnemics sala: Conté una referència de la sala a la qual pertany aquest enemic. 
+ float velocitatMoviment = 5: Controla la velocitat amb la que es desplaçarà aquest enemic. 




+ bool potsDisparar: Indica si aquest enemic té la possibilitat de disparar actualment. Cada vegada 
que l’enemic dispara, ha d’esperar una certa quantitat de temps (delay), per disparar un altre projectil. 
+ float delayProjectils = 1.0: Indica la quantitat de temps que ha d’esperar un enemic després de 
disparar un projectil, per disparar el següent. 
+ Transform posProjectil: Conté una posició a l’espai, des de la qual sortiran els projectils.  
+ Transform modelProjectilFoc: Conté el model del projectil de foc. 
+ int dany: Indica la quantitat de dany que pot causa un impacte sobre el jugador. 
+ int rayDistance = 100: Indica la longitud que tindran els diferents RayCast que instanciarà. 
+ State stateActual: Indica l’estat actual del enemic, i que en condiciona el seu comportament. 
+ StateAdormit stateAdormit: Conté una referència a l’estat adormit. 
+ StateCaminar stateCaminar: Conté una referència a l’estat de caminar. 
+ StateOfensiuDistancia stateOfensiuDistancia: Conté una referència a l’estat ofensiu a distància. 
+ StateOfensiuAprop stateOfensiuAprop: Conté una referència a l’estat ofensiu a prop. 
+ float radiGran = 50: Radi gran que condiciona la transició d’estats. Veure secció de la classe State.  
+ float radiPetit = 5: Radi petit que condiciona la transició d’estats. Veure secció de la classe State.  
+ GameObject meshCos: Conté una referencia a la mesh (malla) de l’enemic. Útil per poder canviar 
la textura de la carta que l’hi correspon a l’enemic, en temps d’execució.  
+ GameObject fxEliminat: Efecte de partícules a instanciar quan aquest enemic és eliminat. 
+ AudioClip soDany: So a reproduir quan aquest enemic ha estat impactat per un dispar del jugador.  
+ LayerMask layerMask: Indica a què pot impactar el Raycast al que s’aplica aquest layer. 
+ LayerMask layerMaskObstacle: Indica a què pot impactar el Raycast al que s’aplica aquest layer. 
 
Mètodes de Enemic 
+ void Start(): Conté el codi que només volem executar en el primer frame de l’execució des del 
moment que l’script ha estat creat. Bàsicament, executa les inicialitzacions d’algunes variables. 
+ void Update():Conté el codi que volem executar a cada frame durant l’execució des del moment 
que l’script ha estat creat. El pseudocodi que defineix el seu comportament és el següent: 
 
+ void AproparseTarget(): Desplaça l’enemic en direcció al jugador. 
+ void AtacAprop(): Aquest mètode fa que l’enemic giri sobre ell mateix, i si està a una unitat de 
distància respecte el jugador, l’hi treu totes les vides que l’hi resten.  
+ bool PotVisualitzarTarget(): Retorna cert en cas de que l’enemic tingui la possibilitat de tenir 
contacte visual amb el jugador. En altres paraules, retorna cert si no hi ha cap obstacle entre la posició 





+ void Danyar(int quantitat): Aplica una certa quantitat de dany especificada a aquest enemic. El 
pseudocodi que defineix el comportament és el següent: 
 
+ void Eliminar(bool tirCap): Mètode que elimina l’enemic de la partida. El pseudocodi que defineix 
el comportament és el següent: 
 
+ void DispararProjectilFoc(): Mètode que té per objectiu disparar un projectil sempre que es 
compleixin les condicions per fer-ho. 
El pseudocodi que defineix el comportament és el següent: 
 
Bàsicament, potDisparar indica si ha passat el suficient temps respecte l’últim projectil que ha tirat 
l’enemic per tirar-ne un altre. També es comprova que hi hagi contacte visual entre aquest enemic i el 
jugador.  
Seguidament, bloqueja la possibilitat de llançar projectils, n’instancia un i passat uns segons permet a 
l’enemic tornar a llençar un altre projectil ficant potDisparar a cert. 
+ void DelayProjectil(): Mètode que permet a l’enemic disparar novament. 
+ void SetStateAdormit(): Assigna l’estat adormit a l’enemic. 
+ void SetStateCaminar(): Assigna l’estat de caminar a l’enemic. 
+ void SetStateOfensiuDistancia(): Assigna l’estat ofensiu a distancia a l’enemic. 
+ void SetStateOfensiuAprop(): Assigna l’estat ofensiu a prop a l’enemic. 
 
 
vida = vida - quantitatDany 
ReproduirSoDany() 
si (vida<=0) llavors  
 si (quantitatDany>=80) llavors  
tirAlCap = cert 
 altrament  
tirAlCap = fals 
 fsi 







si (potDisparar i PotVisualitzarJugador()) llavors 







8.9.14 Interfície State 
 
State és la interfície que els diferents estats que conformen la Intel·ligència Artificial dels enemics han 
d’implementar. Es basa en el patró State, que permet canviar el comportament d’un objecte en temps 




Així doncs, queda clar que els enemics poden assolir quatre estats que en defineixen el comportament: 
- Adormit: L’enemic no executa cap tipus d’acció. Resta immòbil.  
- Caminar: L’enemic es desplaça per la seva sala en busca del jugador. 
- Ofensiu a distància: L’enemic dispara projectils de foc al jugador. 
- Ofensiu a prop: L’enemic rota sobre ell mateix al mateix temps que s’acosta al jugador.  
L’enemic anirà canviant el seu estat segons uns determinats estímuls. Seguidament, es pot observar el 
graf que defineix les transicions d’estat segons aquests estímuls, que bàsicament representen la 






Mètodes de State 
+ void Iniciar(): Cada subclasse l’implementarà per inicialitzar certs valors si així ho necessita.  
+ void Accio(): Cada subclasse hi implementa el codi a executar a cada frame, sempre i quan aquest 
estat és l’estat actual de l’enemic. Cal recordar que aquest mètode es cridat sempre dins del mètode 
Update() de l’enemic. 
 
8.9.15 Classe StateAdormit 
 




Atributs de StateAdormit 
+ Enemic enemic: Conté una referència de l’enemic sobre el que actua. 
+ Jugador jugador: Conté una referència del jugador. 
Mètodes de StateAdormit 
+ StateAdormit(Enemic e, Jugador j): Constructor que rep l’enemic i el jugador com a paràmetres.  
+ void Iniciar(): Implementació a executar per inicialitzar certs valors. En el cas d’aquest estat, cap.  
+ void Accio(): Implementa la lògica a executar a cada frame, i que defineix el comportament de 
l’enemic, sempre i quan aquest estat és l’estat actual de l’enemic. El pseudocodi que defineix el seu 
comportament és el següent: 
 
Bàsicament, primer es calcula la distància entre el jugador i l’enemic. Per fer-ho, es resten les posicions 
a l’espai del jugador i l’enemic, obtenint com a resultat un vector. Per saber la distància doncs, cal 
obtenir el mòdul d’aquest vector. Si aquest distància és menor al radi gran de l’enemic, assignarà 




real distancia = Modul(posicioJugador - posicioEnemic) 





8.9.16 Classe StateOfensiuDistancia 
 
Classe que implementa la interfície State, i que representa un estat de l’enemic en que dispara projectils 




Atributs de StateOfensiuDistancia 
+ Enemic enemic: Conté una referència de l’enemic sobre el que actua. 
+ Jugador jugador: Conté una referència del jugador. 
Mètodes de StateOfensiuDistancia 
+ StateOfensiuDistancia(Enemic e, Jugador j): Constructor de la classe. 
+ void Iniciar(): Implementació a executar per inicialitzar certs valors. En el cas d’aquest estat, cap. 
+ void Accio(): Implementa la lògica a executar a cada frame, i que defineix el comportament de 
l’enemic, sempre i quan aquest estat és l’estat actual de l’enemic. El pseudocodi que defineix el 
comportament és el següent: 
 
Primerament calcula la distància entre l’enemic i el jugador i avalua les condicions per un possible 
canvi d’estat. Si finalment roman al mateix estat, rota l’enemic de tal manera que estigui orientat 
mirant cap al jugador i si compleix la condició de poder disparar un projectil, ho fa.  
 
 
real distancia = Modul(posicioJugador - posicioEnemic) 
bolea visualitzaJugador = enemic.PotVisualitzarJugador() 
si (distancia > enemic.radiGran) llavors 
enemic.SetStateAdormit() 
altrament si (no visualitzaJugador) llavors 
enemic.SetStateCaminar() 










8.9.17 Classe StateOfensiuAprop 
 
Classe que implementa la interfície State, i que representa un estat de l’enemic en que rota sobre ell 




Atributs de StateOfensiuAprop 
+ Enemic enemic: Conté una referència de l’enemic sobre el que actua. 
+ Jugador jugador: Conté una referència del jugador. 
Mètodes de StateOfensiuAprop 
+ StateOfensiuAprop(Enemic e, Jugador j): Constructor de la classe. 
+ void Iniciar(): Implementació a executar per inicialitzar certs valors. En el cas d’aquest estat, cap. 
+ void Accio(): Implementa la lògica a executar a cada frame, i que defineix el comportament de 
l’enemic, sempre i quan, aquest estat és l’estat actual de l’enemic.  El pseudocodi que defineix el 
comportament és el següent: 
 
Primerament calcula la distància entre l’enemic i el jugador i avalua les condicions per un possible 
canvi d’estat. Si finalment roman al mateix estat, s’apropa al jugador i rota sobre ell mateix, amb la 
intenció de restar unitats de vida al jugador. 
 
 
real distancia = Modul(posicioJugador - posicioEnemic) 
bolea visualitzaJugador = enemic.PotVisualitzarJugador() 
si (distancia > enemic.radiGran) llavors  
enemic.SetStateAdormit() 
altrament si (no visualitzaJugador) llavors 
enemic.SetStateCaminar() 








8.9.18 Classe StateCaminar 
 
Classe que implementa la interfície State, i que representa un estat de l’enemic en que es desplaça per 




Atributs de StateCaminar 
+ Enemic enemic: Conté una referència de l’enemic sobre el que actua.  
+ Jugador jugador: Conté una referència del jugador. 
+ int currenyWaypoint: Indica quina posició del path té per objectiu en el desplaçament actual. 
+ int nextWaypointDistance: Indica quina és la distancia que falta per arriba al següent waypoint.  
+ ArrayList<Vector3>: Conté els diferents punts de l’espai que defineixen el trajecte del path. Cada 
un dels punts és un waypoint. 
Mètodes de StateCaminar 
+ StateCaminar(Enemic e, Jugador j): Constructor que rep l’enemic i el jugador com a paràmetres.  
+ void Iniciar(): Té com objectiu obtenir el path (camí) que el jugador seguirà en el desplaçament, 
sempre i quan es conservi l’estat de caminar.  El pseudocodi molt simplificat que defineix el 
comportament és el següent: 
 
Com es pot observar, qui realment calcula el path és el mètode static de la classe TacticalPathFinding, 
que es comenta més detalladament a la secció corresponent a la classe. 
ANode node = TacticalPathFinding.aEstrella(enemic.sala.hiHaObstacle,  
            iInicial, jInicial, iFinal, jFinal) 
mentre (node!=nul) fer 
pathFisic.Afegir(0, enemic.sala.puntLogicToFisic(node.getI(), node.getJ())) 
 node = node.getNodeAnterior() 
fmentre 
currentWaypoint = 0 
pathFisic = SuavitzarPath(pathFisic) 
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+ArrayList<Vector3> SuavitzarPath(ArrayList<Vector3>): Mètode que té per objectiu aplicar un 
algoritme per suavitzar el path que rep com a paràmetre. El pseudocodi molt simplificat que defineix 
el comportament és el següent: 
 
En la Figura 42 podem veure el contrast entre un path que no s’hi ha aplicat l’algoritme de suavitzar, 
i un altre que si. 
 
      Figura 42: Path sense suavitzar i path suavitzat. 
 
+ void Caminar(): Desplaça l’enemic en direcció al següent waypoint del path. 
+ void Accio(): Implementa la lògica a executar a cada frame, que defineix el comportament de 
l’enemic, sempre i quan aquest estat és l’estat actual de l’enemic.  
 
Primerament calcula la distància entre l’enemic i el jugador i avalua les condicions per  a un possible 
canvi d’estat. Si finalment roman al mateix estat, camina en direcció al següent waypoint del path. 
Assignar el primer waypoint del path com a waypointActual. 
mentre (waypointActual != waypointFinal) fer 
 Seleccionar el waypoint més llunyà respecte l'actual però visible. 
 Esborrar tots els waypoints intermedis entre aquests dos. 
 Assignar aquest waypoint com a waypointActual. 
fmentre 
 
real distancia = Modul(posicioJugador - posicioEnemic) 
bolea visualitzaJugador = enemic.PotVisualitzarJugador() 
si (distancia > enemic.radiGran) llavors 
enemic.SetStateAdormit() 
altrament si (distancia < enemic.radiPetit i potVisualitzarJugador)  
 enemic.SetStateOfensiuAprop() 
altrament si (distancia < enemic.radiGran i distancia > enemic.radiPetit  







8.9.19 Classe TacticalPathFinding 
 
Aquesta classe conté una col·lecció de mètodes statics per tal d’aplicar l’algoritme Tactical Path 
Finding usant A*. L’algoritme Tactical Path Finding intenta trobar un camí entre dos punts, que no 
necessàriament és el més curt, ja que també valora que aquest no resulti perillós. 
El Tactical Path Finding aplicat pels enemics d’aquest videojoc, valora la llargada dels possibles 
camins, i el nivell de cobertura que aquests tenen. La cobertura s’ha d’interpretar com el número de 




Mètodes de TacticalPathFinding 
ANode aEstrella(bool[][] obstacles, int iInicial, int jInicial, inti Final, int jFinal): Mètode que 
aplica l’algoritme A*. Retorna l’últim node del path, que conté una referència al node anterior, i així 
successivament. El pseudocodi de l’algoritme A* és el següent. 
 
Com es pot observar, primerament s’inicialitza la llista dels oberts de tal manera que només conté el 
node de la posició inicial amb un cost acumulat de 0 (atribut g del node) i l’estimació de la distancia 
respecte al node final corresponent (atribut h del node). 
Seguidament, mentre encara hi hagin nodes oberts i no s’hagi trobat solució s’executa el nucli de 
l’algoritme. 
S’agafa el primer node dels oberts i en cas que sigui el node final s’acaba l’execució del mètode i 
retorna el camí. Altrament, obté els seus fills, els ordena per les seves estimacions de costos per arribar 
al node final, i s’eliminen els redundants (nodes repetits amb costos majors). 
oberts = [estat_inicial]  
trobat = fals  
mentre (oberts<>[] i no trobat) fer  
cami = Primer(oberts) 
oberts = Resta(oberts) 
si estatfinal(UltimNode(camí)) llavors  
trobat = cert  
altrament  
fills = Successors(cami) 








+ ArrayList<ANode> GetFills(bool[][] obstacles, ANode node, int iFinal, int jFinal): Mètode que 
retorna una llista dels nodes successors del que rep com a paràmetre, amb la corresponent estimació 
del cost acumulat tenint en compte la distancia respecte el destí i el cost de cobertura. Explicació 
detallada de la implementació en la secció 9.6. 
+ double Distancia(int x1, int y1, int x2, int y2): Retorna la distància mínima entre dos punts, sense 
tenir en compte si és transitable o no. 
+ double CostCobertura(bool[][] obstacles, int i, int j): Retorna el número de caixes que envolten 
la cel·la de la matriu indicada amb els paràmetres. 
+ bool DinsMatriu(int i, int j, bool[][] obstacles): Retorna cert si la posició rebuda com a paràmetre 
està dins del rang de la matriu. Altrament retorna fals. 
+ void Ordenar(ArrayList<ANode> llista): Ordena la llista de nodes segons la estimació del seu 
cost total per anar al destí. 
+ void EliminarRedundants(ArrayList<ANode> llista):  Mètode que té com objectiu eliminar els 
nodes redundants de la llista que rep. S’entén com a node redundant, un node que fa referència a una 
mateixa posició de l’escenari que un altre, però amb una estimació del cost major.  
 
8.9.20 Classe ANode 
 




Atributs de ANode 
+ int i: Indica la columna de la matriu interna de la sala, a  la que pertany la posició.  
+ int j: Indica la fila de la matriu interna de la sala, a la que pertany la posició. 
+ int g: Indica el cost acumulat per arribar al node actual des del node inicial.  
+ int h: Indica l’estimació del cost d’arribar des del node actual al node final.  
+ ANode nodeAnterior: Conté una referència al node anterior del path al que pertany. 
Mètodes de ANode 
+ ANode(int i, int j, double g, double h, ANode nodeAnterior): Constructor del node A*. 




8.9.21 Classe Projectil Foc 
 
Aquesta classe representa cada una de les instàncies dels projectils disparats pels enemics amb la 




Atributs de ProjectilFoc 
+ float velocitat = 5: Indica la velocitat a la que es desplaça el projectil. 
+ int dany = 1: Indica les unitats de vida que resta al jugador en cas d’impacte.  
Mètodes de ProjectilFoc 
+ void Start(): Conté el codi que només volem executar en el primer frame de l’execució des del 
moment que l’script ha estat creat. El pseudocodi que defineix el comportament és el següent: 
 
Amb aquest codi assegurem que en cas de que el projectil no impacti amb res, és destruït passat 10 
segons. D’aquesta manera, evitem la possibilitat de tenir una quantitat molt gran de projectils 
simultanis a l’escena, amb la conseqüent pèrdua de rendiment.  
+ void Update: Conté el codi que volem executar a cada frame durant l’execució des del moment que 
l’script ha estat creat. El pseudocodi que defineix el comportament és el següent: 
 
+ void Destruir: Mètode que destrueix la instància del projectil. 
+ void OnTriggerEnter(Collider other): Conté el codi a executar quan es detecta una col·lisió. El 






si (other == jugador) llavors  
 jugador.Danyar(dany) 





8.9.22 Classe EnemicJoquer 
 




Atributs de EnemicJoquer 
+ int vida = 100: Indica la vida actual del Jòquer. Quan arriba a 0 és eliminat. 
+ int dany = 2: Indica les unitats de vida que l’hi resta al jugador en cas de impactar-lo. 
Mètodes de EnemicJoquer 
+ void Danyar(int quantitat): Es crida cada vegada que el jugador ha impactat al Jòquer amb un 
dispar, i l’hi aplica una quantitat de dany especificada.  
+ void MirarJugador(): Aquest mètode permet al Jòquer orientar el cos de tal manera que miri en 
direcció al jugador. 
+ void Atacar(): Atac principal del Jòquer que consisteix en saltar en direcció al jugador.  
+ void OnCollisionEnter(Collision collision): Conté el codi a executar cada vegada que el Jòquer 
col·lisiona amb algun element.  El pseudocodi que defineix el comportament és el següent: 
 
Bàsicament, si la col·lisió és amb el jugador, l’hi resta una certa quantitat de vida, i en cas d’impactar 




si (collision == terra) llavors 
Atacar()   





9 IMPLEMENTACIÓ I PROVES 
 




Cada un dels tres menús del joc, té la seva corresponent classe tal com s’ha pogut observar en el capítol 
8. En aquest apartat s’explicaran els aspectes més rellevants.  
 
9.1.1 Menú principal 
 
El menú principal del videojoc consta de dues opcions que es mostren just després d’iniciar l’aplicació. 
Veure Figura 43. 
 
 
                            Figura 43: Menú principal. 
 
Les següents línies de codi es troben dins del mètode OnGUI(), que té per objectiu mostrar elements 
a la interfície gràfica. La primera línia de codi indica quina col·lecció d’estils es vol aplicar als 
diferents elements que es mostraran. 
 
                              
Seguidament, es col·loca una textura com a fons del menú principal. 
 
 
El rectangle especifica la posició i les dimensiones de la imatge a mostrar. Com que es vol ocupar tota 
la pantalla, s’usen les seves dimensiones com a paràmetres d’amplada i alçada. 
ScaleMode.StretchToFill indica que es vol redimensionar la textura fins a ocupar la totalitat del 
rectangle especificat anteriorment. 
GUI.skin = menuGUISkin; 
GUI.DrawTexture(new Rect(0,0,Screen.width,Screen.height), 
 texturaBackground, ScaleMode.StretchToFill); 
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Per mostrar el títol del menú, només cal fer l’ús adequat del següent mètode static.  
 
Finalment, només falta mostrar els dos opcions del menú, que al ser premuts, tenen un comportament 
associat. El següent codi dóna aquesta funcionalitat. 
 
Com es pot observar, el codi que es vol executar en cas de que un dels botons siguin premut s’ubica 
dins del condicional corresponent. 
En cas de voler iniciar partida, es guarda la puntuació del jugador a un hashmap (diccionari) accessible 
gràcies a PlayerPrefs, perquè més tard la pugui llegir la següent escena. En Windows, aquestes 
entrades son guardades en registres ubicats a HKCU\Software\[nom companyia]\[nom producte], on 
el nom de la companyia i del projecte són indicats en les opcions del projecte.  
En cas de voler abandonar l’aplicació, Application.Quit() permet la funcionalitat. 
 
9.1.2 Menú de derrota 
 
Aquest és el menú que es mostra després de perdre la partida i que indica el motiu de la derrota i la 
puntuació que s’ha obtingut. Veure Figura 44. 
 
 
       Figura 44: Menú de derrota. 
 
La part dels botons s’implementa exactament igual que la funció ja comentada en el menú principal 
en la secció anterior, amb la diferència que aquí s’ofereix la possibilitat de tornar al menú principal, 
en comptes d’iniciar la partida. 

















Com es pot observar, el motiu de la derrota i la puntuació s’obtenen  de les dades guardades en el 
hashmap que ha emplenat la escena anterior just abans d’acabar.  
 
9.1.3 Menú de victòria 
  
Aquest és el menú que es mostra quan el jugador guanya la partida, és a dir, quan el jugador ha eliminat 
l’enemic final del videojoc. Veure Figura 45. 
 
 
    Figura 45: Menú de victòria. 
 
Al igual que en el cas del menú després de perdre una partida, obté la puntuació de la informació 









GUI.Label(new Rect(55,Screen.height/2-90, 1000, 90),"GAME OVER: "  
     +PlayerPrefs.GetString ("MISSATGE")); 
GUI.Label(new Rect(55,Screen.height/2-50, 1000, 90),"PUNTUACIO: " 
    +PlayerPrefs.GetInt ("PUNTUACIO")); 
GUI.Label(new Rect(55,Screen.height/2-90, 1000, 90),  
    "HAS ELIMINAT AL JOQUER !"); 
GUI.Label(new Rect(55,Screen.height/2-50, 1000, 90), 
 "PUNTUACIO:"+PlayerPrefs.GetInt ("PUNTUACIO")); 
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9.2 INPUTS DELS DISPOSITIUS D’ENTRADA 
 
En aquesta secció es comenta com s’avaluen els inputs que es reben dels dispositius d’entrada. 
Cal recordar que els inputs d’entrada que permeten al jugador desplaçar-se, apuntar i desplaçar-se per 
l’escenari ja venen proveïts per un components que venen per defecte amb Unity, com ja s’ha comentat 
a la secció 8.7.2. Així doncs, els inputs que falten per avaluar són els que permeten al jugador disparar 
i ficar la partida en mode pausa.  
El següent codi, ubicat dins del mètode Update() de Jugador, atorga les dos funcionalitats: 
 
Els mètodes de la classe Input presents en el codi retornen cert quan les tecles especificades són 
premudes. Altrament retornen fals. Com es pot observar, la input escollida per efectuar dispars, és el 
botó esquerra del ratolí, mentre que per ficar o desactivar la partida del mode pausa, és igual de vàlid 
prémer la tecla ‘Escape’ o la ‘P’. 
Per saber si la partida es troba en un mode o un altre, es consulta en cada moment el valor de la variable 
booleana modePausa. 
En Figura 46, es pot veure el menú que apareix quan la partida està en mode pausa. 
 
 








  PausarPartida(); 
 } 
 else{ 





9.2.1 Acció de disparar 
 
En aquest apartat, s’explica com s’ha implementat la acció de disparar que pot efectuar el jugador, i 
que és el codi que es situa dins del mètode Disparar(). 
Primerament, es fa una comprovació de si el jugador té almenys una unitat de munició.  En cas de no 
complir aquesta condició, l’execució del mètode finalitza immediatament.  
 
 
Seguidament, es redueix una unitat la quantitat de munició que disposa el jugador, es reprodueix el 










És interessant observar que la funció Destroy(), destrueix la instància de l’efecte visual passat 15 

























municio = municio-1; 
audio.PlayOneShot(soAtac,1F); 
GameObject instanciaFxDispar=(GameObject) Instantiate(fxDisparar,  
posFxDisparar.transform.position,  
transform.rotation); 
Destroy (instanciaFxDispar, 0.15f); 
 
RaycastHit hit = new RaycastHit(); 
Ray ray = new Ray(Camera.main.transform.position, 
Camera.main.transform.forward);  
 
if(Physics.Raycast(ray,out hit,rayDistance,layerMask)){  
GameObject instanciaFxImpacte = 
(GameObject)Instantiate(fxImpacte, hit.point, 
transform.rotation); 
Destroy (instanciaFxImpacte, 0.15f); 
if (hit.collider.transform.tag=="enemicCap"){ 





 else if (hit.collider.transform.tag=="enemicCos"){ 
Enemic enemic = (Enemic) 
hit.collider.transform.parent.parent.GetComponent 
(typeof(Enemic)); 
  enemic.Danyar(25); 
 } 
 else if (hit.collider.transform.tag=="enemicJoker"){ 
EnemicJoquer enemicJoquer = (EnemicJoquer) 
hit.collider.transform.GetComponent 
(typeof(EnemicJoquer)); 
  enemicJoquer.Danyar(20); 
  municio = municio+2; 






En la primera part del codi, s’indica l’origen i la direcció del raig que es vol instanciar amb l’objectiu 
de simular el dispar efectuat pel jugador. 
El mètode Physics.Raycast() és l’encarregat de simular les conseqüències d’instanciar aquest raig a 
l’espai i retorna l’objecte hit, que conté informació sobre la possible col·lisió que s’ha produït entre el 
raig i un element de l’escenari. Si el mètode retorna cert, vol dir que s’ha produït un impacte. És per 
això que el primer que es fa dins del condicional és instanciar un efecte visual representant aquest 
impacte. 
Consultant l’atribut hit.collider.transform.tag es pot identificar exactament quin és l’objecte que s’ha 
impactat. Si es tracta d’un enemic, s’obté la instància, i es crida el mètode Danyar() per restar una 
certa quantitat de vida a l’enemic. 
És interessant observar que si s’ha impactat el cap de l’enemic, causa una major quantitat de dany 
respecte a la que s’aplica en cas d’impactar al seu cos. 
 
9.2.2 Acció ficar la partida en mode pausa 
 
Els mètodes que permeten ficar i treure la partida del mode pausa, com ja s’ha observat en la secció 
9.2, són PausarPartida() i ContinuarPartida(). 
 
Primerament, s’actualitza l’atribut modePausa que controla en quin mode es troba la partida. 
Seguidament, es fica 0 com a valor de Time.timeScale, ja que aquest és l’atribut que escala la velocitat 
en que passa el temps. Després es deshabilita la funcionalitat de poder apuntar amb el ratolí i fa visible 
el cursor en pantalla per facilitar la tasca de triar una opció del menú del mode pausa.  




public void PausarPartida(){ 
 modePausa = true; 
 Time.timeScale = 0; 
 MouseLook mouseLook = (MouseLook) GetComponent("MouseLook"); 
 mouseLook.enabled = false; 
 Screen.showCursor = true; 
} 
 
public void ContinuarPartida(){ 
 modePausa = false; 
 Time.timeScale = 1; 
 MouseLook mouseLook = (MouseLook) GetComponent("MouseLook"); 
 mouseLook.enabled = true; 





Finalment, el següent codi és el que fa possible que es visualitzi un menú en la interfície quan la partida 
entra en el mode pausa. 
 
En aquest codi, abans de mostrar els elements del menú, es comprova si realment la partida està en 
mode pausa. Seguidament, es declara un grup amb la respectiva posició i dimensions, perquè els altres  
elements que pertanyen al grup es posicionin de manera relativa en aquest. Finalment, es crea un Box 
que agrupa les tres opcions possibles que té l’usuari per prémer, amb el seu corresponent codi a 
executar a dins de cada un dels seus condicionals. 
9.3 ELIMINAR ENEMICS 
 
La única condició que han de complir els enemics per ser eliminats és que la seva quantitat de vida 
sigui igual o menor a 0 després de causar-los una certa quantitat de dany. 
 
Si es compleix aquesta condició, es comprova si es tractava d’un dispar al cap o al cos mirant la 
quantitat de dany que ha rebut. Una vegada s’ha esbrinat, ja es pot fer la crida per eliminar aquest 






 GUI.Box (new Rect(0,0,170,150),"MENU PAUSA"); 
 
 if (GUI.Button(new Rect(10,30,150,30),"CONTINUAR")){ 
  ContinuarPartida(); 
 } 
 if (GUI.Button(new Rect(10,65,150,30),"MENU PRINCIPAL")){ 
  ContinarPartida(); 
  Application.LoadLevel("MenuPrincipal"); 
 } 
 if (GUI.Button(new Rect(10,100,150,30),"SORTIR DEL JOC")){ 
  Application.Quit(); 
 } 
 GUI.EndGroup();  
} 
 
public void Danyar(int quantitatDany){ 
vida = vida - quantitatDany; 
 AudioSource.PlayClipAtPoint(soDany,this.transform.position); 
if(vida<=0){ 










Com es pot observar, el primer que es fa és cridar dos mètodes; un per afegir una notificació de la 
baixa per pantalla, i l’altre per afegir la carta que tenia assignada aquest enemic a la mà del jugador.  
Seguidament, es destrueix la instància de l’enemic i es crea un efecte de partícules per representar 
visualment l’eliminació de l’enemic. Veure Figura 47. 
 
 
                 Figura 47: Efecte visual al eliminar un enemic. 
 
9.3.1 Afegint notificacions de baixa 
 
Les notificacions de baixa són els indicadors que surten per pantalla cada vegada que s’elimina un 
enemic i indiquen quina carta s’ha eliminat i com ha estat. Veure Figura 48. 
 
 
                                                    Figura 48: Notificacions al eliminar enemics. 
 
 
public void Eliminar(bool tirAlCap){ 
jugador.AfegirNotificacioBaixa(carta,tirAlCap);  
jugador.AfegirCartaMa(carta); 
Destroy (gameObject);  
Instantiate(fxEliminat, transform.position+new  





Per guardar la informació d’aquestes notificacions, la classe Jugador fa ús dels següents atributs.  
 
Per guardar una nova notificació, es guarda informació en les llistes i en el mateix índex tal i com es 
mostra en les següents línies de codi. 
Com es pot observar, la crida Invoke té per objectiu eliminar la notificació, ja que cridarà el mètode 
per fer-ho una vegada han transcorregut 6 segons. 
Així doncs, cada notificació de baixa es mostrarà per pantalla durant 6 segons. Només falta comentar 
quin és el codi que fa possible aquesta visualització per la interfície.  
 
Com era d’esperar, es tracta d’un simple bucle que es desplaça pels diferents elements de l’estructura 
de dades que guarda les notificacions de baixes. 
Primerament, mostra la textura de dispar al cap si realment ha estat així. 
Seguidament, mostra el text corresponent al valor de la carta. 
Finalment, mostra la textura que es correspon al tipus de la carta. 
public static ArrayList<Carta> notificacionsBaixesCarta;  
public static ArrayList<bool>  notificacionsBaixesEsCap;  
 







for(int j=0; j<notificacionsBaixesCarta.Count; j++){ 
carta = (Carta) notificacionsBaixesCarta[j]; 
 
GUI.Box (new Rect (Screen.width-40,10+18*j ,16,16), 
carta.ValorToString()+" ", stylePoker);      
if((bool) notificacionsBaixesEsCap[j])  
GUI.DrawTexture(new Rect (Screen.width-60,13+18*j ,16,16), 
texturaTirCap); 
if(carta.getTipus() == Carta.CLUBS)   
GUI.DrawTexture(new Rect (Screen.width-26,13+18*j ,16,16), 
texturaClubs);  
 else if(carta.getTipus() == Carta.DIAMONDS)    
  GUI.DrawTexture(new Rect (Screen.width-26,13+18*j ,16,16), 
texturaDiamonds); 
 else if(carta.getTipus() == Carta.HEARTS)     
  GUI.DrawTexture(new Rect (Screen.width-26,13+18*j ,16,16), 
texturaHearts); 
else if(carta.getTipus() == Carta.SPADES)     





9.3.2  Afegint cartes a la mà del jugador 
 
Per guardar la informació de les cartes que té el jugador a la mà, es fa ús dels següents atributs. 
 
CartesFixesMa és la llista que conté les dues cartes amb les que comença el jugador la partida, i que 
les té durant tota la partida. 
CartesMa és la llista de les cartes que el jugador va obtenint a mesura que va eliminant enemics. 
 
La primera línia de codi s’encarrega d’afegir la carta a la mà del jugador.  
Seguidament, amb el mètode EvaluarMaPoker() s’avalua la mà del jugador, en busca de si completa 
alguna de les jugades segons les normes del pòquer. Si s’ha completat alguna jugada, retorna un enter 
positiu, altrament retorna 0. En cas de que s’hagi completat una jugada, es reprodueix el corresponent 
so per notificar la gesta, i s’augmenta la puntuació proporcionalment a la complexitat de la jugada.  
Finalment, depenent del tipus de carta que s’ha eliminat, es pot recompensar amb una certa quantitat 
de temps, vida extra o munició. 
El codi que fa possible la visualització de les cartes que té el jugador a la mà, és el següent: 
 
 
public ArrayList<Carta> cartesFixesMa; 
public ArrayList<Carta> cartesMa; 
  
 
public void AfegirCartaMa(Carta carta){ 
cartesMa.Insert(0,carta); 
int jugada = EvaluarMaPoker(); 
if(jugada>0){ 
audio.PlayOneShot(soJugada[jugada],1F);  
puntuacio = puntuacio + puntuacioJugadaPoker[jugada]; 
 } 
if(carta.getTipus() == Carta.CLUBS) 
tempsInicial = tempsInicial+20; 
 else if(carta.getTipus() == Carta.HEARTS)  
vida = Math.Min(vida+2,vidaMax); 
 else if(carta.getTipus() == Carta.DIAMONDS)  







Primerament, amb un bucle es visualitzen les dos textures corresponents als dos elements que té 
cartesFixesMa. Finalment, si la llista cartesMa conté tres cartes, es mostren les respectives textures. 
En cas contrari, es mostren tantes textures del dors d’una carta com faci falta. Veure Figura 49. 
 
 













for(int j=0; j<2; j++){ 




for(int j=2; j<5; j++){ 
if(j-2<cartesMa.Count){ 












9.4 GENERACIÓ DE L’ESCENARI PROCEDURAL 
 
A continuació, es comentarà el codi que fa possible generar un escenari diferent en cada execució 
respecte a altres. Veure Figura 50. 
 
 
            Figura 50: Exemples de escenaris procedurals generats. 
 
L’estructura de dades que conté la principal informació de l’escenari és la següent: 
Les dimensions del laberint estan parametritzades de tal manera que si es volgués fer un laberint amb 
unes majors dimensions, només caldria modificar els valors. Veure Figura 51. 
 
 
Figura 51: Exemple laberint amb dimensions 25x10. 
public SalaEnemics[,] salesEnemics; //Matriu de les sales d'enemics. 
public SalaInici salaInici;  //Sala d'inici del laberint. 
public SalaFi salaFi;   //Sala final del laberint. 
    
public int nSalesX = 5;  //Número de columnes de la matriu. 
public int nSalesY = 5;  //Número de files de la matriu. 
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Aquest mètode té per objectiu generar totes les sales del laberint, però les quatre parets de cada una de 
les sales encara no tindran cap porta. 
La primera línia inicialitza la matriu on es guardaran les sales d’enemics.  
El primer doble bucle instancia totes les sales d’enemics a una posició en l’espai parametritzada per 
la posició en la matriu que els hi correspon i l’amplada de les sales.  El segon doble bucle s’encarrega 
de actualitzar la informació de les sales, de tal manera que cada una d’elles tingui les referències dels 
les seves sales veïnes, fent ús del mètode AssignarVeins(Sala sala). 
 







salesEnemics = new SalaEnemics[nSalesX,nSalesY];  
Transform sala; 
for(int i=0;i<nSalesX;i++){ 
    for(int j=0;j<nSalesY;j++){ 
        sala  = (Transform) Instantiate( 
                    modelSalaEnemics, 
                    new Vector3(i*dimensionsSala,0,j*dimensionsSala), 
                    modelSalaEnemics.transform.rotation); 
  salesEnemics[i,j]=(SalaEnemics) sala.GetComponent("SalaEnemics"); 
  salesEnemics[i,j].posX=i; 
  salesEnemics[i,j].posY=j; 




    for(int j=0;j<nSalesY;j++){ 
  AssignarVeins(salesEnemics[i,j]); 
    } 
} 
 
private void AssignarVeins(Sala sala){ 
int posX = sala.posX; 
int posY = sala.posY;  
   
if(posY!=nSalesY-1) sala.veins[N] = salesEnemics[posX,posY+1]; 
 if(posX!=nSalesX-1) sala.veins[E]= salesEnemics[posX+1,posY]; 
 if(posY!=0) sala.veins[S] = salesEnemics[posX,posY-1];  





En el codi anterior s’instanciaven les sales dels enemics. Així doncs, a continuació es descriu el codi 
que executen aquestes sales quan són instanciades. 
 
Primer inicialitzen la estructura de dades principal que tenen les sales: 
 
Seguidament, s’instancien els quatre elements de la variable postTransforms[], que són objectes 
virtuals situats a l’espai. Tenen per objectiu facilitar el posicionament dels altres elements de la sala, 
ja que seran usats com a referència en l’espai. 
 
En la Figura 52 es pot observar un esbós del posicionament dels quatre elements que pertanyen a la 




   
posTransforms = new Transform[4];  
pareds = new Transform[4]; 
veins = new Sala[4]; 
portes = new Porta[4]; 
respawns = new Transform[4]; 
 
posTransforms[N] = new GameObject("transformN").transform; 
posTransforms[N].transform.position = this.transform.position; 
posTransforms[N].transform.rotation = this.transform.rotation; 
posTransforms[N].parent = this.transform; 
posTransforms[N].Translate (new Vector3(dimensionsSala/2,0,  
       dimensionsSala-dimensionsOffset)); 
posTransforms[N].Rotate (new Vector3(0,180,0)); 
 
posTransforms[E] = new GameObject("transformE").transform; 
posTransforms[E].transform.position = this.transform.position; 
posTransforms[E].transform.rotation = this.transform.rotation; 
   
posTransforms[E].parent = this.transform; 
posTransforms[E].Translate (new Vector3(dimensionsSala-dimensionsOffset, 
0,dimensionsSala/2)); 
posTransforms[E].Rotate (new Vector3(0,270,0)); 
  
posTransforms[S] = new GameObject("transformS").transform; 
posTransforms[S].transform.position = this.transform.position; 
posTransforms[S].transform.rotation = this.transform.rotation; 
posTransforms[S].parent = this.transform; 
posTransforms[S].Translate (new Vector3(dimensionsSala/2,0, 
dimensionsOffset)); 
  
posTransforms[O] = new GameObject("transformO").transform; 
posTransforms[O].transform.position = this.transform.position; 
posTransforms[O].transform.rotation = this.transform.rotation; 
posTransforms[O].parent = this.transform; 
posTransforms[O].Translate (new Vector3(dimensionsOffset,0, 
  dimensionsSala/2)); 






Figura 52: Esbós del posicionament dels elements postTransforms d’una sala. 
 
Seguidament s’instancien un altres objectes, també de caràcter lògic, que tenen per objectiu indicar 
les possibles posicions en l’espai on els enemics es poden instanciar. Tot i que només hi ha dos enemics 







respawns[0] = new GameObject("respawn1").transform; 
respawns[0].position = this.transform.position; 
respawns[0].rotation = this.transform.rotation; 




respawns[1] = new GameObject("respawn2").transform; 
respawns[1].position = this.transform.position; 
respawns[1].rotation = this.transform.rotation; 




respawns[2] = new GameObject("respawn3").transform; 
respawns[2].position = this.transform.position; 
respawns[2].rotation = this.transform.rotation; 
respawns[2].parent = this.transform; 
respawns[2].Translate(new Vector3(dimensionsSala-dimensionsOffset-
1,0,dimensionsSala-dimensionsOffset-1)); 
   
respawns[3] = new GameObject("respawn4").transform; 
respawns[3].position = this.transform.position; 
respawns[3].rotation = this.transform.rotation; 





Després s’inicialitzen les variables de les portes.  
 
Finalment, es criden els mètodes que crearan la sala fent ús de totes aquestes referències instanciades.  
 
CrearParets() s’encarrega de crear les quatre parets de la sala. 
   
Com es pot observar en el següent codi, al moment de d’instanciar una paret a l’espai, ja podem 
consultar la variable postTransforms[] pel correcte posicionament. 
 
 
Per crear el terra de la sala s’executa el següent codi: 
 
Per pintar el color del terra corresponent a la tipologia de la sala, es crea un color fent ús de la 
codificació RGB i li assignem aquest al seu material. 
 
CrearHitboxSala() es fa exactament igual que per crear el terra, però amb el model corresponent.  
portes[N] = null; 
portes[E] = null; 
portes[S] = null; 
portes[O] = null; 
 
CrearPareds(); 
CrearTerra ();  
PintarTerra(); 
CrearHitboxSala(); 







public void CrearPared(int pos){ 
pareds[pos] = (Transform) Instantiate(modelPared,  
 posTransforms[pos].position, posTransforms[pos].rotation); 
 pareds[pos].parent = this.transform; 
} 
 
public void CrearTerra(){ 
terra = (Transform) Instantiate (modelTerra,  
transform.position, transform.rotation); 
 terra.parent = this.transform; 
} 
public override void PintarTerra(){ 








Aquest és el mètode que té per objectiu generar les portes a les sales de l’escenari de tal manera que 
tingui forma d’un laberint sense cicles i sense espais tancats. L’algoritme que ho fa possible es basa 
en la cerca en profunditat com ha s’ha comentat en la secció 8.9.7 
 
L’algoritme comença triant una sala aleatòria de l’escenari i la passa com a paràmetre a VisitarVei(), 
que és un mètode recursiu que farà tota l’exploració en profunditat per generar el laberint.  
A la següent pàgina es pot trobar el codi de VisitarVei(). Bàsicament, comença marcant la sala actual 
com a visitada i obté les sales veïnes. Després selecciona una d’aquestes sales veïnes de manera 
aleatòria, i en cas de que no hagi estat visitada anteriorment, destrueix la paret actual i n’instancia un 
altre a la mateixa posició però amb una porta que connecta aquestes dues sales. 
Finalment, es segueix l’exploració en profunditat cridant el mètode novament amb aquesta sala veïna 

















private void GenerarPortes(){ 
int randomX = Random.Range(0,nSalesX); 
int randomY = Random.Range(0,nSalesY); 
 










salaActual.visitada = true; 
ArrayList veins = salaActual.GetVeins(); 
 
while(veins.Count>0){ //Mentre quedin cel·les veines 
 //Selecciona una cel·la de manera aleatoria. 
 random = Random.Range(0,veins.Count); 




  if(salaActual.posX == salaVeina.posX){ 
   if(salaActual.posY+1 == salaVeina.posY){ 
    posPortaActual = N; 
    posPortaVeina = S; 
   } 
   else{ 
    posPortaActual = S; 
    posPortaVeina = N; 
   }  
  } 
  else{ 
   if(salaActual.posX+1 == salaVeina.posX){ 
    posPortaActual = E; 
    posPortaVeina = O; 
   } 
   else{ 
    posPortaActual = O; 
    posPortaVeina = E; 
   } 
  } 
  Destroy(salaActual.pareds[posPortaActual].gameObject); 
  Destroy(salaVeina.pareds[posPortaVeina].gameObject); 
  salaActual.CrearParedPorta(posPortaActual); 
  salaVeina.CrearParedPorta(posPortaVeina); 
   
  posPorta = 
(salaActual.posTransforms[posPortaActual].position + 
salaVeina.posTransforms[posPortaVeina].position)/2; 




  Porta porta = (Porta) transformPorta.GetComponent("Porta"); 
  porta.setSala1 (salaActual); 
  porta.setSala2 (salaVeina); 
   
  salaActual.setPorta(porta, posPortaActual); 
  salaVeina.setPorta(porta, posPortaVeina); 
  VisitarVei (salaVeina);  
  } 







Aquest  mètode és l’encarregat de poblar cada una de les sales amb dos enemics.  
Primerament, es declaren algunes variables de suport, i es creen totes les cartes de la baralla francesa 
que s’aniran assignant aleatòriament a cada un dels enemics.  
 
Seguidament es va recorrent per totes les sales amb un doble bucle. 
 
En cada una de les iteracions es comença obtenint una llista dels lloc de l’espai candidats a ser la 
posició on s’instanciaran els enemics (respawns) i se’n seleccionen dos aleatòriament. Seguidament 
s’instancien els enemics, se’ls hi assigna una carta de la baralla francesa de manera totalment aleatòria 
i se’ls hi assigna la sala actual en la que s’està iterant en el doble bucle.  















Transform[] respawns = new Transform[4]; 
int indexRespawn; 
int randomRespawn; 




for(int i=0; i<13; i++){ 
 for(int j=0; j<4; j++){ 










És interessant recordar que la carta que s’assigna als enemics condiciona el seu aspecte visual en el 
videojoc. Veure Figura 53. 
 
 
Figura 53: Diversos enemics, cada un amb la seva carta assignada. 
respawns = salesEnemics[i,j].GetRespawns(); 
posicions = new ArrayList(); 
for(int x=0;x< respawns.Length;x++) posicions.Add(x); 
  
randomRespawn = Random.Range(0,posicions.Count); 
indexRespawn = (int) posicions[randomRespawn]; 
posicions.RemoveAt(randomRespawn); 
transformEnemic1 = (Transform)  
Instantiate(modelEnemic,respawns[indexRespawn].position, 
respawns[indexRespawn].rotation); 
randomRespawn = Random.Range(0,posicions.Count); 
indexRespawn = (int) posicions[randomRespawn]; 
posicions.RemoveAt(randomRespawn); 
transformEnemic2 = (Transform)  
Instantiate(modelEnemic,respawns[indexRespawn].position, 
respawns[indexRespawn].rotation); 
enemic1 = (Enemic) transformEnemic1.GetComponent("Enemic"); 
enemic2 = (Enemic) transformEnemic2.GetComponent("Enemic"); 
     
salesEnemics[i,j].AfegirEnemic(enemic1); 
salesEnemics[i,j].AfegirEnemic(enemic2); 
     
randomCarta = Random.Range (0,cartes.Count); 
carta = (Carta) cartes[randomCarta]; 
enemic1.setCarta(carta); 
cartes.RemoveAt (randomCarta);    
     
randomCarta = Random.Range (0,cartes.Count); 
carta = (Carta) cartes[randomCarta]; 
enemic2.setCarta(carta); 
cartes.RemoveAt (randomCarta);  






Així doncs, com que les cartes s’assignen als enemics en temps d’execució, també s’ha de modificar 
el model de l’enemic en temps d’execució perquè tingui una textura corresponent a la carta assignada.   
Aquesta alteració del model es fa en el mateix moment de l’assignació de la següent manera: 
 
Primerament, es crea un nou material i se l’hi assigna la textura que s’obté de la crida getTextura() 
sobre la instància de la carta. Seguidament, s’obté el component MeshRenderer de l’enemic ja que és 
el que conté la llista de materials que conté el model. Finalment, només cal substituir el seu cinquè 
material, que es el que està vinculat al tronc del model, pel nou material que hem creat anteriorment.  
Es pot saber que és el cinquè material ja que prèviament s’ha observat en les propietats del component 
MeshRenderer en l’editor de Unity. Veure Figura 54. 
 
 
Figura 54: Component MeshRenderer d'un enemic. 
   
La ruta de la textura que conté la instància de la carta, la té des del moment en que s’ha creat la carta, 
ja que el codi que conté el constructor de Carta és el següent: 
 
Cada una de els textures s’han guardat amb una codificació corresponent al seu nom i tipus.  Per 
exemple, la textura de la carta ‘J’ de de diamants, està codificada com a 91.png. 
public void setCarta(Carta c){ 
 carta = c;  
 Material nouMaterial = new Material (Shader.Find(" Diffuse")); 
 nouMaterial.mainTexture = (Texture2D) c.getTextura(); 
 MeshRenderer meshRenderer = (MeshRenderer) 
meshCos.GetComponent("MeshRenderer"); 
 Material[] mats = meshRenderer.materials; 
 mats[4] = nouMaterial; 
 meshRenderer.materials = mats; 
} 
valor = v; 
tipus = t; 
textura  = (Texture2D)Resources.Load( 
    "Textures/texturesCartes/"+valorToString[valor]+tipusToString[tipus], 




9.5 OPTIMITZACIÓ DE LA RENDERITZACIÓ 
 
Per tal de millorar el rendiment del videojoc en temps d’execució, s’ha aplicat una tècnica per 
optimitzar la renderització. Cal interpretar aquesta millora de rendiment, com una millora de fps, és a 
dir, ser capaç de renderitzar més fotogrames per unitat de temps. 
La tècnica que s’ha aplicat per aquesta millora és la coneguda com a Portal & Sectors. 
L’objectiu és renderitzar només la sala (Sector) on actualment s’ubica el jugador i les sales veïnes en 
cas de que la porta (Portal) que les connecta estigui actualment oberta. Veure Figura 55. 
 
 
            Figura 55: Portal & Sectors. 
 
El mètode principal que engega el mecanisme de l’algoritme és el següent.  
 
Primerament, amb un doble bucle es recorren totes les sales d’enemics i es desactiva la renderització. 
Es fa el mateix amb les sales d’inici i final de l’escenari. Seguidament, es crida el mètode 
renderitzarSala() sobre la sala on està ubicat el jugador actualment. 
El codi d’aquest mètode és el següent: 
public void ActualitzarSalesRenderitzades(){ 
  
 for(int i=0;i<nSalesX;i++){ 
  for(int j=0;j<nSalesY;j++){ 
   salesEnemics[i,j].setRendererSala(false); 











Primerament es consulta el valor de la variable bloqueigRenderitzar. Aquesta variable controla que 
aquest mètode només s’executi una vegada en cada sala, evitant problemes de crides circulars entre 
les diferents sales. Seguidament, es bloqueja aquesta sala i es crida el mètode per renderitzar-la.  
Finalment, només falta recórrer les quatre portes de la sala, consultant si alguna d’elles està oberta, i 
en cas afirmatiu, propagar la crida sobre les sales que connecta aquesta porta.  
Cal recordar que el mètode setRendererSala(bool), quan rep un valor true dibuixa la sala. Altrament, 
la amaga. El seu codi és el següent: 
Primerament s’obté els MeshRenderer de les quatre parets de la sala i es modifica el valor de l’atribut 
enabled de cada un, ja que aquest és el que controla si aquest objecte es visualitza o no.  
 
Seguidament, es fa el mateix amb el MeshRenderer del terra. 
public void renderitzarSala(){ 
  
 if(!bloqueigRenderitzar){ 
  bloqueigRenderitzar = true;  
  setRendererSala(true); 
  Sala sala1; 
  Sala sala2; 
  
  for(int i=0; i<4; i++){ 
 
   if(portes[i]!=null){ 
    if(portes[i].getOberta ()){ 
     sala1 = portes[i].getSala1 (); 
     sala2 = portes[i].getSala2 (); 
      
     sala1.renderitzarSala(); 
     sala2.renderitzarSala(); 
    } 
   } 
  } 
  bloqueigRenderitzar = false; 





for(int i=0; i<4; i++){ 
meshRenderer = (MeshRenderer) 
pareds[i].transform.GetChild(0).GetComponent("MeshRenderer"); 
 meshRenderer.enabled = valor; 
} 
 
meshRenderer = (MeshRenderer) 
terra.transform.GetChild(0).GetComponent("MeshRenderer"); 




Finalment, si la sala és del tipus SalaEnemics, el codi s’amplia de la següent manera: 
 
Bàsicament, el doble bucle recórrer tots els obstacles de la sala, obté el seu MeshRenderer i modifica 
el valor de l’atribut enabled de la mateixa manera que en els casos anteriors. 
9.6  TACTICALPATHFINDING 
 
El mètode que implementa l’algoritme de l’A* per moure els enemics es mostra a continuació: 
 
 
Com es pot observar, primerament s’inicialitza la llista dels nodes oberts de tal manera que només 
conté el node de la posició inicial amb un cost acumulat de 0 (atribut g del node) i l’estimació de la 
for(int i=0; i<15; i++){ 
for(int j=0; j<15; j++){ 
if(hiHaObstacle[i,j]){ 
meshRenderer = (MeshRenderer)  
 obstacles[i,j].transform.GetChild(0) 
.GetComponent("MeshRenderer"); 
meshRenderer.enabled = valor; 




public static ANode aEstrella(bool[,] obstacles, int iInicial, int 
jInicial, int iFinal, int jFinal){ 
  
 ANode cami; 
 ArrayList oberts = new ArrayList(); 
 ArrayList fills = new ArrayList(); 
 oberts.Add(new ANode(iInicial, jInicial, 0, distancia(iInicial, 
 jInicial, iFinal, jFinal),null)); 
 bool trobat = false; 
 
while(oberts.Count>0 && !trobat){ 
  cami = (ANode) oberts[0]; 
  oberts.RemoveAt(0);     
  if(cami.getI()==iFinal && cami.getJ()==jFinal){ 
   trobat = true; 
   return cami; 
  } 
  else{ 
   fills=getFills(obstacles,cami,iFinal, jFinal); 
   concatenarLlista(oberts, fills); 
   ordenar(oberts); 
   eliminarRedundants(oberts); 
  }          
 }  





distància respecte al node final corresponent (atribut h del node). Seguidament, mentre encara hi hagin 
nodes oberts i no s’hagi trobat solució, s’executa el nucli de l’algoritme. Finalment s’agafa el primer 
node dels oberts i en cas que sigui el node final s’acaba l’execució del mètode i retorna el camí. 
Altrament, obté els seus fills, els ordena per les seves estimacions de costos per arribar al node final, 
i s’eliminen els redundants (nodes repetits amb costos majors). 
El codi del getFills() té el següent aspecte: 
 
Primerament s’obté una llista de tots els índexs corresponents als fills candidats. Seguidament es 
recórrer amb un bucle aquesta llista de candidats, es comprova que estiguin dins del rang de la matriu, 
i en cas afirmatiu es crea un node per cada una de les posicions i se’ls hi assigna el seu cost acumulat 
per arribar-hi i l’estimació del cost per arribar al node final. Finalment es retorna la llista d’aquests 
nodes fills. 
Cal recordar que al tractar-se d’un Tactical Path Finding no es busca el camí més curt, sinó el que té 
un millor equilibri entre la llargada del trajecte i el nivell de cobertura que aquest té. És per això que 
es pot observar que en l’assignació del cost del node, a més de sumar-li el cost de la distància, se l’hi 
suma un cost que representa el cost de cobertura de la posició. Quan més obstacles (caixes) tingui a 
prop la posició, més cobertura tindrà, i com a conseqüència tindrà un cost de cobertura menor.  
ArrayList fills = new ArrayList(); 
int i = node.getI(); 
int j = node.getJ(); 
 
int[] candidatsI = new int[4]; 
int[] candidatsJ = new int[4]; 
candidatsI[0] = i-1; 
candidatsJ[0] = j; 
candidatsI[1] = i; 
candidatsJ[1] = j+1;    
candidatsI[2] = i+1; 
candidatsJ[2] = j; 
candidatsI[3] = i; 







for(int x=0; x<4; x++){ 
nodeI = candidatsI[x]; 
 nodeJ = candidatsJ[x]; 
  
 if(dinsMatriu(nodeI,nodeJ, obstacles)){ 
  if(!obstacles[nodeI,nodeJ]){ 
   nodeG = node.getG()+distancia(i, j, nodeI, nodeJ); 
    + costCobertura(obstacles, nodeI, nodeJ); 
 
nodeH = distancia(nodeI, nodeJ, iFinal, jFinal); 
   fills.Add(new ANode(nodeI,nodeJ, nodeG, nodeH, node)); 
  } 
 } 
} 




El mètode costCobertura() té les següents línies de codi: 
 
Com pot observar, es comença inicialitzant el cost a 0. Seguidament hi ha el doble bucle principal de 
l’algoritme, que té com objectiu recórrer tots els índexs de les posicions veïnes. Després, es comprova 
si aquesta posició veïna està dins de la matriu. Si està dins de la matriu, es consulta si té un obstacle i 
en cas de no tenir-ne, s’augmenta el cost acumulat fins aquest moment. Finalment, es retorna tot el 
cost acumulat. 
9.7 ENEMIC FINAL 
 
L’enemic final del videojoc, el Jòquer, té un comportament molt diferent al de l’enemic estàndard.  
Aquest enemic està sempre mirant en direcció al jugador i cada vegada que impacte amb el terra, salta 
cap endavant amb la intenció de col·lisionar amb el jugador i restar-li una certa quantitat de vida. 
Cada vegada que el jugador li resta 100 unitats de vida al Jòquer, s’encongeix una mica, i així 
successivament fins arribar al moment en que és destruït i el jugador guanya la partida. 
El seu mètode Update(), que es crida a cada frame durant l’execució del nivell, té per objectiu 
assegurar-se que es compleix la condició de que l’enemic està encarat amb el jugador.  
 
public static double costCobertura(bool[,] obstacles, int i, int j){ 
 
 double cost = 0; 
    
 int iActual; 
 int jActual; 
 
 for(int x=-1; x<=1; x++) 
 { 
  for(int y=-1; y<=1; y++){   
   if(!(x==0 && y==0)){ 
    iActual = i+x; 
    jActual = j+y; 
 
    if(dinsMatriu(iActual, jActual, obstacles)){ 
     if(!obstacles[iActual,jActual]) {  
cost = cost+0.7; 
     } 
    }   
   } 
  }     
 } 
 return cost; 
} 
 






La implementació del mètode MirarJugador() és la següent: 
 
Cada vegada que l’enemic impacta amb algun element, executa el següent codi: 
Com es pot observar, en cas d’impactar amb el terra, executa un atac. Altrament, si impacte amb el 
jugador, l’hi resta una certa quantitat de vida, 
El mètode Atacar() té les següent línies de codi: 
 
En el codi anterior, es comença definint un vector per indicar la direcció del salt. Aquest ha de ser 
perpendicular al model de l’enemic i amb un angle cada vegada més agut a mesura que es va encongint 
el model. Veure Figura 56. 
 
public void MirarJugador(){ 
transform.LookAt(new Vector3(jugador.transform.position.x, 
    0,jugador.transform.position.z)); 
} 
void OnCollisionEnter(Collision collision) { 
         
 if (collision.collider.tag == "terra"){ 
  Atacar ();   
 } 
 else if (collision.collider.tag == "jugador"){ 
  jugador.Danyar(dany);   
 }     
} 
 
public void Atacar(){ 
   
Vector3 direccioSalt =  transform.forward; 
direccioSalt.y = 0; 
direccioSalt = direccioSalt.normalized; 
direccioSalt = direccioSalt + transform.up + 
transform.forward*(1/transform.localScale.magnitude); 
direccioSalt = direccioSalt.normalized; 
 






            Figura 56: Vector del salt del Jòquer. 
 
Una cop definida aquesta direcció, es normalitza el vector i es multiplica pel valor de la força que es 
vol aplicar a l’objecte. Finalment, s’aplica la força, aconseguint d’aquesta manera que l’enemic executi 
un salt cap endavant. 
Per altre banda, el mètode Danyar() té el següent codi: 
 
Com es pot observar, per encongir el Jòquer es modifica el valor de l’atribut localScale.  
Quan aquest mateix atribut té un valor inferior a 0.2, es guarda la puntuació del jugador i es carrega el 




public void Danyar(int quantitat){ 
  
 vida = Math.Max(0,vida-quantitat); 
 if(vida==0){ 
  vida=100; 
  transform.localScale = transform.localScale*6/7; 
  if(transform.localScale.magnitude<0.2){ 
   PlayerPrefs.SetInt("PUNTUACIO", 
jugador.getPuntuacio()); 
   Application.LoadLevel ("MenuVictoria"); 







S’han realitzat totes les tasques planificades inicialment.  
10.1 LEGISLACIÓ I NORMATIVA VIGENT 
 
El projecte desenvolupat no presenta cap problema en aspectes legislatius. 
No s’ha tingut en compte la llei orgànica de protecció de dades de caràcter personal (LOPD) ja que el 
sistema en cap moment tracte cap tipus de dades relatives a l’usuari. 
Des del punt de vista de seguretat, no hi ha cap requisit de control d’accés al programa, ja que es tracta 
d’una aplicació on els usuaris que accedeixen només tenen un rol.  
Sobre la llei de serveis de la societat de la informació i comerç electrònic (LSSICE), el projecte no 
constitueix una activitat econòmica en cap dels sentits. 
10.2 SCREENSHOTS DEL VIDEOJOC 
 
A continuació es mostres varies captures del videojoc realitzat.  
 
 
       Figura 57: Screenshot - Menú principal. 
 




        Figura 58: Screenshot - Sala inicial del laberint. 
 
En la Figura 58, el jugador està ubicat a la sala inicial del laberint. En aquest instant de temps, el 
jugador té dos cartes a la mà, una puntuació de 0 punts, la vida plena, 76 segons per completar el nivell 
i 70 projectils restants com a munició de la pistola làser. 
 
 
        Figura 59: Screenshot - Enemics atacant a distancia. 
 
En la Figura 59, el jugador està ubicat a una sala d’enemics, i com es pot observar, l’estan atacant a 
distància. Això és gràcies a la Intel·ligència Artificial comentada en la secció 8.9.14, ja que els enemics 






       Figura 60: Screenshot - Enemics atacant a prop. 
 
En la Figura 60, es pot observar els dos tipus d’atacs de l’enemic estàndard del videojoc. Mentre el 6 
de trèvols ataca a distància amb projectils, l’altre enemic intenta aproximar-se perillosament al jugador 
mentre rota sobre ell mateix. 
 
 
         Figura 61: Screenshot - Eliminant carta. 
 
En la Figura 61, el jugador ha aconseguit eliminar una carta que es correspon a un 9 de piques com es 
pot veure a la notificació de la part superior dreta de la pantalla. Al mateix temps, amb aquesta nova 
carta afegida a la mà, el jugador ha completat una doble parella i ha tingut la corresponent recompensa 




     Figura 62: Screenshot - Partida en mode pausa. 
 
En la Figura 62, el jugador ha ficat la partida en mode pausa i l’hi ha aparegut al centre de la pantalla 




      Figura 63: Screenshot - Sala final del laberint. 
 
En la Figura 63, el jugador ha obert una porta de la sala i ha trobat la sala final del laberint, amb el seu 







        Figura 64: Screenshot - Enemic final del videojoc. 
 
En la Figura 64, el jugador està combatent contra l’enemic final del videojoc, el Jòquer. Com es pot 
observar en la captura, aquest està executant el seu atac principal, ja que intenta saltar sobre el jugador 
per restar-li una certa quantitat de vida. 
 
 
      Figura 65: Screenshot - El jugador ha guanyat la partida. 
 
En la Figura 65, el jugador acaba d’eliminar el Jòquer i se li informa que ha guanyat la partida. 
Juntament amb aquest missatge, es mostra la puntuació que ha assolit i se li ofereix dos opcions, tornar 






                Figura 66: Screenshot - El jugador se l'hi han esgotat les vides. 
 
En la Figura 66, el jugador acaba de perdre la partida i se li informa que el motiu de la derrota és que 
se li han esgotat les vides. Juntament amb aquest missatge, es mostra la puntuació que ha assolit i 
s’ofereix dos opcions, tornar al menú principal i sortir del videojoc. 
 
 
                Figura 67: Screenshot - El jugador se l'hi ha esgotat el temps. 
 
En la Figura 67, el jugador acaba de perdre la partida i se li informa que el motiu de la derrota és que 
se li ha esgotat el temps. Juntament amb aquest missatge, es mostra la puntuació que ha assolit i se li 
ofereix dos opcions, tornar al menú principal i sortir del videojoc.  
10.3 V ÍDEO 
 








Difícilment la temporització planificada inicialment en un projecte es correspon fidelment a la que 
s’aplica a la realitat. La temporització real del temps dedicat és tal com a es mostra en la Figura 68. 
 
 
                  Figura 68: Diagrama de Gantt real. 
 
Tot i que la llargada total del projecte respecte el temps no s’ha allargat. Es pot observar com algunes 





Durant la elaboració del Projecte de Final de Grau s’han arribat a varies conclusions de les quals 
destaco les següents: 
 És molt important usar les eines adequades i realitzar un bon anàlisis dels problemes que 
poden sorgir. Tot i que suposi una inversió de temps extra, es nota en el resultat final i ajuda 
a solucionar molts problemes. 
 Realitzar un videojoc no és només modelar i picar codi. Possiblement el moment més 
important en la creació d’un videojoc és la fase de dissenyar els seus elements i les regles que 
el regeixen. Aquesta feina en un desenvolupament professional la porta a terme un Game 
Designer. 
 Una persona sola no pot desenvolupar un gran projecte. En el desenvolupament d’un videojoc 
hi intervenen persones amb diferents rols, com per exemple, el dissenyador gràfic i el 
compositor. 
 S’ha aprés a programar en C#. Com que ja tenia coneixements de Java, la adaptació va ser 
relativament ràpida. 
 La Intel·ligència Artificial és una de les tasques més robustes en el desenvolupament d’un 
videojoc i de les que té més impacte en la jugabilitat del videojoc. 
 Aplicar tècniques per optimitzar el renderitzat és molt important per augmentar les imatges 
per segon que és capaç de visualitzar el videojoc i que es tradueix en una experiència més 




















12 TREBALL FUTUR 
 
S’ha de saber fins a quin punt es vol arribar amb un projecte d’aquest tipus, ja que sempre es pot 
ampliar més i més, tot i que sí que hi ha certs aspectes d’aquest que es podrien millorar.  
Gràficament es poden realitzar les següents millores: 
 Fer ús de més textures per oferir més varietat visualment. 
 Millorar el efectes visuals dels impactes dels projectils i el d’eliminar enemics.  
 Creació de més nivells, per tenir un joc totalment funcional, assolint una llargada del joc més 
adequada. 
 Incorporació d’altres elements a les sales per millorar l’ambientació del videojoc. 
Pel que fa a millores a nivell de programació: 
 Afegir nous tipus d’armes. 
 Incorporació d’un mode multijugador cooperatiu. 
























En aquesta secció es menciona totes les fons consultes per a la realització del projecte.  
S’ha dividit la bibliografia en dos parts: 
 Llibres consultats. 
 Enllaços webs consultats. 
13.1 LLIBRES CONSULTATS 
 
DeLoura, Mark. Game Programming Gems 1. 1a ed. Hinhgam: Charles River Media, 2000.  
Treglia, Dante. Game Programming Gems 3. 1a ed. Hinhgam: Charles River Media, 2000. 
13.2 ENLLAÇOS WEBS CONSULTATS 
 
Wikipedia, 2014. Jimmy Wales. 3 de Desembre del 2013. 
http://wikipedia.org 
Unity - Scripting API, 2014. Unity Technologies. 10 de Desembre de 2013. 
http://docs.unity3d.com/ScriptReference/ 
Unity - Manual, 2014. Unity Technologies. 13 de Desembre de 2013. 
http://docs.unity3d.com/Manual/index.html 
Unity – Learn - Modules, 2014. Unity Technologies. 20 de Desembre de 2013. 
http://unity3d.com/learn/tutorials/modules 
CC Search, 2014. Creative commons. 27 de Desembre de 2013. 
http://search.creativecommons.org/ 
Fixing Pathfinding once and for all, 2014. Tozor, Paul. 9 de Febrer de 2014  
http://www.ai-blog.net/archives/000152.html 
Stack Overflow, 2014. Stack Exchange Network. 19 de Maig de 2014. 
http://stackoverflow.com/ 
 
MSDN Library, 2014. Microsoft. 20 de Maig de 2014. 
http://msdn.microsoft.com/en-us/library/ 
 














API: Sigles de Application Programming Interface, que es refereix al conjunt de funcions i 
procediments o mètodes, en la programació orientada a objectes, que ofereix una llibreria per ser usada 
per un altre software. 
Fps: Número de fotogrames per unitat de temps. 
Frame: Imatge concreta dins d’una successió d’imatges que composen una animació. La continua 
successió d’aquests fotogrames produeix la sensació de moviment. 
Hitbox: Model lògic que serveix per detectar col·lisions amb altres elements de l’escena.  
Input: Informació rebuda en un missatge. 
Path: Camí definit per un conjunt de waypoints. 
Píxel: Un píxel és la menor unitat homogènia en color que forma part d’una imatge digital.  
Renderització: Terme usat per referir-se als procés de generar una imatge a partir d’un model, usant 
una aplicació del computador. 
Waypoints: són coordenades per ubicar punts de referencies tridimensionals. Un conjunt de 



















15 MANUAL D’USUARI 
15.1 INTERFÍCIE DEL VIDEOJOC 
 
         Figura 69: Interfície del videojoc. 
1. Puntuació actual del jugador. 
2. Vida actual del jugador. 
3. Temps restant per completar el nivell. 
4. Munició restant de la pistola làser. 
5. Pistola làser. 
6. Un enemic de la baralla francesa (6 de rombes). 
7. Porta que connecta la sala actual amb la sala veïna. 
8. Jugada completada actualment (segons els últims enemics eliminats). 
15.2 CONTROLS  
 
 
WASD/Fletxes – Moure el protagonista. 
Barra d’espai – Saltar. 
Esc/P – Ficar el joc en mode pausa. 
Moure el ratolí – Apuntar. 
Botó esquerra del ratolí – Disparar. 
 
