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In der Leder verarbeitenden Industrie werden je nach Betriebsgröße erhebliche Mengen an Leder 
benötigt. Aus ökonomischer Sicht besteht dort das Bestreben, den Lederverschnitt klein zu halten. 
In Klein- und Mittelbetrieben wird der Zuschnitt oft von Hand mittels Stanzeisen durchgeführt. 
Handleger versuchen die Stanzeisen für die einzelnen Zuschnitt-Teile so auf eine Lederhaut zu 
legen (platzieren), dass insgesamt der Lederverschnitt klein wird. Dieses erreichen die Handleger 
mit ihrer Erfahrung. Die ausgestanzten Zuschnitt-Teile können anschließend z.B. zu einer 
Polstergarnitur oder einem Autositz zusammengefügt werden.  
In größeren lederverarbeitenden Betrieben werden beim Lederzuschnitt auch computergestützte 
Optimierungsverfahren/Algorithmen (Nesting-Verfahren/Nesting-Algorithmen) eingesetzt. 
Allgemein haben Nesting-Verfahren das Ziel, verschiedene Zuschnitt-Teile auf eine Lederhaut so 
überlappungsfrei anzuordnen, dass dabei der Leder-Verschnitt klein ist. Bezogen auf die gesamte 
Produktion wird ein hoher mittlerer Ausnutzungsgrad angestrebt. Das ist bei der Minimierung des 
Leder-Verschnitts bezüglich einer Lederhaut zu berücksichtigen. 
Die Umrisse der Zuschnitt-Teile (Schablonen) sowie der Lederhäute (Unterlagen) werden anhand 
irregulärer einfacher Polygone beschrieben. Die Polygone sind eben, überschneidungsfrei und 
geschlossen, sie können konvex sowie konkav sein. 
Mit dieser Arbeit soll ein neuer Nesting-Algorithmus zur Verschnitt-Optimierung von Leder 
gezeigt werden. 
Im hier vorgestellten Nesting-Algorithmus hat die Berechnung und Berücksichtigung von C-
Hindernis-Polygonen einen elementaren Bestand. Mit Hilfe der erweiterten Verfahren zur 
Berechnung von Polygon-Union und Polygon-Differenz, wird die Berechnung eines 0-Flächen-
Optimums für eine Schablone gezeigt. Mittels einer umfassenden Schablonenanalyse bezüglich der 
Schablonenform, der relativen und absoluten Schablonengröße wird gezeigt, dass die 
Betrachtungsweise und die Bewertung von Schablonen einen elementaren Bestandteil in Nesting-
Algorithmen darstellt. Dabei steht die Formgebung der Schablonen stark im Vordergrund. Mit dem 
entwickelten Nesting-Algorithmus wird eine Lösung der Nesting-Problematik gezeigt. Es wird ein 
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In der lederverarbeitenden Industrie, wie der Bekleidungs-, Schuh-, Polstermöbel- und der 
Automobilindustrie, werden für die Herstellung der Produkte einzelne Zuschnitt-Teile aus Leder 
benötigt. 
So werden z.B. in der Polstermöbel- und Automobilindustrie für die Herstellung von 
Polstermöbeln, Lenkradbezügen, Autositzen, usw. große Mengen an Lederhäuten verarbeitet. 
Bei der Automobilzulieferfirma Custom Trim [13] wurden bis 1998 für die Herstellung von 
Lenkradbezügen pro Tag ca. 3000 Rinderhäute verarbeitet. Bei der Firma Himolla Polstermöbel 
[32] werden pro Tag ca. 350 Polstergarnituren und 600 Sessel aus Leder hergestellt. Dafür werden 
pro Tag ca. 2000 Lederhäute verarbeitet (Stand Mai 2012).  
Dieser hohe Verbrauch an Rohstoff kann ein beachtliches Potential an Optimierung darstellen. 
Daniel Harari [57] schreibt: „Die Nachfrage auf dem globalen Ledermarkt ist signifikant gestiegen 
und so erfahren Produzenten derzeit einen starken Aufschwung bei den Aufträgen. Gleichzeitig 
sind die Rohlederpreise seit 2009 um 50 bis 100 Prozent gestiegen. In einem Umfeld, in dem der 
Preis für Rohstoffe oftmals bis zu 50 Prozent der Produktionskosten des Endproduktes ausmacht 
und der Konkurrenzdruck besonders groß ist, haben Unternehmen in der Lederbranche zwei 
Hauptansatzpunkte: Materialeinsparungen und Produktivität.“  
Auch heute noch werden in der Lederverarbeitung die Leder-Zuschnitt-Teile durch erfahrene 
Personen von Hand (Handleger) geschnitten bzw. gestanzt. Hierzu werden für jedes benötigte 
Zuschnitt-Teil einzelne Stanzeisen aus Stahl gefertigt (Abbildung 1). Die Fertigung der Stanzeisen 
ist aufwendig und es entstehen regelmäßig Wartungskosten (z.B. durch Schärfen). Die Lebensdauer 
solcher Stanzeisen ist nicht nur durch das regelmäßige Schärfen begrenzt, auch ein Modellwechsel 
oder nur eine Modelländerung erfordert eine komplette Neufertigung der Stanzeisen. 
 
Alle Stanzeisen, für ein Möbelstück oder einen Autositz (Stanzeisensatz), müssen zudem noch 
gelagert werden. Ein Hängeregister kann einen solchen Stanzeisensatz aufnehmen. Das Lagern und 
die Handhabung erfordern einen logistischen Aufwand. Da die Problematik vorliegen kann, dass 
z.B. mehr als eine Polstergarnitur gleichen Typs gleichzeitig zu fertigen ist, müssen 
Stanzeisensätze oft in mehrfacher Ausführung vorliegen, denn der Handleger ist bestrebt, den 
Lederverschnitt insgesamt zu minimieren und um dieses zu erreichen, vermischt er ggf. Stanzeisen 
der einzelnen Stanzeisensätze. So entstehen hohe Lager- und Bereitstellungskosten und der 
logistische Aufwand ist nicht unerheblich.  
  
Abbildung 1: Stanzeisen [63] 
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Zum Stanzvorgang kommt es erst, nachdem eine große Fläche der Lederhaut mit Stanzeisen vom 
Handleger belegt werden konnte (Abbildung 2). 
 
Erst dann wird die Lederhaut, welche sich auf einem harten und meist haftenden Untergrund 
befindet, in die Stanzpresse geschoben. Der haftende Untergrund wird benötigt, um die Lederhaut 
plan aufzulegen. Ohne Haftgrund würde die Lederhaut zu leicht verrutschen. Anschließend erledigt 
die Stanzpresse das komplette Ausstanzen aller aktuell gelegten Stanzeisen meist mit nur einem 
Hub. Der Handleger hängt nun die Stanzeisen wieder ins Register und sammelt die gestanzten 
Teile auf. Dabei muss sich der Handleger merken, welche Teile bereits bearbeitet wurden, um am 
Ende seines Auftrags alle benötigten Teile gefertigt zu haben. Die entstandenen Reste müssen dann 
ebenfalls aufgenommen werden.  
Der Handleger hat somit eine Menge an Aufgaben. Nicht nur das möglichst optimale Platzieren der 
Stanzeisen auf der Lederhaut erfordert einen hohen Aufwand an Konzentration und Erfahrung. Er 
hat auch die Verantwortung über die richtige Anzahl und das Vorhandensein aller benötigten 
Zuschnitt-Teile. 
Zur optimalen Platzierung der Stanzeisen auf eine Lederhaut wählt der Handleger mit seiner 
Erfahrung ein Stanzeisen aus der Menge der zur Verfügung stehenden Stanzeisen aus und legt 
dieses vollständig auf die Lederhaut. Durch Schieben und Drehen versucht er, ein „optimales“ bzw. 
gutes Ergebnis zu erzielen. Auch das Herunternehmen einzelner Stanzeisen ist für den Handleger 
während seiner Arbeit problemlos möglich, da alle Stanzeisen frei beweglich sind und auch im 
Nachhinein in Lage und Position verändert werden können. 
Aus ökonomischer Sicht steht dem Handleger nur eine begrenzte Zeit zum Optimieren der 
Stanzeisen zur Verfügung. Die zur Verfügung stehende Zeit ist abhängig von verschiedenen 
Faktoren wie Maschinentaktzeiten oder dem Zeitrahmen, in dem eine Polstergarnitur produziert 
werden soll. So beeinflusst nicht nur das Können des Handlegers das Ergebnis, sondern auch 
Zeitvorgaben aus der Produktion.  
Zudem beeinflusst auch die Qualität der Lederhaut das Ergebnis, denn das Naturmaterial ist in der 
Fläche nicht unbedingt homogen. Eine Inhomogenität in der Fläche einer Lederhaut kann z.B. 
durch Löcher, bzw. durch Flächenteile minderer Qualität (z.B. Narben, Festigkeit des Leders) 
gegeben sein. 
Die geforderte Qualität der Zuschnitt-Teile kann ebenfalls stark variieren. Bei einem Ledersofa 
haben z.B. Zuschnitt-Teile für die Sitzflächen immer eine höhere Qualität als Zuschnitt-Teile, die 
für die Rückseite des Sofas benötigt werden. Denn der Bereich der Sitzflächen obliegt jedem 
Betrachter des fertigen Sofas besonderer Aufmerksamkeit und soll optisch positiv wirken. 
Da jede Lederhaut aufgrund der natürlichen Gegebenheit in ihrer Form ein Einzelstück ist, ist die 
Situation für den Handleger je nach aktueller Lederhaut und den noch aktuell zu verarbeitenden 
Abbildung 2: Stanzvorgang [56] 
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Zuschnitt-Teilen zu jedem Zeitpunkt völlig unterschiedlich, obwohl von ihm aus ökonomischer 
Sicht immer ein konstant gutes Ergebnis erwartet wird. 
Diese Rahmenbedingungen zeigen allerdings recht klar auf, dass es einer großen Erfahrung bedarf, 
um aus einer Serie von Lederhäuten akzeptable Ergebnisse zu erreichen. Für diese Erfahrung 
benötigen Handleger oft mehrere Jahre. Mit ihrer persönlichen Kompetenz sind sie somit für den 
Produktionsbetrieb schwer ersetzbar.  
Unter ökonomischen Gesichtspunkten soll ein optimierter Zuschnitt möglichst schnell und mit 
einem hohen Grad an Ausnutzung (oder auch geringem Verschnitt) erfolgen. Es gibt nun 
unterschiedliche Ansätze um diesen Produktionsprozess zu optimieren.  
Folgende Lösungsansätze und Vorgehensweisen können helfen, den Produktionsprozess zu 
verbessern. Liegen die Lederhaut und die Stanzteile in digitalisierter polygonaler Form vor, kann 
der Handleger am Computerarbeitsplatz die Stanzteile virtuell auf eine virtuelle Lederhaut legen. 
Anschließend kann das fertige Lagebild z.B. per Projektion auf der Lederhaut dargestellt werden 
(Abbildung 3), wo dann „Hilfsarbeiter“ die Stanzeisen entsprechend der Vorgabe platzieren 
(Abbildung 4).  
 
Abbildung 3: Lagebild als Projektion [65] 
 
 
Abbildung 4: Platzieren von Stanzeisen mit 
Projektion [65] 
Da aus ökonomischen Gründen die Zuschnitt-Kosten in der Massenfertigung minimal sein sollten, 
werden die Schnittbilder in Schnittdaten für CNC-Schneidesysteme umgewandelt. Hierzu bieten 
sich z.B. Wasserstrahl-Cutter, Ultraschall-Messer-Cutter oder Laser-Cutter an. Der Einsatz der 
automatisierten CNC-Schneidetechnik eliminiert jedoch nicht nur die Stanzeisenherstellung, die 
Stanzeisenwartung und die Lagerung, sondern die gesamte Handhabung mit den Stanzeisen 
entfällt. Die CNC- Schneidetechnik verursacht z.B. beim Wasserstrahl-Cutter durch den Wasser- 
und Stromverbrauch laufende Kosten. Im konventionellen Zuschnitt entstehen hingegen hohe 
Kosten durch den hohen energetischen Aufwand (z.B. einer großen Stanzpresse) und durch das 
benötigte Bedienpersonal. Durch die CNC-Technik ist bereits ein hoher Kostenfaktor deutlich 
reduziert worden [32]. Der entscheidende Vorteil liegt in der Flexibilität bezüglich der Zuschnitt-
Formen und Anzahl der Zuschnitt-Teile. 
Die Effektivität steigt auch dadurch, da eine flexiblere Fertigung alter Modell-Varianten 
problemlos möglich ist. Eine Steigerung der Effizienz und somit eine weitere ökonomische 
Optimierung ist beim Platzieren der Stanzteile zu finden. Bei der Kalkulation für z.B. die 
Herstellung einer Wohngarnitur (einem 3er Sofa, einem 2er Sofa und einem Sessel) wird ein Netto-
Flächenbedarf an Leder von ca. 20m² benötigt [32]. Schätzt man nun den Ausnutzungsgrad durch 
einen Handleger mit ca. 65% ab ([32] vor dem Einsatz von CNC-Schneidetechnik, Abbildung 5), 
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kommt man auf einen Brutto-Flächenbedarf an Leder für eine Sitzgarnitur von ca. 30m². Unter der 
Berücksichtigung, dass eine Lederhaut im Mittel ca. eine Fläche von 6m² aufweist, werden für die 
Herstellung einer solchen Sitzgarnitur bereits 5 Lederhäute benötigt.  
 
Bei der Herstellung einer solchen Wohngarnitur ließe sich durch eine Erhöhung des 
Ausnutzungsgrades um nur 5% bereits der Lederbedarf um ca. 1,5 m² pro Garnitur senken. 
Deutlich höhere Ausnutzungsgrade als 70% sind aber sicherlich denkbar. Zudem benötigt ein 
Handleger für die Erstellung eines Schnittbildes ca.15-30 Minuten (R. Heckmann [29], Seite38). 
Die industriell vorgegebenen Taktzeiten liegen bei automatischen Systemen allerdings bei ca. 3-5 
Minuten (W. Dammer-Trede [15]). So steht für die Erstellung von „optimalen“ Schnittbildern bei 
der Lederverarbeitung, nicht wie R. Heckmann behauptet ([29], Seite39), „ausreichend“ viel Zeit 
für den Einsatz rechenintensiver Optimierungsmethoden zur Verfügung. 
Im Rahmen dieser Arbeit soll nun ein Optimierungsverfahren (Nesting-Algorithmus) vorgestellt, 
untersucht und entwickelt werden, das eine neue Vorgehensweise zur Verschachtelung von 
Zuschnitt-Teilen und zur zweidimensionalen Verschnitt-Optimierung darstellt.  
Das Kapitel 2 führt in die Thematik ein und beschreibt die Suche nach einem Lösungsansatz zur 
Realisierung eines Optimierungsalgorithmus auf Basis des menschlichen Handelns. Der in dieser 
Arbeit untersuchte Lösungsansatz wird verbal und formal definiert. Kapitel 3 zeigt den aktuellen 
Stand der Technik auf, es werden bereits untersuchte und realisierte Verschachtelungs-Algorithmen 
(Strip-Packing- und Nesting-Algorithmen) erläutert, gegenübergestellt und Lücken bezeichnet. 
Kapitel 4 zeigt im Rahmen dieser Arbeit entwickelte Algorithmen, zur Flächenanalyse von 
Schablonen und Unterlagen. Eine Klassifizierung der Schablonen wird bei der Schablonen 
Auswahl benötigt, dazu werden in Kapitel 5 analytische Untersuchungen gezeigt. Das Kapitel 6 
beschreibt den Nesting-Algorithmus, der die vorgestellten neuen Ansätze verwendet. Im Kapitel 7 
findet eine Zusammenfassung statt, außerdem werden dort Hinweise auf Aussichten und weitere 
mögliche Forschungsansätze dargestellt. 
Abbildung 5: CNC Wasserstrahl Schneideautomat [15] 
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2 Einführung in die Thematik 
2.1 Ansatz 
Vor einigen Jahren hatte ich die Möglichkeit, bei dem Unternehmen Himolla Polstermöbel [32], für 
ca. 2 Wochen mehreren Handlegern bei ihrer Arbeit zuzuschauen. Meine Aufgabe war es, die 
Handleger zu beobachten, während sie Stanzeisen auf eine Lederhaut legten und versuchten, das 
mit wenig Verschnitt zu tun. Ich hatte Gelegenheit, sie zu befragen und später ihre 
Vorgehensweisen zu analysieren. 
Viele von mir gestellte Fragen blieben unbeantwortet oder wurden nur unbefriedigend beantwortet. 
Auf dieselbe Frage kamen oft unterschiedliche Antworten, die wiederum recht unpräzise waren. 
Hier einige Beispiele : 
  Frage: „Warum nehmen Sie jetzt dieses Stanzeisen?“  
  Antwort: „Es ist besser man nimmt dieses am Anfang…“ 
   oder auf die gleiche Frage 
  Antwort: „Wenn ich es später nehme, kann ich es oft schlechter platzieren.“ 
   oder  
  Antwort: „Dieses eher krumme Teil nehme ich immer irgendwie gerne zuerst.“ 
   oder  
  Antwort: „Bei diesem Teil stellt sich immer wieder heraus, dass es schwierig ist,  
dafür einen guten Platz auf der Lederhaut zu finden.“ 
Neue Fragen entstanden dadurch: 
  Frage: „Was macht ein krummes Teil aus, bzw. wann ist ein Teil krumm?“ 
   oder 
  Frage: „Wieso ist das Teil überhaupt schwierig?“ 
   oder 
  Frage: „Wieso lässt sich das Teil zum Ende hin schlechter platzieren?“ 
Auch hier kamen ggf. wieder unterschiedliche oder ungenaue Antworten, z.B.: 
  Antwort: „Manchmal sind es die eher schwierig geformten Stanzeisen, ein anderes Mal ist 
es mehr der Grund, dass es ein Zuschnitt-Teil in der Sitzfläche eines Sessels ist, 
das unbedingt aus einem bestimmten Bereich der Lederhaut gestanzt werden 
muss, manchmal ist es aber auch die Form des Stanzeisens, die zu einer 
Entscheidung führt.“ 
Eine Frage schien mir elementar wichtig: 
  Frage: „Warum wird dieses Stanzeisen auf diese Stelle der Lederhaut gelegt,…?“  
  Antwort: „Die andere freie Fläche brauche ich später noch.“ 
   oder  
  Antwort: „Mit der Erfahrung, also mit den Jahren in denen man die Stanzeisen legt, lernt 
man, dass es besser ist, bestimmte Stanzeisen an bestimmte Stellen der Haut zu 
legen.“ 
   oder 
  Antwort: „Manchmal muss ich dieses Stanzeisen zum Schluss hin zwar wieder 
herunternehmen, aber oft kann es, wenn ich die anderen Stanzeisen etwas 
verschiebe, doch noch drauf bleiben.“ 
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Manche Fragen ergaben sich auch aus den Antworten: 
  Frage: „Sie verschieben oft immer wieder die Stanzeisen, wieso?“ 
  Antwort: „Dann passt das nächste besser drauf!“ 
  Frage: „Wie erkennen Sie ob ein bestimmtes Stanzeisen auf die freie Fläche passt?“ 
  Antwort: „Entweder probiere ich aus indem ich das Stanzeisen drehe, aber meistens passt 
es schon direkt.“ 
Es gab somit unscharfe Antworten auf teilweise die gleichen Fragen. Eine der wichtigsten 
Erkenntnisse waren die oben in fett gezeigten Antworten. 
Somit zeigt sich hier, dass aus der Befragung von Menschen zu ihrem Handeln und Denken, im 
Zusammenhang mit dem Legen von Stanzeisen auf eine Lederhaut und dem Ziel, wenig Verschnitt 
zu erhalten, keine eindeutige Vorgehensweise abzuleiten ist. Dennoch kann die menschliche 
Erfahrung Hinweise geben, so dass sich daraus ein algorithmischer Weg oder auch ein 
Vorgehensmodell für einen Nesting-Algorithmus herleiten lässt. Ein Handleger ist stets in der 
Hoffnung, ein „optimales“ Ergebnis zu bekommen. Diese Hoffnung auf einen Erfolg wird auch als 
Heuristik bezeichnet ([52], Seite 1021). Nur durch heuristische Lösungsansätze wird eine Lösung 
für das Nesting-Problem zu finden sein.  
Mit der Befragung wurde klar, dass das Ergebnis der Handleger elementar abhängig ist von der 
Beweglichkeit der Stanzeisen und der Tatsache, dass der Handleger ein gutes Augenmaß besitzt, 
mit dem er abschätzen kann, ob ein Stanzeisen in eine Lücke passt.  
Eine wichtige Erkenntnis bezüglich der Stanzeisenformen konnte ich auch immer wieder erkennen. 
So muss eine berechenbare Formerkennung zur Beurteilung der einzelnen Stanzeisen gefunden 
werden. Da es sich hierbei um eine analytisch elementare Grundfunktionalität handelt, wird eine 
Formerkennung in Kapitel 5.6 hergeleitet und vorgestellt. Die Handleger ordnen die Menge der 
Stanzeisen in virtuelle (nur Ihnen bekannte Gruppen) Kategorien ein. Auch diesem Ansatz möchte 
ich mit meiner Arbeit in Kapitel 6 nachkommen. Anhand dieser Kategorien könnte es dann 
möglich werden, eine qualifizierte Auswahl bezüglich der Formgebung aus der Menge der 
Stanzeisenformen zu treffen. Betrachtet man die Kategorien als Container, besteht die Möglichkeit, 
diese in ihrer Quantität zu beurteilen. D.h. der Füllstand des Containers kann dann ein Maß 
darstellen, welches eine Entscheidung bezüglich einer Auswahl eines Containers beeinflussen 
kann. Auch die Tatsache, dass der Handleger immer alle noch zu bearbeitenden Stanzeisen im Sinn 
hat und auf eine gute Verteilung von schwierigeren Formen auf ggf. mehrere Lederhäute achten 
muss, leitet mich zu dem Gedanken, auch hierfür eine berechenbare Größe zu suchen. Die 
Erkennung der Form an sich, also ob ein Stanzeisen ein schwieriges Teil ist oder nicht, ob es ein 
längliches Teil ist, ob es ein eher rundes Teil ist oder ob es ein einfaches kleines Teil ist, hängt von 
vielen relativen Faktoren ab. Ein Forschungsansatz dieser Arbeit ist auch die Frage, ob es möglich 
ist, die freien Bereiche auf einer Lederhaut in der Form so zu analysieren und zu beschreiben, dass 
eine Entscheidung möglich wird, ob ein Stanzeisen auf diesen Bereich überlappungsfrei zu 
platzieren ist. Mit der C-Hindernis Berechnung in Kapitel 4 möchte ich dieser Frage nachkommen.  
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2.2 Definition des Nesting-Problems 
Im Folgenden soll eine formale Definition des Nesting-Problems vorgenommen werden und die 
Bedingungen für einen Nesting-Algorithmus definiert werden. 
Gegeben sei ein ebenes einfaches irreguläres Polygon Q, das wir die „Unterlage“ nennen. (Ein 
Polygon heißt einfach, wenn es keine Löcher enthält und sich nicht selbst schneidet. Ein Polygon 
heißt irregulär, wenn seine Seitenlängen und Winkel nicht gleich sind. Ein irreguläres Polygon 
kann konkav sein).  
Gegeben sei weiterhin eine Menge M = {P1, P2, …, Ps} mit ebenen einfachen irregulären Polygonen Pi (i  = 1, 2,…, s), die wir „Schablonen“ nennen. 
Wir nennen eine Schablone Pi  auf der Unterlage Q „platziert“, wenn Pi vollständig in Q enthalten 
ist (dabei sind für Pi  sämtliche Rotationswinkel φi  zulässig).  
Wir nennen eine Menge M‘ von Schablonen aus M „zulässig auf Q platziert“, wenn alle Schablonen 
von M‘ auf Q platziert sind. Dabei dürfen sich die Schablonen der Menge M‘  berühren, müssen 
allerdings überlappungsfrei sein.  
Ist eine Menge M‘ von Schablonen aus M auf Q zulässig platziert, so nennen wir die Menge R = Q -  
∪ Pi  die „Restmenge“ oder „Verschnittmenge“ (die Vereinigung ist über alle Pi ∈ M‘  zu bilden). 
Wir bezeichnen schließlich den Flächeninhalt für eine Schablone Pi  mit ΦPi und den Flächeninhalt 
für eine Unterlage Q mit ΦQ.   
Beim „Nesting-Problem“ liegt die Problemstellung vor, dass alle Schablonen der Menge M zu 
platzieren sind. Um dieses zu erreichen, wird von einer Folge von Unterlagen Qj mit (j = 1, 2, …) 
ausgegangen. Es gilt nun, zulässige Platzierungen für alle Schablonen aus M auf den ersten N 
Unterlagen Q1, Q2, ..., QN der Folge Qj zu finden. Dabei sind die Schablonen P11, P21, …, Pa1 die auf 
der Unterlage Q1 platzierten Schablonen, die Schablonen P12, P22, …, Pb2 die auf der Unterlage Q2  
platzierten und schließlich die Schablonen P1N, P2N, …, PzN die auf der Unterlage QN platzierten 
Schablonen. Die Schablonen auf den N  benutzten Unterlagen sind so zu platzieren, dass die 
Flächeninhalte der Verschnittmengen R1, R2, …, RN-1 minimal sind. Ebenfalls soll die Anzahl der 
Unterlagen minimal sein (es ist mindestens eine). Als Zusatzbedingung gilt, dass die Restfläche 
ΦRN der letzten verwendeten Unterlage maximal sein soll, damit zur Weiterverarbeitung für 
nachfolgende Nesting-Aufgaben, eine große Restfläche ΦRN  zur Verfügung steht. 
Um im hier untersuchten Nesting-Algorithmus ein Ergebnis und eine Terminierung sicherzustellen, 
müssen bei der Suche nach dem Optimum, bei der Minimierung der Anzahl N verwendeter 
Unterlagen Qj mit (j = 1, 2, …), bei der Minimierung der Verschnittmengen R1, R2, …, RN-1, sowie 
der Maximierung der Restfläche ΦRN, Kompromisse eingegangen werden. So können nur 
reduzierte Bedingungen erfüllt sein. Terminierungen einzelner algorithmischer Schritte, wie z.B. 
der Schablonenauswahl, bei der Suche nach einer optimalen Platzierungs-Position für eine 
ausgewählte Schablone, etc., müssen dafür eingeleitet werden, obwohl wahrscheinlich noch nicht 
das entsprechende Optimum erreicht wurde. 
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2.3 Voraussetzungen und Lösungsansatz zum Nesting-Problem 
Es soll nun der Lösungsansatz für das Nesting-Problem dargestellt werden. Zur Lösung des 
Nesting-Problems wird ein Nesting-Algorithmus hergeleitet und aufgestellt. Dabei sollen folgende 
Voraussetzungen gelten. 
An beliebiger Stelle und in beliebiger Drehung wird eine Schablone auf  eine Unterlage platziert, 
dabei soll sie beweglich bleiben, so dass sie verschoben und gedreht werden kann. Der hier 
entwickelte und vorgestellte Nesting-Algorithmus geht von idealisierten homogenen Schablonen- 
und Unterlagen-flächen aus, die keine Löcher aufweisen dürfen.  
Anhand einer Analyse der Schablonenformen (Kapitel 5.6), der Unterlagenformen bzw. der 
Formen der freien Flächen auf einer Unterlage (Kapitel 6.3), soll eine Schablonenauswahl aus der 
Menge M zum jeweiligen Zeitpunkt während des Nesting-Algorithmus erfolgen (Kapitel 6.2). Die 
Auswahl ist so vorzunehmen, dass insgesamt ein maximal gutes Ergebnis bezüglich des 
Ausnutzungs-Grades gegeben ist. D.h. die Summe der Restflächen ∑ 𝛷𝑅𝑗𝑁−1𝑗=1  soll minimal, sowie 
die Restfläche ΦRN  maximal sein (mit N als Anzahl an benötigten Unterlagenpolygonen Q). 
Elementare Algorithmen, die für den Nesting-Algorithmus zum Einsatz kommen sollen, sind die 
Algorithmen der Minkowski-Summe und das C-Hindernis CH. Das C-Hindernis wird in der 
Literatur auch als C-Obstacle, Hodograph ([55], [29], [9], [48], [54], [14]) oder Minkowski-
Differenz ([16], [45]) bezeichnet. Dabei steht das C in „C-Obstacle“ oder „C-Hindernis“ für 
„configuration“ (configuration space).  
Die Algorithmen zur Berechnung eines C-Hindernis-Polygons sind in der Literatur nur für konvexe 
Polygone definiert ([20]). Die Berechnung des C-Hindernis-Polygons CH  liefert für zwei Polygone P1 und P2  sämtliche überlappungsfreien Positionen. Im vorgestellten Nesting-Algorithmus wird 
dieser so erweitert, dass die Berechnung für einfache irreguläre konkave Polygone möglich ist. 
Eine elementare Erweiterung ist die Berechnung und Berücksichtigung isolierter Polygone 
([14](Seite 50)), ich nenne diese 0-Flächenpolygone (Kapitel 4). 
Die heuristische Auswahl und die Bewertung von Schablonen in absoluter und relativer Größe sind 
ein elementarer Bestandteil des hier vorgestellten Nesting-Algorithmus. Durch eine geeignete 
Auswahl einer Schablone Pi aus der Menge M soll ein „optimales“ Nesting-Ergebnis erzielt 
werden. Hierfür werden verschiedene Verfahren gezeigt (Kapitel 6.2). Die Frage, unter welchem 
Rotationswinkel eine betrachtete Schablone im Optimierungsprozess betrachtet werden soll, wird 




3 Übersicht zum Stand der Forschung  
Bei zweidimensionalen Zuschnitt-Aufgaben ist die Problematik gegeben, dass auf einer Fläche 
(Unterlage) eine maximal hohe Packungsdichte der Zuschnitt-Teile (Schablonen) erreicht werden 
soll. Dabei müssen die Zuschnitt-Teile überlappungsfrei zueinander sein und vollständig auf der 
gegebenen Fläche liegen. In der Literatur sind zweidimensionale Verschachtelungs-Algorithmen 
im Zusammenhang mit dem STRIP-PACKING und NESTING zu finden. 
Beim Strip-Packing handelt es sich um Algorithmen, die überwiegend in der Textilindustrie ihre 
Anwendung finden. Hier verwendete Unterlagen sind oft Stoffbahnen, die grundsätzlich einen 
rechtwinkeligen Charakter aufweisen. Unterscheiden könnte man hier noch Rechtecke mit 
vordefinierter Länge und Rechtecke, die als „endlos“ betrachtet werden können. Diese „endlosen“ 
Rechtecke entsprechen langen Stoffbahnen auf einer Stoffrolle („Strip“). Die Breite solcher 
Rechtecke ist in der Regel fest gegeben. Das Material solcher Stoffbahnen ist homogen. Die 
Freiheitsgrade bezüglich Rotation sind oft sehr oder sogar gänzlich eingeschränkt. D.h. Schablonen 
haben in der Regel definierte Rotationswinkel, welche eingehalten werden müssen, um den 
Musteranforderungen bzw. dem Fadenlauf innerhalb des Stoffes zu genügen. 
Der Begriff Nesting wird im Zusammenhang mit Algorithmen verwendet, die zweidimensionale 
Zuschnitt-Probleme behandeln und Lösungen für die lederverarbeitende Industrie anbieten. In der 
Literatur werden solche Problemstellungen oft mit „Leder Nesting Problem (LNP)“ bezeichnet. Die 
Außenkonturen der Lederhäute (Unterlagenkonturen) sind dabei unregelmäßig, so dass das 
Polygon, das die Kontur der Unterlage beschreibt, ein einfaches evtl. konkaves Polygon ist. In der 
Regel ist für jede Unterlage eine unterschiedliche polygonale Form gegeben. Das verwendete 
Material der Unterlage kann inhomogen in der Fläche sein und somit Flächenteile unterschiedlicher 
Qualität aufweisen (in dieser Arbeit wird von homogenen Unterlagen- sowie Schablonenflächen 
ausgegangen). Die verwendeten Schablonen dürfen in der Regel frei rotieren, d.h. sie dürfen in 
jedem denkbaren Rotationswinkel auf der Unterlage platziert werden. Anwendungsfälle mit 
Einschränkungen bezüglich der Rotationswinkel liegen z.B. bei der Schuhproduktion vor. Hier gibt 
es sogenannte Zugrichtungen die innerhalb der Schablonen definiert werden. Auf den Unterlagen 
sind dann ebenfalls Zugrichtungen definiert. Beim Platzieren der Schablonen sind die 
Zugrichtungen dann zu berücksichtigen. 
Es gibt mindestens eine Eigenschaft, die beim Strip-Packing sowie beim Nesting zu finden ist. 
Obwohl beim Strip-Packing zunächst eine regelmäßige Unterlagenkontur vorliegt, können durch 
Platzieren von Schablonen, unregelmäßige freie Fläche für weiter zu platzierende Schablonen 
entstehen. So liegt dann wie beim Nesting eine regelmäßige Unterlagenkontur vor. Im Folgenden 
sollen die in der Literatur behandelten Algorithmen bezüglich dem Strip-Packing sowie dem 
Nesting betrachtet werden. 
Einen guten Überblick zu Veröffentlichungen im Bereich der Verschachtelungs-Probleme 
verschafft die junge Arbeit von P. Brás, C. Alves, J. Valério de Carvalho aus dem Jahr 2011 [7], 
wobei hier auf Ergebnisse der Untersuchung von G. Wäscher, H. Haußner, H. Schumann [60] 
Bezug genommen wird. Es wird angesprochen, dass viele der in der Literatur bekannten Verfahren 
auf die Forschungsaktivitäten von J. Heistermann, T. Lengauer [30] zurückführen.  
J. Heistermann, T. Lengauer haben 1995 erstmals einen Algorithmus zum Nesting für Lederhäute 
untersucht [30]. Dort werden die Kanten von Schablonen- und Unterlagenpolygonen lokal 
betrachtet, indem drei auf einander folgende Kanten (das entspricht einem Segment) eines 
Polygons beurteilt werden. Segmente, die sich aus einer aktuell betrachteten Schablone ergeben, 
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werden in ihrer Form und Ausdehnung analysiert und anschließend wird versucht, ein ähnliches 
Segment im Unterlagenpolygon oder an bereits platzierten Schablonen zu finden. Die Schablone 
wird dann auf der Unterlage so platziert, dass sich die Segmente der Schablone und die der 
Unterlage gut anschmiegen (fitting Polygons). Die Güte der Anschmiegung wird anhand ggf. neu 
entstandener Restflächen, die evtl. nicht weiter mit Schablonen belegt werden können, beurteilt. 
Berücksichtigt werden Inhomogenitäten bezüglich der Unterlagen. Stark ausgeprägt ist hier die 
Greedy-Strategie, denn einmal getroffene Entscheidungen können nicht mehr zurückgenommen 
werden. 
Der Algorithmus wurde zusammen mit der Firma Dürkop-Systemtechnik entwickelt. Das 
Unternehmen Dürkop-Systemtechnik (Bielefeld) hat diesen Algorithmus anschließend zu einem 
industriell einsetzbaren Algorithmus ausgebaut (ca. 1996). 
Eine andere Richtung bei der Untersuchung von Verschachtelungs-Problemen begann 1994 mit 
den Arbeiten von Z. Li [40] und K.M. Daniels, Z. Li, V.J. Milenkovic [16].  Hier wurde mit 
Minkowski-Differenz (Hodograph, C-Obstacle oder bei mir C-Hindernis) versucht, einen 
Algorithmus für das Strip-Packing zu realisieren. Mit der Minkowski-Differenz lassen sich alle 
überlappungsfreien Positionen von zwei gegebenen Polygonen bestimmen.  
Z. Li versucht mit seiner Arbeit anhand der Form der Minkowski-Differenz, ermittelt aus zwei 
gegebenen Polygonen, eine günstige Position der beiden Polygone zueinander zu finden ([40], 
S.122). Dabei wird eine Formanalyse des Minkowski-Differenz-Polygons, unter Zuhilfenahme der 
Beurteilung der maximalen Ausmaße vorgenommen. Anschließend wird versucht, für die 
betrachtete Schablone eine günstige Lage zu ermitteln, indem kleine Verschiebungen und 
Rotationen vorgenommen werden. Die Legalität der Verschiebungen wird dann ebenfalls mit 
Minkowski-Differenz überprüft. Da hohe Laufzeiten vermutet werden, sind größere Rotationen 
nicht zugelassen. Der Strip wird so nach und nach gefüllt. Die Reihenfolge der betrachteten 
Schablonen wird hier über einfache Parameter (Länge, Breite) festgelegt.  
Bei K.M. Daniels, Z. Li, V.J. Milenkovic werden die zulässigen Schablonen-Rotationen ebenfalls 
stark einschränkt (in der Regel sind nur Rotationen um 𝜋 zugelassen) [16]. Für eine betrachtete 
Schablone wird versucht, mit der Minkowski-Differenz überlappungsfreie Bereiche in Bezug zu 
bereits platzierten Schablonen zu berechnen. Die Untersuchungen gingen vorrangig in die 
Richtung, gleiche Zuschnitt-Teile wie z.B. Hosen (alle Hosen haben denselben Zuschnitt) auf einer 
definierten Stoffbahnbreite zu platzieren. Hierbei kam nach Beobachtungen von Handlegern 
heraus, dass es günstig ist, 4 große Teile nebeneinander zu legen (dabei können Teile mit hoher 
Priorität, die auf jeden Fall platziert werden sollen, vorab fest auf der Unterlage positioniert 
werden). Aus diesen Erkenntnissen wurden dann Teilbereiche eingerichtet, wofür die Stoffbahn in 
Querstreifen unterteilt wurde. Auf den Querstreifen wurde anschließend separat versucht, eine hohe 
Packungsdichte zu erreichen.  
Die Arbeit von Z. Li [40] baut auf die Vorgehensweise mit den Teilbereichen/Querstreifen auf. 
Sobald ein Teilbereich fertig ist, wird dieser auf die Stoffbahn gelegt und versucht, die einzelnen 
Teile anhand der Minkowski-Differenz nach links zu verschieben, in der Hoffnung, dass so eine 
größere lokale Packungsdichte erzielt wird.  
Bei K.M. Daniels (1995) wurden Platzierungsexperimente mit Minkowski-Differenz vorgenommen 
und festgestellt, dass von 100 Versuchen nur 10 eine gültige Lösung und somit überhaupt ein 
Minkowski-Differenz-Polygon lieferten [17]. Versuche wurden mit unterschiedlichen Schablonen 
unter verschiedenen Rotationswinkeln vorgenommen. Man kam zu dem Entschluss, dass der 
Algorithmus so zufallsbedingt nicht einsetzbar war.  
O.Y. Sergeyeva, G. Scheithauer, J. Terno, M.A. Verhoturov haben 1997 beim Strip-Packing mit 
einem Hodograph-Algorithmus versucht, legale Platzierungen zu berechnen [55]. Dabei wurden für 
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eine Schablone (unter verschiedenen Rotationswinkeln), die Unterlage und bereits platzierte 
Schablonen Hodographen berechnet. Die Auswahl eines Hodographen und eine anschließende 
Platzierung der Schablone fand an der Position mit der besten Anschmiegung (fitting Polygons) der 
Schablone an ggf. bereits platzierte Schablonen oder der Unterlage statt. D.h. ggf. entstandene 
Restflächen, die von weiteren Schablonen nicht weiter belegt werden können, sollen klein sein und 
in geringer Anzahl vorliegen.  
1998 wurden von R. Heckmann [29] bis dahin bekannte Arbeiten zu Verschachtelungs-
Algorithmen anschaulich gegenübergestellt. Alle verglichenen Algorithmen wurden auf 
rechteckige Unterlagen angewandt. Bei dem von R. Heckmann vorgestellten Algorithmus wurden 
Schablonenrotationen, wenn überhaupt, nur eingeschränkt zugelassen. Heckmann verwendete den 
Hodograph (Minkowski-Differenz) zur Berechnung zulässiger legaler Einfüge-Positionen für eine 
Schablone auf einer Unterlage. Das Konzept basierte auf einem zufallsbasierten Verfahren 
bezüglich der Platzierungsfolge der Schablonen. Für eine gewählte Schablone wurden, für zufällige 
Schablonenrotationen, Hodographen berechnet und so unabhängig voneinander ggf. verschiedene 
Platzierungslösungen generiert. Wie bei [30] wurde eine Platzierungsposition gewählt, die auf eine 
gute Anschmiegung (fitting Polygons) deutete. Nach einer Platzierung war die Schablone fixiert, so 
dass sich auch hier ein starker Greedy-Gedanke zeigt.  
1999 beschreiben E.K. Burke, G. Kendall einen Algorithmus, der mit Hodographen arbeitet [9]. 
Hierbei werden allerdings große Einschränkungen vorgenommen. Untersucht wird der Algorithmus 
nur für konvexe Schablonen. Anhand der berechneten Minkowski-Differenz wird für alle 
möglichen Einfüge-Positionen die konvexe Hülle zweier betrachteter Schablonen gebildet. Die 
konvexe Hülle mit der kleinsten Fläche gibt dort den Ausschlag für die beste Wahl und löst die 
Platzierung der Schablone aus. Ergeben sich mehrere gleiche minimale konvexe Hüllen, werden ab 
diesem Zeitpunkt alle Möglichkeiten verfolgt und temporär gespeichert. Am Ende des Algorithmus 
werden die verschiedenen Gesamtlösungen verglichen, wobei die beste gewählt wird. Dieses 
Verfahren ist laut Burke und Kendall sehr zeit- und speicherintensiv.  
M.A. Verkhoturov, O.Y. Sergeyeva stellen im Jahr 2000 einen Algorithmus vor [58], bei dem 
Polygone in festgelegter Reihenfolge nacheinander mit Hilfe von Hodographen in einen Strip 
eingefügt werden. Um das Ergebnis einer gewählten Einfügeposition zu verbessern, wird versucht, 
die Anschmiegung (fitting Polygons, [30]) der Polygone zueinander zu verbessern. Rotationen der 
Polygone werden ausgeschlossen, so dass die Problemstellung berechenbar wird.  
2002 ging M. Schäfer [54] in Zusammenarbeit mit Lengauer Lösungsansätzen nach, die sich mit 
dreidimensionalen Packungsproblemen von konvexen Polyeder-Objekten beschäftigten. Das 
Verfahren zur Berechnung der Minkowski-Differenz wurde dazu auf 3 Dimensionen erweitert. 
Zunächst wurde mit einem globalen Optimierungsverfahren versucht, bei einer eingeschränkten 
Menge erlaubter Rotationswinkel für ein betrachtetes Objekt (90° Rotationen) mögliche 
Platzierungen mittels Minkowski-Differenz zu generieren. Als Behältnisse werden hier runde oder 
eckige Säulen betrachtet, somit ist diese Betrachtungsweise dem Strip-Packing ähnlich. Beim 
lokalen Optimierungsverfahren wurde mit schrittweisem Verändern der Winkel des betrachteten 
Objektes versucht, lokal die Lage der Objekte zueinander zu verbessern (fitting Polygons-3D). 
Hierbei wurde darauf geachtet, dass das betrachtete Objekt nahe seiner vorigen Position bleibt.  
J.A.M. Chiong [14] hat zur Lagebilderstellung für Rapportstoffe 2002 einen Algorithmus zum 
Strip-Packing behandelt, der einen neuen Zusammenhang mit der Minkowski-Differenz aufzeigte. 
Er stellt fest, dass im Zusammenhang mit der Berechnung der Minkowski-Differenz isolierte 
Segmente oder isolierte Punkte auftreten können. Liegen isolierte Flächen/Punkte vor, sind die 
betrachteten Minkowski-Differenz-Polygone nicht einfache Polygone, denn bei isolierten Flächen 
liegen mindestens zwei Kanten aufeinander (der Flächeninhalt ist hier 0). Bei isolierten Punkten ist 
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das Polygon nur ein einzelner Punkt (auch hier ist der Flächeninhalt 0). J.A.M. Chiong 
vernachlässigt diese isolierten Flächen/Punkte allerdings, um zeitaufwendige Operationen  und 
somit Komplexität der Mengenoperationen zu reduzieren [14](Seite 50).  
Diese isolierten Flächen/Punkte werden in meiner Arbeit noch eine bedeutende Rolle darstellen, 
darum möchte ich sie bereits hier 0-Flächen-Polygone nennen.  
Bei dem von J.A.M. Chiong behandelten Algorithmus mit der Anwendung für Rapportstoffe (nicht 
Uni-Stoffe), sind die zulässigen Rotationen der Schablonen deutlich eingeschränkt. Die Schablonen 
und die Unterlage (Stoffbahn) bekommen ein sogenanntes Rapportgitter zugeordnet. Bei z.B. 
einem karierten Muster ergeben sich hieraus Rapportpunkte in X- und Y-Richtung mit gleichem 
Abstand. Die Auswahl der Schablonen während des Verschachtelungs-Prozesses erfolgt über 
heuristische Auswertung von einfachen Schablonen-Parametern wie Länge, Höhe, Fläche der 
konvexen Hülle und durch Zufall. Bei der Auswahl durch Zufall wird das Auswahl-Verfahren von 
[29] angewandt, das auf der Wahrscheinlichkeit einer Legereihenfolge beruht. Bei der Berechnung 
möglicher Positionen für eine Schablone werden von J.A.M. Chiong alle möglichen und legalen 
Rapportpunkte auf der Unterlage berechnet. Eine grobe Vorplatzierung der Schablonen ist anhand 
der Menge endlicher möglicher Rapportpunkte möglich. Eine Platzierungsposition wird so gewählt, 
dass der Zuwachs in Länge und Höhe des partiellen Lagenbildes minimal bleibt ([14], Seite 66). 
Bei dem vorgestellten RZA (Raster-Zuschnitt-Algorithmus) wird ein „Jostle-Verfahren“ (mJ-
Verfahren, „Schüttel-Verfahren“) angewandt. Bei diesem mJ-Verfahren wird die Unterlage fiktiv 
hochkant gestellt und die Schablonen prallen somit im Rapportgitter an den Rand des Rapports 
(Unterlagenrand) und an andere Schablonen. Dieser Vorgang wird wiederholt und so ein 
Gesamtlagebild erstellt.  
M.A. Carravilla, C. Ribeiro, J.F. Oliveira untersuchten 2003 einen Algorithmus zum Strip-Packing, 
der mit Minkowski-Differenz arbeitete [10]. In der Arbeit wird darauf verwiesen, dass diese als 
Voruntersuchung für zukünftige Forschungen auf diesem Gebiet betrachtet wird. Vorausgesetzt 
wird ein endlicher Strip, d.h. die Ausdehnung (Länge/Breite) ist fest vorgegeben. Konnte mittels 
Minkowski-Differenz eine Position für eine Schablone gefunden werden, werden identische Teile 
(Schablonen mit gleicher Form) in einer festgelegten Reihenfolge positioniert. So werden 
symmetrische Positionierungen vermieden. Es wird gezeigt, dass grundsätzlich eine Lösung mit 
Minkowski-Differenz und der dort angewandten Heuristik möglich ist. 
Auch V.J. Milenkovic, K.M. Daniels [48] (2006) sowie V.J. Milenkovic [47] zeigen mit ihrem 
Algorithmus, dass mit der Minkowski-Differenz erfolgsversprechende Ergebnisse erzielt werden 
können.  
Einen interessanten Nesting-Algorithmus verfolgten A. Crispin, P. Clay, G. Taylor [12] im Jahr 
2005. Schablonen werden dort mit einem genetischen Algorithmus ausgewählt, wobei große 
Schablonenflächen die Eltern darstellen. Die zur Minkowski-Differenz notwendigen Schablonen-
Lagewinkel werden zufällig gewählt. Mit der Minkowski-Differenz soll eine gewählte Schablone 
an dieser nach links und anschließend nach unten gleiten. Dabei wird die Schablone an den 
Eckpunkten der Minkowski-Differenz ggf. gedreht, so dass dort eine bessere Anschmiegung 
vorliegt. Anschließend wird eine neue Minkowski-Differenz berechnet und die Schablone gleitet 
weiter nach links/unten. Einmal platzierte Schablonen bleiben fixiert. Inhomogenitäten der 
Lederhaut werden berücksichtigt (wie bei J. Heistermann, T. Lengauer [30]). Eine Beurteilung 
freier Bereiche der Lederhaut findet nicht statt.  
2006 zeigten H.-Y. Liu, Y.-J. He mit ihrem Algorithmus zur Minkowski-Differenz eine 
Möglichkeit auf, über den Schwerpunkt der Schablonen und einer Gravitation eine 
Platzierungslösung zu generieren [41]. Im Vordergrund standen hier nicht die Auswahl einer 
Schablone, sondern die Gravitation und die Minkowski-Differenz. Die Unterlage stand quasi 
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senkrecht. Die ersten Schablonenrotationen werden über den Schwerpunkt der Schablonen 
ermittelt. Mit der Minkowski-Differenz werden dann mögliche legale Platzierungen ermittelt. Die 
Schablonen ordnen sich dann immer „unten“ an und werden dort ggf. gedreht, so dass sie sich 
ausrichten und eine gute Anschmiegung erreicht wird.  
2008 beschäftigten sich J. Bennell, J. Oliveira [6] unter anderem mit Algorithmen zur Minkowski-
Differenz. Dort werden bis dahin bekannte Algorithmen verglichen, sowie Vor- und Nachteile 
gegenübergestellt. Die Erkenntnis von J.A.M. Chiong bezüglich der isolierten Flächen/Punkte 
taucht dort nicht auf. Diese werden in dem von mir vorgestellten Verfahren allerdings eine große 
Bedeutung haben. Aussagen zur Berechnung einer Minkowski-Differenz innerhalb eines Polygons 
(Unterlage) werden ebenfalls nicht gegeben. In vielen bis hierhin, aber auch bis 2011 vorgestellten 
Algorithmen findet man zwar Minkowski-Differenzen zur Berechnung von Positionen für eine 
Schablone innerhalb einer Unterlage, wirkliche Lösungen werden allerdings nie vorgestellt. Meine 
Arbeit zeigt einen Lösungsweg zur Berechnung von Minkowski-Differenzen für Schablonen 
innerhalb einer Unterlage. 
W. Lee, H. Ma, B. Cheng [38] untersuchten 2008 einen Algorithmus, bei dem Schablonen auf 
einem Strip optimiert platziert werden sollten. An vielen Punkten wird Stellung zu anderen 
Veröffentlichungen genommen, auch zu der Minkowski-Differenz, die hier NFP (no fit 
polygon=Mikowski-Differenz) genannt wird. Es bleibt offen, ob die Überlappungskontrolle mit 
NFP vorgenommen wird. Die Schablonen werden über ihren Schwerpunkt ähnlich wie bei H.-Y. 
Liu, Y.-J. He [41] auf die Unterlage gebracht. Auch hier wird anhand von Gravitation versucht, 
eine gültige Position mit hoher Anschmiegung zu finden. Ein interessanter Hinweis (im 
Zusammenhang mit Y. Al-Assaf [2]) wird auf einen Ansatz zum Platzieren von Schablonen unter 
der Berücksichtigung von menschlichen intuitiven Gedanken gegeben. W. Lee, H. Ma und B. 
Cheng verfolgen diesen Gedanken aber nicht weiter. In meiner Arbeit und dem damit verbundenen 
Nesting-Algorithmus, ist das Berücksichtigen des menschlichen Denkens und Handelns ein 
Grundgedanke.  
2009 wird mit der Arbeit von Z. Yuping, Y. Caijun [64] eine Lösung für das Nesting auf Leder mit 
der Hilfe einer Rasterung vorgestellt. Die Platzierungs-Reihenfolge und die Bestimmung der 
Drehrichtung der Schablonen, wird mit einem auf Simulated Annealing basierten genetischen 
Algorithmus vorgenommen. Zum Platzieren der Schablonen auf der Unterlage wurde ein Raster 
(Pixelmap) für die Schablonen und die Unterlage eingeführt, wobei auf der Unterlage unbenutzte 
Bereiche initialisiert werden, belegte und freie Positionen werden so unterschieden. Eine 
Platzierungspositionen wird links unten gesucht.  
I. Elamvazuthi, S. Kamaruddin, M. Shahrul Azmi [23] geben 2009 einen Überblick zu Arbeiten im 
Bereich des Leder-Nesting. Sie stellen vorliegende Forschungsarbeiten vor, und stellen dann 
Vergleiche mit Handlegern her, die mit Geschick, Erfahrung und sehr viel Zeit bezüglich der 
Einarbeitung, Schablonen auf Leder platzieren. Anschaulich werden Zeiten der Handleger den 
Algorithmen gegenübergestellt. Aus der Gegenüberstellung wird abgeleitet, dass die Ergebnisse 
des manuellen Prozesses von der Qualität des Leders, den Formen der Schablonen und Unterlagen 
sowie der Geschicklichkeit des Handlegers abhängen. Sie schlussfolgern, dass in Zukunft effiziente 
Algorithmen zur Lösung der Problemstellung in der Ausnutzung höher sein müssen als bei den 
Handlegern und die Laufzeit schnell genug, damit eine Produktionsplanung möglich ist.  
In meiner Arbeit ist ein starker Bezug zum Handleger gegeben und es werden daraus einige 
Ansätze für einen effizienten Nesting-Algorithmus abgeleitet. Bei der Laufzeit stellt sich auch die 
Frage der Terminierung. So soll im Nesting-Algorithmus jederzeit die Möglichkeit einer 
Seite 14 
Terminierung gegeben sein, d.h. es liegt jederzeit ein Ergebnis vor, vielleicht nicht ein „optimales“, 
aber dennoch ein Ergebnis, das für einen Produktionsprozess verwendbar wäre. 
Die Arbeiten von C. Alves, P. Brás, J.M. Valério de Carvalho, T. Pinto [3] und P. Brás, C. Alves, J. 
Valério de Carvalho [7] aus dem Jahr 2011 zeigen neben einer Übersicht zum Thema Nesting einen 
Algorithmus dazu auf. Der beschriebene Algorithmus arbeitet mit einer Nachbarschaftssuche 
(VNS). D.h. es wird versucht, die Anschmiegung (fitting polygon) der platzierten Schablonen in 
der Umgebung (Nachbarschaft) der Platzierung zu verbessern. Das Ziel ist hier zunächst, eine 
schnelle Lösung zu erhalten und anschließend mittels VNS die Fitness der Schablonen zu 
verbessern. Dabei ist auch das Entfernen platzierter Schablonen mit schlechter Fitness und 
Ersetzten durch Schablonen mit höherer Fitness zulässig. Die Steigerung der Fitness wird mit 
einem lokalen Schüttel-Verfahren (wie bei J.A.M. Chiong) realisiert. Zum Finden einer ersten 
schnellen Lösung wird die Berechnung des NFP, sowie IFP (inner fit polygon=Mikowski-
Differenz zum legalen Platzieren von Schablonen auf einer Unterlage) benutzt. Die Berechnung der 
NFP ist in der Literatur gut beschrieben, zur Berechnung der IFP ist dagegen nichts konkret zu 
finden. Bei J.A.M. Chiong, wird zwar erwähnt, dass bei der Berechnung der IFP isolierte 
Flächen/Punkte (0-Flächen-Polygone) entstehen können, aber eine Berechnung ist nicht weiter 
dargestellt oder berücksichtigt. In meiner Arbeit werden diese 0-Flächen-Polygone jedoch eine 
zentrale Rolle darstellen. Auch die Berechnung einer Minkowski-Differenz zum Platzieren von 
Schablonen auf einer Unterlage (IFP) wird mit meiner Arbeit gezeigt. 
C. Alves, P. Brás, J.M. Valério de Carvalho, T. Pinto ordnen die zur Verfügung stehenden 
Schablonen anhand der Schablonenfläche in drei Gruppen ein [3]. Anschließend werden die 
Gruppen in absteigender Reihenfolge (Gruppe mit großen Schablonen zuerst) betrachtet. Ist aus 
einer Gruppe keine weitere Schablone platzierbar, wird mit der Nächsten fortgefahren. Die 
Einstufung der Schablonen über den einfachen Parameter der Fläche kann nur zu einer ersten nicht 
„optimalen“ Lösung führen, nur mittels VNS wird daraus dann eine bessere Lösung.  
In meiner Arbeit werden auch Schablonen-Gruppen (ich nenne sie Schablonen-Einstufungs-
Container SEC) verwendet. Die Einstufung der Schablonen in die SEC findet allerdings mit 
deutlich komplexeren Parametern statt.  
Zur Entnahme einer Schablone aus einer aktuellen Gruppe wird bei C. Alves, P. Brás, J.M. Valério 
de Carvalho, T. Pinto, für alle Schablonen einer Gruppe, der/die NPF zu bereits platzierten 
Schablonen und anschließend der/die IFP unter Berücksichtigung der Unterlage berechnet. Dabei 
wird eine Schablonenrotation heuristisch angenommen. Zur ersten schnellen Platzierung wird dann 
der IFP mit der kleinsten Fläche ausgewählt. Auch hier kommt die Tatsache der isolierten 
Flächen/Punkte nicht zur Sprache. Die bei [3] eher zufällige Wahl einer Schablonenrotation soll in 
meiner Arbeit mit der Berechnung des Form- und Ausdehnungsvektors FAV gezielter stattfinden. 
Bei [3] wird eine gewählte Schablone dann unter dem betrachteten Winkel auf dem IFP platziert, 
so dass die Schablone nah an dem Unterlagen-Umriss liegt. In meiner Arbeit soll ebenfalls eine 
Platzierung auf einem IFP stattfinden, jedoch nach Kriterien, die direkt eine bessere Anschmiegung 
(fitting polygon) an bereits platzierte Schablonen bzw./und der Unterlage nach sich ziehen. 
Weitere Fortschritte zur Arbeit von J. Heistermann, T. Lengauer [30] hat W. Dammer-Trede [15] 
erzielt. Aktuell (2012) wird von dem Unternehmen Expert Systemtechnik GmbH (Bielefeld) eine 
industriell einsetzbare Software angeboten. Diese arbeitet wie bei [30] stark auf lokaler Analyse. Es 
werden Segmente von einzelnen zusammenhängenden Kanten gebildet und diese in der Form 
analysiert. Die lokale Betrachtung wurde erweitert, so dass um die Lokalität des Segmentes herum 
eine bessere Beurteilung des Segmentes ermöglich ist (Beurteilung der Größe und Form der Fläche 
im Bereich des Segmentes). Die Schablonenauswahl findet heuristisch über Parameter wie Größe, 
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Länge, Breite, Konkavität, etc. statt. Von W. Dammer-Trede wurde ein Algorithmus aufgestellt, 
der „gleichzeitig“ auf mehreren Lederhäuten Schablonen platziert. Dieses führt bei ihm zu einer 
Verbesserung des Gesamtergebnisses. Der Greedy-Ansatz wurde aber beibehalten. Eine 
Berücksichtigung der Inhomogenitäten des Leders findet statt.  
Wie bei W. Dammer-Trede möchte ich mit meiner Arbeit eine Betrachtung des Problems über 
mehrere Unterlagen vorlegen. Es soll nicht „parallel“ auf mehreren Unterlagen platziert werden, 
dennoch sollen bei der Herausnahme von Schablonen aus den Schablonen-Einstufungs-Containern 
SEC ggf. noch zu erwartenden Unterlagen berücksichtigt werden.  
Auch R. Heckmann [29] hat am Fraunhofer-Institut für Algorithmen und Wissenschaftliches 
Rechnen SCAI an der Arbeit von J. Heistermann, T. Lengauer [30] weitergearbeitet. Dort wird von 
lokalen Suchverfahren, die auf Simulated Annealing basieren, gesprochen. Die lokalen 
Suchverfahren und die Greedy-Strategien deuten auf die Segmentierung und den Greedy Gedanken 
von J. Heistermann, T. Lengauer [30] hin. Mit Simulated Annealing wird versucht, lokal immer 
weiter in die Tiefe zu optimieren (wobei auch Schritte zurück möglich sind), um weitere Suchpfade 
zu untersuchen. Laut R. Heckmann werden Heuristiken zur Mustererkennung, sowie statistische 
Verfahren eingesetzt. Weitere Details sind nicht veröffentlicht. Vom SCAI wird die Software 
Autonester-L als Bibliothek am Markt angeboten (2012). Im März 2011 wurde diese Arbeit mit 
dem Innovationspreis für Klima und Umwelt (IKU) bedacht (Fraunhofer-Institut für Algorithmen 
und Wissenschaftliches Rechnen SCAI [25]). 
In der Literatur sind einige Ansätze zum Lösen des LNP beschrieben. Alle setzen Heuristiken ein, 
um Lösungen herbeizuführen. Auch eine Terminierung der Nesting-Algorithmen kann nur über 
heuristisch angenommene Terminierungskriterien und sich daraus ergebende Kompromisse erreicht 
werden. So kann das Nesting-Problem (LNP) nur als ein NP-vollständiges Problem angesehen 
werden. Diese Rückschlüsse ziehen auch H.-Y. Liu, Y.-J. He in ihren Arbeiten [41] und [42]. 
Durch die vielen Heuristiken kann am Ende eines Nesting-Algorithmus nur eine Annäherung an 





4 Flächenanalyse mit C-Hindernis 
Hier soll der Frage nachgegangen werden, für eine gegebene Schablone S1 (mit dem Umriss-
Polygon P1) alle Positionen zu finden, so dass diese eine weitere gegebene Schablonen S2 (mit dem 
Umriss-Polygon P2) nicht überlappt. Dabei sollen beide Schablonen überlappungsfrei auf einer 
Unterlage platziert werden. Diese Flächenanalyse, mit der Prüfung auf Überlappung von 
gegebenen Polygonen, wird benötigt, um in Verschachtelungs-Algorithmen ([29], [10], [40], [55], 
[45], [46]) eine Platzierungslegalität zu prüfen. Bezüglich des in dieser Arbeit vorgestellten 
Nesting-Algorithmus wurde in Kapitel 2.2 definiert, dass eine platzierte Schablone dann legal auf 
einer Unterlage platziert ist, wenn diese überlappungsfrei zu bereits platzierten Schablonen ist und 
vollständig innerhalb des Unterlagen-Umriss-Polygons Q liegt. Dabei dürfen sich die Schablonen 
berühren. Mit der Berechnung des C-Hindernis-Polygons für die Polygone P1 und P2, ist eine 
Lösungsmenge mit sämtlichen legalen Platzierungspositionen der konvexen Polygone P1 und P2, 
unter der Berücksichtigung der definierten Platzierungslegalität (Kapitel 2.2) gegeben. Die 
Berechnung des C-Hindernis-Polygons wird auch in der Bewegungsplanung angewandt ([14], [41]) 
und setzt die Kenntnis der Minkowski-Summe voraus. 
Die Minkowski-Summe ⊕ soll wie folgt beschrieben werden: 
Seien P1 und P2 zwei ebene einfache konvexe Polygone. Sei weiter BP1 ∈ P1 der Bezugspunkt 
Punkt von P1. Der Punkt BP1 wird entlang einer Punktmenge von P2 so bewegt, dass gleichzeitig 
die Polygonfläche P1 parallel (also ohne Drehung) verschoben wird. Wir nennen die Fläche, die das 
Polygon P1 dabei überstreicht, wenn es bei Bewegung (𝑇𝐵𝑃𝑃𝑃1Translation) seines Bezugspunktes 
parallel verschoben wird, die „Überstreichung Ψ von P1 relativ zur Bewegung von BP1“. So ist die 
Überstreichung von P1 mit dem Bezugspunkt BP1 relativ zu P2, die Fläche 𝛹 (𝑃𝑃1, 𝐵𝑃𝑃1, 𝑃𝑃2) ={𝑝 ∈  ℝ2|𝑝 ∈  𝑇𝐵𝑃𝑃𝑃1, 𝐵𝑃𝑃1 ∈  𝑃𝑃2}. Die Minkowski-Summe 𝑀𝑀𝑆 = 𝑃𝑃2⊕ 𝑃𝑃1 (Abbildung 6) von P1 
bezüglich P2, mit dem Bezugspunkt BP1 (BP1 ∈ P1), ist die Vereinigung von P2 und der 
Überstreichung Ψ (P1, BP1, P2). 
Zur Berechnung des C-Hindernis-Polygons 𝐶𝐻 für die ebenen einfachen konvexen Polygone P1 
und P2, soll hier nun ein Koordinatensystem eingeführt werden. Alle Koordinaten der hier und 
nachfolgend betrachteten Polygone beziehen sich auf den Koordinatenursprung Pkt(0,0) (mit X=0 
und Y=0). Für das Polygons P1 soll nun mittels Punktspiegelung bezüglich Pkt(0,0), das 
Komplement −𝑃𝑃1(0,0) beschrieben werden (Abbildung 11). Dafür wird das Polygon P1 so 
verschoben, dass sein Bezugspunkt BP1 auf dem Koordinatenursprung liegt. Anschließend wird das 
Komplement gebildet. Das C-Hindernis-Polygon für die Polygone P1 und P2, mit dem Bezugspunkt 
BP1 ∈ P1, ist mit der Minkowski-Summe von P2 und dem Komplement −𝑃𝑃1(0,0) von P1, durch 
𝐶𝐻 = 𝑃𝑃2⊕ (−𝑃𝑃1(0,0) beschrieben. 
So sind für die ebenen einfachen konvexen Polygone P1 und P2 mit 𝐶𝐻 alle legalen Positionen 
beschrieben. D.h. dass P1 und P2 überlappungsfrei zueinander sind, wenn P1 so verschoben wird, 
dass der BP1 von P1 auf oder außerhalb von 𝐶𝐻 liegt. 
Diese Definition wird in der Literatur Minkowski-Differenz, Hodograph oder C-Obstacle genannt. 




Die Minkowski-Summe MS  ist für zwei konvexe Polygone P1 ⊂ ℝ2 und P2 ⊂ ℝ2 wie folgt 
definiert (M. de Berg, M. von Kreveld, M. Overmars, O. Schwarzkopf [20], Seite 275): 
𝑀𝑀𝑆 = 𝑃𝑃2⊕ 𝑃𝑃1 = {𝑀𝑀𝑆 ϵ ℝ2 | 𝑀𝑀𝑆 = 𝑝2 + 𝑝1 ,  𝑝2 𝜖 𝑃𝑃2,  𝑝1 𝜖 𝑃𝑃1} 
Mit der Minkowski-Summe wird ein Polygon beschrieben, dessen Fläche die Vereinigung der 
Fläche des Polygons P2 mit der überstrichenen Fläche von P1 ist, wobei die überstrichene Fläche 
dadurch entsteht, dass das Polygon P1 mit seinem Bezugspunkt BP1 sich entlang des Polygons P2 




4.2 Minkowski-Summe für konkave Polygone 
Wie in Kapitel 4.1 beschrieben, ist die Minkowski-Summe nur für konvexe Polygone definiert. So 
muss eine Definition für konkave Polygone gefunden werden. Dazu sind die ebenen einfachen 
konkaven Polygone P1 und P2 in nicht überlappende konvexe Teil-Polygone zu zerlegen. Die 
Polygone 𝑃𝑃1𝑖 und 𝑃𝑃2𝑗 seien die konvexen Teil-Polygone der sich nicht überlappende Zerlegungen 
von P1 (mit 𝑃𝑃1 = ⋃ 𝑃𝑃1𝑖𝑛𝑖=1 ) und P2 (mit 𝑃𝑃2 = ⋃ 𝑃𝑃2𝑗𝑚𝑗=1 ).  
Mögliche Zerlegungen der Polygon P1 und P2 sind in Abbildung 7 dargestellt. 






















Anschließend wird für jedes Paar der Teil-Polygone 𝑃𝑃1𝑖 und 𝑃𝑃2𝑗 die Minkowski-Summe berechnet. 
Es ergeben sich so i*j Teil-Minkowski-Summen TMS. 
 
Abbildung 7: Konkave Polygone zerlegt in konvexe Teil-Polygone 
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Abbildung 8 zeigt die Teil-Minkowski-Summen TMS für die Paare der Teil-Polygone  𝑃𝑃1𝑖 und 𝑃𝑃2𝑗. 
Dabei ist der Bezugspunkt des fixen Polygons P2 der Bezugspunkt der berechneten Teil-
Minkowski-Summe. Die Abbildung 9 zeigt die vier Teil-Minkowski-Summen Polygone TMS1, 
TMS2, TMS3 und TMS4 mit deren Bezugspunkte BPTMS1, BPTMS2, BPTMS3, und BPTMS4.  
 
Zur Berechnung der Minkowski-Summe 𝑀𝑀𝑆 =  𝑃𝑃2⊕  𝑃𝑃1 für P1 und P2, mit P2 als fixes Polygon 
und P1 als bewegliches Polygon müssen die TMS vereinigt werden. Für das Beispiel Abbildung 8 
ergibt sich die Minkowski-Summe wie folgt: 
𝑀𝑀𝑆 =  𝑃𝑃2⊕  𝑃𝑃1  = � 𝑇𝑀𝑀𝑆𝑝4
𝑝=1
 
Für zwei ebene einfache konkave Polygone P1 und P2 ergibt sich die Minkowski-Summe allgemein 
wie folgt: 





Dabei gilt, dass das Polygon P1 nicht gedreht oder gespiegelt werden darf. Das Polygon P2 ist fix 
und die Bezugspunkte der TMS müssen auf einem Koordinatenpunkt liegen. Das Ergebnis-Polygon 
𝑀𝑀𝑆 =  𝑃𝑃2⊕  𝑃𝑃1 ist unabhängig von der Zerlegung der konkaven Polygone P1 und P2 in konvexe 
Teil-Polygone. 

















Abbildung 10 zeigt das Ergebnis Minkowski-Summen-Polygon MS der  Polygone P1 und P2. 
 
Die Zerlegung konkaver Polygone in konvexe Teil-Polygone ist durch verschiedene Verfahren 
möglich. P.K. Agarwal, E. Flato, D. Halperin [1] untersuchten die Minkowski-Summe, indem sie 
die nicht konvexen Polygone durch Triangulierung zerlegten, stellten aber fest, dass der 
Kostenaufwand dadurch sehr hoch wird. Von P.K. Agarwal, E. Flato, D. Halperin wurden mehrere 
Suchverfahren zur Generierung von konvexen Teil-Polygonen untersucht und festgestellt, dass eine 
annähernd optimale Lösung nur durch heuristische Annahmen möglich ist. Ziel ist es, wenige 
große konvexe Teil-Polygone zu berechnen. Um die Anzahl der zu betrachteten konvexen Teil-
Polygone zu reduzieren, wurde in dieser Arbeit das in Kapitel 4.7 vorgestellte Verfahren eingesetzt. 
Bei der Vereinigung von Polygonen, wie auch bei der Vereinigung von Teil-Minkowski-Summen 
können Sonderfälle entstehen, auf die in Kapitel 4.6.1 eingegangen wird. Die dort gezeigten 
Sonderfälle und deren Bearbeitung wurden in der Literatur nicht behandelt und stellen einen 
Schwerpunkt dieser Arbeit dar. J. O’Rourke [53] beschreibt einen Algorithmus zur Berechnung der 
Minkowski-Summe angewandt auf ein konvexes und ein nicht konvexes Polygon, aber auch die 
hier beschriebene Lösung berücksichtigt die Sonderfälle nicht. In diesem Kapitel wird bewusst 
nicht detailliert auf die Minkowski-Summe eingegangen oder gar versucht, einen vollständigen 
Überblick zur Berechnung der Minkowski-Summe zu geben. Vielmehr soll gezeigt werden, dass 
die Minkowski-Summe und das C-Hindernis als Basis für Verschachtelungs-Algorithmen wie dem 
Nesting-Algorithmus verwendet werden kann. Sowie dass die Minkowski-Summe und das C-
Hindernis für konkave Polygone Ergebnisse liefern. 
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Die Berechnung des C-Hindernis CH  setzt die Kenntnis der Minkowski-Summe voraus. Mit dem 
C-Hindernis ist ein Polygon definiert. Sei nun das konvexe Polygon P1 mit seinem Bezugspunkt 
BP1 auf dem Polygon CH  positioniert, kann es entlang des CH  verschoben werden kann, so dass 
sich P1 und das konvexe Polygon P2 überlappungsfrei berühren. Das Polygon P2 ist dabei fix. In 
der Literatur wird diese Definition auch Minkowski-Differenz, Hodograph oder C-Obstacle 
genannt. Das C-Hindernis CH  ist für zwei konvexe Polygone P1 ⊂ ℝ2 und P2 ⊂ ℝ2 wie folgt 
definiert (M. de Berg, M. von Kreveld, M. Overmars, O. Schwarzkopf [20], Seite 275): 
𝐶𝐻 = 𝑃𝑃2⊕ (−𝑃𝑃1(0,0))  
Dabei gilt, dass für das bewegliche Polygon P1 dessen Komplement bezüglich seines 
Bezugspunktes BP1 berechnet werden muss (Abbildung 11). 
 
Mit dem Komplement 𝑃𝑃1′ des Polygons P1 ist, wie zuvor beschrieben (Kapitel 4.1), die 
Minkowski-Summe zu berechnen. Die Abbildung 12 zeigt das C-Hindernis für die Polygone P1 
und P2 anhand der Minkowski-Summe der Polygone 𝑃𝑃1′ und P2.  
 
 
Abbildung 11: Komplement konvexes Polygon 
Abbildung 12: Minkowski-Summe mit Komplement 
BP1  
P1 



























In Abbildung 13  ist das C-Hindernis CH für die Polygone P1 und P2 dargestellt, wobei P1 das 




Im Rahmen dieser Arbeit wird für die Berechnung des C-Hindernis-Polygons der Algorithmus von 
M. de Berg, M. von Kreveld, M. Overmars, O. Schwarzkopf [20](Seite 279) benutzt.  
4.4 C-Hindernis für konkave Polygone 
Das C-Hindernis ist, wie die Minkowski-Summe, nur für konvexe Polygone definiert. Zur 
Berechnung des C-Hindernis-Polygons CH ist von dem beweglichen Polygon P1 das Komplement 
𝑃𝑃1
′ zu bilden. Abbildung 14 zeigt das fixe konkave Polygon P2, das bewegliche konkave Polygon 
P1 und dessen Komplement 𝑃𝑃1′ bezüglich des Bezugspunktes BP1. Ebenfalls werden mögliche 
Zerlegungen der Polygone P1 (mit 𝑃𝑃11  und 𝑃𝑃12), 𝑃𝑃1′ (mit 𝑃𝑃1′1 und 𝑃𝑃1′2) und P2 (mit 𝑃𝑃21 und 𝑃𝑃22) 
dargestellt. 
 



















       


















Abbildung 13: C-Hindernis – Konvexe Polygone 
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Somit seien 𝑃𝑃2 = ⋃ 𝑃𝑃2𝑗𝑚𝑗=1   und 𝑃𝑃1′ = ⋃ 𝑃𝑃1′𝑖𝑛𝑖=1  konvexe Teil-Polygone sich nicht überlappender 
Zerlegungen des beliebigen einfachen Polygons P2 und des Komplementes 𝑃𝑃1′ des einfachen 
Polygons P1. 
Das C-Hindernis CH für zwei beliebige Polygone P1 ⊂ ℝ2 (mit seinem Komplement  
𝑃𝑃1
′
 ⊂ ℝ2) und P2 ⊂ ℝ2 soll wie folgt definiert sein: 





Dabei gilt, dass das Polygon 𝑃𝑃1 und somit auch das Polygon 𝑃𝑃1′ nicht gedreht oder gespiegelt 
werden dürfen, sowie dass das Polygon 𝑃𝑃2 fix ist.  
Für die konvexen Teil-Polygone 𝑃𝑃1′ = ⋃ 𝑃𝑃1′𝑖𝑛𝑖=1  und 𝑃𝑃2 = ⋃ 𝑃𝑃2𝑗𝑚𝑗=1 , sind wie bei der Berechnung 
der Minkowski-Summe für konvexe Teil-Polygone (Kapitel 4.2), die Teil-Minkowski-Summen zu 
bestimmen (Abbildung 15).  
 
Abbildung 16 zeigt die Teil-Minkowski-Summen der Polygone 𝑃𝑃1′ und P2, sowie die 
Bezugspunkte der Teil-Minkowski-Summen BPTMS1=BPTMS2= BPTMS3=BPTMS4. 
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Die Teil-Minkowski-Summen TMS  (Abbildung 16) werden zu einer Minkowski-Summe MS 
vereinigt. Für die Beispielpolygone P1 und P2 zeigt Abbildung 17 das Ergebnis mit: 




Dabei muss die Vereinigung der Teil-Minkowski-Summen mit ihren Bezugspunkten so 
durchgeführt werden, dass die Bezugspunkte der Teil-Minkowski-Summen BPTMS1=BPTMS2= BPTMS3=BPTMS4 auf einem Punkt liegen. So ist für die Polygone 𝑃𝑃1′  und P2 in Abbildung 17 die 
Minkowski-Summe MS und gleichzeitig für die Polygone P1 und P2 das C-Hindernis CH 
beschrieben (Abbildung 18). 
Abbildung 16: Teil-Minkowski-Summen 𝑇𝑀𝑀𝑆1, 𝑇𝑀𝑀𝑆2, 𝑇𝑀𝑀𝑆3 und 𝑇𝑀𝑀𝑆4 von 𝑃𝑃2  und 𝑃𝑃1
′ 
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Die Teil-Minkowski-Summen TMS, die sich aus den nicht überlappenden konvexen Zerlegungen 
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4.5 C-Hindernis für eine Unterlage 
Mit der Berechnung des C-Hindernisses CH für ein bewegliches Polygon P1 mit seinem 
Bezugspunkt BP1 und dem fixen Polygon P2 mit seinem Bezugspunkt BP2 sind sämtliche 
überlappungsfreien Positionen gegeben. Dabei liegen P1 und P2 überlappungsfrei nebeneinander 
(Abbildung 19). 
 
Bei dem Nesting-Algorithmus soll mit Hilfe eines C-Hindernis-Polygons die Platzierungslegalität 
einer Schablone (z.B. mit dem Umriss-Polygon P1) auch auf einer Unterlage mit dem Unterlagen-
Umriss-Polygon Q  realisiert werden (IFP). Anders als bei der Berechnung des C-Hindernis-
Polygons für Schablonen (Abbildung 19) muss hier eine Berechnung zur Ermittlung eines C-
Hindernisses CHQ  gefunden werden, mit der das Polygon P1 überlappungsfrei innerhalb von Q liegt 
(Abbildung 20).  
 
Für eine legale Platzierung von P1 innerhalb von Q muss der Bezugspunkt BP1 von P1 auf oder 
innerhalb des C-Hindernis-Polygons CHQ  liegen (Abbildung 20). 
Abbildung 19: C-Hindernis Polygon P1 und Polygon P2 



















    
  








Hierzu wurde in der Literatur keine Darstellung gefunden. R. Heckmann [29] verwendet bei seinen 
Anwendungsfall (Strippacking mit rechteckiger Unterlage) zwar den Hodographen HU, der das C-
Hindernis CHQ für eine Schablone in Bezug auf die Unterlage darstellt und somit sämtliche legalen 
Platzierungspositionen für eine Schablone auf einer Unterlage definiert, leitet die Berechnung von HU (hier CHQ) allerdings nicht her. 
Zur Lösung des Problems zur Berechnung des C-Hindernis-Polygons CHQ soll ein Rechteck PR um 
das Polygon Q in einem Abstand definiert werden (Abbildung 21). 
 
Das Rechteck PR und das Unterlagen-Umriss-Polygon Q werden mit einem Steg PSteg (der Steg 
besteht aus zwei parallelen deckungsgleichen Kanten) so verbunden, dass ein Polygon Q‘ entsteht. 
Dabei ist die Drehrichtung/Orientierung des Polygons Q zu ändern. Das Polygons Q‘  mit den 
Punkten Xn (mit n=1 bis 15) ist nun ein nicht einfaches Polygon (Abbildung 22). 
 
Abbildung 21: Polygon Unterlage mit Steg und umschließendem Rechteck 































Der ursprünglich innere Bereich des Polygons Q ist zu einem äußeren Bereich des Polygons Q‘ 
geworden (Abbildung 22). So kann (wie in Kapitel 4.4 beschrieben) das C-Hindernis-Polygon für 
zwei konkave Polygone berechnet werden. Dazu muss das konkave Polygon Q‘  sowie das 
Schablonen-Umriss-Polygon P1 (Abbildung 19) in konvexe Teil-Polygone zerlegt werden. Für die 
Teil-Polygone von Q’  und für sämtliche Teil-Polygone von P1 sind die Teil-C-Hindernis-Polygone TCH zu bilden. Bei der Vereinigung der TCH ist zu beachten, dass das Polygon Q’  nicht einfach ist 
(doppelte Kanten an der Stelle des eingefügten Steges). So entstehen min. 2 voneinander getrennte 
C-Hindernis-Polygone (Abbildung 23). 
 
Von den generierten C-Hindernis-Polygonen CH‘Qn (mit n=1 bis q) sind die zu vernachlässigen, 
die außerhalb vom originalen Unterlagen-Umriss-Polygon Q liegen. D.h. die gesuchten C-
Hindernis-Polygone müssen innerhalb von Q liegen, in Abbildung 23 entfällt z.B. CH′Q1 und somit 
ergeben sich die gesuchten (bzw. das gesuchte) C-Hindernis-Polygon mit CHQm = CHQ′n ⋂ 𝑄 (für n=2 bis q und m=0 bis w). Konnte kein Polygon CHQ gefunden werden (w=0), gibt es für das 
betrachtete Polygon (hier P1), unter dem angenommenen Betrachtungswinkel, keine legale 
Platzierungsmöglichkeit innerhalb des Unterlagen-Umriss-Polygons Q.  
Bei den gefundenen C-Hindernis-Polygonen muss abschließend noch die Drehrichtung/ 
Orientierung der Polygons CHQm geändert werden.  
I.K. Lee, M.S. Kim, G. Elber [37] beschäftigen sich mit der Berechnung von C-Hindernis-
Polygonen im Zusammenhang nicht einfacher Polygone. Sie berücksichtigen allerdings nicht den 
Fall, dass Kanten „nur“ aufeinander liegen, so wie hier bei dem Steg in Abbildung 22. Mit dem 







    
  
  
   
  







Thema von aufeinanderliegenden Kanten beschäftigt sich das Kapitel 4.6 ausgiebig im 
Zusammenhang der 0-Flächen-Polygone. 
Die Abbildung 24 zeigt für das angenommene Beispiel mit dem Schablonen-Umrisspolygon P1 und 
dem angenommen Unterlagen-Umriss-Polygon Q das C-Hindernis-Polygon CHQ. 
 
Abbildung 25 zeigt ein C-Hindernis CHQ  in der Nesting-Testumgebung. Dabei wurden für das 
Unterlagen-Umriss-Polygon Original Daten einer Lederhaut und das Schablonen-Umriss-Polygon P verwendet. Das ermittelte C-Hindernis-Polygon CHQ  ist in Abbildung 25 dargestellt. Zur legalen 
Platzierung (Platzierungsdefinitionen Kapitel 2.2) darf die Schablone P  auf und innerhalb von CHQ  
platziert werden. 
 
Abbildung 24: C-Hindernis CHQ   
Abbildung 25: C-Hindernis - Schablone - Unterlage-Lederhaut 
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J.A.M. Chiong erwähnt, im Zusammenhang mit der Berechnung seiner Hodographen (C-
Hindernis), isolierte Segmente und isolierte Punkte ([14], Seite 50). Ich nenne diese 0-Flächen-
Polygone. Die Berücksichtigung der isolierten Bereiche kann im Extremfall eine zeitaufwendige 
Operation nach sich ziehen. So stellt er weiter unten einen Ansatz dar, der die isolierten Bereiche 
vermeidet und somit die Komplexität der Mengenoperationen reduziert. Die isolierten Bereiche 
werden somit vernachlässigt, obwohl erkannt wird, dass diese im Zusammenhang mit 
Hodographen ggf. ein dichteres Legen von Schablonen auf Unterlagen ermöglichen. Weiterhin 
schreibt J.A.M. Chiong, dass bis zu dem Zeitpunkt seiner Arbeit kein Optimalitätskriterium für 
dieses Problem bekannt ist ([14], Seite 51).  
Genau hier ist ein Schwerpunkt dieser Arbeit zu finden. Abbildung 26 zeigt ein 0-Flächen-Polygon CH1  und ein 0-Flächen-Polygon CH‘3  als Teil von CH3. Mit CH1  ist ein Polygon gegeben, das aus 
nur einem Punkt besteht. Mit dem Polygon CH3 ist ein Polygon gegeben, das aufeinanderliegende 
Kanten aufweist. Diesen Teilbereich von CH3  möchte ich CH‘3  nennen. Durch CH‘3  ist das 






Zum Berechnen der C-Hindernis-Polygone für eine Nesting-Situation müssen, wie in Kap. 4.3- 4.5 
dargelegt, Teil-C-Hindernis-Polygone berechnet werden (Abbildung 26, CH1, CH2 und CH3). Dazu 
sind für die Schablone P, zu allen ggf. bereits platzierten Schablonen (A bis G in Abbildung 26), 
sowie zum Unterlagen-Umriss-Polygon Q C-Hindernis-Polygone zu berechnen. Anschließend 
Unterlagen-Umriss-
Polygon Q   
Aktuell 
betrachtete 












Abbildung 26: C-Hindernis-Polygone für Schablone P / 0-Flächen-Polygone 
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werden die Teil-C-Hindernis-Polygone vereinigt. Eventuell entstandene 0-Flächen-Polygone 
stellen dabei kein Problem dar. Sie könnten durch die Operation der Regularisierung (wie bei 
constructive solid geometry üblich, [62]) beseitigt werden. In den folgenden beiden Abschnitten 
gehe ich auf Bedingungen ein,  unter denen 0-Flächen-Polygone entstehen können. 
Die 0-Flächen-Polygone ermöglichen im Zusammenhang mit dem C-Hindernis ein ggf. dichteres 
Legen von Schablonen auf Unterlagen ([14], Seite 50). Die Existenz der 0-Flächen-Polygone wird 
in der Literatur angesprochen ([14] Seite 50; [53]), aber nicht weiter behandelt. Bekannte 
Grafikbibliotheken wie cgal public-library [11] und Nokia Corporation [44], bieten Algorithmen 
zur Polygon-Vereinigung jedoch nicht zum Berechnen von 0-Flächen-Polygonen. 
4.6.1 Polygon-Vereinigung 
Die Vereinigung zweier Polygone ist ein Polygon, das allerdings aus getrennten Teilen bestehen 
kann (wenn die beiden Polygone sich nicht schneiden). Die Vereinigung zweier konvexer Polygone 
ist nicht notwendig konvex (Abbildung 27, oben). 
 
 
Die Vereinigung zweier einfacher konkaver Polygone (Abbildung 27, unten) kann Löcher 
aufweisen (Abbildung 28), d.h. nicht einfach sein. Dabei können auch zweifache durchlaufene 
Kanten (0-Flächen-Polygone) entstehen, die durch Regularisierung (wohl bekannt in der 
Computergrafik) entfernt werden könnten. 
Sind die Polygone P1 und P2 (Abbildung 28) C-Hindernis-Polygone bezüglich platzierter 
Schablonen und einer aktuell zu betrachteten Schablone P, so gilt, dass die Schablone P mit ihrem 
Bezugspunkt auf oder außerhalb der  Polygone P1 und P2 legal platzierbar ist. Die Schablone P ist 
mit ihrem Bezugspunkt dann ebenfalls auf oder außerhalb der Vereinigungs-Polygone der Menge 
MV12 legal platzierbar. Seien nun die Vereinigungs-Polygone V1, V2, V3 und V4 C-Hindernis-
Polygone bezüglich einer Schablone P, so ist im Bereich der doppelten Kanten (0-Flächen-
Polygone) im Vereinigungs-Polygon V4, ggf. ein dichteres legales Legen von Schablonen möglich 














𝑃𝑃1 ∪ 𝑃𝑃2 = 𝑉𝑉12 
𝑃𝑃1 ∪ 𝑃𝑃2 = 𝑉𝑉12 





Im Vereinigungs-Polygon V4 (Abbildung 28) liegen doppelte Kanten und somit 0-Flächen-
Polygone bei den Kanten 6-7 sowie 1-9 vor. Im Zusammenhang mit CSG (constructive solid 
geometry, R. Wössner [62], Kapitel 2.3) werden solche Flächen als Problemflächen erkannt, 
eliminiert und die Probleme mittels Regularisierung beseitigt. Hier handelt es sich aber eben nicht 
um Probleme, sondern im Zusammenhang mit dem C-Hindernis um mögliche legale 
Platzierungsbereiche für Schablonen (ein ggf. dichteres Legen ist möglich). So sind diese 0-
Flächen-Polygone im Zusammenhang mit dem Nesting-Algorithmus elementar wichtig und 
besonders interessant. Die entwickelte algorithmische Lösung der 0-Flächen im Zusammenhang 
mit der Polygon-Vereinigung, wird im Anhang D im Quellcode in der Programmiersprache C++ 
anhand vieler Sonderfallabfragen gezeigt. 
Die Abbildung 29 bis Abbildung 31 zeigen weitere Beispiele bezüglich 0-Flächen-Polygone. 
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Abbildung 29: Polygon - Vereinigung / weiteres Beispiel 1 
Abbildung 30: Polygon - Vereinigung / weiteres Beispiel 2 
Abbildung 31: Polygon - Vereinigung / weiteres Beispiel 3 
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4.6.2 Polygon-Differenz 
Die Differenz-Menge MD zweier Polygone P1\P2 ist leer oder besteht aus einem oder mehreren 
Polygonen (Abbildung 32, Abbildung 33). Sie ist definiert als Menge aller Punkte, die in P1 nicht 
aber in P2 liegen. Die Operation ist nicht kommutativ. Die Differenz ist leer, P1\P2=0, falls P1⊂P2. 
Für abgeschlossene Polygone kann die Differenz zu degenerierten Polygonen führen. Abbildung 34 
zeigt ein Beispiel. Bei der Berechnung von C-Hindernis-Polygonen ist, besonders im 
Zusammenhang mit C-Hindernis-Polygonen CHQ für Unterlagen-Umriss-Polygone, die 






Abbildung 35 zeigt einfache Polygone (P1, P2 und P3) und ein nicht einfaches Polygon P4. Diese 
Situation soll für zwei Betrachtungen (Abbildung 36 und Abbildung 37) herangezogen werden, 
wobei die 0-Flächen-Polygone berücksichtigt werden sollen. 
Abbildung 33: Beispiel für die Differenz zweier Polygone ohne Ergebnis-Polygon 
Abbildung 34: Beispiel für die Differenz zweier Polygone ohne Ergebnis-Polygon 
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Dabei sollen zunächst P1 und P5 C-Hindernis-Polygone CH sein, so dass eine Platzierungslegalität 
auf und außerhalb von P1 und P5 gegeben ist. P2, P3 und P4 seien C-Hindernis-Polygone CH, wo 
eine Platzierungslegalität auf und innerhalb gegeben ist. So zeigt sich die Menge der Ergebnis-
Polygone wie in Abbildung 36 (rechts). Bei dem Polygon V1 ist eine Platzierungslegalität auf und 
außerhalb gegeben. Bei den Polygonen D1 -D7 ist eine Platzierungslegalität auf und innerhalb 
gegeben.  
Ein anderes Ergebnis zeigt sich, wenn das Polygon P1 als C-Hindernis-Polygon CHQ für ein 
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Abbildung 35: Beispiel komplexere Situation zur Polygon-Differenz 
Abbildung 36: Beispiel mit Differenz und Vereinigung 
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Platzierungslegalität auf und innerhalb gegeben sein. So zeigt sich die Menge der Ergebnis-
Polygone wie in Abbildung 37 (rechts). Bei den Polygonen D1, D3 und D5 ist eine 
Platzierungslegalität auf und innerhalb gegeben. Bei den Polygonen D2 und D4 ist eine 
Platzierungslegalität auf und außerhalb gegeben.  
Für die Beispiele wurden achsenparallele Polygone verwendet, da sich hieraus leicht 0-
Flächenpolygone ergeben. Generell sind auch nicht achsenparallele Polygone zulässig und werden 
vom Algorithmus (Anhang C und Anhang D) berücksichtigt. 
  














4.7 Polygonzerlegung in konvexe Teil-Polygone 
Da das C-Hindernis nur für konvexe Polygone definiert ist, müssen nicht konvexe Polygone zur 
Berechnung des C-Hindernis-Polygons CH in konvexe Teil-Polygone zerlegt werden (siehe Kapitel 
4.3). In der Literatur sind unterschiedliche Ansätze für eine Zerlegung von nicht konvexen 
Polygonen in konvexe Teil-Polygone zu finden.  
Laut R. Heckmann [29](Seite 35) und A. Kaul, M. O‘Conner, V. Srinivasan [33] kann ein 
Hodograph für zwei (nicht konvexe) Polygone Pi und Pj mit ni und nj Ecken, mit einer 
Zeitkomplexität von O(ni2*mj2 * log(ni*mj)) ([29], Seite 35) berechnet werden. Für zwei 
(konvexe) Polygone Pi und Pj kann ein Hodograph mit einer Komplexität von O(ni+mj) berechnet 
werden [29]. P.K. Agarwal, E. Flato, D. Halperin untersuchten die Minkowski-Summe mit dem 
Ziel, dass die Anzahl konvexer Teil-Polygone minimal sei [1]. Nicht konvexe Polygone wurden 
durch Triangulierung zerlegt. Sie stellten aber fest, dass der Kostenaufwand dadurch sehr hoch 
wird. So wurden von P.K. Agarwal, E. Flato, D. Halperin mehrere Suchverfahren zur Generierung 
von konvexen Teil-Polygonen untersucht und festgestellt, dass eine annähernd optimale Lösung 
nur durch heuristische Annahmen möglich ist. 
Bei einem Schablonen-Umriss-Polygon P (diese sind immer einfach), ist zur Berechnung von C-
Hindernis-Polygonen CH die innenliegende Fläche relevant. Wie in Kapitel 4.4 gezeigt wurde, ist 
zur Berechnung eines C-Hindernis-Polygons mit konkaven Polygonen eine Zerlegung dieser in 
konvexe Teil-Polygone notwendig. Einfache konkave Polygone können durch Triangulierung  




Aus dem Polygon P mit n Punkten (in Abbildung 38 Punkte 1..5) werden die Teil-Polygone PT1, PT2 und PT3 gebildet (Abbildung 38). Es ergibt sich somit eine Anzahl von Dreiecken mit anzD = n-2 ([20], Seite 47). Um dem Ziel nachzukommen, die Zeitkomplexität der Berechnung eines C-
Hindernis-Polygons für konkave Polygone zu minimieren, soll die Anzahl anzPT  der generierten 
konvexen Teil-Polygone PTi von P klein sein [1].  
Dazu wurde in dieser Arbeit ein neuer Algorithmus entwickelt (Anhang E), durch den die Anzahl 
der generierten konvexen Teil-Polygone kleiner ist als durch Triangulierung. In den Kapiteln 4.7.1 
und 4.7.2 wird dieser Algorithmus für Schablonen-Umriss-Polygone (Zerlegung nach innen), wie 
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Abbildung 38: Polygonzerlegung durch Triangulierung 
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4.7.1 Polygonzerlegung für Schablonen 
Bei der Zerlegung einer Schablone mit einem konkaven Schablonen-Umriss-Polygon P in konvexe 
Teil-Polygone PTi, soll die Anzahl anzPT der generierten konvexen Teil-Polygone klein sein.  
Der entwickelte Algorithmus (Anhang E) geht wie folgt vor: 
Generiere ein erstes Dreieck D1=PT1, wobei die Kanten von PT1 das Polygon P nicht schneiden 
dürfen. In der Drehrichtung im Uhrzeigersinn nimmt das Polygon PT1 punktweise weitere Punkte 
auf, solange die Konvexität erhalten bleibt. Können in der Drehrichtung keine weiteren Punkte 
aufgenommen werden, wird versucht, in entgegengesetzter Richtung Punkte aufzunehmen. Dabei 
dürfen die Kanten von PT1 das Polygon P nicht schneiden. Können keine weiteren Punkte 
aufgenommen werden, wird an dieser Stelle und in der aktuellen Drehrichtung mit einem neuen 
Dreieck D2=PT2 gestartet. Nun nimmt das Polygon PT2 punktweise (wie zuvor beschrieben) weitere 
Punkte auf, solange die Konvexität erhalten bleibt. 
Dieser Vorgang wird wiederholt, solange das aktuell betrachtete Teil-Polygon PTi weitere Punkte 
aufnehmen kann. 
So ergeben sich für das Polygon P  (Abbildung 39, links) 7 konvexe Teil-Polygone (PT1 bis PT7). In 
Abhängigkeit von dem gewählten Startpunkt zur Suche nach konvexen Teil-Polygonen ergeben 




Der mit dieser Arbeit entwickelte Algorithmus (Anhang E) liefert zudem auch Lösungen für Teil-
Polygone mit neuen hinzugefügten Punkten (Abbildung 39, rechts). Wenn im oben beschriebenen 
Algorithmus keine weiteren Punkte mehr aufgenommen werden können (so dass die Konvexität 
des Polygons PTi gegeben ist), wird versucht, durch verlängern der letzten und ersten betrachteten 
Kante einen neuen Punkt X  einzufügen. Dieser liegt dann auf einer Kante eines Teil-Polygons PTi 
oder auf dem Polygon P selbst.  
Das Ergebnis dieser Vorgehensweise  (Abbildung 39, rechts) zeigt deutlich, dass sich ein Aufwand 
lohnt, denn mit 6 konvexen Teil-Polygonen ist das Beispiel der Schablone P  beschreibbar. 
Für den Nesting-Algorithmus ist ein ggf. höherer Aufwand für die Generierung konvexer Teil-
Polygone für ein Schablonen-Umriss-Polygon P  nicht von Bedeutung, da die Zerlegung nur einmal 
zu Beginn des Nesting-Algorithmus gerneriert werden muss. Die Aufbereitung der Schablonen 
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PT3 PT4 PT5 PT6 neuer Punkt X 





Abbildung 39: Polygonzerlegung / Schablonen 
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kann so im Vorfeld zum Nesting-Algorithmus realisiert und dauerhaft zu den Schablonendaten 
gespeichert werden. Abbildung 40 zeigt eine konkave Beispiel-Schablone, zerlegt in konvexe Teil-
Polygone, berechnet mit dem Algorithmus (Anhang E) der Nesting-Test-Software. 
 
4.7.2 Polygonzerlegung für Unterlagen 
Für die Berechnung des C-Hindernis-Polygons CHQ für ein Unterlagen-Umriss-Polygon Q ist es 
notwendig, das Polygon Q‘ zu bestimmen (Kapitel 4.5). Das Polygon Q‘ wird durch die 
Vereinigung des Polygons Q mit dem Steg PSteg  und dem umschließenden Rechteck PR berechnet. 
Dabei muss die Drehrichtung/Orientierung des Polygons Q geändert werden (Abbildung 41). Das 
ursprünglich Innere des Polygons Q wird so zum Äußeren des Polygons Q‘. 
Dann kann das Unterlagen-Umriss-Polygon Q‘ (mit dem Algorithmus wie in Kapitel 4.7.1 für 









Das Polygon Q‘ hat so die Punktfolge 1-2-3-4-5-6-7-8-9-10-11-1. Eine mögliche Zerlegung des 
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Abbildung 41: Polygonzerlegung Unterlage 
Abbildung 42: Polygonzerlegung Beispiel-Unterlage in konvexe Teil-Polygone 
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Dabei soll auch hier, wie bei der Konvexzerlegung der Schablonen, die Anzahl von generierten 
konvexen Teil-Polygonen minimal sein. Es werden ggf. neue Punkte eingefügt, um die Anzahl der 
konvexen Teil-Polygone zu reduzieren. 
In Abbildung 42 wurde das Polygon Q in die 4 konvexen Teil-Polygone PT1, PT2, PT3 und PT4  
zerlegt. Mit diesen Teil-Polygonen kann dann, wie in Kapitel 4.5 beschrieben, ein C-Hindernis-
Polygon für die Unterlage Q berechnet werden. 
Die Abbildung 43 zeigt einen Screenshot der Nesting-Testsoftware mit einer realistischen 
Lederhaut als Unterlage Q, dem umschließenden Rechteck PR, dem Steg PSteg und den berechneten 
konvexen Teil-Polygonen PT. Das Polygon Q  ist mit 160 Punkten definiert und weist 67 konkave 
Winkel auf. Mit PR und dem Steg PSteg ergeben sich für das Polygon Q‘  n=166 Punkte. Bei einer 
einfachen Triangulierung von Q‘, ergeben sich nach M. de Berg, M. von Kreveld, M. Overmars, O. 
Schwarzkopf ([20], Seite 47) n-2 Dreiecke. Somit ergäben sich für die Beispiel Lederhaut 
(Abbildung 43) 164 Dreiecke. 
Mit dem vorgestellten Algorithmus (Anhang E) zur Zerlegung von Schablone-Polygonen kann 
auch ein Unterlagen-Polygon sowie das erweitere Polygon Q‘ in konvexe Teil-Polygone zerlegt 
werden. Im Beispiel der Lederhaut ergeben sich mit dem Einfügen neuer Punkte 64 konvexe Teil-
Polygone PT (Abbildung 43). 
Der Nesting-Algorithmus muss die Generierung der konvexen Teil-Polygone einmal zu Beginn 
durchführen. Es ist davon auszugehen, dass jede Unterlage eine unterschiedliche Kontur aufweist.  
Abbildung 43: Polygonzerlegung  - Lederhaut in konvexe Teil-Polygone 
PSteg Q PR PT 
Seite 43 
4.8 Größenveränderung von Polygonen 
Im Nesting-Algorithmus kann es notwendig sein, eine betrachtete Schablone geringfügig in der 
Größe zu verändern. Mit der verkleinerten Schablone ist es ggf. schneller möglich eine Einfüge-
Position zu finden (weiteres in Kapitel 6). Wurde eine Einfüge-Position gefunden, kann die 
Schablone dann anschließend Schritt für Schritt wieder vergrößert werden. Zur Verkleinerung und 
Vergrößerung kann der Zweite Strahlensatz W. Gellert [27] verwendet werden. Anhand der 
Strahlen S1 und S2 lassen sich Strecken stauchen und dehnen (Strecken A bzw. A‘  Abbildung 44). 
Wird z.B. die Gerade GA (Streckenverlängerung von A) parallel verschoben, so schneidet diese 
(G‘A) dann die Strahlen S1 und S2 an den Punkten P‘1 und P‘2. Die Strecke A‘ in Abbildung 44 ist 




Soll die Strecke A um z.B. 100% gedehnt/gestreckt werden, kann das mit der orthogonalen 
Hilfslinie HS zur Strecke A vorgenommen werden [27]. Diese verläuft durch den Bezugspunkt BP. 
Mit der Abstandsvergrößerung von BP zu HSA um 100% ergibt das dann den Abstand für die 
Parallelverschiebung von GA nach G‘A. 
Angewandt auf jede einzelne Linie eines Polygons sind so sehr einfach Polygone in ihrer Größe 
veränderbar, wobei die Form unverändert bleibt.  
Dazu wird jede Kante des Polygons wie zuvor beschrieben gestaucht bzw. gestreckt/gedehnt 















Abbildung 44: Strahlensatz 
Abbildung 45: Strahlensatz Polygonverkleinerung 
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Die Lage des Bezugspunktes ist dabei irrelevant, so dass dieser innerhalb oder auch außerhalb des 




Neben dem Umriss-Polygon P einer Schablone werden zu jeder Schablone ggf. noch Hilfs- sowie  
Vergröberungspolygone (V1, V2, Kapitel 5) generiert. Soll nun eine Schablone in ihrer Größe 
verändert werden, müssen alle zur Schablone gehörenden Polygone in Bezug auf einen 








Abbildung 46: Strahlensatz Polygonvergrößerung 
Abbildung 47: Strahlensatz angewandt für eine Schablone 
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5 Polygonanalyse 
Für einen effektiven Nesting-Algorithmus ist es wichtig, eine günstige bis optimale 
Platzierungsreihenfolge der einzelnen Schablonen zu ermitteln. Es gibt unterschiedliche 
Möglichkeiten, eine Reihenfolge festzulegen. Mit einer Platzierungsreihenfolge entstehen zur 
Laufzeit unterschiedliche freie Bereiche und somit am Ende unterschiedliche Platzierungen der 
Schablonen. So beeinflusst die Platzierungsreihenfolge das Endergebnis elementar. 
J.A.M. Chiong [14](Seite 63) wählt nach relativ einfachen Parametern, wie Schablonenlänge, 
Schablonenhöhe und Flächenrelationen (wie z.B. Fläche konvexe Hülle/Fläche der Schablone), 
eine Schablone aus. Auch eine rein zufällige Auswahl wird angewandt. J. Heistermann, T. 
Lengauer [30] versuchen, ähnliche Kantenzüge einer betrachteten Schablone und der Unterlage 
(bzw./und bereits platzierter Schablonen) zu finden, an denen eine günstige Anschmiegung der 
betrachteten lokalen Kanten-Formen stattfindet. Anup, S. Shrivastva [4] verwenden eine ähnliche 
Vorgehensweise wie J. Heistermann, T. Lengauer [30]. R. Heckmann [29](Seite 68) wählt eine 
Schablone anhand einer zufälligen Reihenfolge oder der Größe nach aus (wobei die großen 
Schablonen zuerst betrachtet werden). Außerdem wird eine Wahrscheinlichkeit 𝑝 ermittelt, mit der 
große Schablonen früh ausgewählt werden sollen. Die Wahrscheinlichkeit 𝑝 =  𝑎𝑟𝑒𝑎(𝑆𝑖)𝛾/ ∑ 𝑎𝑟𝑒𝑎(𝑆𝑖)𝛾𝑘𝑖=1  (für jede Schablone 𝑆𝑖) wird aufgestellt, wobei 𝛾 ein einstellbarer Parameter ist. 
Laut R. Heckmann [29] wurden diese stark größenabhängigen Wahrscheinlichkeiten durch 
umfangreiche Experimente bestätigt. Begründet wird die starke Gewichtung der Schablonengröße 
mit dem Argument, dass die Wahrscheinlichkeit höher ist, zu einem späteren Zeitpunkt eine 
kleinere Schablone auf einen freien Bereich der Unterlage zu platzieren als eine große Schablone. 
Dieses ist grundsätzlich richtig, dennoch stellt sich die Frage, wann eine Schablone als groß zu 
bezeichnen ist. Ein Handleger (Kapitel 2) bezeichnet eine Schablone nicht alleine aufgrund des 
Flächenverbrauchs als eine große Schablone, sondern auch die Form spielt bei der Bezeichnung 
„große Schablone“ eine wichtige Rolle. Laut meinem Kenntnisstand gibt es in der Literatur keine 
Lösungsansätze, bei denen die polygonalen Schablonenformen Berücksichtigung finden. Auch die 
Berücksichtigung eines kompletten Schablonensatzes und die ggf. notwendige Verteilung der 
Schablonen auf mehrere Unterlagen finden in der Literatur nicht statt. Gerade diese Verteilung 
(Platzierungsreihenfolge) einer Schablonenmenge auf ggf. mehrere Unterlagen ist ein wichtiger 
Punkt, um insgesamt ein „optimales“ Ergebnis zu bekommen. 
In diesem Kapitel sollen Parameter hergeleitet werden, die eine Betrachtung der Schablonen auf die 
Form- und Größe berücksichtigen. 
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Bei der Betrachtung einer Schablone ist es oft ausreichend (z.B. für die Berechnung der C-
Hindernis-Polygone), diese in vereinfachter Form zu betrachten. Abbildung 48 zeigt die Kontur 
eines Polygons P  und ein vereinfachtes, nach außen vergröbertes Polygon PVa1 (Vergröberung 1 
nach außen). Hier ist zu erkennen, dass sich die Konturen von P und PVa1 kaum unterscheiden, 
dennoch bei der Berechnung eines C-Hindernis-Polygons CH daraus eine erhebliche Vereinfachung 
resultiert. Denn zur Berechnung von CH muss das konkave Polygon P  in konvexe Teil-Polygone 
zerlegt werden, wobei die Anzahl der konvexen Teil-Polygone gering sein soll, um auch die 
Komplexität der Berechnung von CH gering zu halten. Aus P ergäben sich in Abbildung 48 (oben) 
so 5 konvexe Teil-Polygone, wogegen mit PVa1 direkt ein konvexes Polygon zur Verfügung stehen 
würde (Abbildung 48 unten). Die Berechnung eines C-Hindernis-Polygons CH für das vergröberte 
Polygon PVa1 wäre so direkt möglich.   
J. Heistermann, T. Lengauer [30] führen ebenfalls Vergröberungen ein, um lokal, vereinfachte 
Konturenformen von Polygonen zu erhalten. Es ist das Ziel, dadurch für diese einfacheren 
Polygone an der Unterlage bzw. an bereits platzierten Schablonen legale Platzierungspunkte zu 
finden.  
Die in den Kapiteln 5.1 bis 5.5 bezüglich der Schablonenformen gezeigten Betrachtungen werden 
in Kapitel 5.6 anhand einer Menge von Beispielschablonen ausgewertet. In Kapitel 5.6.2 wird 
gezeigt, dass sich aus Kapitel 5.1 bis 5.5 Schablonen-Auswahl-Schlüssel herleiten lassen, mit 
denen eine Auswahl einer Schablone aus der Menge der zur Verfügung stehenden Schablonen 
möglich ist. Auch ein Schlüssel zur Verteilung der Menge der Schablonen auf ggf. mehrere 
Unterlagen wird gezeigt. 
 
  
P zerlegt in konvexe Teil-Polygone 




Abbildung 48: Zerlegung vereinfachtes Polygon 
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5.1 Vergröberungen außen 
Die Konturen von Polygonen P sollen hier nun so verändert (vergröbert) werden, dass „einfachere“ 
Polygone PVa (Vergröberungen) entstehen, die die gegebenen P  umfassen. Dabei ist ein Polygon 
„einfacher“, wenn es weniger Eckpunkte oder/und weniger Konkavitäten besitzt. Dabei soll die 
„eigentliche Form“, d.h. die Form die durch visuelle Wahrnehmung gegeben ist, bestehen bleiben. 
In Abhängigkeit vom verwendeten Schablonensatz, d.h. von der Menge zur Verfügung stehender 
Schablonen, können kleine Flächen (die Größe einer kleinen Fläche relativ zur kleinsten Schablone 
im verwendeten Schablonensatz) vernachlässigt werden. In Abbildung 49 kann die in P gestrichelt 
markierte Fläche ggf. nicht mit kleineren Schablonen gefüllt werden. Für die Platzierung soll der 
Einschnitt deswegen vernachlässigt werden. So ist zwar die reale Fläche der Schablone das 
Polygon P, die absolut verbrauchte Fläche ist allerdings eher die Fläche von PVa1.  
Im Folgenden wird in 3 Stufen die Ermittlung von 3 Vergröberungs-Polygonen PVa1 , PVa2  und PVa3 gezeigt. Dabei werden die Polygone PVa1 , PVa2  und PVa3 immer „einfacher“, umfassen aber 
immer P. In der Schablonen-Formanalyse (Kapitel 5.4) kommen diese zur Anwendung. 
Der Vergröberungsalgorithmus (Anhang F) berücksichtigt eine Reihe von Parametern (Tabelle 1, 
Seite 50). Ich möchte kurz die elementaren Teile des Vergröberungsalgorithmus aufzeigen, welche 
die Vergröberungs-Polygone berechnen. Um ein Polygon P  nicht zu stark zu vereinfachen, hat sich 
durch Experiment mit der Nesting-Testsoftware ergeben, dass es günstig ist, den Flächeninhalt von P  in Relation zum Flächeninhalt zur lokalen Verschnitt-Fläche D1..3 zu betrachten (Abbildung 50).  
 
Abbildung 49: Polygon realer / absoluter Flächenverbrauch 







Grundsätzlich wird versucht, durch Einfügen von Sehnen (Abbildung 50 gestrichelte Linien), 
kleine Dreiecke D1..3 zu erzeugen. Dabei müssen die Sehnen vollständig außerhalb von dem 
einfachen P liegen, damit auch P‘ ein einfaches Polygon bleibt. Je nach gewünschter 
Vergröberungsstufe sollen die absoluten Flächen der Dreiecke D1..3 bestimmte Werte (Tabelle 1, 
Seite 50) nicht überschreiten.  
 
Ist z.B. ein Dreieck D2 gefunden (Abbildung 51), wird versucht D2 mit D4 so zu vergrößern, dass 
die lokale Verschnitt-Fläche V24, welche sich aus  V24 = D2 + D4 ergibt,  die für die aktuell 
betrachtete Vergröberungsstufe Va1, Va2 oder Va3 zulässige lokale Verschnitt-Fläche VaL (Tabelle 
1), nicht überschreitet. So darf z.B. die Verschnitt-Fläche V24=D8 nicht weiter wachsen (Abbildung 
51 und Abbildung 52), um die Anforderung VaL > V24  des Maximalwertes bezüglich der lokalen 
Verschnittfläche zu gewährleisten. Wird VaL < V24, findet ein lokaler Abbruch des Vergröberungs-
Algorithmus statt. Beim Erzeugen der Verschnitt-Flächen durch Dreiecke wird außerdem die 
zulässige Gesamt-Verschnitt-Fläche überwacht. D.h. die Summe der Teil-Verschnitt-Flächen VaLG 
mit VaL1, VaL2,..VaLN  darf, je nach aktuell betrachteter Vergröberungsstufe Va1..3, den zulässigen 
Wert für VaG nicht überschreiten. Abbildung 52 zeigt für das Polygon P ein mögliches Beispiel für 
ein Vergröberungspolygon P‘, dabei gilt, dass die Flächen D1, D3, D6 und D8 zu P hinzugefügt 
werden. 
 
Abbildung 51: Vergröberungsdreiecke 












So kann durch Erzeugen von Vergröberungs-Dreiecken, je nach gewünschter Vergröberungsstufe 
1, 2 oder 3, das Polygon P  in ein Polygon P‘  überführt werden. 
Weitere Vergröberungsmöglichkeiten ergeben sich durch das Einfügen neuer Punkte X außerhalb 
von P (Abbildung 53). Auch hier dient der zum Polygon P angefügte Flächeninhalt der 
Konturvereinfachung von P. Bezüglich einer möglichen Überschreitung des erlaubten lokalen 




Bei dieser Vorgehensweise muss eine wichtige Randbedingung berücksichtigt werden. Eingefügte 
Punkte wie X1, X2 und X3 müssen außerhalb des Polygons P liegen, damit sich Kanten des Polygons 
nicht schneiden, so dass das Polygon P‘  ein einfaches Polygon bleibt. Es wird dann versucht einen 
Punkt X  zu finden, wenn relativ kurze Kanten wie z.B. K2  gegeben sind. Die Kanten K1 und K3 
(vor und nach K2 ) werden dabei verlängert, so dass X1 entsteht.  
Ist der Abstand von einem Punkt wie X1  zum Polygon P  zu groß (Abbildung 53), darf dieser nicht 
eingefügt werden, da sonst die Formen P und P‘  zu sehr voneinander abweichen. X2  und X3  
hingegen eignen sich sehr gut, um das Polygon weiter zu vereinfachen. 
Grundsätzlich wird neben der maximal erlaubten lokalen Verschnitt-Fläche VL auch eine zulässige 
gesamte Verschnitt-Fläche VaG überwacht. Die prozentualen Angaben für die Verschnitt-Flächen  
(Tabelle 1) sind relativ zur Fläche von P definiert. Der maximale Abstand eines neuen Punktes X ist 
relativ zum Durchmesser des kleinsten umschließenden Kreises von P anzunehmen. Zur 
Berechnung des kleinsten umschließenden Kreises um P wird der Algorithmus von M. de Berg, M. 
von Kreveld, M. Overmars, O. Schwarzkopf [20] angewandt. 
  
Abbildung 53: Vergröberungsdreieck mit neuem Punkt 
P P‘ 
X1 








Durch Experimente mit einer Auswahl von Schablonen, wie in Abbildung 54 und Abbildung 76, 
haben sich folgende Parameter als gut erwiesen: 
Verfahrensschritt  Stufe 1 Va1 Stufe 2 Va2 Stufe 3 Va3 
Maximale lokale Verschnitt-Fläche VaL  
durch ein Dreieck mit Sehne 
1 % 3 % 15 % 
Maximale lokale Verschnitt-Fläche VaL  
durch ein Dreieck mit neuem Punkt 
1 % 3 % 15 % 
Maximale lokale Verschnitt-Fläche VaLG  
durch Dreiecke 
4 % 10 % 40 % 
Maximaler Abstand eines neuen Punktes X  
vom Polygon 
3 % 5 % 8 % 
Maximale gesamte Verschnitt-Fläche VaG 20 % 40 % 50 % 
Tabelle 1 : Parameter Schablonen Vergröberung Va1, Va2 und Va3 nach außen 
Abbildung 54 zeigt an einem Beispiel das Ergebnis des beschriebenen Vergröberungs-
Algorithmus.  
Die schwarzen Polygone zeigen die originalen Polygonumrisse P der Schablone. Die Polygone in 
Rot zeigen die entsprechenden Vergröberungspolygone PaV1 (Vergröberung außen 1), PaV2 
(Vergröberung außen 2) und PaV3 (Vergröberung außen 3). Die Polygone PaV2 und PaV3 zeigen 
neben VaL-Flächen und VaLG -Flächen auch, dass neue Punkte X eingefügt wurden. 
 
Abbildung 54: Beispiel Polygon P und Vergröberungen nach außen Va1..3 
Original Polygon P Vergröberung 1 - Polygon PaV1 
Vergröberung 2 - Polygon PaV2 Vergröberung 3 - Polygon PaV3 
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5.2 Vergröberungen innen 
Die Konturen von Polygonen P  sollen hier nun so verändert (vergröbert) werden, dass „einfachere“ 
Polygone PVi  (Vergröberungen) entstehen, die von P  umfasst werden. „Einfacher“ ist ein Polygon 
hier, wenn es weniger Eckpunkte besitzt.  
Dabei soll die „eigentliche Form“, also die Form die durch visuelle Wahrnehmung gegeben ist, 
bestehen bleiben.  
Die Vorgehensweise bei der Erstellung eines Vergröberungs-Polygons nach innen PiV ist im Ansatz 
der gleiche, wie bei der Erstellung eines Vergröberungs-Polygons nach außen (Kapitel 5.1). D.h. 
über Verschnitt-Dreiecke D1..6 (Abbildung 55) wird ein Polygon P  so nach innen vergröbert, dass 
die zulässige lokale Verschnitt-Fläche ViL, die lokale Gesamt-Verschnitt-Fläche ViLG, sowie die 
zulässige Gesamt-Verschnitt-Fläche ViG nicht überschreitet und somit P, je nach gewünschter 
Vergröberungsstufe Vi1..3, in ein Polygon P‘  überführt werden kann. Auch das Hinzufügen neuer 
Punkte X  (wie in Kapitel 5.1 gezeigt) wird vorgenommen. 
Die resultierenden Vergröberungen PVi1, PVi2  und PVi3  aus Schablonen-Polygonen werden in der 
Schablonen-Formanalyse (Kapitel 5.6) angewandt. 
Die resultierenden Vergröberungen PUVi1 , PUVi2  und PUVi3  aus einem Unterlagen-Polygon PU  
werden bei der Suche von geeigneten freien Flächenbereichen auf einer Unterlage (Kapitel 6.3) 
angewandt. In dem Nesting-Verfahren (Kapitel 6.4) wird eine Vergröberung eines Unterlagen-
Umriss-Polygons PU durchgeführt, um den Aufwand bei der Berechnung der C-Hindernis-
Polygone CH zu reduzieren. Denn eine hohe Anzahl an Punkten in PU bedeutet bei der Berechnung 
von CH Polygonen, ggf. eine hohe Anzahl an konvexen Teil-Polygonen PU T1, … PUTn-2. Eine hohe 
Anzahl konvexer Teil-Polygone bedeutet wiederum, dass sich entsprechend viele Teil-C-
Hindernis-Polygone TCH ergeben, welche anschließend zu einem C-Hindernis-Polygon CH 
(Kapitel 4.3 und 4.5) vereinigt werden müssen. Um diesen Aufwand zu verringern, soll PU durch 
eine Vergröberung nach innen so vereinfacht werden, dass die Kontur von PU, die durch visuelle 
Wahrnehmung gegeben ist, bestehen bleibt und gleichzeitig der Kostenaufwand zum Berechnen 










Abbildung 55: Vergröberungsdreiecke innen 
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Beim Erzeugen neuer Teildreiecke müssen die generierten Sehnen vollständig innerhalb von P  




Weitere Vergröberungsmöglichkeiten ergeben sich durch das Einfügen neuer Punkte X. Bei dem 
Polygon P (Abbildung 57) ergeben sich die zwei Punkte X2 innerhalb und X1  auf dem Polygon P. 
Auch hier ist der lokale Verschnitt ggf. ein Abbruchkriterium und löst den lokalen Abbruch des 







Abbildung 57: Polygon durch Vergröberungsdreieck innen und neuer Punkte 
P P‘ 
P 
Abbildung 56: Vergröberung innen / Dreieck durch Sehne 
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In Abbildung 57 ist mit P‘‘‘ gegenüber P ein sehr vereinfachtes Polygon entstanden, die Form die 
durch die visuelle Wahrnehmung gegeben ist wurde jedoch beibehalten. Es lässt sich eine 
tendenzielle U-Form erkennen, da 2 große aufeinanderfolgende konkave Innenwinkel vorliegen. 
Durch Experimente mit einer Auswahl an Schablonen, wie in Abbildung 54 und Abbildung 76, 
haben sich folgende Parameter als gut erwiesen (Tabelle 2): 
Verfahrensschritt Schablonen-Polygone Stufe 1 Vi1  Stufe 2 Vi2  Stufe 3 Vi3  
Maximale lokale Verschnitt-Fläche ViL  
durch ein Dreieck mit Sehne 
0.5 % 2 % 5 % 
Maximale lokale Verschnitt-Fläche ViL  
durch ein Dreieck mit neuem Punkt 
0.5 % 2 % 5 % 
Maximale lokale Verschnitt-Fläche ViLG  
durch Dreiecke 
2 % 5 % 20 % 
Maximaler Abstand eines neuen Punktes X  
vom Polygon 
3 % 5 % 8 % 
Maximale gesamte Verschnitt-Fläche ViG 20 % 20 % 40 % 
Tabelle 2 : Parameter Schablonen Vergröberung Vi1, Vi2  und Vi3 nach innen 
Für Unterlagen-Polygone ergeben sich folgende Parameter: 
Verfahrensschritt Unterlagen-Polygone Stufe 1 Vi1  Stufe 2 Vi2  Stufe 3 Vi3  
Maximale lokale Verschnitt-Fläche ViL  
durch ein Dreieck mit Sehne 
0.06 % 0.2 % 1 % 
Maximale lokale Verschnitt-Fläche ViL  
durch ein Dreieck mit neuem Punkt 
0.06 % 0.2 % 1 % 
Maximale lokale Verschnitt-Fläche ViLG  
durch Dreiecke 
0.5 % 3 % 10 % 
Maximaler Abstand eines neuen Punktes X  
vom Polygon 
1 % 3 % 10 % 
Maximale gesamte Verschnitt-Fläche ViG 2 % 10 % 30 % 
Tabelle 3 : Parameter Unterlagen Vergröberung Vi1, Vi2  und Vi3 nach innen 
Die prozentualen Angaben für die Verschnitt-Flächen in Tabelle 2 und Tabelle 3 sind relativ zur 
Fläche von P. Der maximale Abstand eines neuen Punktes X ist relativ zum Durchmesser des 
kleinsten umschließenden Kreises des aktuellen Polygons anzunehmen. 
Abbildung 58 zeigt an einem Beispiel das Ergebnis des beschriebenen Vergröberungs-
Algorithmus.  
Die schwarzen Polygone zeigen die originalen Polygonumrisse P der Schablone. Die roten 
Polygone zeigen die entsprechenden Vergröberungspolygone PiV1 (Vergröberung innen 1), PiV2 






Abbildung 58: Beispiel Vergröberung innen Vi1..3 
Original Polygon P Vergröberung 1 - Polygon PiV1 
Vergröberung 2 - Polygon PiV2 Vergröberung 3 - Polygon PiV3 
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5.3 Konvexe Hülle 
Die konvexe Hülle des Umriss-Polygons einer Schablone soll zur späteren Beurteilung der 
Schablonenform benutzt werden.  
J. O’Rourke [53] beschreibt einen Algorithmus „QuickHull“ zum Berechnen einer konvexen Hülle 
einer ebenen Punktmenge auf einer 2-dimensionalen Fläche. Dieser soll hier angewandt werden. 





Das schwarze Polygon zeigt den originalen Umriss P der Schablone. Das Polygon in Rot zeigt die 
konvexe Hülle PKH von P. 
Alternativ zum QuickHull-Algorithmus kann auch der in Kapitel 5.1 vorgestellte Algorithmus 
benutzt werden. Dazu ist das Einfügen neuer Punkt X zu unterbinden und die Begrenzungen 
maximaler Verschnitt-Flächen dürfen nicht beachtet werden. Dann sind dem Polygon durch Sehnen 
iterativ Dreiecke hinzuzufügen, bis dass das generierte Polygon keine konkaven Winkel aufweist. 
 
  
Original Polygon P Konvexe Hülle - Polygon PKH 
Abbildung 59: Konvexe Hülle einer Schablone 
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5.4 Polygon der Flächenschwerpunkte 
Die Flächenschwerpunkte der Vergröberungspolygone finden in dem Nesting-Algorithmus 
(Kapitel 6) im Zusammenhang mit der Ermittlung der Einfüge-Rotationswinkel für Schablonen 
eine Anwendung. Auch bei der Rasterbetrachtung und der daraus resultierenden Raster-
Suchkreisanalyse (Kapitel 5.5) findet der Flächenschwerpunkt eine Anwendung.  
Gegeben sei ein einfaches, ebenes, geschlossenes Polygon durch die Folge seiner Eckpunkte Pi = (Xi, Yi) mit i = 0,…,n und P0 = Pn. Dann hat sein Flächenschwerpunkt PktFS = (XS, YS) die 
Koordinaten 
𝑋𝑠 = 𝑋𝑆𝑀𝛷𝑃 , 𝑌𝑠 =  𝑌𝑆𝑀𝛷𝑃  
wobei 𝛷𝑃𝑃 der Flächeninhalt von P und SM = (𝑋𝑆𝑀, 𝑌𝑆𝑀) das statische Momente von P ist. Das 
statische Moment mit SM ist wie folgt definiert (J. Winkler, H. Aurich [61], P. Bouke [8]): 
𝑋𝑆𝑀 = 16 ∗ �(𝑋𝑖 + 𝑋𝑖+1) ∗ (𝑋𝑖 ∗ 𝑌𝑖+1 − 𝑋𝑖+1 ∗ 𝑌𝑖)𝑛−1
𝑖=0
 
𝑌𝑆𝑀 =  16 ∗ �(𝑌𝑖 + 𝑌𝑖+1) ∗ (𝑋𝑖 ∗ 𝑌𝑖+1 − 𝑋𝑖+1 ∗ 𝑌𝑖)𝑛−1
𝑖=0
 
Für nachfolgende Betrachtungen sei die Menge MS mit den Flächenschwerpunkten PktFS  der 
Vergröberungspolygone (PaV1, PaV2, PaV3, PiV1, PiV2, PiV3, PKV, PKuK) definiert. Dabei ist der 
Flächenschwerpunkt des kleinsten umschließenden Kreises PKuK um P, der Mittelpunkt von PKuK . 
In Abbildung 60 werden für eine Beispiel-Schablone die Flächenschwerpunkte des gegebenen 
Polygons P, der Vergröberungspolygone PaV1, PaV2, PaV3, PiV1, PiV2  und PiV3, der konvexen Hülle PKV, 
sowie schließlich die des kleinsten umschließenden Kreises PKuK gezeigt. Die entsprechenden 
Flächenschwerpunkte werden mit PktFS gekennzeichnet. 
Durch Experimente mit der Nesting-Testsoftware (die im Rahmen dieser Arbeit erstellt wurde), 
anhand von Beispiel-Schablonen (Abbildung 54, Abbildung 76) und einer Beispiel-Unterlage 
(Abbildung 43), habe ich in der Nesting-Testsoftware die Vergröberungspolygone und deren 
Flächenschwerpunkte visualisiert. Diese Ansicht leitete den Gedanken ein, eine abstrakte 
Betrachtung vorzunehmen, mit Blick auf die Flächenschwerpunkte der Schablonen-Polygone, 
deren Vergröberungspolygone, der konvexen Hülle und dem kleinsten umschließenden Kreis. Die 






Betrachtet man nun die Menge MS, stellt sie zunächst nur eine berechnete Punktmenge dar 
(Abbildung 61 links).  
So sei nun KHs die konvexe Hülle um die Punkte der Menge MS (mit PktFS1, …, PktFS9). Wird KHs normiert auf den Einheitskreis Ks betrachtet (Abbildung 61 rechts), lassen sich daraus 
Rückschlüsse auf die Form von P schließen. 
 
  
P PVa1 PVa2 
PVa3 PKV PVi1 



















Abbildung 60: Beispiel-Polygon 1 - Vergröberungen und Flächenschwerpunkte 
Abbildung 61: Beispiel-Polygon 1 - Flächenschwerpunkte normiert auf Einheitskreis 
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Abbildung 62 zeigt eine weitere Beispiel-Schablone 2 mit ihren Vergröberungspolygonen, der 
konvexen Hülle und dem kleinsten umschließenden Kreis. 
 
 




Abbildung 64 zeigt eine weitere Beispiel-Schablone 3 mit ihren Vergröberungspolygonen, der 








PktFS2..8  PktFS9 
P PktFS1..9 Ks KHs  
P PaV1 PaV2 
PaV3 PKV PiV1 
PiV2 PiV3 PKuK 
PktFS 
Abbildung 62: Beispiel-Polygon 2 - Vergröberungen und Flächenschwerpunkte 
Abbildung 64: Beispiel-Polygon 3 - Vergröberungen und Flächenschwerpunkte 
Abbildung 63: Beispiel-Polygon 2 - Flächenschwerpunkte normiert auf Einheitskreis 
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Abbildung 65 zeigt für die Beispiel-Schablone 3 die konvexe Hülle KHS normiert auf den 








Mit der Normierung der konvexen Hüllen um die Flächenschwerpunkte KHS auf den Einheitskreis 
soll, unabhängig von der Größe einer Schablone, eine Bewertung zur Schablonenform erfolgen. 
Ähnliche Schablonen haben auch ähnlich geformte konvexe Hüllen. Gleich geformte Schablonen 
mit jedoch unterschiedlicher Größe liefern exakt dieselbe KHs. Die Größe eines Polygons und 
somit einer Schablone relativiert sich. 
Der Flächeninhalt einer konvexen Hülle KHs kann auf eine stark verwinkelte Schablone hinweisen. 
Das Polygon KHs aus Beispiel 3 weist die Fläche 0 auf und ist somit überhaupt nicht verwinkelt.  
Es ist möglich, dass solche oder ähnliche Kriterien einem Handleger (Kapitel 2) auf eine Frage wie 
z.B. „welche Schablone ist schwierig“, unbewusst eine Antwort geben. 
In dieser Arbeit soll diese abstrakte Sicht auf Schablonen, bei der Schablonenformanalyse (Kapitel 
5.6) und der Schablonenauswahl (Kapitel 6.2) angewandt werden.  
P 
PktFS1..9  





Beispiel 1 Beispiel 2 Beispiel 3 
Abbildung 65: Beispiel-Polygon 3 - Flächenschwerpunkte normiert auf Einheitskreis 
Abbildung 66: Beispiel 1 bis 3 - Polygon der Flächenschwerpunkte 
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5.5 Raster-Betrachtung 
Beim Nesting-Algorithmus stellen „schwierige“ Schablonen, z.B. stark verwinkelte oder verformte 
Schablonen, eine besondere Herausforderung gegenüber kompakten Schablonen dar. Um eine 
Schablonenform zu erkennen, werden Vektoren gesucht, die die Form einer Schablone und deren 
Umriss-Polygon P  beschreiben. Dabei sollen sich die Vektoren berühren sowie deren Anzahl 
minimal sein. Die Vektoren werden zu einem Form- und Ausdehnungsvektor 𝑃𝑃𝐹𝐴𝑉 
zusammengefasst. Ein Formvektor, da der 𝑃𝑃𝐹𝐴𝑉 über seine Teilvektoren und deren Winkel 
zueinander, wie in Abbildung 67 zu sehen ist, die Form des Polygons wiedergibt. Ein 
Ausdehnungsvektor, da der 𝑃𝑃𝐹𝐴𝑉 über die Längen seiner Teilvektoren, die Ausdehnung der beiden 
Schenkel, wie in Abbildung 67 zu sehen ist, darstellt.  
 
 
Abbildung 67 zeigt für ein abgewinkeltes Polygon P einen möglichen Vektor, der eine 
Beschreibung der Form des Polygons sein könnte. Zur Herleitung eines Vektors 𝑃𝑃𝐹𝐴𝑉 bietet sich 
eine Rasterung des Polygons an. 
Ist das Polygon 𝑃𝑃𝑈 in Abbildung 67 ein Bereich auf einer Unterlage, der noch nicht von bereits 
platzierten Schablonen benutzt wird, ist auch die Form und Ausdehnung dieses Bereiches von 
Interesse (Kapitel 6.3). 
5.5.1 Raster-Suchkreisanalyse 
Das Ziel der Raster-Suchkreisanalyse ist, innerhalb eines Polygons P maximal große Kreise zu 
finden, wobei die Verbindungsvektoren der Mittelpunkte der Kreise dann den Form- und 
Ausdehnungsvektor 𝑃𝑃𝐹𝐴𝑉 ergeben. Bei der Suche großer Kreise soll ein Raster die Basis sein. Je 
höher die Auflösung des Rasters gewählt wird, beeinflusst diese einerseits die Genauigkeit positiv, 
die Laufzeit jedoch negativ. 
Beim Verfahren zur Raster-Suchkreisanalyse für Schablonen sei das Polygon P nach außen 
gerastert. D.h. P  liegt nach der Rasterung vollständig innerhalb der gerasterten Fläche ΦPR.  
Beim Verfahren zur Raster-Suchkreisanalyse, sei das Polygon 𝑃𝑃𝑈 nach innen gerastert. D.h. 𝑃𝑃𝑈 
liegt nach der Rasterung vollständig außerhalb der gerasterten Fläche ΦPUR. 
Zunächst wird ein Rasterpunkt (Pixel) PktR innerhalb der gerasterten Polygonfläche ΦPR  gesucht. PktR wird anschließend in Kreisform vergrößert (d.h. der umschließende Kreis des Pixels). Liegt 
der so entstandene lokale Suchkreis SKL nicht vollständig innerhalb von ΦPR, wird der Mittelpunkt 
Abbildung 67: Vektor zur Beschreibung einer Schablonenform 
Form- und 
Ausdehnungsvektor PFAV 
P oder PU 
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PktR des Suchkreises SKL im Raster so verschoben, dass der Suchkreis vollständig innerhalb der 
gerasterten Fläche liegt (Abbildung 70). Ist durch Verschieben des Suchkreises ein weiteres 




Abbildung 68 zeigt die gerasterte Polygonfläche ΦPR um das Polygons P. 
Durch einfache sequentielle Suche können im Raster die Koordinaten eines Pixels schnell gefunden 
werden, das innerhalb von ΦPR liegt. Die Suche kann beschleunigt werden, indem in der Raster-
Zeile des Flächenschwerpunktes PktFS ein Rasterpunkt PktR gesucht wird (Abbildung 69).  
 
 
Abbildung 70 zeigt einen gefundenen maximalen lokalen Suchkreis SKL mit dem der Mittelpunkt PktSKL innerhalb der gerasterten Fläche ΦPR. Die Bezeichnung Suchkreis wird gewählt, da dieser 


















Abbildung 68: Rasterdarstellung eines Schablonen-Umriss-Polygons 





Nach diesem Verfahren sollen nun weitere SKL auf ΦPR gesucht werden (Abbildung 71). Dabei 
können die jeweils relevanten Startpunkte PktR  durch Zufall oder auf SKL ausgewählt werden. Die 
Anzahl der Suchvorgänge für Suchkreise soll abhängig von der Form von P sein. Ziel des Form- 
und Ausdehnungsvektors ist es, mit wenigen Teilvektoren die Form und Ausdehnung eines 
Polygons P zu beschreiben. Anhand der konvexen Hülle um die Flächenschwerpunkte der 
Vergröberungspolygone KHs wird festgestellt, ob ein Polygon ggf. verwinkelter und als 
schwieriger zu betrachten ist. Um ein solches Polygon mit einem Form- und Ausdehnungsvektors 
zu beschreiben, ist eine höhere Anzahl an Suchkreisen erforderlich. Die Untersuchung der 
Beispielschablonen in Abbildung 87 zeigt, dass bei einfacheren Schablonen in der Regel 3-5 
Suchkreise genügen, um die Form einer Schablone zu beschreiben. Bei schwierigeren 
(verwinkelten) Schablonen (Abbildung 87, Schablone G) wird eine höhere Anzahl an Suchkreisen 




Der größte gefundene lokale Suchkreis SKLmax soll der maximale lokale Suchkreis sein. 
PR auf der Linie 
von PktR 









Abbildung 70: Lokaler Suchkreis in der Rasterdarstellung 
Abbildung 71: Lokale Suchkreise in der Rasterdarstellung 
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5.5.2 Form- und Ausdehnungsvektor – Schablone 
Aus der Menge der gefundenen Suchkreise durch die Raster-Suchkreisanalyse, soll der größte (bei 
mehreren gleich großen, ein zufällig gewählter) gefundene lokale Suchkreis SKLmax der Haupt-
Suchkreis sein (grüner Kreis  in Abbildung 72). Suchkreise die gegenüber SKLmax relativ kleine 
lokale Suchkreise sind, (Durchmesser DSKL < 20% * Durchmesser DSKLmax), werden zur 




Durch Verbinden der Kreismittelpunkte PktSKL1..4 über kurze Vektoren (z.B. PktSKL2PktSKL4 
und nicht PktSKL2PktSKL1) wird ein nicht geschlossenes Polygon des Form- und 
Ausdehnungsvektors PFAV erzeugt (Abbildung 72). Dabei werden die PktSKL1..4 so miteinander 
verbunden, dass die Verbindungsvektoren innerhalb des originalen Polygons P liegen. Ziel ist es, 
einen einfachen PFAV zu erzeugen. So sind im Beispiel in Abbildung 72 (rechts) der SKL4 und somit PktSKL4 zu vernachlässigen, da die Vektoren von PktSKL2PktSKL4 und PktSKL1PktSKL4 
annähernd die gleiche Richtung aufweisen. Eine Vereinfachung über den Vektor PktSKL1PktSKL2 
(Abbildung 73, links) ist tolerierbar. Der Form- und Ausdehnungsvektor PFAV wird zur 
Formanalyse (Kapitel 5.6.1 und 5.6.2), sowie beim Nesting, zur Suche nach einem ersten groben 













Abbildung 72: Form- und Ausdehnungsvektor in der Rasterdarstellung 
Abbildung 73: Form- und Ausdehnungsvektor alternatives Beispiel 
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In Abbildung 73 ist zu erkennen, dass sich bei dem Polygon im rechten Beispiel der gleiche Form- 
und Ausdehnungsvektor PFAV ergibt wie bei dem Polygon im linken Beispiel. Das rechte Polygon 
besitzt zwar deutlich mehr Ecken als das linke Polygon, betrachtet man allerdings die 2. 
Vergröberung PaV2  des rechten Polygons (mit der die originale Polygonform noch immer 
größtenteils gegeben ist, Kapitel 5.1), ist das linke Polygon dem PaV2 des rechten Polygons sehr 
ähnlich. Das spricht für die Bezeichnung Form- und Ausdehnungsvektor, da die rechte Schablone 
in Form und Ausdehnung nicht grundsätzlich anders zu bewerten ist, als das linke Beispiel in 
Abbildung 73. 
Der Form- und Ausdehnungsvektor wird neben der Schablonenformanalyse auch bei der Suche 
günstiger erster Einfüge-Rotationswinkel φEP  verwendet (Kapitel 6.3). 
5.5.3 Lokaler Flächenbedarfsvektor – Schablone 
Neben dem Form- und Ausdehnungsvektor, der die gesamte Form des Polygons P beschreibt, da 
die Suchkreise entfernt zueinander gesucht werden, ist außerdem der lokale Flächenbedarfsvektor PLFV von Interesse. Im Flächenbedarfsvektor sollen sich große Suchkreise berühren. 
Um den PLFV zu ermitteln, wird versucht, um den Haupt-Suchkreis SKLmax herum weitere große 
Suchkreise zu finden. Die Aussage, die mit dem Flächenbedarfsvektor getätigt werden soll, ist die, 
dass im Bereich des maximalen Suchkreises das Polygon P den lokal bezogenen höchsten 
Flächenverbrauch aufweist. Nun steht noch die Frage an, in welche Richtung(-en) sich das Polygon 




Die Mittelpunkte der PLFV werden mit dem Mittelpunkt des Haupt-Suchkreises SKLmax verbunden. 
Dabei ist wichtig, dass sich die gefundenen Suchkreise SLKL (Abbildung 74, in gelb) nicht 
schneiden. Die Längen der Teilvektoren vom PLFV , mit dem Radius von SKLmax und dem Radius 
von SKLKL, zeigen dann einen Flächenbedarf in Vektorrichtung an. Ebenfalls geben diese dann 
einen Flächenbedarf in orthogonaler Richtung rechts und links der Teilvektoren wieder. Der 
Flächenbedarfsvektor PLFV  sollte aus möglichst wenigen Teil-Vektoren bestehen.  
Aus der Menge der gefundenen Suchkreise SLKL, sind nur die gegenüber dem maximalen Suchkreis SKLmax relativ großen Suchkreise zu verwenden (angenommen wird hier, dass ein 
Suchkreisdurchmesser min. 20% des Durchmessers des max. Suchkreises aufweisen soll). So 
SKLmax Flächenbedarfsvektor PLFV  
Gelbe Suchkreise SKLKL 
Abbildung 74: Herleiten des Flächenbedarfsvektors 
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werden gegenüber dem Hauptsuchkreis nur die stärkeren Flächenverbräuche (erkannt durch die 
angrenzenden Suchkreise) berücksichtigt. 
 
In Abbildung 75 ist zu erkennen, dass der lokale Flächenbedarfsvektor bei dem Polygon P1 und P2 
gleich ist, da der lokale absolute Flächenverbrauch (gegeben durch den Haupt-Suchkreis SKLmax) 
und die Richtung des Flächenverbrauchs (Winkel zwischen den Vektoren) gleich sind. Beim 
Vergleich von P1 und P3 ist allerdings zu erkennen, dass obwohl die Formen visuell identisch sind, 
der absolute lokale Flächenverbrauch kleiner ist, da SKLmax von P3 kleiner ist als SKLmax von P1. Die 
Richtung des Flächenverbrauchs bei P3 ist allerdings die gleiche wie bei P1. Der 
Flächenbedarfsvektor wird bei der Schablonenformanalyse (Kapitel 5.6.2) angewandt. 
5.5.4 Form- und Ausdehnungsvektor – Unterlage 
Im Zusammenhang mit Unterlagen soll die Rasterbetrachtung auch beim Nesting eingesetzt 
werden. Denn mit dieser Rasterung sollen Form- und Ausdehnungsvektoren QFAV für freie Flächen 






P1 P2 P3 
PLFV1 PLFV2 PLFV3 
Abbildung 75: Flächenbedarfsvektoren durch Veränderung des Polygons 
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5.6 Polygonanalyse angewandt auf Beispiel-Schablonen 
Bei dem mit dieser Arbeit vorgestellten Nesting-Algorithmus soll die Auswahl einer Schablone, 
aus der Menge der zur Verfügung stehenden Schablonen, einen wichtigen Punkt darstellen. J.A. 
Bennell, K.A. Dowsland, W.B. Dowsland [5] sowie R. Heckmann [29] haben randomisierte 
Auswahlverfahren angewandt. Bei J.F. Oliveira, A.M. Gomes, J.S. Ferreira [50] findet die Auswahl 
der Platzierungsreihenfolge anhand einfacher Kriterien wie Schablonenlänge, -höhe und -fläche, 
sowie dem Verhältnis von der Fläche der konvexen Hülle einer Schablone und der 
Schablonenfläche statt. Auch J.A.M. Chiong [14] verwendet diese einfachen Kriterien, es wird aber 
auch eine randomisierte Platzierungsreihenfolge zugelassen. In dem von C. Alves, P. Brás, J.M. 
Valério de Carvalho, T. Pinto [3] vorgestellten Verfahren werden ebenfalls per Zufall Schablonen 
platziert und anschließend über Simulated Annealing versucht, die Fitness zu verbessern (d.h. die 
lokale nachbarschaftliche Anschmiegung von Schablonen zueinander, so dass die ggf. entstehenden 
Freiräume zwischen den Schablonen klein werden). Mittels dynamischer Programmierung wird die 
Fitness mehrerer Teillösungen verglichen und mit der besten weitergearbeitet. Diese 
Vorgehensweise ähnelt sehr der von M. Kämmerer [34] und somit dem Forschungsergebnis von T. 
Lengauer, R. Heckmann [39].  
Mit dem Ansatz des Handlegers (Kapitel 2), der mit seiner Erfahrung konkret Schablonen aus der 
Menge zur Verfügung stehender Schablonen auswählt, darf eine randomisierte Schablonenauswahl 
nicht angewandt werden.  
Anhand gegebener Schablonenparameter (wie der Schablonenfläche) und Werten, die sich aus der 
Betrachtung von Polygonen (Kapitel 5.1 bis 5.5) ergeben, soll eine Vorgehensweise, angenähert an 
das Auswahlverfahren der Handleger, hergeleitet werden. Die Beurteilungskriterien (Kapitel 5.6.2) 
haben das Ziel, ein insgesamt „optimales“ (Kapitel 2.2) Nesting-Ergebnis zu erreichen.  
Zur Herleitung der Beurteilungskriterien sollen die Beispiel-Schablonen A bis I (Abbildung 76), 
die Schablonen Am50-Im50 (Abbildung 77), sowie die Schablonen Ap100 bis Ip100 (Abbildung 
78), herangezogen werden. Um konkrete Zahlen bzw. Werte in der Analyse vergleichen zu können, 
werden in den nachfolgenden Tabellen die Parameter der einzelnen Analyseergebnisse für die 
Beispiel-Schablonen A bis I, sowie teilweise für die Schablonen Ap100 bis Ip100 und Am50 bis 
Im50 aufgelistet. Nachfolgende Abkürzungen tragen den Zusatz 100, wenn diese sich auf die 
Schablonen Ap100 bis Ip100 beziehen. Nachfolgende Abkürzungen tragen den Zusatz 50, wenn 
diese sich auf die Schablonen Am50-Im50 beziehen. 
 
 







Abbildung 76: Beispiele A-I für die Schablonenauswertung – Original Umrisse 
Seite 67 
Bei der Betrachtung von Schablonen ist die absolute Schablonenform sehr wichtig. Es soll nicht 
nur die Formgebung, sondern auch die absolute Größe einer Schablone bewertet werden. Zur 
besseren Auswertung der absoluten Größen sollen die Beispiele A bis I (Abbildung 76) auf der 
Basis von der Fläche ΦP abzüglich 50% betrachtet werden. Die verkleinerten Schablonen-
Beispiele heißen Am50 bis Im50 (Abbildung 77). 
 
Außerdem sollen die Beispiele A bis I auf der Basis von der Fläche ΦP zuzüglich 100% betrachtet 



















Abbildung 78: Beispiele Ap100-Ip100, auf Basis der Beispiele A-I mit ΦP * 2 
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Die visuelle Betrachtung z.B. der Schablonen B, Bm50 und Bp100 (Abbildung 76 bis Abbildung 
78) zeigt gleichgeformte Schablonen in unterschiedlichen Größen. Da die Schablone B100 
allerdings größer ist, bietet diese, nach einer Platzierung auf der Unterlage, evtl. weiteren 
Schablonen Platz zwischen den beiden „Schenkeln der U-Form“. So müssen die formgleichen 
Schablonen B, Bm50 und Bp100 unterschiedlich bewertet werden. Auch J.A.M. Chiong [14](Seite 
62) erwähnt, dass „große“ Schablonen zuerst gelegt werden sollen, um später mit kleineren 
Schablonen eine höhere Packungsdichte zu erreichen. Was eine „große“ Schablone ausmacht wird 
allerdings nicht weiter detailliert betrachtet.  
Aber nicht alleine die Fläche Φ einer Schablone zeigt die Größe einer Schablone an, sondern auch 
die relative Größe. D.h. durch die Form einer Schablone kann sie zu einer großen Schablone 
werden (denn sie benötigt viel „Raum“, da sie sperrig ist), denn evtl. in freie Bereiche der 
Schablone können keine weiteren Schablonen platziert werden. 
Die absoluten Werte der Schablonen A bis I, Am50 bis Im50 und Ap100 bis Ip100 sind in Anhang 
G aufgelistet. 
5.6.1 Werte für Beispiel-Schablonen aus der Polygonanalyse 
Nun folgen tabellarische Angaben zu den Schablonen aus Abbildung 76 bis Abbildung 78. In den 
folgenden Abbildungen dieses Kapitels werden zu jeder Schablone die Flächenschwerpunkte PktFS  
angegeben, um diese dann in Abbildung 88, Abbildung 89 und Tabelle 13 zusammenfassend zu 
betrachten. 
Vergröberung außen 1: (Werte zu den Beispiel-Schablonen siehe Tabelle 4) 
 
 
Beschreibung Beispiel A-I : Vergröberung 1 außen PVa1 
 A B C D E F G H I PktAnzVa1 6 8 8 4 4 6 11 9 10 PktAnzKonvexVa1 5 6 6 4 4 6 7 8 7 PktAnzKonkavVa1 1 2 2 0 0 0 4 1 3 
ΦPVa1 122 124 124 70 196 142 91 149 109 
Tabelle 4 : Analysewerte – Vergröberung 1 außen PVa1 (Abbildung 79) 
Für die Beispielschablonen A bis I werden in Abbildung 79 die Polygone der Vergröberung 1 nach 
aussen dargestellt. Die Tabelle 4 zeigt die absoluten Werte für die Anzahl der Punkte PktAnzVa1 im 
Polygon der Vergröberungsstufe. Außerdem werden die Anzahl der konkaven PktAnzKonkavVa1 und 






Abbildung 79: Beispiele A-I – Schablonenauswertung, Vergröberung 1 außen PVa1 
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konvexen Punkte PktAnzKonvexVa1 im Polygon P gezeigt. Gelistet wird ebenfalls die Fläche ΦPVa1 
der Vergröberungsstufe. 
Abbildung 80 zeigt für die Beispielschablonen A bis I die Polygone der Vergröberung 2 nach 
aussen dargestellt. Die Tabelle 5 zeigt die absoluten Werte für die Anzahl der Punkte PktAnzVa2 im 
Polygon der Vergröberungsstufe. Außerdem werden die Anzahl der konkaven PktAnzKonkavVa2 und 
konvexen Punkte PktAnzKonvexVa2 im Polygon P gezeigt. Gelistet wird ebenfalls die Fläche ΦPVa2 
der Vergröberungsstufe. 
Vergröberung außen 2: (Werte zu den Beispiel-Schablonen siehe Tabelle 5) 
 
 
Beschreibung Beispiel A-I : Vergröberung 2 außen 
 A B C D E F G H I PktAnzVa2 6 8 8 4 4 6 10 6 8 PktAnzKonvexVa2 5 6 6 4 4 6 7 6 7 PktAnzKonkavVa2 1 2 2 0 0 0 3 0 1 
ΦPVa2 122 124 124 70 196 142 96 151 130 
Tabelle 5 : Analysewerte – Vergröberung 2 außen PVa2 (Abbildung 80) 
In Abbildung 81 werden für die Beispielschablonen A bis I die Polygone der Vergröberung 3 nach 
aussen dargestellt. Die Tabelle 6 zeigt die absoluten Werte für die Anzahl der Punkte PktAnzVa3 im 
Polygon der Vergröberungsstufe. Außerdem werden die Anzahl der konkaven PktAnzKonkavVa3 und 
konvexen Punkte PktAnzKonvexVa3  im Polygon P gezeigt. Gelistet wird ebenfalls die Fläche ΦPVa3 
der Vergröberungsstufe. 
  






Abbildung 80: Beispiele A-I – Schablonenauswertung, Vergröberung 2 außen PVa2 
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Vergröberung außen 3: (Werte zu den Beispiel-Schablonen siehe Tabelle 6) 
 
 
Beschreibung Beispiel A-I : Vergröberung 3 außen 
 A B C D E F G H I PktAnzVa3 6 7 7 4 4 6 8 5 7 PktAnzKonvexVa3 5 6 6 4 4 6 7 5 7 PktAnzKonkavVa3 1 1 1 0 0 0 1 0 0 
ΦPVa3 122 137 157 70 196 142 129 154 145 
Tabelle 6 : Analysewerte – Vergröberung 3 außen PVa3 (Abbildung 81) 
Die letzte Vergröberung nach aussen stellt die konvexe Hülle eines Polygons dar. Dabei besteht die 
Möglichkeit, dass die Werte der konvexen Hülle mit Werten einzelner Vergröberungen aus Tabelle 
4, Tabelle 6 oder Tabelle 7 übereinstimmen. Dieses liegt dann in der Schablonenform selbst. 
Betrachtet man z.B. die Schablone F, ist hier bereits mit dem originalem Umriss (Abbildung 76), 
die Vergröberung 1, 2 und 3, sowie die konvexe Hülle gegeben. 
Konvexe Hülle: (Werte zu den Beispiel-Schablonen siehe Tabelle 7) 
 
  













Abbildung 82: Beispiele A-I – Schablonenauswertung, Konvexe Hülle PKH 
Abbildung 81: Beispiele A-I – Schablonenauswertung, Vergröberung 3 außen PVa3 
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Beschreibung Beispiel A-I : Konvexe Hülle 
 A B C D E F G H I PktAnzKH 5 5 5 4 4 6 5 8 7 
ΦPKH 165 182 191 70 196 142 139 149 145 UPKH 52,5 50 57 38 56 45 51,5 39,5 47 
Tabelle 7 : Analysewerte – Konvexe Hülle PKH (Abbildung 82) 
Für die Beispielschablonen A bis I werden die konvexen Hüllen in Abbildung 82 dargestellt. Die 
Tabelle 7 zeigt die absoluten Werte für die Anzahl der Punkte PktAnzKH  im Polygon auf. Gelistet 
wird ebenfalls die Fläche ΦPKV und der Umfang der Polygone. 
Für die Beispielschablonen A bis I werden die Polygone der Vergröberung 1 nach innen in 
Abbildung 83 dargestellt. Die Tabelle 8 zeigt die absoluten Werte für die Anzahl der Punkte PktAnzVi1  im Polygon der Vergröberungsstufe. Außerdem werden die Anzahl der konkaven PktAnzKonkavVi1 und konvexen Punkte PktAnzKonvexVi1  im Polygon P gezeigt. Gelistet wird ebenfalls 
die Fläche ΦPVi1 der Vergröberungsstufe. 
Vergröberung innen 1: (Werte zu den Beispiel-Schablonen siehe Tabelle 8) 
 
 
Beschreibung Beispiel A-I : Vergröberung 1 innen 
 A B C D E F G H I PktAnzVi1 6 8 8 4 4 6 10 8 10 PktAnzKonvexVi1 5 6 6 4 4 6 7 7 6 PktAnzKonkavVi1 1 2 2 0 0 0 3 1 4 
ΦPVi1 122 124 124 70 196 142 81 137 99 
Tabelle 8 : Analysewerte – Vergröberung 1 innen PVi1 (Abbildung 83) 
 
  






Abbildung 83: Beispiele A-I – Schablonenauswertung, Vergröberung 1 innen PVi1 
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Abbildung 84 zeigt für die Beispielschablonen A bis I die Polygone der Vergröberung 2 nach 
innen. Die Tabelle 9 zeigt die absoluten Werte für die Anzahl der Punkte PktAnzVi2  im Polygon der 
Vergröberungsstufe. Außerdem werden die Anzahl der konkaven Punkte PktAnzKonkavVi2 und der 
konvexen Punkte PktAnzKonvexVi2  im Polygon P gezeigt. Gelistet wird ebenfalls die Fläche ΦPVi2 
der Vergröberungsstufe. 
Vergröberung innen 2: (Werte zu den Beispiel-Schablonen siehe Tabelle 9) 
 
 
Beschreibung Beispiel A-I : Vergröberung 2 innen 
 A B C D E F G H I PktAnzVi2 5 6 6 4 4 6 8 6 7 PktAnzKonvexVi2 4 4 5 4 4 6 5 6 5 PktAnzKonkavVi2 1 2 1 0 0 0 3 0 2 
ΦPVi2 113 99 111 70 196 142 70 126 71 
Tabelle 9 : Analysewerte – Vergröberung 2 innen PVi2 (Abbildung 84) 
Vergröberung innen 3: (Werte zu den Beispiel-Schablonen siehe Tabelle 10) 
 
  













Abbildung 85: Beispiele A-I – Schablonenauswertung, Vergröberung 3 innen PVi3 
Abbildung 84: Beispiele A-I – Schablonenauswertung, Vergröberung 2 innen PVi2 
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Beschreibung Beispiel A-I : Vergröberung 3 innen 
 A B C D E F G H I PktAnzVi3 4 5 5 3 4 3 5 5 4 PktAnzKonvexVi3 4 4 4 3 4 3 4 5 4 PktAnzKonkavVi3 4 4 4 3 4 3 4 5 4 
ΦPVi3 104 81 88 35 196 74 46 111 49 
Tabelle 10 : Analysewerte – Vergröberung 3 innen PVi3 (Abbildung 85) 
Für die Beispielschablonen A bis I werden die Polygone der Vergröberung 3 nach innen in 
Abbildung 85 dargestellt. Die Tabelle 10 zeigt die absoluten Werte für die Anzahl der Punkte PktAnzVi3  im Polygon der Vergröberungsstufe. Außerdem werden die Anzahl der konkaven Punkte PktAnzKonkavVi3  und der konvexen Punkte PktAnzKonvexVi3  im Polygon P gezeigt. Gelistet wird 
ebenfalls die Fläche ΦPVi3 der Vergröberungsstufe. 
Kleinster umschließender Kreis: (Werte zu den Beispiel-Schablonen siehe Tabelle 11) 
 
 
Beschreibung Beispiel A-I : Kleinster umschließender Kreis 
 A B C D E F G H I DPKuK 20 19 18,5 14 18 14,5 18 17 16,5 
ΦPKuK 314 283 269 154 254 165 254 227 214 
Tabelle 11 : Analysewerte – Kleinster umschließender Kreis PKuK (Abbildung 86) 
Abbildung 86 zeigt für die Beispielschablonen A bis I die kleinsten umschließenden Kreise um die 
Polygone P. Die Tabelle 11 zeigt die absoluten Werte für den Durchmesser DPKuK  des kleinsten 
umschließenden Kreises und die Fläche ΦPKuK des Kreises.  
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Abbildung 86: Beispiele A-I – Schablonenauswertung, kleinster umschließender Kreis PKuK 
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Form und Ausdehnungsvektor: (Werte zu den Beispiel-Schablonen siehe Tabelle 12) 
 
 
Beschreibung Beispiel A-I : Form und Ausdehnungsvektor 
 A B C D E F G H I PktAnzPFAV 3 4 5 2 1 1 6 1 4 LPFAV 4,8 6,5 8 2,5 0 0 7 0 4,5 DPFAV_max 6,75 5,25 5,75 5 12,5 13,25 5 13 7 DPFAV min 3,5 3 1,5 5 12,5 13,25 1,25 13 3 
φPFAV 95 187 360 180 0 0 460 0 360 PktAnzPFAV 1 2 3 1 0 0 4 0 3 
Tabelle 12 : Analysewerte – Form und Ausdehnungsvektor PFAV (Abbildung 87) 
In Abbildung 87 werden für die Beispielschablonen A bis I die Form- und Ausdehnungsvektoren PFAV  für die Polygone P dargestellt. Die Tabelle 12 zeigt die absoluten Werte für die Form- und 
Ausdehnungsvektoren. Außerdem werden  die Anzahl der Suchkreise mit PktAnzPFAV, die Länge LPFAV des PFAV, der Durchmesser des größten DPFAV_max und des kleinsten DPFAV_min Suchkreises 
und die Anzahl PktAnzPFAV der Teilvektoren in dem Form- und Ausdehnungsvektoren PFAV  gezeigt. 
Mit φPFAV wird die Summe der Winkel zwischen zwei benachbarten Teilvektoren eines Form- und 
Ausdehnungsvektoren PFAV  beschrieben.  
  





Abbildung 87: Beispiele A-I – Schablonenauswertung, Form- und Ausdehnungsvektor PFAV 
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Polygon der Flächenschwerpunkte (Kapitel 5.4):  
Für die Beispielschablonen A bis I zeigt die Abbildung 88 die konvexen Hüllen KHs, um die 
Flächenschwerpunkte der Vergröberungspolygone, normiert auf einen Einheitskreis. 
 
 
Eine weitere Betrachtung auf die konvexen Hüllen KHs um die Flächenschwerpunkte soll 
vorgenommen werden, jedoch ohne Berücksichtigung des Flächenschwerpunktes (Mittelpunktes) 
des kleinsten umschließenden Kreises PKuK (Abbildung 86) um das Umrisspolygon P.  
Diese konvexe Hülle KHs‘ wird ebenfalls in einem Einheitskreis normiert (Abbildung 89). 
 
 
Beschreibung Beispiel A-I : Polygon Flächenschwerpunkte 
 A B C D E F G H I PktAnzKHs 6 4 4 3 3 4 5 5 4 
ΦKHs 63 60 48 8 19 28 71 33 42 PktAnzKHs‘ 4 4 4 3 3 3 6 5 4 
ΦKHs‘ 51 49 49 23 1 10 52 30 41 
Tabelle 13 : Analysewerte – Polygon Flächenschwerpunkte (Abbildung 88 und Abbildung 89) 
Die Tabelle 13 zeigt absolute Werte für die konvexen Hüllen um die Flächenschwerpunkte der 
Vergröberungspolygone. Aufgelistet werden die Anzahl der Punkte mit PktAnzKHs und PktAnzKHs‘, 
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Abbildung 88: Beispiele A-I – Schablonenauswertung, Polygon Flächenschwerpunkte KHs 
Abbildung 89: Beispiele A-I – Schablonenauswertung, Polygon Flächenschwerpunkte KHs‘ 
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5.6.2 Auswertung und Bewertung der Polygonanalyse 
Aus der Analyse der Beispiel-Schablonen A bis I, Am50 bis Im50 und Ap100 bis Ip100, ergeben 
sich Möglichkeiten zur Formanalyse, Größenbestimmung, sowie der Schablonen-
Komplexitätsbestimmung. Diese sollen hier gezeigt werden. Dazu werden die Werte aus der 
Tabelle im Anhang G, sowie aus Tabelle 4 bis Tabelle 13 näher betrachtet und ausgewertet. 
Ein wichtiges Kriterium für die Wahl einer geeigneten Schablone ist die Größe. Die Größe einer 
Schablone lässt sich nicht alleine über die Fläche ΦP des originalen Polygonumrisses P 
beschreiben, denn auch die Form einer Schablone und somit der indirekte Flächenverbrauch, 
wirken sich auf die Größe einer Schablone aus. 
Die Schablonen A und C haben annähernd die gleiche Fläche ΦP, obwohl diese durchaus 
unterschiedliche Formen aufweisen. Die Schablone C ist so als schwieriger zu bewerten, denn der 
absolute Flächenverbrauch könnte hier höher sein, falls zu einem späteren Zeitpunkt nicht eine 
kleinere Schablone gefunden wird, die sich in der U-Form unterbringen lässt. J.A.M. Chiong 
[14](Seite 62) geht davon aus, das es kleine Schablonen gibt, welche die Packungsdichte erhöhen, 
denn er wählt nach der „Größe“ (Fläche) ΦP aus.  
Um die Schablonen mit annähernd gleichem Flächenverbrauch vergleichen zu können, werden nur 
relative Bezugsgrößen herangezogen, d.h. Bezugsgrößen, die unabhängig von dem 
Flächenverbrauch ΦP  stehen. 
Die Ergebnisse der formalen Analysen werden mit A bezeichnet. Die analytischen Ansätze und 
Gedankenexperimente werden in die Gruppen A11..1n, A21..2m, A31..3o, A41..4p und A51..5q so 
zusammengefasst, dass diese möglichst konkrete Hinweise zu Charakteren einer Schablone liefern.  
In der Tabelle 14 sollen hierfür einige mögliche Abschätzungen vorgenommen werden. 
Formel 
Beispiel 
A B C D E F G H I A11 𝑃𝑃𝑘𝑡𝐴𝑛𝑧 1 2 2 0 0 0 4 2 5 A12 𝛷𝑃𝑃𝐾𝑉𝑉
𝛷𝑃𝑃
 1,35 1,47 1,54 1 1 1 1,65 1,03 1,3 A13 𝑃𝑃𝑘𝑡𝐴𝑛𝑧𝐾𝑜𝑛𝑘𝑎𝑣𝑉𝑉𝑎1 1 2 2 0 0 0 4 1 3 A14 𝛷𝑃𝑃𝐾𝑉𝑉𝛷𝑃𝑃𝑉𝑉𝑎1 1,35 1,47 1,54 1 1 1 1,53 1 1,24 A15 𝛷𝐾𝐻𝑠  63 60 48 8 19 28 71 33 42 A16 𝛷𝐾𝐻𝑠 ∗  𝑃𝑃𝑘𝑡𝐴𝑛𝑧𝑃𝑃𝐹𝐴𝑉𝑉 189 240 240 16 19 28 426 66 126 
Tabelle 14 : Polygonanalyse Auswertung A11-A16 
Bei der Bewertung ist es hilfreich, wenn Schablonen mit kleinen konkaven Flächenanteilen 
herausgefiltert werden. Bei der Schablone H und der Abschätzung A11 ist zu erkennen, dass das 
Polygon von H zwar 2 konkave Winkel aufweist, schaut man allerdings auf A13, ist zu erkennen, 




  A11 
  A13 
   A12 
   A14 
Noch stärker spiegelt sich das im weiteren Vergleich A13, A12 und A14 zur Schablone H wieder. Der 
Ansatz mit A12 wird auch bei J.F. Oliveira, A.M. Gomes, J.S. Ferreira [50] als Auswahlkriterium 
verwendet. Dieser lässt sich mit A14 aber weiter verfeinern. Dadurch ist bei den Beispielen D, E 
und F bereits in A14 der gleiche Wert gegeben, d.h. in der ersten Vergröberung wird die Schablone 
H als konvexe Schablone betrachtet. Dieses stimmt mit einer visuellen Bewertung der 
Vergröberungspolygone überein, denn die nun noch vorhandene konkave Restfläche ΦPKV - ΦPVa1 
ist gegenüber der Schablonenfläche ΦP vernachlässigbar klein. Die Schablonen D, E, F und H 
weisen nur kleine konkave Flächenanteile auf (Abbildung 90). 
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Abbildung 90: Annäherung von Beispiel H an ein konvexes Polygon 
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   A15 
Die konvexe Hülle um die Flächenschwerpunkte der Vergröberungspolygone KHs (Kapitel 5.4) 
zeigt für  jede Schablone in A15 einen deutlich anderen Wert auf. Auch ein visueller Vergleich der 
Schablonen A bis I bestätigt die Reihenfolge der Schablonen durch A15. So kann mit steigendem 
Wert in A15  eine steigende Komplexität einer betrachteten Schablone erwartet werden. 
Anhand der Fläche der konvexen Hülle der Flächenschwerpunkte ΦKHs, kann eine Beurteilung der 
Schablonenform erfolgen. Wird noch der Form- und Ausdehnungsvektor PFAV hinzugenommen, 
der  über die Anzahl seiner Punkte auch die Form insofern beschreibt, dass eine stark verzweigte 
Schablone viele Punkte im Vektor benötigt, steht mit A16  ein aussagekräftiger Wert zur Verfügung. 
  A16 
Ein hoher Wert A16 signalisiert eine relativ komplexe Schablone. Einfache bzw. kompakte 
Schablonen, die im Nesting-Algorithmus einfacher zu platzieren sind, haben hier kleine Werte. So 
würde allein aus der Form einer Schablone, also unabhängig von der Größe, durch A16  (in Tabelle 
14) die Reihenfolge von D, E, F, H, I, A, B, C, G entstehen.  
Bei einer visuellen Betrachtung der Schablonen käme ein Handleger auf ein ähnliches Ergebnis. 
Aufgrund der Streuung der berechneten Werte für A16 sollten diese anhand eines Schwellwertes in 
zwei Klassen unterteilt werden. Dadurch sind die Schablonen D, E, F und H in die unterste Klasse 
einzuordnen und gleich zusetzen, da die Unterschiede der Zahlenwerte sehr gering sind. 
Schablonen mit solchen (Schablonen D, E, F und H) oder ähnlichen Formen lassen sich in Regel 
gut beim Nesting platzieren. In der oberen Klasse könnte eine Schablonenformauswahl nach der 
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Weitere Formbewertungen werden mit den Berechnungen in Tabelle 15 vorgenommen. 
Formel 
Beispiel 
A B C D E F G H I A21 𝛷𝑃𝑃𝐾𝑢𝐾 ∗ 𝛷𝑃𝑃𝐾𝑢𝐾𝛷𝑃𝑃 ∗ 𝛷𝑃𝑃𝐾𝑉𝑉  4,9 3,5 3,0 4,8 1,7 1,4 5,5 2,4 3,3 A22 𝛷𝑃𝑃𝐾𝑉𝑉𝛷𝑃𝑃𝑉𝑉𝑖2 1,35 1,46 1,54 1 1 1 1,45 0,99 1,04 A23 𝛷𝑃𝑃𝐾𝑉𝑉𝛷𝑃𝑃𝑉𝑉𝑖2  ∗ 𝑃𝑃𝑘𝑡𝐴𝑛𝑧𝑃𝑃𝐹𝐴𝑉𝑉 4,05 5,84 7,7 2 1 1 8,7 2,0 3,12 
Tabelle 15 : Polygonanalyse Auswertung A21-A23 
Mit A21 lässt sich herausfiltern, ob die Form einer Schablone eher eine Annäherung an einen Kreis 
ist.  
 A21 
Je niedriger der berechnete Wert A21 ist, desto mehr ähnelt die Form der Schablone einem Kreis. 
Ab einem Wert von ca. 2.4, wie bei Schablone H, liegt bereits eine Kreisannäherung vor. Das 
Platzieren dieser Schablonen beim Nesting ist einfach. 
 A22 
Mit A22 wird durch einen Wert größer als 1 angezeigt, ob eine Schablone im Verhältnis zur 
gesamten Fläche ΦP eine eher geöffnete Form hat. D.h. die Schablonen H, D, E und F sind 
geometrisch kompakt. Bei Schablone I ist bereits ein leicht erhöhter Wert in A22 zu erkennen, der 
auf eine offenere Form der Schablone deutet. Das entspricht auch der visuellen Wahrnehmung der 
Schablonen. 
Eine hohe Punktanzahl 𝑃𝑃𝑘𝑡𝐴𝑛𝑧𝑃𝑃𝐹𝐴𝑉𝑉 im Form und Ausdehnungsvektor zeigt an, ob eine Schablone 
verwinkelt ist. Wird nun A22 mit 𝑃𝑃𝑘𝑡𝐴𝑛𝑧𝑃𝑃𝐹𝐴𝑉𝑉 multipliziert, ergeben sich die Werte in A23. Hier 
fallen die berechneten Werte für die Schablonen G, B und C auf. Bei einem visuellen Vergleich 
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 A23 
Lange schmale Schablonen, wie etwa das Beispiel D, lassen sich durch die Abschätzung A31 
ermitteln (Tabelle 16). 
𝐴31 =  𝛷𝑃𝑃𝐾𝑢𝐾 ∗ 𝐿𝑃𝑃𝐹𝐴𝑉𝑉𝛷𝑃𝑃𝐾𝑉𝑉  Beispiel A B C D E F G H I 
Schablonen Am50-Im50 0,6 0,6 0,2 1,2 0 0 0,4 0 0,5 
Schablonen A-I 0,4 0 0,2 0,9 0 0 0,3 0 0,4 
Schablonen Ap100-Ip100 0,3 0,3 0,1 0,6 0 0 0,2 0 0,3 
Tabelle 16 : Polygonanalyse Auswertung A31 
 A31 
Aus der Berechnung A31 in Tabelle 16 ergibt sich ein auffällig erhöhter Wert für das Beispiel D, 
Dm50 und Dp100. Dieses deutet auf eine längliche und schmale Schablone hin. Zu erkennen ist 
































































Aus dem Verhältnis der Kreis-Durchmesser DPFAV_min und DPFAV_max im Form- und 
Ausdehnungsvektor lassen sich Rückschlüsse ziehen, ob die aktuell betrachtete Schablone eine 
Teilfläche hat, die in Relation zur gesamten Fläche der Schablone eher groß ist, oder ob eine eher 
gleichmäßige Verteilung des Flächenbedarfs zur gesamten Fläche vorliegt. 
Formel 
Beispiel 
A B C D E F G H I A41 𝑀𝑀𝑃𝑃𝐹𝐴𝑉𝑉_𝑚𝑖𝑛𝑀𝑀𝑃𝑃𝐹𝐴𝑉𝑉_𝑚𝑎𝑥 0,52 0,57 0,26 1 0 0 0,18 0 0,43 A42 𝑀𝑀𝑃𝑃𝐹𝐴𝑉𝑉_𝑚𝑖𝑛𝑀𝑀𝑃𝑃𝐹𝐴𝑉𝑉_𝑚𝑎𝑥 ∗  100𝐿𝑃𝑃𝐹𝐴𝑉𝑉 11 9 3 40 0 0 3 0 10 
Tabelle 17 : Polygonanalyse Auswertung A41..A42 
Die Schablonen E, F und H fallen in Betrachtung des Kreisdurchmessers auf. 
A41 
Bei E, F und H sind zwar kleine Suchkreise SKL vorhanden (Abbildung 87, in gelb), da diese 
allerdings direkt am Rand des Haupt-Suchkreises SKLmax (Abbildung 87, in grün) liegen und zudem 
im Verhältnis zur Fläche von SKLmin sehr klein sind, können sie vernachlässigt werden. 
Da der Wert für A41 gleich 0  ist, deutet das auf eine gleichmäßige Verteilung des lokalen 
Flächenbedarfs bei dem Beispiel E, F und H hin. Bei der Schablone D hingegen weist A41 den 
Wert 1 auf, dieses deutet an, dass auch diese Schablone eine gleichmäßige Verteilung des lokalen 
Flächenbedarfs hat. 
 A42 
Die Schablonen C und G hingegen fallen durch  A42 als eher verwinkelte Schablonen auf, da hier 
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Daraus würde für den Nesting-Algorithmus folgen: 
- Die Schablonen D, F, E, H werden als eher leicht zu behandeln eingestuft. 
- Die Schablonen A, B und I werden als mittelmäßig schwer zu behandeln eingestuft. 
- Die Schablonen C und G werden als schwer zu behandeln eingestuft. 
Mit den nun folgenden Ansätzen soll die absolute Schablonengröße (kleine „nicht mit Schablonen 
belegbare“ Bereiche sollen berücksichtigt werden) stärkeren Einfluss bekommen.  
𝐴51 =  𝛷𝑃𝑃 −  𝛷𝑃𝑃𝐾𝑉𝑉 − 𝛷𝑃𝑃𝑉𝑉𝑎12  Beispiel A B C D E F G H I 
Schablonen Am50-Im50 72 77 79 35 98 71 58 75 64 
Schablonen A-I 144 153 158 70 196 142 115 149 127 
Schablonen Ap100-Ip100 288 306 316 140 392 284 230 298 254 
Tabelle 18 : Polygonanalyse Auswertung A51 
Anhand des Parameters A51 sollen die Schablonen in die Schablonen-Einstufungs-Container SEC 
(Kapitel 6.2) eingeführt werden (ein Handleger stuft die zu platzierenden Schablonen ebenfalls in 
virtuelle Schablonengruppen ein). Der Parameter A51 berücksichtigt sowohl die absolute Größe der 
Schablonen als auch deren geometrische Form. Eine komplexere Schablone, d.h. eine Schablone 
mit stark ausgeprägten Unregelmäßigkeiten wie die Schablone G, beeinflusst den Parameter A51 
über den Wert (𝛷𝑃𝑃𝐾𝑉𝑉 − 𝛷𝑃𝑃𝑉𝑉𝑎1). Denn dieser Wert stellt die absolute Fläche in den Vordergrund, 
die durch die konkaven Teile der Schablone 𝑃𝑃𝑉𝑉𝑎1 gegenüber der konvexen Hülle 𝑃𝑃𝐾𝑉𝑉 resultiert. Je 
größer der Wert A51, desto schwieriger ist es für die entsprechende Schablone eine legale 
Platzierung auf der Unterlage zu finden. Das Sortierkriterium A51 bietet somit eine Anwendung bei 






























































𝐴52 =  𝜑𝑃𝑃𝐹𝐴𝑉𝑉 ∗ 𝐿𝑃𝑃𝐹𝐴𝑉𝑉𝑃𝑃𝑘𝑡𝐴𝑛𝑧𝑃𝑃𝐹𝐴𝑉𝑉 + 1 Beispiel A B C D E F G H I 
Schablonen Am50-Im50 161 286 509 159 0 0 455 0 286 
Schablonen A-I 228 405 720 225 0 0 644 0 405 
Schablonen Ap100-Ip100 322 573 1018 318 0 0 911 0 573 
Tabelle 19 : Polygonanalyse Auswertung A52 
Der Wert A52 wird stark durch die geometrische Form einer Schablone beeinflusst. Die 
Suchkreisanalyse (Kapitel 5.5) bietet die Möglichkeit, über die Anzahl der gefundenen Suchkreise 
𝑃𝑃𝑘𝑡𝐴𝑛𝑧𝑃𝑃𝐹𝐴𝑉𝑉 und des daraus resultierenden Form- und Ausdehnungsvektors 𝑃𝑃𝐹𝐴𝑉𝑉, die Winkel 
𝜑𝑃𝑃𝐹𝐴𝑉𝑉 zwischen den einzelnen Vektoren des 𝑃𝑃𝐹𝐴𝑉𝑉 zu analysieren. Mit der Formel A52 kann eine 




Die gezeigten Schablonenanalysen sollen beim Nesting (Kapitel 6.2) eine qualitative Auswahl von 
Schablonen ermöglichen, so dass eine günstige Verteilung von „komplexen“ (verwinkelten, 






























































Ein elementarer Gesichtspunkt bei dem Nesting-Algorithmus NA ist es, die Auswahl einer 
Schablone P aus der Menge M = {P1, P2, …, Ps}  der zur Verfügung stehenden Schablonen so zu 
beeinflussen, dass nach der Platzierung aller Schablonen der Menge M gilt, dass die Summe der 
Verschnittflächen � 𝛷𝑅𝑗 𝑁 −1
𝑗=0
 minimal und die Restfläche ΦRN  der letzten Unterlage maximal wird.  
J.A.M. Chiong [14](Seite 64 u. 65) schreibt in seiner Arbeit: „Man kann behaupten, dass keine 
Vorgehensweise für die Anordnung von Schnitteilen auf einer Unterlage existiert, die zwingend zur 
optimalen Lösung eines irregulären Zuschnittproblems führt. In der Arbeit von O. Devillers  über 
doppelte Kontaktkonfigurationen polygonaler Systeme sind Beispiele gegeben, die das belegen, für 
ein inkrementelles konstruktives Verfahren bleibt dann nur, die Heuristiken als bestes Mittel zur 
Berechnung der Lösung zu verwenden.“. 
Auch wenn keine Vorgehensweise zwangsläufig zu einer optimalen Lösung führt, so kann dennoch 
das Ziel gegeben sein, ein annähernd optimales Ergebnis zu erzielen. Der Ansatz des NA soll 
versuchen der Vorgehensweise des Handlegers nahezukommen, denn dieser liefert ein „gutes“ 
Ergebnis und erreicht mit seiner Erfahrung relativ gute Ausnutzungsgrade. Wichtig bei dem Ansatz 
des NA ist es, hierbei die gesamte Menge M zu betrachten und grundsätzlich ein N>1 in Erwägung 
zu ziehen.  
Neben der randomisierten Auswahl einer Schablone P aus M (z.B. J.A. Bennell, K.A. Dowsland, 
W.B. Dowsland [5] und R. Heckmann [29]) findet man in der Arbeit von R. Heckmann auch eine 
randomisierte Auswahl einer Schablonenpositionen auf der Unterlage. 
Das mit dem NA vorgestellten Verfahren verhält sich nicht zufällig und ist somit grundsätzlich 
deterministisch. Ein nichtdeterministisches Verhalten wäre z.B. gegeben, wenn über heuristische 
Ansätze aus Erfahrungen früherer Lösungen (develop soft trim [22](Seite 459)), die Auswahl einer 
Schablone P  beeinflusst würde, oder die Auswahl eines Einfügepunktes EP auf der Unterlagen-
fläche ΦQ  für eine ausgewählte Schablone beeinflusst würde. R. Heckmann [29](Seite 71 u. 72) 
behauptet, dass lokal optimierte Vorgehensweisen in der Regel nicht zu einem optimalen 
Schnittbild führen. Er wählt daraufhin eine randomisierte Bestimmung einer Platzierungsposition 
und gibt eine Wahrscheinlichkeitsfunktion an, anhand der er versucht mit hoher Wahrscheinlichkeit 
eine dichte Packung der Schablonen sicherzustellen. Aber auch andere beliebige Platzierungen lässt 
er zu.  
Die Behauptung, dass lokal optimierte Vorgehensweisen in der Regel nicht zu einem optimalen 
Schnittbild führen, widerspricht der Vorgehensweise eines Handlegers. Mit seiner Erfahrung wählt 
ein Handleger eine Schablone aus und versucht diese dann „optimal“ auf der Unterlage zu 
Platzieren. Er erreicht mit dieser lokal optimierten Vorgehensweise dabei durchaus gute 
Ergebnisse. Aus der Vorgehensweise soll der Nesting-Algorithmus NA abgeleitet werden. 
Der Nesting-Algorithmus NA geht von einer Reihe unterschiedlicher Unterlagen Q1, Q2, ..., QN und 
einer bekannten Menge M = {P1, P2, …, PS } von Schablonen aus. Die Unterlagen werden der Reihe 
nach dem NA angeboten und verharren eine endliche Zeit tA in diesem Angebotszustand. Während 
der Zeit tA sind Schablonen Pi aus der Menge M so zu entnehmen und auf der Unterlage zu 
platzieren, dass auf der Unterlage minimaler Verschnitt entsteht. Ist der Verbrauch an Unterlagen 
größer als 1, soll die Menge der insgesamt verbrauchten Unterlagen minimal sein.  
Die Schablonen werden nacheinander überlappungsfrei an bereits platzierte Schablonen oder/und 
dem Unterlagenrand auf die Unterlage so platziert, dass diese sich an ganzen Linien oder 
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Polygonteilen berühren. Über eine Analyse der Schablonenformen und der Formen der freien 
Bereiche auf einer Unterlage, soll eine Schablonenauswahl zum jeweiligen Zeitpunkt während des 
Nesting-Algorithmus erfolgen. Um der Anforderung nachzukommen, dass � 𝛷𝑅𝑗 𝑁 −1
𝑗 =0
 minimal und 
ΦRN  maximal werden sollen (Kapitel 2.2), müssen Schablonen so aus M genommen werden, dass 
sich eine gute Verteilung von einfachen bis zu schwierigen Schablonenformen auf ggf. mehrere 
Unterlagen ergibt.  
Aus der Erfahrung der Handleger kann abgeleitet werden, dass ein gutes Gesamtergebnis zu 
erwarten ist, wenn schwieriger zu platzierende Schablonen auf mehrere Unterlagen verteilt werden 
(die Verteilung schwieriger zu platzierende Schablonen auf mehrere Unterlagen erfolgt zunächst 
aber virtuell, da noch nicht mit Gewissheit gesagt werden kann, wie viele Unterlagen tatsächlich 
benötigt werden, um alle Schablonen zu platzieren). Mit einfacheren Schablonen wird dann 
versucht, ΦR auf der aktuell betrachteten Unterlage weiter zu minimieren.  
Im NA sollen als erstes für „schwierigere“ Schablonen gute Platzierungen gefunden werden. 
Bereits eine rein visuelle Klassifizierung der Schablonen wie in Abbildung 76 würde ergeben, dass 
die Schablonen B, C und G als eher schwierig einzustufen sind. Ist zu erwarten, dass die gesamte 
zur Verfügung stehende Menge an Schablonen auf eine Unterlage passen, gilt dieses Vorgehen in 
besonderem Maße. Denn gerade dann muss versucht werden, die „schwierigeren“ Schablonen 
zuerst zu platzieren. So ist eine gute Analyse und Klassifizierung der zur Verfügung stehenden 
Schablonen in Schwierigkeitsgrade sehr wichtig. Hierzu sollen die in Kapitel 5.6.2 beschriebenen 




Nachfolgendes Flussdiagramm (Abbildung 91) zeigt den Ablauf des Nesting-Algorithmus NA.  
 
Start 
Za : Analyse der einzelnen Schablonen P1, P2, …, PS  mit den Algorithmen aus Kapitel 5.1 bis 5.5
Zb : Analyse der einzelnen Schablonen P1, P2, …, PS  mit den Algorithmen aus Kapitel 5.6
Zc : Analyse der aktuell angebotenen Unterlage Q 
Zd : Abschätzung der erwarteten Anzahl an Unterlagen Qanz, um alle Schablonen der Menge M zu platzieren
Ze : Auswahl einer Schablone P aus dem aktiven SEC anhand A11..1n, A21..2m, A31..3o, A41..4p und A51..5q Zf : Ermittlung eines ersten Einfüge-Rotationswinkels φER für die Schablone P auf der UnterlageZg : Platzierung von P unter dem Einfüge-Rotationswinkels φER auf der Unterlage Q am lokalen Optimum PktPopt












Anzahl platzierter P 
unter der Berücksichtigung von Qanz aus SEChoch 
erreicht, oder konnte keine Schablone aus SEChoch 
mehr platziert werden?
Aktivieren des SEChoch 
Anzahl platzierter P 
unter der Berücksichtigung von Qanz aus SECmittel 
erreicht, oder konnte keine Schablone aus SECmittel 
mehr platziert werden?
Aktivieren des SECmittel 
Aktivieren des SECniedrig 
Konnte keine





Um eine günstige Verteilung schwieriger und einfacherer Schablonen auf ggf. mehreren benötigten 
Unterlagen zu realisieren, sollen die zur Verfügung stehenden Schablonen P1, P2, …, PS  in Schablonen-Einstufungs-Container SEChoch, SECmittel und SECniedrig (Kapitel 6.2, P mit hohem, mittleren und niedrigem Flächenbedarf) eingeteilt werden. Diese Vorgehensweise kommt dem Handleger nach, der die zu platzierenden Schablonen gedanklich ebenfalls in virtuelle Gruppen einordnet, so dass eine gute Verteilung von schwierigen bis einfachen Schablonen auf 
ggf. mehrere Unterlagen Q1..N gegeben ist. 
Abbildung 91: Nesting-Strategie 
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Für nachfolgende Beschreibungen werden die einzelnen Prozess-Zyklen (Abbildung 91) mit Za, …, Zi bezeichnet. 
6.2 Schablonenauswahl 
Die erste Frage ist, ob die Menge der zu platzierenden Schablonen auf eine Unterlage passen oder 
ob mehrere benötigt werden. Hierzu kann keine exakte Angabe gemacht werden, denn es hängt von 
vielen Faktoren, wie der Unterlageform, den Schablonenformen und deren Anzahl, sowie der 
Platzierung der Schablonen ab. Vielmehr ist es notwendig, eine möglichst genaue Abschätzung 
darüber zu vorzunehmen (Abbildung 91, Zd).  
Unter folgenden Annahmen soll nun eine Abschätzung definiert werden: 
- Der angestrebte mittlere Ausnutzungsgrad λQ der Unterlagen soll 75 % betragen. 
- Falls die Anzahl NQ aktuell noch benötigter Unterlagen > 1 ist und die Menge der angebotenen 
Unterlagen MQ1..N (die Unterlagen die dem NA als nächstes zugeführt werden sollen) 
unbekannt ist, muss die mittlere Fläche einer Unterlage 𝛷𝑄 abgeschätzt werden. 
Mit λQ, 𝛷𝑄 und der Summe der Flächen 𝛷𝑃𝑃 = ∑ 𝑃𝑃𝑖𝑠𝑖=1  der ursprünglich angebotenen Schablonen 
(der Menge M mit den Schablonen P1, P2, …, PS), lässt sich die Anzahl NQ abschätzen: NQ =  𝛷𝑃𝑃 ∗ 100
λQ ∗ 𝛷𝑄  
Bei einer zu erwartenden Anzahl von benötigten Unterlagen NQ > 1 ist diese Abschätzung mit 
jedem zyklischen Durchlauf vom NA zu wiederholen, da sich die Anzahl benötigter Unterlagen 
während eines NA aufgrund der aktuellen Ausnutzung verändern kann. Nach jeder Platzierung 
einer Schablone ergibt sich ein neuer aktueller Ausnutzungsgrad λQ  bezüglich der aktuellen 
Unterlage. Dabei kann λQ vom durchschnittlichen Ausnutzungsgrad λQ abweichen. Ebenfalls ergibt 
sich nach jeder Platzierung  ein neuer gesamter Ausnutzungsgrad λ‘‘Q = λQ + λ‘Q  (mit λ‘Q als 
Summe aller Ausnutzungsgerade bereits fertig platzierter Unterlagen der ursprünglich angebotenen 
Schablonen der Menge M). 
Nach jeder Platzierung einer Schablone soll eine neue Abschätzung der Anzahl NQ noch benötigter 
Unterlagen vorgenommen werden, um eine günstige Verteilung der restlichen zu platzierenden 
Schablonen zu erreichen. Mit 𝛷𝑃𝑃𝑄 als die Fläche aller bereits platzierten Schablonen ergibt sich die 
Anzahl noch benötigter Unterlagen wie folgt:  NQ =  (𝛷𝑃𝑃 − 𝛷𝑃𝑃𝑄) ∗ 100
λQ ∗ 𝛷𝑄 +  λ′′Q100 
Ist NQ kleiner 1, besteht die Möglichkeit, dass evtl. alle restlichen Schablonen auf der aktuellen 
Unterlage platziert werden können. 
Zur Auswahl einer Schablone (Abbildung 91, Ze) aus den noch zur Verfügung stehenden 
Schablonen sollen, wie bei den Handlegern die Schablonen in virtuelle Gruppen (Kapitel 2.1) 
eingeteilt werden. Die Handleger ordnen die Schablonen ebenfalls in Gruppen unterschiedlicher 
Schwierigkeitsgrade ein. Hierzu werden die Erkenntnisse aus Kapitel 5.6.2 herangezogen. 
Folgende Schwierigkeitsgrade sollen gelten: 
a) Schablonen mit großem Flächenbedarf ΦPhoch (z.B. Schablonen E100, F100, H100, 
Abbildung 78). Dabei soll der Flächenbedarf einer Schablone ΦP, wie auch der indirekte 
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Flächenbedarf berücksichtigt werden. Mit indirektem Flächenbedarf ist der Bedarf definiert, 
der durch die geometrische Form, speziell durch die konkaven Anteile einer „komplexeren“ 
Schablone (z.B. Schablonen B100, G100 oder Schablone D, Abbildung 78) entstehen. Der 
Flächenbedarf ΦP einer Schablone kann, aufgrund eines hohen Grades an Komplexität in der 
Formgebung, relativ klein sein. Dennoch besteht aber ein ggf. höherer indirekter/absoluter 
Flächenbedarf. D.h. es gibt nach einer Platzierung einer solchen Schablone ggf. kleine freie 
Bereiche (Abbildung 49, links, gestrichelter Bereich) auf der Unterlage, die mit weiteren 
Schablonen nicht mehr belegt werden können. 
b) Wie bei a jedoch für Schablonen mit mittlerem Flächenbedarf ΦPmittel. 
c) Wie bei a jedoch für Schablonen mit niedrigem Flächenbedarf ΦPniedrig. 
Für die weitere Analyse sollen hier zwei weitere Beispiel-Schablonen mit den wichtigsten 
Parametern eingeführt werden (Abbildung 92). 
 
 
Schablone ΦP, ΦPVa1, ΦPVa2, ΦPVa3   ΦPKuK LPFAV ΦKHs, ΦP A31 A51 
K 350 3848 60 350 660 175 
L 50 177 15 50 53 25 
Zur Einstufung der Menge M mit den Schablonen P1, P2, …, PS, zu Beginn des ersten NA-
Durchlaufes (d.h. NA für die erste Unterlage Q1), sollen Einstufungs-Schwellenwerte festgelegt 
werden. Dazu sind die Schablonen mit dem größten ΦPmax  sowie kleinsten ΦPmin  Flächenbedarf 
maßgeblich. Bezogen auf die Beispielschablonen ergeben sich für den größten Flächenbedarf 
ΦPmax = 392 (für Schablone Ep100, Abbildung 78) und für den kleinsten Flächenbedarf ΦPmin = 35  (für Schablone Dm50). Aus der Differenz ΦPmax - ΦPmin = 357 sind die Schwellwerte zur 
Einstufung der Schablonen zu berechnen. Der Schwellwert ΦSW ist auf 1/3 festgelegt worden, 
wobei auch eine feinere Einteilung der Schablonen in mehr als 3 Bereiche (z.B. ΦSW = 1/4 oder 
ΦSW = 1/5) denkbar ist, nach der Befragung der Handleger ist mit der Annahme von ΦSW = 1/3 
allerdings ein gutes Ergebnis zu erwarten. 
So sollen sich dann die Schwellwerte wie folgt ergeben: 
- Für Schablonen mit niedrigem Flächenbedarf  ΦP <=  ΦPmin + 1 * (ΦPmax-ΦPmin) * ΦSW 
- Für Schablonen mit mittlerem Flächenbedarf  ΦP <=  ΦPmin + 2 * (ΦPmax-ΦPmin)* ΦSW 
- Für Schablonen mit hohem Flächenbedarf  ΦP >  ΦPmin + 2 * (ΦPmax-ΦPmin)* ΦSW 
Die Gruppen mit den Schablonen unterschiedlicher Schwierigkeitsgrade sollen Schablonen-
Einstufungs-Container SEC  heißen und mit ΦSW = 1/3 ergeben sich drei Container: 
- SEChoch  für Schablonen mit hohem Flächenbedarf ΦPhoch 
- SECmittel für Schablonen mit mittlerem Flächenbedarf ΦPmittel 
- SECniedrig für Schablonen mit niedrigem Flächenbedarf ΦPniedrig 
Um die Schablonen in die SEC einzusortieren, werden die Analyseergebnisse aus Kapitel 5.6.2 
herangezogen.  




Anhand der Schwellwerte für SEChoch, SECmittel und SECniedrig und den Werten aus A51 (Tabelle 
18) lassen sich die Beispiel-Schablonen in die Schablonen-Einstufungs-Container SEC einsortieren. 
Der Schablonen-Auswahl-Schlüssel A51 berücksichtigt sowohl die absolute Größe der Schablonen 
als auch deren geometrische Form. Stark ausgeprägte Unregelmäßigkeiten in schwierigeren 
Schablonen beeinflussen den Schlüssel A51 einerseits durch die Berücksichtigung der absoluten 
Fläche (unter Vernachlässigung kleiner Vergröberungsdreiecke durch die Vergröberung 1, ΦPVa1) 
und andererseits durch die konvexe Hülle ΦPKV. 
Mit ΦPKV - ΦPVa1 wird die Flächendifferenz dΦ zwischen der Fläche der konvexen Hülle einer 
Schablone und der Fläche des Vergröberungspolygons 1 nach außen berechnet. Die 
Flächendifferenz dΦ ist ein flächenabhängiger Parameter, der auch gegen 0 tendieren kann (wenn 
die betrachtete Schablone keine konkaven Flächenteile besitzt). Mit dem Faktor 1/2 im Schlüssel A51 wird die Gewichtung von dΦ relativiert. Durch die Subtraktion dieses Zwischenergebnisses 
von der Schablonenfläche ΦP steht ein guter Schablonen-Auswahl-Schlüssel A51 zur Einstufung 
der Schablonen in die SEC zur Verfügung. Je größer der Wert A51, desto „schwieriger“ ist es für die 




Die Abbildung 93 zeigt die Menge der Schablonen mit hohen Flächenbedarf im Schablonen-
Einstufungs-Container SEChoch (anhand des Schlüssels A51 und dem Schwellwert ΦSW). 











Die Abbildung 95 zeigt die Menge der Schablonen mit niedrigem Flächenbedarf im Schablonen-
Einstufungs-Container SECniedrig. 
 
Falls eine Schablone innerhalb eines Schablonensatzes mehrfach vorkommt, wird diese mehrfach 
in den entsprechenden SEC einsortiert.  
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Abbildung 94: SECmittel für Schablonen mit mittlerem Flächenbedarf 
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Die Einstufung der Menge zur Verfügung stehender Schablonen M in die Schablonen-Einstufungs-
Container SEChoch, SECmittel und SECniedrig wird zu Beginn des ersten NA-Durchlaufes (d.h. NA für 
die erste Unterlage Q1) einmal durchgeführt. 
Falls mehr als eine Unterlage benötigt wird (NQ  > 1), soll der Nesting-Algorithmus NA das Ziel 
haben, die Schablonen aus SEChoch, SECmittel und SECniedrig gleichmäßig auf die angebotenen 
Unterlagen Q1..N zu verteilen. 
Die Anzahl der Schablonen in SEChoch, SECmittel und SECniedrig werden mit SEChoch_anz, SECmittel_anz und SECniedrig_anz bezeichnet. 
Zu jedem Zeitpunkt eines NA-Durchlaufs kann die quantitative Anzahl der Schablonen, die aus den SEChoch, SECmittel und SECniedrig entnommen werden sollten, wie folgt berechnet werden: 
 SEChoch_anzSoll = SEChoch_anz𝑁𝑄   
 SECmittel_anzSoll = SECmittel_anz𝑁𝑄   
 SECniedrig_anzSoll = SECniedrig_anz𝑁𝑄   
Die Entnahme einer Schablone aus den SEC soll nach folgenden Kriterien erfolgen: 
a) Die Schablonen-Einstufungs-Container SEC werden in der Reihenfolge SEChoch, SECmittel und SECniedrig betrachtet. Dadurch ist gewährleistet, dass mit fortschreitendem Nesting-
Algorithmus NA der Schwierigkeitsgrad der aktuell betrachteten Schablonen sinkt. 
b) Bei der Entnahme einer Schablone aus einem SEC merkt sich der Nesting-Algorithmus NA für 
jeden Schablonen-Einstufungs-Container die Anzahl der entnommenen Schablonen aus 
diesem, so dass die maximale Anzahl (SEChoch_anzSoll, SECmittel_anzSoll, SECniedrig_anzSoll) der 
Schablonen die entnommen werden dürfen, nicht überschritten wird. So kann gewährleistet 
werden, dass eine gute Verteilung der Schablonen des gesamten Schablonensatzes auf ggf. 
mehrere Unterlagen (NQ > 1) gegeben ist. 
c) Bei Entnahme einer Schablone aus einem Schablonen-Einstufungs-Container SEC sollen 
schwierigere Schablonen mit „extremen“ Formen, wie z.B. Schablone K (Abbildung 94), vom 
Nesting-Algorithmus bevorzugt werden. Der Nesting-Algorithmus kann hierzu die Werte der 
Analyse A31 (Tabelle 16) verwenden. Schablonen mit hohen Werten (A31>1) deuten auf 
längliche und schmale Schablonenformen hin. Es soll versucht werden, diese Schablonen 
immer als erstes auf der Unterlage zu platzieren. Kann eine Schablone, wie Schablone K, 
platziert werden und sind im aktuell betrachteten SEC weitere gleiche Schablonen gegeben, ist 
es sinnvoll (so arbeiten auch Handleger), diese direkt danach auszuwählen. Im Idealfall (am 
Beispiel der Schablone K) können sich im Nesting-Algorithmus die Schablonen an den 
Längskanten aneinander schmiegen. Obwohl ggf. das Kriterium b) verletzt wird, soll eine 
weitere Auswahl solcher gleichen Schablonen stattfinden, denn der Vorteil durch die daraus 
resultierende Anschmiegung überwiegt. 
d) Mit dem Analysewert A22 (Tabelle 15) soll eine „offene“ Schablonenform erkannt werden. 
Werte größer 1 (A22>1) deuten auf solche Formen hin. Mit dem Verhältnis der konvexen Hülle 
einer Schablone und der Vergröberung 2 nach außen werden kleine Unregelmäßigkeiten einer 
Schablonenform „geglättet“ und größere Unregelmäßigkeiten bleiben betont. Schablone C 
weist z.B. in A22 den höchsten Wert auf und dieses deutet darauf hin, dass im freien Bereich 
zwischen den Schablonenschenkeln (U-Form) ggf. später weitere Schablonen Platz finden 
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könnten. Die Analyse A22 in Tabelle 15 zeigt für die Beispielschablonen A, G, B und C einen 
annähernd gleichen Wert auf. Mit der Analyse A23 (Tabelle 15), die auf A22 aufbaut, 
unterscheiden sich die Beispielschablonen A, G, B sowie C deutlicher und es ergibt sich 
folgende Reihenfolge: A, B, C, G. Dabei hat Schablone G den höchsten Wert. So kann anhand 
der Analysen A22 und A23  die „Komplexität“ einer Schablonenform in Richtung „U-Form“, 
gefunden werden.  
e) Um Schablonen zu finden, die „schwieriger“ zu platzieren sind, können die Analysewerte in A52 (Tabelle 19) helfen. Hier nimmt der Form- und Ausdehnungsvektor der entsprechenden 
Schablone starken Einfluss. Die Anzahl PktAnzPFAV+1 der ermittelten Suchkreise im Form- 
und Ausdehnungsvektor, die Länge des Form- und Ausdehnungsvektors LPFAV und die Winkel 
𝜑𝑃𝑃𝐹𝐴𝑉𝑉 der einzelnen Vektoren im Form- und Ausdehnungsvektor untereinander, beeinflussen 
den Wert A52. Schablonen mit hohen Werten in A52 können als schwieriger eingestuft und 
sollen bevorzugt ausgewählt werden. Bei den Beispielschablonen weisen die Schablonen B und 
I einen gleichen Wert auf. Um diese beiden Schablonen besser unterscheiden zu können, wird 
die Analyse A42 (Tabelle 17) hinzugezogen. Mit A42 und A52 ergibt sich folgende Sortierung: 
B, I, A. Die Schablone B ist dabei die schwierigere Schablone. Am Beispiel des Schablonen-
Einstufung-Containers SECniedrig (Abbildung 95) würde sich folgende Auswahl ergeben: G, 
Cm50, Gm50, I, Dp100, Im50, Bm50, A, D, Am50, Dm50, H, Hm50, F, Fm50, Em50. Wobei 
bei gleichen Werten in A52 die Schablone mit der größeren Fläche ΦPVa1 (der Vergröberung 1 
nach außen, Tabelle 4) die höhere Gewichtung haben soll.  
f) Alternativ, aber auch zusätzlich zum Kriterium e), können die Schlüssel A15 und A16 (Tabelle 
14) herangezogen werden. Bei diesem Schlüssel gewichtet stark die Fläche der konvexen Hülle 
der Flächenschwerpunkte der Vergröberungspolygone ΦKHs. Eine große Fläche ΦKHs deutet 
stark auf eine verwinkelte und somit schwierigere Schablone hin. Kompaktere Schablonen wie 
die Schablonen E und F (Abbildung 76) haben in ΦKHs ein Flächenmaß gleich 0. Da die 
konvexe Hülle der Flächenschwerpunkte der Vergröberungspolygone auf einen Einheitskreis Ks normiert ist, gibt A15 ausschließlich Auskunft über die Form einer Schablone, nicht aber 
Auskunft zu einer tatsächlichen Größe. Die Multiplikation der Fläche ΦKHs mit der Anzahl 
der Punkte des Form- und Ausdehnungsvektors PktAnzPFAV ergibt den Wert A16 (Tabelle 14). 
Auch der Wert A16 ist losgelöst von der Größe der Schablone und liefert ausschließlich eine 
Betrachtungsweise auf die Schablonenform. Mit A16 ist ein Wert gefunden, der die 
Schwierigkeit einer Schablone unabhängig von Ihrer Größe wiedergibt. Somit lässt sich anhand 
dieses Schlüssels die „Komplexität“ einer Schablonenform innerhalb eines SEC gut bewerten. 
Bei Schablonen mit gleichen oder ähnlichen Werten in A16 (wie z.B. bei Schablone Gm50, G 
und Gp100), soll bei einer Auswahl über den Wert A16, die Schablone mit der größeren Fläche 
bei der ersten Vergröberung nach außen (mit ΦPVa1), die höhere Gewichtung bekommen. 
g) Werden durch die Kriterien d) und f) viele „komplexe“ Schablonen ausgewählt, sollen die 
kompakteren Schablonen bevorzugt werden. Der Ausnutzungsgrad wird durch die Wahl von 
kompakten Schablonen relativ schnell verbessert. Mit Schlüssel A14 ist mit A14=1 eine 
Auswahl realisierbar. Berücksichtigt man nach der Auswahl durch A14 noch den Schlüssel A21, 
kann damit eine weitere Verfeinerung der Auswahl erzielt werden. Ein kleiner Wert in A21 
weist auf eine kreisförmige Formgebung der Schablonen hin. Diese lassen sich gut auf eine 
Unterlage platzieren. 
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Ergibt die Abschätzung der Anzahl NQ noch benötigter Unterlagen den Wert <=1, müssen alle 
Schablonen der Schablonen-Einstufungs-Container SEC platziert werden. Dabei sollen die 
Schablonen in der Reihenfolge, wie zuvor beschriebenen (Punkte a bis g) dem Nesting-
Algorithmus angeboten werden. Die SEC sind in der Reihenfolge SEChoch  SECmittel  SECniedrig 
zu betrachten und vor einem Wechsel auf einen anderen SEC, muss der aktuell betrachtete SEC 
vollständig geleert sein. Findet ein Wechsel von z.B. SEChoch nach SECmittel statt, weil durch den 
Nesting-Algorithmus keine Platzierung einer Schablone aus SEChoch möglich ist, sind nicht alle 
restlichen Schablonen auf dieser Unterlage platzierbar.  
6.3 Einfüge-Rotationswinkel 
Nach der Schablonenauswahl ist es wichtig, einen günstigen Einfüge-Rotationswinkel φER für die 
ausgewählte Schablone auf der Unterlage Q zu finden. Mit zunehmender Anzahl an platzierten 
Schablonen auf Q ist zu erwarten, dass die Quantität und Qualität an größeren 




In Abbildung 96 ist ein zusammenhängender freier Flächenbereich ZfFB zu erkennen. Abbildung 97 
zeigt dagegen, dass die Quantität von zusammenhängenden freien Flächenbereichen ZfFB zunimmt, 
jedoch die Größe und Qualität der einzelnen ZfFB abnimmt. Auch nimmt die insgesamt frei 
verfügbare Fläche ∑ 𝑍𝑓𝐹𝐵𝑛𝑧𝑛=1  (mit z freien Flächenbereichen) mit zunehmender Anzahl platzierter 
Schablonen ab. 
In Abbildung 97 hat der freie Flächenbereich ZfFB2 gegenüber ZfFB1 eine relativ große Fläche 
ΦZfFB1 < ΦZfFB2, dennoch eignet sich ZfFB1 besser zum Platzieren von Schablonen. Der freie 
Bereich  ZfFB2 weist eine sehr ungünstige Form im Vergleich zu ZfFB1 auf, denn dieser teilt sich in 
zwei kleinere Teilflächen auf, so dass sich der freie Flächenbereich ZfFB1 zum Platzieren von 
Schablonen besser eignet. So soll auch die Form eines freien Flächenbereiches ZfFB, zur Auswahl 
Q 
ZfFB 
Abbildung 96: Unterlage mit großem zusammenhängenden freien Flächenbereich 
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eines ZfFB aus der Menge zur Verfügung stehender freier Flächenbereiche MZfFB mit ZfFB1,…, ZfFBz 
zum Platzieren einer Schablone, herangezogen werden.  
 
 
Zu Beginn muss abgeschätzt werden, ob eine ausgewählte Schablone P  auf einen ZfFB zu platzieren 
ist. Dafür wird die Menge MZfFB untersucht und dabei gilt die minimale Voraussetzung ΦP<= 
ΦZfFBn, um P auf ZfFBn legal zu platzieren. Diese minimale Voraussetzung sei z.B. für ZfFB2 
(Abbildung 97) nicht gegeben. So wäre der erste freie Flächenbereich, der untersucht werden sollte, 
der mit der kleinsten Fläche ΦZfFB1, weil hier nach einer ggf. erfolgreichen Platzierung von P, die 
kleinste neue freie Restfläche erwartet werden kann.  
In Kapitel 5.5.4 wurde die Rasterbetrachtung für Unterlagen Q im Zusammenhang mit der Suche 
eines Form- und Ausdehnungsvektors PFAV für Schablonen vorgestellt. Der Form- und 
Ausdehnungsvektor QFAV für einen zusammenhängenden freien Flächenbereich auf einer Unterlage ZfFB, soll bei der Suche für einen ersten Einfüge-Rotationswinkel φER für eine Schablone P 
eingesetzt werden. Mit dem Form- und Ausdehnungsvektor QFAV für ein Unterlagenpolygon kann 
seine Form beschrieben werden.  
Zur Ermittlung der Form- und Ausdehnungsvektoren QFAV für Unterlagen werden die gleichen 
Kriterien, wie bei der Ermittlung der Form- und Ausdehnungsvektoren PFAV für Schablonen, 
angenommen (relativ kleine Suchkreise werden vernachlässigt, QFAV soll einfach sein,…). In 
Abbildung 98 ist für den zusammenhängenden freien Flächenbereich  ZfFB3  der Form- und 
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Der Form- und Ausdehnungsvektor QFAV3 für den freien Flächenbereich ZfFB3 der Unterlage soll 
einfach sein (aus wenigen Teilvektoren bestehen). Abbildung 99 zeigt einen gegenüber QFAV3 
vereinfachten Form- und Ausdehnungsvektor Q‘FAV3 (in gelb). 
 
 
Mit dem Q‘FAV3 ist die Fläche ZfFB3 in ihrer geometrischen Form beschrieben. Mit den vereinfachten 
Form- und Ausdehnungsvektoren Q‘FAV3 und dem Durchmesser des größten Suchkreises SKL1max 
(Abbildung 98) ist um dessen Mittelpunkt eine große zusammenhängende freie Fläche in ihrer 
Form beschrieben. Tendenzen zu weiteren sich direkt anschließenden freien Flächen zeigen die 



























ZfFB3  Q‘FAV3 
Abbildung 98: ZfFb3 einer Unterlage 
Abbildung 99: ZfFB3 einer Unterlage mit idealisiertem Q‘FAV3 
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Mit Q‘FAV3  und PFAV soll nun gezeigt werden, wie ein erster möglicher Einfüge-Rotationswinkel 
φER für eine betrachtete Schablone ermittelt wird. Dazu wird die Beispiel-Schablone Ip100 aus 
dem SECmittel (Abbildung 94) ausgewählt. Der Form- und Ausdehnungsvektor PFAVIp100 für die 
Schablone Ip100 stellt sich wie in Abbildung 100 dar. Da der aktuelle betrachtete Form- und 
Ausdehnungsvektor Q‘FAV3 der Unterlage aus zwei Teilvektoren besteht, soll sich auch der Vektor PFAVIp100 der Schablone aus zwei Teilvektoren zusammensetzen. Dafür werden aus PFAVIp100 die 
beiden längsten Teilvektoren ausgewählt (Abbildung 100) und zu dem Form- und 
Ausdehnungsvektor P‘FAVIp100 zusammengefasst. 
 
Anschließend wird der Mittelpunkt des Hauptsuchkreises vom P‘FAVIp100 so verschoben, dass er auf 
dem Mittelpunkt des Hauptsuchkreises des Q‘FAV3 liegt. Die Schablone Ip100 wird anschließend so 
gedreht, dass die Winkeldifferenz φPQFAV zwischen den Teilvektoren von Q‘FAV3  und PFAVIp100 
gleich ist (Abbildung 101). 
 
Dabei sind die absoluten Längen der Teilvektoren von Q‘FAV3  und P‘FAVIp100 nicht relevant, da hier 
nur ein erster Einfüge-Rotationswinkel mit φER als Grundlage zur Berechnung eines C-Hindernis 
gefunden werden soll. Auch die absoluten Positionen der Hauptsuchkreise von Q‘FAV3 und P‘FAVIp100  sind nicht relevant, da die nun folgende Berechnung des C-Hindernis-Polygons für die 
Schablone Ip100, alle unter dem Einfüge-Rotationswinkel φER möglichen überlappungsfreien 
Positionen liefert. 
Alternativ zum Form- und Ausdehnungsvektor der Schablonen PFAVIp100 kann auch der lokale 
Flächenbedarfsvektor PLFVIp100  benutzt werden (Kapitel 5.5.3). Dieser ist in der Regel bereits 
deutlich reduzierter als der PFAV. 
Abbildung 100: Idealisierter P‘FAVIp100  für Ip100  







Abbildung 102 zeigt die Schablone Ip100 unter dem Einfüge-Rotationswinkel φER. 
Mit Hilfe des idealisierten Form- und Ausdehnungsvektors Q‘FAV3  (Abbildung 99) sollen für 
weitere Beispiel-Schablonen mögliche φER gezeigt werden. Für die Beispiel-Schablone A, mit 
ihrem Form- und Ausdehnungsvektor PFAVA, würde sich ein φER wie in Abbildung 103 zu sehen 
ergeben.  
 
Für die Form- und Ausdehnungsvektoren und somit für die Beispiel-Schablonen B, C und G lassen 
sich nicht so einfach erste Einfüge-Rotationswinkel φER ermitteln. Denn Schablonen mit 
schwierigeren Formen haben oft mehr als 2 Teilvektoren im Form- und Ausdehnungsvektor PFAV. 
So soll bei diesen Schablonen zur Ermittlung von φER nicht der Mittelpunkt des Hauptsuchkreises PktSKLmax benutzt werden, sondern der Flächenschwerpunkt PktFS der Schablone herangezogen 
Abbildung 102: φER für Ip100 und Q‘FAV3 










werden. Die Form- und Ausdehnungsvektoren PFAV  der Beispiel-Schablonen B, C und G müssen 
so vereinfacht werden, dass diese eine U-Form aufweisen. 
 
Die Beispiel-Schablone B mit ihrem Form- und Ausdehnungsvektor PFAVB wird so verschoben, 
dass ihr Flächenschwerpunkt auf dem Mittelpunkt des Hauptsuchkreises des Form- und 
Ausdehnungsvektors Q‘FAV3  des freien Bereiches auf der Unterlage liegt. Anschließend werden die 
Endpunkte der Teilvektoren von PFAVB mit den Endpunkten der Teilvektoren von Q‘FAV3 
verbunden. So ergeben sich die beiden Geraden G (Abbildung 104) und es kann ein Einfüge-
Rotationswinkel φER ermittelt werden, indem die Schablone so gedreht wird, dass die beiden 
Winkel φPQFAV zwischen G und den Teilvektoren von den Q‘FAV3 den gleichen Wert aufweisen. 
 
Diese Vorgehensweise eignet sich für Schablonen unterschiedlichster Größen, wie die Abbildung 
106 zeigt. 
Abbildung 104: ERw für Beispiel-Schablone B 















Für Schablonen mit einem einfachen Form- und Ausdehnungsvektor PFAV (PFAV  hat nur einem 
Teilvektor) kann der erste Einfüge-Rotationswinkel φER ermittelt werden, indem die Schablone so 
gedreht wird, dass PFAV auf einem Teilvektor von Q‘FAV3 liegt (Abbildung 107). 
 
Abbildung 106: φER für die Beispiel-Schablone B, stark vergrößert in ZfFB3 


















Nach der Schablonenauswahl in Kapitel 6.2 (Prozess-Zyklus Ze, Kapitel 6.1) wurde in Kapitel 6.3 
die Herleitung eines ersten Einfüge-Rotationswinkels φER (Prozess-Zyklus Zf , Kapitel 6.1) für eine 
ausgewählte Schablone auf einem zusammenhängenden freien Flächenbereichen ZfFB der Unterlage Q gezeigt. 
Mit einem ermittelten Einfüge-Rotationswinkels φER kann ein C-Hindernis-Polygon CH (Kapitel 
4.5) für die ausgewählte Schablone P, innerhalb eines freien Flächenbereiches ZfFB auf einer 
Unterlage Q, berechnet werden. Bei den Berechnungen eines C-Hindernis-Polygons müssen 
sämtliche bereits platzierten Schablonen-Umriss-Polygone M’, wie auch das Unterlagen-Umriss-
Polygon Q, berücksichtigt werden. Kann mit dem ermittelten Einfüge-Rotationswinkel φER kein C-
Hindernis-Polygon CH ermittelt werden, wird versucht im Bereich von φER±10° und einer 
Schrittweite von dφ=2,5° (Beobachtungen bei Handlegern haben ergeben, dass mit φER±10° und dφ=2,5°  ausreichend gute Ergebnisse erzielt werden können.) ein C-Hindernis-Polygon CH zu 
finden. Wird ein CH gefunden, wird dieses verwendet. 
Mit dem C-Hindernis-Polygon CH sind alle legalen Platzierungen der Schablone P gegeben, wobei 
der Bezugspunkt BP von P auf oder innerhalb von CH liegen darf (Abbildung 108, die Schablonen 
A-I deuten mögliche Einfüge-Punkte an).  
 
 
Die Platzierungs-Position für eine Schablone P mit dem Bezugspunkt BP soll innerhalb oder auf 
dem C-Hindernis-Polygon CH eine gute Anschmiegung der Schablone an das Unterlagen-Umriss-
Polygon Q haben, so dass entstehende Restflächen minimal sind. Bei der Suche nach einer 
günstigen Platzierungs-Position sollen folgende Kriterien gelten: 

















Abbildung 108: C-Hindernis und Optimum einer Schablone 1 
ΦRCH4 
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K1 : BP liegt auf CH. 
Der Bezugspunkt BP der Schablone P sollte auf dem C-Hindernis-Polygon CH liegen, denn 
nur so ist überhaupt eine Anschmiegung von P an das Unterlagen-Umriss-Polygon Q oder 
bereits platzierten Schablonen M‘ möglich (Abbildung 108, Beispielpositionen A-H, nicht I). K2 : BP liegt auf einem Eckpunkt von CH. 
Der Bezugspunkt BP der Schablone P sollte auf einem Eckpunkt vom C-Hindernis-Polygon CH gewählt werden (Abbildung 108, Beispielpositionen A-G), da P so automatisch mit min. 
zwei Eckpunkten das Unterlagen-Umriss-Polygon Q oder Schablonen von M‘  berührt. K3 : Gute Anschmiegung von P an CH. 
Mit dem Kriterium K3 findet eine gute Anschmiegung von P an CH statt. In Abbildung 108, 
mit den Beispielpositionen A, C und F, liegen einzelne Kanten der Schablone P direkt auf 
Kanten von dem C-Hindernis-Polygon CH, so dass im besten Fall (Beispiel A und C) auch 
eine sehr gute Anschmiegung von P  an das Unterlagen-Umriss-Polygon Q oder Schablonen 
von M‘  gegeben ist. In den Beispielen D und E ist der Winkel zwischen einer Kante von CH 
und einer Kante von D bzw. E ein kleiner Winkel. Das weist auf eine relativ gute 
Anschmiegung von P an Q oder M‘  hin. K4  Gute Anschmiegung von P an Q und/oder M‘  mit Optimierung von ΦRCH. 
Das Kriterium K4 liefert für die Schablone P Platzierungs-Positionen, wobei BP auf dem C-
Hindernis-Polygon CH liegt und sich eine gute Anschmiegung von P an das Unterlagen-
Umriss-Polygon Q sowie der Schablonen von M‘ ergibt. Die Beispielpositionen A und C 
(Abbildung 108) zeigen für P Positionen an, wo Kanten von P auf Kanten von Unterlagen-
Umriss-Polygon Q liegen (hier sind auch Kanten von Schablonen von M‘ möglich). Dabei ist 
hier die höchste Anschmiegung gegeben (Kanten liegen aufeinander). Bei den 
Beispielpositionen D, E, F und G ist ebenfalls eine gute Anschmiegung gegeben. Dabei 
müssen ggf. entstehenden Restflächen wie ΦRCH1, ΦRCH2, ΦRCH3 und ΦRCH4 minimal sein. 
Bei der Auswahl einer Position über die Restfläche soll die „Ausdehnung“ dieser die Auswahl 
beeinflussen. Denn eine langgezogene Fläche deutet auf eine bessere Anschmiegung von P an Q und/oder M´ hin. K5 : Eckpunkte von CH mit kurzen aufeinanderfolgenden Kanten und φkonvex. 
Das Kriterium K5 beschreibt die Auswahl einer guten Platzierungs-Position für P auf CH 
dadurch, dass Eckpunkte von CH mit kurzen aufeinanderfolgenden Kanten und spitzen 
konvexen Winkeln φkonvex (Abbildung 108, „Kurze Kante“) verwendet werden sollen. An 
diesen Eckpunkten kann eine erhöhte Anschmiegung erwartet werden. K6 : Eckpunkte von CH mit kleinem (spitzen) konvexen Winkel φkonvex. 
Der Winkel φkonvex zwischen zwei aufeinander folgenden Kanten in CH soll konvex und 
minimal sein. Im Idealfall ist dieser Teil ein 0-Flächenpolygon. 
Zum Vergleich soll hier ein Vergleich von R. Heckmann [29](Seite 70 und 71) dargestellt werden, 
wo er die Auswahl von Platzierungspositionen unterschiedlichster Veröffentlichungen darlegt:  
a) Gil und Stoyan richten sich nach minimalen x- oder y-Koordinaten. 
b) Babayev und Maouche und Roussel platzieren jede Schablone so, dass die Fläche eines 
umschließenden Rechtecks aller bereits platzierten Schablonen minimiert wird. 
c) Savlow minimiert die Fläche der konvexen Hülle um alle bereits platzierten Schablonen statt 
der Fläche eines umschließenden Rechtecks. 
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d) Boyko, Dyumina und Krippa geben eine aus vier Summentermen bestehende gewichtige 
Kostenfunktion an. Jeder der Terme beschreibt das Verhältnis einer Teilmenge der platzierten 
Schablonen zu einem umschließenden Rechteck. Die einzelnen Terme sind zu maximieren. 
e) Heistermann und Lengauer suchen ähnliche Umrißkonturen noch zu platzierender Schablonen 
und der Umrißkontur der bislang nicht belegten Unterlagenfläche. 
f) Karasic beurteilt eine mögliche Platzierungsposition p einer Schablone S anhand der 
Flächenanteile auf der Unterlage, die von keiner der folgenden, noch zu platzierenden 
Schablonen mehr genutzt werden können (d.h. keine der folgenden Schablonen kann diese 
Flächenanteile bei beliebiger legaler Platzierungslage überdecken), wenn S auf p platziert 
wird. Der Flächeninhalt dieser Flächenanteile ist das Kostenmaß für die Güte der Platzierung. 
R. Heckmann [29](Seite 71 und 75) stellt die Auswahlkriterien a) bis f) in Frage und wendet 
folgende an: 
g) Wähle immer die kleinste x-Koordinate auf dem Hodographen-Polygon. 
h) Wähle eine zufällige Platzierungsposition auf dem Rand eines Hodographen-Polygons. 
j) Wähle eine zufällige Platzierungsposition mit kleiner x-Koordinate auf dem  
Rand eines Hodographen-Polygons. Betrachte aber außerdem die Umgebung um den 
ausgewählten Punkt. 
Für die Schablone P muss unter dem angenommenen Einfüge-Rotationswinkel φER eine geeignete 
und günstige Einfügeposition gefunden werden. So ergeben sich für die Schablone P, unter 
Berücksichtigung von φER, dem Unterlagen-Umriss-Polygon Q, sowie den bereits platzierten 
Schablonen M‘ (Abbildung 109 zeigt eine angenommene Platzierungssituation mit den Schablonen 




















Abbildung 109: C-Hindernis-Polygone für Schablone P 
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Aus der Menge MCH der berechneten C-Hindernis-Polygone (Abbildung 109) ist das „beste“ C-
Hindernis-Polygon CHopt  auszuwählen. Die 0-Flächen-Polygone (Kapitel 4.6) spielen hierbei eine 
bedeutende Rolle. Die Auswahl-Kriterien K1-K6 (zuvor, in diesem Kapitel) speziell das Auswahl-
Kriterium K6 berücksichtigt die 0-Flächen-Polygone und steht dabei im Vordergrund.  
Mit dem C-Hindernis-Polygon CH1 liegt in Abbildung 109 (mit Platzierungssituation der 
Schablonen A bis G) ein Polygon vor, dessen Flächeninhalt ΦCH1=0 ist. Das zeigt für die 
Schablone P an, dass diese unter dem angenommenen Einfüge-Rotationswinkel φER, mit ihrem 
Bezugspunkt BP auf CH1 platzierbar ist und dass P unter dem gewählten φER nicht verschiebbar ist. 
So könnte hier eine Platzierung mit hoher Anschmiegung möglich sein. Deshalb sollen C-
Hindernis-Polygone mit dem Flächeninhalt ΦCH=0 bevorzugt ausgewählt werden. Sollten mehrere 
C-Hindernis-Polygone mit einem Flächeninhalt ΦCH=0 vorliegen, ist die „kleinste“ Fläche, d.h. 
die mit dem kleinsten Umfang auszuwählen, da die Flächeninhalte selbst den gleichen Wert 
aufweisen.  
Zur Platzierung einer Schablone auf einem C-Hindernis-Polygon der Menge MCH werden mit CH1 
die Auswahl-Kriterien K1, K2, K3, K5 und K6 direkt erfüllt. Zusätzlich liegt hier noch die 
Erfüllung des Kriteriums K4 vor, also der Anschmiegung der Schablone P an das Unterlagen-
Umriss-Polygon Q sowie der bereits platzierter Schablonen (A, C, B). Die beste Einfügeposition 
für P  sei somit also auf CH1 gegeben (Abbildung 109).  
Im C-Hindernis-Polygon CH3 (Abbildung 109) liegt ein Teil-C-Hindernis-Polygon mit dem 
Flächeninhalt ΦCH3_0=0 vor. Dieser Bereich deutet darauf hin, dass für P, bei einer Platzierung auf CH3_0, ein hoher Grad an Anschmiegung (Auswahl-Kriterien K4) an Q und/oder bereits platzierter 
Schablonen M´ zu erwarten ist. Auch ein Punkt Pkt0 mit spitzem konvexen Winkel (Abbildung 
110) ist im Teil-C-Hindernis-Polygon CH3_0  gegeben. So ist hier das Auswahl-Kriterium K6 



















Abbildung 110: C-Hindernis-Polygone bei eingefügten Schablonen P1 und P2 
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Weiterhin soll die Minimierung des Flächeninhalts ΦCH (der gefundenen C-Hindernis-Polygone 
MCH) für die Auswahl eines C-Hindernis-Polygons aus MCH im Vordergrund stehen. Denn eine 
Platzierung einer Schablone auf einem C-Hindernis-Polygon mit kleiner Fläche ΦCH zieht eine 
geringere Zerstückelung freier Flächenbereiche auf der Unterlage nach sich. 
Mit der Wahl einer „optimalen“ Einfügeposition für eine Schablone P auf einem 
zusammenhängenden freien Flächenbereich ZfFB der Unterlage, unter zur Hilfenahme des besten C-
Hindernis-Polygons CHopt, ist nicht gewährleistet, dass für P eine „optimale“ Einfügeposition 
gefunden wird (Abbildung 111). So muss versucht werden, P am Einfügepunkt EP weiter zu 
optimieren.  
Die Abbildung 111 zeigt eine Nesting-Situation mit platzierten Schablonen S1 bis S11, sowie der 
aktuell betrachteten Schablone P auf dem Einfügepunkt EP. Das rote Polygon zeigt für die 
Schablone P, unter dem Einfüge-Rotationswinkel φER, das C-Hindernis-Polygons CHopt. Der 




Die Schablone P am Einfügepunkt EP berührt an den 3 Punkten EP, Pkt1 und Pkt2 bereits 
platzierte Schablonen der Menge M‘. Zudem liegt EP auf dem C-Hindernis-Polygon TCHopt auf  
einem 0-Flächenbereich. Die Schablone P scheint zunächst zwischen den Schablonen S6, S7, S8 
und S11 eingeklemmt zu sein. Eine visuelle Betrachtung der Abbildung 111 liefert jedoch die 
Aussicht einer Nachoptimierung der Schablone P. So soll P in der Nähe vom Einfügepunkt EP, mit 
dem Ziel einer besseren Anschmiegung an die Schablonen S7, S8 oder S11, nachoptimiert werden. 
Zur Nachoptimierung von P sollen weitere Einfüge-Rotationswinkel φ‘ER ermittelt werden. So 
sollen die Winkel α und β (Abbildung 111) zwischen der Schablone P und der Schablonen S7 
sowie S8 herangezogen werden. Mit dem Winkel β (Abbildung 111) würde die Schablone P im 
Uhrzeigersinn um den Punkt Pkt2 die größte Rotation erfahren. So sei der größte Winkel φ‘ERmax 





















Abbildung 111: Wahl einer Einfügeposition für P auf CHopt am Punkt EP 
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dem Uhrzeigersinn um den Punkt Pkt1). Es ergibt sich somit eine Menge MφER möglicher Einfüge-
Rotationswinkel um den ursprünglichen Einfüge-Rotationswinkel φER, mit φER+φ‘ERmax, 
φER+φ‘ERmax–1*dφ‘ER, φER+φ‘ERmax–2*dφ‘ER, …, dabei wird eine Schrittweite von dφ‘ER=(φ‘ERmax-φ‘ERmin)/10 angenommen. Die Anzahl der Winkel wird auf 10 festgelegt, um die 
Laufzeit zu begrenzen. Denn für jeden Winkel aus MφER ist für die Schablone P, dem Unterlagen-
Umriss-Polygon Q und der Menge bereits platzierter Schablonen M‘  jeweils ein C-Hindernis-
Polygon CH zu berechnen. So ergibt sich eine Menge von C-Hindernis-Polygonen mit MCH‘. Aus 
der Menge MCH‘  ist des „beste“ CH zu wählen. Dazu werden die Auswahl-Kriterien K1 bis K6 
herangezogen. Dabei soll der neu gewählte Einfüge-Rotationspunkt EP‘ auf einem C-Hindernis-
Polygon CH’ der Menge MCH‘ in der Nähe vom ursprünglich gefundenen Einfüge-Rotationspunkt EP liegen. Für den gefundenen Einfüge-Rotationspunkt EP‘ wird unter dem betrachteten Winkel 
φ’ER die Anschmiegung an die Schablonen S6, S7, S8 und S11 der Menge M‘ geprüft. Die 
Abbildung 112 zeigt für die Schablone P unter dem dargestellten Einfüge-Rotationswinkel φ’ER die 
günstigste gefundene Einfügeposition EP‘opt. 
 
Nach der erfolgreichen Platzierung einer Schablone wird mit dem Prozess-Zyklus Zc (Abbildung 
91) fortgefahren. Die Terminierung des Nesting-Algorithmus findet statt, wenn keine Schablone 
aus dem Schablonen-Einstufungs-Container SECniedrig zu einer Platzierung führt. 
Im Anhang I werden Ergebnisse der Nesting-Test-Software dargestellt, die im Rahmen dieser 






S6  S8 
P EP‘opt 
Abbildung 112: Nachoptimierung von P mit CH‘, φ‘ER und EP‘opt 
Seite 107 
7 Schlussbetrachtung 
Es existiert keine Vorgehensweise für die Anordnung von Schnitteilen auf einer Unterlage, die 
zwingend zu einer optimalen Lösung eines irregulären Zuschnittproblems führt. Nur angewandte 
Heuristiken führen zu einer Lösung des Problems, schreibt J.A.M. Chiong [14]( Seite 64 und 65). 
Obwohl sicherlich keine Vorgehensweise zwangsläufig zu einer optimalen Lösung führt, so kann 
mit dem Nesting-Algorithmus NA, der sich an der Arbeit der Handleger orientiert, doch auf gute 
Ergebnisse gehofft werden. Es wurde versucht die Erfahrung der Handleger nachzubilden, was auf 
folgenden Aspekten führte: 
a) Eine Charakterisierung der Formen der Schablonen. 
b) Ein Beurteilung, wie viele Unterlagen wahrscheinlich benötigt werden. 
c) Eine Beurteilung der Schablonen nach ihrer Schwierigkeit, gegeben durch ihre Form und 
Größe, immer mit Blick auf die Menge der erwarteten Unterlagen. 
d) Eine Beurteilung von freien Bereichen der Unterlage. 
e) Ein Überblick über die insgesamt zu verarbeitenden Schablonen. Ein gutes Ergebnis ist 
gegeben, wenn für alle Schablonen eine zulässige Platzierung gefunden wird, sowie auf den 
dabei verbrauchten Unterlagen Q1, Q2, ..., QN-1 die Summe der Flächeninhalte der 
Verschnittmengen R1, R2, …, RN-1 minimal ist und der Rest RN der Unterlage QN maximal ist. 
Im NA stellt die Formanalyse der Schablonen einen elementaren Lösungsansatz dar. Hierbei soll 
die gesamte Form bzw. Formtendenz einer Schablone berücksichtigt werden. J. Heistermann, T. 
Lengauer [30] und W. Dammer-Trede [15] haben eine lokale Formerkennung von wenigen 
aufeinanderfolgenden Kanten eines Polygons (Schablone und Unterlage) realisiert. Auf die 
gesamte Form einer Schablone wird hier nur stark idealisiert eingegangen, so dass nach der 
Analyse der Kanten nur eine grobe Abschätzung der maximalen Schablonenausmaße stattfindet. In 
der Literatur sind Lösungsansätze zu finden, die eine einfache Relation von konvexer Hülle um 
eine Schablone zu dem Schablonen-Umriss-Polygon annehmen und daraus eine 
Schablonenauswahl realisieren (J.A.M. Chiong [14](Seite 62-63)). Auch randomisierte Schablone-
Auswahlverfahren (J.A. Bennell, K.A. Dowsland, W.B. Dowsland [5], R. Heckmann [29], J.A.M. 
Chiong [14], C. Alves, P. Brás, J.M. Valério de Carvalho, T. Pinto [3]) werden angewandt. Dieser 
Ansatz kommt der eines Handlegers allerdings in keiner Weise nahe, denn ein Handleger wählt 
immer gezielt Schablonen aus. Mit den im Kapitel 5.6.2 definierten Schablonen-Auswahl-
Schlüsseln und ihrer Anwendung (Kapitel 6), kann durch gezielte Auswahl einer Schablone die 
Auswahl wie bei einem Handleger nachgestellt werden. Mit der konvexen Hülle der 
Flächenschwerpunkte um die Vergröberungspolygone und dem Form- und Ausdehnungsvektor 
ergibt sich eine abstrakte und in der Literatur bisher nicht berücksichtigte Sicht auf die Form einer 
Schablone, sowie der Form freier Flächenbereiche auf einer Unterlage. Zur Generierung der 
Schlüssel sollen heuristische Auswahlverfahren angewandt werden. Bereits bei der Berechnung der 
Vergröberungspolygone, mit der Annahme der Vergröberungskriterien (Tabelle 1, Tabelle 2 und 
Tabelle 3), ist eine Heuristik gegeben. Die anschließende Betrachtung der konvexen Hülle um die 
Flächenschwerpunkte der Vergröberungspolygone zeigt ebenfalls eine starke Heuristik auf. Die 
Generierung der konvexen Hülle um die Flächenschwerpunkte der Vergröberungspolygone stellt 
eine Transformation einer Menge von Polygonen, über deren Flächenschwerpunkte, auf ein neues 
Polygon dar. 
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Die Abschätzung der Anzahl an Unterlagen, die zum Platzieren der Schablonen benötigt werden, 
erfüllt ein wichtiges Kriterium bei der Betrachtung des Nesting-Problems aus der Sicht eines 
Handlegers, um eine gute Verteilung der Schablonen zu gewährleisten. Bei keinem mir bekannten 
Verfahren wurde das Thema der Minimierung der Verschnittflächen R1, R2, …, RN-1 und 
gleichzeitigen Maximierung des Restes RN behandelt. R. Heckmann [29](Seite 68) versucht mit 
seiner Wahrscheinlichkeit, eine Verteilung der Schablonen auf ggf. mehrere Unterlagen zu 
realisieren. Die Befragung der Handleger hat allerdings ergeben, dass es sinnvoll ist, die 
Schablonen anhand virtueller Schablonengruppen auf ggf. mehrere benötigte Unterlagen zu 
verteilen, um ein gutes Endergebnis zu erzielen. Bei R. Heckmann [29] wird eine solche Verteilung 
nicht berücksichtigt, besonders nicht die Maximierung des Restes RN bei einem 
Unterlagenverbrauch von mehr als einer Unterlage. Durch die Einführung der Schablonen-
Einstufungs-Container, unter Zuhilfenahme der Schablonen-Auswahlschlüssel und der 
Handhabung der Schablonen-Einstufungs-Container, ist mit dem Nesting-Algorithmus eine 
Verteilung realisiert, die der Verteilung durch Handleger nahe kommt. 
Mit dem Form- und Ausdehnungsvektor kann eine Einschätzung und Beurteilung eines freien 
Bereiches auf der Unterlage erreicht werden. Über diesen kann für eine betrachtete Schablone ein 
erster möglicher Einfüge-Rotationswinkel ermittelt werden. Auch hier wird dem Ansatz des 
Handlegers nachgekommen, denn dieser betrachtet und analysiert einen freien Bereich auf der 
Unterlage in Form und Größe. Durch den visuellen Zugang kann der Handleger mit seiner 
Erfahrung beurteilen, ob eine Schablone auf den freien Bereich der Unterlage überlappungsfrei 
platziert werden kann. Im Vorfeld dieser Entscheidung muss der Handleger die Schablone virtuell 
(ggf. auch physisch) so rotieren, dass diese dann in den freien Bereich passt. Die Entscheidung über 
die Rotation liefert im Nesting-Algorithmus die Ermittlung des ersten Einfüge-Rotationswinkels. In 
der Literatur werden Algorithmen zum Nesting und Strip-Packing beschrieben, bei denen die 
Menge erlaubter Einfüge-Winkel stark eingeschränkt ist (wie bei A. Dias [19], O.Y. Sergeyeva, G. 
Scheithauer, J. Terno, M.A. Verhoturov [55], J.A.M. Chiong [14], K.M. Daniels, Z. Li, V.J. 
Milenkovic [16], M.A. Verkhoturov, O.Y. Sergeyeva [58], M. Hifi, R. M’Hallah [31] oder N. 
Marques, J. Bernardo, P. Capela [45]). Hieraus ergibt sich dann eine deutlich reduziertere 
Problemstellung. Bei anderen beschriebenen Verfahren, wie bei J. Heistermann, T. Lengauer [30], 
W. Dammer-Trede [15], Fraunhofer-Institut für Algorithmen und Wissenschaftliches Rechnen 
SCAI [26] und R. Heckmann [29] ist die Menge der erlaubten Rotationen zwar nicht eingeschränkt, 
aber eine detaillierte Analyse der freien Flächenbereiche auf der Unterlage findet nicht statt. 
Ob nun eine Schablone unter einem bestimmten Einfüge-Rotationswinkel auf den freien 
Flächenbereich der Unterlage legal platziert werden kann, sagt der um die 0-Flächen-Polygone 
erweiterte Algorithmus zur C-Hindernis-Berechnung. 
Die Möglichkeit der 0-Flächen-Polygone wird bei J.A.M. Chiong [14](Seite 50) zwar erkannt (er 
nennt diese isolierte Bereiche), sie werden aber nicht weiter berücksichtigt, da diese im Extremfall 
zeitaufwendige Operationen nach sich ziehen könnten. Auch schreibt J.A.M. Chiong, dass bis zu 
dem Zeitpunkt seiner Arbeit kein Optimalitätskriterium für dieses Problem bekannt ist. Auch ist bis 
heute in der Literatur kein Verfahren mit Lösungen unter Berücksichtigung der 0-Flächen-
Polygone beschrieben.  
Ein Handleger kann dieses berücksichtigen. Gerade deswegen soll mit dem Nesting-Algorithmus 
und der berücksichtigten 0-Flächen-Polygone, die Aussage von H. Ernst [24] (Seite 459) über 
einem heuristischen Ansatz unterstrichen werden. Laut H. Ernst muss bei heuristischen 
Lösungsverfahren oft von Erfahrungen aus früheren Lösungen ausgegangen werden und „auch die 
Nachbildung menschlicher Problemprozesse versucht“ werden. Diesen Zusammenhang zum 
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menschlichen Handeln und Denken stellt der Nesting-Algorithmus durch die Befragung der 
Handleger her. Allgemein in der Informatik interessieren laut W. Küchlin, A. Weber [36] nicht nur 
die theoretische Durchführbarkeit und Lösbarkeit von Problemen, sondern im Besonderen auch 
deren Kosten. Der Nesting-Algorithmus berücksichtigt mit der Minimierung der Verschnittflächen R1, R2, …, RN-1 und der Maximierung des Restes RN die Kosten für die Lösung der Problemstellung. 
Beim Nesting-Algorithmus eine Aussage zur Komplexität und somit Rechenzeit zu machen, ist 
schwierig, denn für die Erstellung von „optimalen“ Schnittbildern in der Lederverarbeitung steht 
nicht, wie (R. Heckmann [29], Seite39) behauptet, „ausreichend“ viel Zeit für den Einsatz 
rechenintensiver Optimierungsmethoden zur Verfügung. So stellt eher sich die grundsätzliche 
Terminierungsfrage. Unter industriellen Bedingungen gibt der Produktionsprozess die Taktzeiten 
vor. So soll ein Optimierungsprozess jederzeit unterbrechbar sein, im Idealfall terminiert der 
Nesting-Algorithmus nach einer endlichen Zeit automatisch mit einem „optimalen“ Ergebnis. Im 
gezeigten Nesting-Algorithmus besteht jederzeit die Möglichkeit, aus produktionstechnischen 
Gründen diesen abzubrechen. Denn zu jedem betrachteten Zeitpunkt sind alle platzierten 
Schablonen legal platziert. 
Der Nesting-Algorithmus kann durch heuristische Lösungsansätze mit dem ersten Einfüge-
Rotationswinkel für eine Schablone, unter Zuhilfenahme des Form- und Ausdehnungsvektors für 
einen freien Flächenbereich auf der Unterlage, eine legale Einfüge-Position ermitteln. Im 
Anschluss wird eine platzierte Schablone so nachoptimiert, dass sich eine bessere Anschmiegung 
an den Unterlagenrand oder bereits platzierte Schablonen ergibt. Mit der Nachoptimierung kann 
man so von einem heuristischen Verbesserungsverfahren sprechen (W. Domschke, A. Scholl [21]). 
Da bei der Wahl eines Einfüge-Rotationswinkels aus der Menge möglicher Einfüge-
Rotationswinkel der zu prüfenden Winkel über die Berechnung, Analyse und letztendliche 
Auswahl des „besten“ C-Hindernis-Polygons eine Teillösung verfolgt wird, kann von einem 
unvollständigen heuristischen Verbesserungsverfahren gesprochen werden. Es wird eine scheinbar 
beste Lösung verfolgt und mit Nachoptimierung verbessert. Ist eine legale Einfüge-Position für 
eine Schablone gefunden und diese somit auf der Unterlage legal platziert, verhält sich der Nesting-
Algorithmus nach dem Greedy-Schema (eine getroffene Entscheidung wird nicht revidiert C. 
Wagenknecht [59]). Dennoch gibt der Nesting-Algorithmus die Möglichkeit her, dass eine 
platzierte Schablone jederzeit aus der Menge platzierter Schablonen entnommen und in die Menge 
noch nicht platzierter Schablonen transferiert wird. Eine solche Schablone kann dann über die 




Aussichten und weitere Forschungsansätze 
Für den beschriebenen Nesting-Algorithmus lassen sich einige Erweiterungsmöglichkeiten sowie 
Vorgehensweisen herleiten. 
Der Nesting-Algorithmus könnte wie bei W. Dammer-Trede [15], J. Heistermann, T. Lengauer 
[30], M. Kämmerer [34] oder Fraunhofer-Institut für Algorithmen und Wissenschaftliches Rechnen 
SCAI [26], für inhomogene Unterlagen- und Schablonenflächen realisiert werden. D.h. Flächen 
unterschiedlicher Qualität sowie Löcher werden zugelassen. 
Es kann eine Vorgehensweise des Nesting-Algorithmus untersucht werden, in der die Form eines 
freien Flächenbereiches auf der Unterlage zu einer gezielten Schablonenauswahl führt. Damit 
würde die Analyse eines freien Flächenbereiches auf einer Unterlage im Vordergrund stehen. Im 
vorgestellten Nesting-Algorithmus ist die grundsätzliche Vorgehensweise gegeben, dass die 
Schablonenauswahl im Vordergrund steht und für eine gewählte Schablone freier Flächenbereich 
gesucht wird. 
Ein weiterer umfangreicher Forschungsansatz ist das gleichzeitige Nesting auf mehreren 
Unterlagen (W. Dammer-Trede [15]). Über eine grobe Abschätzung des zu erwartenden 
Verbrauchs an Unterlagen und der Berücksichtigung des betrachteten Schablonensatzes, ist hier ein 
gutes Nesting-Ergebnis zu erwarten. So könnte die Menge der schwierigeren und großen 
Schablonen direkt auf mehrere Häute platziert werden. Der Reihe nach werden die Schablonen, mit 
dem Schwierigkeitsgrad abnehmend, betrachtet und auf die Menge der zur Verfügung stehenden 
Unterlagen platziert. Am Ende eines Nesting-Prozesses ist der gesamte Schablonensatz 
abgearbeitet. Dieser Algorithmus hängt stark von der Abschätzung der Unterlagenmenge ab, da auf 
alle angebotenen Unterlagen „gleichzeitig“ Schablonen platziert werden. Diese Vorgehensweise 
setzt voraus, dass ausreichend viele Unterlagen im Produktionsprozess gleichzeitig zur Verfügung 
stehen. 
Bei dem vorgestellten Nesting-Algorithmus sind zunächst alle platzierten Schablonen nicht 
beweglich. Dennoch könnte jederzeit eine platzierte Schablone verschoben sowie gedreht und mit 
der C-Hindernis Berechnung die Legalität geprüft werden. So ließe sich hier ein Gravitations- und 
Impuls-Algorithmus implementieren. Bereits platzierte Schablonen werden in eine Richtung 
verschoben (mJ-Verfahrens von J.A.M. Chiong [14]), wobei diese sobald sie an das Unterlagen-
Umrisspolygon, wie auch an bereits platzierte Schablonen stoßen, ggf. zusätzlich rotieren. 
Schablonen können sich so gegenseitig in andere Lagen versetzen. Z. Li., V. Milenkovic [43] 
versuchen in ihrer Arbeit konvexe sowie nicht-konvexe Polygone in ihrer Lage zu verdichten, 
indem sie die Polygone simuliert bewegten, wobei den Polygonen Kraftvektoren zugeordnet 
werden. Auch hier wird der C-Hindernis-Algorithmus verwendet. Es handelt sich hierbei allerdings 
um einen Algorithmus zur Verdichtung von Polygonen auf einem Strip mit Anwendung im 
Rapportlayout. Bezüglich der Verdichtung von Polygonen hat V.J. Milenkovic [49] einen 
ähnlichen Ansatz, im Zusammenhang mit Sandkörnern, die in eine Sanduhr fallen, betrachtet. M. 
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Anhang A Unternehmen und Nesting 
Im Folgenden möchte ich Kontaktdaten zu Unternehmen auflisten, die sich mit Nesting sowie dem 
Strip-Packing beschäftigen. 
1. AEV-Automotive GmbH: Nesten&Cutten. 
Jun.2012, http://www.aev-automotive.de. 
2. Blechwelt GmbH: InvenTex Intelligent Master Marker Auto Nesting.  
Jun.2012, http://blechwelt.com. 
3. CASO GmbH: AutoNEST.  
Jun.2012, http://www.caso.de. 
4. Custom Trim: Lederverarbeitung, PKW-Zubehör.  
Jun.2012, http://www.newcastlecustomtrim.com. 
5. Expert-Systemtechnik: nestEXPERT 
Jun.2012, http://www.expertsystemtechnik.de. 
6. Helble-Textil: Leder-Zuschnitt.  
Jun.2012, http://www.helble-textil.de. 
7. Himolla Polstermöbel GmbH: Polstermöbelhersteller. 
Jun.2012, http://www.himolla.com. 
8. W. Knoll: Leder-Zuschnitt. 
Jun.2012 , http://www.walterknoll.de/de/leather.aspx. 
9. Lectra: Leather cutting solutions.  
Jun.2012, http://www.lectra.com. 
10. Lederatelier: Leder-Zuschnitt.  
Jun.2012, http://www.mb-lederwerkstatt.de. 
11. MTC software: ProNest Software.  
Jun.2012 , http://www.hyperthermcam.com. 
12. NovoCut: Leder-Zuschnitt.  
Jun.2012, http://www.novocut.de. 
13. OptiTex: Marker.  
Jun.2012, http://www.optitex.com. 
14. Rebstock Consulting GmbH & Co.KG: Gemini Nest Expert. 
Jun.2012, http://www.rebstockconsulting.de. 
15. TUP Germany: KFZ Innenausstattung.  
Jun.2012, http://www.tup-gmbh.de. 






Anhang B  
Definition ClassPolygon und ClassPolygonzug 
Die Nesting-Testumgebung wurde in der objektorientierten Programmiersprache C++ entwickelt. 
Für die Testumgebung wurden Klassen definiert, die eine gute Beschreibung von Polygonen 
erlauben und das Arbeiten mit Polygonen erleichtern. 
Hierfür möchte ich hier kurz die Definitionen von ClassPolygon und ClassPolyonzug vorstellen. 
 
ClassPolyonzug:  
Diese Klasse beschreibt ein mathematisches Polygon mit Bezugspunkt, X-/Y-Koordinaten und 
weiteren speziellen Attributen. Methoden wie Translation, Rotation. 
 
ClassPolygon:   
Diese Klasse Polygon beschreibt nicht ein einzelnes mathematisches Polygon, sondern eine Menge 
verschiedener mathematischer Polygone, wie verschiedenste Vergröberungspolygone und 
Analysedaten, die zu einzelnen mathematischen Polygonen gemacht und gespeichert werden. All 
diese einzelnen Daten (mathematische Subpolygone) werden in einer Klasse Polygon gespeichert 
und verwaltet. So stehen jedem mathematischen Basis-Polygon zu jedem Zeitpunkt eine Menge 
von Analysedaten zu diesem Polygon zur Verfügung. Bei z.B. Rotationen und Translationen eines 
Basis-Polygons werden alle Sub-Daten und Sub-Polygone mit verarbeitet. 
 
class Polygon { 
 friend class Nesting; 
 friend class Polygonzug; 
 friend class Schablone; 
 friend class Unterlage; 
public: 
   Polygon( Polygon &np, Schablone *schabl, Unterlage *unter ); 
   Polygon( enum PolygonTyp _typ ); 
   Polygon( enum PolygonTyp _typ, Schablone *schabl, Unterlage *unter ); 
 Polygon( PolygonTyp _typ, istream &is ); 
   ~Polygon( ); 
 void PolygonReset( void ); 
 void PolygonInitFarben( void ); 
 void PolygonInit ( void ); 
 void draw( MainWidget *mw, QWidget *w, QPainter *p, Punkt& pkt,  
     int cx, int cy, int cw, int ch, bool letzte=false ); 
 void draw( MainWidget *mw, QWidget *w, QPainter *p, bool update, 
   PolygonVergroeberung tUmriss =ORGINAL, PolygonZeichnen vUmriss =SICHTBAR, 
   PolygonVergroeberung tQ1  =ORGINAL, PolygonZeichnen vQ1   =SICHTBAR, 
   PolygonVergroeberung tQ2  =ORGINAL, PolygonZeichnen vQ2   =SICHTBAR, 
   PolygonVergroeberung tQ3  =ORGINAL, PolygonZeichnen vQ3   =SICHTBAR, 
   PolygonVergroeberung tQ4  =ORGINAL, PolygonZeichnen vQ4   =SICHTBAR, 
   PolygonVergroeberung tQ5  =ORGINAL, PolygonZeichnen vQ5   =SICHTBAR, 
   PolygonVergroeberung tQ6  =ORGINAL, PolygonZeichnen vQ6   =SICHTBAR, 
   PolygonVergroeberung tLoch  =ORGINAL, PolygonZeichnen vLoch  =SICHTBAR); 
 Punkt &PushBackPunkt( double x, double y,    Kante *k ); 
 Punkt &PushBackPunkt( Punkt &p,        Kante *k ); 
 Punkt &PushBackPunkt( double betrag, float winkel, Kante *k, int dummy ); 
 Punkt &PushBackPunkt( Vektor &v,       Kante *k ); 
 Polygon &Verschiebe(double dx, double dy); 
 Polygon &Verschiebe(double betrag, float winkel, int dummy); 
 Polygon &Verschiebe(const Punkt &p); 
 Polygon &Verschiebe(const Vektor &v); 
    Polygon &Drehe(float winkel); 
    Polygon &Drehe(float winkel, Punkt &p); 
 Polygon &Drehe(float winkel, double _x, double _y ); 
    Polygon &Drehe(float winkel, Vektor &v); 
 Polygon &Drehe(float winkel, double vektorBetrag, float vektorWinkel, int dummy ); 
 Punkt GetBezugspunkt( enum _Bezugspunkt bzpkt ); 
 float ZoomWertPixelErmitteln( float zoomFaktorAktuell );       
 // Rückgabe ist der Zoomfaktor für Verkleinerung auf ein Pixel 
 double ZoomProzent ( Punkt ZoomPunkt, double zoomWert, double zoomFaktorAktuell );  
 // Rückgabe ist der Zoomfaktor 
    Polygon &ErzeugeVergroeberung( enum PolygonVergroeberung pv ); 
    Polygon &ErzeugeMassenschwerpunktPolygon( void ); 
 void SetGridUmriss( enum PolygonTyp, enum PolygonTyp, enum PolygonVergroeberung ); 
 void SetGrid( enum PolygonTyp, enum PolygonTyp, enum PolygonVergroeberung ); 
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 Polygon &operator =(Polygon& ); 
 void  UpdateFarbenInPolygonzug(void); 
 void  ResetFarbe(void); 
 QColor &SetzeKanteFarbe(QColor &c); 
 QColor &SetzeFlaecheFarbe(QColor &c); 
 Polygon & LeseDaten  ( istream &is ); 
 Polygon & LeseDatenDXF ( istream &is ); 
 Polygon & SchreibeSchablonenPlatzierungen( ofstream &datei_optgeo, int index ); 
 Polygon &Analysiere( void ); 
 Polygonzug* GetPolygonzug( enum PolygonVergroeberung pv ); 
 double Get_maxX( void ){ return maxX; };  
 double Get_minX( void ){ return minX; };  
 double Get_maxY( void ){ return maxY; };  
 double Get_minY( void ){ return minY; };  
 enum PolygonTyp GetTyp( void ); 
 void SchliesseOffenesPolygonDurchUmrisspolygon( Polygon &umrisspol ); 
 Polygonzug &GetPolygonzugUmriss( void ); 
 Polygonzug *GetPolygonzugUmriss( bool dummy ); 
 bool GetDxfPolylinieGeschlossen( void ){ return dxfPolylinieGeschlossen; }; 
 int  GetPolygonIndex( void ) { return polygonIndex; }; 
 void InneresPolygonPushBack( Polygon *p ) { innerePolygone.push_back(p); }; 
 int AnzahlInnerePolygone( void ){ return (int) innerePolygone.size(); }; 
 int GibInneresPolygonIndex( int ind ){ return (*innerePolygone[ind]).polygonIndex; }; 
 double GetFlaechePolygon     ( enum PolygonVergroeberung pv ); 
 double GetUmfangUmriss      ( void ); 
 double GetFlaecheUmriss     ( void ); 
 double GetFlaecheKonvexesPolygon   ( void ); 
 double GetFlaecheUmschliessendenKreis  ( void ); 
 Kreis GetUmschliessendenKreis    ( void ); 
 Punkt GetMPKonvexesPolygonFlaechenschwerpunkte( void ); 
 Punkt GetBevorzugteOptimierVerschiebung ( void ); 
private:     
 void SetColor( enum PolygonIA _innenAussen, int _style, QColor _farbeKante, QColor _farbeFlaeche ); 
 void AlgorithmenTest   ( void ); 
private:     
    string    beschreibungTyp;    // Polygonbeschreibung z.B. "SCHABLONE_UMRISS" 
    string    beschreibungInnenAussen; // Polygonbeschreibung z.B. "INNEN" 
 int     polygonIndex; // Index des Polygons in der *.nest Datei 
 enum PolygonTyp su;    // SCHABLONE oder UNTERLAGE 
 enum PolygonTyp qualitaet; 
 enum PolygonTyp typ;   
 enum PolygonIA  innenAussen; // INNEN oder AUSSEN 
 QColor  farbeKante; 
 QColor  farbeFlaeche; 
 int   style; 
 bool dxfPolylinie; 
 bool dxfPolylinieGeschlossen; 
 vector <Polygonzug*> polygonzuege;  
 vector <Polygonzug*> polygonzuegeAussen;   
 vector <Polygonzug*> polygonzuegeInnen;   
 Polygon     *umschliessendesPolygon;  
 vector <Polygon *>  innerePolygone; 
 double maxX, minX; 
 double maxY, minY; 
 Schablone *pSchablone; 
 Unterlage *pUnterlage; 
};  
 
class Polygonzug { 
 friend class Nesting; 
 friend class Schablone; 
 friend class Unterlage; 
 friend class Polygon; 
 friend void test_function(Polygonzug&pz); 
 friend ostream &operator <<(ostream &, Polygonzug& ); 
 friend void PolygonzugAugabe( Polygonzug *, bool, char *, int ); 
 friend void PolygonzugAugabeDXF( Polygonzug *, bool, char *, int ); 
public: 
 //************************************************ 
 Polygonzug( Polygonzug &pz ); 
 Polygonzug( Polygon *p, Polygonzug &pz ); 
 Polygonzug( Polygon *p, PolygonVergroeberung _verg, PolygonZeichnen _zeichnen ); 
 Polygonzug( Polygon *p, PolygonVergroeberung _verg, PolygonZeichnen _zeichnen, Polygonzug &pz ); 
 Polygonzug( Kreis &k, int eckenAnzahl ); 
   ~Polygonzug( ); 
 void PolygonzugReset( bool all ); 
 void PolygonzugInit ( Polygon *p ); 
 //************************************************ 
 Polygonzug & LeseDaten  ( istream &is ); 
 Polygonzug & LeseDatenDXF ( istream &is ); 
 Polygonzug & SchreibeSchablonenPlatzierungen( ofstream &datei_optgeo, int pzIndex, int ian ); 
 //************************************************ 
 Punkt &PushBackPunkt( double x, double y, Kante *k ); 
 Punkt &PushBackPunkt( double betrag, float winkel, Kante *k, int dummy ); 
 Punkt &PushBackPunkt( Punkt &p, Kante *k ); 
 Punkt &PushBackPunkt( Punkt *p, Kante *k ); 
 Punkt &PushBackPunkt( Vektor &v, Kante *k ); 
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 Punkt &PushFrontPunkt( Punkt &p, Kante *k ); 
 Punkt &PushFrontPunkt( Punkt *p, Kante *k ); 
 //************************************************ 
 Polygonzug &Verschiebe (double dx, double dy); 
 Polygonzug &Verschiebe (double betrag, float winkel, int dummy); 
 Polygonzug &Verschiebe (const Punkt &p); 
 Polygonzug &Verschiebe (const Vektor &v); 
 Polygonzug &Drehe  (float winkel); 
 Polygonzug &Drehe  (float winkel, Punkt &p); 
 Polygonzug &Drehe  (float winkel, double _x, double _y ); 
 Polygonzug &Drehe  (float winkel, Vektor &v); 
 Polygonzug &Drehe  (float winkel, double vektorBetrag, float vektorWinkel, int dummy ); 
 //************************************************ 
 Polygonzug &Analysiere( void ); 
 Polygonzug &ErzeugeVergroeberung( enum PolygonVergroeberung vergr = VERGROEBERUNG_ALLE ); 
 Polygonzug &ErzeugeMassenschwerpunktPolygon( void ); 
 //************************************************ 
 Punkt  BerechneMassenschwerpunkt ( void ); 
 Vektor  BerechneFallrichtung ( void ); 
 double  BerechneFlaeche    ( void ); 
 double  BerechneMaxPunktAbstand  ( void ); 
 double  BerechneUmfang    ( void ); 
 Punkt  BerechneStatischesMoment ( void ); 
 bool  AnnalysiereKonvex   ( void ); 
 //************************************************ 
 Polygonzug &operator = (Polygonzug& ); 
 Polygonzug &operator = (Dreieck& ); 
 Punkt  operator [] (int i ); 
 bool  operator ==(Polygonzug&); 
 operator int(){ return punkte.size(); }; 
 //************************************************ 
 double  ZoomWertPixelErmitteln ( double zoomFaktorAktuell );       
 double  ZoomProzent    ( Punkt ZoomPunkt, double zoomWert, double zoomFaktorAktuell ); 
 //************************************************ 
 void draw( MainWidget *mw, QWidget *w, QPainter *p ); 
 void draw( MainWidget *mw, QWidget *w, QPainter *p, Punkt& pkt, Polygon *poly, int cx, int cy,  
     int cw, int ch, bool letzte= false ); 
 bool drawNestingWidgetAnzeigeErlaubt( MainWidget *mw, QWidget *w, QPainter *p, Punkt& pkt,  
     Polygon *poly, int cx, int cy, int cw, int ch ); 
 bool drawMagazinWidgetAnzeigeErlaubt( MainWidget *mw, QWidget *w, QPainter *p, Punkt& pkt,  
     Polygon *poly, int cx, int cy, int cw, int ch ); 
 PolygonZeichnen ResetFarbe   ( void); 
 PolygonZeichnen SetzeKanteFarbe  ( PolygonZeichnen v); 
 PolygonZeichnen SetzeFlaecheFarbe ( PolygonZeichnen v); 
 QColor &SetzeKanteFarbe ( QColor &c, PolygonZeichnen v=SICHTBAR); 
 QColor &SetzeFlaecheFarbe ( QColor &c, PolygonZeichnen v=SICHTBAR); 
 void PolygonzugInitFarben( Polygon *p,PolygonVergroeberung _verg,PolygonZeichnen _zeichnen ); 
 void SetGridUmriss  ( enum PolygonTyp, enum PolygonTyp, enum PolygonVergroeberung ); 
 void SetGrid   ( enum PolygonTyp, enum PolygonTyp, enum PolygonVergroeberung ); 
 void SetGridInnerPoly ( enum PolygonTyp, enum PolygonTyp, enum PolygonVergroeberung,  
         Polygon &polyOrginal ); 
 //************************************************ 
 Punkt  GetPolygonBezugspunkt ( void ) { return *bzPunkte[Bezugspunkt_PolygonBezugspunkt]; }; 
 Punkt  GetStatischesMoment  ( void ) { return *bzPunkte[Bezugspunkt_StatischesMoment]; }; 
 Punkt  GetMassenschwerpunkt ( void ) { return *bzPunkte[Bezugspunkt_Massenschwerpunkt]; }; 
 Kreis  GetUmschliessendenKreis ( void ) { return minUmschliessenderKreis; }; 
 double  GetFlaeche    ( void ) { return flaeche; }; 
 double  GetUmfang     ( void ) { return umfang; }; 
 bool  Konvex      ( void ) { return konvex; }; 
 double  Get_maxX( void );  
 double  Get_minX( void );  
 double  Get_maxY( void );  
 double  Get_minY( void );  
 int   GetPunkteAnzahl ( void ){ return (int)punkte.size(); }; 
 Punkt&  GetErstenPunkt ( void ){ return *punkte[0]; }; 
 Punkt&  GetLetztenPunkt ( void ){ return *punkte[(int)punkte.size()-1]; }; 
 //************************************************ 
 enum PolygonTest TestPointInclusion   ( Punkt &pkt ); 
 enum PolygonTest TestPointOnPolygon   ( Punkt &pkt, vector <Punkt*>::iterator *pos = NULL ); 
 bool     TestPolygonzugInclusion  ( Polygonzug &pz ); 
 bool     TestPolygonzugIntersection ( Polygonzug &pz ); 
 enum PolygonTest TestPolygonzugKonvex  ( void ); 
 enum PolygonTest TestKanteBezugPolygonzugLR ( Punkt start, Punkt ziel ); 
 enum PolygonTest TestKanteBezugPolygonzugLR ( KanteGerade &testKante ); 
 bool     TestPointMehrfachVorhanden ( Punkt &pkt ); 
 //************************************************ 
 int BuildTriangulationByCuttingEarInnen ( void ); 
 int BuildTriangulationByCuttingEarAussen( void ); 
 int BuildKonvexZerlegung   ( enum PolygonIA ia ); 
 int BuildCObstaclePolygonzug  ( Punkt bezugspunkt, Polygonzug &obstacle, Polygonzug &cObstacle ); 
 int BuildCObstaclePolygonzugInnen ( Punkt bezugspunkt, Polygonzug &obstacle,  
              vector <Polygonzug*>& cObstacle ); 
 int BuildCObstaclePolygonzugInnen ( Punkt bezugspunkt, Schablonen* schablonenSatzOptimiert,  
              vector <Polygonzug*>& cObstacle ); 
 int BuildUnionPolygon    ( Polygonzug &pz, vector <Polygonzug*>& unionflaechen,  
              bool &buildUnionErweiterung ); 
 int BuildUnionPolygon    ( Polygonzug &pz, vector <Polygonzug*>& unionflaechen,  
              bool &buildUnionErweiterung, bool neu ); 
 int BuildUnionPolygon    ( Polygonzug &pz, vector <Polygonzug*>& unionflaechen,  
           bool &buildUnionErweiterung, bool neu, bool neu2 ); 
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 int BuildDifferencePolygon ( Polygonzug &pz, vector <Polygonzug*>& restflaechen,  
          bool &buildDiffErweiterung, bool flaecheNULLPolysErmitteln = true ); 
 int BuildIntersectionPolygon( Polygonzug &pz, vector <Polygonzug*>& schnittflaechen ); 
 int SucheSchnittpunkte  ( Polygonzug &pz, vector <Punkt*>& schnittpunkte,  
          vector <Punkt*>& beruehrpunkte, bool polyzugErweitern ); 
 void ResetPunkteBesucht  ( void ); 
 void ResetKanteBesucht  ( void ); 
 bool TestPolygonzugImUhrzeigersinn  ( void ); 
 bool PolygonzugTransferieren_GegenUhrzeigersinnNachUhrzeigersinn ( void ); 
private:     
 Polygonzug& Spiegeln(Punkt p); 
 int minkSum( Punkt bezugspunkt, Polygonzug &obstacle, Polygonzug &sum ); 
 vector<Punkt> minkHilf(Polygonzug& poly); 
 double winkel (double x, double y); 
private:     
 //************************************************ 
 Polygonzug &ErzeugeVergroeberung1( void ); 
 Polygonzug &ErzeugeVergroeberung2( void ); 
 Polygonzug &ErzeugeVergroeberung3( void ); 
 Polygonzug &ErzeugeVergroeberung4( void ); 
 Polygonzug &ErzeugeVergroeberung5( void ); 
 Polygonzug &ErzeugeVergroeberung6( void ); 
 Polygonzug &ErzeugeVergroeberung7( void ); 
 Polygonzug &ErzeugeVergroeberung8( void ); 
 Polygonzug &ErzeugeVergroeberung9( void ); 
 Polygonzug &ErzeugeVergroeberung10( void ); 
 Polygonzug &ErzeugeVergroeberung123789( enum PolygonIA ia, 
   double MaxFlaecheVerschnittdreieckMitNeuemPunkt,  double MaxFlaecheVerschnittdreieckMitSehne, 
   double MaxFlaecheKleineVerschnittdreiecke,    double MaxFlaecheLokalVerschnitt, 
   double MaxFlaecheGesamtverschnitt,      double MaxAnzahlDurchlaeufeMitSehne, 
   double MaxAnzahlDurchlaeufeMitNeuemPunkt,    double MaxAbstandNeuerPunkt ); 
 
 //************************************************ 
 enum PolygonTest BerechneInnereEckenWinkel ( void ); 
 void BerechneInnereEckenWinkel  ( vector <Punkt*> *pVectorPunkte,vector <Punkt*>::iterator ip ); 
 int  LoeschePunkteMit180EckenWinkel ( void ); 
 int  LoeschePunkteMit180EckenWinkel ( vector <Punkt*> *pVectorPunkte ); 
 int  LoescheDoppeltePunkte   ( void ); 
 int  VergroeberungDurchDreieckMitSehne ( enum PolygonIA, int, double, double, double, double ); 
 int  VergroeberungDurchDreieckNeuerPunkt( enum PolygonIA, int, double, double, double,  
                       double, double ); 
 enum PolygonTest TestSehneBezugPolygonzug( Punkt start, Punkt ziel ); 
 enum PolygonTest TestSehneBezugPolygonzug( Punkt start, Punkt ziel, Punkt &schnittPunkt,  
          vector <Punkt*>::iterator &ipVon, vector <Punkt*>::iterator &ipNach ); 
 enum PolygonTest TestSchnittkanteMittelpunktInnerhalbPolygonzug( Punkt &start, Punkt &ziel ); 
 void RepariereEndpunkt  ( void ); 
 int  QuickHull    ( vector <Punkt*> &S, Punkt l, Punkt r, vector <Punkt*> &E ); 
 Punkt  FindFurthest   ( vector <Punkt*> &S, Punkt l, Punkt r ); 
 int  PointsOnOrToTheLeft ( vector <Punkt*> &S, bool onl, Punkt l, bool onr, Punkt r,  
          vector <Punkt*> &leftPoints ); 
 Kreis findMinDisc   ( void ); 
 Kreis threePointsToCircle ( Punkt kreispunkte[] ); 
 Kreis twoPointsToCircle ( Punkt kreispunkte[] ); 
 bool pointInCircle   ( Kreis k, Punkt p ); 
 double findMinX    ( void ); 
 double findMaxX    ( void ); 
 double findMinY    ( void ); 
 double findMaxY    ( void ); 
 Punkt findMinXPunkt   ( void ); 
 Punkt findMaxXPunkt   ( void ); 
 Punkt findMinYPunkt   ( void ); 
 Punkt findMaxYPunkt   ( void ); 
 int  doubleTOint   (double ); 
 Punkt BerechneMittelpunkt ( Punkt &start, Punkt &ziel ); 
private:     
 //************************************************ 
 string      beschreibungVergroeberung; // Polygonzugbeschreibung z.B. "VERGROEBERUNG1" 
 string      beschreibungTyp;    // Polygonzugbeschreibung z.B. "SCHABLONE_UMRISS" 
 enum PolygonVergroeberung vergoeberung; 
 enum PolygonTyp    typ; 
 int       anzahlPunkte; 
 double      flaeche, maxPunktAbstand, flaecheInclusiveInnerePolyFlaeche, umfang; 
 Vektor      *fallrichtung;  
 enum PolygonZeichnen polygonzugZeichnen, polygonzugKanteZeichnen,polygonzugFlaecheZeichnen; 
 QColor      farbeKante, farbeFlaeche; 
 int       style; 
 vector <Punkt*>    punkte;   // Punkte des Polygonzuges im Uhrzeigersinn 
 vector <Punkt*>    bzPunkte; // bzPunkte[0] == Polygon Bezugspunkt 
                // bzPunkte[1] == Statisches Moment 
                // bzPunkte[2] == Massenschwerpunkt 
 Polygon     *polygonMain; 
 bool      konvex; 
 double      maxX, minX, maxY, minY; 
 Kreis      minUmschliessenderKreis; 
 //******************************** 
 vector <Dreieck*>  triangulationInnen, triangulationAussen; 
 vector <Polygonzug*> konvexZerlegungInnen, konvexZerlegungAussen; 
 enum PolygonTest   cObstacleTyp; 
};   
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Anhang C Algorithmus – Polygon-Vereinigung 
int 
Polygonzug::BuildUnionPolygon(  Polygonzug &pz,  
          vector <Polygonzug*>& unionflaechen,  
          bool &buildUnionErweiterung ){ 
 // Vereinigung  
 vector <Polygonzug*>::iterator ipUnion; 
 vector <Punkt*>::iterator ipHilf; 
 vector <Punkt*>::iterator ip; 
 vector <Punkt*>::iterator ip_vor; 
 vector <Punkt*>::iterator ip_zurueck; 
 vector <Punkt*>::iterator ippz; 
 vector <Punkt*>::iterator ippz_vor; 
 vector <Punkt*>::iterator ippz_zurueck; 
 vector <Punkt*>::iterator ipAktuell; 
 vector <Punkt*>::iterator ipAktuell_zurueck; 
 vector <Punkt*>::iterator ipAktuell_vor; 
 vector <Punkt*>::iterator ipLetzter; 
 vector <Punkt*>::iterator ippzLetzter; 
 vector <Punkt*>::iterator ipPktStartAussen; 
 vector <Punkt*>::iterator ipPktStartInnen; 
 vector <Punkt*>  schnittpunkte; 
 vector <Punkt*>  beruehrpunkte; 
 enum PolygonTest  polyTest; 
 Polygonzug  *newPolygonzug,*unionAussen; 
 Punkt     *PPP, *pPkt; 
 Punkt     *pAktuell; 
 Punkt     *pNeu; 
 GeoFunktionen   g; 
 int     anzSchnittpunkte, i; 
 double     maxAbstand, abstand; 
 bool     thisAktiv = false; 
 bool     gefunden = false; 
 bool    abbruch = false; 
 static int  index = 0; 
 static unsigned long durchlauf = 0; 




 if ( durchlauf == 1506 ){ 
  durchlauf = 1506; 
  } 
 // ******************************************************************************************** 
 // 1 Schnittpunkte berechnen und einfügen 
 // ******************************************************************************************** 
 anzSchnittpunkte = SucheSchnittpunkte( pz, schnittpunkte, beruehrpunkte, true ); 
 for ( ipHilf = beruehrpunkte.begin(); ipHilf < beruehrpunkte.end(); ++ipHilf )
 schnittpunkte.push_back( *ipHilf ); beruehrpunkte.clear(); 
 
 for ( ipHilf = schnittpunkte.begin(); ipHilf < schnittpunkte.end(); ++ipHilf )  
      PPP = *ipHilf; 
 for ( ipHilf = beruehrpunkte.begin(); ipHilf < beruehrpunkte.end(); ++ipHilf )  
      PPP = *ipHilf; 
 for ( ipHilf = punkte.begin(); ipHilf != punkte.end(); ++ipHilf ) 
      PPP = *ipHilf; 
 for ( ipHilf = pz.punkte.begin(); ipHilf != pz.punkte.end(); ++ipHilf ) 
      PPP = *ipHilf; 
 
 // ******************************************************************************************** 
 // 2 Für beide Polys :  Falls zwei aufeinanderfolgende Punkte Schnittpunkte sind =>  
 //       einen Zwischenpunkt einfügen 
 // ******************************************************************************************** 
 for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
  ip_vor = ( ip == punkte.end()-1 ) ? punkte.begin() : ip + 1; 
  if ( (*ip)    ->Typ() == BERUEHRPUNKT ) (*ip)    ->SetzeTyp( SCHNITTPUNKT );  
  if ( (*ip_vor)->Typ() == BERUEHRPUNKT ) (*ip_vor)->SetzeTyp( SCHNITTPUNKT );  
  if ( (*ip)  ->Typ() == SCHNITTPUNKT  &&   
    (*ip_vor)->Typ() == SCHNITTPUNKT ){ 
   // Neuen Punkt zwischen den beiden Schnittpunkten einfügen  
   pNeu = new Punkt ( BerechneMittelpunkt( *(*ip), *(*ip_vor) ) ); 
   polyTest = pz.TestPointInclusion( *pNeu ); 
   if ( polyTest == PUNKT_LIEGT_AUF_POLYGON ) pNeu->SetzeTyp( SCHNITTPUNKT ); 
   if ( ip == punkte.end()-1 ){ 
    punkte.push_back( pNeu ); 
    ip = punkte.end()-1; 
    } 
   else 
    ip = punkte.insert( ip_vor, pNeu ); 
   } 
  } 
 for ( ip = pz.punkte.begin(); ip != pz.punkte.end(); ++ip ){ 
  ip_vor = ( ip == pz.punkte.end()-1 ) ? pz.punkte.begin() : ip + 1; 
  if ( (*ip)    ->Typ() == BERUEHRPUNKT ) (*ip)    ->SetzeTyp( SCHNITTPUNKT );  
  if ( (*ip_vor)->Typ() == BERUEHRPUNKT ) (*ip_vor)->SetzeTyp( SCHNITTPUNKT );  
  if ( (*ip)  ->Typ() == SCHNITTPUNKT   &&  (*ip_vor)->Typ() == SCHNITTPUNKT ){ 
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   // Neuen Punkt zwischen den beiden Schnittpunkten einfügen  
   pNeu = new Punkt ( BerechneMittelpunkt( *(*ip), *(*ip_vor) ) ); 
   polyTest = TestPointInclusion( *pNeu ); 
   if ( polyTest == PUNKT_LIEGT_AUF_POLYGON ) pNeu->SetzeTyp( SCHNITTPUNKT ); 
   if ( ip == pz.punkte.end()-1 ){ 
    pz.punkte.push_back( pNeu ); 
    ip = pz.punkte.end()-1; 
    } 
   else 
    ip = pz.punkte.insert( ip_vor, pNeu ); 
   } 
  } 
 // Test ob ABBRUCH, d.h. die Union ist eines der beiden Polys 
 buildUnionErweiterung = false; 
 if ( anzSchnittpunkte == 0 ){ 
  buildUnionErweiterung = false; 
  // Test ob ein Punkt von this innerhalb pz liegt,  
  //            dann ist pz das äussere Poly und somit die Union 
  if ( pz.TestPointInclusion( *(punkte[0]) ) == PUNKT_INNERHALB ){ 
   newPolygonzug = new Polygonzug( pz ); 
   unionflaechen.push_back( newPolygonzug ); 
   } 
  else 
  // Test ob ein Punkt von pz innerhalb this liegt,  
  //            dann ist this das äussere Poly und somit die Union 
  if ( this->TestPointInclusion( *(pz.punkte[0]) ) == PUNKT_INNERHALB ){ 
   newPolygonzug = new Polygonzug( *this ); 
   unionflaechen.push_back( newPolygonzug ); 
   } 
  return unionflaechen.size(); 
  } 
 else{ 
  // ******************************************************************************************** 
  // 3 Für beide Polys :  Falls ein Punkt des anderen Poly vollständig innerhalb des anderen liegt, 
          diesen als nicht besuchbar definieren 
  // ******************************************************************************************** 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   polyTest = pz.TestPointInclusion( *(*ip) ); 
   (*ip)->ResetPunktBesucht(); 
   (*ip)->SetPunktBesuchbar(); 
   if ( polyTest == PUNKT_INNERHALB ){ 
    buildUnionErweiterung = true; 
    (*ip)->ResetPunktBesuchbar(); 
    (*ip)->SetPunktBesucht( ); 
    } 
   } 
  for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
   polyTest = TestPointInclusion( *(*ippz) ); 
   (*ippz)->ResetPunktBesucht(); 
   (*ippz)->SetPunktBesuchbar(); 
   if ( polyTest == PUNKT_INNERHALB ){ 
    buildUnionErweiterung = true; 
    (*ippz)->ResetPunktBesuchbar(); 
    (*ippz)->SetPunktBesucht( ); 
    } 
   } 
  // ******************************************************************************************* 
  // ** Problematik :  Es gibt Strecken,  
  //      welche in beiden Polys aufeinander liegen und die gleiche Richtung haben. 
  // **                Falls dieses der Fall ist, ist eine der beiden Strecken als nicht besuchbar  
  //      zu markieren. 
  // ******************************************************************************************* 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
   ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
   if ( !((*ip)->Typ() == SCHNITTPUNKT && (*ip)->GetPunktBesuchbar() == true ) ) continue; 
   if ( (*ip_vor)->GetPunktBesuchbar() == false ) continue; 
   for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
    ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
    ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
    if ( !((*ippz)->Typ() == SCHNITTPUNKT && (*ippz)->GetPunktBesuchbar() == true ) ) continue; 
    if ( (*ippz_vor)->GetPunktBesuchbar() == false ) continue; 
    if ( *(*ip) == *(*ippz) ){ 
     // Schnittpunkt gefunden 
     if ( (*ip_vor)->GetSchnittpunktIndex()!=0 && (*ippz_vor)->GetSchnittpunktIndex()!=0 &&   
          (*ip_vor)->GetSchnittpunktIndex() == (*ippz_vor)->GetSchnittpunktIndex() ){ 
      // Gefahr erkannt ippz_vor als nicht besuchbar markieren 
      (*ippz)->ResetPunktBesuchbar(); 
      (*ippz)->SetPunktBesucht(); 
      break; 
      } 
     } 
    } 
   } 
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  // ******************************************************************************************* 
  // ** Problematik :  Es gibt Schnitt-/Berührpunkte,  
  //      so das die Nachfolger und Vorgänge Zwischenpunkte jeweils  
  // **     vollständig innerhalb des anderen Poly liegen. 
  // **                Falls dieses der Fall ist, ist dieser Punkt ein Einzelpunkt und soll zu einem  
  // **     neuen seperaten Unionspoly mit einem Punkt werden. 
  // **     Anschliessend wird dieser Punkt in beiden Poly als nicht besuchbar markiert. 
  // ******************************************************************************************* 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
   ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
   if ( (*ip)->Typ() != SCHNITTPUNKT ) continue; 
   if ( (*ip)->GetPunktBesuchbar() == false ) continue; 
   if ( pz.TestPointInclusion( *(*ip_zurueck) ) != PUNKT_INNERHALB  ||   
        pz.TestPointInclusion( *(*ip_vor)  ) != PUNKT_INNERHALB ) continue; 
   // Suche den gleichen Schnittpunkt im anderen Poly 
   for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
    ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
    ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
    if ( (*ippz)->Typ() != SCHNITTPUNKT ) continue; 
    if ( (*ippz)->GetPunktBesuchbar() == false )continue; 
    if ( (*ippz)->GetSchnittpunktIndex() == (*ip)->GetSchnittpunktIndex() ){ 
     if ( TestPointInclusion( *(*ippz_zurueck) ) != PUNKT_INNERHALB  ||   
          TestPointInclusion( *(*ippz_vor) ) != PUNKT_INNERHALB )break; 
     // Gefunden also neues Unionpoly anlegen und Punkte als nicht besuchbar markieren 
     newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
     unionflaechenInnere.push_back( newPolygonzug ); 
     pAktuell = new Punkt(*(*ip)); 
     newPolygonzug->PushBackPunkt( pAktuell, new KanteGerade(KANTE_GERADE) ); 
     PPP = pAktuell; 
     (*ip)->ResetPunktBesuchbar(); 
     (*ip)->SetPunktBesucht(); 
     (*ippz)->ResetPunktBesuchbar(); 
     (*ippz)->SetPunktBesucht(); 
     } 
    } 
   } 
  } 
 if ( buildUnionErweiterung == false ) return 0; 
 // ******************************************************************************************** 
 // 4 Aussen bei this auf einem besuchbarem Punkt beginnen  
 // ******************************************************************************************** 
 // Nehme ihrgend einen Punkt aus pz;  
 // Suche Punkt in this, mit maximalem Abstand zu dem Punkt aus pz 
 pPkt = *(pz.punkte.begin()); 
 maxAbstand = 0.0; 
 for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
  if ( (*ip)->GetPunktBesuchbar() == false ) continue; 
  abstand = g.Abstand2Punkte( *pPkt, *(*ip) ); 
  if ( maxAbstand < abstand ){ 
   maxAbstand = abstand; 
   ipPktStartAussen = ip; 
   } 
  } 
 // ******************************************************************************************** 
 // 5 Nur zu besuchbaren Punkten gehen, sonst wechsel auf das andere Poly. 
 // ******************************************************************************************** 
 newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
 unionflaechen.push_back( newPolygonzug ); 
 i = 0; 
 thisAktiv = true; 
 ip   = ipPktStartAussen; 
 ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
 ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
 ippz  = pz.punkte.begin(); 
 ippz_zurueck= ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
 ippz_vor = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
 // ****************************************************** 
 // BEGIN : Suche Polygonzug aussen herum 
 do { 
  ++i; 
  ipAktuell    = ( thisAktiv )?ip   :ippz; 
  ipAktuell_zurueck = ( thisAktiv )?ip_zurueck :ippz_zurueck; 
  ipAktuell_vor   = ( thisAktiv )?ip_vor  :ippz_vor; 
  pAktuell     = new Punkt(*(*ipAktuell)); 
  if ( (*ipAktuell)->GetPunktBesuchbar() ){ 
   newPolygonzug->PushBackPunkt( pAktuell, new KanteGerade(KANTE_GERADE) ); 
   PPP = pAktuell; 
   pAktuell->SetPunktBesucht( ); 
   (*ipAktuell)->SetPunktBesucht( ); 
   } 
  if ( (*ipAktuell_vor)->GetPunktBesuchbar() == false ){ 
   // Also Schnittpunkt mit Poly-Wechsel 
   // Also wechsel des Poly 
   gefunden = false; 
   if ( thisAktiv ){ 
    ippzLetzter = ippz; 
    for ( ippz = (ippz == pz.punkte.end()-1)? pz.punkte.begin(): ++ippz; ;  
         ippz = (ippz == pz.punkte.end()-1)? pz.punkte.begin(): ++ippz ){ 
     ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
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     ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
     if ( (*ippz)->GetSchnittpunktIndex() == (*ipAktuell)->GetSchnittpunktIndex()  &&   
        (*ippz)->GetPunktBesucht() == false ){ 
      gefunden = true; 
      (*ippz)->SetPunktBesucht( ); 
      break; 
      } 
     if ( ippz == ippzLetzter )break; 
     } 
    } 
   else{ 
    ipLetzter = ip; 
    for ( ip = (ip == punkte.end()-1)? punkte.begin(): ++ip; ;  
        ip = (ip == punkte.end()-1)? punkte.begin(): ++ip ){ 
     ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
     ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
     if ( (*ip)->GetSchnittpunktIndex() == (*ipAktuell)->GetSchnittpunktIndex()  &&   
       (*ip)->GetPunktBesucht() == false ){ 
      gefunden = true; 
      (*ip)->SetPunktBesucht( ); 
      break; 
      } 
     if ( ip == ipLetzter )break; 
     } 
    } 
   if ( gefunden )thisAktiv = !thisAktiv; 
   } 
 
  if ( thisAktiv ){ 
   ip    = ( ip+1 < punkte.end()) ? ++ip : punkte.begin(); 
   ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
   ip_vor   = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
   } 
  else{ 
   ippz   = ( ippz+1 < pz.punkte.end()) ? ++ippz : pz.punkte.begin(); 
   ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
   ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
   } 
  ipAktuell   = ( thisAktiv )?ip   :ippz; 
  ipAktuell_zurueck = ( thisAktiv )?ip_zurueck :ippz_zurueck; 
  ipAktuell_vor  = ( thisAktiv )?ip_vor  :ippz_vor; 
 } while( *(*ipAktuell) != *(*ipPktStartAussen) ); 
 newPolygonzug->LoeschePunkteMit180EckenWinkel(); 
 // ******************************************************************************************** 
 // 6 Das Poly Aussen ist nun im Uhrsinn fertig 
 // ******************************************************************************************** 
 // ******************************************************************************************** 
 // Alle Punkte in this und pz auf besucht stellen,  
 // falls diese nicht innerhalt der äusseren UNION liegen 
 // ******************************************************************************************** 
 unionAussen = newPolygonzug; 
 for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
  polyTest = unionAussen->TestPointInclusion( *(*ip) ); 
  if ( polyTest != PUNKT_INNERHALB  &&  
    (*ip)->GetPunktBesucht() == false ) 
   (*ip)->SetPunktBesucht( ); 
  } 
 for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
  polyTest = unionAussen->TestPointInclusion( *(*ippz) ); 
  if ( polyTest != PUNKT_INNERHALB  &&  
    (*ippz)->GetPunktBesucht() == false ) 
   (*ippz)->SetPunktBesucht( ); 
  } 
 // ******************************************************************************************** 
 // 7 Noch nicht besuchte Punkte in this suchen. 
 // ******************************************************************************************** 
 while( true ){ 
  gefunden = false; 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   if ( (*ip)->GetPunktBesuchbar() == true  && (*ip)->GetPunktBesucht()   == false ){ 
    gefunden  = true; 
    thisAktiv = true; 
    ip   = ip; 
    ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
    ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
    ipPktStartInnen = ip; 
    // ippz auf Anfang stellen 
    ippz  = pz.punkte.begin(); 
    ippz_zurueck= ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
    ippz_vor = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
    break; 
    } 
   } 
  if ( gefunden == false ){ 
   for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
    if ( (*ippz)->GetPunktBesuchbar() == true  &&  (*ippz)->GetPunktBesucht()   == false ){ 
     gefunden  = true; 
     thisAktiv = false; 
     ippz  = ippz; 
     ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
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     ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
     ipPktStartInnen = ippz; 
     // ip auf Anfang stellen 
     ip   = punkte.begin(); 
     ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
     ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
     break; 
     } 
    } 
   } 
  if ( gefunden == false )break; 
  // ******************************************************************************************** 
  // 8 wie bei 5 
  // ******************************************************************************************** 
  newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
  i = 0; 
  abbruch = false;  
  do { 
   ++i; 
   ipAktuell    = ( thisAktiv )?ip   :ippz; 
   ipAktuell_zurueck = ( thisAktiv )?ip_zurueck :ippz_zurueck; 
   ipAktuell_vor   = ( thisAktiv )?ip_vor  :ippz_vor; 
   pAktuell     = new Punkt(*(*ipAktuell)); 
   newPolygonzug->PushBackPunkt( pAktuell, new KanteGerade(KANTE_GERADE) ); 
   PPP = pAktuell; pAktuell->SetPunktBesucht( ); 
   (*ipAktuell)->SetPunktBesucht( ); 
   if ( (*ipAktuell_vor)->GetPunktBesuchbar() == false ){ 
    // Also Schnittpunkt mit Poly-Wechsel 
    // Also wechsel des Poly 
    gefunden = false; 
    if ( thisAktiv ){ 
     ippzLetzter = ippz; 
     for ( ippz = (ippz == pz.punkte.end()-1)? pz.punkte.begin(): ++ippz; ;  
       ippz = (ippz == pz.punkte.end()-1)? pz.punkte.begin(): ++ippz ){ 
      ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
      ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
      if ( (*ippz)->GetSchnittpunktIndex() == (*ipAktuell)->GetSchnittpunktIndex()  &&   
        (*ippz)->GetPunktBesucht() == false ){ 
       gefunden = true; 
       (*ippz)->SetPunktBesucht( ); 
       break; 
       } 
      if ( ippz == ippzLetzter )break; 
      } 
     } 
    else{ 
     ipLetzter = ip; 
     for ( ip = (ip == punkte.end()-1)? punkte.begin(): ++ip; ; 
       ip = (ip == punkte.end()-1)? punkte.begin(): ++ip ){ 
      ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
      ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
      if ( (*ip)->GetSchnittpunktIndex() == (*ipAktuell)->GetSchnittpunktIndex()  &&   
         (*ip)->GetPunktBesucht() == false ){ 
       gefunden = true; 
       (*ip)->SetPunktBesucht( ); 
       break; 
       } 
      if ( ip == ipLetzter )break; 
      } 
     } 
    if ( gefunden )thisAktiv = !thisAktiv; 
    else abbruch = true; 
    } 
 
   if ( thisAktiv ){ 
    ip    = ( ip+1 < punkte.end()) ? ++ip    : punkte.begin(); 
    ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
    ip_vor   = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
    } 
   else{ 
    ippz   = ( ippz+1 < pz.punkte.end()) ? ++ippz    : pz.punkte.begin(); 
    ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
    ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
    } 
   ipAktuell   = ( thisAktiv )?ip   :ippz; 
   ipAktuell_zurueck = ( thisAktiv )?ip_zurueck :ippz_zurueck; 
   ipAktuell_vor  = ( thisAktiv )?ip_vor  :ippz_vor; 
  } while( *(*ipAktuell) != *(*ipPktStartInnen)  &&  abbruch == false ); 
  // ******************************************************************************************** 
  // 9 Polys innen fertig, aber gegen Uhrsinn 
  // ******************************************************************************************** 
  // Poly noch umdrehen, da dieser Gegenuhr ist 
  newPolygonzug->PolygonzugTransferieren_GegenUhrzeigersinnNachUhrzeigersinn(); 
  newPolygonzug->LoeschePunkteMit180EckenWinkel(); 
  unionflaechen.push_back( newPolygonzug ); 
  } 
 for ( ipUnion = unionflaechenInnere.begin(); ipUnion != unionflaechenInnere.end(); ++ipUnion ) 
  unionflaechen.push_back( *ipUnion ); 




Polygonzug::BuildUnionPolygon(  Polygonzug &pz,  
          vector <Polygonzug*>& unionflaechen,  
          bool &buildUnionErweiterung,  
          bool neu ){ 
 // Vereinigung  
 vector <Polygonzug*>::iterator ipUnion; 
 vector <Punkt*>::iterator ipHilf; 
 vector <Punkt*>::iterator ip; 
 vector <Punkt*>::iterator ip_vor; 
 vector <Punkt*>::iterator ip_zurueck; 
 vector <Punkt*>::iterator ippz; 
 vector <Punkt*>::iterator ippz_vor; 
 vector <Punkt*>::iterator ippz_zurueck; 
 vector <Punkt*>::iterator ipAktuell; 
 vector <Punkt*>::iterator ipAktuell_zurueck; 
 vector <Punkt*>::iterator ipAktuell_vor; 
 vector <Punkt*>::iterator ipLetzter; 
 vector <Punkt*>::iterator ippzLetzter; 
 vector <Punkt*>::iterator ipPktStartAussen; 
 vector <Punkt*>::iterator ipPktStartInnen; 
 vector <Punkt*> schnittpunkte; 
 vector <Punkt*> beruehrpunkte; 
 enum PolygonTest polyTest; 
 Polygonzug  *newPolygonzug,*unionAussen; 
 Punkt     *PPP, *pPkt; 
 Punkt     *pAktuell; 
 Punkt     *pNeu; 
 GeoFunktionen  g; 
 int     anzSchnittpunkte, i; 
 double    maxAbstand, abstand; 
 bool     thisAktiv = false; 
 bool     gefunden = false; 
 bool    abbruch = false;  
 double winkel1; 
 double winkel2; 
 static int  index = 0; 
 static unsigned long durchlauf = 0; 
 vector <Polygonzug*> unionflaechenInnere; 
 unionflaechenInnere.clear(); 
 // ******************************************************************************************** 
 // 1 Schnittpunkte berechnen und einfügen 
 // ******************************************************************************************** 
 anzSchnittpunkte = SucheSchnittpunkte( pz, schnittpunkte, beruehrpunkte, true ); 
 for ( ipHilf = beruehrpunkte.begin(); ipHilf < beruehrpunkte.end(); ++ipHilf )
 schnittpunkte.push_back( *ipHilf ); beruehrpunkte.clear(); 
 
 for ( ipHilf = schnittpunkte.begin(); ipHilf < schnittpunkte.end(); ++ipHilf )  PPP = *ipHilf; 
 for ( ipHilf = beruehrpunkte.begin(); ipHilf < beruehrpunkte.end(); ++ipHilf )  PPP = *ipHilf; 
 for ( ipHilf = punkte.begin(); ipHilf != punkte.end(); ++ipHilf )     PPP = *ipHilf; 
 for ( ipHilf = pz.punkte.begin(); ipHilf != pz.punkte.end(); ++ipHilf )    PPP = *ipHilf; 
 
 // ******************************************************************************************** 
 // 2 Für beide Polys :  Falls zwei aufeinanderfolgende Punkte Schnittpunkte sind =>  
 //       einen Zwischenpunkt einfügen 
 // ******************************************************************************************** 
 for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
  ip_vor = ( ip == punkte.end()-1 ) ? punkte.begin() : ip + 1; 
  if ( (*ip)    ->Typ() == BERUEHRPUNKT ) (*ip)    ->SetzeTyp( SCHNITTPUNKT );  
  if ( (*ip_vor)->Typ() == BERUEHRPUNKT ) (*ip_vor)->SetzeTyp( SCHNITTPUNKT );  
  if ( (*ip)  ->Typ() == SCHNITTPUNKT  && (*ip_vor)->Typ() == SCHNITTPUNKT ){ 
   // Neuen Punkt zwischen den beiden Schnittpunkten einfügen  
   pNeu = new Punkt ( BerechneMittelpunkt( *(*ip), *(*ip_vor) ) ); 
   polyTest = pz.TestPointInclusion( *pNeu ); 
   if ( polyTest == PUNKT_LIEGT_AUF_POLYGON )continue; 
   if ( ip == punkte.end()-1 ){ 
    punkte.push_back( pNeu ); 
    ip = punkte.end()-1; 
    } 
   else 
    ip = punkte.insert( ip_vor, pNeu ); 
   } 
  } 
 for ( ip = pz.punkte.begin(); ip != pz.punkte.end(); ++ip ){ 
  ip_vor = ( ip == pz.punkte.end()-1 ) ? pz.punkte.begin() : ip + 1; 
  if ( (*ip)    ->Typ() == BERUEHRPUNKT ) (*ip)    ->SetzeTyp( SCHNITTPUNKT );  
  if ( (*ip_vor)->Typ() == BERUEHRPUNKT ) (*ip_vor)->SetzeTyp( SCHNITTPUNKT );  
  if ( (*ip)  ->Typ() == SCHNITTPUNKT   && (*ip_vor)->Typ() == SCHNITTPUNKT ){ 
   // Neuen Punkt zwischen den beiden Schnittpunkten einfügen  
   pNeu = new Punkt ( BerechneMittelpunkt( *(*ip), *(*ip_vor) ) ); 
   polyTest = TestPointInclusion( *pNeu ); 
   if ( polyTest == PUNKT_LIEGT_AUF_POLYGON ) continue; 
   if ( ip == pz.punkte.end()-1 ){ 
    pz.punkte.push_back( pNeu ); 
    ip = pz.punkte.end()-1; 
    } 
   else 
    ip = pz.punkte.insert( ip_vor, pNeu ); 
   } 
  } 
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 for ( ipHilf = pz.punkte.begin(); ipHilf != pz.punkte.end(); ++ipHilf )PPP = *ipHilf; 
 // Test ob ABBRUCH, d.h. die Union ist eines der beiden Polys 
 if ( anzSchnittpunkte == 0 ){ 
  buildUnionErweiterung = false; 
  // Test ob ein Punkt von this innerhalb pz liegt,  
  // dann ist pz das äussere Poly und somit die Union 
  if ( pz.TestPointInclusion( *(punkte[0]) ) == PUNKT_INNERHALB ){ 
   newPolygonzug = new Polygonzug( pz ); 
   unionflaechen.push_back( newPolygonzug ); 
   } 
  else 
  // Test ob ein Punkt von pz innerhalb this liegt,  
  // dann ist this das äussere Poly und somit die Union 
  if ( this->TestPointInclusion( *(pz.punkte[0]) ) == PUNKT_INNERHALB ){ 
   newPolygonzug = new Polygonzug( *this ); 
   unionflaechen.push_back( newPolygonzug ); 
   } 
  return unionflaechen.size(); 
  } 
 else{ 
  // ******************************************************************************************** 
  // 3 Für beide Polys :  Falls ein Punkt des anderen Poly vollständig innerhalb des anderen liegt,  
  //       diesen als nicht besuchbar definieren 
  // ******************************************************************************************** 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   polyTest = pz.TestPointInclusion( *(*ip) ); 
   (*ip)->ResetPunktBesucht(); 
   (*ip)->SetPunktBesuchbar(); 
   if ( polyTest == PUNKT_INNERHALB ){ 
    buildUnionErweiterung = true; 
    (*ip)->ResetPunktBesuchbar(); 
    (*ip)->SetPunktBesucht( ); 
    } 
   } 
  for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
   polyTest = TestPointInclusion( *(*ippz) ); 
   (*ippz)->ResetPunktBesucht(); 
   (*ippz)->SetPunktBesuchbar(); 
   if ( polyTest == PUNKT_INNERHALB ){ 
    buildUnionErweiterung = true; 
    (*ippz)->ResetPunktBesuchbar(); 
    (*ippz)->SetPunktBesucht( ); 
    } 
   } 
  } 
 if ( buildUnionErweiterung == false ) return 0; 
 // ******************************************************************************************** 
 // 4 Aussen bei this auf einem besuchbarem Punkt beginnen  
 // ******************************************************************************************** 
 // Nehme ihrgend einen Punkt aus pz;  
 // Suche Punkt in this, mit maximalem Abstand zu dem Punkt aus pz 
 pPkt = *(pz.punkte.begin()); 
 maxAbstand = 0.0; 
 for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
  if ( (*ip)->GetPunktBesuchbar() == false )continue; 
  abstand = g.Abstand2Punkte( *pPkt, *(*ip) ); 
  if ( maxAbstand < abstand ){ 
   maxAbstand = abstand; 
   ipPktStartAussen = ip; 
   } 
  } 
 // ******************************************************************************************** 
 // 5 Nur zu besuchbaren Punkten gehen, sonst wechsel auf das andere Poly. 
 // ******************************************************************************************** 
 ippz = pz.punkte.begin(); 
 ++ippz; 
 ++ippz; 
 newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
 unionflaechen.push_back( newPolygonzug ); 
 i = 0; 
 thisAktiv = true; 
 ip   = ipPktStartAussen; 
 ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
 ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
 ippz  = pz.punkte.begin(); 
 ippz_zurueck= ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
 ippz_vor = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
 // ****************************************************** 
 // BEGIN : Suche Polygonzug aussen herum 
 do { 
  ++i; 
  ipAktuell   = ( thisAktiv )?ip   :ippz; 
  ipAktuell_zurueck= ( thisAktiv )?ip_zurueck :ippz_zurueck; 
  ipAktuell_vor  = ( thisAktiv )?ip_vor  :ippz_vor; 
  pAktuell    = new Punkt(*(*ipAktuell)); 
  if ( (*ipAktuell)->GetPunktBesuchbar() ){ 
   newPolygonzug->PushBackPunkt( pAktuell, new KanteGerade(KANTE_GERADE) ); 
   PPP = pAktuell; 
   pAktuell->SetPunktBesucht( ); 
   (*ipAktuell)->SetPunktBesucht( ); 
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   } 
  if ( (*ipAktuell)->Typ() == SCHNITTPUNKT ){ 
   // Also Schnittpunkt mit Poly-Wechsel 
   // Also wechsel des Poly 
   gefunden = false; 
   if ( thisAktiv ){ 
    ippzLetzter = ippz; 
    for ( ippz = (ippz == pz.punkte.end()-1)? pz.punkte.begin(): ++ippz; ;  
        ippz = (ippz == pz.punkte.end()-1)? pz.punkte.begin(): ++ippz ){ 
     ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
     ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
     if ( (*ippz)->GetSchnittpunktIndex() == (*ipAktuell)->GetSchnittpunktIndex() ){  
      winkel1 = g.WinkelRechts3Punkte(  *(*ipAktuell_zurueck),  
                   *(*ipAktuell), *(*ipAktuell_vor) ); 
      winkel2 = g.WinkelRechts3Punkte(  *(*ipAktuell_zurueck),  
                *(*ipAktuell), *(*ippz_vor) ); 
      if ( winkel2 <= winkel1 )break; 
      gefunden = true; 
      (*ippz)->SetPunktBesucht( ); 
      break; 
      } 
     if ( ippz == ippzLetzter )break; 
     } 
    } 
   else{ 
    ipLetzter = ip; 
    for ( ip = (ip == punkte.end()-1)? punkte.begin(): ++ip; ;  
      ip = (ip == punkte.end()-1)? punkte.begin(): ++ip ){ 
     ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
     ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
     if ( (*ip)->GetSchnittpunktIndex() == (*ipAktuell)->GetSchnittpunktIndex() ){  
      winkel1 = g.WinkelRechts3Punkte(  *(*ipAktuell_zurueck),  
                *(*ipAktuell), *(*ipAktuell_vor) ); 
      winkel2 = g.WinkelRechts3Punkte(  *(*ipAktuell_zurueck),  
                *(*ipAktuell), *(*ip_vor) ); 
      if ( winkel2 <= winkel1 )break; 
      gefunden = true; 
      (*ip)->SetPunktBesucht( ); 
      break; 
      } 
     if ( ip == ipLetzter )break; 
     } 
    } 
   if ( gefunden )hisAktiv = !thisAktiv; 
   } 
 
  if ( thisAktiv ){ 
   ip    = ( ip+1 < punkte.end()) ? ++ip : punkte.begin(); 
   ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
   ip_vor   = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
   } 
  else{ 
   ippz   = ( ippz+1 < pz.punkte.end()) ? ++ippz : pz.punkte.begin(); 
   ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
   ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
   } 
  ipAktuell   = ( thisAktiv )?ip   :ippz; 
  ipAktuell_zurueck = ( thisAktiv )?ip_zurueck :ippz_zurueck; 
  ipAktuell_vor  = ( thisAktiv )?ip_vor  :ippz_vor; 
 } while( *(*ipAktuell) != *(*ipPktStartAussen) ); 
 newPolygonzug->LoeschePunkteMit180EckenWinkel(); 
 // ******************************************************************************************** 
 // 6 Das Poly Aussen ist nun im Uhrsinn fertig 
 // ******************************************************************************************* 
 // ******************************************************************************************** 
 // Alle Punkte in this und pz auf besucht stellen,  
 // falls diese nicht innerhalt der äusseren UNION liegen 
 // ******************************************************************************************** 
 unionAussen = newPolygonzug; 
 for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
  polyTest = unionAussen->TestPointInclusion( *(*ip) ); 
  if ( polyTest != PUNKT_INNERHALB  &&  
    (*ip)->GetPunktBesucht() == false ) 
   (*ip)->SetPunktBesucht( ); 
  } 
 for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
  polyTest = unionAussen->TestPointInclusion( *(*ippz) ); 
  if ( polyTest != PUNKT_INNERHALB  &&  
    (*ippz)->GetPunktBesucht() == false ) 
   (*ippz)->SetPunktBesucht( ); 
  } 
 // ******************************************************************************************** 
 // 7 Noch nicht besuchte Punkte in this suchen. 
 // ******************************************************************************************** 
 while( true ){ 
  gefunden = false; 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   polyTest = pz.TestPointInclusion( *(*ip) ); 
   if ( polyTest != PUNKT_AUSSERHALB )continue; 
   if ( (*ip)->GetPunktBesuchbar() == true  && (*ip)->GetPunktBesucht()   == false ){ 
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    gefunden = true; 
    thisAktiv = true; 
    ip   = ip; 
    ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
    ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
    ipPktStartInnen = ip; 
    ippz  = pz.punkte.begin(); 
    ippz_zurueck= ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
    ippz_vor = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
    break; 
    } 
   } 
  if ( gefunden == false ){ 
   for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
    polyTest = TestPointInclusion( *(*ippz) ); 
    if ( polyTest != PUNKT_AUSSERHALB )continue; 
    if ( (*ippz)->GetPunktBesuchbar() == true  &&   
      (*ippz)->GetPunktBesucht()   == false ){ 
     gefunden = true; 
     thisAktiv = false; 
     ippz   = ippz; 
     ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
     ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
     ipPktStartInnen = ippz; 
     ip  = punkte.begin(); 
     ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
     ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
     break; 
     } 
    } 
   } 
  if ( gefunden == false )break; 
  // ******************************************************************************************** 
  // 8 wie bei 5 
  // ******************************************************************************************** 
  newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
  i = 0; 
  abbruch = false;  
  do { 
   ++i; 
   ipAktuell    = ( thisAktiv )?ip   :ippz; 
   ipAktuell_zurueck = ( thisAktiv )?ip_zurueck :ippz_zurueck; 
   ipAktuell_vor   = ( thisAktiv )?ip_vor  :ippz_vor; 
   pAktuell     = new Punkt(*(*ipAktuell)); 
   newPolygonzug->PushBackPunkt( pAktuell, new KanteGerade(KANTE_GERADE) ); 
   PPP = pAktuell; 
   pAktuell->SetPunktBesucht( ); 
   (*ipAktuell)->SetPunktBesucht( ); 
   if ( (*ipAktuell)->Typ() == SCHNITTPUNKT ){ 
    // Also Schnittpunkt mit Poly-Wechsel 
    // Also wechsel des Poly 
    gefunden = false; 
    if ( thisAktiv ){ 
     ippzLetzter = ippz; 
     for ( ippz = (ippz == pz.punkte.end()-1)? pz.punkte.begin(): ++ippz; ;  
       ippz = (ippz == pz.punkte.end()-1)? pz.punkte.begin(): ++ippz ){ 
      ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
      ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
      if ( (*ippz)->GetSchnittpunktIndex() == (*ipAktuell)->GetSchnittpunktIndex() ){ 
       winkel1 = g.WinkelRechts3Punkte(  *(*ipAktuell_zurueck),  
                 *(*ipAktuell), *(*ipAktuell_vor) ); 
       winkel2 = g.WinkelRechts3Punkte(  *(*ipAktuell_zurueck),  
                 *(*ipAktuell), *(*ippz_vor) ); 
       if ( winkel2 <= winkel1 )break; 
       gefunden = true; 
       (*ippz)->SetPunktBesucht( ); 
       break; 
       } 
      if ( ippz == ippzLetzter ) break; 
      } 
     } 
    else{ 
     ipLetzter = ip; 
     for ( ip = (ip == punkte.end()-1)? punkte.begin(): ++ip; ;  
       ip = (ip == punkte.end()-1)? punkte.begin(): ++ip ){ 
      ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
      ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
      if ( (*ip)->GetSchnittpunktIndex() == (*ipAktuell)->GetSchnittpunktIndex() ){ 
       winkel1 = g.WinkelRechts3Punkte(  *(*ipAktuell_zurueck),  
                 *(*ipAktuell), *(*ipAktuell_vor) ); 
       winkel2 = g.WinkelRechts3Punkte(  *(*ipAktuell_zurueck),  
                 *(*ipAktuell), *(*ip_vor) ); 
       if ( winkel2 <= winkel1 )break; 
       gefunden = true; 
       (*ip)->SetPunktBesucht( ); 
       break; 
       } 
      if ( ip == ipLetzter )break; 
      } 
     } 
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    if ( gefunden )thisAktiv = !thisAktiv; 
    else abbruch = true; 
    } 
   if ( thisAktiv ){ 
    ip    = ( ip+1 < punkte.end()) ? ++ip    : punkte.begin(); 
    ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
    ip_vor   = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
    } 
   else{ 
    ippz   = ( ippz+1 < pz.punkte.end()) ? ++ippz    : pz.punkte.begin(); 
    ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
    ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
    } 
   ipAktuell   = ( thisAktiv )?ip   :ippz; 
   ipAktuell_zurueck = ( thisAktiv )?ip_zurueck :ippz_zurueck; 
   ipAktuell_vor  = ( thisAktiv )?ip_vor  :ippz_vor; 
  } while( *(*ipAktuell) != *(*ipPktStartInnen)  &&  abbruch == false ); 
  // ******************************************************************************************** 
  // 9 Polys innen fertig, aber gegen Uhrsinn 
  // ******************************************************************************************** 
  // Poly noch umdrehen, da dieser Gegenuhr ist 
  newPolygonzug->PolygonzugTransferieren_GegenUhrzeigersinnNachUhrzeigersinn(); 
  newPolygonzug->LoeschePunkteMit180EckenWinkel(); 
  unionflaechen.push_back( newPolygonzug ); 
  } 
 for ( ipUnion = unionflaechenInnere.begin(); ipUnion != unionflaechenInnere.end(); ++ipUnion ) 
  unionflaechen.push_back( *ipUnion ); 






Polygonzug::BuildUnionPolygon(  Polygonzug &pzzz,  
          vector <Polygonzug*>& unionflaechen,  
          bool &buildUnionErweiterung,  
          bool neu,  
          bool neu2 ){ 
 // Vereinigung  
 vector <Punkt*>::iterator   *pipPointOnPoly; 
 vector <Punkt*>::iterator   ipPointOnPoly; 
 vector <Punkt*>::iterator   ipPointOnPoly_zurueck; 
 vector <Punkt*>::iterator   ipPointOnPoly_vor; 
 vector <Polygonzug*>::iterator ipUnion; 
 vector <Punkt*>::iterator ipHilf; 
 vector <Punkt*>::iterator ip; 
 vector <Punkt*>::iterator ip_vor; 
 vector <Punkt*>::iterator ip_zurueck; 
 vector <Punkt*>::iterator ippz; 
 vector <Punkt*>::iterator ippz_vor; 
 vector <Punkt*>::iterator ippz_zurueck; 
 vector <Punkt*>::iterator ipAktuell; 
 vector <Punkt*>::iterator ipAktuell_zurueck; 
 vector <Punkt*>::iterator ipAktuell_vor; 
 vector <Punkt*>::iterator ipLetzter; 
 vector <Punkt*>::iterator ippzLetzter; 
 vector <Punkt*>::iterator ipPktStartAussen; 
 vector <Punkt*>::iterator ipPktStartInnen; 
 vector <Punkt*>  schnittpunkte; 
 vector <Punkt*>  beruehrpunkte; 
 enum PolygonTest  polyTest; 
 Polygonzug  *polygonzugAktuell; 
 Polygonzug  *polygonzugNichtAktuell; 
 Polygonzug  *newPolygonzug,*unionAussen; 
 Punkt     *PPP, *pPkt; 
 Punkt     *pAktuell; 
 Punkt     *pNeu; 
 GeoFunktionen  g; 
 int     anzSchnittpunkte, i; 
 double    winkel2max,maxAbstand,abstand; 
 bool     thisAktiv = false; 
 bool     gefunden = false; 
 bool    abbruch = false;  
 double winkel1; 
 double winkel2; 
 Polygonzug pz( pzzz ); 
 static int  index = 0; 
 static unsigned long durchlauf = 0; 
 vector <Polygonzug*> unionflaechenInnere; 
 unionflaechenInnere.clear(); 
 // ******************************************************************************************** 
 // 1 Schnittpunkte berechnen und einfügen 
 // ******************************************************************************************** 
 anzSchnittpunkte = SucheSchnittpunkte( pz, schnittpunkte, beruehrpunkte, true );  
 for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
  ip_vor = ( ip == punkte.end()-1 ) ? punkte.begin() : ip + 1; 
  if ( *(*ip) == *(*ip_vor) ){ 
   delete *ip_vor; 
   punkte.erase( ip_vor );  
   } 
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  } 
 for ( ip = pz.punkte.begin(); ip != pz.punkte.end(); ++ip ){ 
  ip_vor = ( ip == pz.punkte.end()-1 ) ? pz.punkte.begin() : ip + 1; 
  if ( *(*ip) == *(*ip_vor) ){ 
   delete *ip_vor; 
   pz.punkte.erase( ip_vor );  
   } 
  } 
 for ( ipHilf = beruehrpunkte.begin(); ipHilf < beruehrpunkte.end(); ++ipHilf )   
  schnittpunkte.push_back( *ipHilf );  
 beruehrpunkte.clear(); 
 for ( ipHilf = schnittpunkte.begin(); ipHilf < schnittpunkte.end(); ++ipHilf ) PPP = *ipHilf; 
 for ( ipHilf = beruehrpunkte.begin(); ipHilf < beruehrpunkte.end(); ++ipHilf ) PPP = *ipHilf; 
 for ( ipHilf = punkte.begin(); ipHilf != punkte.end(); ++ipHilf )  PPP = *ipHilf; 
 for ( ipHilf = pz.punkte.begin(); ipHilf != pz.punkte.end(); ++ipHilf )PPP = *ipHilf; 
 // ******************************************************************************************** 
 // Test ob ABBRUCH, d.h. die Union ist eines der beiden Polys 
 if ( anzSchnittpunkte == 0 ){ 
  buildUnionErweiterung = false; 
  // Test ob ein Punkt von this innerhalb pz liegt,  
  // dann ist pz das äussere Poly und somit die Union 
  if ( pz.TestPointInclusion( *(punkte[0]) ) == PUNKT_INNERHALB ){ 
   newPolygonzug = new Polygonzug( pz ); 
   unionflaechen.push_back( newPolygonzug ); 
   } 
  else 
  // Test ob ein Punkt von pz innerhalb this liegt,  
  // dann ist this das äussere Poly und somit die Union 
  if ( this->TestPointInclusion( *(pz.punkte[0]) ) == PUNKT_INNERHALB ){ 
   newPolygonzug = new Polygonzug( *this ); 
   unionflaechen.push_back( newPolygonzug ); 
   } 
  return unionflaechen.size(); 
  } 
 else{ 
  
  // ******************************************************************************************** 
  // Pauschal überall Zwischenpunkte einfügen 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   ip_vor = ( ip == punkte.end()-1 ) ? punkte.begin() : ip + 1; 
   pNeu = new Punkt ( BerechneMittelpunkt( *(*ip), *(*ip_vor) ) ); 
   if ( ip == punkte.end()-1 ){ 
    punkte.push_back( pNeu ); 
    break; 
    } 
   else 
    ip = punkte.insert( ip_vor, pNeu ); 
   } 
  for ( ip = pz.punkte.begin(); ip != pz.punkte.end(); ++ip ){ 
   ip_vor = ( ip == pz.punkte.end()-1 ) ? pz.punkte.begin() : ip + 1; 
   pNeu = new Punkt ( BerechneMittelpunkt( *(*ip), *(*ip_vor) ) ); 
   if ( ip == pz.punkte.end()-1 ){ 
    pz.punkte.push_back( pNeu ); 
    break; 
    } 
   else 
    ip = pz.punkte.insert( ip_vor, pNeu ); 
   } 
  
  // ******************************************************************************************** 
  // Für beide Polys : Falls ein Punkt des anderen Poly vollständig innerhalb des anderen liegt,  
  //       diesen als nicht besuchbar definieren 
  // ******************************************************************************************** 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   (*ip)->ResetPunktBesucht(); 
   (*ip)->SetPunktBesuchbar();    
   } 
  for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
   (*ippz)->ResetPunktBesucht(); 
   (*ippz)->SetPunktBesuchbar(); 
   } 
  } 
 if ( buildUnionErweiterung == false ) return 0; 
 while( true ){ 
  gefunden = false; 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   if ( (*ip)->GetPunktBesucht() == false ){ 
    if ( pz.TestPointInclusion( *(*ip) ) != PUNKT_AUSSERHALB ) continue; 
    if ( TestPointMehrfachVorhanden( *(*ip) ) ) continue; 
    gefunden = true; 
    thisAktiv    = true; 
    polygonzugAktuell  = (thisAktiv)? this :  &pz; 
    polygonzugNichtAktuell = (thisAktiv)? &pz  : this; 
    ipPktStartAussen = ip; 
    ipAktuell   = ip; 
    ipAktuell_zurueck = ( ipAktuell == polygonzugAktuell->punkte.begin())?  
               polygonzugAktuell->punkte.end()-1: ipAktuell-1; 
    ipAktuell_vor  = ( ipAktuell == polygonzugAktuell->punkte.end()-1)?  
              polygonzugAktuell->punkte.begin(): ipAktuell+1; 
    break; 
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    } 
   } 
  if ( gefunden == false )break; 
  // ******************************************************************************************** 
  // 8 wie bei 5 
  // ******************************************************************************************** 
  newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
  do { 
   pAktuell = new Punkt(*(*ipAktuell)); 
   newPolygonzug->PushBackPunkt( pAktuell, new KanteGerade(KANTE_GERADE) ); 
   if ( polygonzugNichtAktuell->TestPointOnPolygon( *pAktuell, &ipPointOnPoly ) ==  
                  PUNKT_LIEGT_AUF_NICHT_POLYGON ){ 
    (*ipAktuell)->SetPunktBesucht( ); 
    goto WeiterInnen; 
    } 
   winkel1 = g.WinkelRechts3Punkte( *(*ipAktuell_zurueck), *(*ipAktuell), *(*ipAktuell_vor) ); 
   // Grössten Winkel suchen im ipPointOnPoly bzw pAktuell ! 
   winkel2max = 0.0; 
   for ( ip = polygonzugNichtAktuell->punkte.begin();  
             ip != polygonzugNichtAktuell->punkte.end(); ++ip ){ 
    if ( *(*ip) != *(*ipAktuell) ) continue; 
    ip_vor = ( ip == polygonzugNichtAktuell->punkte.end()-1)?  
         polygonzugNichtAktuell->punkte.begin(): ip+1; 
    winkel2 = g.WinkelRechts3Punkte( *(*ipAktuell_zurueck), *(*ipAktuell), *(*ip_vor) ); 
    if ( winkel2max >= winkel2 )continue; 
    winkel2max = winkel2; 
    ipPointOnPoly = ip; 
    } 
   if ( winkel1 >= winkel2max )goto WeiterInnen; 
   thisAktiv     = !thisAktiv; 
   polygonzugAktuell  = (thisAktiv)? this :  &pz; 
   polygonzugNichtAktuell = (thisAktiv)? &pz  : this; 
   ipAktuell = ipPointOnPoly;    
WeiterInnen: 
   ipAktuell   = ( ipAktuell+1 < polygonzugAktuell->punkte.end() )?  
             ++ipAktuell : polygonzugAktuell->punkte.begin(); 
   ipAktuell_zurueck= ( ipAktuell == polygonzugAktuell->punkte.begin())?  
             polygonzugAktuell->punkte.end()-1: ipAktuell-1; 
   ipAktuell_vor  = ( ipAktuell == polygonzugAktuell->punkte.end()-1)?  
             polygonzugAktuell->punkte.begin(): ipAktuell+1; 
   } while( *(*ipAktuell) != *(*ipPktStartAussen) ); 
  newPolygonzug->LoeschePunkteMit180EckenWinkel(); 
  if ( newPolygonzug->TestPolygonzugImUhrzeigersinn() == true ){ 
   // ******************************************************************************* 
   // Alle Punkte in this und pz auf besucht stellen,  
   // falls diese nicht innerhalt der äusseren UNION liegen 
   // ******************************************************************************* 
   unionAussen = newPolygonzug; 
   for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
    polyTest = unionAussen->TestPointInclusion( *(*ip) ); 
    if ( polyTest != PUNKT_INNERHALB )(*ip)->SetPunktBesucht( ); 
    else (*ip)->ResetPunktBesucht( ); 
    } 
   for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
    polyTest = unionAussen->TestPointInclusion( *(*ippz) ); 
    if ( polyTest != PUNKT_INNERHALB ) (*ippz)->SetPunktBesucht( ); 
    else (*ippz)->ResetPunktBesucht( ); 
    } 
   if ( unionflaechen.size() == 0 ) unionflaechen.push_back( newPolygonzug ); 
   else unionflaechen.insert( unionflaechen.begin(), newPolygonzug ); 
   } 
  else{ 
   // ******************************************************************************** 
   // 9 Polys innen fertig, aber gegen Uhrsinn 
   // ******************************************************************************* 
   // Poly noch umdrehen, da dieser Gegenuhr ist 
   newPolygonzug->PolygonzugTransferieren_GegenUhrzeigersinnNachUhrzeigersinn(); 
   unionAussen = newPolygonzug; 
   for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
    polyTest = unionAussen->TestPointInclusion( *(*ip) ); 
    if ( polyTest != PUNKT_AUSSERHALB ) (*ip)->SetPunktBesucht( ); 
    } 
   for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
    polyTest = unionAussen->TestPointInclusion( *(*ippz) ); 
    if ( polyTest != PUNKT_AUSSERHALB ) (*ippz)->SetPunktBesucht( ); 
    } 
   unionflaechen.push_back( newPolygonzug ); 
   } 
  } 
 for ( ipUnion = unionflaechenInnere.begin(); ipUnion != unionflaechenInnere.end(); ++ipUnion ) 
  unionflaechen.push_back( *ipUnion ); 
 return unionflaechen.size(); 
 }  
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Anhang D Algorithmus – Polygon-Differenz 
int   
Polygonzug::BuildDifferencePolygon(  Polygonzug &pz,  
           vector <Polygonzug*>& restflaechen,  
           bool &buildDiffErweiterung,  
           bool flaecheNULLPolysErmitteln ){ 
 vector <Punkt*>schnittpunkte; 
 vector <Punkt*>beruehrpunkte; 
 int anz, i, ddd=0; 
 vector <Punkt*>  ::iterator ipHilf; 
 Polygonzug *newPolygonzug; 
 Punkt *PPP; 
 enum PolygonTest polytest; 
 enum PolygonTest polytest1; 
 enum PolygonTest polytest2; 
 Punkt DummyPkt; 
 static unsigned long  zzz = 0; 
 vector <Punkt*>  ::iterator ipStart, ip, ip_vor, ip_zurueck, ippz, ippz_vor, ippz_zurueck; 
 vector <Punkt*>  ::iterator ipAktuell, ipAktuell_vor, ipAktuell_zurueck, ipAussen, ipAussen_vor; 
 bool thisAktiv = false; 
 GeoFunktionen geo; 
 double abstand; 
 double minAbstand = 9999999.9; 
 vector <Punkt*>  ::iterator ipMinAbstand; 
 vector <Punkt*>  ::iterator ippzMinAbstand; 
 bool minAbstandSuche = false; 
 buildDiffErweiterung = false; 
 if ( this->TestPolygonzugImUhrzeigersinn() == false ) goto FuncExit; 




 static unsigned long zaehl = 0; 
 ++zaehl; 
 static bool ttt = false; 
 static int ttti = 0; 
 if ( ttt ){ 
  PolygonzugAugabe( this, true, "BuildDifferencePolygon1.this", ttti ); 
  PolygonzugAugabe( &pz, true, "BuildDifferencePolygon1.pz", ttti++ ); 
  } 
 LoeschePunkteMit180EckenWinkel(); 
 pz.LoeschePunkteMit180EckenWinkel(); 
 anz = SucheSchnittpunkte( pz, schnittpunkte, beruehrpunkte, true ); 
 if ( anz == 0  ||  schnittpunkte.size() == 0 ){ 
  if ( pz.TestPointInclusion( *(punkte[0]) ) == PUNKT_INNERHALB ); 
   // Wenn keine Schnittpunkte und *this innerhalb von pz ist ==> restflaechen = leer 
  else 
  if ( TestPointInclusion( *(pz.punkte[0]) ) == PUNKT_INNERHALB ){ 
   // Wenn keine Schnittpunkte und pz innerhalb von *this ist ==> restflaechen = ???????? 
   // Bilden eines Steges zwischen *this und pz.  
   // Dieser darf allerdings keinen Schnittpunkt mit *this und pz haben. 
   newPolygonzug = new Polygonzug( pz ); 
   newPolygonzug->cObstacleTyp = AUSSERHALB; 
   restflaechen.push_back( newPolygonzug ); 
   newPolygonzug = new Polygonzug( *this ); 
   restflaechen.push_back( newPolygonzug ); 
   } 
  else { 
   // Wenn keine Schnittpunkte und *this nicht innerhalb von pz ist (also nebeneinander) ==>  
   //      restflaechen = *this 
   newPolygonzug = new Polygonzug( *this ); 
   restflaechen.push_back( newPolygonzug ); 
   } 
  return restflaechen.size(); 
  } 
 for ( ipHilf = beruehrpunkte.begin(); ipHilf < beruehrpunkte.end(); ++ipHilf ) 
  schnittpunkte.push_back( *ipHilf ); 
 beruehrpunkte.clear(); 
 anz = punkte.size() + pz.punkte.size(); // Zur Sicherheit für do-while-Schleife 
 minkHilf( *this ); // Dreht den PolyZug so, das punkte.begin() unten links ist 
 minkHilf( pz    ); // Dreht den PolyZug so, das punkte.begin() unten links ist 
 i = 0; 
 ipStart  = punkte.begin(); 
 ipAussen  = punkte.begin(); 
 ipAussen_vor = ipAussen ; 
 ++ipAussen_vor ; if ( ipAussen_vor == punkte.end()) punkte.begin(); 
 // ****************************************************** 
 // BEGIN : Suche Polygonzug aussen herum 
 do { 
  bool ttt = false; 
  if ( (*ipAussen)->GetPunktBesucht( ) ){ 
   // Weiter, kein gültiger Suchweg 
   ipAussen  = ( ipAussen  == punkte.end()-1)? punkte.begin():ipAussen+1; 
   ipAussen_vor = ( ipAussen_vor == punkte.end()-1)? punkte.begin():ipAussen_vor+1; 
   continue; 
   } 
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  ipAussen_vor = ( ipAussen == punkte.end()-1)? punkte.begin():ipAussen+1; 
  polytest = pz.TestSchnittkanteMittelpunktInnerhalbPolygonzug( *(*ipAussen), *(*ipAussen_vor) ); 
  if ( polytest == TEST_FEHLER ) return 0; 
  else 
  if ( polytest == INNERHALB  ||  polytest == LIEGT_AUF ) {   
   // Weiter, kein gültiger Suchweg 
   ipAussen  = ( ipAussen  == punkte.end()-1)? punkte.begin():ipAussen+1; 
   ipAussen_vor = ( ipAussen_vor == punkte.end()-1)? punkte.begin():ipAussen_vor+1; 
   continue; 
   } 
  else {// AUSSERHALB 
   newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
   restflaechen.push_back( newPolygonzug ); 
   ip     = ipAussen; 
   ip_vor    = ipAussen_vor; 
   (*ip)->SetPunktBesucht( ); 
   newPolygonzug->PushBackPunkt( new Punkt(*(*ip)), new KanteGerade(KANTE_GERADE) ); 
   ip     = (ip   == punkte.end()-1)? punkte.begin() : ip + 1; 
   ip_vor    = (ip_vor  == punkte.end()-1)? punkte.begin() : ip_vor + 1; 
   ippz_zurueck  = NULL; 
   ippz    = NULL; 
   ippz_vor   = NULL; 
   thisAktiv = true; 
   do { 
    if ( thisAktiv ) { 
     if (  pz.TestPointInclusion( *(*ip) ) == PUNKT_INNERHALB ){ 
      ip   = (ip   == punkte.end()-1)? punkte.begin() : ip + 1; 
      ip_vor  = (ip_vor == punkte.end()-1)? punkte.begin() : ip_vor + 1; 
      ipAktuell = ip; 
      } 
     else 
     if ( (*ip)->Typ() == SCHNITTPUNKT  ||  (*ip)->Typ() == BERUEHRPUNKT ){ 
      bool ge = false; 
      for ( ippz = pz.punkte.begin(); ippz < pz.punkte.end(); ++ippz ){ 
       ippz_zurueck = ( ippz == pz.punkte.begin())? pz.punkte.end()-1: ippz-1; 
       ippz_vor  = ( ippz == pz.punkte.end()-1)? pz.punkte.begin(): ippz+1; 
       if ( (*ippz)->Typ() != SCHNITTPUNKT ) 
        continue; 
       if ( (*ippz)->GetSchnittpunktIndex() == (*ip)->GetSchnittpunktIndex() ){ 
        ge = true; 
        break; 
        } 
      } 
      if ( ge ) 
       polytest = TestSchnittkanteMittelpunktInnerhalbPolygonzug(  
                   *(*ippz_zurueck), *(*ippz) ); 
      else polytest = AUSSERHALB; 
      if ( polytest == INNERHALB ) { // Wechsel des Polygonzuges 
       buildDiffErweiterung = true; 
       thisAktiv = false; 
       (*ippz)->SetPunktBesucht( ); 
       newPolygonzug->PushBackPunkt(  new Punkt(*(*ippz)),  
                new KanteGerade(KANTE_GERADE) ); 
       ippz_zurueck = (ippz_zurueck == pz.punkte.begin())?  
                 pz.punkte.end()-1 : ippz_zurueck - 1; 
       ippz   = (ippz   == pz.punkte.begin())? pz.punkte.end()-1 : ippz - 1; 
       ippz_vor  = (ippz_vor  == pz.punkte.begin())? pz.punkte.end()-1 : ippz_vor - 1; 
       ipAktuell = ippz; 
       } 
      else { // AUSSERHALB und LIEGT_AUF 
       (*ip)->SetPunktBesucht( ); 
       newPolygonzug->PushBackPunkt(new Punkt(*(*ip)), new KanteGerade(KANTE_GERADE) ); 
       ip   = (ip   == punkte.end()-1)? punkte.begin() : ip + 1; 
       ip_vor  = (ip_vor == punkte.end()-1)? punkte.begin() : ip_vor + 1; 
       ipAktuell = ip; 
       } 
      } 
     else { 
      (*ip)->SetPunktBesucht( ); 
      newPolygonzug->PushBackPunkt( new Punkt(*(*ip)), new KanteGerade(KANTE_GERADE) ); 
      ip   = (ip   == punkte.end()-1)? punkte.begin() : ip + 1; 
      ip_vor  = (ip_vor == punkte.end()-1)? punkte.begin() : ip_vor + 1; 
      ipAktuell = ip; 
      } 
     } 
    else { // if ( !thisAktiv ) 
     if ( (*ippz)->Typ() == SCHNITTPUNKT  ||  (*ippz)->Typ() == BERUEHRPUNKT ){ 
      for ( ip = punkte.begin(); ip < punkte.end(); ++ip ){ 
       ip_zurueck = ( ip == punkte.begin())? punkte.end()-1: ip-1; 
       ip_vor  = ( ip == punkte.end()-1)? punkte.begin(): ip+1; 
       if ( (*ippz)->GetSchnittpunktIndex() == (*ip)->GetSchnittpunktIndex() ) break; 
       if ( ip == punkte.end()-1 ) goto FuncExit; //ip = punkte.begin(); 
       } 
      polytest = pz.TestSchnittkanteMittelpunktInnerhalbPolygonzug( *(*ip), *(*ip_vor) ); 
      if ( polytest == AUSSERHALB ) { // Wechsel des Polygonzuges 
       buildDiffErweiterung = true; 
       thisAktiv = true; 
       (*ip)->SetPunktBesucht( ); 
       newPolygonzug->PushBackPunkt( new Punkt(*(*ip)),  
                new KanteGerade(KANTE_GERADE) ); 
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       ip   = (ip   == punkte.end()-1)? punkte.begin() : ip + 1; 
       ip_vor  = (ip_vor == punkte.end()-1)? punkte.begin() : ip_vor + 1; 
       ipAktuell = ip; 
       } 
      else { // INNERHALB und LIEGT_AUF 
       (*ippz)->SetPunktBesucht( ); 
       newPolygonzug->PushBackPunkt( new Punkt(*(*ippz)),  
                new KanteGerade(KANTE_GERADE) ); 
       ippz_zurueck = (ippz_zurueck == pz.punkte.begin())?  
                 pz.punkte.end()-1 : ippz_zurueck - 1; 
       ippz   = (ippz   == pz.punkte.begin())? pz.punkte.end()-1 : ippz - 1; 
       ippz_vor  = (ippz_vor  == pz.punkte.begin())? pz.punkte.end()-1 : ippz_vor - 1; 
       ipAktuell = ippz; 
       } 
      } 
     else { 
      (*ippz)->SetPunktBesucht( ); 
      newPolygonzug->PushBackPunkt( new Punkt(*(*ippz)), new KanteGerade(KANTE_GERADE) ); 
      ippz_zurueck = (ippz_zurueck == pz.punkte.begin())?  
                pz.punkte.end()-1 : ippz_zurueck - 1; 
      ippz   = (ippz   == pz.punkte.begin())? pz.punkte.end()-1 : ippz - 1; 
      ippz_vor  = (ippz_vor  == pz.punkte.begin())? pz.punkte.end()-1 : ippz_vor - 1; 
      ipAktuell = ippz; 
      } 
     } 
    } while( *(*ipAktuell) != *(*ipAussen) ); 
   ipAussen  = ( ipAussen  == punkte.end()-1)? punkte.begin():ipAussen+1; 
   ipAussen_vor = ( ipAussen_vor == punkte.end()-1)? punkte.begin():ipAussen_vor+1; 
   } 
  } while( *(*ipStart) != *(*ipAussen) ); 
 if ( flaecheNULLPolysErmitteln == true ){ 
  // Suche nach den Minimal / Fläche 0 Polyzügen 
  enum PolygonTest pTest; 
  enum PolygonTest pTest1;   
  enum PolygonTest pTest2; 
  bool newPolyzug = true; 
  int  pktAnz = 0; 
  bool gefunden; 
  // Suche eines Startpunktes 
  // Suche eine Kante die INNERHALB oder AUSSERHALB ... . 
  gefunden = false; 
  ipStart = punkte.begin(); 
  for ( ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   ip_zurueck = (ip == punkte.begin())? punkte.end()-1 : ip - 1; 
   polytest = pz.TestSchnittkanteMittelpunktInnerhalbPolygonzug( *(*ip), *(*ip_zurueck) ); 
   if ( polytest == AUSSERHALB  ||  polytest == INNERHALB  ){ 
    gefunden = true; 
    ipStart = ip; 
    break; 
    } 
   } 
  if ( gefunden ){ 
   do{ 
    if ( (*ip)->Typ() != SCHNITTPUNKT ) goto WEITER; 
    ip_vor  = (ip == punkte.end()-1)? punkte.begin() : ip + 1; 
    ip_zurueck = (ip == punkte.begin())? punkte.end()-1 : ip - 1; 
    pTest1 = pz.TestSchnittkanteMittelpunktInnerhalbPolygonzug( *(*ip), *(*ip_zurueck) ); 
    pTest2 = pz.TestSchnittkanteMittelpunktInnerhalbPolygonzug( *(*ip), *(*ip_vor)     ); 
    if ( pTest1 == AUSSERHALB  && pTest2 == AUSSERHALB )goto WEITER; 
    if ( ( pTest1 == AUSSERHALB  && pTest2 == INNERHALB )  || 
     ( pTest1 == INNERHALB  && pTest2 == AUSSERHALB ) ) goto WEITER; 
    gefunden = false; 
    for ( ippz = pz.punkte.begin(); ippz != pz.punkte.end(); ++ippz ){ 
     if ( (*ippz)->GetSchnittpunktIndex() == (*ip)->GetSchnittpunktIndex() ){ 
      gefunden = true; 
      break; 
      } 
     } 
    if ( gefunden == false ) goto WEITER; 
    if ( newPolyzug == true  ||  pktAnz >= 2 ){ 
     newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
     restflaechen.push_back( newPolygonzug ); 
     newPolyzug = false; 
     pktAnz = 0; 
     } 
    newPolygonzug->PushBackPunkt( new Punkt(*(*ip)), new KanteGerade(KANTE_GERADE) ); ++pktAnz; 
    if ( pz.TestSchnittkanteMittelpunktInnerhalbPolygonzug(*(*ip),*(*ip_zurueck))==INNERHALB && 
     pz.TestSchnittkanteMittelpunktInnerhalbPolygonzug( *(*ip), *(*ip_vor) ) == INNERHALB ) 
     newPolyzug = true; 
  WEITER : 
    ip = ( ip == punkte.end()-1 )? punkte.begin(): ip + 1; 
    } 
   while ( ipStart != ip ); 
   } 
  } 
 return restflaechen.size(); 
FuncExit: 
 return 0; 




Anhang E Algorithmus – Zerlegung konkaver Polygone 
int   
Polygonzug::BuildKonvexZerlegung ( enum PolygonIA ia ){ 
 vector <Punkt*>  ::iterator ipKonkav, ip, ipTest, ipWinkel, iPunkt1, iPunkt2, iPunkt3; 
 vector <Punkt*>  ::iterator iPunkt3Naechster, iPunkt3UeberNaechster; 
 vector <Punkt*>  ::iterator iKonkavEcke, iKonkavEckeZurueck, iKonkavEckeVor; 
 vector <Punkt*>  ::iterator iPruefkante, iPruefkanteZurueck; 
 vector <Punkt*>  ::iterator iZurueckSchnittkantePkt1, iZurueckSchnittkantePkt2; 
 vector <Punkt*>  ::iterator iNEUSchnittpunkt; 
 vector <Dreieck*> ::iterator id; 
 vector <Polygonzug*>::iterator ipz; 
 Polygonzug *newPolygonzug; 
 Polygonzug *PolygonzugDDD = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
 Dreieck ddd(Punkt(0,0),Punkt(0,0),Punkt(0,0)); 
 vector <Punkt*> punkteKopie, konkavPunkte; 
 bool innerhalb = false; 
 bool polyAktiv = false; 
 bool neuerPolygonzug, neuerPolygonzugFlanke, iPunkt3AltKonvex; 
 int anz; 
 Punkt p3Alt; 
 enum vorzurueck{VOR,ZURUECK}; 
 enum vorzurueck richtung; 
 int richtungWechselAnz = 0; 
 int richtungWechselSucheAnz = 0; 
 vector <Punkt*>schnittpunkte, beruehrpunkte; 
 GeoFunktionen g; 
 double winkelPunkt1 = 0.0, winkelPunkt3 = 0.0, winkelPunktAktuell = 0.0; 
 Punkt *pkt3Zurueck, *pkt1Vor, *pkt3, *pkt1; 
 bool fertig, fertig2; 
 long abbruch = 0, abbruchMax; 
 bool write1 = false; 
 bool write2 = false; 
 bool write3 = false; 
 vector <Punkt*>  ::iterator ipMinY; 
 double rahmenOffset = 5.0; 
 Punkt pktHilf; 
 enum PolygonTest dreieckTest, sehneTest1, sehneTest2, sehneTest3; 
 bool KonkavEckenSuche = true; 
 Punkt *pktAlt1, *pktAlt2, *pktAlt3; 
 Punkt schnittpunkt; 
 KanteGerade geradeKonkavEcke, geradePruef; 
 bool erfolgKonkavEinfuegen; 
 long durchlauf; 
 double winkel1, winkel2; 
 Polygonzug *ppp; 
 if ( LoeschePunkteMit180EckenWinkel() > 0 ) BerechneInnereEckenWinkel(); 
 if ( ia == AUSSEN ) konvexZerlegungAussen.clear(); 
 else     konvexZerlegungInnen.clear(); 
 if (this->vergoeberung==ORGINAL  &&  this->typ==UNTERLAGE_LOCH) write1 = true; 
 if ( ia == AUSSEN ){ 
  double minX = findMinX(); 
  double minY = findMinY(); 
  double maxX = findMaxX(); 
  double maxY = findMaxY(); 
  Punkt minYPkt = findMinYPunkt( ); 
  for ( ipMinY = punkte.begin(); ipMinY < punkte.end(); ++ipMinY ) 
   if ( *(*ipMinY) == minYPkt ) break; 
  punkteKopie.push_back( new Punkt( minX-rahmenOffset, minY-rahmenOffset ) ); 
  punkteKopie.push_back( new Punkt( minX-rahmenOffset, maxY+rahmenOffset ) ); 
  punkteKopie.push_back( new Punkt( maxX+rahmenOffset, maxY+rahmenOffset ) ); 
  punkteKopie.push_back( new Punkt( maxX+rahmenOffset, minY-rahmenOffset ) ); 
  punkteKopie.push_back( new Punkt( minYPkt.X(), minYPkt.Y()-rahmenOffset ) ); 
  for ( ip = ipMinY; ip >= punkte.begin(); --ip ){ 
   punkteKopie.push_back( new Punkt( *(*ip) ) ); 
   if ( !(*ip)->WinkelEckeKonvex() ) 
    konkavPunkte.push_back(*ip); 
   } 
  for ( ip = punkte.end()-1; *(*ip) != *(*ipMinY); --ip ){ 
   punkteKopie.push_back( new Punkt( *(*ip) ) ); 
   if ( !(*ip)->WinkelEckeKonvex() ) 
    konkavPunkte.push_back(*ip); 
   } 
Seite 138 
  punkteKopie.push_back( new Punkt( minYPkt ) ); 
  punkteKopie.push_back( new Punkt( minYPkt.X(), minYPkt.Y()-rahmenOffset ) ); 
  } 
 else{ 
  for ( ip = punkte.begin(); ip < punkte.end(); ++ip ){ 
   punkteKopie.push_back( new Punkt( *(*ip) ) ); 
   if ( !(*ip)->WinkelEckeKonvex() ) konkavPunkte.push_back(*ip); 
   } 
  } 
 anz = punkteKopie.size(); 
 if ( punkte.size() < 3 ) return 0; 
 pkt3Zurueck = NULL; 
 pkt1Vor = NULL; 
 iPunkt1 = punkteKopie.begin(); 
 iPunkt2 = punkteKopie.begin() + 1; 
 iPunkt3 = punkteKopie.begin() + 2; 
 neuerPolygonzug = true; 
 neuerPolygonzugFlanke = true; 
 richtung = VOR; 
 richtungWechselSucheAnz = 0; 
 abbruchMax = punkteKopie.size(); 
 KonkavEckenSuche = false; 
 erfolgKonkavEinfuegen = false; 
 int durchlaufIndex = 0; 
 bool durchlauf1Komplett = false; 
 bool startErlaubt = false; 
 bool zurueckEingefuegt1 = false; 
 bool zurueckEingefuegt2 = false; 
 bool zurueckEingefuegt3 = false; 
 bool zurueckEingefuegt4 = false; 
 bool vorEingefuegt1 = false; 
 bool vorEingefuegt2 = false; 
 bool vorEingefuegt3 = false; 
 bool vorEingefuegt4 = false; 
 int i, ii; 
 int konvexSchnittpunktsucheAnzahl = 3; 
 while ( true ){ 
  ++abbruch; 
  fertig = true; 
  for ( ipWinkel = punkteKopie.begin(); ipWinkel < punkteKopie.end(); ++ipWinkel ){ 
   BerechneInnereEckenWinkel( &punkteKopie, ipWinkel ); 
   if ( (*ipWinkel)->WinkelEcke() > M_PI ) { 
    fertig = false; 
    break; 
    } 
   } 
  if ( richtung == VOR ) ++durchlaufIndex; 
  else      --durchlaufIndex; 
  if ( durchlauf1Komplett == false && durchlaufIndex >= abbruchMax ) durchlauf1Komplett = true; 
  if ( punkteKopie.size() <= 3 ) break; 
  if ( fertig == true )    break; 
  if ( abbruch >= abbruchMax*10 ) break; 
  BerechneInnereEckenWinkel( &punkteKopie, iPunkt1 ); 
  BerechneInnereEckenWinkel( &punkteKopie, iPunkt2 ); 
  BerechneInnereEckenWinkel( &punkteKopie, iPunkt3 ); 
  if ( richtungWechselAnz > 2 ) richtungWechselAnz = 3; 
  if ( richtungWechselAnz > 2  &&  neuerPolygonzug == false ) neuerPolygonzugFlanke = true; 
  if ( neuerPolygonzugFlanke ){ 
   neuerPolygonzugFlanke = false; 
   neuerPolygonzug = true; 
   erfolgKonkavEinfuegen = false; 
   } 
  // *********************************************************************************** 
  // BEGIN : TEST ob aktuelle Ecke P2 überhaupt konvex ist 
  // *********************************************************************************** 
  if ( neuerPolygonzug == true  &&  !(*iPunkt2)->WinkelEckeKonvex() ){  
    iPunkt1 = (iPunkt1 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt1; 
    iPunkt2 = (iPunkt2 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt2; 
    iPunkt3 = (iPunkt3 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt3; 
    richtung = VOR; 
   continue; 
   } 
  else{ 
   if ( neuerPolygonzug == false ){ 
    winkel1 = g.WinkelRechts3Punkte( *(*iPunkt3), *pkt1, *pkt1Vor ); 
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    winkel2 = g.WinkelRechts3Punkte( *pkt3Zurueck, *pkt3, *(*iPunkt3) ); 
    if ( richtung == VOR  && ( winkel1 > M_PI  ||  winkel2 > M_PI ) ){ 
     iPunkt1 = (iPunkt1 == punkteKopie.begin()) ? punkteKopie.end()-1 : --iPunkt1; 
     iPunkt2 = (iPunkt2 == punkteKopie.begin()) ? punkteKopie.end()-1 : --iPunkt2; 
     iPunkt3 = (iPunkt3 == punkteKopie.begin()) ? punkteKopie.end()-1 : --iPunkt3; 
     richtung = ZURUECK; 
     ++richtungWechselAnz; 
     continue; 
     } 
    else 
    if ( richtung == ZURUECK  &&  
      ( g.WinkelRechts3Punkte( *(*iPunkt1), *pkt1, *pkt1Vor ) > M_PI  || 
         g.WinkelRechts3Punkte( *pkt3Zurueck, *pkt3, *(*iPunkt1) ) > M_PI ) ){ 
     iPunkt1 = (iPunkt1 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt1; 
     iPunkt2 = (iPunkt2 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt2; 
     iPunkt3 = (iPunkt3 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt3; 
     richtung = VOR; 
     ++richtungWechselAnz; 
     continue; 
     } 
    } 
   } 
  // *********************************************************************************** 
  // ENDE : TEST ob aktuelle Ecke P2 überhaupt konvex ist 
  // *********************************************************************************** 
  // BEGIN : TEST ob alle Punkte des originalen Polyzuges ausserhalb des neuen Dreiecks liegen. 
  // *********************************************************************************** 
  dreieckTest = PUNKT_AUSSERHALB; 
  ddd.Set( *(*iPunkt1), *(*iPunkt2), *(*iPunkt3) ); 
  int anzPunkte = punkte.size(); 
  for ( ipTest = punkte.begin(); ipTest < punkte.end(); ++ipTest ){ 
   if ( *(*ipTest) == *(*iPunkt1)  ||  *(*ipTest) == *(*iPunkt2)  ||  *(*ipTest) == *(*iPunkt3) ) 
    continue; 
   dreieckTest = ddd.TestPointInclusion( *(*ipTest) ); 
   if ( dreieckTest == PUNKT_INNERHALB  || 
     dreieckTest == PUNKT_LIEGT_AUF_KANTE  || 
     dreieckTest == PUNKT_LIEGT_AUF_KANTE_ENDPUNKT_VOR  || 
     dreieckTest == PUNKT_LIEGT_AUF_KANTE_ENDPUNKT_ZURUECK  || 
     dreieckTest == PUNKT_LIEGT_AUF_KANTE_ENDPUNKT ) 
    break; 
   } 
  if ( dreieckTest == PUNKT_INNERHALB  || 
    dreieckTest == PUNKT_LIEGT_AUF_KANTE  || 
    dreieckTest == PUNKT_LIEGT_AUF_KANTE_ENDPUNKT_VOR  || 
    dreieckTest == PUNKT_LIEGT_AUF_KANTE_ENDPUNKT_ZURUECK  || 
    dreieckTest == PUNKT_LIEGT_AUF_KANTE_ENDPUNKT ){ 
   if ( neuerPolygonzug == true ){ 
    iPunkt1 = (iPunkt1 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt1; 
    iPunkt2 = (iPunkt2 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt2; 
    iPunkt3 = (iPunkt3 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt3; 
    richtung = VOR; 
    } 
   else { 
    if ( richtung == ZURUECK ) { 
     iPunkt1 = (iPunkt1 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt1; 
     iPunkt2 = (iPunkt2 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt2; 
     iPunkt3 = (iPunkt3 == punkteKopie.end()-1) ? punkteKopie.begin() : ++iPunkt3; 
     richtung = VOR; 
     } 
    else{ 
     iPunkt1 = (iPunkt1 == punkteKopie.begin()) ? punkteKopie.end()-1 : --iPunkt1; 
     iPunkt2 = (iPunkt2 == punkteKopie.begin()) ? punkteKopie.end()-1 : --iPunkt2; 
     iPunkt3 = (iPunkt3 == punkteKopie.begin()) ? punkteKopie.end()-1 : --iPunkt3; 
     richtung = ZURUECK; 
     } 
    ++richtungWechselAnz; 
    } 
   continue; 
   } 
  // *********************************************************************************** 
  // ENDE : TEST ob alle Punkte des originalen Polyzuges ausserhalb des neuen Dreiecks liegen. 
  // *********************************************************************************** 
  richtungWechselSucheAnz = 0; 
  richtungWechselAnz = 0; 
  startErlaubt = false; 
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  if ( neuerPolygonzug == true ){ 
   if ( durchlauf1Komplett == true ) 
    startErlaubt = true; 
   else 
   if ( (*iPunkt1)->WinkelEckeKonvex() || 
     (*iPunkt3)->WinkelEckeKonvex() ){ 
    startErlaubt = true; 
    } 
   if ( startErlaubt == true ){ 
    newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
    if ( ia == AUSSEN ) konvexZerlegungAussen.push_back( newPolygonzug ); 
    else     konvexZerlegungInnen.push_back( newPolygonzug ); 
    newPolygonzug->PushBackPunkt( new Punkt( *(*iPunkt1) ), new KanteGerade() ); 
    newPolygonzug->PushBackPunkt( new Punkt( *(*iPunkt2) ), new KanteGerade() ); 
    newPolygonzug->PushBackPunkt( new Punkt( *(*iPunkt3) ), new KanteGerade() ); 
    erfolgKonkavEinfuegen = false; 
    neuerPolygonzug = false; 
    } 
   } 
  else{ 
   if ( richtung == VOR ) 
    newPolygonzug->PushBackPunkt( new Punkt( *(*iPunkt3) ), new KanteGerade() ); 
   else 
    newPolygonzug->PushFrontPunkt( new Punkt( *(*iPunkt1) ), new KanteGerade() ); 
   } 
  if ( neuerPolygonzug == false  ||  startErlaubt == true ){ 
   pkt3  = *(newPolygonzug->punkte.end()-1); 
   pkt3Zurueck = *(newPolygonzug->punkte.end()-2); 
   pkt1  = *(newPolygonzug->punkte.begin()); 
   pkt1Vor  = *(newPolygonzug->punkte.begin()+1); 
   } 
  konvexSchnittpunktsucheAnzahl = 2; 
  zurueckEingefuegt1 = zurueckEingefuegt2 = zurueckEingefuegt3 = false; 
  if ( !(*iPunkt3)->WinkelEckeKonvex() ){ 
   // * geradeKonkavEcke von p3Vor nach P3 ******************************************* 
   for ( i = 0; i <= konvexSchnittpunktsucheAnzahl; ++i ){ 
    pktAlt2 = *iPunkt2; 
    iKonkavEckeZurueck = (iPunkt3 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt3+1; 
    iKonkavEcke   = iPunkt3;  
    geradeKonkavEcke.DefineFunktion( *(*iKonkavEckeZurueck), *(*iKonkavEcke) ); 
    iPruefkante   = iPunkt1; 
    iPruefkanteZurueck = (iPunkt1 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt1-1; 
    for ( ii = 0; ii < i; ++ii ){ 
     iPruefkante   = (iPruefkante == punkteKopie.begin())? 
                  punkteKopie.end()-1:iPruefkante-1; 
     iPruefkanteZurueck = (iPruefkanteZurueck == punkteKopie.begin())? 
                  punkteKopie.end()-1:iPruefkanteZurueck-1; 
     } 
    if (g.WinkelRechts3Punkte(*(*iPruefkanteZurueck), *(*iPruefkante), *(*iPunkt2) ) < M_PI){ 
     geradePruef.DefineFunktion( *(*iPruefkanteZurueck), *(*iPruefkante) ); 
     if ( geradeKonkavEcke.TestGeradeSchnittpunktGerade( geradePruef, schnittpunkt ) == 
                       GERADE_SCHNEIDET_GERADE  && 
        geradeKonkavEcke.TestPointOnKante( *(*iKonkavEckeZurueck),  
                 *(*iKonkavEcke), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_GERADE_VOR  && 
        geradePruef.TestPointOnKante( *(*iPruefkanteZurueck),  
                 *(*iPruefkante), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_KANTE ) 
      { 
      iNEUSchnittpunkt = punkteKopie.insert( iPruefkante, new Punkt( schnittpunkt ) ); 
      iPunkt1 = (iNEUSchnittpunkt == punkteKopie.end()-1)? 
                   punkteKopie.begin():iNEUSchnittpunkt+1; 
      iPunkt2 = (iPunkt1 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt1+1; 
      iPunkt3 = (iPunkt2 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt2+1; 
      for ( ii = 0; ii < i; ++ii ){ 
       if ( pktAlt2 == *iPunkt2 ) break; 
       iPunkt1 = (iPunkt1 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt1+1; 
       iPunkt2 = (iPunkt2 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt2+1; 
       iPunkt3 = (iPunkt3 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt3+1; 
       } 
      zurueckEingefuegt1 = true; 
      } 
     } 
    } 
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   // * geradeKonkavEcke von p2 nach P3 ******************************************* 
   for ( i = 0; i < konvexSchnittpunktsucheAnzahl; ++i ){ 
    pktAlt2 = *iPunkt2; 
    iKonkavEckeZurueck = iPunkt2; 
    iKonkavEcke   = iPunkt3;  
    geradeKonkavEcke.DefineFunktion( *(*iKonkavEckeZurueck), *(*iKonkavEcke) ); 
    iPruefkante   = iPunkt1; 
    iPruefkanteZurueck = (iPunkt1 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt1-1; 
    for ( ii = 0; ii < i; ++ii ){ 
     iPruefkante   = (iPruefkante == punkteKopie.begin())? 
                  punkteKopie.end()-1:iPruefkante-1; 
     iPruefkanteZurueck = (iPruefkanteZurueck == punkteKopie.begin())? 
                  punkteKopie.end()-1:iPruefkanteZurueck-1; 
     } 
    if (g.WinkelRechts3Punkte( *(*iPruefkanteZurueck), *(*iPruefkante), *(*iPunkt2) ) < M_PI){ 
     geradePruef.DefineFunktion( *(*iPruefkanteZurueck), *(*iPruefkante) ); 
     if ( geradeKonkavEcke.TestGeradeSchnittpunktGerade( geradePruef, schnittpunkt ) == 
                      GERADE_SCHNEIDET_GERADE  && 
        geradeKonkavEcke.TestPointOnKante( *(*iKonkavEckeZurueck),  
                 *(*iKonkavEcke), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_GERADE_VOR  && 
        geradePruef.TestPointOnKante( *(*iPruefkanteZurueck),  
                 *(*iPruefkante), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_KANTE ) 
      { 
      iNEUSchnittpunkt = punkteKopie.insert( iPruefkante, new Punkt( schnittpunkt ) ); 
      iPunkt1 = (iNEUSchnittpunkt == punkteKopie.end()-1)? 
                   punkteKopie.begin():iNEUSchnittpunkt+1; 
      iPunkt2 = (iPunkt1 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt1+1; 
      iPunkt3 = (iPunkt2 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt2+1; 
      for ( ii = 0; ii < i; ++ii ){ 
       if ( pktAlt2 == *iPunkt2 ) break; 
       iPunkt1 = (iPunkt1 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt1+1; 
       iPunkt2 = (iPunkt2 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt2+1; 
       iPunkt3 = (iPunkt3 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt3+1; 
       } 
      zurueckEingefuegt2 = true; 
      } 
     } 
    } 
   if ( neuerPolygonzug == false  ||  startErlaubt == true ){ 
    // * geradeKonkavEcke von pkt3Zurueck nach P3 ******************************************* 
    pktAlt2 = *iPunkt2; 
    iKonkavEckeZurueck = newPolygonzug->punkte.end()-2; 
    iKonkavEcke   = iPunkt3;  
    geradeKonkavEcke.DefineFunktion( *(*iKonkavEckeZurueck), *(*iKonkavEcke) ); 
    iPruefkante   = iPunkt1; 
    iPruefkanteZurueck = (iPunkt1 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt1-1; 
    if (g.WinkelRechts3Punkte( *(*iPruefkanteZurueck), *(*iPruefkante), *(*iPunkt2) ) < M_PI){ 
     geradePruef.DefineFunktion( *(*iPruefkanteZurueck), *(*iPruefkante) ); 
     if ( geradeKonkavEcke.TestGeradeSchnittpunktGerade( geradePruef, schnittpunkt ) == 
                       GERADE_SCHNEIDET_GERADE  && 
        geradeKonkavEcke.TestPointOnKante( *(*iKonkavEckeZurueck),  
                 *(*iKonkavEcke), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_GERADE_VOR  && 
        geradePruef.TestPointOnKante( *(*iPruefkanteZurueck),  
                 *(*iPruefkante), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_KANTE ) 
      { 
      iNEUSchnittpunkt = punkteKopie.insert( iPruefkante, new Punkt( schnittpunkt ) ); 
      iPunkt1 = (iNEUSchnittpunkt == punkteKopie.end()-1)? 
                   punkteKopie.begin():iNEUSchnittpunkt+1; 
      iPunkt2 = (iPunkt1 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt1+1; 
      iPunkt3 = (iPunkt2 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt2+1; 
      zurueckEingefuegt3 = true; 
      } 
     } 
    } 
   } 
  vorEingefuegt1 = vorEingefuegt2 = vorEingefuegt3 = false; 
  if ( !(*iPunkt1)->WinkelEckeKonvex() ){ 
   // * geradeKonkavEcke von p1Zurueck nach P1 ******************************************* 
   for ( i = 0; i < konvexSchnittpunktsucheAnzahl; ++i ){ 
    pktAlt2 = *iPunkt2; 
    iKonkavEckeZurueck = (iPunkt1 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt1-1; 
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    iKonkavEcke   = iPunkt1;  
    geradeKonkavEcke.DefineFunktion( *(*iKonkavEckeZurueck), *(*iKonkavEcke) ); 
    iPruefkante   = iPunkt3; 
    iPruefkanteZurueck = (iPunkt3 == punkteKopie.end()-1)?punkteKopie.begin():iPunkt3+1; 
    for ( ii = 0; ii < i; ++ii ){ 
     iPruefkante   = (iPruefkante == punkteKopie.end()-1)? 
                  punkteKopie.begin():iPruefkante+1; 
     iPruefkanteZurueck = (iPruefkanteZurueck == punkteKopie.end()-1)? 
                  punkteKopie.begin():iPruefkanteZurueck+1; 
     } 
    if (g.WinkelRechts3Punkte( *(*iPruefkanteZurueck), *(*iPruefkante), *(*iPunkt2) ) < M_PI){ 
     geradePruef.DefineFunktion( *(*iPruefkanteZurueck), *(*iPruefkante) ); 
     if ( geradeKonkavEcke.TestGeradeSchnittpunktGerade( geradePruef, schnittpunkt ) ==  
                      GERADE_SCHNEIDET_GERADE  && 
        geradeKonkavEcke.TestPointOnKante( *(*iKonkavEckeZurueck),  
                 *(*iKonkavEcke), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_GERADE_VOR  && 
          geradePruef.TestPointOnKante( *(*iPruefkanteZurueck),  
                *(*iPruefkante), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_KANTE ) 
      { 
      iNEUSchnittpunkt = punkteKopie.insert(iPruefkanteZurueck, new Punkt(schnittpunkt)); 
      iPunkt3 = (iNEUSchnittpunkt == punkteKopie.begin())? 
                   punkteKopie.end()-1:iNEUSchnittpunkt-1; 
      iPunkt2 = (iPunkt3 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt3-1; 
      iPunkt1 = (iPunkt2 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt2-1; 
      for ( ii = 0; ii < i; ++ii ){ 
       if ( pktAlt2 == *iPunkt2 ) break; 
       iPunkt1 = (iPunkt1 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt1-1; 
       iPunkt2 = (iPunkt2 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt2-1; 
       iPunkt3 = (iPunkt3 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt3-1; 
       } 
      vorEingefuegt1 = true; 
      } 
     } 
    } 
   // * geradeKonkavEcke von p2 nach P1 ******************************************* 
   for ( i = 0; i < konvexSchnittpunktsucheAnzahl; ++i ){ 
    pktAlt2 = *iPunkt2; 
    iKonkavEckeZurueck = iPunkt2; 
    iKonkavEcke   = iPunkt1;  
    geradeKonkavEcke.DefineFunktion( *(*iKonkavEckeZurueck), *(*iKonkavEcke) ); 
    iPruefkante   = iPunkt1; 
    iPruefkanteZurueck = (iPunkt1 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt1-1; 
    for ( ii = 0; ii < i; ++ii ){ 
     iPruefkante   = (iPruefkante == punkteKopie.end()-1)? 
                  punkteKopie.begin():iPruefkante+1; 
     iPruefkanteZurueck = (iPruefkanteZurueck == punkteKopie.end()-1)? 
                  punkteKopie.begin():iPruefkanteZurueck+1; 
     } 
    if (g.WinkelRechts3Punkte( *(*iPruefkanteZurueck), *(*iPruefkante), *(*iPunkt2) ) < M_PI){ 
     geradePruef.DefineFunktion( *(*iPruefkanteZurueck), *(*iPruefkante) ); 
     if ( geradeKonkavEcke.TestGeradeSchnittpunktGerade( geradePruef, schnittpunkt ) ==  
                      GERADE_SCHNEIDET_GERADE  && 
        geradeKonkavEcke.TestPointOnKante( *(*iKonkavEckeZurueck),  
                 *(*iKonkavEcke), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_GERADE_VOR  && 
        geradePruef.TestPointOnKante( *(*iPruefkanteZurueck),  
                *(*iPruefkante), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_KANTE ) 
      { 
      iNEUSchnittpunkt = punkteKopie.insert(iPruefkanteZurueck, new Punkt(schnittpunkt)); 
      iPunkt3 = (iNEUSchnittpunkt == punkteKopie.begin())? 
                   punkteKopie.end()-1:iNEUSchnittpunkt-1; 
      iPunkt2 = (iPunkt3 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt3-1; 
      iPunkt1 = (iPunkt2 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt2-1; 
      for ( ii = 0; ii < i; ++ii ){ 
       if ( pktAlt2 == *iPunkt2 ) 
        break; 
       iPunkt1 = (iPunkt1 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt1-1; 
       iPunkt2 = (iPunkt2 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt2-1; 
       iPunkt3 = (iPunkt3 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt3-1; 
       } 
      vorEingefuegt2 = true; 
      } 
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     } 
    } 
   if ( neuerPolygonzug == false  ||  startErlaubt == true ){ 
    // * geradeKonkavEcke von pkt1Vor nach P1 ******************************************* 
    pktAlt2 = *iPunkt2; 
    iKonkavEckeZurueck = newPolygonzug->punkte.begin()+1; 
    iKonkavEcke   = iPunkt1;  
    geradeKonkavEcke.DefineFunktion( *(*iKonkavEckeZurueck), *(*iKonkavEcke) ); 
    iPruefkante   = iPunkt1; 
    iPruefkanteZurueck = (iPunkt1 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt1-1; 
    if (g.WinkelRechts3Punkte( *(*iPruefkanteZurueck), *(*iPruefkante), *(*iPunkt2) ) < M_PI){ 
     geradePruef.DefineFunktion( *(*iPruefkanteZurueck), *(*iPruefkante) ); 
     if ( geradeKonkavEcke.TestGeradeSchnittpunktGerade( geradePruef, schnittpunkt ) ==  
                      GERADE_SCHNEIDET_GERADE  && 
        geradeKonkavEcke.TestPointOnKante( *(*iKonkavEckeZurueck),  
                 *(*iKonkavEcke), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_GERADE_VOR  && 
        geradePruef.TestPointOnKante( *(*iPruefkanteZurueck),  
                *(*iPruefkante), schnittpunkt ) ==  
                      PUNKT_LIEGT_AUF_KANTE ) 
      { 
      iNEUSchnittpunkt = punkteKopie.insert(iPruefkanteZurueck, new Punkt(schnittpunkt)); 
      iPunkt3 = (iNEUSchnittpunkt == punkteKopie.begin())? 
                   punkteKopie.end()-1:iNEUSchnittpunkt-1; 
      iPunkt2 = (iPunkt3 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt3-1; 
      iPunkt1 = (iPunkt2 == punkteKopie.begin())?punkteKopie.end()-1:iPunkt2-1; 
      vorEingefuegt3 = true; 
      } 
     } 
    } 
   } 
  if ( neuerPolygonzug == false  ||  startErlaubt == true ){ 
   if ( zurueckEingefuegt1 == true || zurueckEingefuegt2 == true || zurueckEingefuegt3 == true ){ 
   richtung = ZURUECK; 
    if ( iPunkt2 == punkteKopie.end()-1 ){ 
     delete (*iPunkt2); 
     punkteKopie.erase( iPunkt2 ); 
     iPunkt2 = punkteKopie.end()-1; 
     iPunkt1 = iPunkt2-1; 
     iPunkt3 = punkteKopie.begin(); 
     } 
    else 
    if ( iPunkt2 == punkteKopie.begin() ){ 
     delete (*iPunkt2); 
     punkteKopie.erase( iPunkt2 ); 
     iPunkt2 = punkteKopie.end()-1; 
     iPunkt1 = iPunkt2-1; 
     iPunkt3 = punkteKopie.begin(); 
     } 
    else{ 
     delete (*iPunkt2); 
     iPunkt2 = punkteKopie.erase( iPunkt2 ); 
     iPunkt2 = ( iPunkt2 == punkteKopie.begin() )?punkteKopie.end()-1:iPunkt2-1; 
     iPunkt1 = ( iPunkt2 == punkteKopie.begin() )?punkteKopie.end()-1:iPunkt2-1; 
     iPunkt3 = ( iPunkt2 == punkteKopie.end()-1 )?punkteKopie.begin():iPunkt2+1; 
     } 
    } 
   else 
    { 
    richtung = VOR; 
    if ( iPunkt2 == punkteKopie.end()-1 ){ 
     delete (*iPunkt2); 
     punkteKopie.erase( iPunkt2 ); 
     iPunkt2 = punkteKopie.begin(); 
     iPunkt1 = punkteKopie.end()-1; 
     iPunkt3 = iPunkt2+1; 
     } 
    else 
    if ( iPunkt2 == punkteKopie.begin() ){ 
     delete (*iPunkt2); 
     punkteKopie.erase( iPunkt2 ); 
     iPunkt2 = punkteKopie.begin(); 
     iPunkt3 = iPunkt2+1; 
     iPunkt1 = punkteKopie.end()-1; 
     } 
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    else{ 
     delete (*iPunkt2); 
     iPunkt2 = punkteKopie.erase( iPunkt2 ); 
     if ( iPunkt2 == punkteKopie.end()-1 ) 
      iPunkt3 = punkteKopie.begin(); 
     else 
      iPunkt3 = iPunkt2+1; 
     iPunkt1 = iPunkt2-1; 
     } 
    } 
   ++richtungWechselAnz; 
   } 
  else{ // VOR 
   iPunkt3 = ( iPunkt3 == punkteKopie.end()-1 )?punkteKopie.begin():iPunkt3+1; 
   iPunkt2 = ( iPunkt2 == punkteKopie.end()-1 )?punkteKopie.begin():iPunkt2+1; 
   iPunkt1 = ( iPunkt1 == punkteKopie.end()-1 )?punkteKopie.begin():iPunkt1+1; 
   } 
  } 
 newPolygonzug = new Polygonzug( NULL, ORGINAL, SICHTBAR ); 
 if ( ia == AUSSEN ) konvexZerlegungAussen.push_back( newPolygonzug ); 
 else     konvexZerlegungInnen.push_back( newPolygonzug ); 
 for ( ipWinkel = punkteKopie.begin(); ipWinkel < punkteKopie.end(); ++ipWinkel ) 
  newPolygonzug->PushBackPunkt( new Punkt( *(*ipWinkel) ), new KanteGerade() ); 
 delete (*iPunkt1); 
 delete (*iPunkt2); 
 delete (*iPunkt3); 
 punkteKopie.clear( ); 
 konkavPunkte.clear( ); 
 for ( ip = schnittpunkte.begin(); ip < schnittpunkte.end(); ++ip ) delete (*ip); 
 schnittpunkte.clear(); 
 for ( ip = beruehrpunkte.begin(); ip < beruehrpunkte.end(); ++ip ) delete (*ip); 
 beruehrpunkte.clear(); 
 delete PolygonzugDDD; 
 if ( ia == AUSSEN ) 
  for ( ipz = konvexZerlegungAussen.begin(); ipz < konvexZerlegungAussen.end(); ++ipz ) 
   (*ipz)->LoeschePunkteMit180EckenWinkel(); 
 else 
  for ( ipz = konvexZerlegungInnen.begin(); ipz < konvexZerlegungInnen.end(); ++ipz ) 
   (*ipz)->LoeschePunkteMit180EckenWinkel(); 
 if ( ia == AUSSEN ){ 
  anz = konvexZerlegungAussen.size(); 
  fertig = false; 
  for ( i = 0; i < anz  &&  fertig == false; ++i ){ 
   fertig = true; 
   for ( ipz = konvexZerlegungAussen.begin(); ipz < konvexZerlegungAussen.end(); ++ipz ){ 
    if ( (*ipz)->punkte.size() <= 2 ){ 
     delete (*ipz); 
     konvexZerlegungAussen.erase( ipz ); 
     fertig = false; 
     break; 
     } 
    } 
   } 
  } 
 else{ 
  anz = konvexZerlegungInnen.size(); 
  fertig = false; 
  for ( i = 0; i < anz  &&  fertig == false; ++i ){ 
   fertig = true; 
   for ( ipz = konvexZerlegungInnen.begin(); ipz < konvexZerlegungInnen.end(); ++ipz ){ 
    if ( (*ipz)->punkte.size() <= 2 ){ 
     delete (*ipz); 
     konvexZerlegungInnen.erase( ipz ); 
     fertig = false; 
     break; 
     } 
    } 
   } 
  } 
 if (this->vergoeberung==ORGINAL  &&  this->typ==UNTERLAGE_LOCH) write1 = true; 
 int konvexZerlegungAussenANZ = konvexZerlegungAussen.size(); 
 return konvexZerlegungAussen.size(); 
 }  
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Anhang F Algorithmus – Vergröberung von Polygonen 
int  
Polygonzug::VergroeberungDurchDreieckNeuerPunkt( enum PolygonIA ia, int maxDurchlaeufe,  
         double maxVerschnittGesamt,  
         double maxVerschnittDreieck,  
         double maxFlaecheKleineVerschnittdreiecke, 
         double maxFlaecheLokalVerschnitt, 
         double maxAbstandNeuerPunkt ){ 
 vector <Punkt*>::iterator  ip; 
 vector <Punkt*>::iterator  ipVor; 
 vector <Punkt*>::iterator  ipNeu; 
 vector <Punkt*>::iterator  ipAendern; 
 Punkt*  pktZurueck; 
 Punkt*  pkt; 
 Punkt*  pktVor; 
 Punkt*  pktVorVor; 
 GeoFunktionen  g; 
 double  verschnittGesamt = 0.0; 
 double  verschnittDreieck = 0.0; 
 int  durchlaeufe = 0; 
 int  anzahlVerschnitte = 0; 
 KanteGerade  kg; 
 KanteGerade  kgVor; 
 Punkt    schnittPunkt; 
 double  abst1, abst2, abstOrg, abstOrgProzent; 
 
 for ( durchlaeufe = 1; durchlaeufe <= maxDurchlaeufe; ++durchlaeufe ){ 
  if ( LoeschePunkteMit180EckenWinkel() > 0 ) BerechneInnereEckenWinkel(); 
  for (ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   if ( punkte.size() <= 3 ) return 0; 
   pkt = *ip; 
   if ( ip == punkte.end()-1 ) { 
    ipVor = punkte.begin();   
    pktZurueck = *(ip-1);  
    pktVor  = *(punkte.begin());  
    pktVorVor = *(punkte.begin()+1);} 
   else { 
    if ( ip == punkte.begin() )  pktZurueck = *(punkte.end()-1);  
    else       pktZurueck = *(ip-1); 
    ipVor = ip+1; pktVor = *(ip+1); 
    if ( ipVor == punkte.end()-1 ) pktVorVor = *(punkte.begin()); 
   else       pktVorVor = *(ipVor+1); 
   } 
  if ( ia == AUSSEN ){ 
   if ( pkt->WinkelEcke() >= M_PI )       continue; 
   if ( pktVor->WinkelEcke() >= M_PI )      continue; 
   if ( pkt->WinkelEcke() + pktVor->WinkelEcke() <= M_PI ) continue; 
   } 
  else { 
   if ( pkt->WinkelEcke() <= M_PI )         continue; 
   if ( pktVor->WinkelEcke() <= M_PI )        continue; 
   if ( pkt->WinkelEcke() + pktVor->WinkelEcke() >= 3.0 * M_PI )  continue; 
   } 
  kg  .DefineFunktion( *pktZurueck, *pkt ); 
  kgVor .DefineFunktion( *pktVorVor, *pktVor ); 
  if ( kg.TestGeradeSchnittpunktGerade( kgVor, schnittPunkt ) != GERADE_SCHNEIDET_GERADE )
 continue; 
  Dreieck d( *pkt, *pktVor, schnittPunkt ); 
  verschnittDreieck = d.Flaeche(); 
  if ( pkt->VerschnittFlaeche()+verschnittDreieck > maxFlaecheLokalVerschnitt )  continue; 
  if ( verschnittDreieck <= maxFlaecheKleineVerschnittdreiecke  || 
   ( verschnittDreieck <= maxVerschnittDreieck  &&   
     verschnittGesamt+verschnittDreieck <= maxVerschnittGesamt ) ) { 
   /* Sind die evt. neuen Verschnittkanten komplett ausserhalb des Polygons */ 
   BerechneMaxPunktAbstand(); 
   //maxPunktAbstand 
   abst1 = pkt  ->AbstandPunkt( schnittPunkt ); 
   abst2 = pktVor ->AbstandPunkt( schnittPunkt ); 
   abstOrg = pkt->AbstandPunkt( *pktVor ); 
   abstOrg = maxPunktAbstand; 
   abstOrgProzent = abstOrg/100.0*maxAbstandNeuerPunkt; 
   enum PolygonTest sehneTest1 = TestSehneBezugPolygonzug( *pkt, schnittPunkt ); 
   enum PolygonTest sehneTest2 = TestSehneBezugPolygonzug( schnittPunkt, *pktVor ); 
 
   if ( abst1 > abstOrgProzent ) continue; 
   if ( abst2 > abstOrgProzent ) continue; 
   if ( ia == AUSSEN   && sehneTest1 != GERADE_AUSSERHALB )  continue; 
   if ( ia == INNEN   && sehneTest1 != GERADE_INNERHALB )  continue; 
   if ( ia == AUSSEN   && sehneTest2 != GERADE_AUSSERHALB )  continue; 
   if ( ia == INNEN   && sehneTest2 != GERADE_INNERHALB )  continue; 
   // Alte Lokalverschnittfläche merken 
   pkt->SetVerschnittFlaeche( pkt->VerschnittFlaeche()  
               +pktVor->VerschnittFlaeche() +verschnittDreieck ); 
   pkt->Setze( schnittPunkt ); 
   BerechneInnereEckenWinkel( &punkte, ip ); 
   delete pktVor; 
Seite 146 
   ip = punkte.erase( ipVor ); 
                // Gesamtverschnitt und Iterationsschritt merken 
   if ( !(maxFlaecheKleineVerschnittdreiecke <= verschnittDreieck) ) 
    verschnittGesamt += verschnittDreieck; 
   ++anzahlVerschnitte; 
   if ( ip == punkte.end() ) break; 
   } 
  } 
 } 





Polygonzug::VergroeberungDurchDreieckMitSehne(  enum PolygonIA ia, int maxDurchlaeufe,  
     double maxVerschnittGesamt,  
     double maxVerschnittDreieck,  
     double maxFlaecheKleineVerschnittdreiecke, 
     double maxFlaecheLokalVerschnitt ){ 
 vector <Punkt*>::iterator  ip; 
 vector <Punkt*>::iterator  ipZurueck; 
 vector <Punkt*>::iterator  ipVor; 
 vector <Punkt*>::iterator  ipAendern; 
 Punkt* pktZurueck, * pkt, * pktVor; 
 GeoFunktionen g; 
 double verschnittGesamt = 0.0, verschnittDreieck = 0.0; 
 int durchlaeufe   = 0; 
 int anzahlVerschnitte  = 0; 
 double EraseVerschnittFlaeche = 0.0; 
 int anz; 
 int iZurueck = 0; 
 for ( durchlaeufe = 1; durchlaeufe <= maxDurchlaeufe; ++durchlaeufe ){ 
  if ( LoeschePunkteMit180EckenWinkel() > 0 ) BerechneInnereEckenWinkel(); 
  for (ip = punkte.begin(); ip != punkte.end(); ++ip ){ 
   pkt = *ip; 
   if ( ip == punkte.begin() ) { 
    ipZurueck = punkte.end()-1; 
    ipVor  = ip+1; 
    pktZurueck = *(punkte.end()-1); 
    pktVor  = *(ip+1); 
    } 
   else 
   if ( ip == punkte.end()-1 ) { 
    ipZurueck = ip-1; 
    ipVor  = punkte.begin(); 
    pktZurueck = *(ip-1); 
    pktVor  = *(punkte.begin()); 
    } 
   else { 
    ipZurueck = ip-1; 
    ipVor  = ip+1; 
    pktZurueck = *(ip-1); 
    pktVor  = *(ip+1); 
    } 
   if ( ia == AUSSEN  &&  pkt->WinkelEcke() <= M_PI )  continue; 
   if ( ia == INNEN   &&  pkt->WinkelEcke() >= M_PI )  continue; 
   if ( ia == AUSSEN ){ 
    Dreieck d( *pktZurueck, *pkt, *pktVor ); 
    verschnittDreieck = d.Flaeche(); 
    } 
   else { 
    Dreieck d( *pktVor, *pkt, *pktZurueck ); 
    verschnittDreieck = d.Flaeche(); 
    } 
 
   if ( pktZurueck->VerschnittFlaeche()+verschnittDreieck > maxFlaecheLokalVerschnitt )   
    continue; 
   if ( verschnittDreieck <= maxFlaecheKleineVerschnittdreiecke  || 
    ( verschnittDreieck <= maxVerschnittDreieck  &&   
     verschnittGesamt+verschnittDreieck <= maxVerschnittGesamt ) ) { 
    /* Ist die Verschnitt Sehne komplett ausserhalb des Polygons */ 
    enum PolygonTest sehneTest = TestSehneBezugPolygonzug( *pktZurueck, *pktVor ); 
    if ( ia == AUSSEN   && sehneTest != GERADE_AUSSERHALB )  continue; 
    if ( ia == INNEN   &&  sehneTest != GERADE_INNERHALB )  continue; 
    // Alte Lokalverschnittfläche merken 
    EraseVerschnittFlaeche = pkt->VerschnittFlaeche(); 
    // Punkt löschen 
    iZurueck = 0; 
    if ( ipZurueck == punkte.end() - 1 ) iZurueck = -1; 
    anz = punkte.size(); 
    delete pkt; 
    ipVor = punkte.erase( ip ); 
    anz = punkte.size(); 
    if ( iZurueck == -1 ) { 
     ipZurueck = punkte.end()-1; 
     iZurueck = -1; 
    }  
    pktZurueck = (*ipZurueck); 
    pktVor  = (*ipVor); 
    ip = ipVor; 
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    if ( ipVor == punkte.end() ) ipVor = punkte.begin(); 
    // Den Punkt ZURÜCK aktualisieren 
    ipAendern = ipZurueck; 
    BerechneInnereEckenWinkel( &punkte, ipAendern ); 
    (*(ipAendern))->SetVerschnittFlaeche( (*(ipAendern))->VerschnittFlaeche()+ 
               EraseVerschnittFlaeche +  verschnittDreieck ); 
    // Den Punkt VOR aktualisieren 
    ipAendern = ipVor; 
    BerechneInnereEckenWinkel( &punkte, ipAendern ); 
    // Gesamtverschnitt und Iterationsschritt merken 
    if ( !(maxFlaecheKleineVerschnittdreiecke <= verschnittDreieck) )  
     verschnittGesamt += verschnittDreieck; 
    ++anzahlVerschnitte; 
    if ( ip == punkte.end() ) break; 
    } 
   } 
  } 






Polygonzug::ErzeugeVergroeberung123789( enum PolygonIA ia,  
 double MaxFlaecheVerschnittdreieckMitNeuemPunkt, 
    double MaxFlaecheVerschnittdreieckMitSehne, 
    double MaxFlaecheKleineVerschnittdreiecke, 
    double MaxFlaecheLokalVerschnitt, 
    double MaxFlaecheGesamtverschnitt, 
    double MaxAnzahlDurchlaeufeMitSehne, 
    double MaxAnzahlDurchlaeufeMitNeuemPunkt, 
    double MaxAbstandNeuerPunkt ){ 
 int durchlaufSehne = 0; 
 int durchlaufNeuerPunkt = 0; 
 if ( LoeschePunkteMit180EckenWinkel() > 0 ) BerechneInnereEckenWinkel(); 
 while ( true ){ 
  if ( durchlaufSehne >= MaxAnzahlDurchlaeufeMitSehne && 
    durchlaufNeuerPunkt >= MaxAnzahlDurchlaeufeMitNeuemPunkt ) 
   break; 
  if ( durchlaufSehne < MaxAnzahlDurchlaeufeMitSehne ) { 
   ++durchlaufSehne; 
   VergroeberungDurchDreieckMitSehne( ia,  
            1,  
            flaeche/100.0*MaxFlaecheGesamtverschnitt,  
            flaeche/100.0*MaxFlaecheVerschnittdreieckMitSehne, 
            flaeche/100.0*MaxFlaecheKleineVerschnittdreiecke, 
            flaeche/100.0*MaxFlaecheLokalVerschnitt ); 
   if ( LoeschePunkteMit180EckenWinkel() > 0 ) BerechneInnereEckenWinkel(); 
   } 
  if ( durchlaufNeuerPunkt < MaxAnzahlDurchlaeufeMitNeuemPunkt ) { 
   ++durchlaufNeuerPunkt; 
   VergroeberungDurchDreieckNeuerPunkt(ia, 1,  
            flaeche/100.0*MaxFlaecheGesamtverschnitt,  
            flaeche/100.0*MaxFlaecheVerschnittdreieckMitNeuemPunkt, 
            flaeche/100.0*MaxFlaecheKleineVerschnittdreiecke, 
            flaeche/100.0*MaxFlaecheLokalVerschnitt, 
            MaxAbstandNeuerPunkt ); 
   if ( LoeschePunkteMit180EckenWinkel() > 0 ) 
    BerechneInnereEckenWinkel(); 
   } 
  } 




// VERGROEBERUNG1 : Vergroeberung fein 
Polygonzug & 
Polygonzug::ErzeugeVergroeberung1( void ){ 
 double  MaxFlaecheVerschnittdreieckMitNeuemPunkt; 
 double  MaxFlaecheVerschnittdreieckMitSehne; 
 double  MaxFlaecheKleineVerschnittdreiecke; 
 double  MaxFlaecheLokalVerschnitt; 
 double  MaxFlaecheGesamtverschnitt; 
 double  MaxAnzahlDurchlaeufeMitSehne; 
 double  MaxAnzahlDurchlaeufeMitNeuemPunkt; 
 double  MaxAbstandNeuerPunkt; 
 enum  PolygonIA ia = AUSSEN; 
 BerechneFlaeche(); 
 if ( polygonMain->su == SCHABLONE ){ 
 MaxFlaecheVerschnittdreieckMitNeuemPunkt =  
   nest->ParameterVergoeberung[ SV1_MaxFlaecheVerschnittdreieckMitNeuemPunkt ]; 
  MaxFlaecheVerschnittdreieckMitSehne  =  
    nest->ParameterVergoeberung[ SV1_MaxFlaecheVerschnittdreieckMitSehne ]; 
  MaxFlaecheKleineVerschnittdreiecke  =  
    nest->ParameterVergoeberung[ SV1_MaxFlaecheKleineVerschnittdreiecke ]; 
  MaxFlaecheLokalVerschnitt     =  
    nest->ParameterVergoeberung[ SV1_MaxFlaecheLokalVerschnitt ]; 
  MaxFlaecheGesamtverschnitt     =  
    nest->ParameterVergoeberung[ SV1_MaxFlaecheGesamtverschnitt ]; 
  MaxAnzahlDurchlaeufeMitSehne   =  
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    nest->ParameterVergoeberung[ SV1_MaxAnzahlDurchlaeufeMitSehne ]; 
  MaxAnzahlDurchlaeufeMitNeuemPunkt =  
    nest->ParameterVergoeberung[ SV1_MaxAnzahlDurchlaeufeMitNeuemPunkt ]; 
  MaxAbstandNeuerPunkt    = nest->ParameterVergoeberung[ SV1_MaxAbstandNeuerPunkt ]; 
  } 
 else { 
  MaxFlaecheVerschnittdreieckMitNeuemPunkt=  
    nest->ParameterVergoeberung[ UV1_MaxFlaecheVerschnittdreieckMitNeuemPunkt ]; 
  MaxFlaecheVerschnittdreieckMitSehne  =  
    nest->ParameterVergoeberung[ UV1_MaxFlaecheVerschnittdreieckMitSehne ]; 
  MaxFlaecheKleineVerschnittdreiecke  =  
    nest->ParameterVergoeberung[ UV1_MaxFlaecheKleineVerschnittdreiecke ]; 
  MaxFlaecheLokalVerschnitt    =  
    nest->ParameterVergoeberung[ UV1_MaxFlaecheLokalVerschnitt ]; 
  MaxFlaecheGesamtverschnitt    =  
    nest->ParameterVergoeberung[ UV1_MaxFlaecheGesamtverschnitt ]; 
  MaxAnzahlDurchlaeufeMitSehne   =  
    nest->ParameterVergoeberung[ UV1_MaxAnzahlDurchlaeufeMitSehne ]; 
  MaxAnzahlDurchlaeufeMitNeuemPunkt =  
    nest->ParameterVergoeberung[ UV1_MaxAnzahlDurchlaeufeMitNeuemPunkt ]; 
  MaxAbstandNeuerPunkt    = nest->ParameterVergoeberung[ UV1_MaxAbstandNeuerPunkt ]; 
  } 
 // *********************************** 
 ErzeugeVergroeberung123789( ia, MaxFlaecheVerschnittdreieckMitNeuemPunkt, 
          MaxFlaecheVerschnittdreieckMitSehne, 
          MaxFlaecheKleineVerschnittdreiecke, 
          MaxFlaecheLokalVerschnitt, 
          MaxFlaecheGesamtverschnitt, 
          MaxAnzahlDurchlaeufeMitSehne, 
          MaxAnzahlDurchlaeufeMitNeuemPunkt, 
          MaxAbstandNeuerPunkt ); 




Hier wurde als Beispiel mit „Polygonzug::ErzeugeVergroeberung1“ die Vergröberung 1 gezeigt. 
Der Algorithmus berechnet die Vergröberungspolygone PVa1..3  sowie PVi1..3. für Schablonen P und 
Unterlagen Q. Dabei ändern sich nur die Variablen „ia“ auf „INNEN“ (für PVi1..3) oder „AUSSEN“ 
(für PVa1..3), sowie die Parameter „nest->ParameterVergroeberung“. Ob die Berechnung für P oder Q durchgeführt werden soll,  entscheidet der Parameter „polygonMain->su == SCHABLONE“ 
oder „polygonMain->su != SCHABLONE“. 
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Anhang G Beispiel-Schablonen A-I, Am50-Im50, Ap100-Ip100 
Beschreibung Beispiel A-I : Original Umrisse 
 A B C D E F G H I PktAnz PktAnz_m50 PktAnz_p100 6 8 8 4 4 6 11 10 13 PktAnzKonvex PktAnzKonvex_m50 PktAnzKonvex_p100 5 6 6 4 4 6 7 8 8 PktAnzKonkav PktAnzKonkav_m50 PktAnzKonkav_p100 1 2 2 0 0 0 4 2 5 
ΦP 122 124 124 70 196 142 84 145 104 UP 56 69 76 38 56 45 70 49 54 
ΦPm50 61 62 62 35 98 71 42 73 52 UPm50 40 48 54 27 40 32 50 34 38 
ΦPp100 244 248 248 140 392 184 168 290 208 UPp100 79 96 107 54 79 64 99 69 76 
 










Anhang I Ergebnisse der Nesting-Test-Software 
In Abbildung 114 bis Abbildung 117 werden  die Laufzeiten tA sowie der Ausnutzungsgrad λQ 







Abbildung 114: Ergebnis Testumgebung tA=1min48sec, λQ =81% Ausnutzung 






Die hohen Ausnutzungsgrade λQ in Abbildung 114 bis Abbildung 117 resultieren aus der hohen 
Anzahl gestellter kleiner Schablonen in der Menge M. In der Realität, d.h. bei einem industriellen 
Einsatz würde wahrscheinlich nicht eine so hohe Anzahl kleiner Schablonen zur Verfügung stehen. 
Trotzdem kann gezeigt werden, dass auch auf kleinste freie Flächenbereiche ZfFB der Unterlage Q 
Schablonen legal vom NA platziert werden. 
 
Abbildung 116: Ergebnis Testumgebung tA=3min20sec, λQ =93% Ausnutzung 
Abbildung 117: Ergebnis Testumgebung tA=1min05sec, λQ =79% Ausnutzung 
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Anhang J Abkürzungen 
Formale 
Abkürzung 
Beschreibung anzD Anzahl Dreiecke bei Zerlegung eines einfachen irregulären Polygons in Dreiecke anzPT Anzahl konvexer Teil-Polygone bei Zerlegung eines einfachen irregulären Polygons  anzPUT Anzahl konvexer Teil-Polygone bei Zerlegung einer einfachen irregulären Unterlage anzEP Anzahl möglicher Positionen für eine Schablone A, B Strecke A11..1n Abschätzungen (Schlüssel) bei der Schablonenauswahl A21..1n Abschätzungen (Schlüssel) bei der Schablonenauswahl A31..1n Abschätzungen (Schlüssel) bei der Schablonenauswahl A41..1n Abschätzungen (Schlüssel) bei der Schablonenauswahl A51..1n Abschätzungen (Schlüssel) bei der Schablonenauswahl BP Bezugspunkt 
BPTCH Bezugspunkt eines Teil-C-Hindernis-Polygons CH C-Hindernis-Polygon CHQ   C-Hindernis-Polygon innen für eine Unterlage CH’Q C-Hindernis-Polygon für das Polygon P‘U CH‘3   Teil-C-Hindernis-Polygon CHopt Das beste CH aus MCH D1..n Differenz-Polygon DPKuK Durchmesser kleinster umschließender Kreis DPFAV_max Durchmesser maximaler lokaler Suchkreis (Hauptsuchkreis) DPFAV_min Durchmesser minimaler lokaler Suchkreis EP Alle erlaubten und möglichen Platzierungen auf der Unterlagefläche ΦQ GA, GB Gerade HS Hilfsstrahl KHs Konvexe Hülle um die Flächenschwerpunkte der Vergröberungspolygone KHs‘ Konvexe Hülle um die Flächenschwerpunkte der Vergröberungspolygone ohne 
Flächenschwerpunkt des kleinsten umschließenden Kreises Ks Einheitskreis L Länge eines Polygons M Menge einfacher irregulärer Polygone mit P1, P2, …, PS M‘ Menge von Schablonen aus M zulässig auf Q platziert MEP Einfügepunkte für eine Schablone P MMEP Menge der Lösungsmengen möglicher Platzierungen MS Minkowski-Summe 
MV12 Menge Vereinigungs-Polygone zweier Polygone P1 und P2 MS Menge der Flächenschwerpunkte MCH Menge mit C-Hindernis-Polygonen MφER Menge mit Einfüge-Rotationswinkel NA Nesting-Algorithmus 
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NQ Anzahl Unterlagen P einfaches irreguläres Polygon (Schablone) PR Rechteck-Polygon PR in einem Abstand um das Unterlagen-Umriss-Polygon PU PU Unterlagen-Umriss-Polygon 
PSteg Steg, d.h. zwei parallele deckungsgleiche Linien zwischen PR und PU P‘U Vereinigung der Polygone PR, PSteg und PU  (Unterlage mit Steg und Rechteck) PT1 konvexes Teil-Polygon PUT1 konvexes Teil-Polygon einer einfachen irregulären Unterlage PVa1 Vergröberung 1 außen PVa2 Vergröberung 2 außen PVa3 Vergröberung 3 außen PVi1 Vergröberung 1 innen PVi2 Vergröberung 2 innen PVi3 Vergröberung 3 innen PKuK kleinster umschließender Kreis PKV Konvexe Hülle  PktFS Flächenschwerpunkt PktR Rasterpunkt PFAV Form- und Ausdehnungsvektor  PLFV Flächenbedarfsvektor PktAnzKonvex Anzahl konvexer Punkte eines Polygons PktAnzKonkav Anzahl konkaver Punkte eines Polygons PktAnz Anzahl Punkte eines Polygons PktAnzPFAV Anzahl Punkte im Form- und Ausdehnungsvektor Q Einfaches irreguläres Polygon / Unterlage Qj Folge von Unterlagen mit (j=1,2,…) QFAV Unterlagen Form- und Ausdehnungsvektor  Q1..N Menge von Unterlagen 1..N R Restmenge oder Verschnittmenge Sx, Sy X/Y-Koordinate des statischen Momentes SK Suchkreis SKL Lokaler Suchkreis SKLmax größter lokaler Suchkreis / Haupt-Suchkreis SLKL lokaler Suchkreis für den Flächenbedarfsvektor SEC Schablonen-Einstufungs-Container SEChoch Schablonen-Einstufungs-Container mit hohem realem Flächenbedarf SECmittel Schablonen-Einstufungs-Container mit mittlerem realem Flächenbedarf SECniedrig Schablonen-Einstufungs-Container mit niedrigem realem Flächenbedarf tA endliche Zeit einer Unterlage im Angebotszustand zum Nesting TMS   Teil-Minkowski-Summen TCH Teil-C-Hindernis-Polygon TBPP1 Translation von P1 bei der Berechnung der Minkowski-Summe 𝑀𝑀𝑆 = 𝑃𝑃2⊕ 𝑃𝑃1 U1 Vereinigungs-Polygon 
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U Umfang eines Polygons V12  Vereinigung zweier Polygone P1 und P2 VaL maximale lokale Verschnitt-Fläche außen VaLG maximale lokale gesamte Verschnitt-Fläche außen Va1..3 Vergröberungsstufe außen 1, 2, 3 VaG maximale gesamte Verschnitt-Fläche außen ViL maximale lokale Verschnitt-Fläche innen ViLG maximale lokale gesamte Verschnitt-Fläche innen Vi1..3 Vergröberungsstufe innen 1, 2, 3 ViG maximale gesamte Verschnitt-Fläche innen X Punkt Xs, Ys X/Y-Koordinate des Flächenschwerpunktes ZfFB zusammenhängender freier Flächenbereich auf der Unterlage Za..h   Zyklen in NA 
λQ Ausnutzungsgrad einer Unterlage 
λQ mittlerer Ausnutzungsgrad der Unterlagen 
φ Winkel 
φM Menge erlaubter Rotationswinkel 
φ erlaubter Rotationswinkel 
φER Einfüge-Rotationswinkel 
Φ Fläche eines Polygons 
ΦPhoch Schablonen mit hohem Flächenbedarf 
ΦPmittel Schablonen mit mittlerem Flächenbedarf 
ΦPniedrig Schablonen mit niedrigem Flächenbedarf 
ΦSW Schwellwertfläche zur Einstufung der Schablonen in die SEC 
ΦPmin Fläche der kleinsten Schablone 
ΦPmax Fläche der größten Schablone 
ΦRCH2 Verschnittfläche durch eine Positionsauswahl von P auf CH 
ΦPR gerasterte Fläche eines Polygons P 
ΦPU Unterlagenfläche 
ΦP Fläche des Polygons P   
ΦPKuK Fläche kleinster umschließender Kreis 
ΦP Fläche einfaches irreguläres Polygon (Schablone) 
ΦQ Fläche einfaches irreguläres Polygon (Unterlage) 
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