Abstract
Introduction
Managing systems development projects so that the desired functionality is delivered in time and on budget continues to elude organizations (Tiwana and Keil, 2004; Wallace et al., 2004) . It is estimated that U.S. corporations spent approximately $1 trillion on underperforming IT projects during the period 1997-2001, accounting for nearly 40% of total IT expenditure (Benko and McFarlan, 2003) . Moreover, about 75% of IS projects are late, over budget, do not deliver core functionality, or are cancelled outright (Glen, 2006) . Similarly, on average, one-third of a software development project's budget is spent on fixing defects that originated from faulty requirements (Pratt, 2006) . Addressing these performance problems related to systems development becomes even more important due to increased organizational dependence on information systems for mission-critical activities and the magnitude of potential losses associated with poor systems quality. In today's business environment, which is fast-paced and rapidly changing, organizations must be able to respond to change with information systems that are delivered or modified with agility.
Over the past two decades, research and practice in systems development have been dominated by the view that the application of engineering principles will lead to a more manageable, predictable, and disciplined systems development process with consistent performance outcomes. Tools support Computer-Aided Software Engineering (CASE), new development methodologies, and new modeling techniques and frameworks like the Capability Maturity Model (CMM) attempt to formalize the development process and improve control to provide better outcomes in terms of quality, time, and budget. More recently, in response to the rapidly changing business and technical environment, there is an increased emphasis on imperatives like responsiveness, time to market, and programming skills (Baskerville and Pries-Heje, 2001 ). To complement the engineering perspective, researchers (Purvis et al., 2001; Walz et al., 1993) have suggested that systems development should be viewed as a knowledge-intensive activity and that the systems development process and its outcomes should be examined from a knowledge management perspective. This is the approach we adopt in this study. Rather than focusing on a specific genre of tools, techniques, and methods, we focus on managing tacit and explicit knowledge in the systems development process with a view toward realizing better outcomes.
Our investigation is informed by the rich literature on knowledge management and process formalization. Based on a review of research in knowledge management systems, Alavi and Leidner (2001) develop a framework of knowledge management processes that views organizations as social collectives and "knowledge systems." Knowledge management, according to Kwan and Balasubramanian (2003, p. 204) , "…involves setting up an environment that allows workers in organizations to create, capture, share and leverage knowledge to improve performance." These perspectives provide the basis for developing a complementary approach to address systems development problems based on knowledge management. In fact, the knowledge management perspective has been effectively applied to address performance problems in related contexts, such as product development. By framing new product development as knowledge-intensive work, it was found that knowledge about customers, suppliers, and internal capabilities, as well as the sharing of this knowledge, results in improved performance in new product development teams (Hong et al., 2004) . Similarly, systems development is considered to be a knowledge intensive process (Hoegl et al., 2003; Purvis et al., 2001; Walz et al., 1993) . More recently, Patnayakuni et al. (2006) build on the concept of 'boundary objects' proposed by Carlile (2002) to examine how formal and informal organizational integrative practices shape the development of artifacts that can be ported across knowledge boundaries and how these artifacts impact performance. Yet, there has been limited theoretical and empirical investigation of how systems development problems can be addressed by supporting the tacit and explicit integration of knowledge or, importantly, of how knowledge management practices can be reconciled with other process management practices, specifically disciplined and formalized process management.
Applying a knowledge perspective, we argue that collaborative exchange for tacit and explicit knowledge integration in the development artifacts that are generated and used across the systems development process is likely to lead to improved performance in systems development. Additionally, we argue that the extent to which the development process is formalized acts as a quasi-moderator on the relationship between these knowledge integration capabilities and performance of the systems development process. We believe this is because it has a direct effect on systems development performance and it also moderates the relationship between knowledge integration capabilities and systems development performance.
We employed a survey of systems development managers, who were associated with the user group of a major software vendor, to collect data on systems development practices. This study contributes to existing literature by indicating how knowledge integration capabilities and process formalization impact systems development performance, explicating over 40% of the variance in systems development performance. Specifically, it demonstrates that: (1) collaborative exchange among employees contributes to increased performance by integrating their tacit knowledge, (2) integration of explicit knowledge in development artifacts contributes to increased performance by streamlining the exchange of knowledge across phases of the development process, (3) formalized processes enhance performance through institutionalization of effective routines and practices, and (4) the impact of the collaborative exchange and explicit knowledge integration on performance is moderated by the formalization of the systems development process. While formalization appears to dampen the performance gains from explicit knowledge integration, it likewise appears to amplify the performance gains that accrue from collaborative exchange. Collectively, the findings support the adoption of a knowledge management approach in tandem with process formalization to address systems development performance problems. IS managers should look not only at development practices (e.g., methodologies, methods and technology) but also at the organizational practices that support or constrain the integration of tacit and explicit knowledge across the development process.
The remainder of the paper is organized as follows: Initially, we develop our theoretical framework, followed by a specification of our research model and hypotheses. We then describe the empirical methodology, including the research method, survey instrument development, and sampling strategy. Subsequently, we present the results of our analysis on validation of measures and hypothesis testing. We conclude by interpreting these results and deriving implications for theory, practice, future research, and pedagogy.
A Process View of Knowledge
The knowledge-based view of the organization argues that a firm should be viewed as a social community that specializes in the creation and transfer of knowledge (Kogut and Zander, 1996) . This view of organizations is based on the premise that knowledge is a central resource and that it is the heterogeneous stocks and flows of knowledge in a firm that provide it with unique resources and performance capabilities.
Researchers investigating knowledge-related phenomena must tackle the dual tasks of conceptualizing knowledge and operationalizing its measurement. A common approach is one that draws a distinction between tacit and explicit knowledge. Explicit knowledge can be expressed in some symbolic form, making it easier to communicate and transfer than tacit knowledge, which is abstract and difficult to formalize (Alavi and Leidner, 2001; Nonaka and Konno, 1998) . Tsoukas (1996) observes that the taxonomic distinction between tacit and explicit knowledge creates an artificial dichotomy that fails to recognize that "tacit and explicit knowledge are mutually constituted" (p. 14) and that tacit knowledge is an integral part of all knowledge. Such views are predicated on the proposition that knowledge is something that exists only in the minds of people and is shaped by experience as well as the situation at hand, thus making it difficult to study knowledge itself. The abstract and metaphysical nature of knowledge makes it difficult to approach it only as an object that can be stored and manipulated and is likely to lead to different (if not contradictory) opinions on how knowledge should be managed in organizations (Alavi and Leidner, 2001 ).
Thus, a process view of knowledge has been suggested as an alternative to the perspective of knowledge as an object (Alavi and Leidner, 2001; Davenport et al., 1998; Orlikowski, 2002; Tsoukas, 1996) . Knowledge as a process implies that knowledge is about simultaneously knowing and acting; that it is an "ongoing social accomplishment, constituted and reconstituted as actors engage the world in practice" (Orlikowski, 2002, pg. 249) . Viewed as a process, the focus is on flows of knowledge, i.e., its generation and deployment (Alavi and Leidner, 2001) . Additionally, this view implicitly makes a distinction between tacit and explicit knowledge as well as espouses the idea that distinct mechanisms are likely to be effective at integrating each of these types of knowledge.
We adopt the process view of knowledge to examine how the tacit knowledge of IS developers and the explicit knowledge generated in the systems development process are integrated, as well as how these two modalities of integration impact performance of the process. Moreover, we examine how process management, specifically, formalization of the development process, complements these two modes of knowledge integration. Figure 1 depicts our research framework. The core premise is that an organization's systems development performance is a function of its ability to integrate knowledge throughout the systems development process, and to use knowledge assets systematically. Furthermore, we propose that process formalization is a quasi-moderator (Sharma, et al., 1981) in that it has a direct effect on systems development performance and also moderates the relationship between knowledge integration and systems development performance. 
Constructs and Relationships
Knowledge management is concerned with how people, processes, and technologyenabling components can enhance knowledge resources, and thus, the performance of a process, organizational unit, or firm (Hawryszkiewycz, 2005; Hansen et al., 1999; Kwan and Balasuramanian, 2003; Maier and Remus, 2002) . As stated, some knowledge management taxonomies draw a distinction between tacit and explicit knowledge (Alavi and Leidner, 2001) , and it has been further suggested that they be viewed both collectively and as complementary (Alavi and Leidner, 2001; Orlikowski, 2002) , as tacit knowledge provides the required background to interpret and give meaning to explicit knowledge (Polanyi, 1966) . Thus, individuals with a high degree of shared understanding are more likely to be effective in exchanging and integrating knowledge. Similarly, several authors have emphasized the interaction between the individual and the collective as an important aspect of organizational knowledge integration (Polanyi, 1966; Tsoukas, 1996; Brown and Duguid, 1998; Tuomi, 1999; Alavi, 2000) . Accordingly, we consider the integration of both tacit and explicit knowledge in our investigation of systems development performance.
The literature suggests that both process and outcome measures of performance can be impacted by knowledge management (Alavi and Leidner, 2001; Davenport et al., 1998 Orlikowski, 2002) . Thus, we consider in our investigation: (1) outcome performance, defined as the degree to which systems developed by the IS department meet requirements in terms of functionality, quality, and user satisfaction and (2) process performance, defined as the degree to which systems developed by the IS department meet productivity and efficiency objectives.
To improve systems development performance, researchers have focused on a variety of approaches, such as development methodologies (Vessey and Conger, 1993; Iivari, et al., 2001) , design paradigms (Alter, 2001; Baskerville and Pries-Heje, 2001 ), CASE tools (Rai and Patnayakuni, 1996; Orlikowski 1993) , risk management approaches (Keil et al., 1998; Schmidt, et al., 2001) , coordination strategies (Nidumolu and Subramani, 2004) , process improvement frameworks (Paulk et al., 1995) , and behavioral factors that can improve the development process (Kirsch, 1996) . These approaches focus primarily on controlling and managing the development process using tools, techniques, and methods that will result in improved systems development performance that is consistently replicable across projects. While past research has provided several useful insights, systems development projects continue to perform poorly in terms of meeting requirements, going over budget, and being delayed, if not failing completely (Keil et al., 2000) .
Given the inherently knowledge-intensive nature of the development process, and its continued performance pitfalls, we assert that successful systems development requires the integration of specialized knowledge that is dispersed across roles (e.g., analysts, programmers, line managers, users) or phases of the process (e.g., requirement determinations and design). This implies that capabilities to exchange tacit and explicit knowledge across specialized roles as well as phases of the process will enhance development performance.
Collaborative Exchange: Integrating Tacit Knowledge Nonaka and Konno (1998) identify socialization, externalization, combination, and internalization as different modes for knowledge creation and application. Externalization and internalization refer to the interaction and conversion of knowledge at the individual level -integration of knowledge by articulating tacit knowledge and creation of tacit knowledge by working and interacting with others. Additionally, combination can be achieved by filtering, merging, organizing, synthesizing, and summarizing codified explicit knowledge.
From an organizational perspective, socialization, where tacit knowledge is integrated with the tacit knowledge of other employees through social interactions and shared experiences, is perhaps the most significant. Alavi (2000) states, "Coherent and synergistic organizational knowledge is generated through collaboration, interactions, and relations among individuals" (pg 19). While knowledge is "owned" and "enacted" in the minds of individual employees, the integration of this knowledge to a collective level is both necessary and fundamental (Okhuysen and Eisenhardt, 2002) . Similarly, Nonaka and Konno (1998) emphasize the role of interaction and note that knowledge generation is enabled by a rich space or ba that promotes interaction. In a ba, individuals share their tacit knowledge, learn from each other's tacit knowledge, collectively apply their tacit knowledge to interpret explicit knowledge, and further evolve the collective knowledge base of the organization.
In general, informal exchanges routinely occur in organizations. Employees often 'walk down the corridor' and/or ask a 'quick question' of a co-worker to resolve problems or exchange information. Related to the emphasis on socialization by Nonaka and others (Nonaka, 1994; Nonaka and Konno, 1998; Nonaka and Toyama, 2003) , Davenport and Prusak (2000) argue that the spontaneous, unstructured exchange of knowledge is a critical ingredient for creating and integrating knowledge in organizations. Similarly, other researchers have discussed the importance of informal communication for feedback and socialization (Sarbaugh-Thompson and Feldman, 1998) .
Given the importance of socialization, the systems development process should involve a significant amount of communication and shared contextual experience among its stakeholders to facilitate knowledge integration (DeFranco-Tommarillo and Deek, 2004; Walz et al., 1993) . Interaction among users and customers with the development team is considered very important (Doll and Torkzadeh, 1989; McKeen and Guimaraes, 1997) . A study of 145 systems development projects found that team members collaborate to share information and skills necessary to complete the project, particularly for projects that are innovative or complex (Hoegl et al., 2003) .
In summary, collaboration should be designed as part of the development process to promote exchange and integration of tacit knowledge among key constituents, including developers and users. Within the broader rubric of socialization, we focus specifically on informal communication in the information systems department. Accordingly, we define collaborative exchange as the degree to which informal communication exists among participants in the development process. This collaboration should provide the contextual specificity necessary to meaningfully create and share knowledge. For example, it should facilitate developers' integration of their technical knowledge with the application domain knowledge of users. Similarly, different user groups, defined by product groups, functional membership, or location, should be able to more effectively share their perspectives on the application domain with others. Additionally, developers should be able to share their technical knowledge with other developers. The suggested permutations and combinations of integrating technically and contextually-specific knowledge between and among developers and user groups expands the knowledge base for the development process and promotes common understanding.
Given our discussion thus far, we hypothesize: H1: The use of collaborative exchange for tacit knowledge integration positively impacts systems development performance.
Explicit Knowledge Integration
Knowledge created in the organization can be used to develop organizational capabilities by codifying it in processes (Grant, 1996) . In fact, to be easily communicated, transferred, and applied, tacit knowledge should be codified. Organizations, therefore, need to have mechanisms to promote the capture, representation, and application of tacit knowledge. While collaborative exchange enhances individual learning by expanding participants' individual tacit knowledge through the process of sharing and transfer, individuals also generate explicit knowledge in the form of development artifacts (for example, requirements, use cases, E-R models etc.) that integrate knowledge across the application and technical domain.
Typically, processes-and systems development processes in particular-consist of tasks that are separated by time and location and dispersed across stakeholders and roles. Knowledge associated with different phases of development, such as requirements specifications, logical models, and physical design, have to be integrated to achieve process-wide consistency and retention of critical information from phase to phase. Consistent with this view, Chen (2005) suggests that it is necessary for knowledge to be accessible to others and subject to application, change, and adaptation by others in the organization. Similarly, Hoopes and Postrel (1999) make a distinction between the act of sharing knowledge (as discussed above in collaboration) and shared knowledge, where shared knowledge is defined as the actual "facts, concepts and propositions which are understood simultaneously by multiple agents (pg 863)." They found that gaps in the understanding and interpretation of information resulted in significant excess costs to the organization in product development.
More recently, the role of explicit knowledge integration has been investigated by Patnayakuni et al. (2006) . Based on survey data collected from IS departments in 119 organizations, they found that the integration of knowledge across development artifacts leads to greater systems development performance. Thus, theoretical arguments and past empirical evidence suggest that in addition to developing a robust logic to relate tasks and define their interfaces, it is critical to establish a shared language for the consistent and meaningful flow of information across the development process. This depends on the degree to which a common base of explicit knowledge has been captured, shared, and formalized, so as to enable consistent and meaningful interpretation of artifacts across the development process.
In this study, we focus on explicit knowledge integration, the degree to which semantic consistency, accessibility, and the ability to share information is achieved across stages of the development process. In this study, explicit knowledge integration represents the integration of knowledge in artifacts that are generated in the system development process. Systems development tasks create and manipulate artifacts that should exhibit integrity for effective systems development. To achieve such integrity, the information content of development artifacts created in the initial stages (such as requirements documents) needs to be preserved for access and use later in the process (such as programming and testing). Thus, we hypothesize: H2: Explicit knowledge integration across phases of the development process positively impacts systems development performance.
Process Formalization
We are interested in the role of formalization in influencing the relationship between knowledge integration capabilities and systems development outcomes. It has been suggested that knowledge integration may be either constrained or enabled by the structural characteristics of organizations (Alavi and Leidner, 2001; Davenport and Prusak, 2000; Nonaka and Konno, 1998) . Higher levels of formalization are marked by minimal redundancy of tasks, de-emphasis of collaboration, and a focus on hierarchical control and task efficiency. In contrast, knowledge creation is associated with institutionalization of decision structures and work processes that enable collaboration and cross-fertilization of individual employee knowledge (Melcher et al., 1990) . Thus, while formalized structures can enhance performance, they can also dampen the effects of certain other causal pathways that lead to performance gains.
In essence, formalized structures embed knowledge into stringent routines, institutionalize behaviors (including behaviors related to the creation and use of knowledge) and suppress collaboration. Along these lines, Dougherty (1992) argued that established routines and rules, characteristic of formal structures, create barriers to knowledge integration. Others have pointed to the negative consequences of formal structure for knowledge transfer as they restrict channels for knowledge flows and inhibit interactions (Okhuysen and Eisenhardt, 2002) . Similarly, formal structures can constrain the adaptive use of knowledge, given changes in requirements as the project progresses. Accordingly, we posit that process formalization will have a quasi-moderating effect on systems development performance: higher levels of formalization will positively impact systems development performance but also negatively moderate the relationship between knowledge integration capabilities and systems development performance.
H3: Process formalization will positively influence systems development performance.
H4: Process formalization will negatively influence the relationship between collaborative exchange and development performance.
H5: Process formalization will negatively influence the relationship between explicit knowledge integration and development performance.
Control Variables
We defined IS department size and tool portfolio age as control variables. Size has been used as a control variable in several studies focusing on knowledge-based issues in assimilating software process innovations and in other IT adoption and diffusion studies (Fichman and Kemerer, 1997) . Using length of experience with a tool as a control variable reduces confounding effects due to tool-focused learning or issues associated with stabilizing the technology infrastructure. The research variables and their hypothesized relationships are represented in Figure 2 . 
Methodology

Data Collection
Survey data were collected from the user group of a large independent software vendor's CASE tools. The vendor organization sponsored the data collection, as its managers viewed the study as an opportunity to learn more about their clients' development practices. Since the study focuses on theory building and an exploratory test of the theoretical model, collecting data from organizations using the development tools of one vendor provides for homogeneity and control in the technology platform and vendor-organization interfaces.
The vendor organization distributed the survey directly to its key contact in each respondent organization, soliciting a response or requesting the contact to forward the survey to the member of the organization most qualified to respond. The survey sponsor characterized the user group as active and well-informed about industry development practices. Although the researchers did not have access to the direct contact information of potential respondents, the high response rate and some self-report data suggest that the survey was administered to the target profile by the software vendor. In total, the survey instrument was distributed to approximately 100 user organizations, of which 60 completed the survey for a response rate of 60%. All respondents were directly involved with systems development in their organizations and, in addition, were directing the implementation of the software vendor's CASE tools. Self-report data, where provided, revealed that respondent titles ranged from senior systems analyst to VP of systems development.
Scales and Measurement Properties
We developed the survey instrument using a three-phase instrument development process under the guidelines suggested by Straub (1989) and Sethi and King (1991) . Since established measures were unavailable for the explicit knowledge integration construct, in the first phase, we reviewed the relevant literature (Mi and Scacchi, 1992; Hoopes and Postrel, 1999; Chen, 2005) to develop a list of items for this construct. This scale is also used by Patnayakuni et al. (2006) in a separate national survey of systems development manager on software development practices. We based multi-item measures for other constructs on prior research that had examined them. Specifically, informal communication was informed by Davenport et al. (1998) , Nilkanta and Scammell (1990) , and Zmud (1982) ; process formalization was informed by Zmud (1982) and Davenport and Short (1990) ; and systems development performance by Baroudi et al. (1986) , Finlay and Mitchell (1994) , and Ravichandran and Rai (2000) . We measured the two control variables using single item measures. We measured IS department size by the number of full-time-equivalent employees in the IS department and prior experience with tools by the number of years the current development tool portfolio was in use in the organization.
All constructs were operationalized at the level of the development process, consistent with the proposed model's unit of analysis. This is the most appropriate level of analysis in view of the constructs specified in the model, where collaborative exchange captures the extent of informal communication in the process across projects and in the IS department, in general. Similarly, data on formalization and explicit knowledge integration are captured at the level of the IS development process and represent systemic capabilities applied across systems development projects.
In the second phase of instrument development, we conducted interviews with six senior IS managers responsible for managing systems development in their respective organizations. These interviews focused on the development practices and the implementation of CASE tools in these six organizations. The interviews served as useful input into the questionnaire development process. Finally, we pilot-tested the instrument with four senior IS executives from different organizations, four faculty members, and two doctoral students conducting research on the management of systems development. Comments received focused on item wording and formatting of the instrument, which we addressed prior to collecting data from the user group. Table 1 shows the constructs and measurement items used in the survey instrument. We used seven-point Likert scales for items associated with collaborative exchange, process formalization, explicit knowledge integration, process performance, and outcome performance.
Analysis of the data was conducted using partial least squares (PLS) using PLS Graph v3.0 to evaluate the measurement properties and structural relationships specified in the research model. PLS is considered an appropriate analytical approach for the study as it allows: (1) modeling of latent constructs as either formative or reflective and (2) assessment of psychometric properties of the constructs (the measurement model) within its theoretical context (the structural model). We conducted the analyses in two stages. First, we tested the measurement model to ensure that the constructs had sufficient psychometric validity, then addressed the structural model in which the hypotheses were tested.
In considering whether our constructs should be modeled as reflective or formative, we drew on Jarvis et al. (2003) . In their review of measurement modeling in marketing and consumer research, they suggest that researchers often misspecify formative constructs as reflective and develop guidelines to avoid such errors. They note that the decision to model a construct as formative or reflective should be based on the following four criteria: (1) direction of causality from construct to indicators, (2) interchangeability of indicators, (3) co-variation among indicators, (4) nomological net of construct indicators (Jarvis et al., 2003) . We modeled constructs as formative if the direction of causality is from indicators to constructs, indicators need not be interchangeable, indicators need not covary, and the nomological net of indicators can differ. We modeled them as reflective if the opposite conditions are applicable.
By applying Jarvis et al.'s (2003) guidelines, all constructs in the model are modeled as formative. In the case of the systems development performance construct, outcome performance need not necessarily be accompanied by higher levels of process performance in terms of adherence to budget and schedules. Similarly, the five-item explicit knowledge integration construct measures consistency of development artifacts that do not necessarily have to co-vary even though they could be mutually reinforcing. The same logic applies to collaborative exchanges where interaction among developers may not necessarily coincide with similar levels of interaction with other stakeholders. Finally for process formalization where automation need not necessarily co-vary with formalized and structured process is also modeled as formative. Notes: As with reflective constructs, formative constructs can exhibit convergent validity and internal consistency, as is the case here. However, given the errors in the specification of measurement models noted in recent reviews of the literature (Jarvis et al, 2003) , it is very important to point out that these properties are not necessary conditions for formative constructs. However, when formative constructs exhibit convergent validity and composite validity, a unit weight mean score can be used (Rozeboom, 1979) We report the results of the measurement analysis in Table 1 . It should be noted that convergent validity and internal consistency are not requisite criteria for formative measures (Jarvis et al., 2003) , though these constructs may exhibit these properties commonly associated with and expected of reflective constructs. However, these constructs should exhibit discriminant validity. To assess the measurement properties of our scales, we comprehensively evaluated the nature of convergence, discrimination, and reliability of indicators.
As can be observed from Table 1 , the composite reliability of all constructs is 0.7 or higher. We obtain further evidence of discriminant and convergent validity from an examination of the diagonal elements of the correlation matrix (which represent the square root of AVE) in Table 2 . All diagonal elements exceed the off-diagonal elements, which indicates acceptable discriminant validity (Chin, 1998a) . Additional support for discriminant validity is obtained by examining item-to-construct correlations shown in Table 3 , where items demonstrated higher correlations with their corresponding constructs rather than with other constructs. Collectively, the evidence suggests that the constructs demonstrate adequate measurement properties.
For formative indicators, which have a regression-like relationship with the latent constructs, only the weights (and not the loadings) need to be considered to evaluate the role of each indicator in the measurement of the construct (Chin, 1998a) . While no minimum threshold values for indicator weights have been established, the statistical significance of the weights can be used to determine the importance of indicators in forming a latent variable. The indicators associated with systems development performance were significant, with weights of .40 (t = 3.88, p < .001) for process performance and .77 (t = 9.07, p < .001) for outcome performance. Additionally, unit weights were applied to indicators for each of the formative constructs, as this weighting scheme does not lead to a loss of power when items exhibit convergent validity (Rozeboom, 1979) as is the case here.
Structural Model
We used the partial least square (PLS) method of structural modeling to test the hypotheses. Figure 3 shows the results of our empirical test of the specified structural model. .14* -.14**
Control Variables
Significance tests and estimates of confidence intervals for the path coefficients are not directly provided by the PLS method. In order to estimate the significance of path coefficients, we used a bootstrapping technique to generate 300 samples of 60 data points each. The path coefficients were re-estimated using each of these samples of observations. We used this vector of parameter estimates to compute parameter means, standard errors, path coefficient significance, indicator loadings, and indicator weights. This approach is consistent with recommended practices for estimating significance of path coefficients and indicator loadings (Löhmoller, 1984) and has been used in prior IS studies (Chin and Gopal, 1995; Compeau and Higgins, 1995; Howell and Higgins, 1990; Ravichandran and Rai, 2000) .
The predictive power of the research model in PLS is assessed by examining the explained variance (R 2 ) for the endogenous constructs (Barclay et al., 1995 , Chin, 1998b . We examined the moderating effect of process formalization as per the guidelines suggested by Chin et al. (2003) . The interaction term was a paired product of all the measurement items for the individual constructs. In order to assess the extent of moderation, we analyzed the model in two stages. In the first stage, we modeled only the direct effects, including the moderating variable as a direct effect on the endogenous construct as suggested by Chin et al. (2003) . This specification essentially captures the quasi-moderation effect of process formalization as it assesses its direct effect and its interaction effects with the collaborative exchange and explicit knowledge integration.
The model with only the direct effects included explained 30.4% of the variance in systems development performance, with all three direct effects significant at the .05 level.
In the second stage, we introduced the interaction terms were introduced, one for the moderating effect of process formalization on the relationship between collaborative exchange and development performance and a second for the moderating effect of process formalization on the relationship between explicit knowledge integration and development performance. The addition of the moderation effects explained an additional 9.8% of the variance in development performance, for a total 40.2% of explained variance. This increase in explained variance is significant (pseudo F statistic = 13.6, p = .000), suggesting that process formalization moderates the relationship between knowledge integrative capabilities and systems development performance. Both interaction terms are significant at the .05 level and substantially add to the explained variance in development performance. The coefficient of the interaction term of process formalization and explicit knowledge integration is negative, suggesting that higher levels of process formalization inhibit the integration of explicit knowledge in development artifacts. However, the positive coefficient for the interaction of term of process formalization with collaborative exchange is positive, suggesting the higher levels of formalization complement the leveraging of tacit knowledge resident in employees. As expected, both of the control variables-tool portfolio age and IS department-size were insignificant, suggesting that they did not significantly contribute to development performance in this study.
Discussion and Implications
Knowledge management constructs are notoriously difficult to define and operationalize, largely because of complexity and the inability to directly observe most knowledgerelated phenomena (Alavi and Leidner, 2001) . Their relevance and explanatory power is largely determined by the nomological net in which they are embedded and investigated. The proposed research model explained over 40% of the variance in the dependent variable (systems development performance), with support for direct effects hypotheses H1 (collaborative exchange), H2 (explicit knowledge integration), and H3 (process formalization) and one of the moderating effects (H5). Though process formalization was found to moderate the relationship between collaborative exchange and performance, the observed direction of this effect was positive and opposite to what we hypothesized (H4).
This study demonstrates the importance of managing the complementarity of knowledge integration and process formalization by showing that: (1) collaborative exchange among IS employees that integrates their tacit knowledge enhances development performance, both process and outcome, (2) semantic consistency of information across development artifacts from different phases of systems development, and their accessibility across phases, integrates explicit knowledge and enhances performance, both process and outcome, (3) process formalization, by safeguarding against common errors and institutionalizing proven routines, positively impacts development performance, and (4) the impacts of the collaborative exchange and explicit knowledge integration on development performance are moderated by the extent of formalization in the systems development process.
To elaborate on each of these findings, the effect of collaborative exchange on development performance was positive and significant. This result provides empirical support for the argument put forth by other researchers (Nonaka and Takeuchi, 1995; Purvis et al., 2001 ) that the presence of such communication creates the environment for habitual and practiced patterns of interaction that leverage knowledge in collective activities and facilitates knowledge integration across individual, group, and other organizational levels. In essence, collaborative exchange among stakeholders enables knowledge integration across specialized domains and enhances the outcome and process performance of systems development.
Our findings further suggest that knowledge made explicit and integrated throughout the process enhances development performance, which is consistent with Patnayakuni et al. (2006) . All participants, regardless of their role, should have access to the same information to ensure that everyone is "on the same page" and that the collective action of developers across phases is effectively informed. We defined explicit knowledge integration as the degree to which semantic consistency, accessibility, and ability to share information is achieved across the stages of the development process. This result provides evidence of the importance of integrating explicit knowledge across phases of the systems development process for outcome and process performance. It also demonstrates that from an empirical standpoint, the focus on knowledge assets resident in development artifacts-which require both codification and integration of knowledgemakes the construct identified as integration of explicit knowledge more observable and measurable.
The observed positive effect of process formalization on development performance suggests that the institutionalization of routines that enforce discipline yields performance benefits.
The directionality of the moderating effects of process formalization provides some interesting insights. While higher levels of formalization appear to negatively influence the relationship between explicit knowledge integration in development artifacts and development performance, they appear to strengthen the relationship between collaborative exchange and systems development performance. This suggests that formal practices can improve the process of knowledge creation, where individual knowledge is integrated with that of other employees and into organizational routines. They provide structure to employee interactions so that individual knowledge can surface, effectively combine, and converge into shared frames of reference for new knowledge. In fact, some researchers have noted that structured activities can play a positive role in knowledge integration and transfer (Okhuysen and Eisenhardt, 2002) . Similarly, Patnayakuni et al. (2006) discuss the role of formal integrative practices, such as job rotation, participative decision making, and use of teams in integrating knowledge during systems development. Thus, formal practices can be designed to promote interactions and exchange and improve knowledge transfer, as they explicitly define opportunities for employees to share know-how and know-why with others.
Our suggested approach to leverage the complementarity of knowledge integration and process formalization adds to prior work on systems development process improvement, which has focused on technical factors, coordination tools, methodology choices, control behaviors, and capability maturity as antecedents of superior development performance. Our results show that a focus on managing and supporting knowledge integration can prove beneficial in improving the performance of the systems development process, specifically by encouraging collaborative exchange and maintaining consistent and accessible development artifacts across the systems development process. Importantly, our results suggest that process formalization can yield significant performance benefits and can complement initiatives that integrate tacit knowledge. In effect, best practices to achieve consistency, safeguard against errors, and promote effective patterns of interaction among constituents can be routinized in IS development processes. However, our results imply that caution should be taken not to underutilize explicit knowledge through excessive formalization.
These identified capabilities to integrate tacit and explicit knowledge should help contain often-reported escalation of budgets and schedules associated with IS projects. Additionally, with virtual project teams that are dispersed geographically, it becomes important to deploy technology for collaborative exchange. Similarly, for projects that are off-shored, it is important to facilitate collaborative exchange for the creation and transfer of tacit knowledge between employees associated with different companies and different organizational and national cultures. Our results also suggest that projects in such contexts are likely to benefit from capabilities that support the integration of explicit knowledge generated at different phases in the process and by personnel in different organizations. It becomes important, then, to understand the mechanisms that facilitate the integration of explicit knowledge across the development process, an issue that has recently received some attention (Patnayakuni et al., 2006) . By effectively deploying tools and methods, knowledge gained from prior development projects can be captured to some extent in the form of repositories and reusable object libraries.
Additionally, tools and methodologies can be leveraged to facilitate collaborative exchange through initiatives such as a project intranet, internal blogs for team members, video phones for quick meetings, and Wikis for project documents. Given the importance of knowledge integration to system development performance identified here, the relative effectiveness of each of these methods of knowledge integration for any specific development project should be explored in future research. Moreover, future research should investigate how different patterns of formal and informal interaction shape the level and type of knowledge integration and the resultant performance effects.
From a pedagogy standpoint, this study has implications for the teaching of systems analysis and design. This study suggests classroom projects should be completed in team settings. The students should be encouraged to share knowledge and may be asked to role play various roles within the development process to ensure a variety of perspectives -not all technical as may be the case in an Information Systems classroom. Additionally, students should be encouraged to truly collaborate on projects that use collaborative exchange technologies rather than just divide project work for independent execution. For instance, they can use Wikis to create the documents that will eventually become the final document/assignment, and all group members should be encouraged to participate in evolving the document through their collaborative effort. Students can also be required to document what they learned both during and about the process. A blog, which is open to other team members, may be useful during the process. If these blogs are shared, as they should be, they can result in knowledge integration. Also, all project teams should conduct a project post-mortem to probe and document knowledge gained.
Limitations of Sampling Approach and Common Method Bias Assessment
Since this study uses survey-based perceptual data, our study is subject to the limitations inherent with this method of data collection. Additionally, it is a crosssectional study and based on the perceptions of a single respondent. While all the respondents were actively engaged in the systems development process of the organization and leading implementation of the vendor's CASE tool, the use of a single respondent to provide perceptual survey data raises concerns of common method bias. In order to assess the extent of this problem in our data, we conducted Harmon's onefactor test (Podsakoff and Organ, 1986) . In accordance with the suggested procedure, we entered all items used to measure the dependent and independent variables were entered into a single exploratory factor analysis. This analysis produced four factors, each of which had an eigenvalue greater than 1.0, and collectively accounted for 62% of the variance in the data. The first factor explained about 30% of the total variance. Since a single factor did not account for most of the variance, these results suggest that common method bias is unlikely to be a significant issue in the collected data. In addition, path coefficients have different levels of significance, and the non-significance of control variables provide further support for the likely absence of common method bias issues. Second, our results are derived from data associated with users of a single vendor's software development platform. This approach was used to establish controls against variation in the capabilities of the technology platform and to focus on the integration of tacit and explicit knowledge and process formalization. However, this approach limits the generalizability of the results and future researchers should replicate this study across tools and development platforms.
