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Abstract
Servers implementing the eXtensible Messag-
ing and Presence Protocol (XMPP) enable
the near-real-time exchange of structured yet
extensible data between any two or more
network entities. In this paper we propose
to address network attacks, a security issue,
by implementing signing forms over an in-
band registration mechanism. We validate
our proposal implementing this mechanism
over OpenFire, which is a free, community-
supported and open source XMPP server.
Our experiments showed that the number of
successful attacks was reduced to 0 when our
proposal is implemented.
1 Introduccio´n
XMPP es un protocolo abierto para la comunicacio´n
en tiempo real. Existen mu´ltiples ejemplos de apli-
caciones que utilizan este protocolo, incluyendo men-
sajer´ıa instanta´nea, presencia y colaboracio´n [5][10].
Las especificaciones centrales fueron desarrolladas por
la Internet Engineering Task Force (IETF) pero es ex-
tensible por la XMPP Standards Foundation, quienes
estandarizan protocolos publicando XEPs [7], los
cuales extienden la funcionalidad de XMPP.
Ahora bien, las redes de Internet de las cosas (IoT)
pueden ser implementadas utilizando diversos proto-
colos de comunicaciones. Aunque a nivel de usuario,
una caracter´ıstica relevante es la facilidad que provee el
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servidor para adicionar nuevas “cosas” (tipo Plug and
Play), tales como sensores, controladores, actuadores
o concentradores, tal como se aprecia en la Tabla 1,
diversas caracter´ısticas te´cnicas de los protocolos uti-
lizados para IoT deben ser considerados al momento
de realizar una eleccio´n para implementar una red IoT.
Table 1: Comparativa de los cuatro protocolos mas
utilizados en IoT, donde el s´ımbolo ”7” significa que
no cumple la caracter´ıstica, el signo ”3” significa que
la cumple, ”(3)” que la cumple parcialmente, y final-
mente ”33” que incluso hay ma´s de un componente
que realiza la funcio´n.
Caracter´ıstica HTTP CoAP MQTT XMPP
[3] [11] [1] [5][10]
Request/ 3 3 7 3
Response
Publish/ 7 7 3 3
Subscribe
Multicast 7 3 7 3
Events or 3 3 3 3
Push
Bypasses 7 (3) 3 3
firewall
Federation 7 7 7 33
Authentication 3 3 3 3
Network Identity (3) (3) 7 3
Authorization 7 7 7 33
Encryption 3 3 3 3
End-to-end 7 7 7 33
encryption
Compression 3 7 7 3
Streaming 3 7 3 3
Reliable 7 7 33 7
messaging
Message 7 7 7 7
Queues
Lamentablemente, a nivel de seguridad, au´n ex-
isten desaf´ıos importantes. CoAP, por ejemplo, es
un protocolo de transferencia RESTful para nodos
y redes con restricciones, el cual tiene una pobre
capa de seguridad con un Bypass de Firewall limi-
tado [11]. MQTT tiene serias vulnerabilidades conoci-
das, tanto as´ı que incluso gobiernos han prohibido su
uso [6]. Tal como se aprecia en la Tabla 1, XMPP es
ma´s robusto en te´rminos de seguridad. Permite del-
egar automa´ticamente y de manera segura permisos
a los clientes - cosas - para registrar una identidad
en la red XMPP-IoT dado que utiliza OAuth 1.0
[4] con dos XEPs espec´ıficas. La XEP-0077 (https:
//xmpp.org/extensions/xep-0077.html) [9] que de-
scribe el mecanismo para registrarse en banda
en un servidor XMPP. La XEP-00348 (https:
//xmpp.org/extensions/xep-0348.html)[12] que lo
hace tanto para clientes como para el servidor.
Ahora bien, dado que esto le da proteccio´n a la
red IoT contra bots maliciosos mediante resolucio´n
de CAPTCHAS (https://xmpp.org/extensions/
xep-0158.html) [9][8], (opcio´n que puede ser habili-
tada o no), lamentablemente, las “cosas” no pueden
registrarse de forma automatizada en la red IoT.
Lamentablemente, si el registro en banda es activado
pero sin habilitar la validacio´n por CAPTCHAS, se
abre una brecha en la seguridad de la red XMPP-IoT.
Debido a esto, es habitual que se deje la red XMPP-
IoT con el XEP-0077 activado pero con el XEP-0158
deshabilitado, es decir, que cualquiera que pueda vi-
sualizar a nivel de red el servidor puede registrar iden-
tidades en el servidor. Esto abre una brecha en la
seguridad de la misma red XMPP-IoT.
2 Propuesta
Existe una serie de servidores que implementan
XMPP. Existen de uso libre o de pago, de co´digo
abierto y desarrollado en diversos lenguajes de pro-
gramacio´n, documentacio´n, con una comunidad exis-
tente en torno al servidor, que corren sobre diferentes
sistemas operativos y con diversas XEPs implemen-
tadas. IoT Broker (https://waher.se/Broker.md),
servidor XMPP de uso no libre, no es open-source y
no hay una comunidad incipiente en torno al proyecto.
AstraChat Isode M-Link, su uso es de pago. ejabberd,
Tigase y Openfire son de uso libre. Los primeros dos
poseen una comunidad tambie´n incipiente en torno al
desarrollo de nuevas caracter´ısticas. Openfire, por otro
lado es de uso libre, open-source, esta´ codificado en
Java, funciona bajo los Sistemas Operativos Linux,
macOS, Solaris y Windows y tiene una gran comu-
nidad activa. La misma organizacio´n ofrece SMACK,
el cliente.
En este trabajo proponemos desarrollar e imple-
mentar el mecanismo descrito en la especificacio´n
XEP-0348: Signing Forms sobre la XEP-0077:
In-band Registration, tanto en el servidor como en
Figure 1: Diagrama de despliegue
Figure 2: Diagrama de secuencia de In-Band Registra-
tion
el cliente, para que, de este modo, se pueda asignar
el permiso de crear identidades en la red XMPP-IoT
so´lo a ciertos clientes. Con esto proponemos reducir a
cero la creacio´n de identidades por usuarios o bot mali-
ciosos. En particular para la validacio´n realizada me-
diante experimentos implementaremos nuestra prop-
uesta en el cliente SMACK y en el servidor Openfire
tal como se aprecia en las Figuras 1 y 2.
3 Validacio´n
Tal como se ve en la Figura 1 el experimento con-
sta un servidor XMPP Openfire modificado con varios
clientes XMPP SMACK modificados, los cuales son:
• un Cliente XMPP Thing-Sensor (TS–1) que posee
un sensor de humedad y temperatura
• un Cliente XMPP Thing-Sensor (TS–2) que posee
un sensor de gas,
• un Cliente XMPP Thing-Controlador (TC–1)
Ya realizada las modificaciones, el procedimiento es
el siguiente:
1. Ingresar a la consola de administracio´n web de
Openfire.
2. Ingresar a la seccio´n de registro.
3. Generar Credenciales de Consumidor, es decir,
ConsumerKey, Consumer Secret.
4. Ingresar 3 como cantidad de creacio´n de identi-
dades permitida al ConsumerKey.
(a) Thing-Sensor 1 (b) Thing-Sensor 2
Figure 3: Retorno por consola de los clientes.
Para los clientes ingresamos el ConsumerKey y el
ConsumerSecret, para que de este modo, se realice la
conexio´n con el servidor y exista el intercambio de
Stanzas con dataforms [2] siendo exitosa la verificacio´n
de Signatures, y de este modo, se le delegue al cliente
la facultad de crear identidades en el servidor XMPP
Openfire. As´ı, pudimos realizar consultas de temper-
atura y humedad al cliente TS–1 y de gas al TS–2.
Realizado esto, se creo´ y ejecuto´ el Bot malicioso en
ambos servidores (el modificado con nuestra propuesta
y el sin modificar). Los resultados se pueden apreciar
en las siguientes Tablas:













4 Conclusiones y Trabajos Futuros
Este trabajo brinda un aporte a la comunidad de Inter-
net de las Cosas dado que extiende un servidor libre,
de co´digo abierto y apoyado por una comunidad que













lo extiende en el tiempo. Tal como se vio en el experi-
mento, dada nuestra implementacio´n es posible reducir
el nu´mero de ataques de red en el servidor XMPP
OpenFire que podr´ıa sufrir dada la implementacio´n
del Inband registration de la XEP-0077 sin la imple-
mentacio´n de signing forms.
Si bien, la brecha de seguridad presente en el XEP-
0077 es abordada con la implementacio´n del XEP-
0348, quedan varios desaf´ıos, uno de ellos es imple-
mentar un Plugin en Openfire para aprovisionamiento.
Adema´s, un Registro de Cosas que registre que per-
misos tiene una “cosa–cosa” y “humano-cosa”.
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