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Abstrakt
Cílem  této  práce  je  prozkoumat  možnosti  využití  rozšířených  meta-informací  pro  zefektivnění 
vyhledávání  cesty ve městě,  vybrat  nejvhodnější  podklady pro popis mapy a metody pro hledání 
cesty. Následně tyto funkce implementovat a vytvořit tak funkční navigační systém, který je schopný 
využít dodatečné meta-informace obsažené ve vybraných mapových podkladech.
Abstract
The objective of this thesis is to explore metainformation usage in order to achieve higher effectivity  
in pathfinding in the city, to choose the most suitable maps and methods for path search. Afterwards 
these functions  are implemented to make a functional navigation system, which can use expanded 
metainformation contained in the chosen maps.
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1 Úvod
Hlavným cieľom tejto  práce  bolo  vytvoriť  inteligentný  navigačný systém,  ktorý  pri  vyhľadávaní 
a plánovaní  trasy  bude  zohľadňovať  viacero  rozšírených  informácií  než  existujúce  internetové 
aplikácie. Hoci v dnešnej dobe existuje množstvo podobných programov alebo GPS prístrojov, mohlo 
by byť  žiadúce  vytvoriť  program,  ktorý  poskytne širšie  možnosti  pri  výbere  najvhodnejšej  cesty 
a ktorý bude jednoducho ovládateľný a ľahko dostupný užívateľovi.
Táto  práca  obsahuje  dve  kapitoly  so  základným teoretickým popisom dostupných metód 
a podkladov  na  vyhľadávanie,  a  taktiež  popis  všetkých  prostriedkov  ktoré  boli  v  práci  využité. 
V prvej  kapitole  sú  popísané  základné  metódy  na  prehľadávanie  stavového  priestoru  a  metódy 
hľadania cesty v grafe. Jedná sa o popis od základných až po zložitejšie metódy a ich heuristiky, ktoré 
je možné využiť v zadanej práci.
Druhá  kapitola  obsahuje  stručný  popis  viacerých  mapových  podkladov,  ktoré  využívajú 
niektoré známe mapové aplikácie a na základe ktorých je možné vyhľadávať optimálnu cestu. Taktiež 
je  tu  detailnejšie  popísaný  vybraný  formát  vstupných  dát,  diskutujú  sa  možnosti  dodefinovania 
rozšírených meta-informácií a ich využitie pre vytváranú aplikáciu.
Predposledná  kapitola  sa  zaoberá  samotnou  implementáciou  a  vytváraním  navigačného 
systému. Je tu uvedený popis úpravy zvoleného mapového podkladu, možnosti zobrazenia výsledku 
užívateľovi,  spôsob,  akým  je  možné  zadať  požadované  vlastnosti  vyhľadávania  do  aplikácie,  
a samotný popis implementácie vybraných metód, pomocou ktorých sa vyhľadávanie realizuje.
Záverečná  kapitola  obsahuje  výsledky  testovania  vytvorenej  aplikácie,  porovnanie 
jednotlivých  naimplementovaných  metód  medzi  sebou a  porovnanie  vyhľadávania  s  inými 
existujúcimi gps navigačnými systémami.
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2 Prehľadávanie stavového priestoru
Pretože cieľom tejto práce je vytvorenie systému, ktorý vyhľadá optimálnu cestu, je nutné si uviesť 
základné metódy, pomocou ktorých je možné vyhľadávanie realizovať [1].
Stavový  priestor  budeme  reprezentovať  ako  orientovaný  graf  (strom). Uzly  stromu 
reprezentujú  jednotlivé  stavy  úlohy  a  jeho  hrany  predstavujú  prechody  medzi  týmito  stavmi. 
Riešením úloh je nájdenie cesty z počiatočného do koncového stavu, v niektorých úlohách sa môže 
stať, že cesta dôležitá nie je, a  tak nás  zaujíma len cieľový stav.  Metódy prehľadávania stavového 
priestoru sa delia na dve základné skupiny, konkrétne na neinformované a informované. 
2.1 Neinformované metódy
Neinformované, slepé metódy sa používajú ak nemáme k dispozícii žiadne informácie, kde sa cieľový 
stav  nachádza, a nedokážeme odhadnúť,  ktorým smerom bude  prehľadávanie  úspešné. Základné 
delenie týchto metód je podľa poradia, v ktorom sú uzly expandované: slepé prehľadávanie do šírky 
a slepé prehľadávanie do hĺbky.
2.1.1 Slepé prehľadávanie do šírky – BFS 
BFS  (Breadth  First  search) je  základná  jednoduchá  metóda,  avšak  kvôli  časovej  a  pamäťovej 
náročnosti (exponenciálnej) sa nevyužíva pri riešení zložitejších úloh. Základný variant algoritmu [2] 
využíva jediný zoznam OPEN :
1. Zostroj zoznam OPEN a vlož do neho počiatočný uzol.
2. Ak je zoznam prázdny, ukonči prehľadávanie ako neúspešné, úloha nemá riešenie.
3. Zo zoznamu OPEN vyber prvý uzol.
4. Ak je vybratý uzol cieľovým, ukonči prehľadávanie ako úspešné a vráť cestu k riešeniu.
5. Vybraný uzol expanduj a všetkých jeho následníkov ulož do fronty OPEN, 
pokračuj bodom 2.
Najväčší  problém  algoritmu  BFS  je  opakované  generovanie  už  expandovaných  uzlov. 
Riešením tohto problému je úprava 5.  bodu;  do zoznamu OPEN sa neukladajú uzly,  ktoré sa už  
v OPEN nachádzajú, a uzly, ktoré sú predchodcami generovaného uzla. Ak chceme úplne zabrániť 
opakovaného  generovaniu  uzlov,  je  nutné  použiť  ďalší  zoznam  CLOSED.  Do  tohoto  zoznamu 
sa uložia postupne všetky expandované uzly, a vyhneme sa tak opakovanému generovaniu tých istých 
stavov. Ak je počet následníkov každého uzla konečný, metóda BFS je úplná – ak riešenie existuje, 
tak ho nájde; a optimálna – nájde najlepšie riešenie.
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2.1.2 Metóda rovnomernej ceny - UCS
Metóda UCS (Uniform Cost  Search)  [2]  sa používa v úlohách,  kde majú prechody ohodnotenie. 
Využíva podobný algoritmus ako BFS, ale uzol k expandovaniu vyberá pomocou cien prechodov 
a ciest - vyberá uzol s najnižšou cenou cesty  (pseudokód – tab.1), Metóda nie je vhodná pre úlohy, 
v ktorých  je  výsledná  cesta  tvorená  len  malým  počtom  uzlov,  a  vzdialenosť  medzi  uzlami 
vo výslednej ceste je príliš veľká – zbytočne sa totiž prehľadáva viacero menších ciest.
Základný algoritmus:
1. Zostroj zoznam OPEN a vlož do neho počiatočný uzol.
2. Ak je zoznam prázdny, ukonči prehľadávanie ako neúspešné, úloha nemá riešenie.
3. Zo zoznamu OPEN vyber uzol s najnižším ohodnotením.
4. Ak je vybratý uzol cieľovým, ukonči prehľadávanie ako úspešné a vráť cestu k riešeniu.
5. Vybraný  uzol  expanduj  a  všetkých  jeho  následníkov  ulož  do  fronty  OPEN  spolu 
s ich ohodnotením, pokračuj bodom 2.
bool UniformCostSearch ( firstState ) {
initList (Open); 
InitList (Closed); 
Add (Open, firstNode); 
while (NotEmpty (Open)) {
RemoveBest (Open, expNode); 
Add (Closed, expNode);
if (Goal (ExpNode)) {
PrintPath (expNode);
return TRUE;
} 
ExpandBest ( expNode, Open, Closed); 
} 
return FALSE; }
Tabuľka 1: Pseudokód algoritmu UCS.
Riešenie problému s opakovaným generovaním už expandovaných uzlov sa rieši obdobne ako 
v BFS; úpravou bodu 5 alebo pridaním zoznamu CLOSED. Metóda je úplná a optimálna.
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2.1.3 Slepé prehľadávanie do hĺbky – DFS
Metóda DFS (Depth First Search)  [2]  je základnou metódou prehľadávania do hĺbky. Na rozdiel 
od BFS nevyužíva zoznam, ale zásobník OPEN. Metóda nie je ani úplná, ani optimálna.
Základný algoritmus je opäť jednoduchý:
1. Zostroj zásobník OPEN a vlož do neho počiatočný uzol.
2. Ak je zásobník prázdny, ukonči prehľadávanie ako neúspešné, úloha nemá riešenie.
3. Z vrcholu zásobníku OPEN vyber prvý uzol.
4. Ak je vybratý uzol cieľovým, ukonči prehľadávanie ako úspešné a vráť cestu k riešeniu.
5. Vybraný uzol  expanduj  a  všetkých jeho následníkov ulož  do  zásobníku OPEN,  pokračuj 
bodom 2.
Hlavnou výhodou DFS je nižšia  (lineárna) pamäťová náročnosť.  Pri  tejto metóde je však 
nutné používať jej modifikáciu, inak hrozí zlyhanie metódy zacyklením. Modifikácia je obdobná ako 
pri BFS, nepoužíva sa však zoznam CLOSED.
2.1.4 Ďalšie neinformované metódy
Existuje množstvo ďalších neinformovaných metód [2], ktoré majú využitie v rôznych úlohách.  
V prípade,  ak  dokážeme  odhadnúť  maximálnu  hĺbku  riešenia,  je  možné  použiť  metódu 
obmedzeného prehľadávania do hĺbky  -  DLS (Depth Limited Search).  Zadaním maximálnej hĺbky 
zabránime opakovanému generovaniu tých istých stavov, a predídeme tak zacykleniu metódy.
 Ak nedokážeme odhadnúť hĺbku riešenia, ale jedná sa o úlohu, v ktorej by sme použili DLS, 
je možné využiť  metódu postupného zanorovania do hĺbky -  IDS (Iterative Deepenning Search). 
Používa sa metóda DLS, začína však s hodnotou 1 a postupne sa zvyšuje hĺbka prehľadávania. 
Špeciálnou  metódou  prehľadávania  do  hĺbky  je  spätné  prehľadávanie  (Backtracking). 
Jej najväčšou  výhodou  je  nízka  pamäťová  náročnosť,  keďže  v  pamäti  je  uložená  len  cesta 
k aktuálnemu uzlu. V metóde sa neexpanduje vybraný uzol, generuje sa iba jeden následník. Ostatné 
sa generujú postupne až v prípade neúspechu.
 Poslednou neinformovanou metódou je metóda obojsmerného prehľadávania (Bidirectional  
Search).  Používa  sa pre  úlohy,  v  ktorých  je  možné  prehľadávať  stavový  priestor  obojsmerne. 
Prehľadáva sa metódou BFS súčasne od počiatočného aj cieľového uzla.
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2.2 Informované metódy
Informované metódy  [2] sa používajú v úlohách, ktoré obsahujú nejaké informácie o  tom, kde sa 
cieľový stav nachádza. Využívajú hodnotiacu funkciu (heuristickú), pomocou ktorej sa vyberá uzol 
určený  na expanziu.  Čím  lepšie  daná  funkcia  vystihuje  vlastnosti  úlohy,  tým  menší  bude 
prehľadávaný stavový priestor, a prehľadávanie bude efektívnejšie. 
2.2.1 Metódy Best First Search
Všetky informované  metódy sú  založené  na  výbere  najlepšie  ohodnoteného stavu (Best  FS)  [2]. 
Využívajú takmer rovnaký algoritmus ako metóda UCS, hlavný rozdiel je v použití ohodnocovacej 
funkcie. 
Algoritmus:
1. Zostroj zoznam OPEN a vlož do neho počiatočný uzol.
2. Ak  je  zoznam  prázdny,  ukonči  prehľadávanie  ako  neúspešné,  úloha  nemá  riešenie. 
Inak pokračuj.
3. Zo zoznamu OPEN vyber uzol s najnižším ohodnotením.
4. Ak je vybratý uzol  cieľovým, ukonči  prehľadávanie ako úspešné a vráť cestu k riešeniu. 
Inak pokračuj.
5. Vybraný  uzol  expanduj  a  všetkých  jeho  bezprostredných  následníkov,  ktorí  nie  sú  jeho 
predkami,   ulož do fronty OPEN  spolu s ich ohodnotením. Z uzlov,  ktoré sa v zozname 
OPEN vyskytujú viackrát, ponechaj iba uzol s najlepším ohodnotením, ostatné zo zoznamu 
vyškrtni.  Pokračuj bodom 2.
Aby sa zabránilo opakovanému generovaniu stavov, je aj v informovaných metódach možné 
využiť druhý zoznam -  CLOSED na ukladanie expandovaných uzlov [3], a každý uzol tak prejdeme 
iba raz. Zníži sa časová náročnosť metód.
Na rozdiel  od metódy UCS,  kde sa  využívala  len cena prechodov a  ciest  medzi  uzlami,  
v metódach  Best  FS  sa  navyše  využíva  aj  odhad  ceny  cesty  z  počiatočného  do  cieľového  uzla 
(heuristická  funkcia).  Ohodnocovacia  funkcia  v  týchto  metódach sa  teda rovná  súčtu  ceny cesty 
z počiatočného stavu do generovaného uzla a odhadu ceny cesty z daného uzla do uzla cieľového. 
Metódy sú úplné a optimálne. 
Jednou  z  variant  Best  FS  je  metóda  lačného  prehľadávania  (Greedy  Search),  ktorá 
pri ohodnocovaní uzlov využíva iba heuristickú funkciu, čiže odhadovanú cenu cesty. Nevýhodou je,  
že kvôli tomu nenájde vždy optimálne riešenie.
7
2.2.2 Metóda A-Star
Princíp  metódy  A*  (A-Star)  je  takmer  rovnaký  ako  metóda  Best  FS,  používa  sa  však 
heuristická funkcia, ktorá musí byť prípustná - funkcia je spodným odhadom skutočnej ceny cesty,  
čiže nenadhodnocuje skutočnú cenu. Existuje viacero variantov [4] metódy A*. 
• Dijkstrov algoritmus
Dijkstrov  algoritmus  je  jeden  zo  základných  algoritmov  pre  hľadanie  najkratšej  cesty  z  jedného 
počiatočného  do  jedného  cieľového  vrcholu.  Je  to  zjednodušený  variant  metódy  A*,  založený 
na rovnakom princípe,  avšak sa v ňom nevyužíva heuristická ohodnocovacia funkcia.  Algoritmus 
teda  nedokáže  využiť  fakt,  že  vieme  približne  odhadnúť  polohu  cieľového  miesta,  a  preto  sa 
prehľadáva oveľa väčšie územie ako s využitím heuristiky.
• IDA* - Iterative deepening A* search 
Iteratívne prehlbujúce hľadanie je jednoduchý spôsob ako zmenšiť pamäťové nároky metódy. Každé 
opakovanie tak bude obmedzeným hľadaním do hĺbky (obdoba IDS), avšak namiesto ohraničenej  
hĺbky  sa  pre  nasledujúcu  iteráciu  použije  limit  odpovedajúci  najmenšiemu  f(n)  uzla  n,  ktorý 
v predchádzajúcej  iterácii  prekročil  limit.  Hoci  IDA*  algoritmus  využíva  menšiu  pamäť,  jeho 
problémom je vyššia časová náročnosť, keďže sa opakovane vyhľadávajú rovnaké cesty.
• SMA* - Simplified memory-bounded A*
Tento algoritmus využíva všetku dostupnú pamäť, ktorá je mu „pridelená“ na začiatku algoritmu. 
Keď túto  pamäť vyčerpá,  odoberie  sa  z  fronty  uzol  s  najväčšou cenou f(n),  avšak  jeho  cenu si 
algoritmus zapamätá u rodičovského uzla. Výhodou oproti IDA* je, že sa viackrát neprechádzajú už 
expandované  uzly.  Ak  je  nastavené  optimálne  množstvo  dostupnej  pamäte,  môže  SMA*  riešiť 
podstatne zložitejšie problémy ako algoritmus A*. Ak keď SMA* ponúka kompromis medzi časovou 
a pamäťovou zložitosťou, problémom je, že nie vždy nájde optimálne riešenie. 
• Bidirectional A*
Jednou zo základných variant A* algoritmu je obojsmerné prehľadávanie [5]. Namiesto toho, aby sa 
hľadala len jedna cesta z počiatočného uzla (s), súčasne sa vyhľadáva aj najkratšia cesta z cieľového 
stavu (t), s využitím invertovaného grafu (napríklad graf G = (V, A), kde (u, v)  A  (v, u)  A).∈ ⇔ ∈  
Akonáhle  je  nejaký  uzol  (v) vygenerovaný  v  obidvoch  hľadaniach,  garantujeme,  že  spojenie 
najkratšej  s → v  cesty nájdenej v priamom prehľadávaní a najkratšej  v → t  cesty v invertovanom 
grafe je najkratšia s → t cesta (obr. 1).
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Obrázok 1: Djikstrov algoirtmus, vľavo: jednoducho,  vpravo: obojsmerne.
Ako už bolo spomínané, metóda A* využíva heuristickú funkciu, ktorá musí byť prípustná. 
Základné heuristiky [6,7] sú:
• Manhattan distance
Základná heuristika  na vyhľadanie  vzdialenosti  medzi  dvoma bodmi v rovine,  je  to  prostý súčet 
horizontálnej  a vertikálnej  vzdialenosti.  Pomocou nej  môže byť spočítaná diagonálna vzdialenosť 
použitím Pytagorovej vety. 
h n=∣xn− xgoal∣∣yn− ygoal∣           (1)
• Euclidean distance
Euklidovská vzdialenosť alebo aj euklidovská metrika je klasická, vzdušná vzdialenosť medzi dvoma 
bodmi,  je  to  dĺžka  úsečky,  ktorá  dva  body  spája,  a  je  daná  Pytagorovou  vetou.  Rozdiel  medzi 
Euklidovskou a Manhattanskou vzdialenosťou je znázornený na obrázku 2. 
  h n=xn− xgoal 2 yn− ygoal 2  (2)
• Chebyshev (diagonal) distance
Chebyshevova  vzdialenosť  sa  taktiež  nazýva  maximálna  hodnota  vzdialenosti  alebo  metrické 
maximum.
  h n=max∣xn− xgoal∣,∣yn− y goal∣ (3)
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Obrázok 2: Modrá : Manhattan distance,  zelená: Euclidean distance.
2.3 Metódy lokálneho prehľadávania
Metódy  lokálneho  prehľadávania  [2] sa  využívajú  v  úlohách,  v  ktorých  nepotrebujeme  nájsť 
optimálnu  cestu,  ale  iba  vyhľadať  optimálny  cieľový  stav.  Ich  veľkou  výhodou  je  veľmi  nízka 
pamäťová náročnosť. Tieto metódy sa využívajú v úlohách, ktoré sú inými metódami neriešiteľné – 
napríklad prehľadávanie nekonečných stavových priestorov. 
Medzi tieto metódy patrí metóda „lezenia do kopca“ (Hill-climbing) a metóda simulovaného 
žíhania (Simulated annealing). Obe metódy nie sú ani úplné ani optimálne.
Algoritmus Hill-climbing:
1. Do uzla Current vlož počiatočný uzol.
2. Expanduj uzol Current, z jeho bezprostredných nasledovníkov vyber najlepšie ohodnotený 
    uzol, a ulož ho ako Next.
3. Ak je ohodnotenie uzla Current lepšie ako ohodnotenie uzla Next, ukonči riešenie a ako 
    výsledok vráť uzol Current. Inak pokračuj.
4. Ulož uzol Next do uzla Current a pokračuj bodom 2.
10
3 Mapové podklady
Existuje  viacero formátov,  ktoré  popisujú mapové podklady.  V tejto  kapitole  popíšeme niekoľko 
vybraných  formátov,  ktoré  využívajú  veľké  internetové  mapové  aplikácie.  Vzhľadom  k  veľkým 
možnostiam, ktoré poskytuje aplikácia OpenStreetMap [8] a jej formát XML OSM, budeme sa týmto 
formátom zaoberať podrobnejšie.
3.1 OpenStreetMap
Projekt OpenStreetMap (ďalej používaná skratka OSM) je zameraný na vytváranie voľne dostupných 
geografických  dát.  Keďže  väčšina  voľne  dostupných  máp  obsahuje  právne  alebo  technické 
obmedzenia  pri  ich  používaní,  bol  vytvorený  a  spustený  tento  projekt,  ktorý  umožňuje  ľuďom 
ľubovoľne1 nakladať  s  geografickými  dátami,  používať  ich  kreatívnymi,  produktívnymi  alebo 
netradičnými spôsobmi, bez obmedzenia. Každý užívateľ môže vytvárať alebo editovať mapy, OSM 
tak obsahuje stále dostupnú a aktualizovanú databázu.
Vytvárať a vkladať dáta do aplikácie sa dá viacerými spôsobmi. Je možné fotiť objekty alebo 
zaznamenávať  miesta ručne na papier. Dajú sa využiť GPS prístroje, ktoré ukladajú pozície objektov,  
okolo ktorých prechádzame, alebo je možné prekresľovať údaje z už vytvorených satelitných máp. 
Získané dáta  sa potom menia na mapy pomocou aplikácie JOSM - Java OpenStreetMap Editor, ktorá 
je voľne dostupná na stránkach OSM.
Najväčšou výhodou projektu OSM je možnosť voľného exportu vybratého úseku mapy. Export 
je možný do grafického formátu, či už rastrovo (formáty jpeg a png), alebo vektorovo (formát svg). 
Pre túto prácu je najdôležitejší možný export do XML súboru.
3.1.1 OSM XML
Po exporte dát sa vytvorí XML dokument  [9]. Jeho koreňový element sa volá  <osm>, obsahuje 
informáciu o  verzií  API rozhrania,  pomocou ktorého bol  vygenerovaný súbor.  Druhým hlavným 
elementom je  element  <bounds>, v ktorom sú uložené krajné hodnoty zemepisnej šírky a dĺžky 
vybratého úseku mapy (tab. 2).  Súbor ďalej obsahuje zoznam množstvo elementov, ktoré popisujú 
samotné mapové podklady. Základné elementy súboru sú <node>, <way> a <relation>.
1 OpenStreetMap sú slobodné dáta, ktoré sú voľne šíriteľné pri dodržiavaní licencie.
© Prispievatelia OpenStreetMap, CC BY-SA,  http://creativecommons.org/licenses/by-sa/2.0/
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<osm version="0.6" generator="CGImap 0.0.2"> 
<bounds minlat="49.2252700" minlon="16.5959000" 
maxlat="49.2261400" maxlon="16.5971400"/>
       
Tabuľka 2: Základná schéma OSM.
Element <node> sa používa na označenie všetkých zaujímavých bodov na mape, napríklad 
na  označenie  budov,  škôl,  telefónnych  budiek,  autobusových  zástaviek,  ale  aj  semafórov  alebo 
prechodov pre chodcov.  Node je  musí obsahovať jednoznačný identifikátor  id,   a  atribúty lat a lon 
na určenie polohy daného bodu. Môže obsahovať aj rozšírené informácie o užívateľovi, ktorý daný 
uzol  do mapy zadal,  čas vloženia alebo počet  úprav.  Pomocou  elementov tag je  možné k uzlom 
priradiť už spomínané informácie. Na dole uvedenom príklade (tab. 3) sa nachádza popis fakulty VŠ 
vo formáte OSM XML.
<node id="158758830" lat="49.2264508 " lon="16.5958549"> 
     <tag k="amenity" v="university"/> 
     <tag k="name" v="Fakulta informačních technologií VUT"/> 
     <tag k="old_name" v="Kartuziánský klášter;Kadetní škola"/> 
     <tag k="website" v="http://www.fit.vutbr.cz/"/>
</node>
<node id="1494506565" lat="49.2264508" lon="16.5958549">
    <tag k="amenity" v="cafe"/> 
    <tag k="name" v="Ventana Café"/>
</node>
                  
Tabuľka 3: Ukážka elementov node.
Pomocou elementu  <relation> sa dajú združovať ostatné elementy dohromady - určuje 
v akom sú vzťahu, označuje relácie medzi nimi, vytvárajú sa uzavreté plochy a objekty.
Element <way> umožňuje prepojiť dva a viac bodov na mape. Označujú sa tak napríklad 
cesty,  železnice, hranice štátov, rieky, ploty domov. Rovnako ako  node,  aj  way je  identifikovaný 
číslom id, a môže obsahovať rozšírené informácie o autorovi dát. Ďalej nasledujú elementy nd; určujú 
body -  nodes, ktoré sa vyskytujú na danej ceste (alebo na inom objekte typu  way).  Tieto body sú 
jednoznačne označné atribútom  ref.  Pre každý bod,  ktorý sa nachádza na ľubovolnej  ceste,  musí 
existovať element node na začiatku súboru, ktorý má totožný identifikátor. Ak sa jeden uzol nachádza 
v  elementoch  viacerých  ciest,  je  jasné,  že  dané  cesty  spolu  susedia.  Pomocou  elementov  tag 
sa popisuje typ spojenia, element obsahuje vždy dvojicu k, v, kde k je kľúč (key) a v je jeho príslušná 
hodnota (value).
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<node id="21639246" lat="49.2234553" lon="16.5925842"/>
<node id="617309096" lat="49.2239269" lon="16.5942930"/>
<way id="26304193"> 
    <nd ref="21639246"/> 
    <nd ref="617309083"/>
    <nd ref="617309096"/> 
    <tag k="name" v="Husitská"/> 
    <tag k="highway" v="residential"/>
    <tag k="oneway" v="yes"/> 
    <tag k="maxspeed" v="50"/> 
    <tag k="trolley_wire" v="yes"/>
    <tag k="highway" v="crossing"/> 
</way>
   
Tabuľka 4: Ukážka elementu way.
3.1.2 Uloženie meta-informácií v OSM
Ako už bolo spomínané, projekt OSM poskytuje širokú škálu informácií [10], s ktorými je možné 
voľne nakladať. Tak ako je možné sťahovať a používať už vytvorené dáta, tak isto je možné vytvárať 
a pridávať ďalšie nové, ľubovoľné informácie k mapám.  V prípade, ak chceme použiť informácie, 
ktoré  ešte  v  osm neboli  definové,  vytvoríme  nový  element  tag,  a  priradíme tak  nové  vlastnosti 
k daným bodom a cestám. Pri vyhľadávaní cesty sú najdôležitejšie elementy way s atribútom highway 
(tab. 5).
<tag k="highway" v="primary"/> Hlavná cesta, cesta 1. triedy
<tag k="highway" v="secondary"/> Cesta 2. triedy
<tag k="highway" v="tertiary"/> Cesta 3. triedy
<tag k="highway" v="residential"/> Miestna komunikácia v obci
<tag k="highway" v="motorway"/> Diaľnica
<tag k="highway" v="trunk"/> Rýchlostná komunikácia
<tag k="highway" v="footway"/> Chodník alebo stezka pre chodcov
  
Tabuľka 5: Typy ciest.
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3.1.3 Využitie meta-informácií
• Jednosmerná cesta: <tag k="oneway" v="yes"/> 
Ak  je  cesta  jednosmerná,  jej  smer  určuje  daná  postupnosť  uzlov  –  od  prvého  k  poslednému. 
Pri vyhľadávaní trasy je nutné tieto smery zohľadňovať, aby výsledná cesta odpovedala realite.
• Maximálna povolená rýchlosť: <tag k="maxspeed" v="90"/> 
Keďže každá cesta má uvedenú maximálnu povolenú rýchlosť , je možné vypočítať približnú dobu 
jednotlivých trás.  Pri  vyberaní  najvhodnejšej  cesty je potom možné vybrať ako najkratšiu,  tak aj  
najrýchlejšiu cestu. 
• Svetelná signalizácia: <tag k="highway" v="traffic_signals"/> 
Aby bolo možné vybrať si cestu s najkratšou dobou prejazdu, treba k tejto dobe pripočítať aj ďalšie 
faktory, ktoré čas ovplyvňujú. Jedným z týchto faktorov je aj čakanie na semaforoch. Aj keď nie 
možné  presne  vypočítať  dobu  čakania,  dá  sa  určiť  priemerný  čas,  a  ten  priradiť  k  jednotlivým 
križovatkám (napríklad doba čakania 15 sekúnd): <tag k="traffic_signals" v="15"/>. 
• Hustota dopravy 
K faktorom, ktoré ovplyvňujú rýchlosť cesty, je možné priradiť aj hustotu  dopravy. Ku kritickým 
miestám  je  vhodné  priradiť  upozornenie,  že  v  určitých  časoch  v  týchto  miestách  je  doprava 
spomalená, aby bola možnosť sa týmto úsekom vyhnúť. V takých prípadoch môže byť dlhšia cesta 
po vedľajších úsekoch oveľa efektívnejšia a rýchlejšia, ako po hlavných frekventovaných ťahoch. Aj 
keď  implementované  elementy  <tag> v  OSM túto  možnosť  neponúkajú,  nie  je  problém  ich 
dodefinovať. Táto informácia by mohla vyzerať napríklad takto: <tag k="traffic_density" 
v="critical" day="friday" time="14:00-19:00"/>.
• Uzávierka cesty, obmedzenie prevádzky
Tak ako vytvorenie  elementu  pre  hustotu  dopravy,  je  vhodné  priradiť  element  aj  pre  označenie 
uzávierky  cesty,  ktorá  môže  byť  len  v  pracovných dňoch,  v  určitých  (napríklad  len  v  nočných)  
hodinách, taktiež môže byť buď úplná alebo len v jednom smere. Označenie v OSM: 
<tag k="way_closed" v="one_way" day="all" time="22:00-6:00"/>.
• Spoplatnené úseky: <tag k="charge" v="yes"/> 
Aplikácia  OSM ponúka  možnosť  priradiť k  cestám alebo  jednotlivým úsekom informácie  o  ich 
poplatkoch. Pre zefektívnenie vyhľadanie trasy je vítaná možnosť, aby sa užívateľ mohol rozhodnúť, 
či využije spoplatnenú cestu, alebo dá prednosť dlhšej trase, ktorá je zadarmo. 
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• Šírka cesty: <tag k="width" v="3"/> 
Aby  bola  aplikácia  použiteľná  pre  vodičov  rôznych  dopravných  prostriedkov  (vyšších,  širších, 
nadrozmerný náklad), musia mapy obsahovať aj informácie o obmedzeniach cesty, napríklad šírku 
cesty. Po vyhľadaní cesty je tak možné užívateľa upozorniť o danom obmedzení.
• Tunel: <tag k="tunnel" v="yes"/> 
V prípade  že  sa  na  vyhľadanej  trase  nachádza  tunel,  môžu vzniknúť  problémy súvisiace  s  jeho 
výškou. Preto je vhodné do podkladov doplniť aj túto informáciu, napríklad ak je výška tunela štyri 
metre: <tag k="tunnel" v="4"/> 
• Trolejové vedenie: <tag k="trolley_wire" v="yes"/> 
Obdobne ako pre tunel,  je vhodné uchovávať informácie, či  sa na danej ceste nachádza trolejové 
vedenie, jeho výška je však konštantná – približne 3.3 metra.
• Maximálna výška: <tag k="maxheight" v="4.8"/>
Obmedzenia pre výšku vozidla nemusia súvisieť len s tunelom alebo trolejovým vedením, ale môžu 
sa  vyskytnúť aj  iné  zábrany na ceste,  ktoré bránia  prístupu vyšších  vozidiel. Pre  tento prípad sa 
vo formáte osm využíva element maxheight.
• Označenia „prejazd zakázaný“
Na mapách sa vyskytuje viacero ciest, do ktorých je povolený vstup len v tom prípade, ak sa na danej  
ceste  nachádza  cieľ  cesty.  V  takýchto  prípadoch  sú  cesty  označené  v  osm  kľúčovým  slovom 
destination:  <tag k="motorcar" v="destination"/>,  príp.  <tag k="access" 
v="destination"/>.
• Električková trať: <tag k="railway" v="tram"/> 
Pre užívateľa môže byť výhodné, aby si mohol vybrať trasu bez električiek, kvôli bezpečnosti  či  
urýchleniu dopravy, a dať tak prednosť cestám bez koľají.  V prípade, že k zadanému cieľu cesta 
bez vedenia neexistuje, vyhľadá sa cesta s minimálnym počtom koľají.
3.2 GPX
GPX [11] je štandardný formát,  vytvorený a určený na výmenu dát medzi aplikáciami a webovými 
službami na internete. Je založený na formáte XML a využíva ho väčšina GPS zariadení, napríklad aj 
prístroje od firmy Garmin, alebo internetový  portál www.mapy.cz.
15
<gpx version="1.1" creator="AuthorName">
  <trk>
    <name>PríkladCesty</name>
      <trkseg>
        <trkpt lat="38.919914" lon="-121.020703">
          <time>2009-10-17T18:37:26Z</time>
        </trkpt>
        <trkpt lat="38.919925" lon="-121.021056">
          <ele>4.94</ele>
        </trkpt>
      </trkseg>
  </trk>
</gpx>
 
Tabuľka 6: Príklad súboru GPX verzie 1.1.
Na hore uvedenom príklade je  špecifikovaná hlavička každého  GPX súboru a jednoduchý 
príklad  zaznačenia  cesty  (element  <trkseg>) v  mape.  Cesta  je  reprezentovaná  zoradeným 
zoznamom bodov, u ktorých je uvedená zemepisná šírka a dĺžka. Jednotlivé  elementy môžu ďalej 
obsahovať rôzne atribúty pre popis dôležitých bodov na mape a ich vlastností.
3.3 KML / KMZ
KML - Keyhole Markup Language [12] (KMZ je komprimovaná verzia) je formát súborov používaný 
k  zobrazeniu  geografických  dát  v  aplikáciách  od  spoločnosti  Google,  napríklad  Google  Earth,  
Google Maps alebo aj  Google Maps pre mobilné telefóny.  Umožňuje vytvárať body pre zaujímavé 
miesta, pridávať obrázky,  internetové odkazy,  3D modely,  a iné rôzne typy dát.  Podobne ako už 
spomenuté  typy súborov,  aj  KML  využíva formát  XML.  Pre  ukážku  opäť uvediem jednoduchý 
príklad  zaznamenania  cesty  na  mape  (tab.  7).  Cesta  je vytvorená  elementom  <LineString>, 
môže obsahovať atribúty pre popis vlastností  tejto cesty, ďalej nasleduje zoznam bodov na danom 
úseku mapy.
16
<kml xmlns="http://www.opengis.net/kml/2.2">
  <Document>
    <name>PríkladCesty</name>
    <description>Jednoduchá cesta v kml.</description>
    <Placemark>
      <name>NázovCesty</name>
      <description>PopisCesty</description>
      <LineString>
        <extrude>1</extrude>
        <tessellate>1</tessellate>
        <coordinates> 
          -112.2549277039738,36.08117083492122,2357
          -112.2552505069063,36.08260761307279,2357
        </coordinates>
      </LineString>
    </Placemark>
  </Document>
</kml>
Tabuľka 7: Príklad formátu KML, verzia 2.2.
3.4 Ďalšie mapové formáty
Formát  GML -  Geography Markup Language [13] bol  vytvorený spoločnosťou Open Geospatial 
Consortium pre zaznamenanie a opísanie rôznych geografických objektov. Jeho rozšírenou verziou je 
formát KML, ktorý vytvorila spoločnosť Google pre ich aplikácie.
Formát LOC [14] je špeciálny formát vytvorený pre účely turistickej hry Geocaching. Táto 
hra využíva pre ukladanie mapových dát formát  GPX rozšírený o informácie a polohy tzv.  cashe. 
Avšak tieto informácie nie sú poskytnuté užívateľom zadarmo, a preto spoločnosť Geocaching.com 
vytvorila vlastný formát LOC, ktorý  je sprístupnený užívateľom. Obsahuje však len úplne základné 
dáta, a to informácie o  dôležitých miestach a bodov na mape, ich názov a polohu.
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4 Návrh a implementácia
Základným cieľom pri  návrhu bolo vytvoriť  jednoduchú a  ľahko dostupnú aplikáciu,  ktorá  bude 
spustiteľná  na  ľubovoľnej  platforme  a  ktorá  bude  mať  užívateľsky prívetivé  a  jednoducho 
ovládateľné rozhranie.  Ako vstup sme zvolili grafické menu, pomocou ktorého bude možné zadať 
všetky potrebné údaje. Základom je výber dvoch bodov, medzi ktorými sa bude vyhľadávať zvolená 
cesta. Je to možné rozličnými  spôsobmi (kap. 4.2) tak, aby bola užívateľom ponúknutá čo najväčšia 
voľnosť pri ich výbere a aby vyhľadávanie nebolo nijako obmedzené.
Nemenej dôležitým prvkom je zobrazenie nájdenej cesty. Aby bol výstup čo najprehľadnejší,  
vybrali sme  grafické  zobrazenie  priamo  na  mapách,  ktoré  ponúkne  užívateľovi  bezproblémovú 
navigáciu. Detailnejší popis a tvorba výstupu aplikácie sa nachádza v kapitole 4.6.
Pre  samotné vyhľadávanie  cesty boli  vybraté  a  implementované tri  metódy,  pri  zadávaní  
vstupných údajov a pre následné hľadanie je možné vybrať jednu z nich. Spôsob ich implementácie 
a využitie sa nachádza v ďalších častiach tejto práce.
Ako vstupné dáta sme využili  mapové podklady z projektu OpenStreetMap [8],  hlavným 
kritériom pri ich výbere bola voľná dostupnosť máp rozličných území, ich jednoduché stiahnutie, 
úprava,  či  možnosť  pridávať  ďalšie  informácie.  Hoci  vytvorená  finálna  aplikácia  využíva  len 
podklady vybraného ohraničeného územia, po vhodných úpravách (kap. 4.1) je možné vyhľadávať 
trasu v akomkoľvek meste či štáte.
Pre samotnú implementáciu sme zvolili jazyk Java. Ako už bolo spomenuté, kládli sme dôraz 
na  prenositeľnosť  aplikácie  a  možnosť  spustenia  na  ľubovoľnom  operačnom  systéme. 
Pri programovaní  využívame len  voľne dostupné knižnice, ktoré umožňujú jednoduché spracovanie 
XML súborov, tvorbu užívateľského prostredia a v neposlednom rade aj jednoduchú prácu s vláknami 
pre spustenie paralelného behu programu. Pre písanie, kompiláciu a testovanie programu bolo použité 
vývojové prostredie NetBeans IDE 6.9.
4.1 Vstupné dáta
V tejto kapitole si ukážeme spôsob stiahnutia, úpravy a uloženia mapových podkladov, ktoré budú 
slúžiť ako podklad pre vytváranú aplikáciu.
4.1.1 Stiahnutie
Ako už bolo spomínané v kapitole 3.1, projekt OpenStreetMap voľne sprístupňuje geografické dáta, 
ktorých export  vo  formáte  xml je  možný priamo z  oficiálnej  stránky  OSM [8] a  to  buď ručne, 
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ohraničením vybraného územia,  alebo zadaním súradníc ľavého horného rohu a pravého dolného 
rohu hranice, a aplikácia stiahne dáta automaticky. Problém nastáva pri nutnosti exportovať územia 
väčšieho rozsahu, ktorých rozsah po prevode do XML formátu presahuje 50 000 uzlov. Na to je  
určený  projekt  Planet.osm  [15],  ktorý  poskytuje  uložené  OpenStreetMap  dáta  v  jednotlivých 
súboroch, a internetová aplikácia Bbbike [16] . Na tejto stránke je taktiež  možné zadať body, ktoré 
ohraničujú územie určené na export, na rozdiel od oficiálnej stránky OSM však nie je  limitovaná 
veľkosť výstupného xml súboru.  V tejto práci  použijeme  vybranú časť mapy mesta Brno  (obr.  3), 
s hraničnými bodmi [ lng :16.554337 lat : 49.133655 , lng : 16.685486 lat : 49.269149] .
Obrázok 3: Vybraté územie na stiahnutie. 
Keďže výstupný xml  súbor  mal  veľkosť približne  75 MB a počet  riadkov presahujúcich 
hodnotu 1.45 milióna, bolo nutné tento súbor upraviť. 
4.1.2 Úprava
Pre úpravu dát  bol  vybratý balík  javax.xml.transform a  org.w3c.dom,  ktoré  poskytujú 
nástroje pre prácu a úpravu xml súborov, a umožňujú jednoducho a efektívne načítať a uložiť celý 
xml súbor do dátových štruktúr, a následne aj vložiť upravené dáta do nového súboru. Všetky zmeny 
podkladov boli vykonané programovo, použité funkcie sú implementované a popísané v príslušných 
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zdrojových  kódoch.  Nasledujúce úpravy  je  možné  aplikovať  na  akýkoľvek  stiahnutý  súbor  vo 
formáte  OSM XML.  Zmeny spočívajú v  dvoch  základných  fázach  –  úprava  elementov  <way> 
a <node>  2.
Prvým krokom v úpravách bolo odstrániť množstvo elementov  way. Po načítaní všetkých 
týchto elementov do jedného zoznamu postupne tento zoznam prechádzame, a hľadáme pod-elementy 
tag, podľa  ktorých  sa  rozhodneme,  či  daný  rodičovský  element  way budeme  ďalej  v  súbore 
uchovávať. V tejto práci nás zaujímajú  len cesty typu highway (kapitola 3.1.4) ,  do ktorých majú 
prístup motorové vozidlá. Keď už máme vybratú len časť ciest, odoberieme im čo najviac atribútov 
a pod-elementov tag, ktoré  sú  pre  ďalší  postup  nepodstatné,  aby  sme čo  najviac  zmenšili  nutný 
pamäťový priestor, s ktorým bude musieť aplikácia pracovať. Po týchto úpravách sú všetky elementy 
way uložené to výsledného súboru WAYS, s ktorým pracuje vytváraná aplikácia.
Obdobne ako v predchádzajúcom prípade, je nutné vybrať len niektoré elementy typu node. 
K ich  výberu  sa  využíva  predom  vytvorený  zoznam  všetkých  uzlov,  ktoré  sa  nachádzajú 
v jednotlivých cestách -  atribút  ref v  pod-elementoch nd v rodičovskom elemente  way.  Každý uzol 
má jednoznačný identifikátor – atribút id, pri prechádzaní zoznamu elementov tento údaj porovnáme 
so spomínaným zoznamom uzlov a v prípade že nenastala zhoda, nie je potrebné daný bod v súbore 
naďalej uchovávať.  Nakoniec odstránime nepotrebné atribúty týchto elementov a   ponecháme len 
identifikátor id, a údaje o zemepisnej šírke (lat) a dĺžke (lon).  Výsledný zoznam elementov node je 
uložený v súbore NODES.
4.2 Užívateľský vstup
Aplikácia obsahuje základné užívateľské rozhranie, obrazovka s možnosťami (obr. 4) sa zobrazí ako 
prvá hneď po spustení  programu.  Pomocou komponentov,  ktoré  menu obsahuje,  je možné zadať 
všetky údaje, s ktorými pracuje aplikácia pri vyhľadávaní cesty. Jednoducho je tak možné vybrať,  
či sa bude hľadať najkratšia alebo najrýchlejšia trasa, či sa má vyhnúť spoplatneným úsekom alebo  
úsekom bez električiek,  nastavuje  sa prípadná vyššia váha,  šírka alebo výška vozidla.  Taktiež  je 
možné určiť, ktoré body sa budú na výslednej mape zobrazovať a či sa má vytvorený htm súbor  
ihneď otvoriť v prehliadači. V neposlednom rade je nutné nastaviť štartovný a cieľový bod,  čo je 
možné troma spôsobmi, popísanými v nasledujúcich kapitolách.
2 Elementy  <relation> nie sú v tejto práci potrebné, preto  sa  nimi ani pri  upravovaní súboru 
nebudeme zaoberať a vymažeme ich zo súboru ako prvé.
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Obrázok 4 : Užívateľské rozhranie.
4.2.1 Hľadanie cesty podľa názvu ulice
Ak  je  vybratá  možnosť  vyhľadávania  trasy  podľa  názvov  ulíc,  užívateľ  tieto  mená  zadá 
do príslušných koloniek v menu. Následne sa prejde zoznam všetkých elementov way vo vstupnom 
súbore (kap. 4.2) a porovnáva sa zadaný názov s atribútom name v pod-elemente tag. V prípade ak 
ulica s daným názvom neexistuje, rozhranie na to užívateľa upozorní sfarbením políčka na červeno,  
a je  nutné  zadať  nový  názov. V  prípade  zhody  pri  hľadaní  mena,  políčko  sa  sfarbí  na  zeleno, 
a do príslušnej  programovej  premennej sa uloží identifikačné číslo prvého nájdeného bodu na danej 
ulici  –  atribút  ref prvého synovského elementu danej  cesty  way.  S  týmto identifikátorom  potom 
pracuje vyhľadávanie.
4.2.2 Priame zadanie GPS súradníc
Po vybratí možnosti „RUČNE ZADAŤ GPS“  je možné do pripravených políčok v GUI priamo zadať 
súradnice  bodov,  medzi  ktorými  sa  má  nájsť  optimálna  cesta.  Všetky  súradnice  sa  zadávajú 
v jednoduchom desatinnom formáte stupňov, napr. „49.202874“.
Po ich vyplnení  sa  prevedie  kontrola,  či sa  dané body nachádzajú v ohraničenom území, 
v ktorom  aplikácia  dokáže  vyhľadávanie  realizovať  (kap.  4.1).  Ak  boli  zadané  korektné  údaje, 
prejdeme všetky uzly na mape (elementy node) a hľadáme tie dva, ktoré sú vzdušnou vzdialenosťou 
najbližšie  k  nám  zadaným  bodom.  Identifikačné  čísla  (atribúty id) nájdených  bodov  uložíme 
do príslušných premenných a môžeme spustiť vyhľadávanie.
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4.2.3 Získanie súradníc z mapy
Aby nebolo nutné vyhľadávať  GPS súradnice krajných bodov a ručne ich zadávať do programu, je 
možné ich získať kliknutím na miesto na mape. K tomu sa využíva rozhranie Google Maps API 
popísané  v  kapitole  4.7.  Po  vybratí  možnosti  „ZOBRAZIŤ  MAPU“ v  menu  sa  otvorí  predom 
vytvorený  súbor  „map.html“.  Na  zobrazenej mape  je užívateľ  vyzvaný  k  vybratiu dvoch bodov 
kliknutím na konkrétne miesto, po vybratí sú ich súradnice vypísané v spodnej časti stránky v takom 
formáte, aby stačilo jednoduché skopírovanie do pripraveného miesta v aplikácii.  Vložený údaj je 
následne rozdelený  na  štyri  zemepisné  súradnice,  s  ktorými  sa  pracuje  spôsobom  popísaným 
v predchádzajúcej kapitole.
Popisovaný princíp je implementovaný opäť s využitím rozhrania Maps JavaScript API, ktorý 
okrem iného pomocou funkcií dokáže zistiť GPS súradnice po kliknutí na ľubovoľné miesto na mape, 
automaticky  pridať  ikonu  (marker),  a  predať  užívateľovi  tieto  informácie.  Bohužiaľ,  JavaScript 
z bezpečnostných dôvodov neumožňuje zapisovať a načítavať údaje zo súborov  [17]. Bez využitia 
webových  aplettov,  alebo  naprogramovania  dodatočného  internetového  prehliadača  priamo 
v aplikácii tak nie je možné priame prepojenie výstupu s aplikáciou v Jave,  ale je nutné skopírovať 
súradnice ručne.
4.3 Implementácia metódy A*
Najjednoduchšia  a  základná metóda implementovaná do aplikácie  je metóda A-Star  (kap.  2.2.2).  
Princíp naprogramovaného algoritmu je nasledujúci:
 1. Zostrojíme zoznamy OPEN a CLOSED, do OPEN vložíme prvý prvok.
Keďže nevieme dopredu určiť, akú veľkosť pamäte budeme pre tieto štruktúry potrebovať, využijeme 
typ ArrayList – polia implementované na základe rozhrania List (zoznam), ktoré nám umožňujú 
meniť ich veľkosť za behu programu a jednoducho pridávať a odoberať prvky z ľubovoľnej pozície.  
Na rozdiel od zoznamu CLOSED, pri ktorom stačí aby sme mali uložené identifikačné číslo uzlu, 
pre uzly v zozname OPEN potrebujeme uchovávať tri typy informácii – identifikátor, vzdialenosť 
od počiatočného stavu, a cestu, ktorá do daného uzlu vedie. Do zoznamu OPEN následne vložíme 
štarovný bod.
 2. Zo zoznamu OPEN vyberieme uzol s najnižším ohodnotením.
K  jeho  výberu využívame  aktuálnu  vzdialenosť  z počiatočného  stavu  ku  ktorej  pripočítame 
heuristickú  funkciu –  vzdušnú  vzdialenosť  (Euclidean  distance)  z aktuálneho  do  cieľového  uzla. 
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Hodnota  heuristiky  sa  líši  podľa  toho,  či  vyhľadávame  najkratšiu  alebo  najrýchlejšiu  cestu.  Ak 
vybratý uzol nie je uzlom cieľovým, pokračujeme.
 3. Vybraný uzol expandujeme a hľadáme jeho nasledovníkov.
Prejdeme všetky uložené cesty (elementy way), a zistíme, či sa na nej nevyskytuje nami vybraný bod. 
V prípade zhody preveríme danú cestu na rozšírené vlastnosti, metainformácie:
• Jednosmerky,  kruhové  objazdy. Ak  je  cesta,  na  ktorej  sa  nachádza  vybraný  uzol, 
jednosmerná,  za  jeho  nasledovníka  budeme  uvažovať  iba  bod  (element  nd),  ktorý 
sa nachádza bezprostredne za týmto uzlom. V opačnom prípade musíme brať do úvahy aj 
bod,  ktorý  sa  na  danej  ceste  nachádza  pred  vybraným  uzlom.  Obdobne  uvažujeme 
pri cestách typu kruhový objazd.
• Maximálna  rýchlosť,  semafor. Tieto atribúty nás  zaujímajú len  v  prípade,  ak 
vyhľadávame najrýchlejšiu cestu – získané hodnoty uložíme do príslušných premenných, 
a využívame ich pri ohodnocovaní ciest.
• Platené cesty, električková trať. V prípade ak užívateľ v menu zadal, že chce vyhľadať  
trasu bez platených ciest / električiek, a preverovaná cesta nespĺňa túto požiadavku, body 
vyskytujúce sa na tejto ceste nebudeme pri výbere nasledovníkov zohľadňovať.
• Maximálna výška, šírka, váha, tunel, trolejové vedenie. Obdobne ako v predchádzajúcom 
prípade  –  pokiaľ  je  na  ceste  obmedzenie,  ktoré  sa  nezhoduje  so  vstupnými  údajmi,  
pre ďalšie vyhľadávanie túto cestu preskakujeme.
• Uzávierka cesty, zákaz vjazdu, obmedzenie prevádzky. Cesty tohoto typu automaticky 
z vyhľadávania vylučujeme.
• Prejazd zakázaný. Pokiaľ pri vyhľadávaní narazíme na takéto označenie, prejdeme všetky 
body na  danej  ceste  a  zistíme,  či  sa  medzi  nimi  nachádza bod,  ktorý je  zadaný ako 
cieľový  pre  celé  hľadanie.  Ak  áno,  môžeme  túto  cestu  pri  vyhľadávaní  využiť,  
v opačnom prípade je nutné sa jej vyhnúť.
 4. Uzly, ktoré splňujú popisované podmienky, vložíme do zoznamu OPEN.
Do zoznamu vkladáme len tie uzly,  ktoré ešte neboli  určené na expandovanie –  ich identifikátor 
sa nachádza  v  zozname  CLOSED.  Takisto  preverujeme,  či  sa  uzol  ešte v  OPEN  nevyskytuje, 
v zozname ponecháme len uzol s najlepším ohodnotením. Pri vkladaní nastavujeme už spomínané tri  
údaje:  identifikátor, ohodnotenie  uzla,  a  skopírujeme  cestu  z  expandovaného  uzla  rozšírenú 
o vkladaný  uzol.  Po  vložení  všetkých  nasledovníkov odstránime  expandovaný  uzol  zo  zoznamu 
OPEN a jeho identifikačné číslo vložíme do CLOSED. 
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 5. Opakujeme kroky od bodu č. 2.
Celý algoritmus tak prebieha v cykle, až kým za uzol s minimálnym ohodnotením nevyberieme uzol 
cieľový – v tom prípade vyhľadávanie ukončíme. Pomocou zoznamu OPEN nájdeme výslednú cestu 
a jej dĺžku, a výsledok vykreslíme spôsobom popísaným v kapitole 4.5.
4.4 Obojsmerné prehľadávanie
Druhou implementovanou metódou je Bidirectional Search, základný princíp tejto metódy je podobný 
klasickému A* algoritmu. Ako už bolo spomínané v kapitole 2.2.2, namiesto hľadania jedinej cesty 
sa vyhľadávajú dve zároveň – cesta smerom od štartu k cieľu, a cesta smerom z cieľa ku štartu.
 1. Zostrojíme zoznamy, vložíme počiatočné uzly.
Na rozdiel  od predchádzajúcej metódy, obojsmerné hľadanie využíva dva zoznamy OPEN, a dva 
zoznamy CLOSED – jeden pre každý smer prehľadávania. Keďže sa bod, v ktorom sa smery stretnú 
a ukončí sa metóda, nachádza v jednom zo zoznamov CLOSED, nestačí v tomto zozname uchovávať 
iba identifikátory uzlov ako tomu bolo v A* hľadaní, ale je nutné mať uložené všetky hodnoty ako  
pri zozname OPEN. Po ich inicializácii  vložíme do oboch zoznamov OPEN prvý prvok – štartovný 
bod pre priamy smer, koncový bod pre smer opačný.
 2. Striedavo aplikujeme A* metódu pre oba smery vyhľadávania.
Nájdeme  uzol  s  minimálnym  ohodnotením  pre  priamy  beh a  skontrolujeme,  či  sa  tento  uzol 
nenachádza v zozname  CLOSED pre  beh opačný. Ak sa tam daný uzol nevyskytuje, pokračujeme 
v expandovaní vybratého uzla, výbere vhodných nasledovníkov a v ich vkladaní do prvého OPEN 
zoznamu. Obdobný postup vykonáme pre prehľadávanie od koncového bodu k počiatočnému. Tento 
bod opakujeme v cykle, až kým v niektorom smere nastane zhoda pri porovnávaní vybraného uzla  
so zoznamom CLOSED, a ukončíme prehľadávanie.
 3. Po skončení hľadania zobrazíme cestu.
Výsledkom sú dve čiastočné cesty z oboch smerov prehľadávania, tieto cesty spojíme a vykreslíme 
ako jednu súvislú trasu. 
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4.5 Paralelné prehľadávanie 
Poslednou  metódou,  pomocou  ktorej  je  možné  vyhľadať  cestu  v  aplikácii,  je  úprava algoritmu 
Bidirectional Search tak, aby oba smery prehľadávania boli vykonávane súčasne, paralelne [18,19]. 
Jazyk Java poskytuje integrovanú podporu viac-vláknových aplikácii, využívajú sa k tomu 
štandardné  knižnice  -  balík   java.lang obsahuje  triedu  Thread a  rozhranie  Runnable. 
Na spustenie vlákna slúži metóda start(), pre beh programu je vždy nutné implementovať alebo 
prekryť metódu public void run().  Samotné vlákno môžeme vytvoriť dvoma spôsobmi:
1) Implementovaním rozhrania Runnable.
Trieda pomocou tohto rozhrania môže definovať jadro vlákna – metódu run(), pričom sama 
nemusí byť potomkom triedy  Thread. To je užitočné hlavne v prípade, ak program bude 
potrebovať vytvoriť iba jedno vlákno, a je tak zbytočné kvôli jednej instancii vlákna vytvárať 
triedu.
2) Rozšírením triedy Thread.
Táto  trieda  definuje  základné  metódy  ako  je  spustenie,  zastavenie  a  ukončenie  vlákna. 
Jednoduché vlákno vytvoríme tak, že pomocou dedičnosti vytvoríme potomka tejto triedy, 
a chovanie vlákna nastavíme predefinovaním metódy run(). 
V  našom  prípade  využívame  dve  vlákna,  jedno  pre  každý  smer  prehľadávania.  K  ich 
vytvoreniu  sme  použili  druhý  popisovaný  spôsob,  pomocou  konštruktoru  triedy  sme  poradovým 
číslom rozlíšili, pre ktorý smer je ktoré vlákno určené. Po ich spustení (metóda start()) je nutné 
dbať na základný  problém pri práci s viac-vláknovými aplikáciami – je nutné synchronizovať prístup 
k spoločným zdrojom, čo zabezpečíme niekoľkými spôsobmi, ktoré jazyk Java ponúka.
1) Synchronized metóda
Akákoľvek  metóda  môže  byť  deklarovaná  s  modifikátorom  synchronized.  To  znamená, 
že v okamihu vstupu do metódy sa objekt zamkne a odomkne sa až pri opustení metódy. Ak 
by chcelo funkciu zavolať iné vlákno, musí čakať, kým ju opustí vlákno, ktoré ju zavolalo 
skôr.  Tento  spôsob synchronizácie  využívame pri  prístupe  k  premenným,  ktoré  obsahujú 
hodnoty pre využitie rozšírených metainformácií v programe.
2) Synchronizované kolekcie
Niektoré triedy v základných balíkoch v Jave sú už synchronizované a môžeme ich bezpečne  
používať a zdielať medzi viacerými vláknami bez toho, aby sme boli nútení synchronizáciu 
zabezpečovať  sami.  Spomenieme  napríklad  triedu  ArrayList,  ktorý  využívame 
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pri implementovaní  zoznamov  OPEN  a  CLOSED,  a  ktorá  implicitnú  synchronizáciu 
neponúka. Namiesto toho však môžeme využiť  rozhranie  List,  ktoré nijak neobmedzuje 
prácu  s potrebnými  premennými,  a  pri  ktorom  sa  o  synchronizáciu  nemusíme  starať 
samostatne.
3) Atomické operácie
Java garantuje atomickosť pri operáciách čítanie a zápis do niektorých základných dátových 
štruktúr.  V našom prípade využívame triedu AtomicBoolean a v nej definované funkcie 
pre premenné typu Boolean, ku ktorým musia mať prístup obidve vlákna v programe.
Potom,  ako  sú  vlákna  spustené,  sa  začne  vykonávať  samotné  vyhľadávanie,  pri  ktorom 
vychádzame  z obojsmerného  prehľadávania.  Hlavný  rozdiel  oproti  tejto  metóde  je  odchytenie 
a upozornenie  na moment,  kedy  sa  ma  algoritmus  ukončiť.  Ten  ako  v  predchádzajúcej  metóde 
nastane v prípade, ak jeden zo smerov vybral minimálny uzol, ktorý už bol expandovaný v smere 
opačnom.  Potom vetva,  v ktorej  tento  stav  nastal,  nastaví  spoločnú premennú na  hodnotu  TRUE 
a kľúčovým slovom return sa vráti do funkcie  run(),  ktorej prirodzeným dobehnutím  je jedno 
z vlákien ukončené. 
V  druhom,  bežiacom  vlákne,  prejdeme  obidva  zoznamy  CLOSED,  a  vyhľadáme  prvý 
spoločný bod, ktorý bol vygenerovaný v oboch smeroch. Tento bod nemusí byť zhodný s uzlom, 
na základe  ktorého  bolo  prehľadávanie  ukončené,  keďže  vytvorené  vlákna  v  rôznych  prípadoch 
vykonávajú kód rozličnou rýchlosťou, a nie je tak zabezpečené že stretový uzol nám dá najkratšiu 
cestu. Po nájdení tohto bodu vytvoríme a zobrazíme výstupný htm súbor, po tejto úlohe je ukončené 
aj druhé z vytvorených vlákien.
4.6 Výstup
Dôležitou súčasťou aplikácie je predať výsledok vyhľadávania užívateľovi.  Zobraziť výslednú cestu 
sa  dá viacerými  spôsobmi – od najjednoduchšieho textového popisu až  po grafické znázornenie. 
Na grafickú reprezentáciu trasy je možné využiť mapy od spoločnosti Google [20] a ich aplikáciu 
Google Maps API [21].
4.6.1 Google Maps API
Google Maps obsahuje viacero rozhraní (API), ktoré umožňujú vkladať funkčnosť Google 
máp do vlastnej aplikácie. Ponúka rôznorodé možnosti, od prostých funkcií ako zobrazenie mapy, 
priblíženie v rozsahu z celého sveta po úroveň ulíc,  posun na mape,  až po zložitejšie pridávanie 
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vlastných  bodov,  vykresľovanie  polynómov či  vkladanie  obrázkov,  animácií  alebo  3D modelov. 
Zobrazenie máp nie je len klasické (obr. 5), k dispozícií je aj satelitná mapa a mapa terénu.
Obrázok 5: Ukážka Google maps API.
Aby bolo možné pracovať s Google Maps API a zdielať vytvorené mapy na internete, je 
nutné získať licenčný kľúč Google  Maps API Key.  Výstupom tejto  práce však bude len lokálne  
vytvorený .html súbor, ku ktorému daný kľúč nie je nutné generovať. 
4.6.2 Tvorba výstupného súboru
Potom,  ako  je  ukončené  vyhľadávanie  optimálnej  cesty  na  základe  užívateľových  požiadavkov,  
nájdenú  cestu  vykreslíme  pomocou  spomínaného  rozhrania  od  spoločnosti  Google  – vytvoríme 
a otvoríme jednoduchý súbor s príponou .html.
Vygenerovaný  výstupný  súbor  využíva  rozhranie  Maps  JavaScript  API,  ktorý  umožňuje 
stiahnuť a  upraviť  mapu  pomocou  Javascriptu.  Prvým  krokom  pri  vytváraní  daného  súboru  je 
zobraziť mapu, do ktorej sa  neskôr budú vykreslovať požadované objekty. Následne sa daná mapa 
inicializuje, nastavia sa súradnice centrovania, implicitné priblíženie a typ mapy.
Druhým  krokom  je  pridanie  nájdenej  cesty.  Javascript  túto  možnosť  ponúka  využitím 
premennej typu Polyline, ktorej nastavíme potrebné vlastnosti –  priehľadnosť, farbu a šírku cesty. 
Samotná cesta pozostáva z množiny bodov typu LatLng – obsahuje dvojicu údajov zemepisná šírka 
– zemepisná šírka. Medzi každou dvojicou bodov je vytvorená spojnica, súbor všetkých spojníc sa 
vo výsledku zobrazí ako jedna súvislá trasa.
Pred uzavretím dokumentu vykreslíme ikony do vygenerovanej mapy. Automaticky pridáme 
značky pre začiatočný a cieľový bod vyhľadávania. Ďalšie body pridávame na základe užívateľského 
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vstupu  –  možnosť  zobraziť  všetky  body  na  výslednej  ceste,  alebo  body,  ktoré  pri  vyhľadávaní 
reprezentujú expandované uzly.  Popisované značky sú ikony typu Marker, po vybratí vzhľadu sú 
pomocou gps súradníc pridané do súboru.
Ak je pridávanie objektov do mapy kompletné, ukončí sa práca so súborom, ktorý je následne 
uložený pod názvom „OUT.html“. Pomocou funkcií, ktoré ponúka knižnica java.awt.Desktop. 
je možné súbor automaticky otvoriť v prehliadači.
4.7 Štruktúra zdrojových kódov
Súbor zdrojových kódov obsahuje deväť súborov s príponou .java,  každá trieda obsahuje funkcie 
pre konkrétnu časť implementácie programu.
Main.java
Základná trieda, obsahuje hlavnú funkciu spúšťanú ihneď po štarte, prvým krokom je načítanie xml 
súboru do dátových štruktúr a zobrazenie menu pre užívateľský vstup.  Obsahuje taktiež deklarácie 
viacerých verejných (public) premenných, ku ktorým je nutné pristupovať z rôznych častí programu.
Parsing.java
Obsahuje zdrojové kódy pre otvorenie vstupných xml súborov s mapovými podkladmi, s využitím 
knižnice  javax.xml.parsers uložíme všetky cesty  way a body  node do príslušných dátových 
štruktúr,  s ktorými vyhľadávanie pracuje.  Ako už bolo spomenuté (kap. 4.1.2), vstupné súbory sú 
predom upravené, a tak tieto štruktúry nezaberajú príliš veľa miesta v pamäti. V prípade, ak by sme 
súbory  dopredu  neupravili,  a  prechádzali  príliš  veľký  XML  súbor,  jeho  načítavanie  do pamäti 
a následné opakované prechádzanie daných dátových štruktúr by aplikáciu výrazne spomalilo.
Menu.java
Pomocou  funkcií implementovaných v  tomto  súbore je vytvorené rozhranie a otvorená obrazovka 
pre zadávanie užívateľských vstupov,  tieto údaje sú  následne spracované a pomocou premenných 
predané hlavným častiam programu. Všetky objekty v menu sú prvkami z knižnice javax.swing, 
ich  prepojenie  s  programom je  zabezpečené  pomocou  reakcií  na  udalosť,  dostupných  z  balíkov 
java.awt.event.ActionListener a  java.awt.event.ActionEvent.  Podrobnejší 
popis GUI sa nachádza v kapitole 4.2.
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Point.java
Táto trieda slúži ako predloha pre vytváranie objektov s potrebnými vlastnosťami, ktoré sú ukladané 
do príslušných zoznamov pri vyhľadávaní cesty.
AStar.java, BidiSearch.java, Paralel.java
Jednotlivé súbory obsahujú všetky funkcie pre vykonávanie zvolenej metódy, ich konkrétnejši popis 
sa nachádza v nasledujúcej kapitole. Okrem iného trieda  Paralel obsahuje vnorenú triedu  thread,  
ktorá obsahuje prostriedky na prácu s vláknami.
MakingHTML.java
Konečným bodom po ukončení vyhľadávania je vytvorenie a otvorenie súboru s vykreslenou mapou 
a výslednou cestou,  na zápis do tohto súboru sa využíva knižnica java.io.BufferedWriter. 
Kroky popisované v kapitole 4.6.2 sú vykonávané pomocou metód definovaných v tejto triede. 
ParsingXML.java
Obsahuje súbor metód, ktoré boli využité pri  úprave vstupných dát popísanej v kapitole 4.1.2. Keďže 
tieto úpravy boli prevedené postupne pred začiatkom tvorby aplikácie a výsledný program pracuje už 
so zmenenými vstupnými údajmi, nevyužíva sa táto trieda priamo počas behu programu.
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5 Testovanie
Táto kapitola sa zaoberá testovaním a vyhodnotením výsledkov z vytvorenej aplikácie. V prvej časti  
porovnáme naimplementované tri metódy medzi sebou, v druhej časti sa zameriame na porovnanie 
nájdenej cesty s inými GPS prístrojmi alebo internetovými aplikáciami na plánovanie trasy.
5.1 Porovnanie implementovaných metód
Ako už bolo spomínané a popisované v kapitole 4, vytváraná aplikácia využíva k hľadaniu cesty 
jednu z troch funkcií. 
Najjednoduchšou  metódou  je  metóda  A*,  ktorá  bola  vybratá  aby  prezentovala  základný 
princíp vyhľadávania. Táto funkcia nie je vhodná pre vyhľadávanie dlhších a náročnejších trás, keďže 
expanduje príliš veľa uzlov na mape, a zaberá tak viac času. Aby sa zmenšilo prehľadávané územie, 
využíva sa obojsmerný variant tejto metódy, ktorý prechádza približne polovicu uzlov než v prípade 
A* metódy. Vďaka tomu sa výrazne zmenší časová náročnosť prehľadávania, pričom výsledok ostáva 
rovnaký.  Najrýchlejšou metódou je paralelné prehľadávanie, ktoré síce expanduje  takmer  rovnako 
veľké územie ako predchádzajúca funkcia (veľkosť týchto území sa líši len v malom počte bodov, čo 
je  spôsobené tým, že obe vlákna nevykonávajú kód presne rovnakou rýchlosťou), avšak pri využití 
viac-jadrových  systémov  vďaka behu  dvoch vetiev  programu naraz  dosiahneme  skrátenie  času 
približne o polovicu. Porovnanie veľkosti expandovaného územia pri vyhľadávaní jednoduchej trasy 
vidíme na obrázku 6:
Obrázok 6: Veľkosť prehľadávaného územia:
1) Metóda A*, 2) Obojsmerné A*, 3) Paralelné vyhľadávanie.
Ako  vidíme  aj na  predchádzajúcom  obrázku,  všetky  tri  metódy  využité  v  aplikácii  sú 
pri vyhľadávaní  cesty  rovnako  úspešné,  a  taktiež  rovnako  efektívne  využívajú  meta-informácie. 
Jediný rozdiel je vo veľkosti prehľadávaného územia, čo priamo súvisí s časovou náročnosťou metód. 
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5.2 Porovnanie vyhľadávania s inými systémami
Existuje  veľké  množstvo  internetových  aplikácii  či  GPS  prístrojov,  ktoré  sú  zamerané 
na vyhľadávanie  a  plánovanie  cesty  mestom.  Táto  práca  sa  zamerala  na  využitie  rozšírených 
informácií, čo ponúka širšie možnosti pre užívateľa pri plánovaní trasy.  V nasledujúcich testoch sú 
porovnávané výstupy z nami vytváranej aplikácie, spolu s nájdenými cestami od spoločnosti Google 
Maps [20] a GPS prístroja, ktorý využíva mapy TomTom [22]. 
1. NAJKRATŠIA CESTA
Na nasledujúcich výstupoch vidíme rozdiel pri hľadaní jednoduchej najkratšej cesty medzi dvoma 
bodmi.  Aj  keď  čo  oba  systémy  vyhľadali  trasu  rýchlejšiu  a  zamerali  sa  na  prechádzanie 
cez rýchlostnú komunikáciu, cieľom bolo nájsť trasu s čo najmenšou dĺžkou.  Porovnanie  celkovej 
dĺžky nájdených ciest sa nachádza v tabuľke 8.
Navigácia TomTom 8.3 km
Google Maps 6.7 km
Vlastná aplikácia 6.37 km
Tabuľka 8: Porovnanie dĺžky nájdených ciest.
Obrázok 7: Najkratšia cesta, navigácia TomTom.
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Obrázok 8: Najkratšia cesta, Google Maps.
Obrázok 9: Najkratšia cesta, vlastná aplikácia.
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2. VYHĽADÁVANIE PRI OBMEDZENEJ VÝŠKE
Aby bola aplikácia a vyhľadávanie možné pre všetky druhy vozidiel, je vhodné nastaviť rozmery 
vozidla. Obmedzenia môžu nastať napríklad pri jazde s nadrozmerným nákladom, na následujúcich 
obrázkoch je  cesta  s  tunelom,  ktorý je  výškovo obmedzený.  Klasické GPS systémy neumožňujú 
zadať rozmery a nevyhľadajú teda cestu, ktorou by sa danému obmedzeniu vyhli. 
Obrázok 10: Obmedzenie výšky, navigácia TomTom.
Obrázok 11: Obmedzenie výšky, vlastná aplikácia.
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3. NAJRÝCHLEJŠIA CESTA
Väčšina dostupných aplikácií na vyhľadávanie cesty umožňuje nájsť najrýchlejšiu cestu. Pritom sa 
zameriavajú na využitie rýchlostných ciest či diaľníc, v prípade obyčajných ciest mestom nenastanú 
výraznejšie zmeny než pri hľadaní cesty najkratšej. Nami vytváraná aplikácia berie do úvahy počet  
semaforov  vyskytujúcich  sa  na  ceste,  čo  v  prípade  väčšieho  množstva  na  určitom  úseku  môže 
dopravu výrazne spomaliť. Na nasledujúcich obrázkoch vidíme rozdiel pri hľadaní v lokalite, kde sa 
semafory vyskytujú dosť často (na obrázkoch sú zaznamenané ako modré ikony). Naše vyhľadávanie 
sa vyhlo hlavnej frekventovanej ceste, a hoci bola nájdená o niečo dlhšia cesta, v určitých prípadoch 
je táto cesta oveľa rýchlejšia.
Obrázok 12: Najrýchlejšia cesta, navigácia TomTom.
Obrázok 13: Najrýchlejšia cesta, Google Maps.
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Obrázok 14: Najrýchlejšia cesta, vlastná aplikácia.
5.3 Výsledky testovania
Ukázali  sme si  niekoľko základných porovnaní,  pri  vytváraní  aplikácie  a  po  jej  dokončení  bolo 
odskúšaných  oveľa  viac  ciest,  kombinovanie  zadaní  rozličných  meta-informácií,  testovanie 
jednotlivých metód. Hlavným nedostatkom aplikácie je rýchlosť vyhľadávania. Hoci sa pri použití 
paralelného  prehľadávania  na  dvojjadrovom  procesore  rýchlosť  hľadania  minimalizuje,  stále  sa 
pohybuje na pár sekundách, čo sa nedá porovnávať s existujúcimi aplikáciami, ktoré vyhľadávajú 
cestu takmer  okamžite.  Avšak nami  vytvorená aplikácia  si  kládla  za  cieľ  využívanie rozšírených 
informácii a riešenie tohoto problému nebolo pre túto prácu prvoradé. Túto problémovú rýchlosť by 
bolo možné znížiť  viacerými spôsobmi, a to využitím optimalizácií pri programovaní jednotlivých 
metód.  Či  už napríklad využitím vhodnejších dátových štruktúr pre jednotlivé zoznamy, ktoré by 
umožnili  rýchlejšie  prechádzanie  pamäťovým  priestorom  alebo  znížením  počtu  uzlov  na  mape 
a odstránením viacerých nedostupných ciest  zo vstupného súboru.  Takisto by bolo možné využiť 
rýchlejšie, ale zložitejšie metódy na hľadanie ciest, prípadne nové presnejšie heuristiky.
Pri  hľadaní cesty  je  možné  využiť  niekoľko  rozšírených  informácií,  stále  je  však  veľký 
priestor  na  zadávanie  a  využívanie  nových.  Ako  napríklad  vidíme  na  treťom  príklade 
v predchádzajúcej kapitole, pri hľadaní najrýchlejšej cesty aplikácia našla cestu dlhšiu, ale rýchlejšiu 
v niektorých prípadoch – bolo by možné zahrnúť do vyhľadávania čas, kedy bude chcieť užívateľ  
danou trasou prejsť, a podľa toho priradiť ohodnotenie jednotlivým cestám, na ktorých sa nachádza 
semafor.  Obdobne  by  tak  bolo  možné  využívať  ďalšie  nové  informácie,  ktoré  by  vyhľadávanie  
zlepšili a ponúkli tak ešte viac možnosti pre výber najvhodnejšej cesty.
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6 Záver
V tejto  práci  v  jednotlivých  kapitolách  postupne  popisujeme  návrh  a  následné  implementovanie 
rozšíreného navigačného systému, ktorý sa v konečnom dôsledku líši  od existujúcich dostupných 
aplikácii.  Základom bol  výber  vhodných mapových podkladov,  v  ktorých bolo možné využiť  čo 
najviac  rozšírených  informácií  a  na  ich  základe  tak  vyhľadávanie  realizovať.  Pre  túto  prácu 
považujem výber  a stiahnutie máp z OpenStreetMap za správnu voľbu, keďže nie je jednoduché 
nájsť viacero voľne dostupných podkladov, ktoré sú navyše dostatočne často aktualizované ako je to 
v tomto prípade. Zároveň je veľkým prínosom to, že vstupné súbory sú po exporte vo formáte XML,  
pre  ktorý  existuje  množstvo  nástrojov  či  už  pre  úpravu  alebo  samotné  načítanie  informácií 
do programu.  Rovnako  jednoducho  sa  pridávali  či využívali  rozšírené  meta-informácie,  ktoré 
podklady obsahovali.
Druhým hlavným krokom bolo preštudovanie a výber samotných funkcií pre vyhľadávanie 
nad danými podkladmi. Za najlepšie implementovanú metódu považujem paralelné vyhľadávanie. 
Táto funkcia kombinuje využitie klasickej A-Star metódy so základnou heuristikou, ktorá je v hľadaní 
použitá obojsmerne, čo má za následok výrazné zmenšenie prehľadávaného stavového priestoru. Ak 
máme možnosť spúšťať aplikáciu na systémoch s viac-jadrovým procesorom, ktoré umožňujú beh 
viacerých vlákien programu súčasne a môžu tak oba smery vyhľadávania pracovať naraz,  vďaka 
využitiu  paralelného  programovania  je  potom  z  pohľadu  časovej  náročnosti  najlepšou  voľbou 
pre hľadanie práve táto metóda.
Popisovanú  prácu  a  vytváranú  aplikáciu  by  bolo  možné  rozšíriť  a  vylepšiť  viacerými 
spôsobmi. Je možné zlepšiť spomínanú časovú náročnosť spôsobmi popisovanými v predchádzajúcej 
kapitole, vybrať a implementovať ďalšie náročnejšie metódy na prehľadávanie. Taktiež je dostupných 
omnoho viac väčších území na mapách než len nami vybratá ukážka mesta Brna, nad ktorými by 
aplikácia mohla vykonávať hľadanie cesty.
Po testovaní vytvorenej aplikácie z pohľadu využitia rozšírených meta-informácií môžeme 
dôjsť k záveru, že táto aplikácia ponúka viac možnosti než iné dostupné GPS systémy, a v niektorých 
prípadoch môže byť nami nájdená cesta vhodnejšia. Stále je tu však veľký priestor na rozširovanie  
práce a pridávanie viacerých vhodných faktorov do vyhľadávania.
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