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Práce se zabývá řídicími algoritmy pro poštovního robota. Řeší problematiku 
hledání optimální cesty a možné problémy vzniklé při navigaci robota. Obsahuje 
popis použitých datových struktur a algoritmů pro samostatnou činnost robota. Dále 
popis uživatelského prostředí hlavní řídicí aplikace a dvou dalších doplňujících 
aplikací. Další částí je popis testování práce v reálném prostředí a zhodnocení 
výsledků. V závěru jsou shrnuty poznatky z testování a doporučení pro další odladění 
chodu robota. 
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Abstract 
 This work deals with algorithms for postal robot control. It solves problems 
with finding shortest path and possible problems incurred during navigation of robot. 
Work includes description of used data structures and algorithms for autonomous 
activity. Next includes description of user interface of main control application and 
two supplement applications. Sequel is description of testing work in real 
environment and evaluation of results. At the end there are summarized information 
followed from testing and recommendations for next testing.  
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Práce navazuje na předchozí bakalářskou práci Bc. Miroslava Juhase, jejímž 
cílem bylo vytvořit algoritmy pro sledování zvýrazněné trajektorie a řízení robota. 
Robot byl schopen rozpoznat křižovatku, přečíst čárový kód a podle něj reagovat. 
Cílem této práce bylo navrhnout takové algoritmy, které zajistí provoz robota 
v běžných situacích bez nutnosti zásahů obsluhy. Robot má zvládat přesun z jedné 
stanice do druhé po nejkratší cestě, v případě překážky najít alternativní cestu. 
Uplatnění by takový robot našel například při rozvozu pošty a menších předmětů po 
vymezených prostorách. 
Součástí práce je editor s jednoduchým grafickým zobrazením editované 
mapy a program pro generování čárových kódů. 
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2.1. Teorie grafů 
Aparát teorie grafů je důležitým prostředkem pro zachycení a analýzu 
struktury systému, algoritmy optimalizace na grafech slouží k řešení rozsáhlé třídy 
matematických modelů operačního výzkumu. Jednou z nejčastěji vyhledávaných 
skupin algoritmů s širokým uplatněním zejména v oblasti silniční dopravy jsou 
algoritmy pro hledání optimálních cest na grafech. Také další oblasti teorie grafů 
(konstrukční úlohy na grafech, metody hledání kritické cesty, problematika 
okružních jízd apod.) mohou sloužit jako kvalitní teoretická základna řešení 
problémů z oblasti dopravy. [3] 
Kapitola popisuje základní pojmy a postupy teorie grafů, týkající se hlavního 
cíle semestrálního projektu. Převážná část podkapitol 2.1 je čerpána ze zdroje [4] 
2.1.1. Graf 
Grafy jsou struktury, které jsou tvořeny vrcholy (uzly) a hranami, které tyto 
vrcholy vzájemně spojují. Graf se obvykle znázorňuje jako množina bodů spojených 
čarami. Formálně je graf uspořádanou dvojicí množiny vrcholů V a množiny hran E: 
 
Obrázek 1: Ukázka grafu 
V tomto případě { }3,2,1 VVVV ∈  a { }2,1 hhE ∈  
Struktura grafu může být rozšířena o ohodnocení hran (označováno jako 
váha) a její význam může být různý, např. vzdálenost mezi městy, počet „hopů“ v 
počítačových sítích, propustnost atd.). Výsledkem je model reálné sítě. Takové 
modely se používají pro analýzu dopravy nebo počítačových sítí (jako např. 
internetu).  
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Podgraf je graf tvořený některými, nebo i všemi vrcholy původního grafu a 
některými (nebo i všemi) z hran původního grafu, které jsou definovány mezi 
vrcholy podgrafu.  
2.1.3. Souvislost grafu 
Souvislý graf je takový graf, kde mezi každými dvěma navzájem různými 
vrcholy x a y existuje cesta, která má x za počáteční a y za koncový vrchol. Jinými 
slovy, kde z každého vrcholu existuje cesta do každého ze zbývajících vrcholů grafu.  
2.1.4. Hodnota hrany 
Hodnota hrany plní jakousi „ohodnocovaní funkci“, může vyjadřovat 
například vzdálenost mezi vrcholy, nebo maximální datový přenos. 
2.1.5. Stupeň vrcholu grafu 
Stupněm vrcholu v v grafu G rozumíme počet hran incidentních (tj. 
vycházejících) z v. U orientovaných grafů je stupeň definován pomocí uspořádané 
dvojice, kde první hodnotou je počet vrcholů do vrcholu vstupujících a druhou počet 
vrcholů z uzlu vystupujících. 
2.1.6. Cyklus 
Cyklus označuje takový graf, který se skládá z jediného cyklu - tedy uzavřené 
posloupnosti propojených vrcholů. Cyklus může být orientovaný i neorientovaný. 
2.1.7. Cyklický graf 
Cyklický graf je orientovaný graf obsahující alespoň jeden cyklus.  
2.1.8. Strom 
Strom je jednoduchý souvislý graf bez cyklů. Je to souvislý neorientovaný 
graf, ve kterém mezi každými dvěma vrcholy existuje právě jedna cesta. Strom tedy 
neobsahuje jako podgraf cyklus. 
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2.1.9. Shrnutí pojmů 
Na následujícím obrázku jsou znázorněny významy jednotlivých pojmů 
 
 
Obrázek 2: Základní pojmy 
2.2. Reprezentace datového typu graf 
Protože počítač není schopen pracovat s grafickou podobou grafu, je potřeba 
používat nějaký dostatečný ekvivalent, který je schopen zachytit potřebné údaje. Pro 
ukázku budou použity dva podobné neohodnocené grafy, jeden orientovaný a druhý 
neorientovaný. Značení hran neorientovaného bylo upraveno tak, aby v grafu nebyly 
paralelní hrany.  
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Obrázek 4: Ukázka 
neohodnoceného orientovaného 
grafu 
2.2.1. Matice sousednosti 
Matice vyjadřuje, zda existuje přímá cesta mezi vrcholy grafu. Její rozměr je 
VV × , kde V je množina vrcholů grafu. 
V případě ohodnoceného grafu by místo jedniček byly přímo hodnoty hran. 
 
Matice sousednosti neorientovaného 





















Obrázek 5: Matice sousednosti 
neorientovaného grafu 
Matice sousednosti orientovaného 





















Obrázek 6: Matice sousednosti 
orientovaného grafu 
 
Ze symetrie matice podle hlavní diagonály lze odvodit, zda jde o orientovaný 
graf. Na hlavní diagonále jsou nuly, protože předpokládáme že cesta z iV  do iV  
neexistuje. Tzn. neexistuje například taková smyčka: 
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Obrázek 7: Vrchol se smyčkou 
2.2.2. Incidenční matice 
Matice vyjadřuje která hrana do vrcholu vstupuje (značení -1) a která 
z vrcholu vystupuje (značení 1). Její rozměr je HV × , kde V je množina vrcholů 
grafu a H je množina hran grafu. 
V případě použití pro orientovaný graf je potřeba doplnit o pole hran, které by 




















































Řádky matic vyjadřují vrcholy, sloupce vyjadřují hrany grafů. 
Jak bude na konci kapitoly vidět, je tento způsob reprezentace nejnáročnější 
na paměť, protože z každého sloupce matice jsou využity pouze dvě hodnoty. 
2.2.3. Spojový seznam 
Spojový seznam je prakticky pole lineárních seznamů, kde index pole 
označuje vrchol grafu a seznamy obsahují dosažitelné sousední vrcholy. 
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY 
Fakulta elektrotechniky a komunikačních technologií 






Obrázek 8: Spojový seznam 
neorientovaného grafu 
 
Obrázek 9: Spojový seznam 
orientovaného grafu 
 
Tento způsob je naopak nejúspornější co do objemu dat, nejsou tvořeny 
žádné prázdné položky. Práce s touto strukturou je však oproti předcházejícím 
výrazně složitější a neumožňuje přímý přepis hodnot. 
2.3. Hledání optimální cesty v grafu 
Rozeznáváme tři základní typy úloh o hledání optimálních cest: 
- Hledání nejkratší cesty 
- Hledání nejspolehlivější cesty 
- Hledání cesty s maximální kapacitou 
 
V práci je řešena pouze problematika nejkratší cesty. Teorie grafů pro tento 
problém nejčastěji využívá tři algoritmy: Dijkstrův, Bellman-Fordův a Floyd–
Warshallův.  
2.3.1. Dijkstrův algoritmus 
Předpokladem pro správnou funkci Dijkstrova algoritmu je, že ohodnocení 
všech hran grafu jsou dána nezápornými čísly. To v našem případě, kdy ohodnocení 
hran reprezentují vzdálenosti, je splněno.  
Označme symbolem d[v] délku nejkratší cesty ze zdroje s k vrcholu v. Je 
zřejmé, že d[s]=0. Vzdálenosti ze zdroje k ostatním vrcholům, k nimž ještě nebyly 
"zkonstruovány" žádné cesty, na začátku položíme rovné ∞. Algoritmus je založen 
na postupném zpřesňování odhadu délky nejkratší cesty ze zdroje k ostatním 
vrcholům. Předpokládejme, že (u,v) je hrana grafu s ohodnocením w(u,v) a aktuální 
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odhady nejkratších vzdáleností k vrcholům u, v jsou d[u], d[v]. Jestliže d[u]+w(u,v) 
< d[v], pak d[u]+w(u,v) se stane novým odhadem d[v]. 
Proces, v němž aktualizujeme odhad d[v], se nazývá relaxace. Zpětnou cestu ke 
zdroji uchováme v ukazateli na předchůdce, v uvažovaném případě položíme 
před[v] := u. Je zřejmé, že na počátku jsou všechny tyto ukazatelé rovny NULL. 
Jestliže relaxaci provedeme opakovaně nad všemi hranami grafu, pak hodnoty d[v] 
konvergují k délkám nejkratších cest vrcholu v od zdroje s. Nechť S je množina 
vrcholů, pro niž již známe konečnou hodnotu d[v]. Na počátku je tato množina 
prázdná. Otázkou je, jak určit vrchol z množiny V-S, který lze přidat do S. 
Algoritmus v každém kroku vybere z V-S ten vrchol u, který má nejmenší hodnotu 
d[u]. [2] 
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Ukázka principu algoritmu: 
 
Obrázek 10: První krok DA 
 
Obrázek 11: Druhý krok 
 
Obrázek 12: Třetí krok 
 
Obrázek 13: Čtvrtý krok 
 
Obrázek 14: Pátý krok 
 
Obrázek 15: Šestý krok 
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Obrázek 16: Sedmý krok 
 
Obrázek 17: Osmý krok 
 
 
Obrázek 18: Poslední krok 
V každém cyklu je jeden vrchol označen za trvalý (červená barva) a pokud 
z něj vede kratší cesta do některého sousedního vrcholu, než je jeho dočasná 
vzdálenost od počátku, je přepsána společně s předchůdcem daného uzlu (zelená 
barva). 
V ukázce byly vyhledány nejkratší cesty do vrcholu F. Výsledkem algoritmu 
je strom s kořenem ve vrcholu F 
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2.3.2. Floyd-Warshallův algoritmus  
Floyd–Warshallův algoritmus porovnává všechny možné cesty v grafu mezi 
všemi dvojicemi vrcholů. Pracuje tak, že postupně vylepšuje odhad na nejkratší cestu 
do té doby, než je zřejmé, že odhad je optimální. 
Mějme graf G s vrcholy V očíslovanými 1 až N. Dále mějme funkci 
nejkratsiCesta(i,j,k), která vrací nejkratší možnou cestu z i do j s použitím pouze 
vrcholů 1 až k jako mezivrcholů. Pomocí této funkce chceme najít nejkratší cestu 
mezi všemi dvojicemi i a j s použitím mezivrcholů 1 až k + 1. 
Na nejkratší cestu máme dva kandidáty: buď je nejkratší cesta v množině 
vrcholů (1...k), nebo existuje cesta jdoucí z i do k + 1, a poté z k + 1 do j, která je lepší 
(kratší) než ta stávající. Nejlepší cesta z i do j používající pouze vrcholy 1 až k je 
definována funkcí nejkratsiCesta(i,j,k). Délka nejlepší cesty z i do k + 1 a poté do j je 
pak zřejmě součet délek nejkratší cesty z i do k + 1 a nejkratší cesty z k + 1 do j. 
Funkci nejkratsiCesta(i,j,k) pak můžeme rekurzivně definovat takto: 
nejkratsiCesta(i,j,k) = min(nejkratsiCesta(i,j,k − 1),nejkratsiCesta(i,k,k − 1) + nejkratsiCesta(k,j,k − 1)); 
nejkratsiCesta(i,j,0) = cenaHrany(i,j); 
 
Algoritmus nejprve spočte nejkratsiCesta(i,j,0) pro všechny dvojice i a j, poté 
pro všechny dvojice spočte nejkratsiCesta(i,j,1) atp. dokud nedosáhne k = N, kdy 
jsme našli nejkratší cesty pro všechny dvojice vrcholů i a j v grafu G.  
Při počítání k-té úrovně můžeme přepsat informace vytvořené (k - 1). úrovní. 
Algoritmus pak používá kvadratické množství paměti vůči počtu vrcholů grafu. [6] 
2.3.3. Bellmanův-Fordův algoritmus 
Bellmanův-Fordův algoritmus počítá nejkratší cestu v ohodnoceném grafu z 
jednoho uzlu do ostatních uzlů, kde mohou být některé hrany ohodnoceny i záporně. 
Dijkstrův algoritmus tento problém řeší sice v kratším čase, ale vyžaduje nezáporné 
ohodnocené hrany. Proto se Bellman-Fordův algoritmus používá i pro grafy se 
záporně ohodnocenými hranami. 
Bellman-Fordův algoritmus, který také jako v Dijkstrově algoritmu využívá 
metodu relaxace hran. Ta zjišťuje aktuálně nastavenou hodnotu nejkratší vzdálenosti 
od uzlu S. Jestliže je zjištěno, že hodnota v uzlu je vyšší než hodnota z nynějšího uzlu 
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plus ohodnocení hrany z nynějšího uzlu do uzlu, v kterém bychom chtěli změnit jeho 
hodnotu, tak tuto hodnotu změníme, respektive snížíme. Hlavní rozdíl oproti 
Dijkstrovu algoritmu spočívá v průchodu grafu. Jelikož Dijkstrův algoritmus jestliže 
projdeme všechny následníky jednoho uzlu tak tento uzel "uzavře" a poté ho už 
neupravuje. Toto se v Bellman-Fordovu algoritmu neděje jelikož on tyto uzly 
neuzavírá takto ihned ale projíždí několikrát všechny uzly a upravuje postupně 
hodnoty vzdáleností nejkratších cest. [7] 
2.4. Čárový kód 
Čárový kód je prostředek pro automatizovaný sběr dat. Je tvořen černotiskem 
vytištěnými pruhy (v některých novějších verzích kódu mozaikou) definované šířky, 
umožňující přečtení pomocí technických prostředků - čteček či skenerů. [5] 
2.4.1. Prokládaný 2/5 
Kód prokládaný 2/5 kóduje data i do mezer a tím využívá větší prostor 
čárového kódu pro přenos dat. Je tvořen znakem Start, znaky 0 až 9 a znakem Stop, je 
tedy schopen kódovat pouze numerické informace. Kód je proměnné délky a každý 
jeho dílčí znak je tvořen pěticí čar, z nichž tři jsou úzké a dva široké. Poměr šířky 
širokého a úzkého elementu je roven 3:1. Kód má velmi široké toleranční pásmo, je 
tedy vhodný i pro nekvalitní tisk, podklad, špatně přijímající barvu a ztížené 
podmínky čtení. Ukázka kódování je v tabulce - 0 odpovídá úzkému, 1 širokému 
elementu. [5] 
Znak C1 C2 C3 C4 C5 
0 0 0 1 1 0 
1 1 0 0 0 1 
2 0 1 0 0 1 
3 1 1 0 0 0 
4 0 0 1 0 1 
5 1 0 1 0 0 
6 0 1 1 0 0 
7 0 0 0 1 1 
8 1 0 0 1 0 
9 0 1 0 1 0 
Start 0 0 0 0 / 
Stop 1 0 0 / / 
Tabulka 1: Kódování 2/5 
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3. PŘEDCHOZÍ PRÁCE 
Aby bylo možné navázat na výsledky práce pana Juhase, bylo potřeba 
seznámit se s obsahem práce i s funkcí jím navržených algoritmů. V této kapitole je 
ve stručnosti shrnut obsah jeho práce. 
3.1. Předzpracování obrazu 
Z navrhovaných metod pro předzpracování obrazu byly použity pouze dvě 
metody, které však jsou oproti zbylým velmi důležité pro následné další zpracování. 
3.1.1. Filtrace šumu 
Filtr šumu umožňuje použití levné kamery s malým CCD snímačem, jehož 
obraz je méně kvalitní a při horším osvětlení bývá zašuměný. Byla použita filtrace 
pomocí mediánu. 
3.1.2. Míchání barevných kanálů 
Barevný filtr umožňuje odstranění nežádoucích objektů z obrazu, které by 
díky svým rozměrům a podobnosti se sledovanou čarou mohly způsobit chybu při 
segmentaci obrazu. Je možné vybrat ze tří základních barev při nastavení programu. 
3.2. Prahování obrazu 
Jako způsob segmentace autor zvolil metodu prahováním. Tato metoda je 
výpočetně méně náročná než detekce hran. Byla vybrána také pro odolnost vůči 
chybám obrazu kamery způsobeným rozmazáním obrazu. 
3.3. Detekce a reprezentace čáry 
Pro detekci přímek v segmentovaném obraze jsou využity dva algoritmy. 
Prvním je detekce středů čar. Na vzniklé přímky je použita Houghova transformace. 
Jejím výstupem je matematické vyjádření přímek ve tvaru:  
θθ sincos ⋅+⋅= yxr
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3.4. Navigace robota 
Výstupem algoritmů určujících směr robota je odchylka od předpokládaného 
směru pohybu. Za místo, ke kterému robot neustále směřuje byla zvolena poslední 
třetina detekované přímky v obraze. V případě dvou detekovaných přímek tvořících 
zatáčku je směr určován podle té, která má v obraze větší plochu. Pokud jsou 
detekované přímky přibližně kolmé, je tato situace vyhodnocena jako průjezd 
křižovatkou. 
3.5. Čtení čárových kódů 
Ke označení křižovatek je použit prokládaný čárový kód 2/5. Prokládání 
umožňuje, za cenu nepatrného prodloužení kódu, zdesetinásobení rozsahu kódu. 
Čtení probíhá na čáře kolmé k pohybu robota čtením délek segmentů a následným 
dekódováním. 
Kód je realizován maskou kontrastní barvy, která po filtrování a prahování 
rozdělí čáru na černé a bílé segmenty. 
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4. NÁVRH ŘEŠENÍ 
Celá úloha je řešena v jazyce C++, ve vývojovém prostředí Borland C++ 
Builder. V rámci práce byla vytvořena sada tří aplikací. První aplikace zajišťuje 
samostatný chod robota, druhá je určena pro přípravu a editaci mapy, podle níž robot 
vyhledává cestu a orientuje se. Třetí aplikace je pouze doplňková, usnadňuje tvorbu 
šablon čárových kódů a nepracuje přímo s daty mapy. 
4.1. Datová reprezentace mapy 
Celá mapa je uložena v jedné instanci třídy TMap, který obsahuje matici 
sousedností a pole instancí třídy TNode. Každá instance TNode vyjadřuje jednu 
křižovatku s unikátním ID a každý prvek matice vyjadřuje určité ohodnocení 
vzdálenosti mezi křižovatkami (vyšší číslo znamená větší vzdálenost). Tento způsob 
vychází z matice vzdáleností, jako způsobu reprezentace grafu a umožňuje i realizaci 
orientovaného grafu. Z toho vyplývá, že v případě potřeby lze pracovat i 
s jednosměrkami, nebo kruhovými objezdy.  
Společná data pro navigační program i editor map jsou uložena v textovém 
souboru mapa.txt. Součásti souboru je i údaj o počtu vrcholů a kontrolní číslo (mé 
ID). Plní zde roli ověření správnosti otevřeného souboru. 
4.1.1. Třída TMap 
Proměnné třídy: 
 int count – údaj o celkovém počtu křižovatek, včetně cílových stanic 
 int node[] – pole tříd TNode, obsahující údaje o jednotlivých křižovatkách 
 int edge [][] – matice vzdáleností 
Metody třídy: 
 int Save(char *path,TMap *map) – pro uložení mapy do souboru 
 int Read(char *path,TMap *map) – pro načtení mapy ze souboru 
 int GetOrder(TMap *map,int ID) – vrací pořadí křižovatky z jejího ID 
 int GetOrder(TMap *map,char *name) – vrací pořadí křižovatky podle názvu 
 void DeleteNode(TMap *map ,int NodeOrder) – pro smazání křižovatky 
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4.1.2. Třída TNode 
Proměnné třídy: 
 int ID – čárový kód křižovatky 
 int order – pořadí křižovatky (v matici) 
 char name[31] – název křižovatky (max. 30 znaků) 
 int neighbour[4] – pole sousedních křižovatek (podle ID) 
 bool terminal – určuje jestli je křižovatka koncová 
4.2. Identifikace křižovatky 
Z důvodu identifikace křižovatky za provozu programu, bylo potřeba přidat do 
datové struktury TNode její ID, shodné s číslem zakódovaným na znakovém kódu. 
Díky prokládání kódu může jedna posloupnost nabývat hodnot 0-99.  
Pro další rozlišení typu křižovatky byla přidána booleovská proměnná 
terminal do TNode, která vyjadřuje zda se jedná o koncovou stanici.  
Pro zpřehlednění práce s mapou uživateli byla každé křižovatce přidána 
jmenovka o délce až 30 znaků. Rozdílné pojmenování křižovatek (stanic) je nutné pro 
správnou činnost programu. Název nesmí obsahovat mezery, diakritiku obsahovat 
může. 
4.3. Hledání nejkratší cesty v mapě 
Pro vyhledání nejkratší cesty byla napsána funkce PathFind, která pomocí 
Dijkstrova algoritmu hledá nejkratší cestu v grafu. Dijkstrův algoritmus byl zvolen 
pro svou rychlost a jednoduchost. K částečnému zrychlení dojde i zastavením běhu 
algoritmu v momentě, kdy je cílový vrchol označen za trvalý, protože ostatní vrcholy 
pro navigaci nejsou důležité. 
Funkce pracuje s vlastním datovým typem TNodePF, který se liší od třídy 
v hlavním programu. TNodePF obsahuje pouze vzdálenost od počátku trasy, index 
předchůdce na trase a celkový počet prvků. Dále pak obsahuje metody pro práci 
s grafem.  
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Samotná funkce má šest parametrů a její prototyp vypadá takto: 
int PathFind(TMap *map,int start,int finish,int route[],int *nodesOnRoute,int *routeLenght) 
, kde  map je ukazatel na třídu mapy 
 start určuje index výchozího vrcholu 
 finish určuje index cílového vrchol 
 route vrátí posloupnost vrcholů trasy včetně počátečního a cílového 
 nodesOnRoute vrátí počet vrcholů trasy včetně počátečního a cílového 
 routeLenght vrátí délku trasy 
Návratová hodnota funkce je číslo udávající chybu v běhu. 0 znamená průběh 
bez chyby. 
4.4. Překlad trasy 
Je zřejmé, že výstup z funkce PathFind je potřeba převést na posloupnost 
příkazů, se kterými bude robot pracovat. Konkrétně jde o převedení na příkazy 
„vlevo“, „rovně“, „vpravo“, nebo „zastav“ tak, aby bylo možné použít navigační 
funkce vytvořené v předchozí práci. 
Z tohoto důvodu je potřeba pracovat i s dalšími informacemi o prostředí 
robota, které vyjadřují vzájemnou polohu křižovatek. Pro tyto účely struktura TNode 
obsahuje pole čtyř prvků s ID sousedních křižovatek. V případě křižovatky tvaru „T“ 
je jeden soused nahrazen číslem -1, značícím slepou cestu, aby se zachoval systém 
odboček. Stejný postup lze aplikovat i na křižovatky se dvěmi slepými cestami. 
 
Obrázek 19: Orientace v křižovatce 
Na obrázku 19 je znázorněna křižovatka C se čtyřmi sousedními 
křižovatkami. Obrázek popisuje systém orientace v křižovatce použitý při překladu 
cesty. Obsah pole sousedů křižovatky C by mohl vypadat: [A E D B] 
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Z principu na prvním sousedovi nezáleží. Je nutné pouze zachovat 
posloupnost a směr. Převod trasy z D do E přes C na směr odbočení proběhne 
následovně: 
 - algoritmus prohledá pole sousedů a porovnává prvky s poslední 
projetou křižovatkou 
 - ke shodě dojde u pole s indexem 2 
 - začne prohledávat znovu, tentokrát hledá výstup do E 
 - shoda na prvku s indexem 1 
 - spočte rozdíl: D->B->A->E = 3*90° 
 - rozhodování 90° = „vpravo“ 
  180° = „rovně“ 
  270° = „vlevo“ 
 - výsledkem je příkaz „vlevo“ 
Výjimka nastane v případě, kdy hledá směr odbočení v poslední stanici, pak 
automaticky vrátí příkaz „stůj“. 
 
Prototyp funkce vypadá takto: 
int Preklad(TMap *Mapa,int cesta[],int prelCesta[], int pocet) 
 ,kde  Mapa je ukazatel na třídu mapy 
  cesta obsahuje pole křižovatek na nejkratší cestě 
  prelCesta obsahuje posloupnost směrů odboční  
  pocet říká, kolik křižovatek leží na trase 
 
4.5. Řídicí funkce 
Řídicí funkce běží v nekonečné smyčce a skládá se ze tří částí. V první části 
dojde ke zpracování obrazu, ve druhé k výpočtu rychlosti a směru robota v závislosti 
na aktuálním stavu a získaných obrazových informacích. Ve třetí se vykreslí obraz a 
vypíší vyhodnocená data do hlavního okna. 
Aby se zabránilo kmitání mezi stavy při náhodném chybném vyhodnocení 
obrazu, byla do rozhodovacích algoritmů vnesena určitá forma necitlivosti, 
realizovaná počitadlem výskytu chyby a prahu pro přepnutí stavu. 
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Hlavním úkolem řídicí funkce je zajistit korektní řízení a orientaci robota ve 
vyhrazeném prostoru a řešit nečekané události při průjezdu mezi stanicemi. Funkce je 
schopna řešit dva typy problémů. Prvním je překážka v naplánované trase a druhým 
je chyba při průjezdu křižovatkou. Celou situaci všech uvažovaných stavů znázorňuje 
následující obrázek. 
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Obrázek 20: Vývojový diagram řídicího algoritmu 
V diagramu nelze zobrazit všechny možné stavy, protože některé jsou součástí 
podprogramů. 
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Popis jednotlivých stavů: 
1 Je cesta 
základní stav, kdy robot sleduje čáru, možný je 
přechod do stavu 2, nebo 3. 
2 Není cesta 
krizový stav, nastane v momentě, kdy robot ztratí 
čáru a čeká na uvolnění cesty. Pokud není cesta 
uvolněna v určitém čase, vyhledá náhradní cestu a 
přejde do stavu 1. 
3 Je křižovatka 
základní stav, robot detekoval křižovatku, zpomalí a 
snaží se přečíst kód křižovatky. Pokud uspěje, jde do 
stavu 4, pokud ne, couvne a jde do stavu 5. 
4 Je na správné křižovatce 
základní stav, zajišťuje korektní projetí křižovatky. 
Po průjezdu přechází do stavu 1. 
5 Neúspěšně projel křižovatku 
krizový stav, znovu zkouší přečíst kód křižovatky 
při pomalejším průjezdu. Pokud uspěje, jde do stavu 
4, jinak couvne a jde do stavu 18. 
6 Nepřečetl kód 
zkusí pokračovat – krizový stav, po opakovaném 
průjezdu nedokázal přečíst kód, zkusí odbočit, jak 
bylo v plánu. Po průjezdu jde do stavu 7. 
7 Jede poslepu 
krizový stav, obdoba stavu 1. Možný je přechod do 
stavu 8 a 9. 
8 Jede poslepu na není cesta 
krizový stav, pokud ztratí čáru, otočí se a jde do 
stavu 16. 
9 Jede poslepu a je křižovatka 
krizový stav, detekoval křižovatku, zpomalí a čte 
kód. Pokud dorazil do předpokládané křižovatky, jde 
do stavu 4. Pokud ID neodpovídá,odbočí vpravo a 
jde do stavu 11. Pokud nepřečte ID vůbec, couvne a 
jde do stavu 12. 
10 tento stav nebyl použit 
 
11 Hledá druhou křižovatku 
krizový stav, robot zná poslední projetou křižovatku, 
jede do další s čitelným ID, aby se zorientoval. Až ji 
najde, vyhledá vestu do cíle, případně do výchozí 
stanice a pokračuje do stavu 4. Kdž cesta neexistuje, 
jde do stavu 17. 
12 
Jede poslepu a neúspěšně 
projel křižovatku 
krizový stav, obdoba stavu 5, pokud přečte správné 
ID, jde do stavu 4, pokud jiné, jde do stavu 11. Když 
nepřečte nic, jde do stavu 20. 
13 tento stav nebyl použit 
 
14 Točí se 
základní stav, je součástí funkce pro otočení, 
zajišťuje aby se robot točil na místě a zastavil při 
detekci čáry. Pokračuje do stavu, který je zadán 
v parametru funkce. 
15 Je v cíli 
základní stav, nastává, když přečtené ID je shodné 
s cílovou stanicí. Zajistí výpis chyb vzniklých při 
průjezdu a ukončení komunikace s podvozkem. 
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16 Je ztracen 
krizový stav, robot neví kde se pohybuje, hledá 
křižovatku s čitelným ID, pak přejde do stavu 11. 
17 Vzdává to 
krizový stav, stav kdy se nepředpokládá nalezení 
cílové, nebo výchozí stanice, robot jede rovně všemi 
křižovatkami, dokud nedorazí do libovolné koncové 
stanice. Pokud ztratí cestu, otočí se, v první 
křižovatce zahne vpravo a opět pokračuje rovně. 
Tento stav zajišťuje, že robot nezůstane stát 
uprostřed mapy. 
18 Hledá kód vpravo 
krizový stav, nastane po druhém neúspěšném čtení 
kódu. Pokouší se číst kód po pravé straně 
křižovatky. Pokud uspěje, pokračuje stavem 4, 
pokud ne, stavem 19. 
19 Hledá kód vlevo 
krizový stav, nastane po třetím neúspěšném čtení 
kódu. Pokouší se číst kód po levé straně křižovatky. 
Pokud uspěje, pokračuje stavem 4, pokud ne, stavem 
6. 
20 
Jede poslepu a hledá kód 
vpravo 
obdoba stavu 18, když uspěje, pokračuje stavem 4, 
jinak stavem 21. 
21 
Jede poslepu a hledá kód 
vlevo 
obdoba stavu 19, když uspěje, pokračuje stavem 4, 
jinak stavem 16 
Tabulka 2: Popis stavů řídicího algoritmu 
4.5.1. Překážka v trase 
Pokud funkce detekuje nepřítomnost čáry spustí se počitadlo. Až jeho hodnota 
překročí stanovenou mez, robot dá zvukové znamení a zkusí upozornit okolí na 
neprůjezdnou cestu. Když do určité doby nedojde k nápravě, robot označí cestu 
v mapě za neprůjezdnou otočí se a zkusí vyhledat alternativní cestu do cíle. Pokud 
cesta neexistuje, vydá se do výchozí stanice. 
 Informace o neprůjezdné cestě zůstává v programu po celou dobu běhu, proto 
je vhodné po odstranění překážky program restartovat před dalším spuštěním. 
4.5.2. Problém v křižovatce 
Při průjezdu křižovatkou mohou nastat dva problémy. Prvním je problém se 
čtením kódu, druhým je špatné označení křižovatky. 
4.5.2.1. Nečitelný kód 
Při detekci křižovatky začne běžet počitadlo, pokud jeho hodnota překročila 
určitou mez a křižovatka zmizí bez přečtení kódu, je tento stav považován za 
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neúspěšný průjezd. Robot se pokusí přečíst kód ještě třikrát, poprvé při přímém 
průjezdu, podruhé hledá kód po pravé straně a potřetí po levé straně. Tento způsob 
řeší situaci, kdy kód leží ve větší vzdálenosti od křižovatky. Pokud neuspěje ani při 
opakovaném průjezdu zkusí odbočit jako by projížděl správnou křižovatku. Když 
dorazí do očekávané křižovatky, pokračuje, jak bylo v plánu, jinak bude hledat dvě po 
sobě jdoucí křižovatky s čitelným kódem. V momentě kdy je najde, je schopen se 
zorientovat a zkusí vyhledat cestu do cíle, případně do výchozí stanice. 
4.5.2.2. Špatný kód 
Pokud je při prvních pokusech o průjezd přečten špatný kód, robot se vrátí do 
výchozí stanice. Jiné řešení tohoto problému by bylo zbytečně komplikované, dá se 
předpokládat, že pokud nastane tato situace je mapa chybná a vyžaduje opravu. 
 
O všech problémech vzniklých na trase informuje po příjezdu do koncové 
stanice. 
4.5.3. Otáčení robota 
Otáčení robota v cílové stanici, nebo u překážky probíhá otočením o necelých 
180° bez snímání obrazu, zbytek rotace je řízen a ukončen v momentě, kdy je 
detekována čára. 
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5. POPIS VYTVOŘENÝCH APLIKACÍ 
5.1. Hlavní aplikace 
Navigaci robota a vyhledávání cesty zajišťuje formulářová aplikace. Zdrojový 
kód funkcí pro zpracování obrazu a komunikaci s podvozkem byl převzat z předchozí 
práce. 
Při spuštění aplikace je načtena mapa ze souboru mapa.txt. Pokud soubor 
neexistuje, nebo obsahuje špatná data, program na tuto skutečnost upozorní. 
V souboru settings je uchováváno poslední nastavení aplikace, tzn. naposled použitá 
výchozí a cílová stanice, nastavení rychlostí robota, barevný filtr a použitý 
komunikační port. 
V globálních proměnných si program uchovává informace o aktuálně projeté 
křižovatce, celkovém počtu křižovatek na trase, nejkratší trase, přeložené trase a 
výchozí a cílové stanici. Ostatní proměnné jsou spíše pomocné. 
Okno je možné zobrazit ve dvou režimech. První je určen pro nastavení 
obrazu, komunikace, rychlostí a ladění, druhý je zjednodušen pouze na výběr výchozí 
a cílové stanice a tlačítko pro spuštění chodu. V obou oknech je zobrazen obraz 
z kamery (viz obr. 21) (v levé polovině okna je obraz před zpracováním, v pravé po 
zpracování).  
Při spuštění chodu robota je nutné, aby v zorném poli kamery byla sledovaná 
čára, protože dojde ke kalibraci parametrů závislých na šířce čáry. V ideálním případě 
je čára rovnoběžně s osou robota a prochází středem obrazu. Odchylky od této polohy 
mohou způsobit nepřesnou kalibraci vlivem geometrického zkreslení a následně větší 
chybovost při vyhodnocování obrazu.  
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Obrázek 21: Okno řídicího programu 
Popis prostředí: 
• Vychozi stanice – rolovací menu s výběrem slovních názvů křižovatek 
• Cilova stanice – rolovací menu s výběrem slovních názvů křižovatek 
• START/STOP – spuštění/zastavení chodu robota 
• Prepni zobrazeni – přepíná mezi zpracovaným a nezpracovaným obrazem  
• Ladici mod – pro základní nebo rozšířené zobrazení 
• Reagovat na ztracenou cestu – zapíná upozorňování na ztracenou čáru 
• Preskoc krizovatku – pro inkrementaci počitadla projetých křižovatek 
• RGB – výběr barevného filtru 
• COM – výběr komunikačního portu 
• Rychlost v krizovatce – nastavení rychlosti při průjezdu křižovatkou 
• Rychlost mimo krizovatku – nastavení rychlosti při jízdě po čáře 
• Rychlost otocky – nastavení rychlosti otáčení robota 
Ve spodní části je zobrazen aktuální stav robota. 
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY 
Fakulta elektrotechniky a komunikačních technologií 





5.2. Editor map 
Pro zjednodušení práce byl vytvořen editor s grafickým znázorněním mapy. 
Editor umožňuje úpravu existující mapy i tvorbu nové. Program obsahuje pouze 
zjednodušenou kontrolu a normalizaci zadávaných dat. Mapa je zobrazena na 
pravidelném rastru s konstantní vzdáleností křižovatek. Velikost prvků mapy, rastru a 
tloušťky čar je závislá na největším rozměru mapy, konkrétně na největším počtu 
křižovatek ve vodorovném, nebo svislém směru. 
 
Obrázek 22: Okno editoru map 
Popis prostředí: 
• Nacti mapu – načtení mapy ze souboru 
• Uloz – uložení mapy do souboru 
• Zmenit aktualni krizovatu – potvrzení provedených změn 
• Pridat novou krizovatku – přidá křižovatku na konec seznamu 
• Smazat krizovatku – smaže aktuální křižovatku 
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5.2.1. Přidání nové křižovatky 
Nová křižovatka se přidává tlačítkem Pridat novou krizovatku. Vytvoří se 
další instance třídy TNode a zařadí se na konec pole křižovatek v mapě. Její ID je 
nastaveno na 0, název Nova_Krizovatka. Všechny sousedy má nasteveny na -1 a 
jejich vzdálenosti na 0. 
5.2.2. Změna aktuální křižovatky 
Uložení změn vybrané křižovatky proběhne stiskem tlačítka Zmenit aktualni 
krizovatku. Změny, které nejsou potvrzeny tímto tlačítkem jsou ztraceny. Pokud je 
měněno ID kteréhokoliv souseda na neexistující číslo, není tato změna uložena. 
5.2.3. Smazání aktuální křižovatky 
K vymazání vybrané křižovatky slouží tlačítko Vymaz krizovatku. Při stisku 
aplikace vyžaduje potvrzení smazání. Pokud je akce potvrzena, křižovatka je 
smazána. Všechny křižovatky s vyšším pořadím jsou o jedno místo posunuty a z 
matice vzdáleností je vyňat příslušný řádek a sloupec. 
5.2.4. Tvorba nové mapy 
Pro tvorbu nové mapy je nutné vymazat všechny existující křižovatky, nebo 
restartovat program. 
Při tvorbě nové mapy je vhodné nejdříve přidat požadovaný počet křižovatek, 
postupně všechny pojmenovat a nastavit jejich ID a teprve potom nastavovat sousední 
křižovatky a jejich vzdálenosti. 
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5.3. Generátor čárových kódů 
Pro urychlení tvorby kódů křižovatek byla vytvořena další aplikace.  
 
Obrázek 23: Generátor čárového kódu 
Program generuje čárové kódy typu prokládaný 2/5 nesoucí ID křižovatek 
v rozsahu 0-99. Rozměry kódu lze nastavit pomocí dvou jezdců. Poměr šířky logické 
jedničky ku logické nule lze volit z hodnot 2:1, 2,5:1 a 3:1. Stiskem tlačítka Uloz 
program exportuje kód ve formátu BMP do souboru s názvem obsahujícím číslo 
křižovatky. 
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Při prvním testu nastaly problémy se snímáním obrazu jak kvůli špatnému 
umístění kamery, tak i kvůli nedostatečnému osvětlení prostor. První problém byl 
vyřešen uchycením kamery na papírovou krabici, což vedlo ke zvýšení pozice kamery 
a rozšíření pohledu na scénu před robotem. Druhý částečně vyřešilo přídavné světlo 
na přední části robota. 
6.1. Testovací dráha 
Testování programu probíhalo na chodbách FEKT na Kolejní 4. Dráha 
obsahovala devět křižovatek, čtyři koncové stanice a tři zatáčky.  
 
Obrázek 24: Testovací dráha 
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Obrázek 25: Mapa testovací dráhy 
6.1.1. Cesty 
Cesty byly vytvořeny ze zelené lepicí pásky o tloušťce 5cm. 
6.1.2. Křižovatky 
Pro testování byly použity dva typy značení křižovatek. Vyřezávaný čárový 
kód a tištěný čárový kód. Toto řešení bylo pouze dočasné pro testovací účely. Kódy 
volně ležely přes čáry v blízkosti křižování cest. Při reálném nasazení robota by kód 
mohl být řešen přímo přerušením pásky či barvy řešící cesty. 
 
Obrázek 26: Vyřezávaný kód 
 
Obrázek 27: Tištěný kód 
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Výhodou vyřezávaného byl matný povrch, který neodrážel světlo a tudíž 
nepůsobil problém při prahování obrazu. Nevýhodou byla malá odolnost proti 
poškození při přejetí robotem. 
Výhodou tištěného byla naopak vyšší odolnost proti poškození, nevýhodou 
občasná chyba při čtení kódu kvůli odrazu světla od jeho lesklého povrchu. 
Byly testovány kódy o dvou různých šířkách 13 a 17 cm, oba srovnatelně 
dobře čitelné.  
Vzdálenost kódu od křižovatky není podstatná, stačí aby ležel v zorném poli 
kamery. 
6.2. Robot 
Pro testování programu byl použit robot UTAR. Robot je napájen bateriově a 
s řídicím počítačem, ovládajícím motory kol, komunikuje přes sériovou linku RS232. 
Zpracování obrazu a řídicí algoritmy běžely při testovaní na notebooku Toshiba 
Satellite M100-165 (Intel Core Duo T2300 1.66 GHz, 512 MB DDR2). Předávanými 
povely byl směr (natočení kol) a rychlost v rozsahu hodnot 0-255. 
 
Obrázek 28: UTAR s kamerou a světlem 
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6.3. Snímání obrazu 
Pro snímání obrazu byla použita webová kamera Trust WB-3300p 
s rozlišením 640*480pix. Výrobce udává rychlost snímání až 30 snímků za sekundu, 
bohužel je tato rychlost silně závislá na osvětlení scény. Při úplné tmě zvládá pouze 4 
snímky za sekundu. Tato vlastnost negativně ovlivňuje chod programu, protože každý 
cyklus řídicího algoritmu proběhne až po přečtení a zpracování obrazu.  
Kamera byla umístěna ve výšce 60cm a snímala plochu o šířce 50cm a výšce 
45cm. 
6.4. Osvětlení scény 
Kvůli nedostatečnému a nerovnoměrnému osvětlení prostor, kde se robot má 
pohybovat, je potřeba jej vybavit přídavným osvětlením. Při testovacím provozu byla 
scéna osvětlována jednou 2,5W LED umístěnou asi 20cm nad podlahou. Nevýhodou 
tohoto bodového zdroje je velice nerovnoměrné osvětlení scény, způsobující chybu 
prahování obrazu těsně před robotem. Tato chyba však neměla na řízení podstatný 
vliv.  
6.5. Testované situace 
Řídicí aplikace byla testována na řešení všech předpokládaných problémů. 
S překonáním nečitelného kódu na křižovatce nenastaly žádné problémy, robot vždy 
odbočil do správné křižovatky a byl schopen pokračovat v cestě. Osvědčilo se i 
opakované čtení kódu po stranách křižovatky. 
Při vyhledávání náhradní cesty v případě neprůjezdné cesty se však objevil 
problém způsobený nedostatkem prostoru a většími rozměry robota. Pokud leží 
překážka příliš blízko křižovatky, robot tento problém detekuje a otočí se, ale 
křižovatku, která leží prakticky pod ním, už není schopen detekovat a vydá se 
špatným směrem. V případech, kdy měl robot aspoň trochu prostoru pro 
zaregistrování křižovatky, vyhledání náhradní cesty fungovalo spolehlivě a robot byl 
schopen dorazit do cíle, případně do výchozí stanice. 
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Obrázek 29: Překážka v cestě 
 
 
Obrázek 30: Průjezd neoznačenou křižovatkou 
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7. POZNATKY Z TESTOVÁNÍ 
Tato kapitola obsahuje doporučení pro další používání řídicí aplikace.  
7.1. Osvětlení 
Pro osvětlení snímané scény by bylo vhodné použít plošný zdroj rozptýleného 
bílého světla, který by minimalizoval stíny vrhané nerovnostmi na dráze. Je žádoucí, 
aby byla plocha osvětlena pokud možno co nejrovnoměrněji. Bodový zdroj vhodný 
není, v některých případech měl dokonce negativní vliv na vyhodnocování obrazu. 
7.2. Kamera 
Rozlišení 640*480pix se jevilo jako dostatečné při dobrém osvětlení jak pro 
sledování čáry, tak pro čtení kódů. Použití kamery s vyšším rozlišením není nutné, ale 
by mohlo přispět ke zlepšení čtení kódů. Vhodné by bylo použití kamery 
s neproměnnou rychlostí snímání. 
7.3. Křižovatky 
Vzdálenost křižovatky od zatáčky, nebo jiné křižovatky by neměla být menší 
než jeden metr, velmi často pak dochází k chybnému čtení kódu a tím ke zdržení 
robota opakovaným projížděním křižovatky a čtením kódu. 
U křižovatek tvaru „T“ je vhodné vytvořit přesah slepé větve nejméně 15cm. 
Zabrání se tak chybnému odbočení robota. 
7.4. Povrchy 
Pro tvorbu trasy je vhodné používat matné materiály. Při použití lesklých 
materiálů může docházet k odleskům a následnému špatnému vyhodnocení obrazu. 
7.5. Detekce překážek 
Současná detekce překážky spočívá v detekci ztráty sledované čáry, což je jak 
se ukázalo při testování nedostatečné. Robota nezastavila překážka o rozměrech 
30x25cm umístěná jak vestoje, tak vleže. Proto by bylo vhodné rozšířit robota o jiný 
detektor objektů. 
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Cílem práce bylo navrhnout a vytvořit program pro řízení pohybu robota po 
vyznačené trajektorii. Problematikou počítačového vidění nebylo potřeba se zabývat, 
potřebné algoritmy byly převzaty z předchozí práce. Důraz byl kladen především na 
hledání nejkratší cesty a řešení možných problémů při pohybu mezi stanicemi. Byly 
předpokládány dva typy problémů. Prvním je vyhledání alternativní cesty při 
překážce v trase, druhým je problém se čtením kódů na křižovatkách. 
Návrh datových typů a funkcí potřebných k práci s mapou, byl inspirován 
aparátem teorie grafů. Pro hledání nejkratší cesty program využívá Dijkstův 
algoritmus. 
Návrh řídicích algoritmů pro krizové stavy vycházel z logických úvah autora a 
doporučení vedoucí práce. Řízení je realizováno pomocí 19 stavů, popisujících 
možnou situaci robota. 
Testováním byla ověřena funkčnost vytvořeného programu. Robot byl 
schopen řešit předpokládané krizové stavy. K obtížím docházelo pouze při 
nedostatečném osvětlení scény v tmavých prostorách. Tento problém by mělo potlačit 
doporučené přídavné osvětlení popsané v předchozí kapitole. 
Vytvořené aplikace a jejich zdrojové kódy jsou na přiloženém CD. 
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Fakulta elektrotechniky a komunikačních technologií 
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