The problem of detecting small targets using microwave radar : a neural network solution by Bryant, Donald S.




THE PROBLEM OF DETECTING SMAIL TARGETS USING
MICROWAVE RAD;U<,A NEURAL NETWORK SOWTION
By
Donald S. Bryant, B.Se. (Hol\8.)
A thesis submitted to the School ofGrndullte
Studies in partial fulfilment of the
requirements for the degree of
Master ofEngineering
Faculty oI'Enginecring and Applied Sdcnce
Memorial University ofNewfoundJand
May 31, 1994
St.John's Newfoundland Canada
.+. NallOOalllbl3ry~"""",
Acquisilioosnnd
Otioglap-k ScMccs Branch
;g,~SWOCI
~cn..o
~b1~~na1ionale
~~s~~m __
....."""'"KI..,(lNol
The author has granted an
irrevocab.le non·exclusive licence
allowing the National library of
Canada to reproduce. loan,
distribute or sell copies of
his/her thesis by any means and
In any form or format, making
this thesis available to Interested
persons.
The author retains ownership of
the copyright In his/her thesis.
Neither the thesis nor substantial
extracts from it may be printed or
otherwise reproduced without
his/her permission.
L'auteur a accorde une licence
irrevocable et non exclusive
permettant a la Bibliotheque
nationale du Canada de
reproduire, preter, distribuer ou
vendre des copies de 58 these
de quelque maniere at SDUS
quelque forme que ce solt pour
mettre des exemplaires de cette
these 8 la disposition des
personnes Interessees.
l'auteur conserve la propriete du
droit d'auteur qui protege sa
these. Ni la these ni des extraits
substantiels de celle·cl ne
doivent etre imprimes ou
autrement reproduits sans son
autorisation.
ISBN 0-6H!-17574-X
Canada
A neural network technique has been applied to the marine
radar small target detection problem. It has been compared to the
conventional processing method of scan to scan integration. The
reHults of the analysis indicate that a neural network is capable of
providing performance that is at least as good as, and if the scanning
window is optimi7.cd for the pulse length being used, much better than
the conventional processing technique for small targets embedded in
scaclutlcr.
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1.0 lNTRODUCTION
The ability of radar to detect small mrgcts at sea is t.ypicnlly
limited by the presence of competing rcncctions from the oreaD
surface. A significant amount of research has been conduct.cd over the
years on techniques for improving radar performance, cspOOally for
the detection of small targets embedded in sea clutter. The import..·mcc
of this problem as it pertains to collision avoidance and search and
rescue has motivated researchers to invest.igat.e nll aspects of radar
design and radar signal processing. However, there remains II
considerable void in the level of signal processing available in civilian
radar systems. One oCthe reasons for t.his is that, unt.il recently, it. hal:!
not been possible w economically implement. the desired processing in
a real·time system.
The introduction of advanced single-chip !lignal processors nod
high speed memory has enabled the development of radar sil.'Tlal
processors that are able to implement proven non-coherent processing
techniques. These techniques, such as scan to scan integration, have
been shown to be quite effective in improving radar performance in
clutter. Scan to scan integration effectively smooths the sea clutter
and noise background by summing consecutive radar scans making
targets more visible on the radar display. This works best. when t.he
target is stationary during the processing period. However, when both
the target and radar are moving the scan to scan integration prOCCll1l
becomes very complex, potentially limiting integration w only a few
scans. This will limit potential performance improvemenL.. for thill
type ofprocp.ssor.
In this thesiH the neural network has been proposed as a
potential processor for the radar target detection application. The
neural network is modelled on the architecture of the brain and the
prOCCSH of training the network to recognize a target in a background
of noise and clutter is similar to the process of teaching a student to
recognize the le!tters of the alphabet. The training enables the student
w reud the writing of others, even when it is poorly writt.en. Neural
networks huve! been found La be very effective in character recognition
applications, particularly when the characters arc hand written and
"noisy".
In order to design and train a neural network to detect radar
tnrgcLs, embedrled in sea clutter and system receiver noise, it is
necessary to isolate the unique characteristics or attributes of the
target, sea clutter and noise signal. The sea clutter component of the
radar signal is a phenomenon generated by the reflection of the radar
signal from the ocean surface waves. Sea clutter is a function of the
directional ocean wave spectrum. That is, the magnitude of the sea
c1utler is modulated by the sea state. As the sea slate increases so docs
the magnitude of the sea clutter. The noise component of the radar
signal is generated by the radar receiver and is a function of the
hardware! used in the design ofthis device.
A complete radar signal has three dimensions; range, bearing
and time. The magnitude of the Sib'llal varies with these dimensions.
'I'he rrmge characteristics of a target echo will depend on the target
shape find size and the radar pulse length. The bearing characteristics
of a target echo will depend on the target shape and size, the radar
lmtcnnn bcamwidth and the pulse to pulse variation in propagation
path and target radar cross-section. Obscrvlltions of targets, Sl~a
clutter and noise indicate that discrimination of targets and clutl.cr
from noise would probably be possible as a fundion of bearing (pulse
to pulse). However, discrimination between 4'1rgcl and cluLlel' as 11
fWlction of bearing will be much more difficult. l"or the sc:mninJ.:
radar situation the rotating antenna acquires new radar signals of the
same area every 2 to 3 seconds. The scan l.o scan (or lcmpun\1)
characteristics of the target echo may be sufficiently different from the
temporal characleristics of the sea clutter w permit discrimination.
This would be similar to the trained radar operator who olLen must.
observe the radar display for an extended period of time over multiple
radar scans before deciding on the presence of a target.
This thesis postulates that a three dimensional neural network
having spatial and temporal inputs could be trained to recognize n
target signature even when both target and radar system lire moving.
The neural network would take advantage of the spatial (range lind
bearing) and temporal (scan to scan) behavior of target, duller and
noise to provide enhanced target detection.
This thesis represents the first phase of a three-phase
development program which has been undertaken to assess the ability
of neural networks to detect targets embedded in c1uttor and noise.
The first phase of the developmcnt is designed l.o investigatc the basic
suitability of neural networks to the radar target detection prohlem.
Subsequent phascs call for full prototype implementntion and
commercialization.
Can a neural network provide radar target detectiun
performance and, if so, how does its performance compare with that of
convent.ional signal processing techniques? In t.he first phase it is
considered important. to keep the analysis simple such that. this basic
quest.ion could he answered. The approach is to focus on the stationary
target. deU!ction problem. This would simplify the structure or
archit.ecture of the netwprk and provide a foundation for the design of
a more advanced network for moving targets in a subsequent phase.
A high quality data set was required for use in t.raining and
test.ing t.he prototype network. During July of 1993 a two week radar
data collection experiment was conducted at Cape Spear,
Newfoundland using a mobile radar unit. owned by the Canadian
Canst. Guard. Equipment for measuring wave height and surface
weat.her were deployed along with two reference radar reflectors in a
t.riangular pn.t.Lcrn at. a range of 2.5 t.o 3.0 nmi from Cape Spear. The
reference radar reneetors were Lunenburg lens type having radar
cross sections of 2 and 10 m~. A radar data acquisition system was
used to collect. high fidelit.y radar data. During the period a reasonable
r:mge of environmental conditions were encountered from ~ low of 1
meter swell with virtually no wind up to 3.6 m significant wave height
accompanied by a 25 to 30 knot wind. Foggy and heavy rain
conditions occurred. Numerous vessels passed through the area
ranging in size from small wooden open boats and tour boats up to
container vessels. Overall, the 14 day field trial saw the collection of
about 100 Gigllbyl.cs ofradllr data.
The neural network kernel has been implemented on an HP
Apollo workstat.ion and has been configured to accept radar data in
spat.ial and temporal domains. A set of programs have been created to
ext.ract selected data from the raw data seu, and to present the results
of the neural network in comparison with other processing techniques.
The software has been designed so that it is possible to quantify the
difference in performance between the neural network nnd SC~lIl 1.0
scan integration. The detection performance of each technique is
directly measured using a common reference making it.. possible to
compare the network performance with scan to scan integration in a
statistically meaningful way.
In the sections to follow a survey of the current thinking in
neural and radar signal processing technology is presented. A detailed
description of the problem is included, together with the experimental
plan and problem solution methodology. The rCl:lults of the
development are presented graphically. Some conclusionR m'e drawn
with respect to the future development of this work into a full
prototype unit.
2.0 LITERATURE SURVEY
The basic concept of marine radar is a simple one. A marine
radar functions by radiating electromagnetic energy and detecting the
echo returned from reflecting objects. The range, or distance to the
object is calculated by using the information found in the time it takes
for the radiated energy to travel to the object and back to the radar
antenna. The angular location of the object in the case of the scanning
marine radar is found by using the angular position of the scanner.
The marine radar is an active device. It uses a transmitter and does
not depend on ambient radiation, as do most optical and infrared
dcvkes. Radar can detect relatively small objects at near or far
distances and can measure their range with precision.
Radar (mdio detection and ranging) was originally developed to
satisfy a military need. It has been used by the military for
surveillance and weapon control. Military applications have funded
most of the development of this technology. However, raddr has been
used exvmsively in civil applications for the safe travel of aircraft,
ships and spacecraft.
Objects having high conductivity such as metal ships arc very
good reflectors of radio waves and as a result they provide very strong
radar returns. Objects with low conductivity such as wooden boats,
rubber life rafts and icebergs are all very poor reflectors of radar
signals. The shape and surface oonditions are also factors in
de!.ermining the strength of the signal reflected from a target. The
detection problem is compounded by the requirement to detect these
weak targets in a background signal being reflected from the ocean
il.'1elf. This signal is known as sea clutter. The ocean with its salt
content may provide stronger radar reflections than the small targets.
Reflections from the ocean increase as a function of wind speed and
wave height making small target detection even more difficult in high
wind and wave conditions (Ryan 1992).
There are techniques which improve the detection of smnll
targets embedded in sea clutter. One of the best techniques is scan to
scan integration. This technique is based on the fact that. the sefl
clutter relative to the target may be viewed as a non-coherent. process
(Ryan 1990). Scan to scan integration involvE's the adding together of
successive scans of radar data in order to reduce' the sea clutter
component of the radar return. This processing scheme has been
proven to improve Ute detection of small targets at sea (Ryan 1990).
Techniques which arc able to further absorb the nature of target find
sea clutter may be even more effective in tho detection application.
This leads to an investigation of neural networks.
The motivation for neural network research is found in many
disciplines. Neural nets have their genesis in biology and psychology.
Indeed. in 1949, in his book 'T1ie OYo~n.izalio". of 1JeliavioY, a
psychologist Hebb, postulates the following:
ivliel! an axml ofre« -'1 is nearnwlIflli /0 ex/'ilt! U u«1IullI(rI'1'l'u(f'{I(y
urycrsislenr(y laRfs}'arl illfiriulJ iI, $"rtle !Irc,wffiprm"eH Clrnll'faliulk
clialll1l' laf:es'p(ace in !>II£' ,Ir 6"11i ..errs $IIc:fj lliat -'1 .... effkiNl<"'::/, as "lie ,if
thecdfsjiri"fl'B,Uillcreaserf.
In this book Hebb goes on to say that changes in synaptic st.rengths
between neurons are proportional to the activation level of t.he
neurons, This is the formal basis for the creation of artificial neural
networks with the ability to leam.
The theory of Hebbian learning describes a method for updating
synapse sLrengths in neural networks enabling them to learn. This
idC!a was incor-poraLed into a two-layer n"'twork called a percepfron
<Roscnblalt. 1957-1958). The learning rule formulated by Rosenblatt
sLaLes thallhe wC!ighLs should be adjusted in proportion to the error
between Ute oUlput neurons and the required target values for these
neurons. Rosenblatt laler tried to formulale a three-layer version of his
algorithm but failed 8S he was unable to deduce a sound method for
training the weights associated with the hidden layer neurons (i.e., the
Illyer between the input-layC!r and the output-layer). A device was
developed called the ADALINE (adaptive linear combiner) together
with a new learning rule which minimized the summed square error
during training (Widrow 1962). The ADALINE proved useful in
applications such as patwrn recognition and classification.
Many problems could not be solved using the simple two-layer
networks. Multi-layer nets had to be investigated, however, three key
farlors led to a decline in the research in this area and artificial neural
n("lworks in gem,ral during Otis period. First.. the lack of a
mathematical method for training multi·layer networks was a
significant problem. Second, the relatively modest computational
power available to train these neural networks during this period
meant that only a few researchers had the ability to do work into the
tmining and testing of nelworks. Third, a book, TCI'CC)'tI'Dns. was
published by Minsky and Papert (1969). This book ouUined in detail
the limitations of the two-layer design. The authors speculated that
while the multi.layer networks might be able wovercome most or all
of these difficulties the multi-layer architecture could not be trained
and therefore was also a dead end.
Some research inLo the two-layer design continued. A two-layer
net was used to build a content addressable memory (Kohonen 1984).
A content addressable memory system uses the item to be stored as the
index for its location in memory. Kohanen called this <lSSIIC;aH"o!
memory. Associative memory is based on an unsupervised leaming
method in which the weighU> are changed only on the basis of the
training patterns presented without taking some desired result int.o
the equations.
During the 1960's and continuing into the 1980's Stephen
Grossberg had been developing models of the brain's function
(Grossberg 1982). His research has result.ed in several unique neural
network models, which are able to do training on-line and have the
capacity for selforganization.
However, it was not until the discovery of backpropagation by
Paul Werbos in 1974 that the field of neural networks experienced a
resurgence of research activity (Werbos 1974). Backpropngation allows
the training of multi-layer networks. Werbos discovered the algorithm
while working on his doctoral ~itesis in statistics. At that time he
called it the tfynamicfeedliudi. reclirtiqul!.
One of the latest developments in artificial neural systems is the
Cascatfe-Coyr-dation Lear-nino J\Ycliircctul'e (Fahlman and Lcbierc
1991). This is a new an:hitecture for supervised learning in artificial
neural networks. Thc mcthod does more than modify the weight vaJucH
of a fixed neural network structure it alters the topology of the net aL
the same time. Cascade-Correlation begins with a minimal network
lopology. then automatically trains and adds new hidden layer
neurons nne at a Lime gradually creating a multi-layer structun!.
When a new hidden layer neuron has been added to the network, its
input side weights arc fixed. This unit then becomes a permanent
fC'alurc-detcctor in lhe network, only available for producing outputs
or ror creating other reature-detectors. The real advantages of this
method are: it learns very quickly relative to standard
backpropagaLion, the network determines ilJl own size, complexity and
topology, it ret.ains the slructures it has buill even if the training set
changes, and il does not back-propagate error signals through the
connections of the network.
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3.0TBEORY
A definition of neural networks might be written as follows:
Artifid(lrnt~ra( sysltms. j'r ""uraf""'W,,,·ks. "rl'J'/iysin.f
rtrrll(flr SYS/""I$ wliid; Ii"".. IiiI.' a6ifily t,. Q("'fuir/'. sl''''''''11''(
maf:, US" of,.ocpri"lfi"fE,ItIWr..cfj,t'. (ZlInll(.,. '99l)
The data or knowledge gained by a neural sySlcm is in Ule form
of a system state (stable or otherwise), or a mapping embedded in tho
network itself. The information in whatever form mny be recalled in
response to a particular set ofcuc$ or a set ofpnlterns prcscnwd to the
system.
The current stale of the art in arlificial ncurnl networks would
indicate that it is possible to describe therr. as a mathcmaLicll attempt
to model the way the brain funcLions. in order to harncljlj illi llbility to
infer from incomplete, or conflicting information.
Why is there such interest in neural networks? In lrying to
answer this question, consider how nature deals with the patLem
recognition problem. Animals, in general, are much better and f<lsLer
at recognizing images than are most digital computers. However,
digit..."\l computers outperform biological and artificial neural systems
for tasks based on precise arithmetic operations. Artificial neural
systems represent a very promising class of informalion prOCClF!SOrll.
Neural nets can add w the processing power of the von-Ncum:mn
digital computer with the ability to make decisions and to learn, in
much the same way as animals, by ordinary experience.
II
Artificial neural networks have their foundations in biology and
all !luch thill discussion would not be complete without discussing
brieny these biological neural systems. A biological neuron is
composed ofaxons, dendrites, and synapses. TheBe neurons undergo
excitalory and inhibitory signals. One excitory signal on its own is
usually teo weak to trigger an action potential in the postsynaptic
neuron. Ils effect is said to be subliminal or below the threshold level.
Many excitory signals may however be added together, a process called
summation. Temporal summation occurs when repeated stimuli cause
new excitory signals La form before the previous one has faded. In this
way the neuron may be brought to firing level. Neural integration is
the process of adding and subtracting incoming signals and processing
1.0 determine the correct response. Hundreds of stimuli may be
absorhed before an impulse is actually transmitted. Each neuron acts
as an integrator, sorling through the thousands of pieces of
information continuously received. The artificial equivalent neuron, or
processing clement, simulates the axons and dendrites orits biological
counterpart with electrical wires and models the synapses by using
resistors with weighted values.
Neural network models consist of processing clements,
intel"Connection topologies, and learning rules. The processing
clements themselves consist of combinations of excitatory (generally
positive) nnd inhibitory (genern.lly negative) weights which act on the
inputs in a summation function driven by an activation function which
is based on the inputs to the processing element.
Each processing element may interact with the others in the
network depending on how they are interconnected. In a fully
connected network the topology dictates that each node or proCl:!ssing
element is connecood to each other noC:e in the net (see ~'igure 1). In
practice the network is usually layered, that is, the network is
stratified into sets of nodes which are not. connected to any other node
within its own set, but each node in the set is fully connected to the
nodes in the adjacent layer (see Figure 2). One of the key clements
required in setting up a neural net is the definition of the network
topology. The architecture of the network is usually determined
experimentally through a process of trial and error.
To talk about the concept of learning in neurul networks
requires a new set of terms and expressions. For example; a neural net.
is not programmed, it is taught. Consider t.he human cognitive process
and the network training problem. The human brain trikes no longer
than a few milliseconds to complete most of its cognitive proccsHing
tasks. It is a fact that individual neurons in the human hrnin compute
operations at. a rate comparable to the time required I.n execute a
single instruction in 8 digital computer. So, how docs the hrain
8CCQmplish these tasks in such a relatively short. period of time'/ The
answer lies in the brain's usc of massive parallelism, that iH, tht! hrain
makes usc of as many as 10 billion neurons and, of course, more than
1000 times as many interconnections, depending on t.he !.ask at hand,
and the topology employed. 1'0 simulate this massive parallelism the
artificial neural net.work sels up an interconnected array ofproccl\sing
"
Figul\! 1. Fully Conflect.ed Neural Network
Figure2. Lay~red Neural Network
elements. Each processing element has a number of inpu ts, logethcr
with a set of mathematical stales and an output t.hat is generally 11
non-linear sigmoidal function of the inpuu. Each input to the
processing element has a weight value associated with i1 which
usually mnges from ·110 1 although it may cxist. 3S nny real number.
When sn element. is activated it looks at all thc inputs to it nnd t.hen
computes their respective weight values. Jr the calculated value is
above some predetermined level the processing unit will generate an
output value 1hat is used as input by other processing element.s. In
most learning rules the only element to be adjusted during training of
the neural network is the weight value. So, tho t.raining of a neural
network is a matter of adjusting tho weights, this may be done
manually or automaticnlly, using some set of mnthcmntical or logiCll1
rules which will be discussed Illler. In I.crms of graph theory n neunll
net may be classified as a direct.ed graph composed of a number of
nodes which we call processing elements. Each of the nodes has only
one output signal or value which is distributAxl to oUicr processing
nodes, while each of the nodes must process the incoming signal based
on the values or the constants stored in it.. The current neural net
technology is balled on the assumption that. the updal.c or any signal
within a node is done discretely, rather than continuously or
concurrently.
There are essentially three ways for neural net learning' to take
place:
1. Supervised
"
2. Unsupervised
3. Self·supervised
In thc first ease the neural net programmer must provide trial
and error inputs to the network, thereby teaching the network the
correct and the incorrect responses. With unsupervised learning e.he
data is simply entered for access by the net without any programmer
intervention. In general this process should lead to an internal data
clustering which is the desired result.
Self-supervised learning occurs when the network is actively
monitoring itself and dynamically correcting errors found in the
interpretation of data, this is usually accompJ;shed by feedback
through the network. Training a neural system effectively synthesizes
a setor underlying rules from a body of data or set ofpattems. It is in
the learning stage that the network encodes the required
transformation, which maps a desired set of input features to a specific
set of output features. In general, neural network topologies can be set
up to generate arbit.rarily complex decision regions for st.imulus-
response pairs. This inherent ability makes neural nets ideally suited
for use as detectors or classifiers. One of the real advantages of neural
networks lies in their parallel distributed processing structures.
Neural nets do not execute a predetermined set of instructions, but
evaluate many competing hypotheses simultaneously, thus increasing
the processing speed. Neural nets provide other inherent benefits as
well, for instance, neural net classifiers are non-parametric and make
no assumptions about the probabilistic properties of the distribution of
the training data.
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The layered network is a feed forward network and as such
provides for a reasonably fast supervised learning ability. The Illyered
nets are alE;o easily trainable, and can generate arbitrary mappings.
It has been shown that the three layer network can form
arbitrary complex decision regions (Gibson and Cowan, 1990) that arc
not limited to convex shapes. Thus, it would seem that no more than
three layers is required to solve arbitrarily complex classificaLion
mapping problems although experimentation has shown two may
suffice.
The following is considered to be the general neural not learning
rule (Amari, 1990);
- Wi(t) The weight vector atUme t. The m('mbers ofWi(t),
Wjj connect thcj'th input value with the i'th
neuron. Thej'th input can be the output from
another neuron or it can be an external input to the
system,
. oCt) The output vector at time t .
. X(t) The input vector at time t.
- v(t) The learning vector at time t.
- dj(l) The teaching vector or desired response at time t.
- Irate The learning rate (usually less than Of equal to
unily).
The dot product of the weight vector and the
vectorX.
- Rarg) The network activation function.
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The magnitude of the weight matrix incrl':8ses proportional to
the product of the input signal and the learning vector. The learning
vector is a function of, XCt) and in some methods diCt):
(1)
The change in the weight matrix 8S dictated by the learning
step at some time t according to the general learning rule is:
and,
(3)
'rhc above holds for discrete-time learning, in the continuous
case, in place ofequation (2) we would have:
The following are various techniques that are used to put this
general learning rule into practice:
Hebbian Leaming Rule
In the Hebbian method the learning vector "v" is chosen to be
equal to the neuron's output (Hebb, 1949);
J8
and,
This method of teaching the network requires that the initial
values of the weight matrix be sel to small random non-ncgnlivc
values before starting the process.
Pen:epb"on LeamingRule
In this case the learning vector is chosen as t.he dilTerence
between the desired and the actual neuron's response (RoscnblnU.,
1958). This is an example of supervised learning nnd may be wrill.en
as:
and,
so,
AWj(l> = Irate (v X{lH
.Awij =Irate (v X(l»xjCt) for j '" 1,2,3, .." n
It should be noted that for thill rule there exist some serious
limitations on the neural response expected. The rule is only valid for
binary neuron response and since then the desired rcRponRc could only
be lor -I, the change in the weight matrix may be reduced la,
"
IJ.Wi(t) = :+: 2.0 Irate X(t)
the plus sign is applicable if diet) = +1, and sgn(W/t) X(t» = .1, and a
minus sign when dj(t)=-l, andsgn(W/U X(t))= +1. In this method the
weights may be initially set arbitrarily,
Widrow.HoffLearningRule
This method (Widrow 1962) is used for supervised training of
neural networks. It is independent of the act.ivation function used
since it minimizes the squared error between the desired output vector
diet) and the neuron's nctivation value neti(t) = Wj(l) X(t). The learning
vector for the rule is given as follows:
and,
This rule is considered to be a special case ofthc cfeeta learning
rule. It is sometimes called the LMS <feast mean square) learning
rule. The weights may initially be set to any values.
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Delta LearningRule
This rule is valid for continuous ncLivalion functions, and may
only be used in the supervised training mode. The learning vector for
this method is called tfe{ta and is defined as,
f' is the derivative of th~ net.work activation function r(ncL;(t»
computed for netim =Wj(tl X(t). This rule may be shown to be hased
on the method of least squared error between dj(t) and the output
veclor 0im, This rule was introduced f(!CCnUy by <McClelland and
Rumelhart 1986).
Conelation Learning Rule
By substituting v = dim into the general learning: rule it is
possible to obtain the correlation learning I'ule. The change in the
weight vector is defined as,
This rule is a special case of Hcbbian Icarning.It sLuLcH thut if
dj{t) is the desired response due to X(t.) then the required weight
change is proportional to their product. This method requires that the
weight.s initially be set to zero.
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The next set of learning techniques are best. described in the
context of a layered neural network topology.
Winne,...·rak~AlI Leanrlng Rule
This rule is considered an example of competitive learning. It is
used for unsupervised network training. Most often this method is
used for learning statistical properties of the inputs (Hecht-Nielsen,
1987). Learning here is based on the principle that there will exist a
neuron in the m'th layer having maximum response due to the
presentation of X(t). This neuron would be declared the winner in this
case. As a direct result of this, the weight vector Wmet), would be the
only one adjusted for this step and its change would be given as,
The selection of new winners is based on the following fonnula
ofmaximuOl activation among all n neurons in the competition:
Wm<l..) X(t) =MAX [Wj<t) XWJ, for i =l,2,3, ...,n
In this method the winning neuron is sometimes extended to the
winning neighborhood of neurons. This has the effect of increasing the
generalization of the final network. The weighl..s are usually initially
set to random values.
Outstar Leanling Rule
This role is designed to produce a desired response di(t) in the
layer n neurons. The rule is used to provide learning of repotitivt:! and
characteristic properties of stimulus-response relationships. 'I'he
method is oriented towards supervised learning. It allows the network
to extract statistical properties of Lhe inpuL and output vectors
(Grossberg, 1982). The change in the weight matrix is given by,
6W j(t) = Irate (dj(t) - WjCt», for i = 1,2,3,... ,n
The weights a.re usually initially set to random values.
Evolutionary ProgrammingTechnique
Another alternative learning method is called evolutionary
programming (Grossberg, 1982). This technique is a simulation of
natural evolution and as such is very similar in principle to the
Winner-Take·AlI method discussed earlier. In this technique each
weight vector (organism) is assigned a score based on how well it
performs. Each "parent" vector is modified (mutated) at random in
accordance with a Gaussian distribution having zero mean and a
variance proportional to its error score. These mutations or "offHpring"
are then put in competition with the parents for survival to the next
generation. As this process iterates, superior vectors should emerge
from the evoluLion. Evolutionary programming can be directly applied
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to the learning problem as it. generates an optimal set of network
weightB in much the same way as standard back-propagation docs.
Back·Propagation Learning
The training method most commonly used is back-propagation
(Werbos, 1974). In this algorithm the weighLs of the network or
litrengths of the neural connections are modified numerically based
upon errur changes which are propagated backwards through the
network. This optimization of the weight structure is essentially a
"st.ccpcst decent." searth of the nct.wllrk weight space and while it may
be said lhat the technique itself is a numerically stable one, in that it
will always find a local minimum, it may fail to reach the global
minimum due to the inherently irregular shape (If the search space.
Any neural network must compute by a process of spreading
aclivation. One way, to do this follows:
lS.iS:m
Vim =Target Outputs
"
m<iS(N+n),lSjs.(i-l)
m<i S(N +0)
lS.i $0
where the function described by sig(arg) is usually n sigmoidnl
function such as:
sig(arg) '" l/( I +exp(-arg))
and where N is a constant which can be any integer, in a fully
connected network as long as it is no less than m. However in a
layered network, N determines the number of neurons in the hidden
layers. The value of (N+n) gives the total number of neurons in the
system. The value of netj(t) represents the total level or ,nltage
exciting neuron i, and Xj(t) rcpresenl.s the intensity of the resulting
output from neuron i. This output is sometimes referred to as the
activation level of the neuron.
As can be seen, the real problem now in training the network is
to correctly choose the weights WjCt) so as to suit the purpuse. Back-
propagation, determines the weighl.s by minimizing the following error
function:
where, I $tsT and, 1 $i $ n.
This approach is shown in Figure 3.
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Back·propagation Data Flow Diagram
Figure 3
The weig~ts are initially chosen as random numbers, but it may
be better to estimate the weights, if any information about their values
exist. The next swp is to calculate Y*j(t) and the errors E(t) for the
pnrticular set of weights. The derivatives are now calculated, that is,
the partial derivatives of E with respect to each of the weights. The
effect of dynamically modifying or changing any and all of the weights
is now determined. A very simple approach is applied here. If
increasing a given weight would lead to greater numerical error in E
thon that weight is adjusted downwards and visa versa. After
adjusting all of the weights in the system the process restarts and
iteratl!s nnli! some stopping criteria is reached. The stopping condition
may rely on the numerical value of the error function E. One may
choose a stopping condition based on satisfying the training data set.
However experience has shown that this can lead to very poor
generalization. It is better to rely on the underlying mathematical
principles of optimization (i.e. ilE/ClWj(t) = 0 or nearly so).
From the chain rule it follows that:
u+TargeUaz(i) =dTargetJ()z(i) + Lj a+TargeUaz(j) oz(j)/ilz(i)
with,
j =i+l,..,N and i :: 1•...•N
where the derivatives with the + superscript represent Ule lotlll
derivatives, and the derivatives without. it represent lite ordinnry
partial derivatives. This result is valid only for $ystems where lIle
values to be calculated can be obtained onc by onc in Lbe order 7.( 0,
z(2). z(3), ...•z(n). Targel As an example, consider a simple system of
two equations, in order:
z(2):: 6 z(l)
7.(3) = 2 z(I) + 5 z(2)
The partial derivative of 7.(3) with respect to z(l) is 2, to calculaLc this
value we need only look at the equation which detcrmines z(3) dircclly,
however, the total derivative of z(3) WiUl respect to z(J) is 32 bccau!;C
of the indirect impact added by z(2). The partial derivative mellsurct;
what happens as we change z(I) and assume everything else relOl'lins
constant. The total derivative measures what happens when :>.(1) is
changed and also monitors all other changes related directly or
indirectJy to the system.
Define T_z{i) as the total derivative of the Lar'l::et with respect to
z(i). which may be interpreted as the feedback in the system to zO). In
backpropagation the target is the error function E, already defined, 1111
the required equation for the total derivative in thil; caKe is given by:
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which follows from the differentiation of the fonnula for the E
funct.ion, so,
where, j=i+l,...,N+n, and, i=N+n,...,m+l
and,
where, sig'(arg) is the derivative ofsig(arg)
It. can be shown that;
sig'(arg) = sig(arg) (1- sig(arg»,
which can t.e beneficial during the implementation phase of the
method. To derive the weights, t.he equation in backpropagation is:
Wi(l +1) =Wj(t) - Irate T_Wi•
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4.0 DESCRIPrION OF PROBLEM
The ability of marine radar to detect small targets at selt is
typically limited by the presence of backscatter from the aecnn surfliCC
coupled with receiver noise. This phenomenon of ocean radar
backscatter is commonly known as sea clutter. The detection of small
objects at sea by marine radars is of interest for a number of reasons.
One is the issue afice-infestation ofoccan waterways, which is a
serious navigation problem. All oooan going vessels must rely on the
ships radar as tho primary sensor for navigation purposes. In this
environment however, conventional marine radars do not perform to
the satisfaction of the ships operator. It is known that. as large icebergs
melt they break into pieces called growlers and can weigh as much as
100 - 150 metric tonnes. Some or these pieces are still large enough to
be considered very hazardous to shipping. Growlers are! very hard to
de!tect with marine radar as only 1 . 2 mekes or the berg is actually
above the water. So, even in a calm sea (Le., 1 . 2 metres Bignificant
wave height) the radar return from a growler will clearly be difficult to
detect over the competing sea clutter return. As the wave height
increases the problem of growler detection becomes more severe!.
The success of agencies responsible ror search and rescue!
opprations at sea is severely diminished by the inability of current
marine radar technology to lind small targets, such all Iirerafts, out or
sea clutter. In a ]987 search and rescue (SAR) experiment conducted
for the Canadian Coast Guard it was round that for four and six man
life rafts with no radar enhancement, the search track sweep width ill
essentially zero <Dawe et aI., 1987). This means that a Bearch ror
objects such as these which are the most common size life ran!! in ulle
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Loday, has little chance of tiuccess. This study concluded that there is
dearly a ffilwrement for marine radars which are specifically
designed to detect. weak targets embedded in sea dutter. It went. on to
say that while optimiz.ing the radar system parameters (i.e., scanner
speed, transmit power, puJae scheme, receiver design, etc.), might
improve the radar's response to weak targets in sea clutter, the most
effective scheme to improve perfonnance would be tc concentrate on
signal processing techniques.
Traditionally, sea cluttcr has been modeled as a purely
stochastic process. Non-coherent processing techniques such as scan
to scan intcgration have been shown w improve radar performance in
clutter. However, thcse techniques have limitations especially when
integration is only carried out over a few scans. The scan to scan
t.echnique perfonns a numeriml average of n scans of digital data. The
dccorrelation time of the sea clutter to be removed from the radar
screen is a function of a number of environmental parameters. The
dominating parameter at any instant in time however seems to be sea
stale. It is not entirely clear how many scans should be integrated
under any particular set of environmental conditions in order to
optimize small target detection in sea clutter. Also. it is clear that if
the target in question is moving, then in order to integrate the digital
scans of radar data they must first be registered spatially. This image!
rcgistration itself will be difficult to accomplish. The implementation
of thcse scan to scan techniques requires significant digital processing
power.
Techniques that take advantage of the temporal behavior of
target, clutter and noise, together with the spatial signat.ure, may be
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more efficient in this application. A neural network trained to extract
the temporal and spatial characteristics of targets in clutter and noise
may perfonn better than conventional techniques. Another potcnliul
advantage of the neural techniques is the fact that they can now be
implemented directly in hardware. In fact, Intel Corporation has
introduced the Electrically Trainable Analog Neural Network (ETANN
80170NX) chip.
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6.0 EXPERIMENT
In order to test the hypothesis that a neural network technique
applied to the radar small target detection problem might give better
results than conventional techniques (i.e., scan to scan integration)
digital radar data was gathered. Also. a suite of neural network
software tools were designed and developed. The neural net tools
include routines to train a network based on standard
backpropagation as the learning method, as well as a Windows 3.1
based application for the manipulation of the digital radar data. The
Windows 3.1 application also has the ability to do the required test,
evaluation, and comparison, to conventional techniques of the trained
networks, on the radar data.
5.1 DATA COU..ECTION
The rfldar alation was established at Cape Spear near the
operational lighthouse. The orientation of the radar station relative to
the topography at the cape placed the area of study in the coastal
waters to the north east of Cape Spear. The digital radar data
collection system consisted of an IBM compatible computer equipped
with a Precision Digital Images (POI) 15 AT video capture board. The
POI board will allow for a lk x lk x 8 bit single frame capture at a
sample rate of up to 40 Mhz. The radar data collection device gathers
digital data at 8 biLs of resolution which translates into 256 digital
levels. The transistor·transistor logic (TTL) signals from the radar
itself fire used 85 external syncs. The radar heading marker was used
as the vertical sync signal or start of scan. The radar pulse trigger was
used as the horizontal sync signal or start of scan line. For the
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purposes of this study a subset of the total 120 gigabyte radar dataset
was extracted. There were 6 datasets extracted each contained tOO
scans of radar data. The first 3 radar damsets selected consisted of 100
scans of 100 lines by 100, 8 bit pixels the second 3 sets contnined 100
scans of 100 lines by 200, 8 bit pixels. Each of the first. 3 datasets
where chosen with 3 targets available for detection and the second 3
sets with 2 targets available minimum. The first dataflct may be
characterized as a receiver noise dataset calleeled with the radar set to
long pulse, having a nil sea clutter component. The sccond, was a
medium clutter dataset with the radar set to long pulse, having a
significant wave height of 2.5 metres and an avcrage wind speed of
less than 5 metres per second. The third dataset considered, with the
radar set to long pulse, was a high clutter datasct having a significant
wave height of 3.0 metres and an average wind speed of 13.5 metres
per second. The fourth to sixth datasets all WCI'C collecLcd under high
sea clutter conditions, having a significant wave height of 3.6 melrell
and a mean wind speed of 14 metres per second. The fourth daL'lRet.
was collected with the radar set to long pulse. The finh dntaset was
collected with the radar set to medium pulse and the final dataset was
collected with the radar set to short pulse.
Two calibrated radar reflectors having equivalent mdar crosll
section of 2 square met.res and 10 square metres, respectively, were
mounted on Alberglen fiberglass spar buoys to act as known targetH.
The spars placed the reflectors about 3 metres above the sea surface.
The mooring system (Figure 4) was attached on the side of the Hpar
and buoyed at the surface with a large plastic fishing float in order to
eliminate any vertical torque that could cause the Ilpar to t.ilt. A 200
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Figure 4. Spar buoy mooring used for radar reflectors and WEATHERPAK
kilogram external ballast weight was attached to the bottom of the
spar to ensure that the attitude of the buoy would remain within JO
degrees of vertical.
Directional wave information was measured using a DaUtweli
Directional Waverider. This is a spherical 90 em diameter buoy which
measures wave height, wave direction, and wave period. 'rhe buoy
transmits the collected data together with some processed data to n
shore-based computer receiving station. The complet.e wave monitoring
system consisted of the directional wave buoy equipped with duLn
telemetry transmitter, the data receiver, and an IBM compatible
computer for data logging and system control. The directional
waverider was moored at the site using a reliable mooring system
whose design has evolved over several years ofoffshore usc (Figure 5).
The directional waverider merwures translations caused by
wave motion. All calculations to determine the motions in foted
coordinate directions (north, west, and verlical) arc done oobonrd the
buoy. The determinations of spectral and directional data from the
time history of the translational daw. are also computed onbourd the
waverider. Every 30 minutes, fast fourier transforms or8 series 01'256
data points (200 seconds) are added to give 16 det,'Tees of freedom on
1600 seconds of data. Every 0.78 seconds 0.28 Hz), the thrcl.!
translational components and part of the most recent spectral data
summary are transmitted by the buoy. Transmission or the complctl.!
spectral and directional data is completed in 250 seconds. During the
30 minutes between spectral analyses, t.ranslational data arc stored w
detcnnine a new spectrum.
ILq::;;tt@
Figure 5. Directional Waverider Mooring
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Sea surface weather conditions were measured using a Conslal
Climate Company WEATHERPAK, a self-contained recording weather
station built to operate independently over extended periods in harsh
environments. The WEATHERPAK was installed on an Alberglen
spar buoy and moored in a similar manner to that described llbuvtJ for
the calibrated radar reflectors.
The WEATHERPAK is equipped with a data collection module
(DeM) which collects and processes sensor data and formals to ASCII
code for storage and/or transmission. The suite of sensors on the Cape
Spear WEATHERPAK included an RM Young digital anemometer
measuring mean wind velocity and peak gust speeds, an air
temperature thermistor and a barometric pressure sensor. 1'hc
WEATHERPAK was also equipped with a UHF transmitter which
provided a telemetry link to the shore receiving statton at the Clipe
Spear radar installation. All data were also logged in the
WEATHERPAK itself. The WEATHERPAK was programmed to
sample and transmit data every 15 minute!>.
All equipment was mobilized for deployment on July 11, 1993
from the 20 metre steel fishing vessel ATLANTIC PRIZE. 'rhe dlly
before field deployment, the Alberglen spars with radar reflectors nnd
WEATHERPAK were individually ballasted in St. John's Harbour and
then moored alongside ATLANTIC PRIZE. Prior to sailing on July 11,
any remaining equipment wns loaded, mooring systems were arranged
on deck, and instr'Umentation was initialized and checked using the
computerized receiving stations. Because of their awkward length and
heavy ballast, the spars were towed to the location. The wave buoy
was stored on the deck of the deployment vessel and lowered into the
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water immediately prior to deployment. All moorings were installed by
streaming the surface buoy and mooring line away from the vessel at
the desired site and free-falling the anchor to the seabed. Weather at
the time was very good and no difficulties were I:xperienced in
deployment. All buoys were positioned using the ship's Global
Positioning System (CPS) and were very close to their planned
locations. Following buoy deployment, the outputs from the directional
wavcridcr and the WEATHERPAK were monitored from the
deployment vessel. The computer receiving stations wert', installed at
the Cape Spear radar site that evening.
All moorings were recovered on July 24, 1993, using the 20-
metre steel fishing vessel ATLANTIC SEA CLIPPER. Once again, the
waverider was stowed on deck and the spars towed to the wharf. The
receiving equipment and computers were removed from the Cape
Sp(!ar radar facility on July 26, 1993.
During the field program it was observed that vessels did not
always stay within the ranges suggested by St. John's VTS and that
som(! vessels did indeed pass very close to the mooring area. To reduce
the chances of collision, VTS did warn most vessels operating in the
area of the buoy locations as part of routine management
communications.
A summary of the wave and weather data collected near Cape
Spear is presented here in Appendix I. The quality of data recovered
from the directional waverider was very high.
The wave data received frorr. the buoy consisted of raw three-
dimensional accelerat-i<ms along with directional spectrum and related
38
parameters computed on board the buoy. The data rc<:eived at the
shore station have been sorted into daily data files.
Hs Significan.t Wave Height. Spectral approximation
ofHs or HlfJ, the average of the highest 1/3 waves
in a given sample. HlI:lis intended ~ be the
saastaOO that an experienced observer would report.
Tp Peak Period. This is the period associated with the
peak energy in the computed spectrum.
Tz Mean Wave Period.
Dir (Tp) The direction associated with the W3ve defined by
the peak period.
Weather data from the WEATHERPAK buoy was recclved reliably
until July 16 when the weather deteriorated and higher seru;tatcs
developed. From July 16 until the completion oCthe field program only
occasional weather data were received in real time via the UHF
telemetry link at Cape Spear. On recovery, the WEA1'HERPAK was
found to be completely operational with all data archived in the
instrument's onboard memory.
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6,2 NEURAJ.NE1WORK DEVELOPMENT METHODOLOGY
The key to successful neural net development lies in the
training of the network. The dataset used for training must be of very
high quality and it must encompass the full range of scenarios the
network will be expect.ed to perform under.
The first step in the neural network development process was to
design, develop, and test the standard backpropagation training
method as a soft.ware package. This was done in C on an HP Apollo
730 Unix workstation. The next step, because of the unique nature of
the radar data, was to design, develop, and test the required radar
image processing software package. This was done in C on a 486 DX2
66 Mhz IBM compatible PC running the Windows 3.1 operating
system. This platfonn was chosen for it's universal graphical user
interface. For complete software listings, see Appendix II.
Fundamental to the radar target identification application, the neural
network is required to distinguish between sea clutter, receiver noise
and the target itself: By using the radar image processing program,
radar data samples were extracted into a format compatible with
Mathcad 4.0 where they were graphically displayed and analyzed (see
Figure 6). Based on the observed spatial nature of the rad!:... target
signature k1gether with the desire kI minimize the neural network
complexity, the spatial size of the data sample window was chosen to
be 2 to 3 piliels greater in each dimension (i.e., length & width) than
the physical size of the radar target return. This window size varied
with the radar pulse length as this radar system parameter changes
the spatial size of the target signal, the longer the pulse, the longer the
targ~t will appear to be in the image sample. The temporal size of the
Figure 6. Radar Target Embedded in Sea Clutter
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radar data sample was arrived at as a function of the ooheront nature
of the target, (i.e., the more scans the better). and the network
complexity together with the real physical time constraint, (Le.,
network complexity and time to get a processed image both increase as
number of radar scans increase). The network was trained using 2, 3,
and 5 scans of radar data. The objettive of the neural network was to
lock on to the spatial and temporal signature of the target embedded
in sea clutter and receiver noise. This is possible since it is known that
the radar target signature is statistically different from sea clutter
and/or receiver noise on their own. In order to have the neural network
absorb the physical nature of the radar target, a synthetic idealized
radar larget model was developed and used in the training phese. The
synthetic target was constructed so that spatially it closely
approximated what would be received by the radar system ifit were to
encounter a ncar perfect target return using a receiver with a zero
noise figure and from a sea surface generating zero radar return
Wig-uro 7). For euch of the six datasets extracted the neural notwork
was trained using a sample dataset consisting of 40 clutter plus noise
samples. 5 receiver noise samples, and 1 synthetic idealized target
modcl. The 40 clutter plus noisc samples uscd in each case were taken
from a dataset having a numerically similar mean wind speed and
significant wave height as the datasets that would be used in the test
and verification mode. The 5 receiver noise samples were taken from a
dataset having a mean wind speed of zero metres per second and a
significant wave height of zero metres. A three layer neural network
architecture was used. The input layer size is determined by the size of
lhe input data sample. The desired response in this case is a simple
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Figure 7. Synthel.ic: Radar Tareet
"
detcctlnodetect which translates directly into a single output neuron
laking on values bounded between 0 . nodetect and 1- detect. This
output value may be iterpreted as the probability that there exists
target infonnation in a sample being tesled by the network. The
middle or hidden layer size, is in fact, a more complex issue. It has
been suggested that the hidden layer contain at least one neuron per
training pattern (Reed, 1993). For this application it was found that a
hidden layer containing between one and two neurons per training
pattern yielded the highest degree of generalization. The actual
optimum number of hidden layer nodes was arrived at by using a
process of connection reduction or pruning. Each network was trained
using a very large number of hidden layer nodes, relative to the
number of training patterns, and then nodes were removed until the
network performance started to degrade. At the degradation point the
number of hidden layer nodes were increased until the networks
performance stabilized.
All networks were trained with an optimization step size
(learning-rate) of 0.55 and steepness coefficient of 0.10. The hidden
layer size in all cases was found to be optimum at 4 neurons plus the
number of training patterns (50 neurons). In the case of the long pulse
data the optimum neural network had an input layer consisting of 300
neurons, a hidden layer of 50 neurons, and an output layer containing
a single neuron. The training time in this case was 3 hours of
processing time on a workstation capable of80 million insl;ructions per
second.
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6.0 RESULTS AND DISCUSSION
Six datasets were analyzed in the test and verification phaso.
The data analyzed in the testing phase were not used in the training
phase although the trained networks were tested lin data gathered
during similar environmental conditions. In other words, a neural
network was developed for a specific range of environmental
conditions. It was found that if the network was trained on high sell
state dala that it performed well on data collected under similar
conditions, plus, it performed well or generalized itself to data
collected under much lower sea states.
The test and verification results have been summarized into a
standard format used in the radar dnla analysis field. That is. tho
performance of the neural network together with that of the scan ltl
scan techniqlJC has been plotted as "Targets DeLect.cdfI'argclfl
Available" .vs. "Average False Alarms". The y-axis is Lhe number of
targelfl successfully identified L:: the technique divided by Lhc number
of targets available for detection averaged over the number of scans of
radar data analyzed. The x-axis is the number of false alarms per scan
of radar data averaged over the number of scans of data analyzed.
Thus, for example, one would expect the detection rate to improve with
a greater number of false alarms. In this display format an ideally
perfonning radar would show n single point in the top len. hand corner
of the plot indicating a probability of detection of one, while obtaining
zero false alarms.
The noise data (dataset 1) when processed showed that the
neural net technique was only marginally better than the standard
scan wscan processing. However, both techniques performed very well
in this case. This is due largely to fact that the receiver noise is not
strong enough to obscure the targets from detection, regardless of
which processing technique is being used, as can be seen in Figure 8.
The performance summary for the second dataset , a mcdiwn
clutter dataset. shows that at the network's best it outperforms the
scan to scan processing. The performance gain is in the form of a
reduction of average number of false alarms per scan. It can be seen
from Figure 9 that at the peak of detection for the neUTal network that
it is presenting a false alarm figure of about 0.30 on average per scan.
By comparison, at the same detection level, the scan to scan technique
presents a false alarm figure five times greater. The baseline curve
indicating one scan of integrated data is the result for no processing at
all, it is included as a reference curve.
The third dataset contains higher magnitude sea clutter with
the significant wave height equal to 3.0 metres and the mean wind
speed at 13.5 metres per second. It can be seen in Figure 10 that for
bot.h processors the ability to find targets in sea clutter is diminishing.
However, the neUl'al network demonstrates a significant improvement
over the conventional processor, The neural net using 5 scans of data
at the 50% detection level achieves a false alarm figure of
approximately 8 false alarms per scan, The scan to scan technique
using the same number of scans of data and at the same 50% detection
level shows a false alann figure greater than 18 false alarms on
average pel' scan. In fact, the scan to scan processor only comes close to
the performance of the neural net if it is allowed to operate on almost
twice as long a time series of radar data. Again, the baseline curve
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indicating one scan of integrated data is the result for no processing at
all, it iii includCld as a rClfClrClnce CUrvCl.
ThCl fourth dataset represents the highe3t sea state for which
duta was collected with t.he radar set to long pulse. The significant
wave height for this data was 3.6 metres and the mean wind speed
was 14.0 metres per second. There is a further degradation of
performance in both processors as would be expected. However, once
again, thCl neural processor outperforms the conventional technique
(sec Figure 11). In this particular case the scan to scan processor using
16 'ic·ns of data can only equal the performance of the neural net
using 2 scans of data. In fact, the networks performance using 5 scans
of data is nevC!r approached by the conventional processur even if it is
allowed to consume more than 3 times as much time series data.
The fifth dataset was collected during the same environmental
conditions as the fourth except that the data were collected with the
radar set La medium pulse. With the radar set to medium pulse it can
be seen (Figure 12) that the overall ability to find target information
out of the sea clutter is improved. In this case, the neural technique
shows only very marginal improvement over the scan to scan
processor. At the 50% detection level the neural processor presents a
false alarm figure of 8 on average per scan while the scan to scan
processor shows a figure of 9 on average per scan. This may be due to
the fact that the synthetic target used in training for the medium
pulse dat.a was optimized for the long pulse setting of the radar. Time
constraints prevented the optimization for the medium pulse setting.
The sixth dataset. was collected during the same environmental
conditions as the fourth and fifth except that the data were collected
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with the radar set to short pulse. It can be seen (Figure 13) that the
overall ability to extract target information out of the sea clutter is
further improved, and once again the neural technique shows n
significant improvement over the scan to scan processor. At the! 50%
detection level the neural processor presents a false alarm figure of 2.5
on average per scan while the scan to scan technique shows a false
alarm figure which is more than double that of the network.
The only real limitation to the implementation of the artificial
neural network technique is the processing power that it requires. A
complete scan of radar data would occupy 1024 pixels by 1024 lines by
8 bits. In order to apply the neural network in its current form it must
be scanned over the entire image stepping one pixel at a time. Thh;
means that for a neural net which uses the 6 pixel by 10 line by 5 scan
data array, it would have to execute 1018 x 1014 times and each time
it would have to process 15,050 connections. The total number or
connections that would have to be made is 15,535,392,600 in order to
process the entire 5 scan set of data for one scan of outpul. This huge
number of required computations could not practically be implemented
in real-time using an artificial neural network. However, it i8 p08sible
using a real analog neural network. The Intel 80170NX (E1'ANN) is a
silicon chip level implementation of a 64 neuron, 10240 synapse neural
network (Figure 14). The chip has a data propagation delay of at mOHt
3 microseconds. The chip can simultaneously compute the dot product
of a 64 element analog input vector with a 64 by 64 synaptic array,
which corresponds to a processing rate in excess of 1.3 billion
interconnections per second. The ETANN can also be used in a multi-
chip configuration. In fact. the ETANN is available in a board level
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implementation from Intel. The Intel multi-chip prototyping board
(EMB) is a hardware system designed for rapid proootyping of large
high speed neural networks. The board may accommodate up 00 8
E'I'ANN chips and provides an IBM PC AT interface card. Similar to
biological systems the analog ETANN chip suffers from component to
component variations and relatively low precision. However, the chip
can be trained successfully_ The chip-in-Ioop (elL) concept was
developed and demonstrated on the ETANN chip (Tam, Gupta, Castro,
and Hollar, ]990). Using this approach the ETANN outputs are loaded
back to the training simulator to determine the optimum weight
updates. The standard training method then integrates any
imperfections or minor defects that may be present on the chip into the
neural network weight architecture, which then becomes specific to
t.hat particular ETANN chip or set of chips. This concept has been
extended to the multi-chip environment where differences from chip to
chip may exist (Tam, Hollar, Brauch, Pine, Peterson, Anderson, and
Deiss, 1992). In order to implement the neural network developed
here, which is a 300-50-1 network, it is convenient to adopt an
architecture which uses a single ETANN per window of radar data (i.e.
60 neurons per ETANN) together with another ETANN used to merge
the neural signals (Figure 15). This 6 chip network would have a
capacity of approximately 7.8 billion connections per second. The time
requirud to obtain a new full scan of radar data is about 2.3 seconds,
depending on the radar scanner speed. Therefore, this implementation
of the network could easily accommodate the 15.5 billion connection
real-time requirement. In fact., in the 2.3 seconds it takes the scanner
"
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"
to complete a single rotaLion, Lhis network has a capacity of almost 18
billion connecLions,
"
7.0 CONCLUSIONS
A set of neural network synaptic architectures have been
developed and applied to the marine radar small tllrgcL detect.ion
problem. The neural network technique has been compared to the
conventional processing method of scan to scan intA:ogralion with
results which favor the neural processing. The neural nct clearly
equals or outperforms the conventional method on all datn.scts
analyzed. A strategy for the realization of a neural radar, wilh
superior detection ability in the ocean environment, has been
presented.
Data from four different days have been uscd to train and test
the neural network, covering the full range of wind nnd wave heights
encountered. The results oCthe analysis indicate:
1. A neUTal network is capable of providing performance that if; at
least as good os, scan to scan integration, one of the more powerful
conventional processing techniques. If the neural net scanning window
is optimized for the pulse length being used the performance is much
better.
2. It appears that when the network is trained on the higher sea
state data it is capable of generalizing to lower sea states. The reversc
is not the cast::. It is not known at this point if one network will be
adequate for the full range of sea states to be encountered by a radar.
"
3. Comparison of results from different radar pulse lengths
indicates that it may be necessary to train the network for a particular
set of radar parameters.
A neural network shows great promise in the application of
radar target detection. In order to proceed with further development it
is necessary to review the potential of the neural network to provide
some benefit over conventional processing techniques. These benefits
may be in cost, performance or versatility. The results of this study
indicate that performance and versatility may be key benefits of the
neural network. The implementation cost of the present neural
network today is in the order of $10,000 to $20,000. However, there is
great potential for lower costs in the next couple of years. The
performance improvements that have been demonstrated are
significant in that these represent cases that may not yet be optimized
for radar parameters and environmcnlal condition. Even ift-Iote results
presented are the best that may be achieved by the network it is
important to note that it performs as good as or better than one of the
most, successful conventional techniques available, scan to scan
integration. The added benefit of the network architecture chosen is
that it may provide built-in capability to handle moving targets. This
ability in itself could justify the use of the network over other
techniques. Present signal processors must carefully align consecutive
radar scans before perfonning scan to scan processing. When the
radar is moving this requires that the radar data be converted to a
cartesian grid and realigned using vessel position datll. This process
requires complex hardware and is subject to some losses. If the target
is moving then the number of scans that can be processed will be
limited by target speed. On the other hand, the inherent parallel
processing nature of the neural network may permit. the usc of t.he
data without realigrunent and because the network essent.ially
processes the data in all directions at once it should be able to handle
moving targets.
A neural network processor for radar target detection may not
fit into the traditional concept of the radar display, which is also
required for navigation proposes. This may limit. the neural processors
market to applications that require improved target detection
performance that complements the capabilities of the navigation or
vessel traffic services radar. 'rhe neural processor embodies all the
features required in a high performance tracking radar system and a~
a result it would be appropriate for vessels and systems requiring the
ability to detect and track many targets.
In effect the neural radar concept would be to provide a target
detection engine for usc with more traditional radar display designs.
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Appendix I
Environmental Datu
6.'
The Directional Wa.verider BUoy record ~o=.at is as 1:'ollcvs:
Record
position
1. - 25
26 - 33·
34 - 39
40 - 46
47 - S3
54 - 60
61. - 67
68 - 132
Oesc=iptian
Unused.
Date at" data Sa.4:Iple c:olle.c<:.ion, stored 1:'1~c
!Or::1at.
Ti=J.e. ot" c!.ay data s~ple collected, stored in EE:MMSS
t"or::la:t. All t~e.s eX?r2ssed in UTe.
flave. Hei.,.ht. - Hmo. fm}
'..ave. Pe.riod - '1':::. (sec)
oi:::-ec":.ion A.s50ciated W"i~ t.'le Peak Wave Period.
(Oeqree.s T:::-uej
Peak Wave Period - Tp. (sec)
Unused
"
1'£.-:1"[;l10 liWI£OII. \lIlll'Olel lMf(I(]ClI
nol, ~.T 1101. 1....1.
67
\11'1{ jl~. {,lAve Im~~ ~R\'( 1IE!~1
C... ! .n". CMo.,.
H~~-"-'-"
: i ') J <, '/-r
. , 1, 1 { 'f
; i Jt 1 l 1~
'. 1 11~ "1' ( I J ~
'j ~ _~ !. t E
'J i ,~ 1 c! I! F~~ ~ r~ 1 \ J~( ~~ ,I ( I 1 1 \ ,r
-,] ~ 1 '; 1 \ I i r.
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1 I I II
~~ ~~ -,,-,-"
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The ~A.' l.OO ·.,sat:1:.er station record !o~t 1s as tollows:
Record .
Position
, - '5
"
-
"
39
40 - 45
47
-
53
54 - 50
51 - 57
5a - 74
75 - 01
.,
-
aa
a9
-
95
ac - ..,
103 - ..9
UO - ~23
.,4 - 1.32
Desc:':'ption
trnusec.
Ca~e ot eata sa:ple collection, stored in~D
::or::ta't;.
Ti.::1e of c!.ay Ca.t3. s3l:1ple collected, storad in I\HMMSS
fo~at. -'.1.1 t~::l:les a~e t.-rc.
Air 'rEUllpe~at-.c-e (.C).
Mea."'l Sea Lavel Pressu=e (;;tbar).
Max':":::Iu=I Wi:J.c Seeed, Gus't;. (:1/s).
Mean Wine o!.=ec~~cn. (Deg-:-ees T:"ue) •
Mean wi:l,d. SpQQc. (:::lIs).
~f-S c::m;:c:-:er:.t ot ::~e Mean •...ind speed and d1=eot':"on,
(:lIs) .
:::-;.; c:::lpcne:-.'t; of t::'8 ~ea:l ·... i:lc speed and d.':'rec::.':'on,
(::lIs) •
S':'~a ':I:::'e:::a, S:::l:-.ca=-:' c.eviiltion of ::~e Wi:'ld
C:':'rec-::.;'cn (.).
tieat::er s-::.a1:~cl"'. cat':",,:-! ~c·...e= ('101ts).
:'::J.tar:'lal ta=pa=at=a (·Cj .
G:'lusee.
sec;:uer'.tial nu=::e= ass.:.g:-.ed ::'0 each sa.::Iple collec-=ed
c!.~':"r:.C; t..~e ·"ell.~e= 5'=3.::':"on eeploy:lent.
'9
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•" 110,. r "'~ U', 110,. (
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'*Program Neural Engine*'
lIinclude <stdio.h>
lIinc1ude<atdlib.h>
lIinc1ude <math.h>
lIinc1ude <time.h>
lIinclude dloaLh>
IIdefine BYTE unsigned char
IIdefine gLndim 1
IIdefine gUsign 1
IIdefine Num_w8ves 4
IIdefine SWAP(a,b)tempr=(al;(a);(b)~bl;l.empr
lIinclude"netparm.OOO"
noat wwffNN·Ml+NtlI1NNtll;
noat fxwwHNN.Ml+NtlUNNtII;
noat xILSIZ1,complex_datar2*/Mtlll;
noat yhntlNtll,rnyhnUTVARTtlIlNtl];
noat dntaITVARTtlIIMtIl,mnxvn!;
noat desirolTVARTtlllNtlf;
noat nonnaxIMtII,normaxJesulUN+ll;
unsigned int ythriNtIl,nndlgl_ndimtll;
IIWlI.velettrllnsform
typedefstrucll
intncof,ioffjoff;
float*cc,'"cr;
I wavefilt;
wsvefiltwfilt;
'define NRANSI
lIinc1ude "nrutil.h"
void pwt(noal aJ 1, unsigned long n, int isign)
I
floatai,ail,wkspIMI;
unsigned long i,iiJJfjr,k,nI,ni,nj,nh,nrnod;
if(n <4) return;
nmod:::wfilt.ncof*"n;
nI:::n·l;
nh"n» 1;
for lj=Ij<=n;jtt) wkspij):::o.O;
if(isign >=011
for (ii=I,h:l;i<:::n;i+:::2,iittl [
ni=itnmodtwfiIUoff;
n.i=itnmod+wfilt.jolf;
for (k:::l;k<=wfilt.ncof;kttl I
jf:::nl &(nitk);
jr=nl&(nj+k);
wkapliiJ t= wfitt.cclkt"o[jrtll;
"
wksplii+nhl+= wfilt.cr!kl·a[jH11;
lelsel
for Cii::I,i::l;k::n;i+=2,iit+ll
ni=aliil;
llil=alii+nhJ;
ni=i+nmod+wfilt.ioff;
nj=i+nmod+wfilt.,iofT;
for Oc=l;k<=wfilt.ncof;k++l I
jf=(nl&(ni+k»+I;
jr=(nl & (nj+k))+l;
wkspljfl+=wfilt.cdk]*ai;
wkspljr]+=wfilt.crikl+ail;
I
for (j::I;j<=n;j++J aljl=wkspljl;
I
lIundcfNRANSI
void wtHnolilall. unsigned long n, int [sign,
void ftwt..:)(flootlJ. unsill"ed long, int»
unsigned longnn;
if(n<4)return;
if(isign >= 0\1
for (n n:n;nn>=:4;n n»=1l ('wtx)(a,nn,i sign);
I else I
for (nn::4;nn<;=n;nn«=1l (+wtx)(n,nn,isignl;
I
lIendwuvelel
void Load_Complcx_Dntntint t)
I
int index=l,i;
if(FF'I'flag== III
for <i::I;k=M;i++lI
wmplex_dntalindexl = dataltUiJ;
romplex_dntalindcx+lJ "" 0.0;
index = index + 2;
I
if CFPMng == 21[
forCi=I;i<=M;i++lI
complex_dntarindexl = datn{tl[il;
index = index + 1;
float aqCfloat ~l
[
return C~t~l;
void compleJCobs_valCinttl
[
int i.i:=l;
ifCFFTf1ag:=:= III
for(j:=lj<::(ZtMlj=jt2l
dataltUi++l: SQrt(sq(complcM_dntnljll t ~Cl{comploM_dl\lnljtllll;
J
if(FFTfIo.g =:= 211
for(j:lj<:"Mj++1
do.taltlUl= nbsioomplu_dntnUll;
voidmn(floatdalallUl.intnnll.intndim.intisignl
[
inl il.i2,i3,i2rev.i31'Cv.ipl,ip2,ip3.irpl,ifp2;
int ibit,idim.kl.kZ.n.nprev,nrem,ntot;
float lempi,lempr;
double thetn,wxi;
double wpi.wpr,wr,wtemp;
ntot= 1;
forCidim=l;idim<"ndim;idim++1
ntot*=nnlidiml;
nprev= I;
forCidim:=.ndim;idim>=I;idim-ll
n=nn[idim);
nrem = ntotJCn"nprcvl;
ipl= nprev« 1;
ip2=ipltn;
ip3=ipZ"nrem;
i2rev = 1;
forfi2=1;i2<=ipZ;i2+=iplll
ifCi2<iZrevll
for (il=i2;il<=i2tipl-2;ilt=ZJl
for (i3=il;i3<=ip3;i3+-=ip211
i3rev= i2rcvti3-i2;
SWAP<dotaffili3I,dalaffi.li3rovlJ;
SWAPrdaLnffiJi3t IJ,dataffiji3rcv+ IU;
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I
ibit= ip2» I;
whilelihit>=ipl&&i2rev:>ibitll
i2rev-=ibil;
ibit>:>::};
I
i2rcv+=ibit;
I
ifpl = ipl;
..... hilclifpl <; ip2J1
ifp2:ifpl« 1;
theta = isign" 6.283185307179591iifp2lipll;
wtemp :: sinmS'thewl;
wpr= -2.0·wtcmp·wtemp;
Wili= lIin(theta);
wr=1.0;
wxi = 0.0;
forfi3=1;i3<=ifpl;i3+=ipl)l
forlil=i3;il<:=i3+ipl-2;il+=2)1
forli2=il;i2<=ip3;i2+=ifp2)(
kl=i2;
k2=kl+ ifpI;
tempr= wr·dntntnlk21-wxi ·dntaffi.lk2+11;
!.crop; = wr' d8tafTlIk2+1J + w"i" dntaffilk21;
dnwFnlk21=dEllnmrkll-tcmpr;
dntnfJllk2+1) = dntnfnlkl+ll- tempi;
uat.aITUkIl+=tempr;
dat.afTUkl+ll += tempi;
I
wr=(wtemp=wr)*wpr-wxi·wpi+wr;
wxi=wxi·wpr+wtemp·wpi+wxi;
I
ifpl= ifp2;
I
aprev":::n;
voiclrcnddatnfl
I
chnT fnameI1'VART+l!1801:
I"II.E tn,·r2,·1'3,·re;
int 1'iJ,:.cl,Linc,iJ,t;
unlligfledlongifll len,cDuM;
dlJlr fileIBOI,dnloISOI,timeIBOI,srnleIBOI,nype[SOr,tempIS01;
chnr inti1l701:
r'!::foponl"rcsull.dal":'r");
fJ::follCnl"Lrnin.liI","r");
for \1.= l;l<::TVART;I,++)
I
fscannrn ...·h...inrill;
n",fopenCinfil,"r"l;
fgttatrile.65.nl;
fcet&fdate.65,nJ;
fgtl.&(time,65,n);
fget&(srate,65,nJ;
fscannn,"%4d",&Pixell;
fcet&(tl,61,n);
fscanftn,"'Ic4d",&Linel;
fgct&Ct.2,61,nl:
fget.sCnype,65,nl;
fgela(temp,65,n);
printtr'\n Rellding> 'I:!l\n",inri!);
"rinln"\n Pixels > 'ld".Pixell;
print.f1"\nLines >'Id\n",l.ioel;
eoun\",O;
for (i".l;k::M;i....1
I
fseanfln,"'k",&dnlallllill;
eount++;
I
printft" Dytes Read into Duffer> 'l:d\n",o:tIuntl:
forli=l;i<::N;i++1
I
fscllnllf2,"%(",&desirollifill;
fdose<l'll;
felose(3);
voidread"ignolO
t
ehar (flIImelTVART+lU801;
FILE to '1'2 tf3 t(e'
int Pixel:Li~e,ij,l; ,
unsignedlonginl len,eount;
ehar infil170l;
n=fopenC"result,dal","r"';
f3",fopenC"train.riI","r");
for(t=l;t<"TVART;t++1
I
O:fopenfinm;r"t;
/Orud Lhe header inforrnationo/
prinlJt"\n ReadinG> ~\n",inlil);
printlt~\n Bytes > 'I.d\n",M);
CGunL:O;
/. relldlheLrainingpaLt.erndata-'
forli:l;i<:M;i++J
r
fsunf(n,"",r',&data[tJlillj
wunt.++;
r
prinllt~\n Byt.el Read into Buffer> %d\n",eounll;
'" geLlhcrc,.ultrorthepPllcrnjustread in·/
forfi:J;i<:N;i++1
r
rscflnltn,"'J,r",&.duiro!tl!i,,;
fc1o~c(f'l):
fc1oscl(Jl:
inLiilintimodl
r
return(imod·Ml;
voidflilleLwork(fll)'hnU
nOlll fllyhnUN .. JI;
r
int ij,n,rn,m;
nonl rlinctlTN+IJ;
nont fllx[TN+II;
n:N:
rm:NN;
m:M;
for (izl;io:nn;i++l (xxlil:z 0.0;
for (i:1;I<:n;i++1 fuJi+nnl" fll)'haUil;
..
/, fori running backwards nowlbackprupscAtion) ,/
for (i:nn-tn;i>:nn-t l;i •• j
I
for(j:",+l~<znn;j...... l
I
(xwwliilillljl.(xnetlil-xljl;
I
for(i:::nn;i>:::m+l;i··)
I
rorfj",nn+l;j<:nn-tn;j+-tl
I
(xxlll",(xxlil-twwliifjlIIWfllnct.ljl;
fxnellil:fxx!il'x\il'Cl,O·lIlill;
forfj=lj-::.m;j...... )
I
fxwwliilillljl",fxnet.lWll1jl;
voidnetwork(all.tl
int t;
noat axITVART+1DM+l1;
I
Ullsicned int ij,n,nn,m;
float net;
n=N;
nn=NN;
m::<M;
'-insertinpUlS'/
for Ci= l;i<=m;i++ I
I
xliI "'61Itlli);
for(i=m+l;i< ..nn;i++l
I
net", 0.0;
ror Cj=I;j<=m;j++1
RI
net", net + wwliiCillljl·xljl;
xiii'" l.MI.O+exp(.net·LAMDA»;
forli"'nn+l;i<",nn+n;i++l
I
net: 0.0;
for(j=m+l;j<",nn;j++)
I
forCi=l;i<=n;i..-+)
I
ytmtlil=xli+nnl;
intconvcr(ux,y,1I
iot l,yITVART+llIN+ll;
floot oxITVART+IIIM+ll;
I
iot iJ,k,t,n,on,m,tvart,conflg,check;
flont Iimit,ub,lb:
limil = 0.10;
ub=0.90;
lb=O.IO;
k= 1;
n=N;
nn=NN;
m=M;
tvart.=TVAR1';
forCi=m+I;i<=on+n;i++l
I
fClr (j=l;j<=i-l~++)
I
ifCfxwwliiCill/jI,.1imitl
I
k=O;
for (t=t;l<;::tvnrt;t++)
I
network(all,ll;
chcek::O;
for (i::l;i<=n;i++l
I
jf(yhaUil>ub)
I
ythrHl= 1;
I
"re
I
if(yhatfil<;lb)
I
)'thrlil=O;
I
else
I
ythrlil=2;
inythr!il!=yltl1ill
I
check=!;
goloj99;
I
I
I
I
j99: ifHk== lJ II fcheck==OJJ
I
conng= 1;
I
else
I
conng=o;
I
rdurn(conng);
I
void normsignalO
I
unsigned inl l,i;
if(Norm_Var_by_Vor== 11
I
for (i::l;i<=M;i++) normarlil = -99!J1J'J9.9<J;
for ri= l;i<=N;i++) nonnolljosultf iI= -999!J9!Ul!J;
for 1t=I;t<=TVART;t++l
I
forfi=I;;<;"M;i++)
I
normarlil=mox(normox(iJ,dauJ.!tlliJJ;
"
I
forli=l;k=N;i++J
I
normaxJesultji I" maxfnormaluesult./il,desirol til ill;
I
I
',~
I
rna.vol '" -999999.99;
for Ci:l;i<=N;i++1 nonnaxjcsultli] = -999999.99;
for n.= l;t<=TVART;tH)
I
forfi=l;i<=M;iHJ
I
maxval = maxCmaxval,dataltlfilJ:
I
forfh=l;k=N;ittJ
I
normaxJcsultli I= max(normax_result./i I,desirol tllill;
I
I
forfi=l;i<=M;i++lnormaxlil=maxval;
printn"\n Signal MAX: 'If\n'',maxva\l;
mnin(J
I
char fnI1251,rn21251.datebufl91,timebun91:
iot I,oonng,setfl,z,we;
nont y[1VART+II1NtlJ:
110at l\xITVARTt IIlMtll,fxyhat.lNtll,lxrate;
unsigncrl ii'll n=N,nn:NN,m=M,tvart:TVART,tn",TN;
unsib'Tlcdint ij,mnxpnll,pnssnm,t,lend;
timc_l t.5,t6;
I~ILI!: 'fx,'finl,'fin2,*lin3,*fin4;
printn"\n"l;
printfl" <Optimizing neural connections please stondby...> \0"):
printn"'n",;
finl=fopenl"neuron,dlll","r"l;
fscanfl.linl,"%f%d",&lxrate,&maxpaSI;
fdose(finll;
fin'! ::fopenl"norm.O(lu","w"l;
/. read the training dala into memory"
ifminnryDllw==ll
I
tenddntn(l;
I
.I~
I
/. ifFFTflog '" 1 do an FPr on the inputs·(
jf(FFTflag== III
lIaetup for FFT if required
nndlll=M;
for (1.= l;t<=TVART;l++ll
Load_Complex_Dowell:
IIcR1cuhlteffi
mn(complell._data,nnd,gl_ndim,gUsi{,'1l);
I!calc:ulatepower~peclrum
!"ifFF'Tf1Pg= 2 do an WAVELET TfV·N'SF'ORM on the input!<~1
if(FFTflag=:2)!
IIsctup for WAVELET TRANSFORM
pwtscUNUffi_wovcsl;
for It=l;t<::TVART;t++ll
/fcalculate WAVELET TRANSFORM
Lood_Complcx_Datafll:
!. perform normnlil.ntion"!
normsignall);
for ft.=l:t<=TVART;tH)
I
forli=l;i<"'m;i++)
I
iflnormn:dil !=O.Oll
axltl!;I:= dal.8ll1liVnormnx[il;
lelse]
llxltlli1 = 0.0;
I
iflt==llfprinl.fflin4,"'H",normax!ill;
'0 must normalh':c the doto to be between 0.0 nnd I.IJ O/
I
(':lr(;::l;k=n;i++l
yltllil = desiroltllillnonnax]e8uIUil;
ifft == 1) fprintflfin4,"%f",nonnax_resuWill;
I
fdolle{f1n4l;
IIrandfCunllignedJtime(&t5J);
1=0;
forli=m+1;i<=nn;i++l
I
for(j=lj<=mj++)
I
wwliiCillljl = 2.0*randrlI32767.0-1.O;
1=1+ 1;
forli=nn+·l;k=nn+n;i++)
I
for (j=m+Jj<=nnj++)
I
wwliiCillljl=2.0*randO/32767.().1.0;
1=1+1;
conng=o;
lend = 'JVART;
IIctl1=O;
for(passnm=l;passnm<=maxpall;paAAnm++l
I
finl =fopen("neuron.dal","r");
fscannfin1,"'J:f%d",&lxrate,&maxpns);
fc1oselfinl};
forCt=l;t<=tend;t++J
I
nelworkCax,tl;
forfi=l;i<=n;i++)myhaUtUil = yhatlil;
for (j=lj<=nj++)
I
fxyhatljl=yhlltlil-yltltij;
fxnetworkffltyhatl;
for (i=m+l;i<=nn+n;i++)
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for(j=lj<=i-1a H )
r
z=ii(il;
wwlElIjl_ WWIEIUI-lxrote·fxwwIE!fjl;
I*enablesremotemonitoringofprocess·/
fx=ropen("monitor~.~w"l;
fprintltfx:'\n PASS > ?Cd ",pllssnml;
for (i.=l;t<"'tend;t++l
I
fprintltfx,~\n PA'ITERN> %d",tl:
fprinLflfx:'\n"l;
for (i= l;i<"'n;iHI fprintftfx," %f ",myhlltltlli I*normnx_rcsultl ill;
fprinLfifx,~\n"l;
for(i=l;i<=n;iH)fprintftfx,"%f".yltl(il·normDx_re~ult.lill:
I
fprintftfx,~\n\n~);
fcioseCfx):
,.. write out current weight matrix ~wwlilljl" disk lile·'
fn2101= 'w';
fn2[11='.';
fn2[21 = '0';
fn2[31 = '0';
fn2141 = '0';
fn2[5\ = NULL;
we= 0;
printlt~\n The neural weight matrix has been crealed liS> %5\n",[n21;
fin3=fopenlfn2,"w"1;
for{i=m+l;i<=nn;;++)
r
for G=lj<=mj++l
r
wc++:
fp;intltlin3,"%f",wwlii(il1fjlJ;
for li=nn+l;i<=nn+n:i++l
r
for Cj"'m+lj<=nn;jH)
r
wc++;
fprintf'tfin3,"%f",wwliifi)Jij));
printft"\n Tot.al Number ofWeight.s is %d",we);
feloseUin3l;
88
'include "HADARVAR.h"
tinc1ude riRADARIMG.h"
'define HB SO
'define BYTE unsigned char
'define LAMDA 0.10
'define NORM 255.0
fdefine SWAP(a,b) tcmpr:(a);{a):::(bl;(bl:::tempr
IIdefines for directional ocean wave spectrn
fdefinexscalel
IIdefineyscalel
IIdefinetscalel
'define Sline 64
'defineSpixel64
IIdefineSscans 1
'defineSpecScan 1
fdefine MAXS 128
IIdefintl mdo 4000
fdefine size mdo
fdefine xoffsct 235
Idefineyoffset285
'definegl_ndim2
fdefinegUsigni
'define lNIT Spixel"Sline*Sscans~gl_ndim
noat huge o[5((mdo+1I;
BYTE huge onaglmdo.j.II:
float sx[MAXS1;
noat sy!MAXS[;
noat sz[MAXS[;
noat huge affiUNITI;
noat huge complex_datal INIT+4 I;
noat huge plt_dalaISpill"cII\Slinel;
float huge affi~dISJlixclllS1incl;
float k_inside,k_outside,kx,kY,xstart,ystnrt:
float pic,maxt,mint,tempsz;
int nmI, index", I, indexl • I, test_sizo, nndlgl_ndiml, uBiz, yysiz;
IIforthescan·to·scan averagcrout.ine
BYTE huge
HANDLE
BYTE huge
HANDLE
noathuge
noathuge
unsignedint
longint
DWORD
*pReadAvgButTer;
hReadAvgButTcr;
·pToReadAvgBulTer;
hlmageAvgBuffer;
"'plmogeAvgButTer;
~pTolmageAvgButTcr;
sysrcs, gdires, useres, mcmarg;
mcmint;
memrl!s;
HRGN
char
int
int
longint
'~ScricBcvaluatjon.,
hRgn;
5strl201;
GetMcmFlag" 0;
GelScanMemFlag" 0, TextY;
ediememx,sdiememy;
jnt ImageMax, ImagcMin;
int GraphicMax, GraphicMin;
noat GraphicSt.ep, ImugeSt.ep;
noaLEvalSt.ep;
BGOL EvalScriesFlag= FAlSE;
BOQL labelnag '" FALSE;
char GraphFileTempl128J;
'·statistics·'
'define TargctNumber 200
'define ri,;cINumber400
IIdefincMarkTarcetNumber6
'define MarkPjxeINumbcr-100
int k;
int CheckCoord;
inthuge ·pPi,;clRcoord;
HANDLE hPixclReconl:
inthuge ·pPixeIRecord2;
HANDLE hPixclRccord2;
IIpalettestufT
HANDLE hPalDnta;
DQQL PulFlag = FALSE;
UPALETrE hpallmg, hpalOld;
LPLOGPALETTE lppalDatn;
LPBITMAPINFO lpbmlnfn;
'·corrcilltion·'
int
inthuge
UANDLE
inthuge
HANDLE
inthuge
HANDLE
Firl,Fir2;
·pAddFirRecordl;
hAddFirRecordl;
·pAddFirReconl2;
hAddFirReconl2;
"pCoorelate;
hCoorelnte:
jnt LincsPrinted" 0, Pege = 1, YLinc;
longint targctsG,targetsI,t.emptar;
longint targetpixcls;
int nFlllseAlarml;
int nFlllseAlarmG;
int TllrgeLFoundl;
int TnrgctFoundG;
noaL targclsGAvg, tlIrgctslAvg;
nont nFniseAlnrrnfAvg:
90
noat nFalseAlarmGAvg;
noat 1'8.rgetFoundIAvg;
noat TargetFoundGAvg;
char Ntarst.TlriO!;
char NtottarllOI;
char NfalsealarmfS01;
FILE *don,"'sp,*fp3,*fp4;
FILE *Targetdat;
int ScanPos;
int MorkCount", 0;
int TargetNo=O;
int olTaysizef61; '*sizesoft.argetpositilJn arrays""
im TargetWin[MlirkTargetNumberIiMarkPixeINumber!;
in.; TargetPosiMarkTargetNumberUMarkPixeINumbor);
int PosSubX, PosSubY, ChcckPos;
int CurrPixel;
WORD MorkX, MarkY, LowLef\X, l.owLefl.Y;
BOOL AverageEvlllFlag .. FALSE:
BOOL LastBntchFlag = FALSE;
BOOL StatsHeaderFlag'" FALSE;
BOOL ULnag'" FALSE;
BOOL ULnaglmage = FALSE;
BOOL ThresholdAvgFlng = FALSE;
BOOL CorrelFlag:ll: FALSE;
BOOL SpectraF1ag = FALSE;
int ImageTar';' 0, ImageTarlndex = 0;
f*Endofthcstnts *'
char DecimaH20);
noat huge "lpt.emp;
noat huge *pScanWinNorm;
HANDLE hScanWinNorm;
unsigned int huge *pScanWinCopy;
HANDLr~ hScanWinCopy;
long lnt neuron,neuronstotal,memoryl,memory3,m'.Ilrpix;
inttest.don;
char herex[lOJ;
char herey/lOI;
char FileNamef1281;
char scanlabelf128J;
char TempFilefl28!;
char TempFile21l281;
char NextFllel1281;
char PathNamell28l;
char OIdNamert281;
char OpenNnmef1281;
char DefPnthl1281;
char DetSpec1l31;
chllr DllfExtl41;
char std2551;
lnt ExtNum;
lnt TcxtPosX;
lnt TextPosY;
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illt XRgo;
illt YRgn;
int xhi,yhi,ylo;
int bytesrcad;
char stringl301;
/* Global variables */
char SSizel41;
char NumberScansl41;
char NumberLayersl51;
char NumOutstrlSl;
char evalu,ationIZSI;
char nmtooiscl20l;
char amtc1utterIZOl;
char amttarget/201;
char Noxxl51,LcxxI51,McxxI5I,HcxxI51,StxxIGI,LtxxI5I,l.flxxI51;
char WindowNamel1281;
int count: 0;
char classstrl201;
int pernoise,perclutter,pcrtnrgct;
int pernoisel,perdutterl,pcrtargetl;
iilt pernoisc2,pcrclutter2,pertargct2;
int GraphicSizc;
int GraphicNumber, FiteNumoor;
longiot memory2;
HWND hWodTarThres,hWndTnrLabel,hWndTnrVnl;
HWND hWndAvgThres,hWndAvg'Lnbel,hWml/\vgVal;
int ThreshaldVnl: 180;
int TnrVa1=,305;
nontTarValFloat;
float 'ThresholdVnlFloat;
FARPROC IpfnAvg'J'hrelllnfo;
FARPROC lpfnTarThreslnfo;
BaaL AvgDraw : FALSE;
choravgtbufferl201;
HANDLE hHourGlass; It handle to hourglnss cursor "I
HANDLE hSaveCursor; '* current cursor handle '"
static HCURSOR hDor:nieCur;
HCURSOR hArrow;
inthrlle; 1* liIehllndle '"
OFSTRTiCT OfStruct; ,t information from OflenFilcfJ "I
OFSTRUCT OlStruet2;
struot stat Filef::>ntus; I" inform.~tionfrom f!ltnUJ '"
BYTE huge *pTempI25J;
BYTE huge *-pScanBufferl251; '* Buffer to store ench scnn individuntly '"
HANDLE hScnnBulferl251; '" handle to editing huffer "I
HANDLE hRepBulfer;
BOOL ShowAI1Flac: FALSE; 1* When nOC is false only targflt bit map ill drnwn "
BOOL bChances =FALSE;
BOOL bSavoEnabled: FALSE;
BOOL bNew = TRUE;
BOOL S<:anWinAJloc = FALSE;
"
BOOL Gr(lphi~"'I(lg =- "'AL81';;
JlOOJ.lmllf,'tlfo'lllg=- Jo'ALSE;
11001.. ImllucDraw = F'ALSE;
BOOL Bal,(h = FALSE;
IIOOL first = FALSE;
noO!. BitMapD = FALSE:;
ilOOL Clco.rAII;
BOOI. ShowF'ileNo.mc '" TRUE;
!lOOL Updnlclmllgc;
1l00LAv~lmll~eFlo.~;
BOOL NclLolldcdJo'lag;
0001. Threshold;
BOOI. EvalAvg=- FALSE;
BOOl. MllrkTarcet, VideoFlllg:FALSE; /lnag to toggle video on or ofT
Int HitmopCounL:O;
HANDLE hDisplayBufTerl251;
UYTI~ huge 'pDisllluylJutrcr(251;
IlYTE huge ·pToOisplo.yI2.'.i1;
IlYTE huge "mllgcDufTcr;
inlfileofl'scL;
IIANOU; hAvcro.geDufTer;
IJollthuge·pAvcrogeDufTer;
inthugc 'pToAverllge;
BYTE huge 'pAverllgeBytc;
IIANDLE hAverogcBylc;
BYTE huge 'pTaAverngcByw;
owormnvlliinble;
BYTE huge "plmngeAvgBylc;
BYTE hugt! ·pTlllmngeAvgDyt.c;
BYTE huge 'pSpt!c1mage;
BYTE huge 'pToSpeclmllge;
HANDLE hlmngeAvgByw;
HANDI.E hSpeclmagc;
inlhuge 'pToI01llgeAvg;
BYTE huge *pTolmo.gcByt.c;
IIDITMAP hBit01o.pl251, hOldBiLmnpl251, hBitmllpGrnphic;
~IBlTMAPhRepoinLBilmnp, hOldRcpainLBilmap, hBitmaplmngc,
hOldDltmnplmogc;
HOC hOC, hMemoryDC, SLrelchhDC; ,. hondle for lhe disploy device ../
HANDLE hBilInfo;
LJ>JlITMAPINfo'O pBiLlnfo;
nOOL bTmck '" FAL-SE;
int OrgX = 0, OrgY", 0;
'IIL PrevX '" 0, PrevY '" 0;
WO]{J)X",O,Y=O;
IU;CTRl!cl:
POiNT plCursor;
/ .. TRUE if len button clicked */
'*origin(llcursorposition *'
'*culTentcursorposition */
/* 11lst cursor position *'
/*selcctionrectangle */
'* "and y coordinlllcs of~ursor *,
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intrcpcat= 1;
int VectorSize, VeetorDim = 1;
POINT ptPSize;
,. rcpeal count ofkey~lrokt, "
intSerX = 0, St:rY=O; ,. source of bitmap reeulllgle'(
int nScrX = 0, nScrY = 0;
int nScanCount;
BOOL EndRow,EndFlas;
RECTtest;
intTemp;
int BatehNumber;
intWinlne=I;
intPosDecrement;
,. OrsX and OrgY holds the pixel position tll ellpy. ClIPY dnln aeclIrding tll
pixel size and numberohcan lines"
int PASCAL WinMain(HANDLE hlnstanee, HANDLE hPrevln~l.nnec, LPST/{
IpszCmdLine, int nCmdShow)
[
, u u u.tft u t. f"',
J+ HANDLE hlnstanee; handle for this instnnce .,
I*' HANDLE hPreylnstance; handle for possible previous inswnces .,
, .. LPSTR IpszCmdLine; longpointertoexeccommnnd line '(
/* int nCmdShow; Show code for muin window display"
/ u *••••••••• ,
Msa msg; /. MSa structure to store your messages
int nRc; 1* return value from Register Classes ./
strcpyCWindowName,"Smart Radar Display");
~trcpyCs:u\ppNllme, "RADARIMG");
hInst= hlnstanee;
if(!hPreylnst.ancell
'*registerwindowc)ussesiffirstinlllanceofnllll!icution
if{(nRe= nCwRegisterClasses{J) == -Il[
f' registering one of the windowsfuiled '/
LoadStringihInst, IDS_ERR_REGISTER_CLASS, szSlrin/.:,
sizeofTszStringll;
MesaugeBoxCNULL, szString, NULL, MB_ICON~:XCI.AMA'J'ION);
return nRc;
[
J+creatcapplication'sMainwindow
hWndMain = CreateWindowf
dussnume 'f
title ~I
MinIMux .,
'/
szAppName,
WindowNnmc,
"WimJow
"Windllw'K
I~TitJe und
mellubox
oox ~I
hox ~I
frume 'f
ehildwjndowsflr(las~1
WS_SYSMENU I It Add system
WS_MINIMIZEBOX I It Add minimb:e
WSj..fAX.IMIZEBOX , ItAddmuimize
WS_THICKFRAME I tt'thieksizeable
WS_CLIPCHILDREN I I~ don'tdrllw in
WS_OVERLAPPED I
WS_MAXIMIZE,
CW_USEDEFAULT,O, It Use default X,
CW_USEDEFAULT,O, It Usc dcfault X,
NULL, It Parent window's
hllndle 'I
NULL, ft Default to Class Menu
hlnst, It Inslance of window
'/
NULL); It Creole struet for
ill.hWndMain "'"" NULLlI
LoadStrin~hrnst. IDS_ERR_CREATE_WINDOW, M:String,
si1,coll.s7.StringIJ;
McssaseBox(NULL, s7.String, NULL. MB_ICONEXCLAMATION);
return IDS_ERR_CREATE_WINDOW;
I
ltot>- Threshold Bar for the GRAPHIC window "ul
hWndTnrThres '" Cr(lateWindow ("scrol1bar", NULL,
Gc!SystcmMelricMSM_CXSCREEN)-75,65,
GctSySll.!mMetrics(SM_CXVSCROLLI,300,
hlnsl, NULL}:
hWlldMain, 501,
hWnrl'fnrLnbel '" CrcnteWindow ("sUltie", "Neural Processor",
WS_CHILD I
C'.c!SystcmMetricS<St.CCXSCREENI.105,20,
85,45,
hWndMain,502,
hlnsl,NVLL1;
,.,
hWndTnrVnl :: CreateWindow r'sullie", w305",
GetSystemMetries(SM_CXSCREEN1.81,380,
aO,20,
hWndMnin,f>O:I,
hlnst, NULL) ;
lpfnTarThresTnfo:: (FARPROCI GelWilldowLong (hWndTnrThr(!s,
GWL_WNDPROC) ;
SetSerollRnnge (hWndTarThrell, SB_CTL. 0, 400, FALSE);
SetSerollPoll (hWndThrThres, SB_CTL, TarVal, FALSE);
/...*' Threshold Bar for the AVERAGED window ..../
hWndAvgThres:: CrenteWindnw ("serol1bnr", NULL,
GetSYlltemMetries(SM_CXSCREEN).155,65,
GetSystemMetries(SflCCXVSCROLLl, 300,
hWndMnin,5001,
hlnst, NULL);
hWndAvgLnbel '" CreateWindow("stntie", "Sean·To·Sean IntegrnLinnw,
WS_CHILD I
WS_VISIBLE ISS_CENTER,
GetSyslemMetries(SfI,-CXSCREEN).192,20,
90,45,
hWndMnif.505,
hlnst, NULL) ;
hWndAvgVal:: CronleWindow t"statie", "180",
GetSystemMctries(SM_CXSCREEN).161,380,
30,20,
hWndMnin,506,
hlnst, NULL);
lpfnAvgThresTnfo :: (FARPROC) GctWindowLong (hWndAvgThrcs,
GWL_WNDPROm ;
SctSerollRnngo (hWndAvgThrcs, 58_CTL, 0, 255, FALSE);
SctSerollPos (hWndAvgThres, 5B_CTL, ThresholdVal, ~'ALSEJ ;
hHourGlass", LoadCursoriNULI., IDC_WAlT);
hArrow'" LoadCursorfNULL, IDC-fi,RROW);
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hDonnicCur = LoadCursor(hlnst,fLPSTRl"OONNIE"l;
ShowWindow{hWndMllin, SW_SHOWMAXIMIZEO); I~ display main window
'I
U,mllllJWindow(hWndMllin);
hAeecl = LondAeeeleratorsfhlnst, so:AppNnme);
whilc(GctMcssnge(&msg, NULL, 0, 0») /~ Unlil WM_Quit meuage ./
I
lIehcckSylllemrellourceB&memcry
IIYllrCII = GctFrceSYlllemRcscurecs(OxOOOO);
gdires = GetFrecSysl.emRe60urcesCOxOO01);
useres = GelFreeSysl.emRcsourees{OllOO02l;
mcmres= GetFreeSpnee(mernnrgl;
memint:mcmresl1024;
hOC = GctOCfhWndMnin.;
itoll(sysres,sstr,lOl;
TextOu«hOC, 20, 425, satr, strlen(sstr));
iton(gdirCS,satr, 101;
TcxlOuUhDC, 50, 425, satr, alrlen(sstr));
itoll(useres,sstr, 10);
TexlOutJhDC, 80, 425, sstr, slrlenfsslr»);
itoaflinllmemint,sstr, 101;
TelltQuUhOC, 110,425, sstr, strlen(sstr));
TexlOut{hDC, 465,400,"<Sensitivity Controls>",22l;
RelcIIMlDC(hWndMain, hOCl;
if(!mngeDrawl(
GelGrnphie(hWndMnin);
hOC = GetDC(hWndMnin);
TexlOut(hDC,8,5,FileName,strlen{FileName»;
'J'nxlOuUhDC,125,5,"Senn-to-Stnn",12);
TextY= (Line + 19);
TextOuLChDC, 3,TelltY,MNeural ProcessorM,16l;
ReJeaseDC(hWndMain, hDC);
InUlg"eDraw = FALSE;
if(AvgDrawll
SctCursorfhHourGlassl;
illOoThclmllgeAverngeEvaluationForTheSmnrtRadarProjecUhWndMain»)1
AvglmageFlng' = TRUE;
AvgDraw = FALSE;
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I
else
AvglmngeFln,:: _ FALSE;
SetCursorlhArrow);
ifl.!TTanslaleAcceleratonhWndMnin, hAcccl, &m~gl)
1 'I'rnns]lIlcMc55llgc(&m5g);
DispatchMp,ssnge(&msg);
/'" Do clean up before exiting from the IlppHcation·/
CwUnRegisterClasses();
return msg.wParam:
1/* End of WinMain '/
In u H UM'~U U ,.••••,
~ ~
,·Jl,lAinWindowProeedure
~ ~
,. This procedure provides seryice routines for the Windowli events ''I
'* (messages) that Windows sends to the window, as well AS the user ./
t" initiated events (messages) thot are genemted when the user selccL'I·/
/" the action bar and pulldown menu controls or the corresponding ./
f* keyboard accelerators. ./
/ $OO· " u · "' ••uu /
LONG FAR PASCAL WndProdHWND hWnd, WORD MCII!Hlgc, WORD wl'llrnm,
LONG IParaml
I
HMENU hMenu=O; /* handle for the menu ./
int nRc::O; /. return code ./
FARPROC IpProcAbout, IpOpenDlg, IpSaveAsDlg;
int Success; 1* return value from SaveAaDlgO ./
int i,j,n;
int nSIZE;
longint memory;
char s~burrerll01;
switehfMessageJl
case WM_COMMAND:
switehfwParam)
hMenu =GetMenu(hWllIlI;
"fCheckMenultemfhMenu,IDM_O_SPECTRA_ON,MF_UNCHECKEDI
"
CheckMcnult.emfhMenu,IUM_O_SPECTRA_ON,MF_CHECKED);
Spe<:traFlag = TRUE;
I
else
Spectra Flag = FALSE;
break;
case IDM_OJtEPLAY_DATA:
IImust replay radar data scans and pass each scanline on
lito the FFT function.> then the FFT result must be
displayed
IICall OpenDlgO to get the filename
hlllslJ;
lllbelflag = FALSE;
strcpy(DefSJ}lle, ~*.*");
IpDpenDlg = MakeProclnslllnce{{FARPROCl OpenDlg,
hFile=DialogBox(hlnsl, "Open", hWnd, IpOpenDlgl;
FreeProcTnstance(1pOpenDlgl;
ifl!hFilel
relurn/NULL);
Temp=Winlnc;
I
FARPROC
lpOvcrlllpDlg;
IpOverlapDlg = MakeProcTnslance((FARPROC}{)vel'lapDlg, hInstl;
nRc = Dinlog-Boxfhll'lst, MAKE1NTRESOURCE(820),
hWnd.lpOvorlnpDlg):
FreeProclnslnnce(1pOverlnpDlg):
I
if(!nRc)
break;
FileNumber = Winlnc;
WinTne = Temp;
break;
'/
1* Call OpenDlgO to get the filename
1800lllag = FALSE;
strcpy(DefSpec, "*.*"l;
lpOpenDlg = MnkeProclnstance«FARPROC) DpenDlg, hInst);
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hFile=DiulogBoxthlnst, "Open", hWnd, IpOpmDlg};
FreeProclnstancellpOpenDlg);
imhFileJ
reluTIl(NULLl:
ir(GetFilc{hWnd))
lmaceFlllC =TRUE;
brenk;
I
FARPROC lpCaptureDlc:
IpCaplureDlg= MakeProcln~t.ance((FARrROC)CaptllrllOlg,hlnsll:
nRc = DilllogBol((hlnst, MAKEINTRESOURCE(300J,
hWnd,lpCaptureDlgl;
FrecProc In~lllnccllpCnpturcnll::l;
I
ir(!nRe)
brenk;
hDC = GelDC(hWnd);
ptPSize.x = ScanSizeX:
ptPSize.y = ScanSizeY;
RclcllscDClhWnd,hDCI:
break;
ScrX",O;
InvalidaleReet(hWnd, NULL, TRUEI;
Upda(.eWindow(hWndl;
break;
ClearAIl '" TRUE:;
ScrX=O;
nSIZE=(nScanCount)'lPillcl+411;
hDC=GetDC(hWndl;
hMemoryDC = CreatcComplllihluOClhDC);
hRcpaintBitmllp=CreateCompatibleOitmoplhDC,
nSIZE,nSIZE);
hOldRcpaintBitmap =
SelectObjeclihMemoryDC,hRepaintBitmap};
PalBllihMemoryDC, 0, 0, nSIZE, nSIZE, WIJITENESS};
BitBltihDC,ScrX,ScrY, Pillel, Line, hMemoryDC, 0,
O,SRCCOPYJ;
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hReptiintDitmtlp:::SelectObjecUhMemoryDC,
hOldRepaintBilmapl;
DeleleObjeeUhRepaintBitmapJ;
Delet.eDCfhMemoryDC);
ReleaseDCfhWnd,hDC);
SetCursorlhSavcCursorJ;
FreeMemory(hWnd);
ClearAIi "FALSE;
brenk;
"Menu" GeLMenufhWnd);
iffCheckMenultcmfhMenu,IDM_T_SHOWALL,MF_UNCHECKEDl
"" MF_UNCHECKEDlI
CheckMenultem(hMenu,iDM_T_SHOWALI.,MF_CHECKEDJ;
ShowAllFlng" TRUE;
I
else
ShowAIIFlag" FALSE;
brenk;
SetCursorlhHourGlass);
iRDoThelmngeAverageEvaluationForTheSmartRadarProject(hWnd»
AvglmogeFlag" TRUE;
else
Avg1mul:eFlag", FALSE;
SclCurllor(hArrow);
brenk;
hMenu '" GetMenu(hWnd);
if (CheckMenultem(hMenu,IDM_T3HRESHOLD,MF_UNCHECKED>
='" MF_UNCHECKEDli
CheckMenultemfhMenu,IDM3_TIIRESHOLD,MF_CHECKED);
Threshold =TRUE;
else
Threshold'" FALSE;
break;
hMenu '" GetMenu(hWnd);
[01
if
CCheckMenultem(hMeou,JDM_T_CORRELATE,MF_UNCIIF,CKfWl
CheckMcIlUltem(hMenu,IDM_T_CORRELATE,MF_CHECKEDl;
CorrelFlllg '" THUJ-.:;
1
else
break;
case IDM_F_SAVE:
''''fthere is no filename, usc the 1I8veascommand \.0 get
one. Otherwise, SRve the file usinrr the currcnl
filename,·'
i((bNcw)
gotosnveas;
ifCbChangesJ
SllvcFileChWndl;
break;
ease IDM_l',-SAVEAS:
strcpyCTempFile,FileNamel;
IpSllveAsDlg", MakePToclnstance<SnveAsDlg, hlnlltl;
/. Cn11 the SavcAsDls(l function to gel the new filename ./
Success", DialogBox(hlnst, "SavcAsM , hWnd,lpSllvcAtd)lgl;
FrecProclnlltanccflpSnvcAsDlgl;
if (Success """ WOKl
SavcFile(hWnd);
strcpyCFiloName,TempFilel;
break;
case IDM_F'...EXIT:
FreeMemory(nWndl;
break;
IpProcAbout = MakeProclnstance<About, hI1l5t);
DialogBox(hlnst, "AboutDox", hWnd,
IpProc:About);
FreeProcInstance(lpPr~AboutJ;
break;
10'
iffll/WORD flPllram) == 8N_CHANGEl
bChangol'l = TRUf.:;
return/NULL);
hMcnu = GctMenu(hWndl:
ifrChcekMenultcm(hMenu,IDM_N_CLICK,MF_UNCHECKEDl
== MF'_UNClJECKED)!
Click =TRUE;
I
clse
Click = F'ALSE;
break:
strepY(str,"·,·");
I
FARPROC lpfnNETLOADMsgProe;
IpfnNETl..oAUMsgProe =
Mnkcl'roeinstnneeHF'ARPROClNETLOADMsgProe,hlnstl:
nRc =DiarogDo~(hlnsl, MAKEINTRESOURCE(100),
hWnd,lpfnNETLOADMsgProc);
FrceProclnstnnee(lpfnNETLOADMsgProc);
I
if/nRc == FALSE)
broak;
GraphicFlas = TRUE;
ptPSillO,J< = ScanSilleX:
ptPSiUl.y = ScanSilleY;
if(pScanWinData!", NULLll
GlobolUnlockfhScnnWinData};
pScanWinData = (BYTE huge
*IGlobnlf.'rec(hSellnWinData);
ScanWinAJloe= FALSE;
if(NumScans;> ScanSconsll
memory = Clang int}
8cnnSizeX·ScllnSizeY·(NumScnns+ll;
lebel
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memory "'(!ongintJ
&anSizeX·Scll.nSizeVOCSCl:ln&ll.ns+1);
I
ir((hScanWinData '" GlobIiIAlIoc(GMEI\CMOVEAULE I
GMEr.CZEROINIT,
memory)l==NlILUI
MessngeBodhWnd, "Memory AllO<:/ltioll ";rror.",
"Error8.1", MB_OK I MB_ICONIIANf));
breuk;
if«(pScanWinDnt.a = (BYTE huge -)GlobnILock(hScnnWinDllhlll =:
NULL)!
MessageBoxChWnd, "Global Lock Failed.", "Error 9", Mil_OK I
MB_ICONHANO);
brenk;
I
else
SwnWinAlIoc '" TIlUE;
SclCurso...:IIDonnieCur);
nelL~UhWnd);
break;
F'irst:TRUE;
Evnluale(hWndl;
F'irst= F'ALSE;
hRgn '"
CreateRecl.Rgn(O,20,Pixcl+ 1,Pixel+21);
InvlllidatcRcnChWnd,hHgn:I'/uJI,;,;
DeletcObjeclChRgnl;
break;
hMenu:GctMr.nu(hWnd);
;f
CCheckMenult,em(hMenu,IDM_N_EVALAVG,MF_UNCHECKIWI
"'''' MF_UNCIIECKEDH
CheckMenu ltem(hMenu,IDM_N_EVALAVG,M F'_CIIECKEDI;
EVIlIAvg: TRUg;
I
else
EVllll\vg: "'AI.S,.;;
104
break;
case fDM_N_LOADGRAPHIC:
labeJnag == TRUE;
strcpyCstr,"?????out.· .. );
I
FARPROC IpfnWADGRAPHlCMsgProc;
JpfnJ..OADGRAPHJCMsgProc ==
MnkeProclnstanceUFARPRC)(})LOADGRAPHICMsgProc, hlnst);
nRc", DillJogBoxfhlnsL, MAKEINTRESOURCE(600),
hW:ld,lpfnLOADGRAPHICMsgProc);
,"'rcoProclnstance(1pfnLOADGRAPHICMsgProc);
ifOnRc)
break:
iRlGetGraphicChWnd))
break'
GraphicFlag =: TRUE;
I
GctWinCoordlhWnd):
iRlGetFileChWnd))
break;
If
(DoThelrnageAverngeEvaluntionForTheSmartRndarProjecUhWnd)
Avg1mOb'CFlag:;TRUE;
ptPSize.x == ScanSizeX;
ptPSize.y = ScanSizeY;
break;
hlnsU;
hlnst);
lpOpenDlg =: MakeProdnstance((fo'ARPROC) OpenDlg,
hFile=:DialogBoxfhlnst, "Open", hWnd, lpOpenDlg);
FreeProclnstance(lpOpenDlg);
if(!hFilel
break;
Botch = TRUE:
ShowFileName = FAISE;
Temp =Winlnc;
[
FARPROC IpOverlapDlg;
lpOverlRpDlg = MakeProcTnstance(CFARPROC)OverlapDlg,
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nltt "" DialagBoxfhlnst, MAKEINTRESOURCD811ll,
hWnd,lpOverlapDlg):
FreePrOC'ln.t.anteflpOverlflpDlgl:
1
iH!nRd
In'eak;
BatchNumbcr. Winlnc:;
Winlnc =Temp:
ImageFlII£'. TRU~:
Fi:-sI.::TRUE:
ror (i=l~oBalchNumber~H 11
i((lGelFile(hWndll
brenk:
sprintfistring,"Processinc'J,d or'.M:", i,
BatehNumber);
Evnlulltc(hWml):
First "" FAI..s~~:
OclNexlFilt.'l!l;
Slrtpy\PilcNnllle,
NexlFilel;
1
Batch =FALSE;
ShowFHeNomc =TRUE:
break:
labe!nag "" TRUE:
IlrCPY('lr,"'?'????ouL·~);
Balch::TRUE;
LastBatchFlag", FAlSE;
1
FARPR~ IprnWAIXiRAPIIICM!lgP.....c;
lprnLOADGRAPHICMsgProc:
",MakeProc:lns1anee({FARPROC)LOADGRAPHICMsCProc, hlns~l:
nRc:: DialogBoxfhlnst, MAKEINTRESOURCE(600),
hWnd,lprnLOADGRAPHICMsgProelj
FreeProdnslanceltprnLOADGRAPHICMsgProeJ;
1
irf!nRcJ
break;
Temp = Win Inc;
1
~'AnPROC
JpOverlapDlgj
hlnst.};
lpOverlapDlc = MakeProclnslancellFARPROC)()verlllpOlg,
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nRc = DialogBox(hlnsl, MAKEINTRESOURCE{8~O),
hWnd,lpOvcrlapDlg);
f'reel'roclnstnnc:c(]pOverlapDlgJ;
I
if(!nRe)
break;
GraphieNl,lmber:; Winlne;
Winlnc = Temp;
Replay(hWnd);
plPSize.x = ScanSizeX;
ptPSize.y = ScanSizeY;
break;
cnse IDM_N_PERCENTOVERLAP;
I
FARPROC
lpOverlflpOlg;
IpOverlapDlJ;=
MnkeProdnstanceUFARPROClOverlapDls,hlnst);
nRc = DialogBoxChlnst, MAKEINTRESOURCE(SOOl,
hWnd,lpOverlnpDlg);
I"rcc Prodn~tanee(JpOverlapDlg);
I
if(!nRcl
break:
SerX=O;
PrevX=O;
Org-X = ScanSizeX;
PrevY = Line+20-ScllnSizeY;
'~Chnnged Imogesize to Line"
break:
rorti=O;i<:MnrkTnrgelNumbcr;iH)
forlj=O;j<MnrkPixeINllmbcrjH)
TnrgelPoslilljl=-l;
forti=O;i<MnrkTarsetNllmher;i++)
ror(j=Oj<:MorkPixelNllmber;j++)
WinIiIUI=·lj
nSeanWindows =
nXScnnWindows*nY&anWindows;
PosSubX=SeanSizeXl2;
PosSuhY=SctlnSizeYI2;
CheckPoll=Pixel*PosSubY+PosSubX:
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hMenu= GetMen\llhWnrll;
iffCheckMenultem(hMenu,ror.CS_MARK.Mfo'_UNCHECKEOl::::
MF_UNCHECKEDll
CheckMenuItemlhMenu,IDM_S_MARK,MF_CHECKEDl;
MarkTurgC!l'" TRUE;
TargctNo=O;
ImngcTnr=O;
ImngeTnrlndex::O;
I
.I~
MarkTnrgct", FALSE;
brenk;
iftlDoStn!.sthWndlll
Me550gcBoxlhWnd, "Stats not done:'."Error",MB_OK I MD_ICONEXCLhMA1'IONl;
Iirenk;
if(!WrileStnl.slhWmllll
MessageBoxlhWnd, "Error wriling Slats.... "grror",MU_OK I
MB_ICONEXCLAMATIONJ;
brenk;
ifC!SaYeSt.ll~sfhWndlll
MesSbgeBoxfhWnd, "Error savings l;tats Iile.", "Error",MD_OK [
B_ICONEXCLAMATIONl;
broak;
iHpPixclRecord !:: NULLU
GlobalUnlocklhPixelRecordl;
pPixelRecord '" GlobalFrccfhPixelReeordl;
if{pPixeIRecord2!", NUI,I.ll
Glt1balUnlock{hPixcJRccord~l;
pPixelRecorrl2:: GlobalFreefhPixelRecord21;
brcak;
ImoccMax'" 'l'hrCl'lholdVal;
lOll
brenk;
ease IDM_S_IMAGEMIN;
ImageMin == ThresholdVal;
brenk;
GrephieMex = TarVal;
brenk;
GrllphicMin == TnrVal;
breakj
Temp z Winlne;
I
FARPROC IpOverlapDlgj
lpOverlapDlg= MnkeProelnstllnceHFARPROC>OverlapDlg,
hlnsU;
nRc == DialogBox(hlnsl, MAKEINTRESOURCECB40l.
hWnd,lpOvcrlllpDlgl;
F'reeProclnstnnce(]pOverlapDlg);
I
if(!nRel
brenkj
EvaJStep == moatlWinInc;
Winlnc ==Temp;
break;
strcpy(str,~?????ouL.·");
Bnteh=TRUE;
LBslBatthFlnQ' '" FALSE;
I
FARPROC lprnI..OADGRAPHICMsgProc;
lprnl,OADGRAPIIICMsgProc
==MllkcProclnslllncc«FARPROClLOADGRAPHICMsgProc, hInstl;
nRc;; DielogBox(hlnst, MAKEIN'fRESOURCE(600l,
hWnd,lprnLOADGRAPHICMsgProc)j
FreeProclnstnnce(lprnLOADGRAPHlCMsgProc)j
I
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iWnRd
break;
Temp a Winlor;
I
FARPROC
lpOverlapDlg;
lpOverlapDlg:: loIakePT1Itlnslllnc:e((FARPROC)()vl'lrlnpDlg.
hlnst);
nJk", DialogBoI\hlnst., MAKEINTRESOURCE<820I,
hWnd.lpOvulapDlgl;
FreeProe:!nttanee(lP()YerlllpDlgJ;
I
iWnRcI
brenk;
GraphieNumoor::Winlne:
Winlne::Temp;
Grfl.llhi~Stell :: (flOlll)(GrllphieMn:c·
GraphieMinJlEvalSteP;
ImageSlcp '" UIOI1t)(lmnGcMnx.lmnccMinllJo;vnlStcll;
TnrVal;;GrnphicMnI;
TnrValF'lonl"' fnontlTnrVnl;
ThreaholdVlll", ImngcMin;
ThrcsholdValFlonl;r IOnotl'IhreshoJdVnl;
EVRISeriCIIFlng'" Tum:;
strepy(GrnphFiJeTcmp, GrnphJo'i1cNnmCl;
(or (iaO;i<_EvIlIStcp;it+lI
SctSeroIIPoe(hWndTar'n'lroll,SB_CTL.,1':arVal.TRUEI;
SetSeroIIPosthWndAvg'I1lrell.5B_CTL,11IresholdVtll,TRUEI;
itea fTarVal, ~bulTcr,
10);
SctWindowText
(hWndTerVal.szbufrerl;
ilea fThrcsholdVol. nvgthulTcr,
IOl;
(hWndAvgVal,:lvgthulTerl;
stlTpy<Grophfo'ilcNnmc,
GraphFileTemp);
irITarVB1>=GtBphieMin &&
ThresholdVal<:lmaseMnxl
RcpluylhWndl;
TarVolFlont" TorVnlFlo!lt·
GrnphieStep;
TarVul=
(intrrarValFioat;
ThreshoklVnlFlont=
ThresholdValFJoat+lmogeSt.ep;
ThresholdVal .lintlThr~holdVoJr'IOllt.;
I
EvaISeriesJo'lag: FAL.SE;
Summaril!:cDalal~stata.dot"J;
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ptPSize.x =ScanSi~eX;
ptPSizc.y =ScanSizeY;
b.-eak;
default:
return DefWindGwProc{hWnd, Message, wParam,
bronk; ~ End ofWM_COMMAND '/
cose WM_CREATE:
,. The WM_CREATE message is sent once to a 'Window 'When
f* window is created. The windGw procedure for the new
window"
f" receives this message oner the window is created, but.
f" before the window bocomes visible. *f
NumSenns:<S;
&anSizeX:< 9;
&nnSir.eY = 9;
ptPSizc.x = ScanSizoX;
ptPSize.y =ScanSizeY;
hMcnu:< GetMcnuChWndl;
EnnbleMenuftemChMenu, 0, MF_BYPOS/TIONl;
break; f* End ofWM_CREATE
caseWftCMOVE: f" cGdeformovingthewindow
brenk;
coso WM_SIZE: f* code for sizing client area '"
break; f' End ofWM_SIZE
case W~CVSCROLL:
n = GetWindnwWordllllWORD (lParoml, GWW_lDl ;
if(n==50U!
switch (wParam)
I
cnse S8_PAGEDOWN:
TnrVal -1-",10;
CI\SO SB_L1NEDOWN :
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'/
TarV,Il .. min (~OO, TnrVal+ 11;
break;
ease S8_PAGEUP:
TnrVal-.. IO;
cue S8_LlNEUP:
TarVal '" max <0, TarVal. n;
break;
ease 5B_TOP:
TarV.l .. O;
break;
ease S8_BOTTOM :
TarV.I .. 400;
brenk;
case SB_THUMDPOSITION:
C8se SB_THUMBTRACK:
TorV.1 "" LQWORD CIPArllm) ;
brenk;
default.:
break;
&tScrollPos rhWndTarThre5, SD3:rL, TarVal, TRUE) ;
it.oa<TarVal,~rrcr,IOI;
SetWindowTezt
(hWndTarVa1,Rbuffer);
lmllgd>raw:ll'TRUE;
elsel
swill:h(wParllm)
I
ease SB_PAGEDOWN :
ThnsholdVal.", 10 ;
case SB_L1NEDOWN ;
ThresholdVal '" min (255, ThresholdVal + 1);
break;
C8se SB_PAGEUP:
ThresholdVal·: 10 ;
case SB_LINEUP:
ThreshGldVallll ma" <0, 'ThresholdVal. I);
break;
case SB_TOP:
ThnshGldVal" 0;
II'
break;
ease SB_BO'ITOM ;
ThresholdVal=255;
break;
ease SB_THUMBPOSITION;
ease SB_THUMBTRACK:
ThresholdVal .. LOWORD IlParam);
brenk;
dcfnult:
break;
SetSerollPos (hWndAvgThres, SB_CTL, 'I'hresholdVal, TRUE) ;
itoll('I'hrcsholdVal,llvgtbuN"er, 10);
S<!tWindowTcxt (hWndAvgVal,avgtbuN"erl;
AvgDraw = TRUE;
return 0;
case WM_LBU'M'ONDOWN:
illmmagcFlng 1I Updalel mngel && !MarkTnrgotl
break;
bTrnek = TRUE;
strepy (str, ~');
if(MnrkTnrgelll
MorkX = LOWORDrJParam);
MurkY = HIWORDflParaml;
f· changed Imago8;~e to pillel and line·f
iHMarkX>Pixel I I MarkY<20 II MarkY>Line+20/l
MnrkCount=O;
return 1;
I
MarkCount++;
iHMarkCount==1H
LowLcflX = MarkX;
LowLcrtY = MarkY;
return 1;
elsel
MorkCount=O;
hOC = GetDC(hWndl;
MoveTo(hDC, LawLertX, LowLef't.Yl;
LineTo(hDC, MarkX, LawLeft.y);
LineTofhDC, MarkX, MarkY);
LineTo(hDC, UlwLertX, MarkY);
LineToChDC, UlwLefiX, UlwLeftY);
ReleaseDClhWnd, hOC):
t.esLsite '" (MarkX-LowLenxJ*(MarkY·LowLeftYJ:
iRtesLsite:> MarkPixelNumberll
Me"ageBoxChWnd, "Target Area is Too Lnrget,
"Try againM,MB_OK I MB_lCONEXCLAMATIONl;
brenk;
hInst);
IpMarkDlgl;
FALSE;
[
FARPROC IpMarkDlg;
IpMarkDlg:: MakeProdnstD.nce((FARPROC1MnrkDlg,
nftc", OialogBox(hlnst, MAKEINTRESOURCE(8301, hWnd,
FreeProcln~tnncl!flpMnrkJ)lgl;
[
iIl!nReI
MurkTnrgct=
return I;
PrevX:: LOWORD(IPnraml;
PrevY" H1WORDC1Pamm);
i((!(wParam & MK_SHlFTllI
OrgX", LQWQRD(lParaml:
OrgY", HIWQR[)(IPllmmj;
I-GettheeulTentmouseposiUon o,
OrgX.", ptPSi:r.e.x;
OrgY ... ptPSi:r.e.y;
,. changed Im8{:'esi:lt.e to pixel and line .,
i({OrgX;>Pixel II OrgY<2O+ScanSir.eY r I OrgY>Linc+2OJ
break;
hDC:: GetDCfhWndl:
MoveTofhDC, OrgK, OrgY):
LineTofhDC,OrgX, PrevY);
LinllTolhDC, PrevJC, PrevY):
LineTolhDC, PrevX, OrgY);
LineTofhDC, OrllX, OrgY);
RelcElBeDC(hWnd, hDCl;
fileofT.et:: fLine.&rY.OrgY)OPixcl + fOrgX.ScnnSilocX};
'·changed Imagesizetopixeland Iinc·'
illAvglmSlltFlngl
ScrX",,2t CPircl.20J;
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else
ScrX= Pixel+20;
ScrY=20;
ift!PunchThru{hWndlJ
break;
ifC!Click)
break;
StoreScanWin(fjleotfset,hWnd),
blocktsUl;
WritelmageClllssO;
DisplllyTextfhWnd);
break;
cose WM_MOUSEMOVE:
I
RECT rectClient;
int Nextx;
int NextY,
ifCbTTackl r
Noxtx:: LOWORD<IParam);
NextY:: HIWORDflParllml;
1* Oil not draw outside the window's client area *1
GelClicntRcet (hWnd, &reclClient);
ifCNcxtX<reetClicnt.lenll
NextX = rectClient.lef\;
I else ifCNcxt.X;>:: rectClient.rightll
NextX::
rcctClicnt..right. I;
I
if<NextY < reclClient.topJ I
NextY= reclClient.top;
J else ifCNextY;>= reetClient.bottoml I
NextY = rectClient.OOltom - 1;
ifHNextX!= PrevXl II (NextY!= PrevY))
I
l"Oetthe current mouse position "I
PrevX = NextX;
PrevY = NextY;
I
brenk;
case WMJlBU'ITONDOWN;
ifl.!OraphicFlagl
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break;
bTrack '" FALSE; ,. No klneeT creating a HlectioT'l '/
bChinges == TRUE; ,. Saves Lhe currenl value 0/
X;; LOWORDC1Param);
Y;; HlWORDlIParam);
'0 changed Imageaiulo pixel.nd line 0'
xhi. GraphicSizeonYScaT'lWindows;
yhi;; Linet40tGraphicSizeonYScanWindows;
y]o .. Linet<lO;
ifQC.>xhi ItY<ylolIY>;yhil
breaK;
XRgn = Pilel+l;
YRgn '" Unet21;
iflAyglmageFlagll
XRgn a S'Pilel+41;
YRgn '" Lineo21;
I
GeUmRgeBlocklX,V);
SelScanWinlhWnd);
Displa;y1'eltthWndl;
,. changed ImllCesize lo pixel.nd line 0/
inAvglmageFla<;1
ScrX =2"(Pbel+201;
.I~
ScrX '" Pixelt20;
ScrY.20;
iR!PunehThru(hWndll
break;
bTrnck :: FALSE; /t No longer c~ating a seled.ion "/
bChanges '" 1RUE;
X;; LOWORIX1Paroll); r SIlyes the currenl VIIlue "'
Y '" HIWORDOParaml;
break;
ease WloCACTIVATE:
i(ClGet.SystemMetricMSM_MOUSEPRESENTIJ
I
ifllHJWORDllPaTAmll
I
ifCwParam)
I
ptCursor.l;;X;
plCuraor.y.Y;
ClientToScreemhWnd,&ptCursorJ;
SetCursorPosl"ptCunor.l, ptCunor.yJ:
116
ShowCursonwParaml;
I
brenk;
PAiNTSTRUCT ps;
hDC = BeginPainlChWnd, &ps};
ifChBitmaplmage!= NULLll
IfhDC=
GctDcrhWnd);
Crcnl.cCOmll!!libleDCJhDC1;
hllitmopTmogo);
hMemoryDC=
SeleclObjccUhMcmoryDC.
TJitnJtChDC,D,20,Pixel,Line,hMemory DC, D,D,SReCOPY);
DclclcDCfhMcmoryOCI;
IlRclcascDCrhWlld,hDCI;
I
if(plmageAvgByte!: NULLll
IfhDC=
GclDCChWad);
CrcatcCompnlibleDClhDC1;
hM~moryDC=
SelectObjecUhMemoryDC,
hlmngcAvgBy(.el;
BitllltlhDC,120,20,Pixcl,Linc,hMcmoryDC,O,O,SRCCOPY1;
DoletcOCChMcmoryOCI;
IlltclcaseDClhWnd,hOCI;
I
if(pSpecImllge h= NULL)1
hMemoryDC=
CrcalcCompalibleDC<hDC1;
SelectObject(hMemoryDC,
hSperlmagel;
DilUllChDC,240,20,xxsi2,yysi2,hMemoryDC,O,O,SRCCOPY);
DclcteDC(hMcmoryDC);
for (i=O;i<nSeanCount;i++)
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i{Chllitlllnplil!",
NULLll
IAlOe '" GetDCthWn!ll;
hMemoryDC==
Creat.eCompat.ibleDC{hOCI;
SeleetObject.(hMemoryDC, hOldBitmnplill;
BitBlt(hDC,8crX,SerY,Pillel,Line,hMemoryDC,O,O,SRCCOI'YI:
DeleteDCChMemoryDC);
IlRelenseDCfhWnd,hDC);
ifCOrgX!= PrevX II OrgY!= PrevYlI
lihDC==GetoC(hWndl;
MoveToChDC, Orgx, OrgY);
LineTo(hDC,OrgX, I'revY);
LineTo{hDC, PrevX, PrevY);
LineTo(hDC, PrevX, OrgY);
LineTo{hDC, Org-X, OrgYI;
'/RelenseDC(hWnd,hDC);
I
EndPoint (hWnd, &I)S);
break;
case WM_CLOSE: 1* elose the window "
'* Destroy child windows, modcless diplogs, then, this window 'I
FreeMemory{hWndl;
break;
default.:
'* For any message for which you don't specifkntly provillc n "
I- service routine, you should return the meSMge to Windows "
1* {or default. message processing. 'I
return DcfWindowProc<hWnd, Message, wPnrllffi, IPorum);
I
returnOL;
I '''EndofWndProc''l
'* This function loads the fiJe from FileName "
int Get.FiletKWNDhWnd){
FILE -n·
ehar dat~IHB1,fi1I!IHBI,timI!IHBI,t2IHB.41;
ehar tempIHBl,sralelHBI,ftypeIHBJ,l.lIHB-41;
'IK
HANDLE nBuffer;
PSTR pBuffer; r .l.ldreu ofreadlwrill buffer .,
PSTR pToBulTer;
int byturead,r;
lone 100000tu~ '" 0, bytesmoved; ,. result oflile i/o .,
intij,n;
float freq;
'·read tneneaderfirsl·'
ifCIn '" fopcn(F'ileNam";r"l)",,,,NULLJI
MenageBox(hWnd, "'mage File effor";Effor 20~, MB_OK I
MIUCONHANDl;
return NlJLL;
i(fSho....FileNnmell
ffcheck system resources &: memory
sysres '" GetFreeSyslemResources(OxOOOOi;
cdirea • GetFreeSystemRelOurces(OxOOOI);
useres '" GelFreeSyst.emRelOurcesCOxOOO2);
memres,.. GeLFreeSpaee<memIHI:I;
memint '" memresfl024;
nDC '" \'ilLDCfnWnd);
TcxtOuUnDC,8,6,FileName,strlenCFileName»;
if Ilabelflag) TextOutChDC, 125,6"Scan·to-&:lIn~,12l;
TcxtV",(Line+19);
i(ClabelnaglTexlOutChDC, 3,TedV,~NeuralProeeuor",16);
TextOutlhDC, 465,400,"<Senaitivity Controls>·,22);
itoaCaj"SreJ,"tr,10l;
TextOuUhDC, 20, 425, ulJ', strlenClltr));
;toofgdires,ulr, 10);
TextOuUhDC, 50, 425, uti', strlen{l5tr);
itonluseres,utr,IO};
TextOutfhDC, 80, 425, sstr, strlen(sstr)J;
itoalfinllmemint,ulr,IO);
TexlOuUhDC, 110, 426,lstr, Ilrl.nfll8lrJl;
RelenseDClhWnd, hDC};
fget.s(lile,65,nl:
(gel&Cdnle,65,OI;
(geLtoltimc,65.nJ;
(gell(sT1ltc,65,nl;
'"
facar,f{n,~%4d",&PixelJ;
fgets{tl,61,nl;
facanftfl,"%4d",&Line);
YLinc= Line;
fget.8(t2,61,fll;
fgelllUtype,65,n1;
fget.sCtemp,65,n);
fcloseCn);
MemSiz;eX = Pixel;
MemSiz;eY = Line;
while CMemSizeXSM)
MemSiz;eX++;
while CMtlmSizeY%4)
MemSi7.eV++;
strcpyCOldName,FileNamel;
GlobalCompacUOI;
ifl!GetMemFlagll
ifl!GetAvgMemory{hWnl1lll
McssageBox(hWnd, "Unable to Allocale Scan-to·Scan
1* Allocate bitmap buffer to the size of the image + I .,
iflp$cnnBulTerIO] != NULLll
GlabalUnlocklhScnnBufT'erIO]);
pSeanBufT'erlOr", GlobaWreelhSeanBufferlOII;
ifClhSeanBufferlOI = GlobalAlloc<GMEM_MOVEABLE I
GMEI\CZEROINIT,
<MemSizeX"MemSiz;eY))):= NULLlI
MessageBoxlhWnd, "Memory Allocation Error:',
"Error 8.2", MB_OK I MB_ICONIIANIJ1;
relurnCNULLI;
hSaveCursor::: SetCursor(hHourGlnss);
if{{pScanBufTerIOI '" GlobnILockChScanBufT'erIOIlI:::'" NULI.. lI
MeesageBodhWnd, ~Glabal Lock Foiled.",
"Error 9.2", MB_OK I MIUCONHANIJl;
return lNULL);
I
pTemplOI '" pScanBufferlOI;
hRufTer", LocalAlIocILMEM_MOVEAIH..E I LMEM_ZEltOlNIT,1024);
ifClhBufTerll
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MessllgeBox(hWnd, "Memory Allocation Error,",
NError8.3",MB_OK I MB_ICONHAND);
return (NULL);
I
pBuffer", LocalLockChBuffer);
ifC!pBufferll
MesSBgeBox(hWnd,NLocal Lock Failed.","Error 9.3N, MB_OK I
MIUCONHANDJ;
return CNULL);
pToDuffer= pDutrer;
close(hFilel;
if(Pixel < 1024 && Line < 768)
&rY=20;
hFile = OpenFile(FileName, CLPOFSTRUCT) &OfStruct, OF_READl;
ifChFile == EOFli
MessageBox(hWnd, "Image File Error",
"Error £1", MB_OK I MB_ICONHAND);
return NULL;
fstaUhFile,&Fi[eSt.atus);
bytesmoved :: _l1seek(hFile, 512L, 0); '* read the heAder offnrst *1
n&nnCount.=O;
freq = 5.5;
while C10Status < (FileStatus.st_size.byl.esmoved))!
for (n=O;n<Line;n++) I
/* changed Pixclllnd line +/
bytesrelld= readfhFile, pBuffer,Pixell;
forCi=O;i<bytesread;iHll
if(SpectraFlag && n <: SHne)(
if{i<:Spixelll
COmplelLdatalindex!=255.0-C(flont
hugel(( BYTE)pBufferi i )))/511.0;
complex_darolindex+ll::0.0;
index=index+2;
.pScanBufferlnScanCountl = (BYTE)255-
pBuffcrlil;
pScan8ufferlnScanCount]H; /* tag it to the tail */
I
IOStatus += Clonglbyl.esread;
pBulfer::pToBufTer;
12I
I
nScanCount++;
i'(pScanBuff'erinScanCountl != NULL)I
Globa1Unlock{hScanBuffcrlnScnnCounLll;
p&anBulferlnScanCountl '"
GlobaIFree(hSeanBuffer[nScanCauntll;
J
if«(hScanBufferinScllnCountl '" GlobalAlIoelGMEM_MOVEABLE I
GMEM_ZER0INIT,
(McmSizeX·McmSizcY)l) """ NULLII
McssagcBodhWnd, "Memory Allocalion
Error.~,
"Error 10", MB_OK I
return (NULL);
hSaveCursor:: SeWUJ'llor(hHourGlasel;
ifHpSunBufferl nScanCounll = Globa,lLocklhSeanBufTcri nSconCountlll:=
NULL)I
Message8ox{hWnd, "Global Lock Fniled.",
"Errorll",MB_OK I
return (NULL):
pTemp[ nScanCountl = pScanBulTerl nScRnCountl;
LocalUnlockOlBufferl;
LocaIFreefhBuffer);
c1oseChFilel;
for (i=O;i<=nScanCount;i++l
pScanBufTerlil =pTemplil:
if(PlilFlag;;.= FALSE) SetUpPallcU.clhWnd);
DoSwapVideo();
ScrX=O;
ScrY=20;
if{hBitmapTmage!= NULL)
DeleteObjcctlhBitmaplmageJ:
if(nScanCount "'= 1)1
hDC=GetDCOlWnd);
hMemoryDC = CrenteCompntiblcDCOlDC1;
ifHhBitmnplmage=CreateDlBilmapChDC,fLPBITMAPINFOHEADERJ&(pIJjtlnfo-
>bmiHeaderl,
CBM_INIT, (LPSTRlpScanBufTerrOI, pBit.Info,DIB_RGB_COLORSJJ ='" NUU.) r
J22
MessageBoKChWnd, "Not enough memory for
bitmap.",
"Error 12", MB_OK I
ReleaseDC(ilWnd,hDC);
DeleteDC(hMemf)ryDC);
return NULL;
SelectObject.OlMemoryDC, hflitmaplmage);
BitBltJhDC,O,20,Pixcl,Line,hMemoryDC,O,O,SRCCOPY);
Relea&eIJC(hWnd,hDC);
DeleteDC(hMemoryDC);
I
el&e
for (i=O;i<nScanCountji++) I
WriteBitmap(hWnd, pScanBuffernJ, ScrX,
ScrY,i);
&:rX += Pixel+6;
I
BitMap{)= TRUE;
k=O;
r=O;
jf(nXSCllnWindows!= 0 && nYScanWindows!= 0)[
if(nXScanWindow&!= nYScanWindowsl(
I/this is not square so make it so number one!
Get_Spcc_mem(hWnd,nYI5canWindows,nYScanWindoWlll;
r=O;
forCi=O;i<lIdismemx;i++H
forCj=O;j<sdismemy;jH)(
if(k < nXScanWindowstnYScanWindows &&j < nXScanWindows)(
pSpcclmage[r]=
k=k+ 1;
[elsel
pSpcclmage[rl = (BYTE) 250;
J
r=r+ 1;
lclse(
Iidisplay probabiJity distribution
Get_Spec_mcm(hWnd,nXScnnWindows,nYScanWindowlll;
for fi=O;i<nXScanWindows*nYScanWindows;i++lI
pSpeclmltgelil = (BYTE)
(plmageData{il·255.0);
I
usiz=sdismemll;
yysiz=sdismemy;
DoTheSpectrallRageDisplny[hWnd,240,20l;
return!;
f ··········································u ,
~ ~
,. DialngWindow Procedure
~ ~
f* This procedure is tlssoeiated with the dialog bOll that is ine1uded in .,
,. the function name of the procedure. It provides the service routines .,
I" for the ewmts (messages) that occur because the end user operntc~ .,
/'. one of the dialog bOll's buttons, entry fields, or controls. .,
~ ~
~The SWITCH statement in the function distributes the dialog box .,
f* messages to the respcctivc sllTYicc routines, which are set npnft by·'
f" the CASE clauses. Like any other Windows window, the Dialog Window·'
/. procedures must provide an appropriate service routine for their end·'
f" user initiated messages as well as for general messages (like the ./
,. WM_CLOSE message). .,
,. Dialog messages lire processed internally by windows and passed to thc·/
/. Dialog Message Procedure. IF processing is done for a Message thc ./
I" Messagl! proceduTt! returns II TRUE, else, for messagcs not explicitly'"
/. processed, it returns a FALSE ./
I" ~/ * /
BOOL FAR PASCAL NETLOADMsgProcfHWND hOlg, WORD Mellsngc, worm
wParam, LONG lParam)
I
char bslashl51 = "\\";
switeh{Messoge)]
case WM_COMMAND:
switch (wParam) I
case IDC_L1STBOX:
switch rHJWORD<IParom)) I
ease LBN_SELCHANGE:
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,. Uit.em isa directory name, append··.·"·(
strcpy(str, "w·.· .. );
ifC!DlgDirSeleetihDlg, str, IDC_LISTBOXI)
I
SetDlgltemText(hDlg, IDC_F1LENAME, str);
SendDlgltemMessageChDfg,
IDC]ILENAME,
EM-SETSEL,
NULL,
MAKELONGlO, Ox7ffl);
I
else
I
streath·tr, "w·.· .. );
DlgDirList(hDlg,str,IDC_LISTBOX,
IDC_DIRECTORY, 0)[4010);
break;
elise J_BN_DBLCLK:
gotClgetfilename;
I
relurnfTRUE);
cllsefDOK:
gelfilenllme:
GetDlgllemTextlhDlg, JDC_FILENAME, NetFiJeName, 128);
iffstrchr<NetFileName, '''') II strehrfNetFileName, ,?'J)[
ScparateFilefhDlg, fLPSTR) atr, fLPSTR) DefSpec,
(LPSTRl NetFileName>;
if(strlOfj
strcpyCDefPath, strl:
ChllngeDefExt(DcfExt, DefSpec);
UpdnteListDoxChDlgl;
relurnfTRUE);
iff!NelFitllNamelOIlI
MessageBoxfhDlg, "No filename specified.",
"Error 14", MB_OK I MB_ICONHA~DJ;
relurn FALSE;
GetDlgltemTextChDlg,IDC_DlRECTORY, atr, 128);
ifHGl!t.ScnnSize{NetFileNllme)) == OJ!
McssageBoxfhDlg, "Not II Net Arch File","Error 15",
MB_OK I MB_ICONINFORMATIQN);
return FALSE;
I
elsel
iton(ScnnSizcX,SSize,lOl;
strCIlt(str,bslosh);
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strcaUstr,NetFileNaTlle);
strcpy(NetFileName,str);
MessagcBoxChDlg, NetFileName, ~Network Architecture Filc NaIllC",
MB_OK I MB_TCONINFORMATION};
1
EndlJialoglhDlg, TRUE};
return TRUE;
case IDCANCEL:
EndDialog(hDlg, NULL);
return (FALSE);
1
break;
caSll W},CINITDlALOG: ,. message; initializc .,
UpdllteListBoxlhDlgl;
Set.DlgItemTexUhDlg, IDC_FILENAME, Dcf'Specl;
SendDlglt.emMessage(hOlg, ,.. tlialo~ hnmlle
'/
IDC_FILENAME, /. whcrc to scnd
messagc'"
characters .,
NULL, '·additionnl
information '!
MAKELONGlO, 0,,7f'11)); !' cntirll conlcn,""
'/
SetFocus(GctDlgllcm(hDlg.
IDC_FILENMlE)); !"keyboard focus is set to hHo'"
D1gDirListChDlg, str,rOC_LTSTBOX, IDC_DIRECTORY, 0)(-1010);
DlgDirSelecUhDlg, str, IDC_LlSTBOX);
SetDlgltemText(hDlg, IDe_FILENAME, str);
return (FALSE);!' Indicates the focus is set to n control '!
1
return FALSE;
inl MnkcFileNnme!HWND hWnd)
char 'chrte~t:
char "period;
charstratal31;
~har slrd~~r3J;
lntprd= .;
strcpylFileName,GraphFileNamo);
strcpy(strata."ata~);
strcpy(strdal,"dlll");
period::: strchrCFileName,prd);
period-=8;
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chrtest::periodj
j(C·chrtest::::'n'JI
period" period+S,
IIlrncpyCperiod,lItrata,3J;
I
ellleif("chrteat::::'c'J[
pcrioo::period+6;
IItrncpyfperiod,strdat,3)j
I
elae
return NULL;
return 1;
I
iot GctScanSb:eCchar ·NetFileNameJ
I
intprd::'.';
chor"period,
eharlempllOI;
per;od",strchr(NetFilcNome,prdl;
pcrioo",pcriOO-2"·p<Jinttoletter·'
;((isdigit((inU"periodl)j
period = period -5;
stTllcpy(temp,period,21;
tcmpI21""';
NumScana '" aloi(temp);
period'" period +2;
strncpy(temp,pcriod,2l,
lempI21,.";
StanSizeX"'alo;ltempl;
period=pcriad+2;
strncpyilemp,period,2);
tcmpI21=";
SconSizeY::ato;{temp);
period = period+2;
strnepyCtemp,period,ll;
templll=";
NumOut:: atoi(temp);
pcriod =: period + 2;
IIlrnepy(lemp,pcriod,3l;
tempI3J;.";
NumLayel'!l = atoiltemp);
I
elsel
pcriad =period-S;
slrnepy(temp,pcriod,2l;
tempI21::";
NumScans:: atoi(tcmp);
poriod '" period + 3;
slrnepy(temp,period,21;
tempI2j",";
SeBnSi;r;eX '" atoi(tIImpl;
SeanSiileY=ScanSi;r;I!X;
period = period + 3;
strncpy{temp,period,ll;
temp[1J=";
NumOut = o.toiCtemp);
period = period + 2;
strncpy(temp,period,3l;
temp[31=";
NumLayers '" atoiCtempl;
return 1;
/* /
, .. WriteImageClassO Function ./
~ ~
/* This function writes the classification of the imoge component to ./
,. a screen box as the image is being scanned. ./
~ ~
/* ,
intWritelmageClassCvoid)
1
float Hval,Lval,5val,pertargetfloat;
if(NumOut::::::3)
I
Hvo.l=(f1oatl(TarValJ;
Lval '" HvaV2;
Sval::: HvaV4;
if(ythrll1=::: 1)
strepyCevaluation,"c!uttllr ");
clseifCythrI21:::= 1)
strcpy(evaluation,"noise "I;
else if(ythrI31:::::: 1)
strcpylevaluation,"targct "I;
else
strcpy(evaluation,"undefined "l;
perc!uttllr:::(intKyhat/ll*I00.OJ;
pernoise :::fintKyhatl21·100.0);
pertarget= (intKyhat[31·100.0/;
if(pertaTget >= (intlHvalJ
strcpy(classstr,Htxxl;
else iffpertarget >= (int/Lva! && perclutl.er <30 && pernoilill <30)
strcpy(classstr,Ltxxl;
cleoif(pertarget>.(intlSvnl 1
strcpy(e!assstr,Stx.-J;
else if(perclutter>::: 50)
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strcpy<e1assstr,Hcxx);
else jf{pere1utter>::: 40)
strcpy{e1asastr,Mcxx);
else jf(pere1utter >:: 10 && pertarget < (inllSval && pernoise <30>
slrcpY(e1assstr,Lcxx);
clseiHpernoise>::30)
strcpyCclassstr,Noxx);
else
lItrcpy(clallSlltr,Noxx)~
itoa(pemoise,amtnoise,lO);
AddDecimallamtnoisel;
itoa(percluUer,amtcluUer,lOl;
AddDecimalfamtclutter);
itoaC(iot)(yhat/31·100.0>,amttarget,101~
rclurnCTRUEl;
J
J
Hval" !nQaUfTarVall;
Lva] " Hvall2.0;
SvaJ = HvaIl4.0;
jfCythr[II== 1)
strcpylevaluation,"Target "J;
elsa
strcpylevaluation,"No targot "J~
pertarget=finUfyhnUl[·IOO.Ol;
pertargctnoa.t=-(yha.t/lj·IOO.O);
iflpertnrgctfloat>=Hvall
strcpyCclassstr,Htxx);
else ifCportnrgctnont >= Lvall
strcpyrclassstr,Ltxxl;
clseif(pertnrgelnOlll>"Svall
strcpy(cfassstr,Stxx);
else
strcpyCclassstr,Noxx);
'·Show only tllrgctor noise ./
ifC!ShowAl1Flag)
iflpcri.nrget>=SvaJ)
strcpy(c1assstr,Htxx};
itoa/(int)(yhat.lll·lOO.Ol,arnttargct,lO};
rcturnlTRUEl;
I
iot CreateOulFilcNnme(voidl
J
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intprd= '.';
char "period:
strcpyCOutName,FileName);
period = strchr{OutName,prdl;
period .. period - 3j
strncpy(period,"out~,31;
return 1;
intpause(intwaittimel
I
longinti;
float x,y=5.0;
rorli=0;k=waittime*I0000;i++l
x=exp{yl;
return(1)j
BOOL FAR PASCAL LOADGRAPHlCMsgProclHWND hOlg, WORD Mcssng:c,
WORD wParam, LONG IParnml
I
char bslll.sh[51 = ~\\~j
switch (Message) 1
case WM_COMMAND:
switch (wParam) I
case IDC_LISTBOX:
switch CHIWORDC1Paramlli
case LBN..8ELCHANGE:
I"Iritemisadircctoryname,appcnd··.·"·/
irt!DlgDirSelecUhDlg, str, IDC_L1STBOX))
I
SetDlgltemText(hOlg, IDC]ILENAME, strl;
ScndDlgItcmMessagcfhDlg,
IDC_FILENAME,
EM_SETSEL,
NULL,
MAKELONQ(O, Ox7fll)l;
I
else
I
strcaUstr,·'?????out."~J;
DlgDirLisUhDlg,str,IDC_LISTBOX,
IDC_DIRF.:CTORY,Ox1010l:
break;
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CIlSI.! LBN_DBLCLK:
gotogetfilenllme;
J
return (TRUE);
cllselDOK:
gctfilename:
GetDlgltemTedChDlg, JDC]ILENAME, GrllphFileName, 128);
ircstrchrlGraphFileNllme, ''''I I I strchriGraphFileName,'?')) [
SepllrateFileChDlg, CLPSTR) str, (LPSTRI InfSpec,
(LPSTR) Gl1lphFileNllmel;
if(strlOJ)
strcpyCDefPath,str);
Chanl.'eDefExUDelExt, DelSpec);
UpdateListBoxChDlg);
return (TRUE);
if(lGraphFileName[OIlI
McssageBoxChDlg, ~No filename specilicd,~,
"Error 16", MB_OK I MB_ICONHANDJ;
return CTRUEl;
GetnlgltemTcxUhDlg, 1l>C_DlRECTQRY, str, 128);
strcat(str,bslashl;
slrcaU&tr,GraphFileName);
strcpyCGrllphFilcName,strl;
MessageBox(hDlg, GraphFileName, "Graphic File Name",
MB_OK I MB_ICONINFORMATION1;
EndDialog(hDlg, TRUE>;
return (TRUEJ;
case IDCANCEL:
EndDialogChDlg, NULL);
return (FALSEJ;
J
break;
cllSe WM_INITDIALOG: I" message: initialize "/
UpdllteListBoxlhDlg>;
SetDlgltemTextChDlg, IDG_FILENAME, DcfSpecl;
SendDlgIt.emMessageChDlg, /" dialog handle
'/
/"where to send me!lSage
'/
EM_SETSEL, I" select characters "/
NULL, /"additionalinformation "/
MAKELONG<O, Ox7ffi)); /"entire contents "'/
SetFocusfGctDlgltemlhDlg, IIJCtFILENAMEll; /"keyboard focus is set to
herc"/
DlgDirListChDlg, str,IDC_LISTBOX, IDG_DIRECTORY, Ox4010);
DlgDirSelecUhDlg, str, IDC_LISTBOX);
SetDlgltemText(hDlg, IDC_FlLENAME, str);
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return (FALSE); I· Indicntes the focus is set to a control·'
I
return FALSE;
r··..u u u u.u uuuuo.uu•• o. ••,
r ~
I· This function get the coordinates of the cursor and displays the '1
I· network tlassificated %'s for the clutter,nnoise, and target. ./
r ~
r •••..••..•..••..•••••..•..o. o..u ,
int GetlmageBlotkfint X, int Yl
[
float xflo,ynO,clU,noi,tar;
int xint,yint, sector,imageoffset;
long million=lOOOOOO;
xtlo = tnoatlXIGraphicSi1.e;
xint = XlGraphieSize;
ir(xno>xint)
xint++;
y=y -ylo;
yOo = (fIoatlY/GraphicSi1.e;
yint=-Y/GraphicSize;
if(yno> yintl
yint++;
yint = nYScanWindows· yint;
sector = (yintl·nXScanWindows+Xint;
imageoR'set = sector·NumOut-NumOut;
fileoR'set=pScanWinCoord[sect.llr-ll;
if(NumOut=-=-31!
clu =- lOO.O·plmageDatalimagcofTsctl;
noi: lOO.O·plmageData[(imageofTsct+ll[;
tar =- lOO.O·plmageDatalfimageofTset+2)[;
itoa((inUdu,amtclutter,lOl;
itoa((intlnoi,amtnoise,lO);
itoa({intltllr,amtt.arget,IO);
I
else I
tar =- lOO.O*plmugeDataJ(imagcaff~cU[;
itoaWntlta.r,amtlarget,lOl;
AddDecimal(amtlarget);
,. Section to determine corresponding block of radar image .,
'.changed Imagesi1.c to pixel and line ./
if I yint+1 "" nYScanWindows)
Yorg" 20+ScanSi1.eY;
else
Yorg" Line+20·/yinWWinlrn:;
if/ xint == nXScanWindows)
Xorg" Pixel-ScanSizeX;
JJ2
XGrg={xint-ll'Winlnc;
$erY=20;
relurnl;
/. SetScanWin draws a lIQuare on the radar image corresponding */
/. t.o thecurrcntcufllorposilion 011 the graphic *'
void &LScanWinCHWND hWndl I
ScrX=O;
hRgn = Creat.eReclRgnCO, 20, XRgn, YRgn);
Invalidat.eRgn (hWnd, hRgn, TRUE);
DcletcObjcct!hRgn);
UpdateWindowfhWnd):
hOC = GctDC(hWnd);
MoveTolhnc, Xorg, Yors);
l.inI!ToChDC, XorgtSennSizeX, Yorg);
Linc1'olhDC, XorgtScnnSizcX, Yorc:.SeanSilCY):
LincTo(J,DC, Xorg, Yorg-ScnnSizeYI;
LincToChDC, Xorg, Yorg);
iffAvglmoglOFlngli
Xorgt=120;
MovcTolhDC, Xorg, Yorg);
LineTofhDC, Xorg+ScanSizeX, Yorg);
LineTolhDC, Xorg+ScanS;zeX, Yort::-
ScnnSi7,cYI;
LineToChDC, Xorg, Yorg.ScanSizeY);
LineToChDC, Xorg, Yorg);
I
f{cleascDClhWnd, hDC);
' ••••'H /
r '1lis function cel,5 thegTaphic info from the *'
/. 11I!lwork output file. ./
/ ,'
illt GctGruphiclHWND hWnd)1
inl n,iJ,k;
chor FlcsU401;
110ut bigest::-1.0;
ifl)mngeSct == TRUEj[
GlobalUnlocklhlmageDotal;
plmogeData '" GlobalFree(h1mngeOntn);
if«(graph = fopen(GraphFileNaml!,"r")) == NULLll
return NULL;
n=O;
i=1;
if«fscanltgrnph,"%s",&FLesUl1= ll(
MessageBox(hWnd, "Graphic Fileerror.","Error 18.1",
MB_OK I MB_1CONHANOl;
fc1ose(gTsph);
return NULL;
iffFwsllOl=='a'll
Avel'8geEval~'llIg"TRUE;
fcloscfgraphl;
if ((graph = fopt:nIGraphFilcNnmQ:'r"l) =,~ NULLl
reLurn NULL;
If
(fscaoffgrllph,"%s'.h%s%d'ld%d%d%d%d%d'K.-d%d",&Fl.est,&.NcLFilcNamc,&~'ilcNIl
me,&Winlnc,&NumScans,&NumOut,&oXScanWindow8,
&nYScanWindows,&ScaoSizeX,&ScanSiwY.&Pixel,&LineIJ 1= 12)1
MessageBox(hWnd, "Graphic File error.",
"Error 18.2", MB_OK I MIUCONIIANJ));
fc1ose{graphl;
return NULL;
elsel
AverageEvalFlag = FALSE;
fclose(graphl;
ifC/graph = fopen(GrnphFileNamc:'r"ll == NVLIJ)
relurn NULL;
iff(f5Canffgraph,"%s%s%dlod,}d%d%d%d''''d%d'ld'',&NcLFiler~Dme,&~'ilcNn
me,&Winlnc,
&NumScans,&NumOut,&nXScanWindows,&nYScan~Vinc1ows.&SCUIlSilwX,
&&anSizcY,&Pixcl,&Linc)) 1= J 01
MessageBo:dhWnd, "Graphic File crror.",·'Error
18.3", MB_OK I MB_1CONHANDI;
fclosc(graph);
relurnNULL;
SelectGraphicBitmapf):
ifl!ShowAllFlag)(
'"
ScrX:O:
InvalidateRect IhWnd, NULL, TRUEI:
UpdaleWindowfhWnd):
hDC: GetDCChWndl:
MoveTo(hDC, O,Line+40+GraphieSizetnYS~anWindows):
LineTofhDC,O,Line+40):
LineTo(hDC, GraphicSizetnXScanWindows-
GrllphieSize,Line+40l:
LineTolhDC, GraphicSizetnXScanWindolVs,
GrllphicSize,Line-i-40+GraphieSizot nYSeanWindowll:
LineToChDC,O,Line+40+GraphieSizot nYSeanWindows);
ReleaseDC(hWnd, hOC);
memory2: lIong intlINumOuttnXScanWindows·nYScanWindowst(long
inllsi:..cotrOoo.t));
if((hlmngcDnta = GlobaIAlloclGMEM3.lOVEABLE I GMEM_ZEROINIT,
memory2Il:: NULLlI
MesSllgeBox(hWnd, "Memory Allocation Error,",
"Error 8.4", MB_OK I MB_ICONHANDl;
return (NULL);
ifC(plmageOllta =' (float huge tlGlobalLockChImageData)) =: NULL)!
McssageBox(hWnd, "Global Lock Failed.",
"Error 9.4", MB_OK I MB_ICONHAND):
return (NULL);
ImngcSet = TRUE;
j:O:
Scl.CursorlhHourGl/1Ssl:
UpdaU!lmllgc: TRUE;
while Hrsennngraph,"'lf' ,&valuell!= EOFll
pImllgeData[j++l= vaJuc:
bigcst=maxCvalue,bigcst):
for(k=O;k<j:kHlI
pImagcDalalkl = pImageDat.alk)lbigest:
yhntjiHI = ptmageDatalk/;
if Ii ,,,,,(NumOut+l)ll
i:l;
ir(!CorrclF1llgl[
WritelmllgeClassC);
ifC t c1assstr == 'Ii' " tclaasstr =:: 'T)
[li~plnyGr8phics(hWnd,n+.. );
else
n++;
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SetCursor(hArrow);
Updatelmage = FALSE;
fc1ose{graph);
return!;
,····..·•....•....•··......•••..·..•·•....•••....·..····..·..·······f
'''' This function gets the second graphic info from the ./
/. network output file when correlation is requested" ·f
". f
int GetGraphic2(HWND hWndll
int n,ij,k;
char Ftestf40i;
float bigcst=.l.O;
if(hImngeData211
G1obaIUnlock(hlmngeData21;
pimageDaLB2 '" GlobalFree(hlmageDnL.n2l;
if ((graph = fopenfGraphFileName,"r")) == NULL)I
return NULL;
n=O;
i= 1;
if{(fscanflgraph,"%s",&Ftest))!=III
McssageBox/hWnd, "Gre.phic File error:;Error 18.1",
MB_OK I MB_ICONH/lND);
fdose(graph);
return NULL;
if(FtesUO]=="a'll
AvcrageEvalFlng =TRUE;
fcloseCgrnph);
if(/graph =fopernGraphl<'i1eNamc,"r")) == NULL'
return NULL;
;f
«(fscanffgraph,"%s%s%s'ld%d%d'ld%d%d%d%d%d",&Ftest,&NclFileNnmC,&}o'ilcNlI
me,&WinInc,&NumScans,&NumOut,&nXScanWindows,
&nYScanWindows,&ScnnSi~eX,&SwnSizeY,&Pixel,&Linc))!= 12Jl
MessageBoxfhWnd, "Graphic File error:,
"Error 18.2"', MB_OK I MB_ICONIIANDI;
fc1osefgraph);
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re~urnN{JLL;
elscl
AveTaa:eEvalFlaa =FALSE;
fdoae{graph);
if{{gTaph '" fopen(GraphFileName,"r")) "''' NULL)
retumNUf,L;
ilT(fscanlTgraph,"%s'lB%d%d%d%d%d%d%d%d%d",&NemleName,&FiJeNa
me,&Winlnc,
&NlImScans,&NumOLlt,&nXScanWindows,&nYSeanWindows,&ScanSizaX,
&ScanSizeY,&Pixel,&Linell!", 11)[
McsBageBox{hWnd, "Graphic File error.","Error
1B.3", MB_OK I MB_ICONHAND);
fclose(graphl;
return NULf,;
SoleclGraphicBilmop();
if(!ShowAIIFlag){
ScrX", 0;
I nyltJidsteRee~ rhWnd, NULL, TRUE);
UpdnteWindowrhWndl;
hOC:::: GetOOhWndl;
MoveTo(hOC,O,Linet40tCraphicSize*nYScBnWindows);
LineTo(hDC,O,Linct40);
LineTo(hDC, GraphicSize"'nXScanWindows-
GrnphicSize,Linet40);
LinoTo(hDC, GrsphicSize"'nXSeanWindows-
GrflphicSize,Linet40tGraphicSize'nYScanWindowsl;
LineTo(hDC,O,Line+40tGr8phicSize"'nYSeanWindows);
RelcneDQhWnd, hOC);
memory2::::(longintl
(Nut"Ju~·nXScanWindows·nYScanWindowa·Bizeof(noat));
if ((hlmngeDBta2 "GlobaIAlJocCGMEM_MOVEABLE I GMEM~ZEROINIT,
memOTy2») == NULLJ/
McnageBodhWnd, "Memory Allocation Error.",
"Error 8.5", MB_OK I MB_ICONHAND);
relurn(NULf,);
if((plmpceDllw2" (float huge *>GlobalLock(hlmageDaU.2)) =: NULL)!
MenngeBol(hWnd, "Global Lock Failed,",
~Error 9.4", MB_OK I MB_ICONHAND);
retum(NULL);
Image5et. '" TRUE;
i:::O;
SetCursorfhHourGlassl;
UpdateImage ::: TRUE;
while {(fscanftgrtlph,"%f',&valuel)!::: EOFl[
plmageData2li++l'" value;
bigest::: max(value,bigesU;
£or{k",O;k<;j;k++)(
plmageData2[kl= plmageData2/kVbigest;
yhot/i++l '" plmllgeData2lkl;
if(i == (NumOul+l))(
i=l;
if{ICorrelFlog)[
WritelmogeClass(l;
i£(~dassst.r:::::: 'H' II ·class.qlr == 'Tl
DisplayGraphicsrhWnd,n++);
else
n++j
I
SetCursor{hArrowl;
Updlltclmagc::: FALSE;
fdose(graph);
return I;
/* ' u,',
!* q
,. nCwRegist.erClasses Funetion
!* ~
!* The following function registers all the tlassesof all thc windows .,
,. associated with this application. The function returns an error :ode"
'·ifunsuccessful,otherwiseitreturnsO. ./
!* ~
, , /
int nCwRegisteTClasses(voidl
I
WNDCLASS wnddass; ,. strutt to define a window class
memset{&wndc1ass, OxOO, si:r.coflWNDCLASS));
"load WNDCLASS with window's characteristics 'f
wndc1ass.style:::CS_HREDMW I CS_VREDRAW I CS_DYTEALIGNWINDOW;
13.
wndclau.1pfnWndProc:: WfidProc;
,. Ext.ra ~t.orage for Claas and Windowobjecu .,
wndcla~~.cbChIExtra= 0;
wndc:1nu.cbWndExtrs ::: 0;
wndcls&&.hlnstance=hInllt;
wndda&~.hlcon ~ LoadJcon(hlnst, "RADARIMG"';
wndclass.hCursor= LoadCur8Gr(NUI.L, IDC_ARROW);
,. Create brush fGt erasing background ..,
wndc:1an.hbrBackground ::: CHBRUSHXCOLOR_WINDOW... l);
wndc1au.1pnMenuName = IItAppName; ,. Menu Name is App Name .,
wndclauJpszClassName = szAppNalhe;~ Clo5s Name;s App Name·'
iR!Rcgist.erClsssf&wndclasslJ
return-I;
return{OJ;
1/' EndofnCwRegisterClanes
, ,
,. CwUnRcgistcrCIlIS5CS Function .,
~ ~
,. Deletes any refrcnces to windows resources created for this ./
,. application, frees memory,delet.es instance, handles and does .,
f' clean lip prior to exiting the window ./
r ~, ,
void CwUnRegisterCrasses(yoidl
r
WNDCLASS wndclass; ,. &lrIlCt. t.o define a window class
memseU&wndclass, DIDO, sizeoffWNDCLASS));
Unrcgist.crClllssl'szAppName,hlnst.);
) /. End ofCwUnRegisterCllIsscs
, .
FUNCTION; SaveAsDlgOlWND, unsigned, WORD, LONG)
PURPOSE: Allows uscr to chnnge nome to save file to
COMMENTS:
This will initialize t.he window clan if it is the first time t.his
application i~ run. It !.hen creates the window, and processes !.he
meS50ge loop until a PGstQuit.Message i9 received. It exits the
application by returning the value passed by the PostQuit.MeS5age.
•••••.. ••..•..• •..•• •• u ,
inl FAR PASCALSnyeAsDls1HWND hDlg,unsigned message,WORD
wPnrnm,LONG IPnrom)
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char TempNamer 1281;
switch (mess8gclI
case WMJNITDIALOG:
f· Ifno filename is entered, don't Allow the user to save to it .,
if(!FileNamelOll
bSaveEnabled" FALSE;
elael
bSaveEnabled" TRUE;
~ Process the path to fit within the IDC]ATH field .,
DlgDirListChDtg, DefPath, NULL, IDe_PATH, Ox401O);
"Send the C'Urrent filename to the edit conLrol "
SetDlgltemTexHhDlg, IDC_EDlT, DelSpecl:
,. Accept all characters in the edit control"
SendDlgItemMessagefhDlg, IDC_EDlT, EM_SETSEI., 0,
MAKELONG{O, ()x7fID);
'* Enable or diaable the nve control depending on whethllr thc
.. filenameexisls .
.,
EnableWindow(GetDlgllcmlhDlg, IDOK), bSaveEnnhled):
I"' Set the focus to the edit control within the dialog OOX .,
SetFocus(GetDlgltemChDlg,IDC_EDlTll;
return (FALSEI; ,. FALSE since Focus was changed"
case WM_COMMAND:
switch (wParam) I
calle IDC_EDlT:
'"If there was previously nofilenamc in the edit
'control, then the save control musL be enabled as soon n.~
's charact.eris entered.
.,
ifCHIWORDCIParsm),,= EN_CHANGE&& !b.'inveEnnbledl
EnableWindowCGetDlgltemlhDlg, lOOK), bSavcEnabled" 'I'RUI<;);
return (TRUE);
c8sc1DOK:
f' Get the filename from the edit control·'
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GetDlgltemTextChDlg, IDC_EDIT, TempName, 128);
'''If there are no wildcards, then separate the name into
.. path and name. If a path was specified, replace the
.. default path with the new path.
'/
ifCCheckFileName(hDlg, (PSTR) FileName, (PSTR) TempName» I
ScparateFile<hDlg, (LPSTR) 5tr, CLPSTR) DefSpec,
(LPSTR) FileName);
if(str(OJ)
~trcpy(DefPath, str);
'·Tel1 the caller a filename wasaelected·'
EndDialog(hDlg, lOOK);
J
return (TRUE);
case IDCANCEL:
I· Tell the caller the user canceled lhe SavcAs function·'
EndDilllog(hDlg,IDCANCEL};
return (TRUE);
J
break;
J
rcturn (FALSI<;I;
,u••• u n "'n t n.
FUNCTION: CheckFileNamelHWND, PSTR, PSTR)
PURPOSE: Check for wildcards, add extension ifneeded
COMMENTS:
Make sure you have a filename and lhat it does not contain any
wildcards. If needed, add the default extension. This function is
called whenever your application wanls to savc a file .
.....................................................u u ,
0001. CheckFileNomefHWND hWnd,PSTR pDest,PSTR pSrcl
J
PSTRpTmp;
if(!pSrclOll
relurn (FALSE); ,. Indicates no filename was specified .,
p1'mp:pSrc;
while '·pTmpll ~- Searches the string for wildcards·'
switch C"pTmp++) I
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case'''':
case'?,:
MessageBox(hWnd, ~Wildcards not IIllowed,·,
~ElTor 2", MB_OK I MB_ICONEXCLAMATIONl;
return (FALSE);
I
AddExtlpSrc,DelExtl; , .. Adds the default extension if 'leeded .,
if (OpenFile(pSl'(, (LPOFSTRUCTI &OfStrllct, OF_EXISTl >= 0) I
strepy(str. "Replace existing ~);
strcat(str,pSrd;
strcaUstr,''1''l;
if(MessageBox(hWnd, str, "RID",
MB_OKCANCEL I MB_ICONHANDl == IDCANCEL)
return (FALSE);
I
strcpy(pDest,pSrc);
return (TRUE);
/** ** .
FUNCTION: 8IlveFilc(HWND)
PURPOSE: Save current file
COMMENTS:
This saves the current cont.ent,s of the Edit buffer, and changes
bChllllges to indicate that the buffer has 1I0t been chllnged since the
loslSllve,
BeroT'll the Nlit. buffer is sent, yo" rnustget its handle ond lock it
to get its address, Ollce the lile is written, you must unlock t.he
buffer, This allows Windows to move the buffer when not in immediate
use,
.......* * /
BOOL SaveF'ile(HWND hWnd)
I
BOOL bSuceess;
long ArrPosition;
int count:
HANDLE hBufT;
FILE "fp;
BYTE huge ·pToBulT;
BYTE huge ·pBuff;
BYTE huge ·pArr;
pArr:: pTemp!OI;
bNew::FALSE;
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fp,. ropenCFileName,"w"J;
irCfp &&fScrY!= 20)) ,. make sure another smaller bitmap was not
opened·'
I
hSaveCur90r = SetCur&orihHourGlass):
WriteFileHeader(fp);
,. screen only has space for 713 lines, title and menu take up the rest ..,
ArrPo!lition =(IongKLine-713.1)·Pixel;
ArrPoaitiort += f1ong)(713-OrgYl·Pixel + COrgX-&anSizeXJ;
WritoToFile(pArr, ArrPO!lition, fp);
fdo!lel:fpl;
SctCur!lorfhSaveCursor);
bSuecess = 1'RUE; I·'ndicates the file WIU saved "I
bChanges'" FALSE; r Indicates changel have been saved·'
rcturn (bSuccess);
J
else iflrp &&(ScrY ==20))
J
hSaveCur80r '" SetCunorlhHourGlass);
WriteFileHelldcrifpl;
,. DI Bitmap origin in lower lert corncr of screen·'
ArrPosition" (]ong)(Line+ScrY-OrgY)·Pixel + COrgX-&anSizeX):
Writ.eToFiterpArr, ArrPosition, fp);
irl(hBuff= GlobalAllocfGMEi\'-MOVEABLE I GMEM_ZEROINIT,
FileStatus.st_size-512ll == NULLH
McssageIJ.oxrhWnd, "Memory Allocation Error.",
"Error B.6", MB_OK I MB_ICONHANDl;
return FALSE;
if/fpBuff= (BYTE huge ·lGlobalLoeidhBum> == NULL)I
MeasageBox(hWnd, "Global Lock Failed.",
"Error 9.5", MB_OK I MB_ICONHANDl;
return FALSE;
pToBuff=pBuff;
for fcount:-t;eount<NumSeans;count++) I
GetNextFileCcountJ;
hFile = OpenFileCNextFile, fLPOFSTRUCT) &OfStruct, OF..READ);
_lIseek(hFile, 512L. 0>; ,. read the headeroJl'first·'
)readfhFile, (LPSTRlpBuff. FileSt.8tu8.llt_~ize·512);
WriteToFile{pBuff, ArrPosition, fp);
pBuff,. pToBuff;
c1osefhFilel;
14'
G1obaIUnlockChBum;
GlobalFreaChDuffi;
fclose{fpl; '·outputfile·1
SetCursor<hSaveCursorl;
bSuccess= TRUE; I· Indicates theme wassnved .,
bChanges = FALSE; fO Indicates changes have been savod ·1
return (bSuccess);
else
I
sprindlstr, "AtUlmpt to save Iile failed!");
MellsageBodhWnd, str, NULL, MD_OK I MD_ICONRXCLAMATION1;
return (FALSE);
FUNCTION: OpenDIg(HWND, unsigned, WORD, LONG)
PURPOSE: Let user select a file, and return. Open code not provided.
...........••••••••• ..••• • 1•••••••••••••/
HANDLE FAR PASCAL OpenDIg(HWND hOlg,unsigned mcsS8g"C,WORD
wParam,LONG lParnml
I
HANDLEhFile;
switch (messilgel[
case wr.CCOMMAND:
switch (wParnm) I
case IDC_LIS'fBOX:
switch (HIWORD(1Param)) I
case LBN_SELCHANGE:
"Ifitem is 0. directory name, append ....." "
if{!DlgDirSelectfhDlg, str,IDC_LlSTDOX)l
[ SetDlgltemTextfhDlg, IDC_EDIT, slr);
SendDlgltemMessage(hD[g,
IDC_EDlT,
EM_SETSEL,
NULl...
MAKELONG<O, Ox7ffi)1;
I
else
I
atrcaUstr, DefSpec);
DlgDirLisUhDlg,str,IDC_L1STBOX,
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break;
case LBN_DBLCLK;
gotoopenfi1ej
I
return (TRUE);
cue lOOK:
openfilc;
GetDlglwmTexUhDlg, IDC_EDIT,OpenName, 1281;
irfstTchrlOpenName, '.') II strchrlOpenName, '?'» 1
SeparateFilelhDlg, (LPSTRl stT, (LPSTRl DefSpec,
(LPSTR) OpenName);
if(strlOll
strcpy(DefPath,stT);
ChangeDefEltIDefExt, DelSpec);
UpdateListBoxChDlgJ;
relurnfTRUE);
if (!OpcnName!OIlI
MessageBox{hDlg, "No lilename speeified.",
"Error 3", MB_OK I MB_ICONHANDl;
return (TRUE);
AddExt{OpenName, DefExtl;
I- The routi ne to open the file would go here, and the-'
'" file handle would be returned insl.ead ofNULL. -/
if ((intXhFile >< OpcnFile((LPSTR) OpenName,
( LPOFSTRUC1')&OfStruct.,
OFJiEAD)) =>< EOF) !
sprinUl'slr, "Error %d opening 'I,,",
OfStruct,nErrCodc,OpenName);
MessageBox{hDlg, SlT, NULL,
MB_OK I MB_ICONHANDl;
I
else [
fstat(hFile, &FileStatus);
sprintflstr, "File size is %Jd bytes.", FileStatuut_si?:el;
Mcs8UgeBox(hDlg, stT,OpenName,
MD_OK I MB_ICONINFORMATIONl;
stTcpy(FileName,Opell;>(ame);
ETidDialog(hDlg, hFilel;
return <TRUE};
14'
J
case IDCANCEL:
EndDialoltfhDlg. NULL);
return (FALSE);
J
break;
cllse WM_INITDIALOG: ,. message: initialize ./
UpdateListBoxChDlgl;
SetDlgJremTextlhDlg, IDe_EDIT, DefSpecl;
SendDlgitemMessage(hOlg, /. dinlog hnndlc
IDC_EDlT, /. where to scnd
EM_SETSEL, "9010ct charncters
NULL, /. ndditionnl informntion
'/
MAKELONGIO,Ox70T11; /" entire
eontents Of
SetFocusfGetDlgltcm(hDlg, IDC_EDlTl);
return (FALSE);'t'ndiclltes the focus is set to II control "'
J
return FALSE;
FUNCTION: UpdateListBoxlHWNDl,
PURPOSE: Update the list box GfOpenDlg
............................u "' /
vuid UpdateListBox(HWND hDlgl
J
DlgDirListChDlg, str, IDC_L1STDOX, IDC]ATH, Ox40101;
'* To emUTe that the listin,; is made for II subdiT. of
• current drive dir•..
'/
ifOstrchr(DefPath, ':'l)
D1gDirLi$l{hDlg, DefSpec, IDC_LISTBOX, IDC_PATH, Ox40101;
I~ Remove the '.: charaCler from palh ifit exists, sincelhis
• will make DlgDirLiSl move us up an additionallevel in the tree
~ when UpdateListBoxll is called again.
'/
if(strslr (DefPath, ...."»
DelPathlOl:::'\O';
SetDlgItcmTextfhDlg, IDC_EDlT, DefSpcc);
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, ••••• u .
FUNCTION: ChangeDefE~tCPSTH, PSTH);
PUIU'OSE: Changt the default extension
.............................................................................,
void ChungcDcfExliPSTR Ext,PSTR Namel
1
I'STR pTptr;
pTp~r. Kume;
while C'pTptr && 'pTplr t= ':J
r''plr-H;
i(r',,/?lrl
i((!slrthrlpTplr, "', && !slrthrlpTptr, '?'Jl
~trtpy(Ext, pTptrl;
, .
FUNCTION: SeparateFileU-fWND, LPSTR, LPSTR, LPSTRJ
PURPOSE: Scpllrnl.e filename and palhname
...............................................................................,
void Scpnrnt.efo'ileC!iWND hOlg, LI'STR IpDeSlPnth,LPS'!'R IpDcstFileName,LPSTR
IpSrcFilcNumel
1
LPSTR lpTmp;
char cTmp;
IpTmp = IpSrcFilcNnmc + (long) Istrlen(lpSrcFileNamel;
while ('rpTmp r= ':' && "lpTtnp!= '\\' && lpTtnp > IpSrcFileNameJ
lpTmp = An~iPrevClpSrcFileName,lpTmpl;
i(I'rpTmp!= ':' && ·lp'l'rnp!= '\ \') 1
r~trcpy(1pDestFileNllme, lpSrcFileName);
lpDcstPnthlOJ = 0;
return;
1
11llrcpy(1pDestFileNnmc, IpTmp + 1);
c'I'mp= '(Ip'l'rnp+ 1l;
ISlrcpy(lpDcstPuth,lpSrcFileNllmcl;
'(lpTmp+ Il=cTmp;
IIlDcstPnthlClp'l'rnp - IpSrcFileNumel + 11 = 0;
,., .
FUNCTION: AddExt(PSTR, PSTR);
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PURPOSE: Add default utension
•••u**••~** ** ,
void AddExt.(PSTR Name, PSTR Extl
I
PSTRp'l'ptr;
p'l'ptr", Name;
while (·pTptr && 'pTptr!: '.'1
pTptr++;
if('pTptr !'" '.'1
strcaUName, Extl;
,. ,
,. ~
'''Dialog Window Procedure .,
,. ~
,. This procedure is associated with the dialog box that is indudetl in .,
"thefunetion name of the procedure. It provides the service routinell·'
,. for the events (messages) that occur because the eod user operates .,
,. one of the dialog box's buttons. entry fields, or coo troIs. .,
,. ~
, ,,. ,, ,, ,
BaaL FAR PASCAL CaptureDlg(HWND hWndDlg, WORD Mes~nge, WORD
wParam. LONG lParaml
I
intMyFlag;
switch(Messagel
[
case W1.UNITDlALQG:
cwCenterfhWndDlg,Ol;
'''initializcworkingvariables
SetDlgltemlnt(hWndDlg, scx, ScanSi7.eX, 9l;
SetDlgltemlnUhWndDlg, scy, ScanSizcY, 9);
SetDlgltemlnt{hWndDlg, pi, ScanScans, 5);
return FALSE;
,. End ofWM_INITDlALOG '/
case W1.CCLOSE:
,. Closing the Dialog behoves lhe same liS Cancel "
PostMessagefhWndDlg, WM_COMMAND, !DCANCEL, 01.);
break; ,. End ofWM_CLOSE .,
case WM_COMMAND:
switchfwParam)
[
14K
case 8Cx:!~ Edit Control .!
&:anSi~eX '" finUGetOlgltemInUhWndDlg, sex, &MyFlag, 0>;
break;
caseBCy:/· EUitContrl,1 .,
ScanSi~eY::(int)GetOlgTt.emlntChWndDlg, BCy, &MyFlag, 0);
break;
casepi:!' EditControl .,
ScanSeans", (int)OetOlgltemfntlhWndDlg, pi, &MyFlag, OJ;
break;
cllselDOK:
EndDiologihWndDlg, TRUE);
break;
ealle IDCANCEL:
!' Ignore data values entered into the controls .!
I' and dismiss the dialog window returning FALSE .,
EndDialo¢hWndDlg, FALSE);
break;
breuk; I· End ofWr.CCOMMAND .!
default:
I
return TRUE;
)/· End of CllptureDlg
return FALSE;
,/
I~UHUhHU"'''•• '''''.'''''''''''''••••''''''••••••'''''•••••• ' •••''''!
I' ~
I· Dinlog Window Procedure .,
!' ~
I· This procedure is associated with t~e dialog box that is included in·'
I'thefunetion name of the procedure. It provides the serviee routines·'
1" for theevenls (messagesl that oeeur beelluse the end user operates .!
!. one of the dinlog box's buttons, entry lields, or controls. .!
I· ~I····u .......u...................................................•.•••.!
DOOL FAR PASCAL MnrkDlglHWND hWndDlg, WORD MeSSllge, WORD wParam,
LONG IParftm)
I
int Start-Pilei, CurrPixel, Ch~kCoord;
inti,j,k,n;
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switeh(Messagel
I
ease mCINITDIALOG:
return FALSE;
r End orW~UNITDlALOG '/
case WM_CLOSE:
,. Closing the Dialog behaves the same as Cancel·'
PostMesBtlgeChWndOlg, WM_COMMANO, !DEND, 01.);
break; ,. End ofWM_CLOSE "
ease WM_COMMAND;
swikh(wParam)
I
ease JOOK:
StartPixel=l!..ine+ScrY-LowLcnVl'Pixcl +
LowLef\X;
CllrrPixcl=Sl.8rlPixcl;
ImogeTnrIndcx=O;
TargetPosllmageTarUfmageTarindeH+1 = CllrrPixcl;
n=O;
forli=LowLcnV;i>=MnrkV;i··U
for(j=LowLeflXj<=MarkXjH )f
CheckCoord=CurrPixel·ChcckPos;
forlk=O;k<nScanWindows;kHl
iRCheckCoord == pScanWinCoord(klll
TargetWinITargetNolln++]"k;
break;
I
CurrPixeJ++;
TargetPosllmageTarllJrnageTQrlndcxHI = CurrPixcl;
CurrPixel+=Pixel-MarkX+LowLcRX;
I
ImagcTar++;
TargeLNo++;
EndOialogfhWntlDlg, 'I'RUE1;
break;
case IDCANCEI.:
EndDialoglhWndDlg, 'rRUE);
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brenk;
ease IDTARSAVE:
if( (Targetdat= fopen("tBrget.dat","w"))!",
NULL)I
for Ci=O;i<lmageTar;i++l[
fprintfCTarget.dat.".l
",;
r"
(j=O;j<MarkPixeINumber;jH)
ifCTargetPos[ilUl == .
break;
else
fprintlTTargetdat,"fhd
",TargctPos[i[UIJ;
I
fe1osefTargetdntl;
I
e!l;c
McssagcBoxfhWndDlg, "File crror","crroropeningfile",
MB_OK I MB_ICONINFORMATIONl;
break;
ease IDEND:
TlirgetNo=Q;
EIlIlDinlog(hWndDlg, FALSE);
break;
I
break; /" End ofWM_COMMAND
default:
'/
I
return TRUE;
l/tEndofMarkDlg
return FALSE;
,/
{ttUt t .."tu.u u •• t Ut ,
{t ~
/. DinlogWindow Procedure ..,
'" ~/t This procedure is associated with the dialog box that is included in .,
'·the function name orthe procedure. It provides the service routines·'
{. for the events (messages) that occur because the end user operates '"
/. one of the dialog box's buttons, entry fields, or controls. .,
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~ ~
~*""""*"""*·"··'''*·*''''·''·''''·''·''·'''''''''·'''·''····''··I
BOOL FAR PASCAL OverlapDlg(HWND hWndDlg, WORD Message, WORD
wPsram, LONG IParam)
I
intMyFlag;
swiwh{Message)
I
ease mCINITDlALOG:
ewCenterChWndDlg, 01;
"initializeworkingvariables "
SetDlgltcmlnt(hWndDlg, wi, Winlne, II;
ir<Batehll
ScndDlgltemMessngeChWndDlg, 1* ciil\lo{: II/Hldlc
'/
It. where lo llcnd
message *'
l'selecLchnrl\clcrll
'/
NULL, l'ucidiLionlll
information .,
MAKELQNGfO,Ox7ffi);
SeLFocustGctDlgl.'.cmthWndDlg,
wi));
I
return FALSE:
I' End of~C1NJl'D1ALOG '1
case Wl\.CCLOSE:
I' Closing the Dialog behnvcs Lhe silme liS
Cancel .,
IDCANCEL, OLI:
,/
PoslMessageChWndDlg, WM_COMMAND,
brenk;!" End ofWl.CCl,OSE
case WM_COMMAND:
switehlwParam)
I
casc wi:" EditConLrol
'/
Win Inc ::: <inUGetDlgltcmlntlhWndDlg, wi,
&MyFlng,Ol;
brcnk;
case lOOK:
EnrlDinlog(hWndDlg,
TRUE);
brenk;
elise IDCANCEI.:
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r Ignoredaw values entered into the
'* and dismiss the dialog window returning
~'ALSE 0'
EndDialog(hWndDlg,
break;
I
break; '* End ofWM_COMMAND
'/
default:
I
return TRUE;
lit EndofOverlapDlg
return FALSE;
'/
void cwClmter(HWND hWnd, inl top)
I
POINT fit;
RECf swp;
RECT rParent;
int iwidth;
inl iheight;
/t get the rectangles for the parent and the child *'
GetWindowRect.lhWnd, &swpl:
GetClicntRcct.lhWndMain, &rParentl;
'0 calculat.e the height and width for MovcWindow *'
iwidth:swp.right-swp.1ell.:
ihcight= swp.bott.om·swp.t.op;
I" lind the center painland eonvert to screen coordinates *'
Ilt-X = (rParellt.right· rParcnt.1ef\l '2;
pl.y=-(rParcnt.bott.om-rP/lrent.t.opl/2;
ClicntToScreenChWndMain, &ptl:
It cnlculntc the new x,y stnflingpoint */
pt.x=pt.x-fiwidth'2l;
pLy = pt.y-fihcight/2):
'* top will acljust the window position, up or down *'
intopl
pl.y=pLy+top;
1° move the window */
MovcWindowfhWnd, pt.x, pLy, iwidth, iheight, FALSE);
I
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/* .., .
FUNCTION: AboutlHWND, unsigned, WORD, LONGl
PURPOSE: Processes messages for "About" dill log box
MESSAGES:
WJ\.CINITDIALOG - initialize dialog box
\\'M_COMMAND -inputreeeived
............................................................................../
BOOL FAR PASCAl. About(hDlg, meSlloge,WParAm, lPornm)
HWNDhDlg;
unsigned message:
WORD wParam:
LONG lPoram;
r
switehfmessagel1
ca~WM_INITDlALOG:
returnfTRUE1;
case WM_COMMANO:
if(wPnrnm == lOOK
I I wPnrum == IDCANCELl I
EndDinlogfhDlg, TRUE);
return (TRUE):
r
break;
r
return (FALSEl:
r ···u u ..· ** u ,
/. GetWinCoord Function ./
/"
/. Purpose: .,
/'
,/
nqScanWindows • local, contains It scan winowr. per Bcan line ./
nrScanWindows - global, contains It bytes remaining at end of line '/
nScanWindows - global,total number ofscon windows '/
1) To calculate the number ofscon windows needed to proccss
an entire image ./
2) To determine the starting position for each scan window
and store them in an array pScanWinCoordl1
'/
'/
/'
/'
/'
/'
/'
,. Main Variables:
/'
/'
/'
/'
'/
'/
'/
'/
'"
"'/
"
TcmpWindow - running C<llInt of number or sean windows
Row -identifies current row number '"
CurrRowPos· identifies position of the pointer in the current row'"
RowBegin - GfTset in bytes of the current row ,,!
pScanWinCoord - array to hGld various starting points
,/
"
"
"
"
"
"," Description;
/" "/
/. This function obtain. the quotient and remainder for the division "/
/" ImullcSize by 5canSize to determine the number of scan windows. If the *'
/. result has no remainder then the number of scan windows per row is *'
/. nqSc8nWindows else the number orsean windows per line is incremented. "/
" "''" When Sloring the positions in the alTay both the beginning and end "/
/, 'If the row .lire checked to see if a scan window will fit exactly. If '/
" it will not. the position is decremented such that it will fit exactly,'/
/, "
" "
" Return:
/' "
" This function will return the total number orsean windows ur -I '"I
"oneTTor. '/
/' "/ I
int GetWinCoordfllWND hWnd)
I
int TempWindow =0, Row = 0:
intCurrRowPos=O, RowBegin=O:
inti=O;
!"changed Imagesize to piltel and line"!
for Ci=O:PiKel-Winlnc"i>ScanSizlIX;i+.j.j
nXScanWindo~s = i+l;
for (i=O;I.ine-Winlnc"i>ScanSizeY:i++)
nYScanWindo~s=i.j.l:
nScanWindows = nXSCanWindGws"nYScanWindo......s;
iflGetScanMemFlagll
pScllnWinCoord", pToScanWinCoord;
for(i=O; i<nScanWindows; i++l
pScanWinCoord[iJ=O;
I
elso
GetScanMemorylhWnd);
,. Cnlculnw the starting positions ofeach scan window'"
while (TempWindGw < nScanWindowsl l
,ss
if(Line·Row < ScanSizeY)
Row:: Line·ScnnSizeY;
RowBegin'" Ph:el·Row;
for (CurrRowPos=O;Pixe!·CurrRowPos>ScanSizeX;CurrRowPos+=Winlnc11
pScanWinCoordITempWindow++I=RowBegin+CurrRowPos;
I
CurrRowPos:: Pixel·ScanSizeX;
pScanWinCoordITempWindow++I=RowBegin+CurrRowPos;
Row+::WinInc;
I
return nScanWindows;
J ,. End of GetWinCoord 0/
0/
./
./
./
0/
TempOlTset· temp val' to store the original OITSllt ./
ScanWinData - global, array to hold the scan window data for
specified number of scans .,
NumScans - global, specifies the number of scans
./
./
~ " " " ,
,. StoreScanWin Function .,
,. ~
'" Purpose:
~ ~
,. I) To store the data from the scan window indicated by the function"
,. argument into an array for the specified numberofscnns. '"
~ ~
~ ~
,. MainVarinbles:
/.
/.
/.
/.
/.
/.
/.
,* DllscripUon:
~ ~
'* This function will store in an array the data for a given scan .,
,. window. It will also, for the number ofscans specified, open the ..,
~ appropriate radar data files and append the scan window for each file '"
'" to the array. This rode resemblea the code for the SaveFile function ...,
~ ~
~ ~
'* Return: '"
~ ~
,. This function will currently has no return value. It should, '"
,. however, be modified to return 0 if successful or -1 if the function .,
,. failed. '"
~ ~
int SloreScanWinflnt OlTset,HWND hWnd)
I
int i::O,j, numlines, ll::O. nScanRow=O, TempOffliel,bYlAlsroad;
int Limit, Length, TempScans;
longint VectorSize;
,,.
BYTE huge ·pTempWin;
int poafound, ExtNum,count;
char NextFilel1281;
char FileTemp[1281;
char FileExtHJ;
char FileExt2[41:
BYTE huge ·lpSWB:
char ·pchar:
pTempWin = pTemp[Ol;
TempOffset = Offset;
while (nScanRow < ScanSizeY) I
pTemp[OJ""= Offset;
for(i=O:i..scanSizeX:i++)]
pSco.nWinDo.ta[xH] II ·pTcmp[OJ;
pTempIOl""+;
I
Offset = Pixel· ScanSizeX;
nScanRowH;
I
pTcmplOI '" pTempWin;
I" Code to append successive scans to the array. ·f
VeetorSize" FileStlltU9.St..size·612;
if((hScanWinBuff '" GloblllAlloe<GMEM_MOVEABLE I
GMEM..2EROINIT,
VeetorSize» "': NULL)!
MesMigeBox(hWnd, ''Memory Allocation Error.~,
"Error 8.8", MB_OK I MB_ICONHANDl;
return NULL;
if«pScanWinBuff= (BYTE huge ·)Globall.oekChStanWinBum) =;; NULL)]
MesSIlgeBox(hWnd, "Global Lock Failed.",
"Error 9.7", MB_OK I MB_ICONHANDl;
return NULL;
IpSWB = pScllnWinBuff;
i=O;
j;;O;
pchllr" strstr(OldName,".~);
pllsfound = pchar. OldName;
for (bO;i<"poafound;iH)
NextFile[il = OldNamelil;
NextFiJelil='\O';
strcpy(FileTemp,NextFile);
while (OldNameli]!= '\0')
FileExtij++1 =OJdName[i++J;
ExLNum" atoi<FileExtJ;
'57
iffEvIIIAvg)
TempScllns :: ScllnScllns + 1;
else
TempScans '" ScanScans;
for (count=:l;count<TempScans;eount++) I
ElltNU1n++;
if(ExtNum < 10) . . •
streaUNextFile,"OO");
else if(EttNum <100&& Ell''''ium >::101
strcaUNextFile,"O");
iwa(ExtNum,FilcExt2,lO);
stTC8.t(NclltFile,FileExt2l;
hFile '" OpenFile<NextFile, (LPOFSTRUCT) &OfStruct,
OFJtE!illl;
ifC!hFilel(
McssageBox{hWnd, "File Open Error!","Error 33", MB_OK I
MB_ICONHANDl;
return NULL;
if(!Cbytesread ::JlseekfhFile, 512L, Ollll/* read the header
offfirst*/
McssogeBoxChWnd, "File Open Brrorl",
"Error 33", MB_OK I
return NULL;
I
if(!Cbytesread",JreadChFile,
(LPSTRlpScanWinBufT,FileSt.atus.sUlil.c-5121»l
Messas:eBoll(hWnd, "File Open Error!",
"Error 33", MB_OK I
return NULL;
I
pScanWinBuff '" IpSWB;
Offset:: TempOffsct;
for (nllmlincs=O;numlines<ScanSizeY;numlinc!' H)
I
pScanWinBuff += OITset;
for (i=O;i<ScanSixeX;iHH
pScanWinDat.alx++1 '"
*pScanWinBuff;
pScanWinBuff+-t;
I
Offset = Pixel - ScanSizeX;
strcpy{NelltFile,FileTempl;
'58
pScanWinBulT= IpSWB;
Jdo6fl(hFileJ;
I
pScanWinBuff= IpSWB;
GlobaIUnlock(h&:anWinBuff);
GlobaIFreel'hScanWinBuff);
ifCEvalAvgJI
Limi~ = ScanSizeX·ScanSizeY·CTernpScans-l);
Length = ScanSil:eX·ScnnSizeY;
x=O;
forli=O;i<Limit;i++H
pScllnWiuOalal xl = (BYTElCcnoatXpScanWinDalalxJ+pSeanWinData[x+Length-
11)/2);
x++;
rc~urn 1;
f f* End of StoreScanWin "/
void DisplllyOraphicsCHWND hWnd, in~ window)
I
nScrX = (fwindow+l)%nXScnnWindowsl*GrnphicSize-GraphicSize;
nSerY = C40+Line+nYScanWindows*GrllphieSiza)-
CinOC(window+1JlnXScanWindows)"OraphieSizc-OraphicSize;
irfShowAIlFlag I I C*clasS!l~r == -R' II *elassstr == 'T'l)(
hDC=GetDC(hWnd);
hMemoryDC = CreateCompatibleDCChOC);
hBitmapGraphic = LoadBit.rnap(hlnst, c1assst.r);
if(hBitmapGraphic == NULL) [
Delet.eDCChMemoryDCl;
ReleaseDC{hWnd,hDCl;
return;
I
Sclcct.ObjeeHhMcmoryDC, hBit.mapGraphie);
lJitBIUhDC,nSerX,nSerY,GraphicSize,OraphicSize,hMemoryDC,
O,O,SRCCOPVl;
DeleteDCChMemoryDCl;
RelcaseDCfhWnd,hDC);
DelcteObject(hBitmapGraphic);
void MoveSellllWinfHWND hWnd, int windowl
I
intehl.'Ck;
DoSwllpVide(l{l:
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check", (window+ll'k.(nXScnnWindowsl;
ifCPTevY.Winlne >'" 20 && EndRowll
OrgY·"Winlnc;
PrevY-=Winlnc;
EndRow = FALSE;
ifCPrevY.Winlne < 20&& EndRow) I
PrevY=20;
OrgY = PrevY+ScanSizeY;
EndRow'" FALSE:
ifCeheck I J !window)(
SerX=O;
if{!Batch)(
hRgn = CrenU)R~etRgn{Q, ~~O, XRgn, YRgnl;
InvnlidaleRgn ChWnd, hRgn, 'T'RU~l:
DeleleObject.fhRgnl;
I
else
Inva1idateRect (hWnd, NULL, TRln~);
UpdateWindowChWnd);
hOC = GetDCfhWndl;
MoveTofhOC, Orgx, OrgY);
LineTofhDC, Orgx, PrevY);
LineToChDC, PrevX, PrevY);
LineTofhDC, Prevx, OrgY):
LineToChDC, OrgX, OrgYl;
ReleascDCfhWnd, hDC);
PrevX+=Winlnc;
OrgX+=Winln~:
ifncheck && window) I
DrgX=Pixel;
PrevX", OrgX - SconSizeX;
iffwindow!= nScanWindows-lJ
EndRow = TRUE;
ScrX=O:
ifC!Batchll
hRgn = CreateRectRgnlO, 20, XRgn, Yltgn);
Inva1idateRgn ChWnd, hllsn, TRUE);
DeleteObjectChRgn);
I
else
160
inl'alidateRect (hWnd, NULL, TRUEl;
UpdateWindow(hWnd);
hOC = GetnCfhWnQl;
MoveTofhDC, Orgx, OrgYl;
LineTofhDC, Orgx, PrevV);
LineTo(hDC, PrevX, PrevV);
LineTo(hDC, PrevX, OrgY);
LineTo(hDC, OrgX, OrgY);
ReleaseDC(hWnd, hOC);
PrevX=O;
OrgX=ScanSizeX;
1
1
void WritcfileHellderfflLE ·rpJ!
inLnumchllrj,i;
fprintflfp,"%5u",ScanSizeX~&anSizeY~ScanScans}:
numchar=5;
for (i=6;i<=(64·4);i++)
I j=fprintf'lfp,"x");
numchar+=j;
j=fprintflfp,"%4dpixels",ScanSizeX);
numchar+=j;
while {numchar< (5·64))
r j=fprinUlfp,"x");
numchar+:j;
j"fprintflfp,"%4d Hnes",ScanSizeYlj
numchnr.f-:j;
while {numchfiT < (6~64)l
I j:rprinWfp,"x");
numchar .. · j;
while (numchar< f64"S))
I j=fprintftfp,"x"l;
numchar-t=j;
I /'" header 512 bytes '"/
void WrilcSpccFilcHeadcrlvoidll
intnumchnrj,i;
161
fprintftsp,"%5u",SpixdOSlincl;
numchar;5:
for(i=6;i<:(64"41;i+tl
( j = fprinUlsp,~x"l;
numchart=j;
j .:: fprintffsp,~%4d pixels",5pixell;
numchar += j;
while (numchar < (S"6411
I j=fprintffsp,~x"l;
numchllrt=j;
j=fprint.ffsP,"%4d 1ines~,SlincJ;
numchnr += j;
while (numchar < (6"64J)
( j",fprintffsp,"x~J;
numchnr+>.:j;
/. header 512 bytes 0'
int GetNextFilc(int countl
I
int iJ=O,posfound;
char FileTemp[1281:
char FileExtl41;
chllrFileExt2141;
char "pchar;
pchar = strstr(OldNamc.~.");
posfound = pchar - OldName:
for (i=O;i<:posfound;i++)
NextFilelil = OldNamcli!:
NextFilclil = '\0';
strcpy(FileTemp,NextFilel;
while (OldNamelil!= '\0')
FileExUj++1 = OldNamcli ...... J;
ExtNum = atoi(FileExtl;
ExtNum+=count;
if(ExtNum< 10)
atrcaUNextFilc,"OO"):
else iflExtNnrn <100&& ExtNum >=10)
strcatrNextFile,"O",;
itoarExtNum,FileExt2,lOJ;
strcat(NexlFile,FileExt2);
return I;
'62
vnid Writ.eToFilefBYTE huge 'pScanDaLa, long position, FILE "'fp)
I
inti, k, numlines;
for (k:O;k<position;kHl
pS<:anDataH;
for CnumJinell:O; numlinell < ScanSizeY; numJines-I--i-J(
if(numlines!=Q)
r for Ci=O;i<CPixel-ScanSizeXl;iHJ
pScanData-l-+;
I
for (bO;i<ScanSizeX;i-i-+l
I
fprintftfp,"%c","'pScanData);
pScanData-l--1-;
int WriteToOuffenint lileofTset, ;nt count, HWNDhWndJ
I
inti,numlioes,x;
inthFile,bYlesread;
long bytes =0;
IJYTE huge ·pToRcnd;
if((hReadDuffer = GlobaIAl1ocCGMEM".MOVEABLE I GMEMJ:EROINIT,
FileStatus.sU;ize-512» == NULL)!
MessllgeBoxChWnd, "Memory Allocation Error.",
"Error 8.9", MB_OK I MB_ICONHANDl;
return NULL;
ifHpRcndBuffr.r,. (BYTE huge 'JGlooolLockChRcadBufTerJJ == NULL)/
MessngeBoxfhWnd, ~GJobal Lock Failed.",
"Error 9.8", MB_OK I MB_ICONHANDl;
return NULL;
pToRend " pReadBuffer;
iff{hFile = OpenFilefNextFile, (LPOFSTRUCT) &OfStruet,
OF_READ»==-lJI
MellllllgcBox(hWnd, "Error olHlning file.", "FAILED!", MB_OK I
B_ICONINFQRMATION);
I
bytes:= Jlseek(hFilc, 512L, 0\; /* rend the header off first *'
if(!byt.esll
MeslIngeBox(hWnd, "seek error.":'Error", MB_OK I
MIUCONINFORMATIONJ;
return NULL;
I
I).l'tcsread =_lrcadfhFile, (LPSTR)pRcadBufTer, FileStatus,lILsize-5121;
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if(!bytesreadll
MessageBox(hWnd, NextFile,"Errorrending NextFile", MB_OK I
MB_(CONINFORMATION1;
return NULL:,
pReadBulfer '" pToRead;
pReadBufTer+=fileofTset:
x=O;
,. changed Memsize to Line·'
for (numlines=O; numlinu < MemSizeY; numlines++l1
if(num lines f= 0)
pReudButTer+=Pixel-ScanSizeX;
if(num lines<ScanSizeY)
for(i"O;i<MemSiteX;i++1
iRi:-"SeanSizeXII f' Fill in white splice
'/
'pDisplayBuffer[eount.I=(8YTE1250;
pDispIIlYBulferlenuntl++;
pAverageBufTerl x++ I+,,(BYTE 1250:
,
elsel
'pDisplllyBulferleountl"
*pReodDuffer:
pAverngcBulferlx++1 +"
'pReodBuffer;
pDisplnyBulferlcountl++:
pReadBufTer++;
.'w
for (i"O;i<MemSizeX;i++lI " ~'ill in whit.e
spaee'f
·pDisplnyBulferleountl"CBYTEl2fiO:
pDisployBulferlcountlt+;
pAverogcBulferlx++ !+,,(iJYTEl2GO;
,
pReodBulfer = pToRcad;
c1oselhPilel;
GlobalUnlock(hRendBulfcrl;
GloboIFree(hRcadBufferl;
return 1;
int WriteBitm/lpfHWNDhWnd, BY'TE huge 'data, inl X, int Y, int counl)
,
hDC",CiltDC(hWnd):
''''
if fhOC "'''' NULLn
MessageBolfhWnd, "GetDC failed",
"Error 13", MB_OK I MB_'CONHAND);
return NULL;
I
hMertioryDC '" CrcatcComplllibleDCfhDC);
if(hMemoryDC == NULLlf
MessageBoxthWnd, "CreateCompatibleDC failed",
"Error 13", MD_OK r MB_'CONHAND);
return NULL;
I
if{{hBitmaplcountl",CreateDiBitmaprhDC,
(I.PBlTMAPINFOHEADER)&(pBitlnfo->bmiHeoder),
CBM_INIT, (LPSTR)data,
(LPBlTMAPINFOlpllitlnfo,D1B_RGB_COLORS));" NULL) 1
MesngeBoxfhWnd, "Not enough memory for
bitmnp.",
~Error 13", MB_OK i
MU_JCONHANDJ;
ReleaseDClhWnd,hDC);
DeleteDC(hfolemoryDCJ;
return NULL;
I
hOldBilmaplcountl_ SclcctObjcclfhMcmoryDC, hBitmaplcounUJ;
BitB1UhDC,X,Y,MemSizeX,MemSizeY,hMemoryDC, O,O,SRCCOPY);
SelectOhjectchMemoryDC, hOldBitmaplcountl);
DelelcObjectchBilmap[ eount1l;
RclcaseDC(hWnd,hDC1;
DclcleDCrhMcmoryDCJ;
return!;
void lJisplayTextfHWND hWndJ
I
il'IAvglmngcFlag)
TCltPosX",2trPixel+20);
else
TexlPosX",Pixel+20;
TcxtPosy",ScanSizeY+30;
hOC '" GetDC(hWnd);
ifrNumOut==3H
TexlOuUhDC,
Tcdl'ollX,TexlPosY,evalulltion,str)en(evaluation));
TextOullhDC, TextPosX,TextPosY...20,streat(amtduller, . % Clutter
,strlen{smt.dutterll;
TexlOuuhDC, TexlPosX,TextPosY+40,strcat(amtnoise, "% Noise ")
,strlenlamtnoisell;
TextOuUhDC, TextPoiX,TextPosY+60,strcat(llmltarget, "% Targel
,strlen(llmtlargetll;
I
clso
1M
TextOutlhDC, TcnPosX,TextPo~Y,strC"llnmlU\rgct,"'l'
Target "I
,~Lrlen(nmtLnrgelll;
ReleaseDC(hWnd,hDC1;
inl EvaluatelHWND hWnd)
I
int ij,tCBt;
in!ImngeFlngl
return NULL;
SelCurllorlhHourGlaslll;
iflFirstl
GetWinCoordlhWndl;
SeleetGraphicBitmllp(l;
CreateOulFileNamcO;
linZ: fopcIll'OutNamc,"w");
if(!lin21[
MessageBox(hWnd, "Error opening file.","Error X", Mil_OK I
MB_ICONHANOl;
relurn NULL;
I
if(EvalAvgl
fprinlnlin2,"average\n"l;
fprintfllin2,"%1I\n",NctFilcNlImcl;
fprintflfin2,"%s\n",FileNamel;
fprinttifinZ,"%lI\n",Winlnc:);
fprintRfinZ,"%d\n",NumScan~);
fprintflfinZ,"%d\n",NumOutl;
fprintfUin2,"%d\n",nXSc:anWindowsl;
fprintftlin2,"%d\n",nYScanWindow~J;
fprintfffin2,"%d\n",ScanSizeXl;
fprintfffin2,"%d\n",ScanSizeYl;
fprintfffin2,"%d\n",Pixel);
fprintflfin2,"%d\n",Line);
ScrX:O;
PrllvX",O;
OrgX '" ScanSizeX;
PrevY:: Line+20-ScnnSizeY;
OrgY", Line+20;
nScrX::O;
XRgn", Pixcl+1;
YRgn ",Pixcl+21;
VidcoFlag'" ShowAllFlag;
for{i:O;knScanWindows;i++lI
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iffVidooFll,lg) MoveScanWin(hWnd,iJ;
iflBat.chJI
TextOuUhOC, 130,20, string, strlenfstring));
TulOuUhDC,
1:17,45,FilcNllme,strJcnIFileName);
I
NlJl.L)
MIUCQNIIAND);
iflflesl = Sl,oreScanWinl'pScanWinCoordfi I,hWnd» ==
Meas8geBox(hWnd, "NuW,NULL, MB_OK I
blocktsUI;
ifffin2l1
forfj=lj<=NumOut;j++)
fprintflfin2,"%f\n",yhatU));
fprintflfin2,"\n");
ifC!8aLchfl
WrilelmageClal<sO;
OisployGrophicso,Wnd,il;
Oisplay'fexUhWndl;
ifffcioseClin2l!=Ol
MesAAgeBoxfhWnd, "Error closing file.","Error 6", MB_OK I
MIUCONJIANOl;
elscilt!Bntchli
strcpy(GrnphFiIcName,OutNamel;
ifl!GetGrllphic;(hWndll
return NULL;
I
returol;
/' CllIlc to free 011 allocnlcd memory on IDCEXlTor WM_CLOSE '/
void PrllcMemoryfl!WND hWndll
inti;
ResctPallettell;
FrceAvgMemoryl I;
GlobalUnlocklhPixeIRccord);
p!'ixelRecord = GlobalFreeChPixelRecordlj
GlobnlUnlocklhPixelRecord2l;
pl'ixelRecord2 = GlobalFree(hPixelRecord2l;
GlobalUnlocklhlmageAvS'Byte);
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plmageAvgByte'" GlobnlFreerh TmngeAv(l:Bylel;
GlobalUnlock(hlpMonsterArr 1);
plpMonsterArrl '" GlobalFree(h IpMonst.erArrll;
01obaIUnlock(hScanWinCoord);
pScanWinCoord '" G1obaIFreelhScnnWinCoordl;
GlobalUnlock(hlmageDatalj
pImageDnt8 '" GlobaIFree(hlmageDnlo.);
GlobalUnlockfhlmngeData2);
pimageDntn2 = GlobaIFree(hlmogeJ)ntn21;
GlobalUnlock/hSennWinDala);
p8canWinData = GlobalFreelhScanWinDntnl;
Delet.eObjecUhBitmaplmllgo);
Delet.eObjecUhQldBitmaplmage);
unlock_ram();
G1obalUnlock(hBiUnfo);
pBitlnro= GlobnIFree(hBitlnfol;
for (i",O;l<nScanCount;iHII
DeleleObjecUhBitmnplill;
DeleleObject(hOldBilmIlPlill;
GlobnlUnlock(hScanBufferlill;
pScllnBufferlii = GlobolFreeChScnnBuITerlill;
if(!ClearAIIl [
DcstroyWindow(hWndl;
irChWnd "'''' hWndMninl
P08lQuilM~~~nge(Ol;
'* Determined the Graphic ~ize to usc for the cartoon"
void SelectGraphicBitmnp(voidH
nScrX",O;
GrnphicSize=12;
nScrY",Linet40tGraphicSizc'(nYSeanWindnws-ll;
if(nSerY> 44011
GrnphicSize"'S;
nSerY=Linet"OtGrnphi<:Sizc'(nYSCllJ\Window~-IJ;
I
if(nScrY> 44011
GrnphicSize"'6;
nScrY=Linet"OtGTllphicSizc'CnYSCllJ\Window~·ll;
I
if (nScrY > 440](
GraphicSi'lc",4;
nScrY=Linet40tGrllphicSizc'(nYScanWinl!OWIl·IJ;
I
if<nSerY> 440)[
GraphicSize=3;
nScrY=Linet40+GraphicSize'(nYScanWindOWIl·IJ;
'"
;ffn5cry,44011
GraphieSiu=l;
nSerY=Line..tO+Gr8pbicSiu·fnYSc:anWindows.l);
~witchfGrllphieSizell
e8sc12:
strepyfNoxx,"No12");
ItrepyfLcxx,"Lt12");
ItrepyfMe:u::'Md2");
ItrepyfHUlIO,"He12");
ItreP1l'Slu,"St12");
Itrepy(LLu."Ulr);
Itrepy(Hlxx."H112"1;
break;
e:tIseS:
atrcpyfNou,"NoOB");
ItrcpyfLcxx,"Le08"I;
IlrcpyfMexx,"McOS"I;
strepyfHexx,"lIcOB");
slrepylStx:x,"StOS");
atrcpyfLtxx,"UOB");
strcpyfHtxx."Ht08");
break;
case 6:
slrepyfNou,"ND06");
strcpyfLcllX."Le06");
strepyfMcxx,"Me06"I;
5trepyfHux,"Hc06"I;
~trcpylSt.xx,"St06"1;
strepylLtxx,"Ull6"l;
strcpyfHtxx,"lIt06"l;
brenk;
case 4:
strepylNou."No04");
strcpyfLax,"No04");
atrcpyfMeu,"No04");
atrcpy(Hax,"No04");
strcpyfStxx.~"I;
strcpy(Ltxx,"'l'rO(");
atn:py(Hlxx,"'l'rO(");
break;
clue 3:
stn:pyfNou."No03"1.
'trepyfLax,"No03"l;
strepyfMex:lIO,"No03");
strcpyfHex:x,"No03"l;
strepylSuJt."'Tr03");
strepyfLl.xx."'Trll3");
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strcpyUltn."'I'rO:rJ;
break;
easel:
strepyINou."NoOl"l;
strcpy(Lcxx,"NoOl"l;
strcpy(Mexx."NoOl"/;
strcpy(lleu,"NoOI");
strcpy(Stn:,''TrOI"\;
strcpy(Ltxx,'''l'rOl"l;
strepy(l!tn:."TrOI");
break;
I
II"' End ofSeleetgrllphieBilmap "'I
void networkCvoidl1
inl ij;
longint ref=OL;
double vlIl,net;
J-insertinpuu*'
for(i=l;i<"neuron;i++l
pScanWinNonnlil = moat huge)(((noat hugo)
pScnnWinCopyfiJVNORM1;
for (i=neuron+1;i<=neuronswtlll;i ++)
I
net .. 0.0;
forCj=l;j<"'neurun;j++1
I
val = IdoublelplpMonsterArrllren;
net = net + vII1"'CdoublelpScanWinNo:T.lljl;
ref"'ref+ IL;
I
pSellnWinNonnlil = 1.0I(I,O-+exp(-nel'LAMDA));
I
forli=neurOlls1ot.al-+1;k=neuronS10t.aI-+NumOut;iHI
I
neL::: 0.0;
forCj:::neuron+l;j<=neuronslotlll;j++l
I
val" IdoublelplpMonsterArrllrefl;
net::: net + vlll"'(doublelpScanWinNonnljl;
rd=ref+ IL;
I
pScanWinNonnlil = 1.0ICl.O+exp(-net'LAMDA});
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forfi=l;i<=NumOut;i++)
yhatJil = p&s.nWinNcrmli+neurcnstotall;
I" Endcfnetworkfunction"
int neu ron~CHWNDhWnd) I
illt ij;
f101lL ww_val;
FILE 'finl;
longint dr.x=QL;
fin t = fopenfNeLFileNflme,"r");
ifflfinll[
MessngeBoxlhWnd,"Nofinl.",
"Error 6", MB_OK I MB_ICONHAND);
return NULL;
fnrli=neuron+l;i<=ncllronsLotal;i++ll
forlj=l;j<::neuronj++H
fscanllfinl,"%f",&ww_vall;
plpMonsterArrl[dexl:: wv,_val;
dex = dex+ lL;
forli=n()uronstotal+l;i<::neuronstotal+NumOut;iH-ll
for (j=nellron+l;j<::nellronstotal;j++lI
fS~l1nlllinl,'%r",&ww_van;
plpMonsterArrUdexl:: ww_val;
dex= dex+ !L;
fdosc{tinl';
retuml;
l"ENO"
int ncttstfJIWND hWndl
I
neuron" (long inllS~lInSi~cX'ScanSizeY"'NurnScans;
ncurollsLoLnl ",(long intl (neuron+NurnLayers);
memoryl=(1onginl)
UNumLnyers+NumOul+ILlt{nouron+NumLayers+NumOut+lL));
iflplpMonstcrArrl !" NULL)[
GlobalUnlocklhlpMonstcrArrll;
plpMonsterArrl = GlobalFrcc(hlpMonsterArrll;
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if«hlpMonsterArrl =GlobaIAllocCGMEM_MOVEA8LE I
GMEM_ZEROINIT,
memoryl·llizeoftdoublelll == NULLlI
MessageBox{hWnd, "Memory Allocation Error.",
"ErrorS.l1", MB_OK I M8_ICONHANIJl;
return NULL;
if«plpMoosterArrl = Cdouble huge *lGloblllLockChlpMonSUlrArrill ==
NULLll
MessageBox{hWnd, "Global Lock Failed.",
"Error 9.9", Mil_OK I MB_tCONHANDl;
return NULL;
testdon : donniearrays<hWndl;
if(plpMonsterArrll
neuronsChWndl;
return 1;
voidblocktstCvoid)
[
iot i;
for{i=I;i<:neuron;i++)
pScanWinCopylil:: Cunsigned int huge) pScunWinDlltlllil;
networkO;
for (i=lji<:NumOut;i++l
if(yhatJil:> 0.5)
ythrlll: 1;
else
ythrtil: 0;
void unlock_rllmlvoidll
GloblllUnlockChSconWinNorml;
pScanWinNorm" GlobaIFreeChScanWinNorm);
GlobnIUnlockChSeanWinCopy);
pScanWinCopy:: GlobaIFree{hScanWinCopy);
int donniearraysCHWND hWndJ I
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mClnllry! ::flllnginlJ
(Numl.ayers-tNumOul-tlLJ*(neurcn-tNumLayers+NumOul-t!LU;
nHlmory3 =(long int) /neuronstotal+NumLayers+NumOut+lLl;
if(pScanWinNorm 1= NULL)[
GlobalUnlock/hSc:aIlWinNorrnl;
pScanWinNorm = GlobalFreernScanWinNorml;
if CChStanWinNorm = GlobaIAl1ocf'JMEM_MOVEABU': I
GMEM)~EROINIT.
memoryl"'sizeoftdouble))J == NULL)[
MessageBolfhWnd, "Memory Allocation Error.".
"Error8.12", lt18_0K I MB_ICONIfAND>;
return NULL;
if(lpScnnWinNorm = <double hugetlGlobalLockCh&llnWinNormll =::
NULl.Il
MeslIageBoxlhWnd, "Global Lock Failed.~,
"Error9.11". MB_OK I MB_ICONHAN"Dl;
relurn NULL;
if(p&nnWinCopy!:: NULl.ll
GlobaIUnlock(hSconWinCopy}:
pScanWinCopy:; GloooIFrce(bScnnWinCopyJ;
if«hScanWinCOllY = GlobaIAlIoc(GMEM_MOVEABLE I
GMl<:M_ZF.:ROINIT,
<neuronstotal-tlLl"sizeoltunsigned int))) ==
NULL)1
MessngeDoxfhWnd, "Memory Allocation Error.",
"Error8.13". MB_OK I MB_ICONHANDl;
return NULL;
ifllpSl8nWin(:opy = (unsigned inlhuge '"}GlobaILockfhScanWinCopy)}
== NULL)l
MessageDoxlhWnd, "Global Lock Failed.".
"Error9.12". Mn_OK I MB_ICONffANDJ:
reLurn NULL;
return I;
iot Do1'helrnngeAverngeEvalualionFor'TheSmartRadarProject.lHWNDhWnd)
I
chn1" 'I'empAvgFileI801;
long inl ij.n,byLe~reRd,bytesmoved,l;
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BYTE AvgVol;
flOllt av"mllX;
pReadAvgBuffer == pToRendAvgBufl'er;
ptmageAvgBufl'er == pTolmageAvgBufTer;
plmageAvgBytc'" pTolmageAvgByle;
for (x",O;:x«MemSizeX"MemSizeYl;x++) plmngcAvgBufTcrll1 '" 0.0:
x ;OL;
strcpyCTempAvgFile,FileNamel;
for (i=O;i<ScanScans;i++)I
hFile '" OpenFile(FileName, (LPOFSTRUCTl
&OfStnIct,OF_READ);
if(hFile=; -ll(
McssageBox(hWnd, "Image RVg file ~~rrnr",
"Error 21", Mll_OK I
return NULL;
bytesmoved == Jlseck(hFilc, 512L, 01;
if(bytesmovcd==-lH
MeasogeBol(hWnd, '_,lIseck error",
"Error 98", Mll_OK I
rcturnNULL;
x= OL;
(or (n=O;n<Line;n++11
bytesrcad;
JrelldChFilc,CLPSTRlpReadAvgBuffer,Pixcl);
iflbyt.esrend=; 0)(
MessogeBoxlhWnrl, "_I rend error",
"Error tr", Mil_OK I MB_ICONIIANI>l;
return NULJ.:
I
pReadAvgBulfcr", pToRenrlAvl:BufTcr;
rorU=O;j~b),tesrlo!adj++ll
plmageAvgBufferlflonglxl += (float
hugelpReadAvgBufTerljl;
I
Jclose(hFile);
strcpyfOldNamo,FileNllme);
GetNextFile(ll;
slrcpyfFileName,NextFilol;
pRcadAvglJufTor =pToRelldAvgnufTer;
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o.vcmo.lr:·l000.0;
forfi:O;i<PilrcltLinc;i++JI
plmagcAvgBufferli I : plmageAvgBufferliVtOoat
hugc!ScnnScanll;
I
for 1~"O;i ..Pixel-Lino;i++ll
Hvomox = moxfovemax,plmageAvgBufferfill;
for (j",O;i<PixcltLine;i++Jl
plmogcAvgBulTer( i I'" fplmageAvgBulferliVavemax)·255.0;
forfj",O;i .. rixe,tLine;iH-JI
iffTnresholdH
Thre~holdAvgFlag = TRUI!:;
AvgVal '" (BYTE hugelplmageAvgBufferli):
illAvgVabThresholdVal)
ptmagcAvgBywlil=220;
plmageAvgBytclil=45;
I
else!
ThresholdAvgFlng = FALSI!:;
plmngeAvgBylelii = (BYTE
hugclplmngcAvgBufTcrlit;
I
iflhlmagcAvgBytc!= NULL)
DelcteObjectfhlmageAvgByte);
DoSwapVidcof);
hDC=GetDClhWnd);
hMcmoryOC = CrcalcCompalibleDClhDC);
for (i=O;i<Pilrcl-Line;i++ll
plmllgeAvgBytelil = fBYTE)255· pTmllgcAvgByte!iJ;
;r
HhllllngcAvgByte"CrcnteDlBitmnpfhDG,fLPBITMAPINFOHEADER>&fpBitlnro_
>bmillcndcrl, CB~'-INIT,(LPSTR)plmagoAvgByte, pBitlnro.D1B_RGB_COLORS))
""NULIJI
Mc~sngcl3oxfhWnd,"Not enough memory for bitmap,",
"Error 14M , MB_OK I MB_ICONHANDl;
RclcnseDCfhWnd,hDC);
DelctcDC{hMcmoryDCI;
rctnrnNULL;
SclCClObjccUhMemoryDC, hlmngeAvgBywl;
l7,~
BitB1UhDC,120,20,Plxel,Line,hMemoryDC,O,O,SHCCOPY1;
ReleaseDCfhWnd,hDCl;
DeleteDC(hMemoryDC\;
strcpy(FileName,TernI'AvgFilel;
strtpyfOldName,FileNamel;
return(ll;
int DoTheSpectralrnageDisplaynfWND hWad, int "pos, intyposl
I
longint iJ,n,x;
if(hSpecImllge 1: NULL) DeleteObjecUhSpeclmngol;
DoSwapVitleo();
hDC",GetDC(hWndl;
hMemoryDC", CreateCompatibleDC(hOCl;
"((hSpecImage:Creat.eDlBitmap{hDC,(LPBITMAPINFOHEADER.&lpBillnfo-
:>bmiHeaderl, COM_INIT, fLPSTRlpSpee!mab'C, pl3itlnfo,OIU_RGIJJ:OI.OHSn ='"
NULL) (
MessageBox(hWnd, "Not enough memory for Sllectrn
bitmap.~,
~Error 14·1", MB_OK 1 MIUCONIIANl)l;
RcleaseOOhWnd,hDCI;
DeleteDClhMemoryDCl;
return NULL;
SelectObjectfhMemoryDC. hSpeclmngel;
BitB1UhDC,xpos,ypoll,xxsiz,yysiz,hMemoryDC, O,O,SRCCOPYJ;
iffSpeclrll.Flog)l
StrelchhDC '" GetDC(hWndl;
StretchBltfStretchhDC,xpos,ypos+yysiz+20, 175,175,hDC,xl)fls,ypos,xxsiz,yysi1"SltCC
QPYl;
ReleaseDC(hWnd,StretchhOC):
if(!SpeclraFllIg.1 TextOutChDC,235,5,"NeurIl1 Distrihution",19);
ReleascDCfhWnd,hDCJ;
DeletcDC(hMcmoryDCI;
pBiUnfo-:>bmiHendcr.biWidth '" Pixel;
pBitlnfo-:>bmiHcoder.biHeighl '" Une;
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pBiti nfQ.:>hmilfeader.hiSi~e1malie'" (Pixel~Line);
returofl);
inL l'unchThru(HWNO hWndlf
inti,MaxScans;
MemSizeX", ScanSizeX;
MemSi;o;eY", SconSizeY;
whilc(MemSizeX',Ml
MemSi:I:eX++;
while(MemSizeY%4l
McmSi7.eY·+-+;
pllitlnfo.:>bmillcoder.biWidlh = MemSizeX;
pl3iLlnro·>bmilleoc!or.biHeight = MemSi~oY,
pBitlnfo.:>hmiHender.biSizelmnge =MemSizeX*MemSizeY;
ifHhAvlIrageBuffer'" GlobnlAllocCGMEr.CMOVEABLE I
GME:M_ZEROINIT,
(MemSizeX*MemSizeY*sizeoffnool)))) "'=
NULLll
MessngeBo:dhWnd, "Memory Allocation Error.",
"Error 8.17", MB_OK I MB_ICONHANDl;
relurn (NULL);
ir((pAverngeBufTer = moaL huge *jGlobalLock(hAverageBufTer)) ==
NULl.)!
MessngeBoxlhWnd, "Global Lock Failed.".
"Error 9.15", MB_OK J MIUCONHANDl,
reLurn (NULL);
pToAverngc = pAverage(]ufTcr,
ifHhAverlllteUyte = G1QhaIAllocCGMEM_MOVE:ABL;;: I
GM~~r.CZlmOINI'1',
(MemSizeXf"MemSizeYJ)) "'''' NULL)l
MessageBox(hWnd, "Memory Allocation Error.",
"Err(lr8.18", MB_OK I MB_ICONHANDl;
r(llurn(NUI,L);
if{(pAverngoBylc = mYTE huge ·lGlobalLock{hAverageBytell == NULL)!
MesSllgeBodhWnd, "Global Lock Failed.",
"Error 9.10", MB_OK I MB_1CONHANDJ;
rcLurn(NUJ.Ll;
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p'J'oAvllrngeByle '" pAverngeByt.n;
MaxScans", min(S,SeanScans);
for(i",l;k",ScllnScllns;i+.ll
hDisplayBuffer[il '" GlobnIAlloc{GME~CMOVF.AUU~ I
GMEM_ZEROINIT,
(MemSizeX·MemSizeY)l;
if(hDisplayBufferlil "''' NULLl(
MessageBoxlhWnd, "Memory AllocAtion
Error.",
"Error 6", MB_OK I MB_ICONIIANlJl;
relurn NULL;
I
pDisplayBulTerlil == GloooILock(hDispIAylluffcrlilJ;
if(pDisplayBuffcrlil",'" NULL)I
McsAAgcBoxlhWnd. "Memory Al10cnlilln
Error,",
LocnlF'redhDil<VlnyBufferliU;
relurn NULL;
I
pThDisplaylil '" pDisplayBuffl'lrlil;
strcpylOldName,FileName);
GctNrxtFile(i·l);
Writo'J'oBufferffileoffscl,i.hWnd);
pDisplayBulTcrl iI '" pToDil<plllyl il;
SelCursorfhSavcCursor);
iIli<==Mnx5cnnsll
Wril.eBilmnplhWnd, pDisplllyUuffl'rlil, fkrX,
SerY,i);
ScrX+",ScnnSizeX+ri;
pAveragel3ulfcr'" p1'oAvcrllgc;
for f;",O;kMemSizeX·McmSizcY;iH)
pAvcrageBylelil"'{pAveTUf;ellulTcrlillScHIlf)cnIlHI;
pAvcrllgcByte '" pToAverugcByle;
ScrX +'" ScnnSizeX+lO;
WriteDitmapfhWnd, pAvllragcByte, ScrX, Scr'f, MllxScnns+l J;
pBitlnfo->bll,iHcadcr,biWidth '" Pixel;
pBitlnfo.>bmiHeadcr.biHcight = Linn;
pBitlnfo->bmiHcador.biSizclmllgc = rp;xcl·l,incJ;
for/i=l;k=MllxScans+l;i++J[
GlobalUnlockfhDisplllyBulTerlilJ;
GlobalF'rcefhDisplnyBurrorlill:
'"
pAvcrngcUytc = pToAvcrageByle;
pAvcrageBuf'fer= pToAvcrngc;
GlobalUnlocklhAllerageBytel;
OlobnlFree(hAverageBytel;
C!ohalUnlockfhAverageBufTerl;
G1obalFreclhAverageBuf'ferl;
roturn I;
, ,
,. ~
,. functionScanGraphic
~ ~
"Thi~ function IIcan" an image to determine how many non- *'
"connecled ohject.,ure present. ..,
,. ~
, u •• u u u .,.•••u ~,
illl huge ScanGrnphid/{WND hWnd,iot numberll
loog int iJ,Pixelhit,Hvnl,OldHil;
lnrgetsG=O;
tnrgelpixcl,=O;
Pixelhit.:O;
OhlHit.=O;
ifC!Jmllb'CSctl
return NULL;
irlnulIlber==I)(
lIllnrpix=
(longKTnrgetNumbcr+ t l'llongl/PixelNumber+ Il·Oong.1sizcoftintl;
irlpPixelRecord == NULL>r
irlthPixelRecord = GlobalAlloefGMEM_MOVEAB!..E
IGMErt.CZEROINIT,
mtnrpixl) == NULLll
MessagcBox(hWnd, "Memory Allocation Error.~,
"Error 8,19", MB_OK I
MJUCONllANDI;
relurnINULL);
i((lpPixelRccord =(inlhuge 'lGlohlllLocklhPixelRecord») ==
NULLll
MIJ~sngellox(hWnd, "Glohal Lock Flliled,","Error9,r, MB_OK I M13_ICONHAND);
relurn(NULL1;
I
f' rcsclPixelRecordnrroy .,
'"
for (i::O;i<TllrgetNumber;i++1
for(j::O;j<PixelNumber;j++1
pPixeIRecordli·PixeINumber+jl = -1;
if (number == 211
mtarpix::
(longl{TargetNumber+1)·(1ongKPixelNumber+ 11·(1onglsize<JOinl);
ifCpPixelRecord2 == NULLH
if(hPixeIRecord2 = GlobalAlloc(GMEM_MOVF:ABLI!:
I GMEM_ZEROIN1T,
mtarpixll=: NU!,L)l
MenageBox(hWnd, "Memory Allocation Error.","Error 8.20M , MB_OK I
MB_ICONHANDl;
relurn(NUL[,);
if(/pPixeIRecord2 = (inl huge °lGlobnILoek(hl'ixelRccord211 ==
NULL>I
Me~sllgeBox(hWnd, "Glolonl Lock
Fniled.",
return rNUI,I,>;
I
,. reset PixclRceord arrny 0'
ferli=O;i<TnrgetNumber;i++>
fer/j=O;j<PixelNumoorj++l
pPixelReeerd2lioPixelNumber+jl = -I;
I
Hval=lintll<noatlTarVoIV4.0;
for (i:O;i<nScanWindows;iH)1
SennPes=i;
if/number== 11
Pixclhit=/intKIOO.O·lllrnnr:eDntulij);
if(number==2)
Pixolhil = (intlflOO.O·plrnllgc()nlu2IiIJ;
if(Pixclhit< HvnlJ
Pixclhil=O; IIl'ixclhitis I roruturgct
if(Pixclhilll
Old Hit = CheckOldIliUi,numlJcr);
if/!Oldllilf'
targelpixcl~= 0;
IdclIlifyl]JiprhWnt.l,i,numbcr);
I~I
targetsG++;
ifCtargetsG>Targe!.NumOOrll
targetsG=
TargetNumber;
return NULL;
return I;
1············u uu.u..··.. ·1
~ ~
I' function ScllnlmngeAvg '1
It ~
,. This functillll ~cllns un nv~r(lgcd IInfl.hresholdcd .,
,. imngo to determine how many non· connected objects ./
I' nrc pre~ent. '1
,. ~
1.. •• u ..•••..•• ..•• ••..• ..• • ..1
inl hugo ScnnlmllgeAvglllWND hWndli
long int iJ,Pirelhit,Hvnl= IOO,OldHit;
targets! =0;
targetpixels=O;
Pixelhil.=O;
Oldllit=O;
iflplmngcAvgByle == NULL)
return NULL;
iflpPixclRccord == NULL)I
mLllrpix = (IongIlTargetNumber+U·l1ongIlPixeINumber+I)'Oong)sizeof'tintJ;
ifl(hl'ixclRccord = GlobaIAllocIGMEM_MOVEADLE
I GMEM_ZEROINIT,
mtarpixll == NULLJI
MessngeBoxChWnd, "Memory Allocation
I~rror:',
"Error 8.21", MB_OK I
MIUCONIIANOl;
reLurn(NULL);
if((pPixeIRcconl = (int huge 'lGlobIlILock(hPixeIRecordl) == NULL)l
MessugcBox(hWnd, "Globnl Lock Failed.",
"Error9.1",MB_OK I MB_ICONHANDl;
return (NULLI;
'"
/"reset Pili:elRecord array ./
ror (i=O;i<TargetNumber;i-t-t1
ror(j=Oj<PixelNumbcrj++1
pPixelRecordli·PixelNumber+jl = .1;
ror(i=O;i<Pixel"Line;i++ll
ScanPos=i;
Pixclhit = (inlJ(plmagcAvgByt.eliJ);
i«Pixelhit> Hvall
Pixclhit = 0; IIPixclhit;~ 1 rOT n tnr(;'ct
irlPixelhitll
QldHil= CheckOldHiUi,I);
ir(!OldHitll
lIlr£lp.lpixel~ = 0;
Idenlirylmngelllip{hWnd,i);
tnrgeLsI+-t;
ir(tnrgel.Q1>TnrgetNumhr.rH
t.urgclsl =
TargetNumber;
relurn NULL;
return I;
,,, U •••UHUU .,. U ••••••••••••/
,. ./
,·rundion Identiryillip .,
/" ./
'" This is a recursive runction which determines the extents .,
/"and localionorench object in thellcnned imngc. .,
/. ./
/. ./
, .,. ..u ...,. u /
int huge IdentiryBliplliWND hWnd,int J-1itPositinn,int numberli
intPixelhit,Hval,Oldllit;
irfHitposilion <0)
return;
'"'
HV81 = (inU((floatl'rarVal)/4.0:
iHnumber==I)
Pixelhit = (int)flOO.O·plm8l;eDataIHitPoliitionj);
;f(number=",2)
Pixelhit= (intKIOO.O·plmageData2IHitPositionH;
iHPixclhit<Hval)
Pixelhit = 0; flPixelhit is 1 for II target
if(PixclhitJI
f'if{!Firl'ltPix(1)"'
01dHit", CheckOrdHiUHitPosition,number);
"Record new hit 'f
if(!OldHitll
if/number== 1)
111';xclnecen.lltargctsG"CPixelNumberl+l.argetpixels) = HitPosition;
if{number==2)
pPixclRecord2ItargetsG'/PixeINumber)+t8rgetpixelsl '" HitPosition;
targetpixels++;
if(targetpixels>PixelNumber)1
tllr;,,'etpixcb=
PixclNumber;
return NULL;
f' Lowerlcftcorner·'
iffScanPos == 0)1
ltllmtifyDlip{hWIIl.l,HitPosition+nXScanWindows,number);
IdentifyDliplhWnd,HitPosition+nXScnnWindows+l,number);
IdentifyBlip(hWnd,lIitPosition+l,number);
f' Lower right corner Of
elseif(HitPosition+l:<=
nXScnnWindow!<U
ldentifyBlip(hWnd,HitPosition+nXScnnWindows-l,number);
ldcntifyDlip(hWnd,HitPoliition+nXScanWindows,numberl;
IdcntifyBlillfhWnd,HitPosition-l,numlJer);
I. Upper left corner 0'
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elseif\HitPosition=:II
nScanWindows-nXScanWindowsll
IdentifyBlipChWnd,HitPoBition-nXScanWindowstl,numberl;
JdentifyBlipChWnd,HitPoBition+l,number);
IdentifyBlipChWnd,HitPosition-nXScanWindows,numberl;
I
"Upperrightcornertl
elseir(HitPosition+1 =::
IlScanWindowsll
IdentifyBlip(hWlld,HitPosition-l,number);
IdentifyBlip(hWnd,HitPollition-nXScanWindowll,numbcr);
IdentifyBlip(hWnd,HitPOllition-IlXSctlnWindoWlI-l,nllmoor);
rctt:rnl;
"Againstlef\.lIide .,
else if
C{HitPosition%nXScanWindowsl==O 11
IdentifyBlip(hWnd,HitPosition+nXScanWindowS,numberl;
Ident.ifyBlip(hWnd,HitPosition+nXScllnWindowlI+l,numberJ;
IdentifyBlip{hWnd,HitPosition+I,numberl;
Ident.ifyBlipChWnd,HitPosition.nXScanWindows+l,numberl;
IdentifyBlip(hWnd,HitPosition·nXSeanWindows,number1;
I
I' Against. right side ~I
else
ilHCHitPosiUon+Jl%nXScanWindowsl::=O)[
IdentifyBlip(hWnd,HitPollition+nXScanWindows.l,numberJ;
IdentifyBlip(hWnd,HitPosition+n){ScanWindows,numberl;
IdentifyBlipfhWnd,HitPosition-l,number1;
IdentifyBlip(hWnd,HitPosition-nXSeanWindows.l,numoorl;
IdentifyBlipChWnd,HitPositioo.nXSeanWindows,JlumbcrJ;
1'4
nScanWindowl-nXScanWindoWl:)1
IdllntifyBliplhWnd.HitPolltion.l.number);
JdcntifyBliplhWnd.HitPolition.nXStanWindows.l.numbllrl;
hlcntifyDlipChWnd,lIitP~ition-l,number);
JdentifyBlipfhWnd,HitPolition.nXScanWindowl,number);
IdllntifyBlipChWnd,HilPo,itwn.nXScanWindows-l,numberl;
I
else if<HitPosition.l <
nXSconWindowsll
IdentifyBlipChWnd,HitPositionHly.scanWindows-l,numbcrl;
IdentifyBlipfhWnd,HitPosition.nXScanWindows,numl:er);
IdentifyBlipOlWnd,HitPolition.nXScanWindowl.l.number);
IdentifyBlipChWnd,HitPosition.-l,number);
Idcnti(vBlipChWnd,HiLPolition-l,number);
'-Inside -,
elsel
IdcntifyBlipChWnd,HitPO$ition.nXScanWindowI-I,numberl;
IdonlifyBlipChWnd,HitPolition.-nX$cnnWindows,numberl;
IdcntifyDlipChWnd,HitPosition.-nXScAnWindowul,numberl;
IdcntifyDlipChWnd,HitPosition+l,numberl;
IdentifyBliplhWnd,HitPosition-nXSconWindows+l,numberl;
ItienlifyBlipChWnd,HilPosition.nXSr.onWindows,numberl:
IdcntifyBlipChWnd,HitPosilion·nXScanWindows·l,numberl;
IdentifyBlipChWnd,HitPosition.I,numberl;
I.,
return 1;
,.. u,
,. .,
,. function IdnetifylmageBHp .,
,. .,
,.. This is a recursive function which determines the extents .,
,. and location of each object in the averaged thre6holded .,
'·image. .,,. .,
,. .,
,.. ,
int huge IdenUfylmageBlip(HWND hWnd,int HitPosition}1
int Pixelhit,Hval=100,OldHit;
Pixelhit '" (intXplmageAvgBytelHitPosition I);
if (Pixelhit > Hvall
Pixelhit=O; 'lPixelhitisl (orlltnrgct
if(Pixelhit)l
OldHit = CheckOldHitCHitPosition.l);
'·Recordnewhit .,
ifl!OldHit)[
pPixelRecordftargetsI·(PixelNumber)+targetpixelsl = HitPosition;
targetpixels++;
if(tIIrget pixels>PixeINumbcrll
tall."Ctpixcls=
PixelNumber;
return NULL;
,. Lower left. corner ./
iffScllnPos==Oll
Identi(ylmageBlipChWnd,HitPosition+Pixel);
JdentifylmageDlipChWnd,HitPosition+Pixel+ll;
IdentifyImageBlipChWnd,HitPosilion+ll;
'"
/. Lower right corner */
elseif{HitPOllition+l== PixeDI
Identifylm8geBlip{hWnd,HitPosition+Pixel-ll;
IdcntifylmBgoBlip(hWnd,HitPosition+Pixel};
Identifylmll.gcBlipChWnd,HitPosition-ll;
1* Upper leltcomcr *1
else iffHitPosition == Pixel*Line-
PixelH
Jdcntifylmll.geBlipfhWnd,lmPllsition-Pixel+11;
IdentifylmllgcBlipChWnd,HitPosition+l);
IdentifylmogeBlip(hWnd,HitPosition-Pixell;
(* Upper right corner */
else if(HitPosition+l =.. Pixel*Ljnc)(
IdcntifylmBgeBlip(hWnd,HitPosition-ll;
Idontifylmll.goDlip(hWnd,lIitPosition-Pixe1J;
IdcntifylmagcDlipChWnd.HitPosition-Pixel-11;
returnl;
1* Against lelt side */
else if{(HitPosition%Pixell==O)(
IdcntifylmngcDlipChWnd,HitPosition+Pixell;
IdcntifylmogeDlip(hWnd,HitPosition+Pbtel+ll;
IdcntifyImllgcDlip(hWnd,HitPosition+l);
IdcntifylmllgcBlip(hWnd,HilPosition.Pixel+l)j
IdcntifylmagoBlip(hWnd,HitPosition·Pixell;
1* Agt\inst rigl1t side *1
ebe if({(HitPosition+ll%Pixell==O)(
18'
IdenUfylmageBlip<hWnd,HitPolitiGll+Pinl·ll;
IdentifylmageBlipChWnd,HitPo,ition+Pixell;
IdentifylmageBlipChWnd.HitPositiOf-l);
IdentjfylmageBlip<hWnd,HitPosition-Pixel.l);
IdentifylmageBlipChWnd,HitPOIiition-Pixe1);
,. Last Row OJ
else if(HitPoBiLion >= l'ixeloUne-
Pixelll
IdentifylmqeBlipChWnd,HitPosilion+ll;
IdentjfylmageBlip(hWnd,HitPo~ition-Pixel+1l;
IdentifyTmageBlip(hWnd,HitPosition-ll;
IdentifyTmaa:eBlipChWnd,HitPOIiition-Pixell;
IdentifylmageBli,<hWnd,HitPosition.PixeJ.ll;
r FintrowoJ
elseif(l{itPosition+1 < Pixelll
ldentifylmat;eBlipChWnd,HitPosition+Pixel.ll;
IdentifylmageBlipChWnd,HitPosition+Pixel);
Identifylmaljl:cBlipChWnd,HitPosition+Pix.e1+11;
IdentiryTmaL:eBlipChWnd,HitPosition+ll;
Ident[fylmagoBlipfhWnd,HitPo,ition.Ilj
JOln.• ide·J
elsel
Identl(ylmogoBlillfhWnd,HitPolition+Pixel-l);
IdentifylTt\ogoBlipChWnd,HitPosition+Pix.clJj
Idonti~vlmageBlipChWnd,HitPosition+Pixel+1};
'"
IdentifylmngeBlip{hWnd,HitPositiont II;
IdcntifylmageBlip(hWnd,HitPosition-Pixeltll;
IdentifylmageBlipfhWnd,HitPosition-Pixell;
IdentifylmngeB!ip(hWnd,HitPosition-Pixel-ll;
IdentifylmllgeBllp<hWnd,HitPosition-)l;
I
return 1;
/nuu.•u uuu•• u ,.u•• , /
~ ~
/"functionCheckOldHit ./
~ ~
/. This fundion checks the PixelRecord nrrn,V to ~('c if the ./
/·currcntpixelhnsoJrendy been included_ ./
/" */
/. */
/*' * * ** /
int huge ChcckOldHiUint HitPosition, int numbcrH
longinti= OJ
longintj= 0;
intOldHit;
/·Check ifalrendyfound ../
OldHil=O;
if(numbcr==IJ
for fi=O;i<TnrgctNumbcr;i++J
for Ij"Oj<PixeINumbcr;j++)
if (pPixol Record! I.( Pixel Nu mher I~j J
:",-Il
brenk;
else iflpl'ixclRecordli'(PixeINumherltjl ==
HitPositionl
OlrUlll:: I;
if(num~:)r:=2)
for fi=O;i<TargelNumber;i+t)1
if(pPixdRecord2Ii'(PixeINum!lcrJtjl =" ·1,
br<luk;
forlj",Oj<PixclNumbcr;j++)
iflpPixeIRecord2Ji t (PixeINumllCr'+jl
",,,,-w
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j"O;
break;
I
else if(pPixelltccord2[ j'CPixelNumberl+jl ""
Q[dHit= I;
ifrnllmhcr==:'J1
fllr (j=Oj<PixeINumber;j++)
ifCpAddFirRcClIrdllj1 ==-1)
break;
else ifrpAddFirRecordllj1 == HitPosilion)
Old Hit = 1;
iflnllmoor==41
fllr Ij=Oj< PixclNu mbcrj++ l
iftpAddFirRecord2Ijr",,=·1)
break;
else ifCpAddFirRecord2[j[ ='" HitPlIsitionl
QldHiL= 1;
rclurnCQldllitJ;
inl hll~c I'ninlUlnckIHWND hWnd, inl windowl
I
intYslnrl,line,XpM;
Yslnrl'" nYScnnWinrlows t GrnphicSize+Line+40;
line'" windowlnXScnnWindllws;
XpO!l '" (window%nXScanWindowsltGTllphicSize;
line'" Ystnrt.fIinc·GraphicSize)-GrnphicSize;
hDC",GclOCChWndl;
hMcffillryDC '" CrcatcClImpatiblcDC(hDC);
hDilnlllpGruphic:: LotidBitmnpChlnsc, "BlackBox"};
iflhBilmnpGrnphic == NULL} I
Delct.eDC(hMcmoryDC);
RclcascDC(hWnd,hDC);
return NULL;
I
SclcctObjccHhMcmoryDC, hBitmnpGraphicl;
BiUllUhDC,Xpos,line,GrllphicSize,GraphicSize,hMemoryDC,
O,O,SIWCOPY);
DeletcOOhMcmoryDC1;
RelellseDCChWnd,hDC);
DcllltcObjeeUhBitmapGrnphicl;
return 1;
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/"Stntisticalevnluationroutinc·'
iot DoStats(HWND hWndll
iotij,k;
1* init.iali>;{~TnrgetPos·'
ror(j,::O;i<MarkTargeLNumbcr;i++l
for(j=Oj<:Markpj,,,:.INumbcrj"+l
TargetPoslilUl" "1;
forli"O;i<:MarkTllrget.Number;i++l
fonj=Oj<:MarkPixelNumbcrj++)
TnrgctWinlilljl,,·I;
TnrgetNo .. O;
CurrPixel::: 0;
ImageTar::: Q;
ImngeTarlndex:::O;
if(fTnrgetdat" ropenf"tlIrgct.dllt","r"U!= NULLll
whilefCurrPixel !:::-lH
if[fscnnIlTargcldol,"'If,d",&Currl'ixcll!= 1)
break;
elooifCCurrPixel::::::-I)
Tllrll:clNo++;
I
while ffsclln((Tnrgetdllt,"'»x!",&CurrPixcll!" F:Of"ll
irrCurrPixel=::: -Il[
'fargdNo.. +;
ImngeTnr++;
ImllgeTnrlnclex = 0;
I
else
TargetPosllmageTarlllmngeTorllldcx++ I::: Currl'ixcl;
I
I
else
return NULL;
fcloseCTargeldall;
,. Set up the TargelWin array .,
nSeanWindows::: nXScanWiodows·oYScanWimlow~;
PosSubX:::ScanSizeXl2;
PosSubY:::ScanSi7.eYI2;
CheckPos::: Pixel *PosSuhY+PosSubX;
".
(or n"O;i<MflrkTlIrgelNumbcr;i++)
(or fj=Oj<MarkPixeINumber;j++H
CurrPixel = TargetPoslilljlj
iffCurrPixel==-l)
breakj
CheckCoord=CurrPixe}·CheckPos;
(orlk=Ojk<nScanWindows;k++)
ifWhcckCoord==
pSconWinCoord(kIJ[
TargetWin[illjl=k;
break;
CurrPixel=O;
i(C!lmagcSeUl
McsslIgclJoxfhWnd,"lmllgeDllta flot
londed.."Error",MI3_0KI~m_ICONHANO);
return NULLj
SetCursorlhHourGlnss);
i(C!CorrcIFlagl
i((!ScanGraphiclhWnd,llll
Mossn~Box(hWnd,"ScaflGraphic
crror.","Error",MB_OK IMB_ICONHANOl;
return NULL;
I' Loop to check (or targets 'I
nFalseAl11rmG = 0;
TargelFoundG=O;
(orli=O;i<MarkTargctNumber;i++1
for(j=O;j<MllrkPixclNumoor;j++1
ifCCheckOldHiUTargctWifl[i1ljl,l)J[
TargctFoundG++;
break;
i(cThrcsholdAvgFlllgJ[
targctsl=Oj
ifC!ScnnlmllgcAvgfhWndlll
MessagcBoxlhWnd, "ScanlmageAvg error.",
"Error", MB_OK I MB_ICONHAND>;
retumNULL;
" Loop to check for image average targets "
nF'lIlsoAlarml=O;
TargctFoundl= 0;
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forli=O;i<MarkTnrgetNurnber;iHll
fOI(j=Oj<MllrkPixeINulIlberjH)
if (CheckOldll il{T:lrgotPo~1 i llj I, 1HI
TargetFoundl++;
brenk;
return 1;
r Function to write the stats information to tho screen·'
int WriteStat.s(HWND hWndl!
hDC=GetDC<hWnd);
f~ Do stats for the Graphic *'
f* Print number of objects */
strcpyINtarstr,"Statistics for the Network");
TextOutihDC,GraphicSize*nXScanWindows+20,Line+10.NtarSlr.slrlcn(Nlnrslr»);
lemptar=targel.llGj
itoaCtemptar,Ntarstr,lOl;
strcaUNtarstr," objects found. ");
Text.OuUhDC,GraphieSize*nXSeanWindow1'i+20,Line+60,Nwntr,lllrIcn(Ntnrstr));
/* Prinl number of targets *'
itonCTargelFoundG,Ntarstr,lO);
strcat.(Ntarslr," targets found of");
itoaCTargetNo,Ntottar,lOl;
lltrcatiNtarstr,Ntoltar);
TextOuUhDC,GraphicSize*nXScanWindows+20,Linc+80,Nt.urlltr,l:IlrlenlNtarstrJl;
'* print number offnlse alanns *'
nFalseAlermG = torgetl:lG-TargetFoundG;
itoa(nFalseAlarrnG,Nfalsealllrrn,lOlj
strcaUNfalRealarrn," faille 1I.1anns. ");
TextOuUhDC,GrophicSizo*nXSconWindows+20,Line+l00.NfaIRcnJarnl,RtrlonfNfuJsll
alarm»);
'* Do stats for the Image ~f
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jrl1'hnl~ho1clAvgF'lngJ[
/. Print number orobjects ./
strcpy(Ntarstr,"SLalistics for the Image:>;
1'cxtOutC;lDC,GraphicSi~e·nXScanWindows+20,Line+l"O,Ntarstr,strlenfNtarstr»;
temptar=targetsl;
itoaftemptar,Ntarstr,lO);
strcat!NtIlrstr," objects found. ");
TcxtOuUhDC,GraphicSize·nXSeanWindows+20,Line+160,Ntarstr,strlen(Ntarstr»;
/. Print number of targets ./
itoaITargetFoundJ,Ntarstr,lO);
sLrcaUNtarsLr,"targcts found of");
itoafTargetNo,Ntottar,lOl;
strcaUNtarstr,Ntottar);
'l'cxlOuUhDC,GraphicSize·nXScanWindows+20,LinE+180,Ntarstr,StrlenfNtarstr));
/·printnumberoffalscallirOlS·/
nFalSl'lAlannJ '" targetsI-TargctFoundl;
itOllfnFabeAJarml,NfaJscIlJarm,IOl;
strcaUNfalsealarm," false alarms. ");
TcxtOuUhDC,GraphicSi1.c·nXScanWindows+20,Line+200,Nfalsenlarm,strJenfNfalse
alarm));
I
RclcllseDCfhWnd,hDC);
SeLCursorfhArrow);
return};
/. Funclion to save the stMisticsevaluation toa file ./
int SnvcStnts{HWND hWndll
FJLF.·stats;
nont Det.ectEm=O.O,Detect.Entr-O.O,FalseAEm=O.O;
noat FnlseAEflU=O.O,Pcrl'onnJ",O.O,Perl'ormG=O.O,Batchss",O.O;
if({stnts = fopcnl"stats.dat","a+"») ",= NULL)
return NULL;
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Batchss:c (floatl mllxIGraphicNumber,ll;
if(lStlltsHellderFlllgl!
targetsIAvg=O.O;
targetsGAvg = 0.0;
nFalaeAlarm lA\'g '" 0.0;
nFalseAll\fmGAvg = 0.0;
TargetFoundlAvg = 0,0;
TargetFaundGAvg = 0,0;
SetUpLaserJet.(stalsl;
fprintflstata,"\t\t\tPAGE %d\n",Pagel;
fprintflstats,"\nNome of weight liIe .., %s\n",NetFileNnml1l;
fprintfl,\ltats,"Starting file ... %a\n",FileNnml1l;
fprintflstats,''The numoorofproces8(ld files ...
%2.0f\n",Bat.chss):
fprintflstats;The Network threshold:c %d\n",TllrVnll;
fprintftstats,"The Scan·to·&:lln threshold =
%d\n",ThresholdVall;
fprintfistats:The numoor ofidentified Ulruets =
%d\n",Targ'ctNol:
LinesPrinted=lO:
ifCCorrelFlaglj
fprintfl:Slats,"GrnphiecorrcllllionON\n"l:
LinesPrinted++;
I
if (AverageEval Flagll
fprintRstals,"Averoge evaluation ON\n");
LinesPrinwd++:
I
fprintRstats,"\n");
if(lEvalSoriesFlag)
fprintfisto.ts,"\t\t\t\t\tObjcct\tTllrgct\t!-'nlsc
alarm\n"):
iRFormFeedCstatsll
fprintRstats, "\t\t\tPAGE%d\n", Png-eJ;
StataHeoderFlog = TRUE:
nFalseAlormG =ta.rgetaG· TargetF'oundG;
targetsGAvg = targctsGAvg + (flnatll.llrget.~G;
nFalseAlllrmGAvg::c n~'llll;cAlllrmGAvg +
{floatlnFalseAJarmG;
TargetFoundGAvg = TllrgctFoundGAvg +
(floatlT!lrgetFoundG;
ifCThresholdAvgFlagli
nFalseAlarml = targetlil • TargetFnundl;
targetslAvg = targetslAvg + mOlltltargctsl;
nFalscAlannlAvg = nFalscAlllrmlAvg +
(floot)nFalscAlllrmI;
TargctFoundlAvg" Tarb'CtFoundlAvg +
(noat)TRrgetFoundI;
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ifl!i':vulScricIIF1I1gJ(
fprintflstat8,~\n%li\n",Fi1eName);
fprinllTlilals,"Neuralnel\t\t\t\t%d\t\t%d\t\t
%d\n~,turgeL~G,TargetFoundG,nFlIllieAlarmGJ;
LinesPrinted+=::3;
iflThresnoldAvgFlagJ[
fprinUlslals,"ScanlollClln\e\t\l%d\t\e%d\t\t
(")(I\n~,targe!JII,TorgetFoundI,nFalseAlllrml);
LinesPrintedH;
ilTFormFeed(stals))
fprintflstals, ~\t\t\lPAGE%d\n",
Page);
iftLastBlIlcnFll1gH
t.argelslAvg = targetslAvgfBatcnss;
tllrgetsGAvg = targetsGAvgIBlluhss;
nFlIlseAlarmlAvg =:: nFalseAlarmIAvgIBatchss;
nFalseAlarmGAvg = nFalseAlarmGAvgIBaunss;
TnrgetFoundlAvg = TnrgelFoundlAvgflJntchss;
TnrgelFoundGAvg = TargetFoundGAvgIBlltchss;
Dt!lectEffi:: TargetFoundIAvglTargeLNo*lOO.O;
DetcctEfTG = TllrgelFoundGAvgfl'argetNo*lOO.O;
FalseAEm = nFalseAlarmIAvgfn&anWindows*100.0;
FaiseAEfTG = nFalseAll1rmGAvglnScanWindows"lOO.O;
Performl:
lOO·(TllrgclFoundlAvg·TargetFoundIAvgfITo.rgetNo*TargetNo·Cl.O+nFlIlseAlnrml
Avg)));
PcrfcnnG:
lOO·CTllrgetFoundGAvg·TargetFoundGAvglfTll.rgetNo"TllrgetNc*(l.O+nFalseAlarm
GAvg));
/·printlmmmo.ry*/
fprinUlstats,~\n\nSummllryofre8ults\n\n~);
fprinlflstals,"\t\t\tObject\tTargel\tFalse A\tT Eff\t\tFA Efl\tPerform\n~);
fprintflstnts,"Neurnl nel\t\t %.3I\t %.3I\t %.3I\t %.If\t\t
%Al\t%7.2f\n",targctsGAvg,TnrgetFoundGAvg,nlo'alseAlarmGAvg,DetcctEfTG,Falli
cAEtlU,PerformG);
fprintflstnts,"Scnntosclln\t%.3I\l%.3I\t%.3I\t%.1I\t
%Al\l%7.2I\n\n",tnrgetsIAvg,TargeeFcundIAvg,nFalseAlarmIAvg,DctcctEm,FlIlse
AEm,Performll;
LinesPrinled:: 100;
FormFecdCstatsl;
LastBatchFlag = FALSE;
StatsHeaderFlag = FALSE;
Page" 1;
fdoselstllts);
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return 1;
voidAddDecimal(chnr*strl
I
intlen,i:OJ::O;
len::strlenhtrJ;
for (i:Oji<=len;)
if(i::(1en·lll
Deeimal{i++I:':;
else
Decima1[i++l:: str(j++I;
Deeimallil:'\O';
strcpy(str,Dllcimal);
f* The function will coorclate the objects in the two .(
f* object arrays. */
int CorrelGraphidHWND hWnd)
longint ij,k,m, pixel;
if(pCoorelate =: NULLll
if«hCoorelato = GlobnIAlloc(GMEM_MOVEAnU;
I GMEM_ZEROINIT,
(ThrgotNumbcr·~i7.eoltintl))) ='"
NULLll
McsSlIguBm:(hWnd, "Memory Allocution
Error.",
return (NULL};
if((pCoorelnle '" tint huge *>GlobnILoekthCoorclnto)) ==
NULLj[
McssngIlBoll(hWnd, "Glohnl Lock
Failed,",
"Error 9.1", Mil_OK i
return tNULLJ;
KillTheClone(pPixelRecord);
IGIITheClone(pPixelRecord2J;
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/. Main funy AND loop ./
i",O;
ifCi<TargctNumberJ]
for (j=Oj<PixelNumberjHJI
ifCpPixeIRecordli"{PixeINumood+jl < 0)1
i++;
gotostart;
I
elsel
pixel,.
pPixcl/{ecordli*CPixcINumoorl+jl;
k:O;
start2:
if{k<TargetNumberll
r"
Cm=O;m<PixeINumbcr;m++J1
CpPixcIRecord2Ik·CPixelNumbcrl+ml -:: OJI
k++;
goto
slnrt2;
I
ifCpPixelReeord2Ik·CPixeINurnOOr)+m] =""
pixelll
pCoorelllte(i}=
-I;
i++;
golo
slnrl;
I
k++;
gowstart2;
i++;
gotostart;
i++;
gows1.8rl;
'" pPixelRecord will only contain lhe coorelaled objects"'
/* nll.arthis loop */
i=O;
start4:
if(i<TllrgetNumberl]
ifCpCnorelale{i! == 0)]
for G=Oj<PixelNumberj++ll
pPixeIRecordli*(PixeINurnber)+j]::: -
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