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I. SEZNAM UPORABLJENIH KRATIC 
 
API  Application programming interface  Aplikacijski programski vmesnik 
GPS Global positioning system   Globalni sistem določanja položaja 
IDE Integrated development environment  Integrirano razvojno okolje 
JDK Java development kit    Javanski razvojni paket  
LBS Location based services   Lokacijske storitve 
MAC   Media access control    Protokol v povezovalni plasti ISO/OSI  
RSSI Received signal strength indication  Indikator jakosti sprejetega signala 







































Diplomska naloga obravnava uporabo lokacijskih storitev in uporabo navideznega območja na 
mobilnih napravah, ki uporabljajo operacijski sistem Android. Lokacijska storitev je vsaka 
storitev, ki je odvisna od podatka o trenutnem položaju uporabnika oziroma neke naprave. 
Navidezno območje je področje okoli točke na zemeljski površini, ki je omejeno s krožnico ali 
pa z daljicami, ki povezujejo tri ali več točk. Točka je podana z zemljepisno dolžino in 
zemljepisno širino.  
V prvem delu naloge opisujem lokacijske storitve in načine pridobivanja položaja na mobilnih 
napravah. Podrobneje predstavljam tudi koncept navideznega območja in podam nekaj 
primerov aplikacij, ki uporabljajo navidezno območje. Nato opisujem lokacijske storitve na 
platformi Android ter uporabo vmesnika GeoFenceApi, s pomočjo katerega upravljamo z 
navideznimi območji.  
V drugem delu diplomske naloge opisujem postopek razvoja aplikacije za platformo Android, 
ki uporablja lokacijske storitve in navidezno območje. Aplikacija služi kot nekakšen vodnik po 
državi. Preden obiščemo neko državo, si naredimo seznam krajev, ki bi jih radi obiskali. 
Vsakemu kraju določimo radij, ki določa navidezno območje okoli kraja. Ko naprava pride v 
navidezno območje, aplikacija prikaže uporabniku obvestilo s povezavo na spletni iskalnik 
Google, ki prikaže zadetke o izbranem kraju. 
 




































The present thesis describes the usage of location-based services (LBS) and geofence on a 
device with Android operating system. A location-based service (LBS) is a software-level 
service that uses location data to control features. Geofence is an area around some point on the 
Earth surface and it is limited by a circle with a given radius. Point on Earth is defined as latitude 
and longitude. 
First part of this thesis describes theory about location-based services and about technologies 
on mobile device for obtaining/determining location. Next chapter describes geofence concept 
and introduce some applications that use this concept. Then we describe location-based services 
on Android platform and usage of GeofencingApi on that platform 
Second part of thesis describes development process of a application with geofence concept. 
Application was developed for Android operating system. Purpose of this simple application 
could be described as Country Guide, where user create list of places which they want to visit.  
On every place, they have to add radius which create/form geofence around user place. When 
devices enter in geofence, application shows pop up notification which leads to Google search 







































Zaradi hitrega razvoja mobilnih informacijskih tehnologij so mobilne naprave postale eno 
pomembnejših orodij za hitro pridobivanje informacij, razvijalci aplikacij pa so zaradi njihove 
splošne razširjenosti in priljubljenosti dobili nove poslovne priložnosti. Danes so med 
mobilnimi aplikacijami zelo aktualne aplikacije, ki uporabljajo lokacijske storitve (ang. 
location based services – LBS).  Lokacijske storitve v osnovi poskušajo odgovoriti na enostavna 
vprašanja, kot so »Kje se nahajam?«, »Kje se nahajajo moji prijatelji?«, »Kje se nahaja nekaj, 
kar iščem?«.  Lokacijska storitev je torej odvisna od podatka o trenutnem položaju uporabnika 
oziroma neke naprave. Ta podatek je pridobljen s pomočjo različnih tehnologij, ki so 
predstavljene v naslednjem poglavju. Uporabniki teh storitev so navadno uporabniki mobilnih 
naprav, kot so pametni telefoni, tablice ali prenosni računalniki. Po nekaterih raziskavah naj bi 
trg z aplikacijami, ki uporabljajo lokacijske storitve zrastel s 15,35 milijarde ameriških dolarjev 
v letu 2016 na zavidljivih 75,84 milijarde ameriških dolarjev [1] do leta 2021. 
Namen te diplomske naloge je na praktičnem primeru prikazati uporabo t. i. navideznega 
območja. Navidezno območje je območje, ki je po navadi omejeno z radijem okoli neke točke. 
Točka je podana z zemljepisno širino in dolžino. Osredotočil sem se predvsem na uporabo 
navideznega območja v lokacijskih storitvah na operacijskem sistemu Android. Na praktičnem 
primeru bom prikazal razvoj preproste aplikacije, ki uporablja lokacijske storitve za izvedbo 
navideznega območja. 
Za uspešno izdelavo programske rešitve je bilo treba najprej izbrati najprimernejše orodje za 
razvoj aplikacije na platformi Android. Odločil sem se za izdelavo aplikacije v uradnem 
integriranem razvojnem okolju (ang. integrated development environment) za platformo 
Android t. i. Android Studio. Potrebno se je zavedati, da obstajajo tudi alternative uradnemu 
razvojnemu okolju, kot so Eclipse ali NetBeans, vendar ti niso specifično narejeni za razvoj 
androidnih aplikacij, kot je to v primeru Android Studia. 
V drugem poglavju so na kratko predstavljene lokacijske storitve ter tehnologije, ki so potrebne 
za njihovo izvedbo. V tretjem poglavju se dotaknem predstavitve navideznega območja ter 
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navedem nekaj primerov uporabe. Nato je v četrtem poglavju predstavljena izvedba 
navideznega območja na operacijskem sitemu Android. V petem poglavju je predstavljen razvoj 


























2. Lokacijske storitve 
 
Obstaja mnogo vrst lokacijskih storitev, vsaka s prednostmi kot tudi slabostmi. V osnovi bi 
lahko te storitve razdelili [2] na:  
• storitve, osredotočene na položaj uporabnika ali na splošno neke osebe (ang. person 
oriented LBS service) in 
• storitve, osredotočene na položaj naprave (ang. device oriented LBS service). 
Glavni namen storitev, osredotočenih na uporabnika, je uporabiti položaj uporabnika. Primer 
takšne storitve najdemo v aplikaciji Friend Finder, ki omogoča iskanje položaja prijatelja [3]. 
Po drugi strani storitve, osredotočene na naprave, uporabljajo položaj naprave. Primer uporabe 
takšne storitve najdemo pri sledenju mobilne naprave v primeru kraje (npr. aplikacija Find My 
Phone [4]).  
Dostop do lokacijskih storitev lahko razdelimo na dva načina [5]: 
• potisnjene storitve (ang. Push based service ) in 
• storitve na zahtevo  (ang. Pull based services). 
Potisnjene storitve so samodejne, saj se izvajajo tudi, če jih uporabnik ne zahteva. Primer takih 
storitev so moteče reklame, ki se pojavijo na zaslonu računalnika ali mobilne naprave. Storitve 
na zahtevo so storitve, ki se izvedejo, ko uporabnik pošlje zahtevo, da želi storitev uporabiti. 
Primer take storitve je na primer iskanje najbližje avtobusne postaje. 
Lokacijske storitve lahko razdelimo tudi glede na namen oziroma kontekst uporabe, na primer 
na storitve za navigacijo, zabavo, dostop do informacij in storitve za zagotavljanje varnosti in 
zdravja [6]. 
• Storitve za navigacijo in sledenje (ang. navigation and routing) so najbolj prepoznavne 
lokacijske storitve. Navigacija nam omogoči, da prispemo na cilj po poti, ki je odvisna 
od različnih dejavnikov, na primer načina transporta in obstoječega prometa. Sledenje 
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uporabnikom je zanimivo s stališča podjetij, saj omogoča analizo obnašanja 
uporabnikov in posledično izvedbo ciljno usmerjenih oglaševalskih kampanj, ki so 
navadno tudi učinkovitejše.  
• V skupino storitev za zabavo (ang. entertainment) sodijo igre kot tudi družbena omrežja. 
Primer igre, ki uporablja lokacijske storitve, je igra Pokemon Go, ki je podrobneje 
predstavljena v poglavju 3.1. 
• Med informacijske storitve (ang. information services) sodijo storitve, ki uporabniku 
zagotovijo določene informacije, na primer prihod avtobusa na določeno postajo. 
Takšne storitve uporabljajo tudi aplikacije, ki služijo kot turistični vodniki. 
• Med storitve za zdravstvo in varnost (ang. accident and emergency services) sodijo 
storitve, ki posredujejo informacijo o ljudeh med nesrečo. Primeri takšnih storitev 
vključujejo sporočanje položaja vozila varnostni službi ali pa posredovanja alarma za 
nujno zdravniško pomoč na domu zdravstveni službi. 
 
V Evropi je od leta 2002 veljavna direktiva Evropskega parlamenta o zasebnosti in elektronskih 
komunikacijah [7] (ang. Directive on privacy and electronic communications). Zakon je bil 
vpeljan v nacionalno zakonodajo v vseh članicah Evropske unije. Kratek povzetek zakona je 
sledeč [8]: 
• Podatek o lokaciji lahko uporabimo le v primeru »anonimizacije« (iz podatka ne sme 
biti razvidna povezava s katerimkoli posameznikom). 
• Če ne moremo zagotoviti anonimnosti podatkov, nam mora uporabnik dovoliti uporabo 
položaja naprave. Uporabnik mora imeti tudi možnost, da to dovoljenje kadarkoli 
umakne. 
• Ponudnik storitev mora obvestiti uporabnika, katere lokacijske podatke bo zbiral in 
obdeloval ter ali bodo podatki posredovani tretji osebi ali organizaciji. 
V praksi končni uporabnik aplikaciji dovoli ali zavrne uporabo svojega položaja, ko naloži 




Slika 1: Prošnja za dovoljenje za pridobivanje položaja na operacijskem sistemu Android 
 
2.1. Določanje položaja mobilnih naprav 
V splošnem lahko položaj mobilne naprave določimo s pomočjo satelitske navigacije ter 
brezžičnih in mobilnih dostopovnih omrežij. V nadelavanju je posamezna tehnologija 
podrobneje opisana.  
2.1.1. Določanje položaja s pomočjo satelitskih navigacijskih sistemov  
Globalni navigacijski satelitski sistem (ang. global navigation satellite system, GNSS) je sistem 
za določanje položaja na podlagi izračuna razdalj do satelitov. Sisteme GNSS sestavljajo trije 
segmenti [9]: 
• vesoljski segment predstavljajo sateliti, ki oddajajo signal sprejemnikom na zemlji; 
• kontrolni segment sestavljajo kontrolne postaje na Zemlji, ki spremljajo delovanje 
satelitov, izračunavajo parametre satelitovih tirnic za izračun položajev satelitov v 
nekem trenutku itd.; 
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• uporabniški segment predstavljajo sprejemniki uporabnikov, ki na podlagi signalov s 
satelitov določajo svoj položaj. 
 
Danes deluje več sistemov GNSS, na primer Galileo, Glonass, Beidou, najbolj uporabljan pa 
je sistem GPS, ki ga bom podrobneje opisal v naslednjem podpoglavju. 
2.1.1.1. GPS 
Globalni sistem za določanje položaja ali GPS (ang. global positioning System) za delovanje 
potrebuje najmanj 24 satelitov. Vsak od njih Zemljo obkroži dvakrat dnevno na približni višini 
20 km. Sistem je razvilo ameriško obrambno ministrstvo za potrebe vojske ter ga nato dalo v 
javno uporabo. Prvi satelit za javno uporabo so utirili v orbito leta 1989, zadnjega 
štiriindvajsetega, ki je bil še potreben za pravilno delovanje sistema, pa leta 1994. Sistem ima 
osnovno natančnost do pet metrov, vendar so raziskovalci iz Univerze v Kaliforniji (ang. 
University of California) razvili tehniko DGPS (ang. differential GPS), ki ima natančnost nekaj 
centimetrov [10]. Za pridobitev podatkov o zemljepisni dolžini in širini, nadmorski višini ter 
točnem času potrebujemo signale vsaj štirih satelitov. Sistem GPS ponazarja slika 2. 
 
 
Slika 2: GPS sateliti1 
 
                                                          
 
1  Dostopno na: https://en.wikipedia.org/wiki/GPS_satellite_blocks , dostopano 28. 5. 2018 
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Z izračunom razlike med časoma sprejema in oddaje signala lahko določimo razdaljo med 
sprejemnikom in oddajnikom signala (satelitom). Iz podatkov v prejetem signalu ter notranje 
zbirke podatkov v sprejemniku ugotovimo, s katerih satelitov smo signal sprejeli ter njihov 
natančni položaj na nebu. Sprejemnik se nahaja na površini krogle, katere središče je satelit in 
katere polmer je določen z razdaljo, ki jo prepotuje radijski signal do sprejemnika. Ker 
sprejemnik prejema signal od več satelitov, je njegov položaj na presečišču več sfer. Njegov 
natančni položaj glede na znane položaje satelitov lahko izračunamo na osnovi presečišč vsaj 
treh sfer, za kar potrebujemo sprejem signala s treh satelitov. Določanje položaja na osnovi 
presečišč treh sfer ponazarja slika 3. 
 
 
Slika 3: Presečišče treh sfer 2 
 
Postopek za določitev lokacije s pomočjo merjenja časa potovanja radijskega signala zahteva 
veliko natančnost merjenja časa v sprejemniku. V idealnem primeru bi morala biti notranja ura 
sprejemnika tako natančna kot ure v satelitih, ki uporabljajo atomske ure, kar je praktično 
nemogoče. Natančnost ure v sprejemniku zato povečamo tako, da uporabimo časovni signal z 
                                                          
 
2 Dostopno na: https://www.e-education.psu.edu/natureofgeoinfo/c5_p18.html , dostopano 28. 5. 2018 
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dodatnega četrtega satelita kot referenčni čas, kar omogoča, da merimo le razlike med časi 
sprejema signala s posameznih satelitov. Izračunan položaj sprejemnika je izražen v obliki 
zemljepisne dolžine in širine v koordinatnem sistemu WGS-84 (ang. World Geodetic System). 
Koordinatni sistem WGS-84 ponazarja slika 4. 
Zaradi slabše vidnosti satelitov sistem ne deluje oziroma deluje slabše v urbanih področjih z 
visokimi stolpnicami ali pa v notranjih prostorih oziroma pod zemljo [11]. 
  
Slika 4: Geografski koordinatni sistem3 
2.1.2. Določanje položaja s pomočjo brezžičnega dostopovnega omrežja 
Določanje položaja s pomočjo brezžičnega lokalnega omrežja (WLAN) se običajno uporablja, 
ko položaja ni mogoče določiti z uporabo satelitskih navigacijskih sistemov. Tipično je to v 
zaprtih prostorih ter tam, kjer je gostota brezžičnih dostopovnih točk visoka. Sistemi, ki 
uporabljajo to tehnologijo, poznajo več načinov pridobivanja položaja. 
Najbolj razširjena je metoda vzorčenja signala (ang. fingerprinting), ki sodi v družino metod 
RSSI (ang. received signal strength indication). Metoda vzorčenja predvideva beleženje jakosti 
                                                          
 
3 Dostopno na: https://en.wikipedia.org/wiki/Geographic_coordinate_system#/media/File:FedStats_Lat_long.png 
dostopano 28. 5. 2018 
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signalov v posameznih točkah prostora ter shranjevanje teh (ang. fingerprints) jakosti in 
fizičnih MAC naslovov (ang. media access control) dostopovnih točk v podatkovno zbirko 
[12]. Določitev položaja mobilne naprave poteka na podlagi primerjave trenutne meritve jakosti 
dostopovnih točk in najbližje shranjene referenčne točke. Natančnost določanja položaja je 
odvisna od števila pokritosti shranjenih dostopnih točk. Signalna nihanja, ki se lahko pojavijo, 
lahko zmanjšajo natančnost položaja. Da bi zmanjšali nihanja sprejetega signala, obstajajo 
določene tehnike, ki jih je mogoče uporabiti za filtriranje šuma. 
Poznamo tudi drugačne metode za pridobivanje trenutnega položaja, in sicer na podlagi 
ugotavljanja ali merjenja: 
• celice z najmočnejšim signalom (ang. Cell of Origin), 
• razdalje do oddajnika (ang. Lateration, Trilateration), 
• kota prihoda signala z oddajnika (ang. Angulation). 
Natančnost določanja položaja na podlagi dostopovnih omrežij v notranjih prostorih lahko niha. 
Odvisna je predvsem od uporabljene tehnike in znaša med enim in petimi metri. V zunanjem 
prostoru je natančnost lahko še nekoliko nižja. Prednost uporabe te tehnologije v primerjavi s 
satelitskimi navigacijskimi sistemi je manjša poraba baterije. 
2.1.3. Mobilna omrežja  
Vsi mobilni telefoni, od najbolj preprostih do tako imenovanih pametnih telefonov, omogočajo 
pridobivanje podatkov o položaju naprave na podlagi mobilnega omrežja, s katerim so 
povezani. Mobilni telefoni nenehno ugotavljajo, katera bazna postaja zagotavlja najboljši 
možen signal. Večino časa bo naprava v območju več baznih postaj in podobno kot pri WiFi 
lahko položaj naprave določimo s pomočjo trilateracije, kar ponazarja slika 5. Na splošno velja, 
večje kot je število baznih postaj in boljši kot je njihov signal, bolj natančno lahko določimo 
položaj mobilne naprave.  
Obstajajo tudi druge metode za pridobivanje položaja v mobilnih omrežjih. Najenostavnejša 
izmed njih temelji na identifikaciji posameznih celic mobilnega omrežja (ang, Cell ID) in 
meritvi oddaljenosti od bazne postaje celice. Natančnost te metode je odvisna od radija celice, 
ki se lahko giblje med 100 m in 35 km. Velike celice najdemo na ruralnih območjih, zato je 
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tukaj natančnost določenega položaja manjša. Po drugi strani pa je v gostih urbanih območjih 
natančnost boljša, saj so zaradi večje gostote prebivalstva radiji celic manjši.  
Če primerjamo metode določanja položaja preko satelitskih sistemov, brezžičnih dostopovnih 
omrežij in mobilnih omrežij, so slednje najmanj natančne in se uporabljajo le v primerih, ko 
prvi dve možnosti nista na voljo.  
 
 
Slika 5: Določanje položaja s pomočjo mobilnih omrežij4 
 
2.1.4. Bluetooth 
Tehnologija Bluetooth se tipično uporablja za določanje položaja znotraj manjšega območja. 
Naprava pridobi položaj s pomočjo vsaj treh oddajnikov s pomočjo trilateracije. Potrebno se je 
zavedati, da pridobljen položaj ni geografski, temveč je približno izračunana razdalja do 
oddajnika. Domet oddajnika je okoli 100 m, natančnost nekaterih sistemov za določanje 
položaja pa naj bi bila približno 1,5 m [13]. Prednost te tehnologije je, da je bateriji prijazna, 
primerna pa je predvsem v notranjih prostorih. 
                                                          
 
4 Dostopno na: http://www.thumbvista.com/2015/01/making-geofence-ads-types-geofences-geofencing-
examples/, dostopano 28. 5. 2018 
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V tabeli 1 so povzete prednosti in slabosti posamezne tehnologije za določanje položaja 
mobilne naprave. 
 
tehnologija prednost slabost 
GPS Natančnost 
Visoka poraba baterije 
Nedelovanje v notranjih prostorih  
Slabša natančnost v urbanih področjih 
z visokimi stolpnicami 
Brezžično 
dostopovno omrežje 
Deluje v notranjih prostorih 
V območju, kjer je malo dostopovnih 
točk, je natančnost slabša. 
Manjša poraba baterije kot GPS 
Mobilna omrežja  Poraba baterije Slaba natančnost v ruralnih območjih 
Bluetooth 
Primerna v notranjih prostorih Položaj ni geografski 
Natančnost 
Kratek domet oddajnika 
Poraba baterije 
                                 







































3. Navidezno območje 
 
Navidezno območje (ang. geofence) je področje okoli točke na zemeljski površini, ki je 
omejeno s krožnico z določenim radijem. Točka je podana z zemljepisno širino in dolžino. 
Redkeje je navidezno območje lahko določeno tudi z daljicami, ki povezujejo tri ali več točk. 
V tem primeru je navidezno področje tri ali več kotne oblike. Glavni namen uporabe 
navideznega območja v aplikacijah (ang. geofencing) je sprožiti neko dejanje ob interakciji z 
navideznim območjem. Poznamo tri vrste sprožilcev dejanja, in sicer vstop v navidezno 
območje, izstop iz njega in zadrževanje naprave znotraj navideznega območja določen čas. 
Za običajno uporabo navideznega območja v aplikacijah na pametnih mobilnih napravah 
načeloma ne potrebujemo dodatnih zunanjih GPS sprejemnikov. Primer, ko zunanje GPS 
sprejemnike potrebujemo, je logistika, kjer imajo tovorna vozila navadno nameščen dodatni 
GPS sprejemnik za natančnejše sledenje. Na sliki 6 je prikazan uporabniški vmesnik aplikacije, 
ki uporablja GPS sledenje, v povezavi z navideznim območjem, primarno za nadzor tovornih 
vozil. 
Različne tehnologije za pridobivanje položaja, ki so bile na kratko predstavljene v prejšnjem 
poglavju, omogočajo določitev položaja v zunanjih in v notranjih prostorih, zato lahko tudi 
navidezno območje ustvarimo tako v odprtih kot v zaprtih prostorih. Velikost navideznega 
področja je odvisna od potrebe aplikacije. Na primer za varovanje zračnega prostora okoli 
letališča bi bilo navidezno območje lahko veliko več kilometrov, medtem ko bi turistični vodnik 
po mestu potreboval navidezno območje veliko okoli 10 metrov. V primerih, ko je navidezno 
območje majhno, npr. manj kot 10 m, lahko pride do težav, saj sama tehnologija ne more 





Slika 6: Primer aplikacije, ki uporablja navidezno območje 5 
 
3.1. Primeri uporabe  
Aplikacije z navideznim območjem so danes zelo popularne. Primer izredno popularne takšne 
aplikacije je igra »Pokemon Go«, ki je po podatkih podjetja Sensor Tower od izdaje 6. junija 
2016 dosegla 10 milijonov prenosov v le sedmih dneh, kar je do zdaj najhitreje med vsemi 
objavljenimi aplikacijami [14]. Do časa pisanja tega diplomskega dela6 pa je število prenosov 
aplikacije preseglo 750 milijonov [15]. 
Pokemon Go je igra, ki igralca postavi v vlogo trenerja Pokemonov. Njegov cilj je potovati po 
svetu, ujeti čim več Pokemonov v t. i. pokežoge (ang. pokeBall) in se nato z njimi bojevati v 
areni proti drugim igralcem. Posebnost igre Pokemon Go je ta, da meša navidezni svet z 
resničnostjo. Igralec namreč ne raziskuje domišljijskega sveta, temveč se potika po resničnem 
svetu – na primer po domačem mestu. Pokemoni se v okolju nadgrajene resničnosti pojavljajo 
naključno glede na nekatere njihove lastnosti. Igralec lahko ujame Pokemona šele, ko se mu 
dovolj približa oziroma, ko pride v radij njegovega navideznega območja. 
                                                          
 
5 Platorma podjetja Fleetpursuit, dostopno na:  http://fleetpursuit.com.au , dostopano 22. 1. 2018 




Slika 7: Navidezno območje v igri Pokemon Go 
 
Navidezna območja se uporabljajo tudi v marketingu na primer tako, da potencialnega kupca, 
ko pride dovolj blizu trgovine, obvestimo o ponudbi, popustih ali pa ga ob izstopu iz nje 
prijazno pozdravimo. Navidezno območje lahko uporabimo tudi znotraj trgovine, na primer za 
ugotavljanje modelov kupcev, pri čemer lahko ugotavljamo, koliko časa se kupec nahaja v 
trgovini, kje se največ zadržuje itd. Eno izmed podjetij, ki uporabljajo navidezno področje na 
takšen način, je »Pizza hut«. To je ameriška veriga restavracij, ki je s svojo mobilno aplikacijo 
in uporabo lokacijskih storitev močno povečala prodajo. Ocenili so, da je tovrstna marketinška 
kampanja za 142 % učinkovitejša kot ostale kampanje [16]. 
Virgin Atlantic je ena izmed večjih letalskih družb, ki so se odločile za uporabo navideznega 
območja. Leta 2014 je letalski prevoznik prvič preizkušal uporabo navideznega območja, in 
sicer za zagotavljanje prilagojene ponudbe in obvestila za potnike, ki so obiskali londonsko 
letališče Heathrow. Prilagojene ponudbe so vključevale pozive, naj potniki pripravijo mobilni 
vstopni kupon (ang. boarding pass), ko so se približali varnostnemu pregledu. Če so prišli v 
bližino menjalnice, se jim je sprožila ponudba brez provizije [16]. 
Navidezno območje se uporablja tudi v aplikacijah, namenjenih turizmu. Ena izmed takšnih 
aplikacij je LandauerWalk, ki nam v nemškem mestu München omogoči, da spoznamo življenje 
predsednika nogometnega moštva FC Bayern, Kurta Landauerja. Aplikacija nas vodi po delih 
mesta, ki so imela velik pomen v življenju predsednika, ter nam omogoči, da spoznamo številne 
vzpone in padce v njegovem življenju. Ob vstopu v navidezno območje nam aplikacija ponudi 
dostop do medijskih vsebin, kot so slike video ali besedilo, in nam tako predstavi, kaj 
pomembnega se je zgodilo Kurtu Landauerju v posameznem delu mesta [17]. 
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Navidezno območje se prav tako uporablja v povezavi z internetom stvari (ang.  internet of 
things - IoT). Eden izmed takih primerov je pametni termostat, ki zazna, da je uporabnik 
oziroma mobilna naprava zapustila hišo ali stanovanje in temu primerno zniža temperaturo. Ko 
uporabnikova mobilna naprava vstopi v navidezno območje okoli hiše ali stanovanja, termostat 
temperaturo spet poviša [18]. 
Ker so pametne mobilne naprave del našega vsakdanjika, lahko lokacijske storitve in 
tehnologijo navideznega območja vključimo v vsa okolja, v katerih omenjene naprave 
uporabljamo. Zgoraj opisani so primeri, ko je navidezno območje uporabljeno v povezavi z 
mobilnimi napravami, vendar se le to uporablja tudi v drugačnih kontekstih, na primer v 
pametnih osebnih avtomobilih. Podjetje Tesla je vključilo to funkcionalnost v svoj Model S. 
Tehnologija omogoča, da si avtomobil zapomni, na katerih odsekih voznik redno dvigne ali 
spusti vzmetenje, na primer zaradi ležečih cestnih ovir ali grbin, in nato to počne samodejno, 
ko vstopi v shranjeno navidezno območje. Teslin Model S pa ni edini osebni avtomobil, ki 
uporablja takšen princip. Rolls-Royce je namreč v svoj Wraith vgradil satelitsko voden 
menjalnik. S pomočjo navideznega območja menjalnik v predelih, kjer je več zavojev, prestavi 
v nižjo predstavo in s tem omogoči uporabniku, da je vožnja skozi te predele bolj tekoča [19]. 
Navidezna območja se uporabljajo tudi za varovanje zračnega prostora. Brezpilotni letalnik 
Gyokeres DJI Inspire ima vgrajeno programsko opremo, ki lahko prepozna območje 
prepovedanega letenja, na primer okoli nekaterih letališč ali vojaških baz. Dron opozori svojega 
upravljavca, če se približuje takšnemu območju, če pa skuša upravljavec z dronom iz takšnega 
območja vzleteti, mu naprava vzlet onemogoči [20]. 
3.2. Podatki o interakciji z navideznim območjem 
Ko je navidezno območje ustvarjeno in aktivno, lahko pridobimo različne podatke o interakciji 
naprave z navideznim območjem. Iz dobljenih podatkov lahko ugotovimo navade uporabnikov, 
kar je lahko ključnega pomena za marketing in za poslovne odločitve. Primeri teh podatkov so: 
• število vstopov v navidezno območje in izstopov vanj, 
• število uporabnikov ali naprav, ki so v nekem obdobju vstopile v območje, 
• kdaj sta konkreten uporabnik ali naprava vstopila v navidezno območje in 





4. Lokacijske storitve na platformi Android 
Lokacijske storitve na platformi Android so dostopne s pomočjo paketa Google Play Services. 
Paket združuje različne Googlove storitve v obliki programskih knjižnic, namenjenih razvoju 
aplikacij za naprave, ki imajo nameščen operacijski sistem Android različice 2.3 ali novejše. 
Storitve Google Play so bile prvič predstavljene v letu 2012. 
Paket Google Play preko svojih aplikacijskih programskih vmesnikov (ang. application 
programming interface, API) omogoča uporabo lokacijskih storitev v uporabniških aplikacijah. 
Te storitve omogočajo pridobivanje trenutnega položaja, in sicer periodično ali pa na zahtevo, 
zaznavanje gibanja (ali se naprava premika oziroma ali lastnik naprave hodi, teče ali se vozi) 
itd. Lokacijske storitve iz paketa Google Play vsebujejo tudi programsko knjižnico, ki preko 
vmesnika GeofencingApi omogoča, da lahko enostavno ustvarimo in uporabljamo navidezna 
območja.  
4.1. Uporaba vmesnika GeofencingApi 
GeofencingApi je programski vmesnik, namenjen razvijalcem, ki želijo ustvariti aplikacijo z 
navideznim območjem. Vmesnik omogoča, da na posamezni napravi ustvarimo do 100 
navideznih območij.  
Postopek uporabe vmesnika GeofencingApi je sledeč. 
1. V manifestu aplikacije zaprosimo za dostop do položaja naprave.  
2. Ustvarimo odjemalca storitev Google Play (objekt iz razreda GoogleApiClient) in ga 
registriramo v knjižnici z lokacijskimi storitvami.  
3. Ustvarimo seznam z objekti, ki predstavljajo navidezna območja. 
4. Ustvarimo objekt iz razreda GeofencingRequest, s pomočjo katerega določimo nabor 
navideznih območij (ustvarjen v obliki seznama pod točko 3), ki jih želimo spremljati. 
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5. Ustvarimo t. i. »namero« v obliki objekta iz razreda PendingIntent, ki bo aplikaciji 
posredovala obvestilo, ko uporabnik vstopi v navidezno območje. Namera (ang. intent) 
je poseben objekt, ki med aplikacijskimi komponentami prenaša podatke in zahteve za 
dejanja. V našem primeru je namera namenjena klicu razreda, ki bo poskrbel za prikaz 
obvestila (ang. notification) o vstopu v navidezno območje. 
6. Dokončno registriramo navidezna območja z metodo GeofencingApi.addGeofences. 
Metoda sprejme tri parametre, in sicer odjemalca storitev Google Play 
(GoogleApiClient, točka 2), objekt razreda GeofencingRequest z navideznimi območji, 
ki jih želimo spremljati (točka 4) in namero PendingIntent (točka 5). 
7. Odstranimo navidezna območja z metodo GeofencingApi.removeGeofences. Kdaj 
bomo odstranili navidezno območje, je odvisno od same aplikacije. Priporočeno je 
odstraniti navidezno območje takoj, ko ga ne potrebujemo več, ker tako zmanjšamo 
porabo baterije.  
4.1.1. Dostop do lokacijskih storitev 
Za uporabo vmesnika GeofencingApi potrebuje aplikacija dovoljenje za dostop do položaja 
naprave, kar naznanimo v manifestu aplikacije7 na način,  ki je prikazan v kodi 1. 
Koda 1: Naznanitev potrebe po dostopu do položaja naprave v manifestu aplikacije 
<uses-permission android:name="android.permission.ACCESS_FINE_LOCATION" /> 
 
Za uporabo funkcionalnosti vmesnika GeofencingApi mora aplikacija najprej dostopati do 
storitve Google Play. To storimo tako, da ustvarimo različico odjemalca GoogleAPI, 
registriramo povratne klice in navedemo konkretno storitev, ki jo bomo potrebovali (v našem 
primeru LocationServices). Na koncu odjemalca povežemo s storitvijo. Programska koda, ki 
nam to zagotovi, je prikazana v kodi 2.  
 
                                                          
 
7 Vsaka aplikacija vsebuje datoteko AndroidManifest.xml, ki vsebuje osnovne lastnosti aplikacije. 
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Koda 2: Uporaba posebnega odjemalca za povezavo s storitvami Google Play 
// Ustvarimo različico odjemalca Google API 
// in registriramo povratne klice ter navedemo konkreten uporabljan API. 
mGoogleApiClient = new GoogleApiClient.Builder(this) 
    .addConnectionCallbacks(this) 
    .addOnConnectionFailedListener(this) 
    .addApi(LocationServices.API) 
    .build(); 
mGoogleApiClient.connect(); // Odjemalca povežemo s lokacijsko storitvijo 
 
4.1.2. Ustvarjanje in registracija navideznih območij 
Naslednji korak z vidika razvijalca je ustvarjanje navideznega območja v obliki programskega 
objekta, ki mu določimo izhodiščno točko s podano zemljepisno dolžino in širino, radij in način 
prehoda kot sprožilec dejanja. Navadno objektu navideznega območja dodamo tudi 
identifikacijsko oznako (id) in čas veljavnosti navideznega območja. V praksi večinoma 
ustvarimo več objektov navideznih območij, ki jih shranimo v seznam (ang. list). Ustvarjanje 
navideznega področja v obliki programskega objekta ter njegovo dodajanje na seznam 
ponazarja koda 3. 
Koda 3: Ustvarjanje objekta navideznega področja in njegovo dodajanje na seznam  
//Na seznam (List) shranimo nov objekt navideznega področja 
mGeofenceList.add(new Geofence.Builder() 
        .setRequestId(entry.getKey())  //...mu določimo id, 
        .setCircularRegion (   //...izhodiščno točko in radij, 
         entry.getValue().latitude, 
         entry.getValue().longitude, 
         Constants.GEOFENCE_RADIUS_IN_METERS 
        )      //...čas veljavnosti 
        .setExpirationDuration(Constants.GEOFENCE_EXPIRATION_IN_MILLISECONDS) 
        .setTransitionTypes(Geofence.GEOFENCE_TRANSITION_ENTER | 
         Geofence.GEOFENCE_TRANSITION_EXIT) //...in način prehoda za sprožilec  






V kodi 4 ustvarimo objekt GeofencingRequest, s pomočjo katerega določimo seznam tistih 
navideznih območij, ki jih želimo spremljati. Poleg tega določimo tudi obnašanje, če je ob 
registraciji navideznega območja naprava že v tem območju. Sprožilec 
GeofencingRequest.INITIAL_TRIGGER_ENTER na primer v tem primeru sproži dogodek 
»vstop v območje«. 
Koda 4: Določitev seznama navideznih območij, ki jih želimo spremljati   
private GeofencingRequest getGeofencingRequest() { 
        GeofencingRequest.Builder builder = new GeofencingRequest.Builder(); 
   // Nastavimo obnašanje v trenutku registracije navideznega območja. 
 // GeofencingRequest.INITIAL_TRIGGER_ENTER sproži dogodek, če se v trenutku 
 // registracije navideznega območja, nahajamo znotraj tega območja 
        builder.setInitialTrigger(GeofencingRequest.INITIAL_TRIGGER_ENTER);  
 // Nastavimo seznam navideznih območij, ki jih želimo spremljati 
        builder.addGeofences(mGeofenceList); 
        return builder.build(); 
} 
 
V naslednjem koraku je potrebno določiti, kaj se zgodi, ko vstopimo v navidezno območje. V 
kodi 5 je podan primer definirane čakajoče namere (ang. PendingIntent)8, ki bo ob vstopu v 
navidezno območje poklicala razred GeofenceTransitionsIntentService. Razred 
GeofenceTransitionsIntentService je izpeljanka razreda IntentService9, ki v ločenem procesu 
izvede neko dejanje. V našem primeru uporabniku prikaže obvestilo, da je vstopil v navidezno 
območje. Za uporabo namere IntentService moramo v manifest aplikacije dodati zapis, podan 
v kodi 6. 
Koda 5: Čakajoča namera 
private PendingIntent getGeofencePendingIntent() {         
// ustvarimo objekt namere, v katerem določimo storitev, ki jo bomo poklicali 
        Intent intent = new Intent(this, GeofenceTransitionsIntentService.class);  
        // izvedemo namero in vrnemo rezultat  
 return PendingIntent.getService(this, 0, intent,  
                               PendingIntent.FLAG_UPDATE_CURRENT); 
} 
                                                          
 
8 https://developer.android.com/reference/android/app/PendingIntent.html  




Koda 6: Napoved uporabe namere v manifestu aplikacije 
<service android:name=".GeofenceTransitionsIntentService " 
    android:exported="true" /> 
 
Za dokončno registracijo navideznega območja uporabimo metodo 
GeofencingApi.addGeofences. Metodi dodamo parametre v obliki različice (objekta) odjemalca 
GoogleAPIClient, objekta razreda GeofencingRequest ter objekta razreda PendingIntent. 
Rezultat izvedbe registracije je v povratnem klicu posredovan v metodo onResult. V tej metodi 
lahko na primer shranimo navidezno območje v seznam, v katerem beležimo dodana oziroma 
registrirana navidezna območja. Te lahko nato kasneje uporabimo za prikaz v obliki seznama 
na zaslonu. Primera sta podana v kodi 7 in 8. 
Koda 7: Registracija navideznega območja 
// registriramo navidezno območje, pri čemer podamo parametre v obliki objektov ... 
LocationServices.GeofencingApi.addGeofences( 
        mGoogleApiClient, // ... 1.) razreda GoogleAPiClient 
        getGeofencingRequest() ,// 2.) razreda GeofencingRequest 
        getGeofencePendingIntent() // 3.) GeofencePendingIntent 
        ).setResultCallback(this); // naznanimo, v katerem objektu se nahajajo 
metode povratnih klicev 
 
Koda 8: Metoda povratnega klica onResult 
public void onResult(@NonNull Status status) { 
   //če je bilo navidezno območje uspešno registrirano, ga dodamo na poseben seznam 
   if (status.isSuccess()) { 




4.1.3. Odstranjevanje navideznega območja 
Navidezno območje odstranimo z metodo GeofencingApi.removeGeofences. Odstranjevanje  
navideznega območja je odvisno od namena posamezne aplikacije. Navadno navidezno 
območje odstranimo, ko ga ne potrebujemo več, na primer, ko ga že obiščemo oziroma ko 




Koda 9: Odstranjevanje navideznega območja 
// odstranimo navidezno območje 
PendingResult result = LocationServices.GeofencingApi 
                            .removeGeofences(mGoogleApiClient, listGfToRemove); 
result.setResultCallback(new ResultCallback<Status>() { 
    // če bo odstranjevanje uspešno, odstranimo navidezno območje še iz lastnega 
seznama 
    @Override 
    public void onResult(@NonNull Status status) {         
        if (status.isSuccess()) { 
            removeObjectFromList(); 
        } 
    } 
}); 
 
4.1.4. Primeri dobrih praks 
Pri uporabi vsake programske knjižnice ali programske opreme, namenjene določenemu 
namenu, obstajajo neke smernice, ki se jih je potrebno držati, saj lahko v nasprotnem primeru 
pride do njene neučinkovite uporabe, v skrajnih primerih pa lahko aplikacija celo preneha 
delovati. Eden izmed ključnih problemov, s katerim se srečujemo pri aplikacijah, ki uporabljajo 
navidezno območje ali lokacijske storitve na splošno, je poraba baterije. Pogosto poizvedovanje 
po trenutnem položaju, sploh če je ta pridobljen s pomočjo GPS sprejemnika, bo baterijo 
mobilne naprave izpraznilo zelo hitro. V večini primerov je zato dovolj, če pridobimo položaj 
na podlagi mobilnih ali WiFi omrežij, redne zahteve po natančnejšem položaju, pridobljenim 
na podlagi sistema GPS, pa je smiselno pošiljati le takrat, ko to zares potrebujemo.  
Pri uporabi navideznih območij moramo biti pozorni tudi na velikost radija, ki ga nastavimo za 
posamezno področje. Priporočene nastavitve so med 100 in 150 metrov, kar ustreza običajni 
natančnosti določanja lokacije preko mobilnih omrežij. Ko je omogočena uporaba WiFi 
omrežij, je lahko uporabljena natančnost večja, in sicer med 20 in 50 metrov. Z uporabo GPS 
ali pa v notranjih prostorih, kjer je gostota WiFi oddajnikov večja, lahko natančnost zaznavanja 
navideznega območja dosega tudi 5 metrov. Če smo v težko dostopnih področjih, je smiselno 
uporabiti navidezno območje z veliko večjim radijem, tudi do nekaj kilometrov, saj imajo celice 




Ko se naprava oziroma njen uporabnik giblje po meji, tako da je enkrat znotraj, drugič pa izven 
navideznega območja, se obvestila o prehodih v ali iz navideznega območja tvorijo prepogosto. 
V takih primerih nam knjižnica omogoča, da se sproži obvestilo o prehodu šele, ko se naprava 
nekaj časa nahaja znotraj navideznega območja (prehod GEOFENCE_TRANSITION_DWELL). 
Z registriranimi navideznimi območji upravlja proces com.google.process.location, katerega 
lastnik je knjižnica com.google.android.gms. To je pomembno vedeti, ker mora v nekaterih 
primerih za ponovno registracijo navideznega območja poskrbeti razvijalec aplikacije sam, kot 
na primer ob: 
• ponovnem zagonu naprave, 
• ponovni namestitvi aplikacije ali 
• izbrisu podatkov, ki jih hrani aplikacija ali pa storitev Google Play. 
V nekaterih primerih poskrbi za registracijo namesto razvijalca kar sam operacijski sistem 
Android, in sicer ko se je: 
• posodobila storitev Google Play, 
• storitev Google Play ustavila in je bila ponovno zagnana s strani sistema, 
• ustavil proces pridobivanja položaja. 
Vmesnik GeofencingApi ne omogoča preverjanja, ali so določena navidezna območja že 
registrirana, zato moramo ustvariti lastno programsko komponento vrste BroadcastReceiver, ki 
bo poklicana ob ponovnem zagonu naprave, in z njeno pomočjo ponovno registrirati navidezna 
območja. Koda, ki to ponazarja, je podana v kodi 10 in 11.  
Druga rešitev problema registracije navideznih območij ob ponovnem zagonu naprave bi bila, 
da ob vsakem izklopu aplikacije odstranimo vsa registrirana navidezna območja ter jih nato ob 
ponovnem zagonu aplikacije ponovno registriramo. Reševanje problema registracije ob 
ponovni namestitvi aplikacije ter brisanju podatkov iz storitve Google Play rešujemo s pomočjo 




Koda 10: Zagon aplikacijske komponente »BroadcastReceiver« ob zagonu naprave  
<receiver 
android:name="package="stegogs.gorandiplomageofences.geofence.BootCompleteReceiver"
>                         
    <intent-filter> 
        <action android:name="android.intent.action.BOOT_COMPLETED"/> 
    </intent-filter> 
</receiver> 
 
Koda 11: Aplikacijska komponenta »BroadcastReceiver«, ki izvede registracijo navideznih območij 
ob ponovnem zagonu naprave 
public class BootCompleteReceiver extends WakefulBroadcastReceiver{ 
    @Override 
    public void onReceive(Context context, Intent intent){ 
        //Registriraj navidezna območja kot na primer v kodi 2 do 7 



















5. Razvoj aplikacije z navideznim področjem 
 
V okviru praktičnega dela diplomske naloge sem izdelal aplikacijo na platformi z operacijskim 
sistemom Android. Aplikacija deluje kot vodnik po državi, ki uporabnika opozori, ko vstopi v 
navidezno območje, ki ga je predhodno določil sam. Ob vstopu v navidezno območje uporabnik 
dobi obvestilo s povezavo v iskalnik Google, ki nam prikaže zadetke za besedno zvezo, ki smo 
jo določili za ime navideznega območja. 
Aplikacijo sem izdelal v integriranem razvojnem okolju (ang. Integrated development 
environment – IDE) za izdelavo androidnih aplikacij, poznanim pod imenom Android Studio 
[22], ki je brezplačen. Ob Android Studiu sem uporabil tudi paket za razvoj programske opreme 
(ang. Android software development kit – SDK) ter sklop Googlovih storitev v obliki 
programskih knjižnic Google Play (ang. Google Play Services) [23]. Paket za razvoj 
programske opreme se prenese samodejno ob namestitvi razvojnega okolja Android Studio. 
Paket Google Play Services lahko enostavno namestimo naknadno s pomočjo posebnega orodja 
za upravljanje s komponentami razvojnega okolja, imenovanega SDK Manager, ki je del 
kompleta Android SDK.  
Za razvoj aplikacij je potrebno namestiti tudi javanski razvojni komplet JDK (ang. Java 
development kit). V izdelani aplikaciji sem uporabil Android SDK 23 ter storitve Google Play 
različice 8.4.  
5.1.  Uporaba aplikacije 
Aplikacija uporabniku omogoča enostavno dodajanje navideznega območja okoli neke točke. 
Ker je ročno vnašanje zemljepisne širine in dolžine zelo nepraktično, sem se odločil za 
dodajanje navideznega območja z dolgim dotikom (pritiskom) na izbrano točko na zemljevidu, 
nakar aplikacija v posebnem oknu zahteva vnos imena ter velikosti radija navideznega območja.  
Na sliki 8 so prikazani trije zaslonski posnetki, ki ponazarjajo dodajanje navideznega območja. 
Levi posnetek prikazuje zemljevid pred dodajanjem navideznega območja, sredinski posnetek 
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prikazuje pojavno okno, ki se prikaže po dolgem dotiku izbrane točke na zemljevidu, na desnem 
zaslonskem posnetku pa je prikazan zemljevid z dodanim navideznim območjem. 
Ko uporabnik z mobilnim terminalom vstopi v navidezno območje, aplikacija sproži obvestilo 
s povezavo, ki nas vodi na iskalnik Google z zadetki, ki se nanašajo na ime območja, v katero 
smo vstopili (Slika 9). Aplikacija sproži obvestilo tudi v primeru, ko se izvaja v ozadju (njen 
uporabniški vmesnik ni aktiven).  
  
 




Slika 9: Obvestilo o vstopu v navidezno območje 
 
Aktivna navidezna območja so vidna v seznamu na začetnem zaslonu (Slika 10). Že obiskana 
območja so obarvano svetlozeleno, tista še ne obiskana pa temno zeleno. Vsako navidezno 
območje na seznamu ima dva gumba. Prvi nas popelje na spletni iskalnik Google, ki prikaže 
zadetke, povezane z imenom navideznega območja. Z drugim gumbom pa navidezno območje 
izbrišemo (slika 11). V naslovni vrstici začetnega zaslona se nahaja tudi indikator, ki nam 
prikaže, ali je GPS sledenje vklopljeno (zelena barva) ali izklopljeno (rdeča barva). Če se 






Slika 10: Začetni zaslon izdelane aplikacije 
 
 





5.2.  Struktura aplikacije 
Aplikacija vsebuje osem javanskih razredov, od katerih so tri t. i. aktivnosti (ang. Activity). 
Interakcijo med razredi v izdelani aplikaciji prikazuje slika 12. 
 
 
Slika 12: Povezave med razredi v izdelani aplikaciji 
 
Aktivnost je komponenta aplikacije, ki zagotavlja okno uporabniškega vmesnika, z uporabo 
katerega lahko uporabnik izvaja interakcijo z aplikacijo. Kompleksnejše aplikacije imajo po 
navadi več aktivnosti, ki so med seboj povezane. Ena izmed aktivnosti je glavna (ang. main 
activity), ki se pojavi ob zagonu aplikacije. Na zaslonu glavne aktivnosti v izdelani aplikaciji je 
prikazan seznam dodanih navideznih območij (slika 10). 
Vsaka aktivnost mora vsebovati metodo onCreate, v kateri se nastavi datoteka s postavitvijo 
uporabniškega vmesnika (ang. layout file) [24]. Postavitvene datoteke se nahajajo v podmapi 
/res/layout in so napisane v označevalnem jeziku XML (ang. extensible markup language). 
Primer metode onCreate se nahaja v kodi 12. 
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Koda 12: Metoda onCreate v glavni aktivnosti 
protected void onCreate(Bundle savedInstanceState) { 
    // nastavi aktivno postavitev uporabniškega vmesnika 
    setContentView(R.layout.activity_main);  
    // pridobimo in inicializiramo različico razreda Controller 
    Controller.getInstance().init(this); 
} 
 
5.2.1. Razred Controller  
Razred Controller oziroma upravljalnik je osrednji del naše aplikacije. Do funkcionalnosti tega 
razreda dostopajo vsi ostali razredi, zato je pomembno, da obstaja le ena vsem dostopna 
različica razreda. To sem zagotovil z uporabo t. i. vzorca singleton (ang. singleton pattern) [25]. 
V skladu z njim sem v razredu Controller ustvaril statično (ang. static) spremenljivko, ki 
vsebuje edino različico (objekt) razreda Controller, in izdelal statično javno dostopno (ang. 
public) metodo, ki ta objekt vrača ostalim zainteresiranim objektom (koda 13).  
Koda 13: Dostop do različice razreda Controller s pomočjo vzorca singleton 
private static Controller INSTANCE; 
public static Controller getInstance() { 
    //Če različica razreda še ne obstaja, ustvarimo novo, 
    if (INSTANCE == null) { 
        INSTANCE = new Controller(); 
    } 
    // v nasprotnem primeru vrnemo obstoječo. 
    return INSTANCE; 
}  
 
Pomembnejše stvari, za katere skrbi razred Controller, so sledeče: 
• ustvarjanje navideznega območja v obliki programskega objekta, 
• povezovanje do storitve Google Play, 
• registracija navideznega območja, 
• vklop in izklop GPS sledenja, 
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• shranjevanje navideznih območij. 
Koda, ki skrbi za ustvarjanje oziroma registracijo navideznega območja, je načeloma enaka  
kodi 7 in kodi 8, vendar je pristop v moji aplikaciji zaradi večje preglednosti nekoliko drugačen. 
Ko ustvarimo navidezno območje s postopkom, prikazanim na sliki 8, pokličemo metodo 
startRegistration, ki je prikazana v kodi 14. Nato metoda startRegistration pokliče metodo 
connectWithCallbacks, ki skrbi za povezovanje s storitvijo Google Play. Metodi kot parameter 
podamo objekt razreda GoogleApiClient.ConnectionCallbacks, ki vsebuje metode povratnih 
klicev. 
Koda 14: Metoda startRegistration  
public void startRegistration (GeoFenceObject geoFenceObject) { 
    this.geofenceToAdd = geoFenceObject; 
    // Pokličemo metodo, ki ji posredujemo objekta z metodami povratnih klicev 
    connectWithCallbacks(connectionAddListener); 
} 
 
Metode povratnih klicev so metode, ki so sicer del naše aplikacije, a so praviloma poklicane 
izven nje (na primer iz knjižnice Google Play), ko se zgodi neki dogodek. Razred Controller 
vsebuje tri metode povratnih klicev, in sicer: 
• onConnected, ki se izvede, ko se povežemo s storitvijo Google Play; 
• onConnectionSuspended, ki se izvede, ko prekinemo povezavo s storitvijo Google Play, 
in 
• onResult, ki se izvede, ko registriramo oziroma odstranimo navidezno območje. 
 
Načeloma bi lahko določili le en objekt z metodami povratnih klicev, vendar sem zaradi večje 
preglednosti programske kode ustvaril dva objekta z metodami povratnih klicev, ki pa vsebujeta 
vse zgoraj naštete metode. En objekt je namenjen povratnim klicem ob dodajanju, drugi pa ob 
odstranjevanju navideznega območja. Ustrezen objekt z metodami povratnih klicev je v metodo 
connectWithCallbacks posredovan v obliki parametra, kot je to razvidno v kodi 14. Metoda 






Koda 15: Metoda connectWithCallbacks 
private void connectWithCallbacks(GoogleApiClient.ConnectionCallbacks callbacks) { 
    mGoogleApiClient = new GoogleApiClient.Builder(context) 
            .addApi(LocationServices.API) // določimo izbran API 
            .addConnectionCallbacks(callbacks) // določimo povratne klice 
            .addOnConnectionFailedListener(connectionFailedListener) 
            .build(); 
    mGoogleApiClient.connect(); // odjemalca povežemo  s storitvijo 
} 
 
V kodi 16 je podan objekt GoogleApiClient.ConnectionCallbacks z metodami povratnih 
klicev, ki se izvedejo, ko se povežemo s storitvijo Google Play. Če je povezava uspešno 
vzpostavljena, se v povratnem klicu pokliče metoda onConnected, v kateri nato registriramo 
navidezno območje. Rezultat te operacije bo posredovan v povratnem klicu metodi onResult. 





























Koda 16: Objekt z metodami povratnih klicev ob povezavi s storitvijo Google Play  
private GoogleApiClient.ConnectionCallbacks connectionAddListener =  
            new GoogleApiClient.ConnectionCallbacks() { 
    
    // Ko je povezava vzpostavljena, se izvede metoda onConnected ... 
    @Override 
    public void onConnected(@Nullable Bundle bundle) { 
         
    //... v kateri registriramo navidezno območje s podanimi parametri 
    PendingResult result =  
        LocationServices.GeofencingApi.addGeofences(mGoogleApiClient, 
        getGeofencingRequest(), getGeofencePendingIntent()); 
    result.setResultCallback(new ResultCallback<Status>() { 
 
    // Metoda onResult se izvede kot rezultat klica metode addGeofences 
            @Override 
            public void onResult(@NonNull Status status) { 
             // Če je navidezno območje registrirano, ga shranimo v interni seznam.  
             // V nasprotnem primeru javimo napako. 
                if (status.isSuccess()) { 
                    saveObjectToList(geofenceToAdd); 
                } else { 
                    Log.i(TAG, "onResultErorr" + String.valueOf(status)); 
                } 
            } 
        }); 
    } 
// Če se ne uspemo povezati do storitev Google Play Services, se izvede povratni   
// klic metode onConnectionSuspended, v kateri javimo napako. 
    @Override 
    public void onConnectionSuspended(int i) { 
     Log.i(TAG, "onConnectionSuspended"); 
    } 
}; 
 
5.2.1.1. Vklop in izklop sledenja 
Razred Controller omogoča pridobivanje natančne lokacije s pomočjo sistema GPS, in sicer 
periodično vsakih dvajset sekund. GPS sledenje vklopimo v meniju, ki se prikaže na začetnem 
zaslonu. Razred Controller vsebuje tudi metodo, ki preveri, ali je GPS sledenje vklopljeno ali 
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izklopljeno, na podlagi katere je ustrezno obarvan indikator GPS sledenja na začetnem zaslonu, 
kar je razvidno iz slike 10.   
Vklop GPS sledenja se ne razlikuje mnogo od dodajanja navideznega območja. Najprej se 
povežemo do storitve Google Play ter nato z metodo requestLocationUpdates zahtevamo 
posodobitev lokacije, glede na podane parametre. Metoda sprejme tri parametre: prvi je 
odjemalec storitve Google Play, drugi je objekt z lastnostmi, kot so interval pridobivanja 
lokacije ter natančnost same lokacije, tretji parameter pa je objekt, ki vsebuje metode povratnih 
klicev, ki so poklicane, ko sistem pridobi položaj. Ker so te metode povratnih klicev vključene 
kar v razred Controller, je v našem primeru tretji parameter kar sam objekt razreda Controller 
(uporabljen je kazalec this).  
Metoda requestLocationUpdates je dostopna preko knjižnice FusedLocationApi, ki je prav tako 
kot GeofencingApi del lokacijskih storitev v Google Play. FusedLocationApi je torej 
programski vmesnik, namenjen razvijalcem, ki želijo pridobiti položaj naprave. Vklop in izklop 
GPS sledenja je prikazan v kodi 17 in kodi 18. 
Koda 17: Sprožitev GPS sledenja 
private void startlocationUpdates() { 
// Ustvarimo objekt, ki predstavlja zahtevo po položaju in je drugi parameter  
// metode requestLocationUpdates 
// setInterval -> interval vklopa GPS v milisekundah 
// setPriority -> natančnost pridobljene lokacije ( PRIORITY_HIGH_ACCURACY =  GPS) 
    LocationRequest mLocationRequest = LocationRequest.create(); 
    mLocationRequest.setInterval(20000); 
    mLocationRequest.setPriority(LocationRequest.PRIORITY_HIGH_ACCURACY); 
 
// Klic metode requestLocationUpdates, ki vklopi GPS sledenje. 
    LocationServices.FusedLocationApi 





Koda 18: Zaustavitev GPS sledenja 
private void stopLocationUpdates() { 





5.2.1.2. Shranjevanje navideznih območij 
V izdelani aplikaciji sem uporabil način shranjevanja podatkov po modelu ključ-vrednost (ang. 
Key-values) [26], kjer ima vsak ključ določeno vrednost. Tak način shranjevanja je mogoč z 
uporabo razreda SharedPreferences. Ta ponuja enostavne metode za branje ali zapisovanje v 
shrambo, v katero lahko zapišemo katerokoli primitivno vrednost. Ustvarjene shrambe upravlja 
operacijski sistem in so lahko skupne ali zasebne. V skupno shrambo lahko dostopamo tudi iz 
drugih aplikaciji in to tudi takrat, ko aplikacija, ki je lastnica shrambe, ni aktivna. Do zasebne 
shrambe ima dostop le aplikacija, ki jo je ustvarila. 
V aplikaciji Vodnik po državi shranjujemo v shrambo vsebino različic razreda 
GeoFenceObject, pretvorjeno v tekstovni format JSON, kar prikazuje slika 14. Razred 
GeoFenceObject vsebuje metode za dostop in spreminjanje lastnosti (ang. getters and setters), 
ki so v našem primeru ime ter id navideznega območja, njegova zemljepisna širina in dolžina 
ter radij. Metoda saveObjectToList, ki je prikazana v kodi 19, skrbi za shranjevanje teh 
podatkov in jo pokličemo, ko registriramo navidezno območje in le-to postane aktivno (metoda 
onResult v kodi 16). Metodi kot vhodni parameter podamo objekt razreda GeoFenceObject, v 
katerem nato metoda prebere omenjene lastnosti in jih pretvori v format JSON. V shrambi 
SharedPrefrences nato shranimo pretvorjene podatke pod ključem (ang. key), ki je enak 
lastnosti id objekta. 
 
 
Slika 14: Shranjevanje podatkov aplikacije po principu ključ-vrednost  
 
Koda 19: Shranjevanje v shrambo SharedPreferences 
public void saveObjectToList(GeoFenceObject geoFenceObject) { 
    String json = gson.toJson(geoFenceObject); // objekt pretvorimo v format JSON  
    SharedPreferences.Editor editor = prefs.edit(); 
    // ključ je enak id-ju objekta, ki ga shranjujemo (pretvorjenega v JSON)  
    editor.putString(geoFenceObject.id, json); 




5.2.2. Razred MapsActivity 
Kot je razvidno iz njegovega imena, predstavlja razred MapsActivity aktivnost, namenjeno  
prikazovanju zemljevida, s pomočjo katerega lahko uporabnik določi tudi točko, okoli katere 
želi ustvariti navidezno območje, kot je bilo to že opisano v poglavju 5.1. Na zaslonu se nahaja 
tudi gumb za premik zemljevida na  trenutno lokacijo ter gumb za meni, ki omogoča povratek 
nazaj na začetni zaslon aplikacije. Zaslon aktivnosti z zemljevidom je prikazan na sliki 8. 
Za uporabo zemljevidov v aplikaciji potrebujemo ključ za dostop do storitve Google Maps, ki 
ga lahko brezplačno pridobimo v Googlovi storitvi Google API Console [27] in vključimo v 
manifest naše aplikacije (koda 20).  
 
Koda 20: Zapis ključa za uporabo Googlovih zemljevidov v manifest aplikacije 
<meta-data 
    android:name="com.google.android.geo.API_KEY" 
    android:value="AIzaSyCQise1TbogvMBFrElAYkkRaoup3" /> 
 
V razredu MapsActivity sem izpopolnil (ang. override) vmesnike (ang. interface) 
OnMapReadyCallback, GoogleMap.OnMapLongClickListener in 
GoogleApiClient.ConnectionCallbacks, namenjene vključitvi ustreznih metod povratnih klicev 
v aplikacijo. Prvi vmesnik vsebuje metodo onMapReady, ki se izvede, ko se zemljevid naloži 
in je pripravljen za uporabo. Drugi vsebuje metodo onMapLongClick, ki omogoča sprožitev 
nekega dejanja, ko uporabnik izvede dolgi dotik zaslona. V tretjem je metoda onConnected, ki 
se pokliče, ko se vzpostavi povezava s storitvijo Google Play.  
5.2.3. Razred GeofenceTransition 
Osnovni namen razreda je prikaz obvestila, ko naprava vstopi v navidezno območje. Interakcijo 




Slika 15: Interakcija z razredom GeofenceTransition 
 
Razred vsebuje metodi onHandleIntent in sendNotification. Prva se sproži, ko naprava vstopi v 
navidezno območje in razred Controller pošlje namero (ang. intent). Ta je definirana v  objektu 
PendingIntent (koda 5) in je kot parameter poslana metodi za registracijo navideznega območja 
(koda 16). Metoda onHandleIntent sprejme namero z objektom GeofencingEvent, ki vsebuje 
podatke o interakciji z navideznim območjem. Z njegovo pomočjo preveri, ali je uporabnik 
vstopil v navidezno območje in pridobi id navideznega območja. Slednjega zapiše v seznam, ki 
ga pošlje metodi sendNotification. Primer, ki to ponazarja, je podan v kodi 21. Metoda 
sendNotification nato na podlagi id navideznega območja iz seznama, ki ga ima razred 
Controller, poišče dodatne podatke o navideznem območju in ustvari obvestilo, s povezavo na 
Googlov iskalnik z imenom navideznega območja kot iskalne besedne zveze. 
Koda 21: Metoda ob vstopu v navidezno območje 
protected void onHandleIntent(Intent intent) { 
    //... 
    // iz namere (intent) pridobimo objekt razreda GeofencingEvent  
    GeofencingEvent geofencingEvent = GeofencingEvent.fromIntent(intent); 
    // ... iz njega pa pridobimo vrsto prehoda 
    int geofenceTranstion = geofencingEvent.getGeofenceTransition(); 
    // Če je vrsta prehoda GEOFENCE_TRANSITION_ENTER = 1 ... 
    if (geofenceTranstion == Geofence.GEOFENCE_TRANSITION_ENTER) { 
         // ... ustvarimo seznam. 
        List<String> gfIds = new ArrayList<>(); 
        for (Geofence geofence : geofencingEvent.getTriggeringGeofences()) { 
            // Pridobimo id navideznega območja ter ga dodamo v seznam 
            gfIds.add(geofence.getRequestId()); 
        }    
        // Metodi sendNotification pošljemo seznam z id-jem navideznega območja.  
        // V našem primeru bo v seznamu vedno le eden id. 
        sendNotification(gfIds); 





5.2.4. Razred GeoFenceObject  
GeoFenceObject je razred, ki predstavlja navidezno območje. Iz njega ustvarjen objekt 
shranjujemo v interni seznam navideznih območij, ki jih aplikacija spremlja. Razred ima 
lastnosti id, ime, zemljepisno dolžino in širino ter radij navideznega območja, ki ga predstavlja. 
Posamezen objekt prikažemo v seznamu na osnovnem zaslonu. 
 
5.2.5. Ostali razredi 
Poleg zgoraj opisanih razredov aplikacija uporablja tudi nekatere druge,  ki pa se neposredno 
ne dotikajo teme diplomske naloge, zato jih bom samo na kratko omenil.  
• Razred AddGeofenceActivity skrbi za prikazovanje okna, ko želimo dodati navidezno 
območje. 
• V razredu Constants so shranjene konstante, ki se uporabljajo v aplikaciji. 
• MyAdapter je razred, ki nudi podporo pri uporabi komponente RecycleView na 
osnovnem zaslonu. Komponento sem uporabil kot nosilec (ang. holder), s pomočjo 
katerega sem prikazal podatke o navideznih območjih (shranjene v objektu 
GeoFenceObject). Posamezno navidezno območje je prikazano v grafični komponenti 
RecycleView, ki je prikazana na sliki 16.  
 
 










































V diplomski nalogi sem predstavil razvoj preproste aplikacije za platformo Android, ki 
uporablja t. i. navidezno območje. Aplikacija služi kot vodnik po državi, ki uporabnika opozori, 
ko vstopi v navidezno območje, ki ga je predhodno določil sam. Ob vstopu v navidezno 
območje uporabnik dobi obvestilo s povezavo v iskalnik Google, ki prikaže zadetke za besedno 
zvezo, ki jo je uporabnik določil za ime navideznega območja. 
Potencialna izboljšava v bližnji prihodnosti bo zagotovo optimizacija obstoječe programske 
kode, s katero želim doseči čim bolj tekoče delovanje aplikacije. Drugo prav tako pomembno 
izboljšavo vidim v optimizaciji natančnosti pridobivanja položaja z vidika porabe baterije, kar 
predstavlja enega izmed kritičnih vidikov aplikacij, ki uporabljajo lokacijske storitve in je 
podrobneje opisana v poglavju »Primeri dobrih praks«. Z omenjenima izboljšavama dobimo 
odlično osnovno za nadaljnji razvoj in nadgradnjo aplikacije v, na primer, vodnik po mestu, ki 
zahteva manjše radije navideznih območij, pogostejše pridobivanje položaja in večjo 
natančnost detekcije prehodov v navidezna območja. 
Kot sem omenil na začetku diplomske naloge, se bo po nekaterih raziskavah trg z aplikacijami, 
ki uporabljajo lokacijske storitve, v prihodnosti močno razširil, kar pomeni, da se razvijalcem 
odpira velika tržna niša in dobra priložnost za zaslužek. Lokacijske storitve v povezavi z 
umetno inteligenco (ang. artificial intelligence) lahko v prihodnosti zelo vplivajo na transport, 
saj je le še vprašanje časa, kdaj bodo samovozeči avtomobili postali stalnica v naših življenjih. 
Po uspehu, ki ga je dosegla igra PokemonGo, menim, da bo obogatena resničnost (ang. 
augmented reality) še eno področje, ki bo v prihodnosti ponudilo še več aplikacij, ki bodo 
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