Sviluppo di sistema real time multi-processore per l'implementazione di una rete audio wireless Bluetooth su motoveicolo. by Gandolfo, Antonino
  
UNIVERSITÀ DEGLI STUDI DI PISA  
Facoltà d’Ingegneria 
Corso di Laurea Specialistica in Ingegneria Elettronica  
Tesi di Laurea   
Sviluppo di sistema real-time multi-processore per l’implementazione di una rete 
audio wireless Bluetooth su motoveicolo.   
Candidato Relatori:  
Antonino Gandolfo Chiar.mo Prof. R.Saletti 
Chiar.mo Prof. R.Roncella 
Anno Accademico 2005/2006
 2
 3
Indice 
UNIVERSITÀ DEGLI STUDI DI PISA ..............................................1 
Introduzione...........................................................................................6 
1 Peculiarità del sistema ....................................................................9 
1.1 Descrizione dell’applicazione. ................................................................ 9 
1.2 Ragioni della scelta della tecnologia Bluetooth. ................................... 12 
1.3 Caratteristiche fondamentali della tecnologia. ...................................... 14 
1.4 Reti Bluetooth. ...................................................................................... 16 
1.5 Sicurezza e Bluetooth............................................................................ 20 
1.6 Risparmio di energia. ............................................................................ 23 
1.7 Lo stack di protocollo............................................................................ 23 
1.8 Il pacchetto audio nello standard Bluetooth.......................................... 27 
1.9 I profili. ................................................................................................. 30 
2 Architettura...................................................................................32 
2.1 La partizione Host – Host Controller .................................................... 32 
2.2 Link Seriali............................................................................................ 35 
2.3 Schema archittetturale globale .............................................................. 37 
2.4 L’hardware dell’Host-Controller .......................................................... 38 
3 Hardware dell’Host: l’ADSP-BF533 e la Ez-lite.........................42 
3.1 Caratteristiche del DSP ......................................................................... 42 
3.1.1 Periferiche ..................................................................................... 42 
3.1.2 Architettura del core...................................................................... 43 
3.1.3 Architettura della memoria ........................................................... 46 
3.1.4 Gestione degli eventi..................................................................... 47 
3.1.5 Il controllore DMA ....................................................................... 49 
3.1.6 Il controllore EBIU: External Bus Inteface Unit........................... 49 
3.1.7 Descrizione delle periferiche......................................................... 50 
3.2 La scheda di sviluppo............................................................................ 56 
3.2.1 Architettura della scheda di sviluppo............................................ 57 
3.3 Il codec audio ........................................................................................ 58 
4 La gestione delle periferiche ........................................................59 
4.1 Il confronto............................................................................................ 59 
4.2 Le scelte ................................................................................................ 61 
4.2.1 Il codec audio e l’interfaccia utente .............................................. 61 
4.2.2 I moduli Bluetooth ........................................................................ 62 
4.3 La UART emulata ................................................................................. 62 
4.3.1 UART emulata tramite SPORT .................................................... 62 
4.3.2 UART emulata tramite SPI ........................................................... 66 
4.3.3 UART emulata tramite spazio di memoria esterno....................... 66 
4.4 Baud rate ............................................................................................... 67 
5 Lo sviluppo del firmware .............................................................69 
5.1 Il firmwere sul BluCore02-B ................................................................ 69 
5.2 L’applicazione sul BF533 ..................................................................... 72 
5.3 Tipo di dati e strutture si gestione ......................................................... 74 
5.4 Il main ................................................................................................... 77 
 4
5.5 La funzione UART_SPORT1reader ..................................................... 78 
5.6 La funzione UART_SPORT1writer...................................................... 81 
5.7 La funzione ControlUnit ....................................................................... 85 
5.8 La funzione AudioManager .................................................................. 88 
5.9 Le interruzioni su SPORT0 e sul Core Timer ....................................... 88 
5.10 Il Linker................................................................................................. 90 
5.11 Testing................................................................................................... 93 
5.11.1 Testing sul BlueCore..................................................................... 93 
5.11.2 Testing sul BF-533........................................................................ 94 
5.11.3 Risultati dei test............................................................................. 95 
5.12 L’hardware del dimostratore ................................................................. 99 
6 Conclusioni................................................................................ 101 
6.1 Sviluppi futuri ..................................................................................... 101 
6.2 Conclusioni ......................................................................................... 102 
Bibliografia....................................................................................... 105 
            
 5
Indice delle figure 
Figura 1-1 : il punto di accesso wireless con i due caschi ed il cellulare che può 
essere wireless (link rossi) o in alternativa cablato (link neri)...................... 11 
Figura 1-2 : esempio di modulo Bluetooth: la scheda Siemens SieMoS50037 .... 13 
Figura 1-3 : sequenza di trasmissione dei pacchetti.............................................. 15 
Figura 1-4: un esempio di piconet......................................................................... 16 
Figura 1-5: Lo stack di protocollo Bluetooth........................................................ 24 
Figura 1-6 : trasmissione pacchetti HV1, HV2, HV3 ........................................... 28 
Figura 1-7: il pacchetto HCI SCO......................................................................... 29 
Figura 1-8 : i profili............................................................................................... 31 
Figura 3-1: schema a blocchi del processore ........................................................ 43 
Figura 3-2: Stati e Modi del processore ................................................................ 45 
Figura 3-3:Architettura del core del DSP.............................................................. 45 
Figura 3-4: frammentazione memoria L1 ............................................................. 46 
Figura 3-5: schema dell’archittettura della memoria on-chip ............................... 47 
Figura 3-6: diagrammi a blocchi della SPORT..................................................... 52 
Figura 3-7: schema a blocchi della porta SPI........................................................ 53 
Figura 3-8: tipica bit stream prelevata sul pin TX ................................................ 55 
Figura 3-9: Schema a blocchi della scheda Ez-Lite .............................................. 57 
Figura 4-1: Schema dell’architettura che si vuole realizzare. ............................... 60 
Figura 4-2: Le periferiche del processore ............................................................. 61 
Figura 4-3:Temporizzazione in ricezione ............................................................. 64 
Figura 4-4: Schema a blocchi dei collegamenti .................................................... 66 
Figura 4-5: Schema a blocchi d’implementazione della terza tecnica .................. 67 
Figura 5-1: Schema a blocchi del software. .......................................................... 73 
Figura 5-2: grafo di flusso del comportamento della funzione ............................. 79 
Figura 5-3: costruzione del buffer data_UART_SPORT1out............................... 83 
Figura 5-4: la variabile ToMix.............................................................................. 86 
Figura 5-5: esempio 1 (i campi non specificati sono da intendersi False) ............ 87 
Figura 5-6: esempio 2............................................................................................ 87 
Figura 5-7: finestra del tool Export Linker ........................................................... 95 
Figura 5-8: buffer di trasmissione ......................................................................... 97 
Figura 5-9: comportamento elettrico delle porte................................................... 98       
 6
Introduzione  
La ricerca e lo sviluppo sui veicoli di trasporto, spinte dalla sempre maggiore 
necessità di mobilità, hanno portato ad una enorme diffusione dell’elettronica 
applicata al veicolo (automotive). 
In questo settore, sicurezza e confort sono divenute esigenze reali ed ormai 
irrinunciabili. Grazie all’elettronica si possono realizzare sistemi sempre più 
sofisticati, affidabili e utili per gli utenti. 
La velocità di penetrazione sul mercato, di questi sistemi, è risultata differente per 
il campo automobilistico e motociclistico  
Nel primo, si hanno autoveicoli con un contenuto di elettronica sempre più 
importante a beneficio della sicurezza e del comfort dei passeggeri: basta pensare 
che sistemi quali assistenza alla frenata, controllo della trazione non sono più 
beneficio delle sole auto al top di categoria. 
Discorso diverso vale per i motocicli,  in cui i fattori costo ed ambiente meno 
protetto rispetto all’automobile, hanno rallentato la diffusione di servizi e 
soluzioni analoghe a quelle automobilistiche. 
Per esempio basti pensare che solo di recente (un paio d’anni) si stanno 
diffondendo sistemi quali ABS (Anti Block Sistem), reti diagnostiche CAN 
(Control Area Network), sistemi per la regolazione automatica delle sospensioni. 
Tale progetto di ricerca si propone di sviluppare un sistema che implementi una 
rete audio wireless a tre punti, basata sulla tecnologia Bluetooth, tramite la quale 
gli utenti di un motoveicolo possano collegarsi a un punto di accesso wireless 
presente sulla moto. Tramite la rete, pilota e passeggero saranno in grado di 
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ricevere informazioni e accedere a servizi audio, quali l’accesso alla rete 
telefonica cellulare, l’ascolto di canali radio, l’ascolto di messaggi audio dal 
navigatore satellitare o da altri sistemi di trasporto intelligente, oltre che 
ovviamente, realizzare comunicazioni interfoniche tra loro o in conferenza a tre 
tramite telefono in modo wireless. 
Tali funzionalità, unite alla praticità ed all’estrema facilità d’uso, nonché al costo 
ridotto, ci hanno anche convinto della possibilità che questo sistema possa essere 
vincente sul mercato.  
Ad oggi non si conosce alcun sistema in commercio che funga da “audio 
gateway”  nell’interfaccia fra moto e individuo. 
Una ricerca di mercato ha evidenziato la completa assenza di sistemi elettronici 
che riescono a gestire contemporaneamente tutti i flussi audio “presenti a bordo” 
di un motoveicolo. 
In commercio esistono solamente sistemi in grado di far comunicare pilota e 
passeggero. I più rudimentali funzionano tramite cablaggio, con lo stesso 
principio di uno stetoscopio medico: un tubo di gomma trasporta l’onda di 
pressione del segnale audio isolandolo dalle interferenze esterne. Sebbene sia 
tecnologicamente obsoleto, tale sistema garantisce una buona qualità dell’audio 
fino ai 150 Km/h. 
Altri sistemi in commercio  realizzano la sola funzione interfono  in modo 
wireless. Il più sofisticato di questi riesce a collegarsi, tramite apposito modulo 
Bluetooth, a passeggero oppure al telefono cellulare. Va specificato che le diverse 
possibilità di connessione sono mutuamente esclusive. Si tratta di una 
connessione a due punti: sulla moto non è presente alcuna centralina pertanto 
all’arrivo di una telefonata uno dei caschi si disconnette dall’altro per ricevere la 
telefonata.  
La chiave di volta per conferire un elevato valore aggiunto al sistema da 
progettare,  è rappresentata dall’aggiunta di un terzo nodo alla rete che consenta il 
controllo dei diversi flussi audio. Il progetto  in esame prevede l’uso di una 
centralina, da istallare su motoveicolo, gestibile tramite una semplice ed intuitiva 
interfaccia utente.  
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In ottica sicurezza quest’interfaccia potrebbe anche essere solamente audio 
mediante l’uso, ormai abbondantemente diffuso, di tecniche di riconoscimento 
vocale. Infine, sebbene “l’ambiente casco” sia abbastanza isolato, per consentire 
un ascolto più confortevole potrebbe essere implementato un algoritmo di 
soppressione del rumore. 
Di fondamentale importanza nello sviluppo di questo progetto è stato l’uso della 
tecnologia Bluetooth. 
Il Bluetooth è uno standard di comunicazione wireless orami consolidato che 
consente la connessione di dispositivi in modo semplice affidabile e sicuro. 
Inoltre le sue caratteristiche di basso consumo energetico, e di basso costo, lo 
rendono il più idoneo nell’impiego in progetti pensati per la larga diffusione e  
che comprendono dispositivi portatili (cellulari auricolari). 
Nel corso di questo documento saranno seguite nell’ordine le seguenti linee 
guida:  
Descrizione delle specifiche da raggiungere. 
Definizione dell’architettura idonea allo scopo. 
Descrizione  dell’hardware d’implementazione. 
Definizione di un software di programmazione dei dispositivi 
programmabili. 
Verifica e collaudo.  
Nello svolgimento di questo lavoro si farà riferimento alle ricerche già sviluppate 
presso il Dipartimento di Ingegneria dell’Informazione dell’ Università di Pisa in 
collaborazione con Piaggio S.p.A.: i risultati di tali ricerche saranno usati come 
base di partenza per lo sviluppo dell’architettura del sistema e per la realizzazione 
finale.    
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1 Peculiarità del sistema  
In questo capitolo, dopo una descrizione delle caratteristiche dell’applicazione da 
progettare, vengono chiariti alcuni aspetti riguardanti la tecnologia scelta, 
significativi per il nostro progetto. In particolare sono evidenziate le ragioni della 
scelta dello standard Bluetooth, di cui sono mostrate le caratteristiche chiave, con 
particolare attenzione alle proprietà delle reti Bluetooth, dette piconet, e agli 
aspetti di sicurezza e consumo energetico. Un paragrafo è poi dedicato allo studio 
del trattamento dell’audio, che, come si vedrà, è particolarmente importante per i 
nostri scopi. Infine, si accennerà ai profili di utilizzo definiti nella specifica 
Bluetooth.  
1.1 Descrizione dell’applicazione. 
Prima di iniziare a descrivere i passi compiuti nella progettazione, è importante 
chiarire i requisiti del sistema da progettare.  
Esso deve, senza bisogno di cablaggi, assicurare a pilota e passeggero di un 
motoveicolo la possibilità di comunicare fra loro come con un interfono 
tradizionale, di ascoltare una sorgente audio presente sulla moto come, ad 
esempio, una radio FM, o le indicazioni vocali di un navigatore satellitare, oppure 
di parlare al telefono, sia separatamente, come in una normale telefonata, che 
insieme, nello stile di una conferenza a tre.  
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Le varie sorgenti (radio, telefono, navigatore) non avranno alcun collegamento di 
controllo col sistema, ovvero, non è richiesto, ad esempio, almeno in questa fase 
del progetto, che il nostro apparato permetta di comporre un numero di telefono 
senza usare la tastiera del telefono stesso, o di cambiare stazione radio se non 
intervenendo sul pannello della stessa, e via dicendo.  
Il passeggero ed il conducente dovranno poter usufruire dei servizi audio 
semplicemente indossando il proprio casco e al più premendo qualche tasto. Sarà 
nostro compito, allora, dotare il veicolo ed i caschi indossati dai motociclisti delle 
infrastrutture necessarie per assicurare queste funzionalità. Poiché il requisito 
essenziale di questo sistema è l’assenza di cablaggi, sia i caschi che il 
motoveicolo dovranno poter comunicare via etere. Possiamo pensare ad un 
sistema a raggi infrarossi che però subito escludiamo, potendo questi sistemi 
funzionare solo in presenza di un cammino ottico diretto fra due dispositivi in 
comunicazione, condizione scomoda e difficile da realizzare a bordo di un 
motoveicolo. Risulta allora più adatto un sistema di comunicazione a 
radiofrequenza, che non presenta questo inconveniente. Quindi, i caschi e la moto 
monteranno delle ricetrasmittenti capaci di instaurare e mantenere un 
collegamento.  
Guardando le cose da un punto di vista meno angusto, possiamo immaginare un 
veicolo dotato di un punto di accesso wireless, figura 1-1,istallato ad esempio sul 
cruscotto, mediante il quale i caschi ed il cellulare, equipaggiati con opportune 
apparecchiature, possano accedere ai servizi audio richiesti. 1 Da queste premesse 
discendono alcune osservazioni sulle caratteristiche che ci piacerebbe avesse la 
tecnologia RF scelta per la realizzazione. La robustezza della connessione sarà un 
parametro importante, così come la sicurezza, nel senso della riservatezza: non 
vogliamo, infatti, che altri possano ascoltare indebitamente le nostre 
conversazioni. 
                                                
1 R. Nüsser, R.M.Pelz 
Bluetooth-based wireless connectivity in an automotive environment. 
IEEE, Vehicular Technology Conference, 2000. 
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wireless Passenger
Driver
GSM
Radio
MP3
CD
GPS
figura 1-1 : il punto di accesso wireless con i due caschi ed il cellulare che può essere wireless (link 
rossi) o in alternativa cablato (link neri) 
Inoltre, poiché almeno sui caschi l’alimentazione sarà affidata ad una batteria, il 
basso consumo d’energia costituirà un requisito molto stringente. Anche 
l’ingombro ridotto costituisce un importante parametro. Infine, trattandosi di un 
sistema destinato allo sfruttamento commerciale nel mercato dell’elettronica di 
consumo, esso dovrà essere poco costoso. 
La totale assenza di cablaggi fra motociclisti e veicolo rappresenta il maggiore 
differenziale competitivo esistente fra il nostro sistema e il suo cugino cablato. La 
scelta di sfruttare una tecnologia wireless, dunque, più che dall’esigenza di offrire 
nuove funzionalità, è dettata dalla spinta a realizzare oggetti che offrano tutto 
sommato le stesse, ma in maniera più comoda e versatile.  
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1.2 Ragioni della scelta della tecnologia 
Bluetooth. 
La scelta della tecnologia da usare nella realizzazione del sistema non rientra 
negli scopi di questo lavoro, tuttavia non mancherò di ricordare come le 
caratteristiche chiavi di questa tecnologia la rendano particolarmente adatta alle 
esigenze del progetto. Seguendo l’ordine dei desideri elencati nel precedente 
paragrafo, i primi requisiti che incontriamo sono la robustezza della connessione e 
la sicurezza.  
Grazie al sistema di trasmissione FHSS (Frequency Hopping Spread Spectrum) la 
connessione risulta particolarmente robusta e sicura: le collisioni con altri 
dispositivi sono piuttosto improbabili, così come l’eventualità di essere intercettati 
da terzi. A questo riguardo, inoltre, lo standard offre garanzie ben maggiori, 
grazie a particolari protocolli per l’autenticazione e l’eventuale criptaggio della 
connessione, che aumentano il livello di sicurezza ottenibile.  
Il punto seguente è il basso consumo di energia. In generale questo è un requisito 
fissato dalla specifica Bluetooth stessa, poiché nella stragrande maggioranza delle 
applicazioni per le quali lo standard è stato pensato (rimpiazzo di cavi, dispositivi 
di interfaccia uomo/macchina senza fili, e via dicendo) si richiede che sia una 
batteria ad alimentare il sistema. Si anticipa che il particolare chip scelto presenta, 
con una tensione di alimentazione di 1.8 V, alla temperatura di 20° C e nelle 
condizioni di utilizzo analoghe a quelle della nostra applicazione, un 
assorbimento di corrente stimato di circa 35 mA. Con questo valore, allora, una 
batteria da 500 mAh dura circa quattordici ore, un buon valore che può essere 
comunque ulteriormente migliorato sfruttando le modalità di risparmio energetico 
previste dal protocollo Bluetooth. Per quanto riguarda l’ingombro, la dimensione 
tipica di una schedina contenente un sistema Bluetooth completo è paragonabile 
con quella di una monetina (figura 1-2).   
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figura 1-2 : esempio di modulo Bluetooth: la scheda Siemens SieMoS50037 
A proposito del costo, c’è da osservare che, nonostante il costo industriale 
dell’hardware sia contenuto, confrontabile con quello di un circuito integrato non 
particolarmente complesso, il prezzo dei dispositivi basati sul Bluetooth 
attualmente in commercio è piuttosto vario. Tanto per fare un esempio, un 
auricolare Bluetooth per telefoni cellulari ha un prezzo che varia grosso modo fra 
i 20 e i 150 Euro, ovvero circa dieci volte di più dell’omologo filato. Ciò è 
evidentemente dovuto a ragioni di marketing e di opportunismo commerciale 
delle aziende che, data la novità ed il forte appeal della tecnologia, tendono a dare 
dei prodotti Bluetooth un’immagine più vicina a quella di un gadget, che a quella 
di un oggetto di uso comune e diffuso come può essere, ad esempio, un telefono 
cellulare. Infine, un ulteriore punto di forza è costituito dalla possibilità di usare 
apparati radio Bluetooth senza dover chiedere alcun permesso alle autorità di 
controllo delle telecomunicazioni. La banda di frequenza nella quale operano i 
sistemi Bluetooth è infatti di libero utilizzo, a patto che il progettista rispetti 
alcuni vincoli che verranno chiariti più avanti.      
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1.3 Caratteristiche fondamentali della 
tecnologia. 
Il Bluetooth™ è uno standard per comunicazioni wireless a corto raggio, operante 
nella banda ISM (Industrial Scientific Medical). Questa banda è utilizzabile da 
chiunque senza alcuna licenza, e può conseguentemente risultare molto affollata, 
e quindi caratterizzata da un livello medio di interferenza piuttosto alto. Per 
impedire, allora, che all’interno della ISM viga la “legge del più forte” (anzi, del 
più prepotente), il suo utilizzo è vincolato al rispetto di una specifica normativa, 
che, senza dilungarsi in dettagli per noi poco significativi, impone l’uso di una 
tecnica di trasmissione a spettro espanso (Spread Spectrum), stabilendo inoltre dei 
limiti per la massima potenza di trasmissione e per il minimo guadagno di 
processo, definito come il rapporto tra la banda del segnale spettro espanso e 
quella del segnale originale. La parte a radiofrequenza dello standard Bluetooth si 
adegua allora a queste regole, usando una strategia di trasmissione detta FHSS 
(Frequency Hopping Spread Spectrum), che sfrutta 79 canali spaziati di 1 MHz, a 
partire dai 2.402 GHz. In questa tipo di trasmissione a spettro espanso, il segnale 
utile, a banda stretta, modula una portante la cui frequenza non è fissata, ma varia 
saltellando (hopping) ad intervalli di tempo regolari e secondo una sequenza 
pseudocasuale, caratterizzata quindi da una banda molto più ampia di quella di 
una portante “tradizionale” a frequenza fissa. Poiché il prodotto dei due segnali 
nel dominio del tempo si traduce nel dominio della frequenza nella convoluzione 
fra le loro trasformate di Fourier, e nella plausibilissima ipotesi che la banda del 
segnale modulante sia molto più piccola di quella della portante a frequenza 
variabile, segue che la banda del segnale modulato può essere, almeno in prima 
approssimazione, considerata pari a quella della portante. La modulazione usata è 
una GFSK, (Gaussian Frequency Shift Keying) con symbol rate di 1MSPS. La 
politica di accesso al canale è del tipo TDMA-TDD, (Time Division Multiple 
Access – Time Division Duplex) basata su uno slot temporale della lunghezza 
nominale di 625 µs, tecnica mediante la quale è possibile trasmettere più canali 
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logici su uno stesso collegamento a radio frequenza. Le trasmissioni full duplex, 
ad esempio sono implementate facendo in modo che due dispositivi A e B 
trasmettano e ricevano a turno in slot successivi, come mostrato in figura 1-3, che 
evidenzia gli slot temporali, le frequenze dei canali su cui saltella la portante e la 
direzione dei pacchetti.  
figura 1-3 : sequenza di trasmissione dei pacchetti 
Le informazioni sono trasmesse per mezzo di pacchetti, ognuno dei quali viene 
trasmesso su una frequenza di salto diversa. Un pacchetto viene solitamente 
inviato su un singolo slot ma è possibile estendere la sua durata a cinque slot. In 
questo modo vengono supportati, sul medesimo canale fisico, un collegamento 
dati asincrono, fino a tre canali audio sincroni, oppure un canale in cui sono 
mescolati dati e voce. Ogni canale audio supporta traffico full duplex a 64 Kbps, 
rendendo possibile la trasmissione di audio di qualità telefonica. Il canale dati 
asincrono sostiene un data rate massimo unidirezionale di 723.2 Kbps, 
Frequenza
fre
qu
en
za
ca
n
al
e
2.480 78
2.479 77
2.403 1 
2.402 0 
2.405 3 
2.404 2 
625 µs
A  B B  A
tempo
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mantenendo 57.6 Kbps nella direzione inversa, oppure, in alternativa, possiamo 
contare sulla trasmissione simmetrica di 433.9 Kbps. 
1.4 Reti Bluetooth. 
Le reti che possono essere formate usando moduli Bluetooth vengono dette 
piconet, possono essere composte al massimo da otto elementi e sono 
caratterizzate dalla sequenza delle frequenze di salto seguita dai suoi membri. In 
essa si distingue un nodo particolare, detto Master, che ha il compito di 
controllare tutti gli altri, detti Slave. La Figura 1-4 rappresenta graficamente una 
tipica piconet, col Master raffigurato al centro e gli Slave intorno.  
Figura 1-4: un esempio di piconet. 
Affinché un dispositivo possa connettersi ad un altro è assolutamente 
indispensabile che esso ne conosca l’indirizzo fisico, detto Bluetooth address, 
unico per ogni dispositivo. Di conseguenza l’azione preliminare ad ogni 
connessione è quella utile ad ottenere l’indirizzo dei dispositivi presenti 
all’interno dell’area coperta dalla radio, che viene detta inquiry, e viene sempre 
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eseguita esclusivamente dal Master, che ha il privilegio di iniziare qualunque 
procedura volta a stabilire una connessione. Affinché un dispositivo si 
individuabile, discoverable, per usare il gergo mutuato dalla terminologia della 
specifica Bluetooth, dovrà rispondere ad una inquiry ponendosi nella modalità di 
inquiry scanning. È ragionevole che il Master non dovendo rispondere ad 
iniziative di connessione sia in modalità non-discoverable, ovvero tale da non 
rispondere ad alcuna inquiry. Tutti i nodi membri di una piconet sono, per 
definizione di piconet, sincronizzati su una stessa sequenza di frequenze di salto. 
Ogni membro della piconet stabilisce univocamente la sequenza applicando un 
particolare algoritmo all’indirizzo fisico ed al clock Bluetooth del Master. Il clock 
Bluetooth è una sorta di orologio di sistema, presente in ogni apparato e che 
stabilisce la temporizzazione del frequency hopping, ed è implementato con un 
contatore a 28 bit. Questo contatore non viene mai resettato, ed ha un ciclo 
approssimativo di un giorno. Per ovviare al problema della perdita di sincronia 
dovuto alla inevitabile discrepanza del riferimento temporale dei vari dispositivi, 
dovuta essenzialmente alle tolleranze sulla frequenza degli oscillatori al quarzo, i 
moduli impegnati in una connessioni provvedono ad effettuare delle 
risincronizzazioni periodiche. 
Riassumendo brevemente la procedura di connessione fra due dispositivi deve 
seguire tre step: 
1. trovare un dispositivo Bluetooth: il master (A) trasmette un segnale di 
inquiry  e rimane in attesa del segnale FHS (Frequency Hopping 
Syncronization) trasmesso come risposta da B  
inquiry
Inquiry repetition
FHS
Master
Device A
Slave
Device B
Figura 1-5: primo step di connessione 
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2. Connessione al Service Discovery Database: a questo punto un link ACL è 
già esistente; la connessione L2CAP è pronta sul link ACL. Tale layer ha 
nei suoi pacchetti il Protocol and Service Multiplexor (PSM) che è un qual 
cosa di analogo al port number nelle reti IP (Internet Protocol); esso 
definisce la gerarchia del layer (es: Per il Service Discovery 
PSM=0x0001). Sulla connessione L2CAP si instaura anche la connessione 
SDP (Service Discovery Protocol). Il master chiede allo slave le 
informazioni relative al profilo usato (headset, hand-free, DUN). Dopo il 
segnale di risposta, il master si disconnette per ripetere gli stessi passi con 
altri slave.  
Set up ACL link
Master
Device A
Slave
Device B
Set up L2CAP conn
Set up SDP conn
Request profile info
Profile attributes
Disconnect
Figura 1-6: secondo step di connesione 
3. Connessione ai servizi Bluetooth: si instaura nuovamente il link ACL. Il 
master usa il Link Management Protocol per configurare il link. Si prepara 
una connessione L2CAP usando stavolta il Protocollo RFCOMM per 
emulare un link seriale RS-232. Tramite la connessione RFCOMM si 
prepara la connessione col profilo previsto.  
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Set up ACL link
Master
Device A
Slave
Device B
Set up L2CAP conn
LMP configuration
Set up RFCOMM
LMP security config
Set up profile conn
Figura 1-6: terzo step di connessione  
In una piconet sono supportate sia connessioni punto-punto che punto-multipunto.  
La procedura mediante la quale il master si connette effettivamente ad uno Slave 
di cui conosca l’indirizzo viene detta paging. Perché la connessione possa andare 
a buon fine gli Slave dovranno porsi nella modalità di page scanning. 
Fermi restando i limiti complessivi di banda, all’interno di una stessa piconet può 
essere presente un collegamento dati punto-multipunto detto ACL (Asynchronous 
Connection-Less) dal Master verso al più sette Slave, più un massimo di tre 
connessioni SCO (Synchronous Connection-Oriented). Non possono esser 
instaurate connessioni SCO senza aver preliminarmente stabilito un link ACL, 
che è indispensabile per rendere possibili tutte le operazioni di controllo della 
connessione. Il master può sostenere le tre connessioni SCO con uno solo o con 
diversi Slave, mentre questi ultimi possono supportare tre collegamenti SCO 
contemporanei con un singolo Master, due soltanto, invece, con Master diversi. 
Non possono esistere collegamenti se non fra il Master e gli Slave, che non 
possono quindi comunicare direttamente, a meno di creare essi stessi una nuova 
piconet. Più piconet possono comunicare fra loro per mezzo di nodi ponte che 
partecipano ad entrambe le piconet, formando così una scatternet, ovvero una rete 
composta da più piconet, fino ad un massimo di dieci in un ambiente ristretto. 
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Questa limitazione è dovuta al fatto che le frequenze di salto disponibili sono solo 
79, e, aumentando il numero di piconet in un ambiente dalle ridotte dimensioni, la 
possibilità di collisioni cresce fino a cessare di essere trascurabile.  
figura 1.7: Sequenza di connessione 
1.5 Sicurezza e Bluetooth.2 
Per quanto riguarda la sicurezza delle connessioni in una piconet, è stato già 
anticipato che lo standard, già intrinsecamente abbastanza sicuro grazie alla 
trasmissione FHSS, prevede strategie e procedure utili per aumentare il livello di 
                                                
2 T. G. Kydis, S. Blake-Wilson 
Security Comparison : Bluetooth Communications vs. 802.11 
10-11-2001. 
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protezione. La trasmissione, infatti, su frequenze variabili in modo pseudocasuale, 
se effettivamente rende più difficile e laborioso intercettare una trasmissione di 
quanto non lo sia farlo nel caso di un sistema a portante fissa, può essere ritenuta 
inadeguata a garantire un livello di protezione soddisfacente per un certo 
particolare utilizzo. Tanto per fare un esempio, un modo relativamente semplice 
per intercettare una comunicazione siffatta senza conoscere la sequenza delle 
frequenze può essere quello di disporre ricevitori in parallelo sintonizzati ognuno 
su una delle 79 possibili frequenze di trasmissione. Lo standard Bluetooth prevede 
allora la possibilità di attuare l’autenticazione dei dispositivi e il criptaggio della 
trasmissione. 
L’autenticazione è ottenuta usando una chiave segreta condivisa fra due 
dispositivi, detta link key, e avviene secondo un meccanismo ad ingaggio e 
risposta (challenge response). In questo meccanismo distinguiamo un dispositivo 
che chiede di essere autenticato, il richiedente, ed un altro, il verificatore, che ha il 
compito di decidere se sussistono o meno le condizioni per accordare 
l’autenticazione. Il dispositivo verificatore manda al richiedente una parola da 128 
bit detta challenge, ingaggio. Il richiedente, allora, applica un particolare 
algoritmo alla parola di challenge, al proprio indirizzo Bluetooth e alla link key. I 
32 bit più significativi del risultato di questo calcolo vengono spediti indietro al 
verificatore, che conferma o meno la risposta. In caso di conferma 
l’autenticazione ha successo, e la procedura viene ripetuta a ruoli invertiti, 
permettendo l’autenticazione reciproca. La link key viene stabilita durante una 
particolare sessione di comunicazione chiamata pairing, che può richiedere 
l’inserimento di un PIN (Personal Identification Number) da parte dell’utente. Si 
dice allora che i due dispositivi sono accoppiati (paired) quando si sono 
preventivamente connessi per negoziare una link key che ora, quindi, 
condividono. 
Il criptaggio è basato su una chiave a 128 bit, diversa dalla link key e ricavata da 
quest’ultima, dall’indirizzo fisico del dispositivo e da un numero casuale. È stato 
pubblicato uno studio3 in cui il meccanismo di cifratura del Bluetooth è stato 
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messo alla prova sottoponendolo a degli attacchi. L’ordine di complessità degli 
algoritmi usati negli attacchi fornisce una stima indiretta della sicurezza del 
sistema. Un primo algoritmo ha una complessità computazionale di 2100, l’altro, 
del genere detto birthday-type4, di 266. A tutt’oggi non si conoscono attacchi più 
efficienti di questi, che, se da un lato mettono in evidenza le debolezze del sistema 
di cifratura, dall’altro, per la loro complessità computazionale, non hanno grande 
valore pratico. 
Essendo la sicurezza del collegamento basata essenzialmente sulla segretezza 
delle chiavi, eventuali malintenzionati tenteranno di entrare in possesso della link 
key o almeno di una sua parte. Il momento più logico per cercare di carpire la link 
key o almeno parte di essa è durante il pairing, durante il quale viene inserito il 
PIN ed i dispositivi creano la link key comune. Se l’intercettatore riesce a rubare 
il PIN avrà la vita molto più facile nella ricostruzione della link key. Per questo è 
una buona norma di sicurezza eseguire questa procedura quanto più possibile in 
privato, ovvero fuori dalla portata d’ascolto (e dallo sguardo) di eventuali 
malintenzionati, che corrisponde alla portata del sistema, ovvero circa 10 metri. 
                                                                                                                                    
3 M. Jakobsson, S. Wetzek 
Security Weaknesses in Bluetooth. 
Lucent Technologies – Bell Labs 
Information Sciences Research Center.  
4
 Un attacco birthday-type sfrutta l’idea del paradosso della data di nascita. Se è molto 
difficile trovare una persona con la nostra stessa data di nascita, è in realtà 
sorprendentemente facile, in un gruppo di persone, trovarne due nate nello stesso giorno.  
Metafora a parte, è molto più facile trovare due cose uguali in un gruppo omogeneo che 
trovarne una uguale ad un’altra prefissata. Nell’attacco birthday-type si cercano due 
messaggi cifrati con la stessa chiave, analizzandone poi lo stato iniziale che, se la chiave 
è la stessa, deve essere identico. 
 23
1.6 Risparmio di energia. 
Si è già accennato che lo standard Bluetooth propone alcune modalità per il 
risparmio di energia. Esse sono note con i nomi di sniff, hold e park, e 
corrispondono a tre gradi diversi di riduzione dell’attività del dispositivo. Nella 
modalità sniff, la frequenza con la quale uno slave impegnato in un link ACL 
ascolta le trasmissioni del master, viene ridotta. Il master allora può iniziare una 
trasmissione verso un particolare slave solo in alcuni particolari slot, distanziati da 
un intervallo di tempo regolare detto Tsniff, dal valore tipico di 1 s. Un dispositivo 
impegnato in un collegamento SCO non può entrare nella modalità sniff. La 
modalità hold riguarda solo la trasmissione di pacchetti ACL. Si dice infatti che il 
link ACL con uno slave viene messo in hold mode quando si desidera che esso 
non supporti, per una durata di tempo fissata, la trasmissione di pacchetti ACL sul 
canale. Va notato che in questa modalità possono continuare a sussistere eventuali 
collegamenti SCO. Quando, invece, un dispositivo non necessita di partecipare 
attivamente alla piconet ma si desidera che esso rimanga sincronizzato, può essere 
messo in park mode, caratterizzato da una attività, e quindi da un consumo, 
estremamente ridotti, con l’inconveniente, però, del tempo, relativamente lungo, 
occorrente a “risvegliare” il dispositivo. 
1.7 Lo stack di protocollo. 
Per garantire l’interoperabilità fra dispositivi costruiti da fabbricanti diversi, la 
specifica non definisce solamente i requisiti del sistema radio, ma anche il 
protocollo di comunicazione, descritto nel primo volume della specifica 
Bluetooth. Esso è organizzato secondo una struttura stratificata, in cui ogni strato, 
o layer, interagendo con i layer adiacenti usa i servizi dei layer più in basso 
offrendone a sua volta a quelli superiori. In una comunicazione fra dispositivi 
Bluetooth ogni layer comunica 
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figura 1-5: Lo stack di protocollo Bluetooth 
col suo omologo presente su un altro dispositivo mediante il relativo protocollo, 
definito dalla specifica. Sono quindi presenti tante connessioni logiche quanti 
sono i layer utilizzati. 
La figura 1-5 rappresenta graficamente la struttura a strati dello stack di 
protocollo Bluetooth. Sono omessi soltanto alcuni layer di alto livello quali 
l’OBEX (generic OBject EXchange) od il WAP (Wireless Access Protocol), non 
indispensabili, ma utili solo per particolari applicazioni che non rientrano negli 
interessi di questo lavoro. Non sono nemmeno rappresentati i layer 
dell’applicazione e la sua API (Application Programming Interface), per l’ovvia 
ragione che non appartengono allo stack di protocollo ma hanno un senso in 
relazione ad ogni singolo sistema. Essi comunque possono essere pensati come 
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appoggiati al di sopra dei livelli più alti dello stack, ovvero L2CAP, TCS, SDP, 
RFCOMM, HCI, di cui, quindi l’applicazione utente può usare i servizi. 
Segue una breve descrizione delle principali funzioni espletate dai vari layer.   
1. Baseband and RF. 
Nello stack Bluetooth il layer più in basso viene detto Baseband and Radio 
Frequency e serve ad implementare le routine relative alla connessione fisica fra i 
dispositivi. In particolare esso stabilisce la sequenza delle frequenze di salto e 
controlla il canale fisico, forma i pacchetti dati che verranno effettivamente 
trasmessi in aria, implementa la correzione degli errori di trasmissione ed il 
criptaggio (eventuale) dei dati.  
2. Link manager. 
Questo protocollo viene adoperato per il set-up ed il controllo e sicurezza del 
collegamento. I segnali scambiati fra i Link Controller di due dispositivi non si 
propagano ai layer superiori.  
3. HCI. 
Host Controller Interface. Vedremo più avanti che, nel gergo della specifica, il 
termine host controller indica il core, in un sistema basato su un core Bluetooth 
affiancato da un microcontrollore, mentre il termine host indica il 
microcontrollore esterno. Esso non è un layer vero e proprio poiché né eroga 
servizi per i layer superiori, né comunica col suo omologo presente su un altro 
dispositivo, ma serve piuttosto a fornire una interfaccia di comandi per il 
controller di banda base e per il link manager, e accesso allo stato dell’hardware e 
ai registri di controllo. Questa interfaccia fornisce un metodo uniforme di accesso 
alle potenzialità di banda base del Bluetooth. 
4. L2CAP. 
Logical Link Control and Adaptation Protocol. Il layer L2CAP supporta il 
multiplexing di livelli più alti di protocollo, segmentazione dei pacchetti e 
riassemblaggio, consentendo l’invio di pacchetti dati più grandi di quelli permessi 
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dalla semplice trasmissione in aria, e l’invio di informazioni sulla qualità del 
servizio. Non è prevista la segmentazione di pacchetti audio sincroni ma soltanto 
di dati asincroni.   
5. SDP. 
Service Discovery Protocol. Questo layer permette ad un dispositivo di 
individuare i servizi di cui potrebbe usufruire connettendosi ad altri dispositivi 
Bluetooth presenti all’interno della portata del ricetrasmettitore, e di notificare 
agli altri dispositivi i servizi che possono essere forniti. Per fare un esempio 
possiamo pensare ad un computer munito di un punto di accesso Bluetooth, e 
ipotizziamo di disporre di un certo numero di periferiche anch’esse dotate di 
tecnologia Bluetooth. Immaginiamo il caso in cui si voglia stampare un 
documento: in maniera del tutto automatica il punto di accesso Bluetooth del 
calcolatore potrà individuare quale fra le periferiche presenti offre questo servizio, 
e quindi connettervisi per inviare i dati di stampa.   
6. TCS binary. 
Il TCS-Binary (Telephony Control - Binary o TCS BIN), è un protocollo di tipo 
bit-oriented, che definisce la segnalazione per il controllo della chiamata quando 
si vogliono stabilire delle chiamate voce o dati tra dispositivi Bluetooth.  
7. RFCOMM. 
RFCOMM è un protocollo di emulazione di una porta seriale basato sulla 
specifica ETSI 07.10 che emula una RS 232 e i relativi segnali.      
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1.8 Il pacchetto audio nello standard 
Bluetooth. 
Vale la pena spendere qualche parola per chiarire qualche dettaglio su come viene 
trattato l’audio nei sistemi Bluetooth. I segnali audio viaggiano su canali 
privilegiati, detti SCO, Synchronous Connection Oriented, che implementano dei 
link punto-punto simmetrici fra il Master ed uno Slave specifico. L’attributo 
“privilegiati” si riferisce al fatto che i pacchetti dei link SCO vengono trasmessi in 
aria su slot riservati, ad intervalli regolari detti TSCO, misurati in slot, a differenza 
degli altri canali, gli ACL, che vengono trasmessi su slot non riservati. La ragione 
di ciò è la necessità di mantenere la coerenza temporale dell’audio. Ricordiamo 
che la durata nominale di uno slot è pari a 625 µs. I pacchetti SCO non vengono 
mai ritrasmessi, com’è assolutamente naturale pensare dato che essi trasportano 
audio. Per quanto riguarda la trasmissione in aria si può scegliere fra tre tipi di 
pacchetti SCO, cioè fra HV1, HV2, HV3, che rappresentano ognuno un 
compromesso fra banda occupata e tolleranza agli errori di trasmissione. La 
lunghezza del campo contenente i dati utili (payload) è fissata per tutti e tre i tipi 
di pacchetto a 240 bit, ma la quantità di informazione trasmessa per pacchetto è 
diversa. Infatti i byte trasmessi nei pacchetti HV1 sono protetti con un FEC 
Forward Error Correction) rate di 1/3 (ogni singolo bit, cioè, viene trasmesso tre 
volte di fila), quelli HV2 hanno un FEC di 2/3, mentre invece non ci sono bit 
ridondanti nei pacchetti HV3. In questa maniera si ha che i pacchetti portano 
rispettivamente 10, 20 e 30 byte di informazione. I pacchetti HV1 vengono spediti 
ogni due slot temporali (TSCO=2) gli HV2 ogni quattro e gli HV3 ogni sei, come 
mostrato in figura 1-6. In questa maniera il data rate medio è costante e pari a 
64 Kbps che, con campioni profondi 8 bit, equivale ad aver audio ad 8 KBps,  
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figura 1-6 : trasmissione pacchetti HV1, HV2, HV3   
ovvero, come ci insegna il teorema Nyquist, limitato a 4 KHz, di qualità analoga, 
quindi, a quella telefonica. 
Per i limiti di banda imposti dallo standard, in una piconet possono esistere 
contemporaneamente ed in maniera esclusiva, al massimo un collegamento SCO 
con pacchetti HV1, due collegamenti SCO con pacchetti HV2 o tre collegamenti 
SCO con pacchetti HV3. In generale è opportuno, se possibile, cercare di non 
saturare la banda con l’audio, in modo da lasciare uno spazio un po’ più 
abbondante al traffico dati. Ciò permette di sveltire lo scambio di informazioni di 
set up e controllo dei collegamenti, rendendo la rete più pronta e reattiva. Ad 
esempio, nel nostro caso dovendo gestire due soli collegamenti audio, potremmo 
scegliere di usare pacchetti HV2, ma, per quanto detto sopra, sono stati scelti 
pacchetti HV3. D’altro canto la correzione degli errori con il FEC non aggiunge 
miglioramenti nettamente percettibili all’audio trasmesso, e quindi tanto vale 
risparmiare banda utile per il traffico di controllo. 
La presenza di slot riservati alla trasmissione dei pacchetti SCO non è l’unico 
privilegio di cui l’audio gode nei sistemi Bluetooth. Per rispettare, infatti, i 
requisiti temporali imposti dai canali audio, i pacchetti SCO non transitano mai 
attraverso i layer superiori all’HCI, ma vengono direttamente mappati o sul layer 
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HCI o sulla porta PCM. Nel caso in cui i link SCO siano mappati sull’HCI 
l’interfaccia fisica mediante la quale si accede al flusso audio è la UART. Il 
formato dei pacchetti SCO che transitano attraverso la seriale è mostrato nella 
figura 1-7. Il campo connection handle è un identificatore a 12 bit che individua 
univocamente la particolare connessione cui il pacchetto si riferisce, ed il campo 
lunghezza esprime la lunghezza in byte del campo dati. Da notare che questa 
lunghezza non dipende assolutamente dal tipo di pacchetto effettivamente 
trasmesso in aria ma solo dalla dimensione dei buffer presenti sul dispositivo.  
figura 1-7: il pacchetto HCI SCO             
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1.9 I profili. 
Il secondo volume della specifica Bluetooth definisce quelli che vengono chiamati 
profili, ovvero delle particolari situazioni di utilizzo dei dispositivi Bluetooth, 
puntualizzando per ogni profilo i requisiti necessari perché un’applicazione possa 
essere dichiarata conforme al profilo. Per requisiti si intendono i servizi che 
devono essere supportati e le procedure atte ad implementare le varie funzioni, 
ognuna riferita ad un particolare layer dello stack. Nella versione 1.1 della 
specifica, volume 2, sono descritti i profili generic access, service discovery 
application, cordless telephony, intercom, serial port, headset, dial-up networking, 
fax, lan access, generic object exchange, object push, file transfer, 
synchronization. Nell’ottica della interoperabilità, volendo realizzare una 
applicazione descritta dai profili è una buona idea conformarsi ad uno di essi. 
Tuttavia, sebbene il Bluetooth SIG (Special Interest Group, il consorzio di 
aziende direttamente interessate allo sviluppo della tecnologia Bluetooth) si 
adoperi per aggiungere alla specifica sempre nuovi profili, capita sovente di 
immaginare e voler realizzare un’applicazione per cui non sia stato previsto alcun 
profilo. In questo caso, in cui come vedremo rientra il nostro, l’unico profilo che 
siamo tenuti a rispettare è il generic access profile, che definisce le procedure atte 
ad assicurare l’interoperabilità più elementare, essenzialmente garantendo la 
capacità di un dispositivo di individuare altri apparecchi nelle vicinanze ed 
eventualmente connettervisi, o di essere a sua volta individuato e connesso. Tra i 
vari profili esistono delle relazioni di dipendenza, nel senso che alcuni di essi 
sfruttano gerarchicamente altri profili. Le relazioni fra i vari profili presenti nella 
versione 1.1 della specifica sono mostrate nella figura 1-8. Da questa figura si vede 
piuttosto chiaramente come tutti i profili dipendano direttamente o indirettamente 
al profilo generic access.  
La maggior parte, se non la totalità delle applicazioni oggi esistenti si appoggiano 
ai profili Bluetooth già definiti. Ricordiamo a questo proposito i dispositivi per il 
rimpiazzo dei cavi (profilo serial port), auricolari per telefoni cellulari (headset 
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profile), accesso wireless ad una rete di calcolatori (LAN access profile), telefoni 
wireless per uso domestico (intercom profile), HID (Human Interface Devices) 
come mouse, tastiere, (profili serial port, generic object exchange), e via dicendo.  
figura 1-8 : i profili             
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2 Architettura 
Nel seguente capitolo saranno esposte le scelte progettuali ed architetturali che 
hanno portato alla struttura generale del sistema. 
Sarà inoltre fatta una panoramica dei componenti hardware di cui si compone il 
sistema. 
2.1 La partizione Host – Host Controller 
L’elemento di maggiore innovazione nel sistema proposto è la realizzazione di 
una rete audio, quando i pochi sistemi interfonici wireless per motoveicolo in 
commercio si basano su connessioni punto-punto (o fra i caschi per realizzare la 
funzione interfono, o fra uno dei caschi e un telefono cellulare). La realizzazione 
di una rete a tre punti apporta inoltre il grande vantaggio di avere attivi due link 
audio completamente indipendenti, uno tra centralina e pilota e l’altro tra 
centralina e passeggero. Conseguenza di ciò è che tutti i servizi audio possono 
essere forniti a ciascuno dei due utenti in maniera completamente indipendente e 
contemporanea. Pilota e passeggero possono quindi ascoltare i flussi audio (o una 
qualsiasi miscelazione fra essi) provenienti da una stessa sorgente o da sorgenti 
diverse, o possono infine accedere simultaneamente alla stessa sorgente, 
impegnandosi per esempio in conferenze telefoniche a tre voci. 
La rete audio che sarà implementata è di tipo centralizzato, ovvero esiste un nodo 
principale, detto  Master della rete, e da un minimo di uno fino a otto nodi 
secondari che fungono da Slaves. 
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Nel caso in esame la centralina  farà contemporaneamente parte di due piconet 
distinte:  
la piconet A sarà composta dalla centralina e dai due caschi (tre nodi) 
contenenti gli auricolari, in particolare la centralina fungerà da master, 
mentre i caschi saranno gli slaves 
la piconet B composta da telefono cellulare e centralina (due nodi). In 
questa seconda sottorete la scelta dei ruoli è invertita rispetto alla 
precedente: il master deve essere il telefono, mentre la centralina è lo 
slave. La ragione di tale scelta è banale: il firmware presente su tutti i 
telefoni cellulari Bluetooth è pensato per gestire trasferimenti di dati audio 
su pacchetti SCO con un auricolari, che non possono fungere da master 
della rete. Pertanto, al fine di garantire la compatibilità con tutti  i cellulari 
Bluetooth in commercio si è fatto in modo che la centralina “apparisse “ al 
cellulare come se fosse un headset commerciale.  
Centralina
Driver
&
Passenger
GSM
Piconet A:
la centrlina è il
master
I caschi sono slaves
Piconet B:
il cellulare è il master
mentre la centralina è
lo slave
Come se fosse un
auricolare
Figura 2-1: Schema delle due piconet 
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Visti i compiti che la centralina deve eseguire, essa è stata concepita con una 
architettura multi-processore. Si compone di un dispositivo che implementa lo 
standard Bluetooth (Host Controller) il quale si occupa della gestione della rete e 
di un processore DSP (Host), il quale si occupa dell’acquisizione in tempo reale 
dei flussi audio provenienti dalle sorgenti collegate, della gestione dell’interfaccia 
utente e della comunicazione con l’Host Controller. I due processori comunicano 
tra loro tramite un collegamento seriale lungo il quale vengono scambiati 
messaggi di configurazione e o pacchetti digitali relativi ai due flussi audio.  
Headset 1 Headset 2
GSM
Interfaccia utente
Sorgenti Audio
Link Seriale
HOST
CONTROLLER B
Link Seriale
HOST
CONTROLLER A
WIRELESS
HOST
Centralina
Link
Seriale
WIRELESS
Link
Seriale
Figura 2-2: Schema della partizione  in Host - Host Controller  
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2.2 Link Seriali 
La gestione dei flussi audio e dell’interfaccia utente sono affidate a un DSP 
mentre la gestione delle comunicazioni Bluetooth è affidata ad altri due  
processori. Questa soluzione rende l’elettronica estremamente flessibile e 
facilmente aggiornabile.  
L’Host Controller è costituito dal chipset BlueCore02 prodotto da CSR 
(Cambridge Silicon Radio). Tale dispositivo ha un processore interno con potenza 
di calcolo di 8 MIPS che controlla le interfacce radio e host e 32 kbyte di RAM 
on chip. 
L’Host é invece implementato dal Digital Signal Processor ADSP-BF533 
prodotto dalla Analog Devices. Tale processore dispone della capacità di calcolo 
necessaria all’elaborazione in tempo reale dei flussi audio ed è dotato di una 
grande varietà di periferiche. Il DSP ha risorse di calcolo sufficienti anche per 
permettere l’implementazione di successive estensioni delle funzionalità del 
sistema. 
Attraverso i link seriali tra gli Host Controller a l’Host viaggiano tre tipi diversi di 
pacchetti:  
Comandi: dall’Host verso l’Host-Controller 
Eventi:inverso al precedente 
Dati ACL: flusso bidirezionale 
Dati SCO: flusso bidirezionale specifico per l’audio  
Il link seriale può essere realizzato in tre modi diversi:  
Tramite porta USB: è la tecnica più diffusa quando l’Host è un PC; ha il 
vantaggio di essere autoconfigurante, di avere una banda abbondante e 
supporta flussi isocroni. 
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Tramite porta UART: è la tecnica più usata per applicazione embedded 
come nel nostro caso; rispetto alla USB non è autocanfigurante, ha una 
banda appena sufficiente, comunque è facile da programmare. 
Tramite PCMCIA / PCI: è una tecnica definita ma usata di rado.   
I flussi audio delle sorgenti ausiliarie sono acquisiti in forma analogica e 
digitalizzati mediante il codec audio ADSP1836A, sempre prodotto dalla Analog 
Devices. 
La figura 2-3 riporta una rappresentazione schematica della cetralina. Come si 
nota i BlueCore02 e l’interfaccia utente comunicano col DSP mediante porte 
seriali asincrone (UART), mentre il codec audio è connesso tramite protocollo 
I2C.                    
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2.3 Schema archittetturale globale 
Si è scelto di interfacciare BlueCore02 e ADSP-BF533 tramite una 
comunicazione UART. 
Ciò permette di poter aggiornare semplicemente ed in maniera totalmente 
indipendente, ognuna delle due unità, per esempio allo scopo di utilizzare un DSP 
più performante o un modulo a radiofrequenza che implementa una release dello 
Standard Bluetooth piú recente. 
Figura 2-4:Schema dei link seriali fra i diversi blocchi 
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2.4 L’hardware dell’Host-Controller 
Come già accennato in precedenza, per l’implementazione dello standard 
Bluetooth è stato scelto il BlueCore02 (in seguito BC02) prodotto dalla 
Cambridge Silicon Radio: un sistema single chip realizzato in tecnologia CMOS 
0,18 µm.
In fase di debugg il chip è stato alloggiato su di un sistema denominato Modem 
Casira che contiene tutto l’hardware necessario al funzionamento del BC02 oltre 
che una serie di led utili per appurarne il corretto funzionamento. 
Nella realizzazione del prototipo, è stata progettata una scheda contenente gli 
opportuni alloggiamenti per i BC02 e tutto il necessario per le alimentazioni dei 
diversi blocchi costituenti  il sistema, e per le connessioni seriali con l’Host.  
Figura 2-5:il Modem Casira con il BC02 
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Nel BC02 sono riconoscibili tre macroblocchi funzionali: 
Transceiver a radio frequenza per la gestione della rice-trasmissione aerea  
Sistema di controllo del chip  
Sistema di controllo delle periferiche  
Più in particolare il modulo Bluetooth contenente il BC02 mette a nostra 
dispozione le seguenti caratteristiche:  
Un microcontrollore XAP02 con potenza di calcolo di 8MIPS in grado di 
gestire le interfacce radio e i collegamenti con l’Host  
Memory Managment Unit (MMU): un sistema dinamico di allocazione di 
buffer circolari per la gestione dei dati in transito sull’interfaccia aerea  
Burst Mode Controller (BMC): un controllore che si occupa, della 
preparazione del pacchetto da trasmettere, ed in fase di ricezione, della 
ricostruzione dei campiono audio.  
Physical Layer Hardware Engine: si tratta di hardware dedicato 
all’esecuzioni di operazioni di routine sui pacchetti.  
32Kbyte di RAM on chip dedicata allo stack Bluetooth e all’allocazione 
dei buffer  
Exteral Memory Map Driver (XMD): è un’interfaccia per il collegamento 
con una memoria flash / RAM esterne al chip. Sulla memoria esterna sono 
conservati sia il firmware dedicato allo stack di protocollo, che quello 
programmato dall’utente, nonché il Persistent Store. Quest’ultimo è un 
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sistema formato da una serie di chiavi (PS keys) tramite cui si possono 
modificare facilmente i registri di configurazione del BC02 e quindi 
modificarne opportunamente il comportamento    
Interfacce seriali UART, USB, SPI  
15 GPIO (general purpose input output) programmabili molto utili in fased 
di de-bug   
Nel sistema in esame è stato usato unna versione dello stack nota come BlueStack 
sviluppata e fornita da Mezoe Corporation in coordinato al Modem Casira. La sua 
peculiarità è avere un layer aggiuntivo, rispetto a quanto previsto dalle specifiche 
dello standard Bluetooth1.1,  il Device Manager.  
Baseband and RF
Link Manager
HCI Bottom
HCI lower driver
HCI upper driver
HCI top
HCI top Device Manager
TC
S 
bin
ar
y
RF
 
CO
MM
SD
P
Figura 2-6: il BlueStack 
 41
Per quanto concerne le applicazioni sviluppate dall’utente sono ne sono state 
usate due diverse aventi un comune denominatore: il profilo Headset.  
In particolare sul BC02-A, che gestisce la piconet a tre nodi tra centralina e 
auricolari, è stata caricata l’applicazione Audio Gateway; essa è stata sviluppata 
ad hoc a partire dal profilo headset, ed imposta le connessioni in modo tale che la 
centralina sia sempre e comunque il master della piconet-A. 
Sul BC02-B, che gestisce la connessione fra cellulare e centralina è stato caricato 
il  profilo Headset, il quale “fa comportare” la centralina come un qualsiasi 
headset commerciale, lasciando al cellulare il ruolo di master. 
Esula tuttavia dagli scopi di questo lavoro, la descrizione dettagliata dei firmware 
di gestione delle due piconet.                     
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3 Hardware dell’Host: l’ADSP-
BF533 e la Ez-lite 
Continuando con la descrizione, dopo aver definito le caratteristiche fondamentali 
del sistema, dopo averne definito e motivato le scelte architetturali, desidero 
concentrare l’attenzione sull’Host al fine di comprenderne, le caratteristiche e le 
potenzialità, per poi poter meglio intendere le scelte fatte in fase di sviluppo del 
relativo firmware.   
3.1 Caratteristiche del DSP 
Per implementare l’Host è stato scelto il processore ADSP-BF533 appartenente 
alla famiglia Blackfin della Analog Devices. Tutti i processori di tale famiglia 
offrono la possibilità di variare sia le tensioni che le frequenze di lavoro in modo 
da ottimizzare il power consumption in base alle esigenze di progetto.  
3.1.1 Periferiche  
Il sistema di periferiche del processore comprende: 
Una porta parallela (PPI) 
Due porte seriali sincrone (SPORT) 
Una interfaccia seriale (SPI) 
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Una seriale asincrona (UART) 
Timers  
Programmable flags 
Queste periferiche sono connesse al core tramite dei bus. La struttura globale 
funzionale del processore può essere immaginata come segue:  
Figura 3-1: schema a blocchi del processore 
Tutte le periferiche, ad eccezione dei programmable flag del watchdog timer dei 
timer e del real-time clock, sono supportate da controllori DMA. Altri due canali 
DMA sono dedicati ai  trasferimenti di dati tra spazi di memoria interni al 
processore e memoria esterne.  
3.1.2 Architettura del core 
Il core del processore è formato dalle seguenti unità: 
Due moltiplicatori e accumulatori a 16 bit (MAC) 
Due unità aritmetiche logiche (ALU) a 40 bit 
Quattro ALU video a 8 bit 
Uno shift register da 40 bit 
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Esso è in grado di scambiare dati con il register file e operare su dati a 8, 16 
oppure 32 bit. Il register file contiene 8 registri a 32 bit, che il processore 
interpreta come 16 registri a 16 bit oppure come 32 da 8 bit in base alla 
configurazione di calcolo. 
Ogni  MAC è in grado, ad ogni ciclo, di moltiplicare operandi su 16 bit e 
memorizzare il risultato su 40 bit. Supporta sia rappresentazioni signed che 
unsigned con eventuali saturazioni. 
Le ALU forniscono un set di funzioni logiche ed aritmetiche su operandi a 16 
oppure a 32 bit. Tale set comprende molte delle funzioni statisticamente più usate 
(prelievo di segno, esponente, somma con saturazione, divisioni ecc.) al fine di 
velocizzare il processing di opportuni segnali. In base all’esigenza le due ALU 
possono anche lavorare simultaneamente eseguendo contemporaneamente quattro 
funzioni su operandi a 16 bit. 
Le ALU video forniscono principalmente funzioni dedicate ai segnali video quali 
allineamento di byte, sottrazioni, estrazioni di valore assoluto e accumulazioni 
(SAA operation). 
Il program sequencer oltre a controllare il flusso di esecuzione delle istruzioni 
esegue operazioni di allineamento e di decodifica. 
L’unità nota come address arithmetic unit fornisce simultaneamente due indirizzi 
per consentire due differenti accessi in memoria. Essa consta di quattro differenti 
registri su 32 bit (INDEX, MODIFY, LENGTH, BASE registers:sono quattro 
buffer circolari) e otto pointer registers su 32 bit dedicati all’indirizzamento 
tramite linguaggio C-style. 
I tre macro blocchi appena descritti sono raffigurati nella figura 3-3. 
Tale architettura consente al processore di operare in tre diversi stati:  
1. User Mode: in questo stato il processore non ha accesso ad un insieme di 
risorse di sistema che quindi costituiscono un ambiente protetto da 
manomissioni indesiderate. 
2. Supervisor Mode: il processore non ha restrizioni d’accesso ad alcuna risorsa. 
3. Emulator Mode: idem al precedente.  
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Gli ultimi due stati sono riservati all’esecuzione del kernel di un sistema 
operativo. Esistono altri stati (IDLE, RESET) in cui non vengono eseguite 
istruzioni. Lo stato di funzionamento è determinato dall’Event Controller.  
Figura 3-2: Stati e Modi del processore  
Figura 3-3:Architettura del core del DSP   
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3.1.3 Architettura della memoria 
La memoria è organizzata in modo gerarchico. Ad ogni livello gerarchico 
corrisponde una determinata porzione di memoria con determinate caratteristiche 
elettriche (tempi d’accesso, latenza…). 
Per livello gerarchico L1 il processore intende le memorie interne al chip ovvero 
le più prestanti i termini di tempi d’accesso, mentre al livello L2 stanno quelle 
off-chip. 
L’architettura del processore prevede un unico spazio (4Gbyte) d’indirizzo su 32 
bit per tette le memorie (sia on-chip che off-chip).  
Lo spazio di memoria contiene:  
Memorie SRAM interne (L1) 
Alcuni Memory Mapped Registers (MMR) 
Una ROM per il boot del firmware  
Tipo di memoria  ADSP-BF533 
Instruction SRAM / cache 16Kbyte 
Instruction SRAM 64Kbyte 
Data SRAM / cache 32kbyte 
Data SRAM  32Kbyte 
Scratchpad 4Kbyte 
   
Totale 148Kbyte 
Figura 3-4: frammentazione memoria L1 
È importante sottolineare il duplice vantaggio della presenza delle memorie 
caches sul livello L1:  
1. prestazioni elevate: i tempi d’accesso sono ridotti 
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2. semplicità di gestione: non occorre gestire direttamente i trasferimenti 
dati fra memorie del livello L1 eliminando la necessità di ottimizzazione 
della porzione di codice corrispondente.  
Un’ architettura di questo tipo (detta “Harvard modificata”) consente al core 
quattro accessi simultanei, per ogni ciclo di clock, alla memoria L1.  
Figura 3-5: schema dell’archittettura della memoria on-chip 
Un altro vantaggio evidente dell’architettura è la possibilità di far agire in 
contemporanea i controllori DMA. Tale caratteristica sarà molto utile al momento 
della gestione di scambio dati con le periferiche.  
3.1.4 Gestione degli eventi 
Il core processor  è dotato di un controllore adibito ad interpretare gli eventi, sia 
sincroni che asincroni, a esso stesso. Tale sottosistema è in grado di operare in 
parallelo su tutti gli eventi occorsi, oppure in modo seriale gestendo per primi 
quelli con priorità maggiore. Gli eventi sono classificabili in cinque categorie:  
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Emulation: un tale evento forza il processore ad entrare in Emulation 
Mode lasciando il comando ed il controllo dello stesso all’interfaccia 
JTAG. 
Reset: non richiede descrizione 
Non Maskable Interrupt (NMI):  questi eventi possono essere generati dal 
software di gestione del watchdog timer oppure dei segnali d’ingresso 
NMI, e vengono usati frequentemente per indicare una sospensione 
temporanea dell’attività del core.  
Exceptions: si tratta di eventi sincroni all’esecuzione del flusso di 
programma. Un’eccezione scatta prima del completamento di una 
istruzione ed è causata ad esempio da un cattivi allineamento fra operandi.  
Interruptus: sono eventi asincroni all’esecuzione del flusso di programma. 
Si prestano alla gestione d’interfacce esterne in quanto sono causate da 
input pin, timer, o dalle periferiche.   
Il controllore d’eventi  è formato da due stadi:  
1. CEC: Core Event Controller 
2. SIC: System Interrupt Controller  
Concettualmente, possiamo immaginare che le interruzioni provenienti dalle 
periferiche arrivino al SIC che le trasforma in interruzioni di tipo general purpose 
e le gira al CEC. Le general pur pose interrupt  sono nove (IVG7->IVG15); di 
queste, le ultime due (IVG14 e IVG15)   sono a bassa priorità, pertanto è 
preferibile dedicarle alle interruzioni generate dal software, lasciando le rimanti 
sette alle interruzioni generate dalle periferiche (alta priorità). 
Il processore, tramite il SIC, stabilisce la corrispondenza tra le interruzioni 
generate dalle periferiche e quelle general pur pose con priortà. L’utente può 
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modificare il livello di priorità configurando opportunamente i registri IAR 
(System-interrupt Assignament Register).  
3.1.5 Il controllore DMA 
Il processore scelto, ha una serie di controllori DMA (Direct Memories Access) 
tutti indipendenti tra loro, che si occupano del trasferimento automatico di dati 
minimizzando l’overhead del processore. 
Per trasferimenti dati s’intende, ad esempio, lo scambio dati fra la memoria 
interna e ognuna delle periferiche supportate da un canale DMA, oppure tra 
queste ultime e memorie esterne connesse tramite l’apposita interfaccia (External 
Memories Interface). Per quanto concerne il BF533 le periferiche supportate da 
canali DMA sono la UART, l’SPI, la PPI ed entrambe le SPORT. 
I controllori DMA sono in grado di effettuare sia trasferimenti monodimensionali 
(1D-tra memorie organizzate in vettori) che bidimensionali (2D-tra memorie 
organizzate in matrici). L’inizializzazione dei trasferimenti DMA avviene 
settando opportuni registri oppure tramite una serie di parametri detti descrittori. 
In aggiunta ai canali DMA dedicati alle periferiche, esiste anche un canale detto 
Memory DMA dedicato ai trasferimenti fra le memorie del sistema. Questo canale 
consente il trasferimento di blocchi di dati tra qualsiasi memoria interna o esterna 
al chip (external SDRAM, ROM, SRAM, flash)  col minimo sforzo da parte del 
processore. Anche questo canale, come i precedenti, può essere gestito tramite un 
set di descrittori oppure tramite opportuna inizializzazione di registri (autobuffer 
mode).  
3.1.6 Il controllore EBIU: External Bus Inteface Unit 
Il controllore EBIU (on chip) è in grado di interfacciare il processore con una 
grande quantità di memorie standard industriali. Esso consiste in un controllore 
compatibile con lo standard PC133-SDRAM e in uno dedicato alle memorie 
asincrone. 
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Il controllore SDRAM fornisce l’interfaccia con un singolo banco di memoria (da 
16M a 128M byte di memori) SDRAM compatibile con lo standard PC133. è 
possibile programmare un set di timig parameters, al fine di supportare memorie 
più lente. 
Il controllore asincrono fornisce una interfaccia configurabile, per un massimo di 
quattro banchi di memoria separati oppure di dispositivi di input output. Ognni 
banco può essere programmato indipendentemente tramite i parametri temporali. 
Questo consente di interfacciare ogni tipo di SRAM, ROM, flash EPROM in 
commercio.  
3.1.7 Descrizione delle periferiche 
3.1.7.1 La porta PPI 
La porta PPI  ha un pin dedicato al clock, fino a tre pin dedicati alla 
sincronizzazione, più altri 16 dedicati ai dati. Essa può lavorare al massimo fino a 
metà del system clock. 
3.1.7.2 Le porte seriali sincrone: SPORTs 
Il processore ha due linee seriali sincrone identiche. Le funzioni di ricezione e di 
trasmissione sono programmate separatamente. Entrambe sono dispositivi full-
duplex, ovvero sono in grado di ricevere e trasmettere simultaneamente blocchi di 
dati. È possibile programmarne bit rate, frame sync, e lunghezza di parola tramite 
la scrittura di appositi registri di configurazione. Ogni SPORT ha il proprio set di 
registri di controllo e i propri buffer dedicati alla ricezione e trasmissione di dati. 
Tali porte usano un impulso di frame sync per indicare l’inizio di una word dati o 
di un pacchetto; il clock ne scandisce i bit. I precedenti segnali (frame sync e 
clock) possono essere generati sia internamente che esternamente al chip. La 
SPORT può operare ad una frequenza massima pari alla metà del system clock. È 
inoltre possibile stabilire frequenze diverse per trasmissione e ricezione, oltre che 
scegliere se trasmettere in modo LSB-first o MSB-first o ancora selezionare la 
lunghezza di parola (da 3 a 32 bit) in modo da migliorare la flessibilità della 
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comunicazione seriale. Offrono anche la possibilità di compandig hardware A-law 
oppure µ-law: si tratta di algoritmi di compressione e espansione della stringa 
originaria. Una caratteristica molto utile ai nostri scopi, è il supporto di canali 
DMA indipendenti per ricevere e trasmettere blocchi dati su ciascuna porta. 
Le altre peculiarità sono: 
Funzioni di trasmissione e ricezione completamente indipendenti. 
Trasferimento seriale di word dati da 3 a 32 bit sia in modo LSB-first 
che MSB-first. 
Possibilità di interfacciare dispositivi con standard seriale SI 2 per il 
trasferimento di pacchetti audio. 
Possibilità di compandig hardware su stringhe ricevute o trasmesse. 
Possibilità di scelta fra accettare clock e frame sync da sorgenti 
esterne, o generazione interna degli stessi su un ampio range di valori. 
Possibilità di operare senza o con segnale di frame sync potendo 
scegliere se considerarlo attivo alto o basso. 
Possibilità di generare il segnale di interrupt al termine di ogni 
trasferimento. 
Supporto di canali DMA indipendenti.  
Tabella 1: Descrizione dei Pin delle SPORTs 
Pin  Descrizione 
DT0PRI / DT1PRI Transmit Data Primary 
DT0SEC / DT1SEC Transmit Data Secondary 
TSCLK0 / TSCLK1 Transmit Clock 
TFS0 / TFS1 Transmit Frame Sync 
DR0PRI / DR1PRI Receive Data Primary 
DR0SEC / DR1SEC Receive Data Secondary 
RSCLK0 / RSCLK1 Receive Clock 
RFS0 / RFS1 Receive Frame Sync 
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La SPORT riceve i dati sui pin d’ingresso DRxPRI e DRxSEC mentre li 
trasmette su quelli d’uscita DTxPRI e DTxSEC; i segnali su questi quattro pin 
sono sincroni rispettivamente ai segnali sui pin RSCLKx e TSCLKx. 
La presenza di due set di pin, primario e secondario, è motivato dalla 
possibilità di incrementare il thruoghput seriale, condividendo clock e frame 
sync ma operando su dati differenti. 
La figura seguente mostra un diagramma a blocchi semplificato delle porte.  
Figura 3-6: diagrammi a blocchi della SPORT 
Il dato da trasmettere è scritto dal processore sul registro SPORTx_TX tramite il 
peripheral bus; in seguito il dato può essere compresso e trasferito al TX shift 
register. Infine i bit del dato vengono shiftati sui pin DTxPRI e DTxSEC in modo 
sincrono al segnale TSCLKx. 
La porzione relativa alla ricezione accetta dati sui pin DRxPRI e DRxSEC in 
modo sincrono al RSCLKx. Quando una parola intera è stata ricevuta essa può 
essere espansa e quindi scritta sul registro SPORTx_RX. L’ultimo step e la 
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scrittura del dato sulla FIFO di ricezione in modo da poter essere elaborato dal 
processore. 
3.1.7.3 La periferica seriale SPI 
Oltre ai tradizionali tre pin dedicati a trasmissione, ricezione e clock (MOSI: 
master out slave in; MISO: master in slave out; SCLK), la periferica è dotata di: 
un pin d’ingresso (SPISS: SPI slave select input) attraverso cui i 
dispositivi compatibili SPI danno il consenso allo scambio dati con il 
processore quando questo è uno slave. 
sette pin d’uscita (in realtà usa i programmable flags PF1-PF7 del 
processore) attraverso cui è possibile selezionare le periferiche. 
In questo modo la porta oltre a fornire un link seriale sincrono full duplex, è in 
grado di connettersi contemporaneamente con più dispositivi ognuno dei quali 
può essere il master o uno slave della rete creata (multi Master mode). Talii rete 
può anche operare in Broadcast: il master trasmette a tutti gli slave gli stessi dati 
in contemporanea. 
Per tale porta l’utente può programmare sia la baud rate che la fase e polarità del 
clock signal. 
Per queste caratteristiche la porta si presta ad interfacciare il DSP tipicamente con 
display LCD, altri mocrocontrollori, codec, FPGA con emulatore di SPI.  
Figura 3-7: schema a blocchi della porta SPI 
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La figura 3-3  mostra schematicamente i blocchi elementari della porta SPI: esse 
consta essenzialmente di uno shift register che con logica opportuna riceve e 
trasmette i bit dei dati ai registri dedicati in corrispondenza di ogni fronte di clock. 
Un’ultima importante considerazione riguarda il supporto DMA: la SPI è dotata 
di un solo canale DMA configurabile o in trasmissione o in recezione. Pertanto 
nel caso di un notevole scambio dati occorre tenere presente che si potrà sfruttare 
il supporto DMA in una sola direzione. Questa caratteristica risulterà molto 
importante quando si dovrà stabilire la priorità delle connessioni alle periferiche.  
3.1.7.4 La porta UART 
La UART è una periferica full duplex che assomiglia molto alla comunicazione 
seriale  RS-232 tipica dei PC. 
La comunicazione seriale segue un protocollo asincrono che supporta diversi 
word lenght, lo stop bit e l’opzione sul controllo della parità. È in grado di 
supportare la comunicazione half duplex su protocollo IrDA (Infra Red Data 
Association). 
È gestibile sia tramite le interruzioni, che mediante due canali DMA dedicati a 
ricezione e trasmissione. 
Il protocollo asincrono prevede le seguenti opzioni:  
Da 5 a 8 bit dati 
1 bit di start e almeno 1 ( 211 , 2) bit di stop 
Possibilità di bit di parità configurabile 
Divisore
SCLKRateBaud
16
_ in cui SCLK è il system clock, mentre il 
divisore è un coefficiente compreso tra 1 e 65536. 
La trasmissione avviene sempre in modo LSB first.  
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Figura 3-8: tipica bit stream prelevata sul pin TX 
La trasmissione inizia automaticamente non appena si accede in scrittura sul 
registro UART_THR. I dati contenuti in esso vengono trasmessi ad una frequenza 
pari alla baud rate impostata. 
La ricezione è scatenata dal riconoscimento di un bit di start. I dati seguenti sono 
campionati ad una frequnenza pari a circa 16 volte la baud rate impostata per poi 
prendere il valore in corrispondenza della metà dell’intervallo di campionamento. 
È possibile che il segnale di campionamento e quello della baud rate non siano 
isocroni, tuttavia questo non costituisce causa d’errore in quanto è il bit di start 
scandisce l’inizio di ogni bit strema annullando il ritardo accumulato. I dati 
ricevuti vengono memorizzati nel registro UART_RBR.  
3.1.7.5 I Timers 
Il processore dispone di un Core timer  di un Watchdog timer e tre general 
purpose timer a 32 bit. Questi ultimi possono funzionare in tre modalità:  
1. Pulse Width Modulation (PWM_out): in questo modo in uscita si genera un 
segnale ad onda quadra a larghezza d’impulso modulata. 
2. Pulse Width Count and Capture (PWM_in): in questo caso il timer è usato per 
misurare il periodo e la larghezza d’impulso di un segnale esterno ad onda 
rettangolare. 
3. External Event: il timer serve al processore per riconoscere e contare i fronti 
d’onda di un segnale esterno.  
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3.1.7.6 I Programmable Flags 
Il processore ha 16 pin bidirezionali detti programmable flags o general purpose 
I/O. Ogni pin può essere configurato individualmente tramite un set di registri che 
ne identifica direzione, stato, sensibilità (fronte o livello) ed eventuale 
generazione d’interruzione.  
3.2 La scheda di sviluppo 
Un target importante in fase di prototyping è l’implementazione del progetto nel 
minor tempo possibile. A tale scopo, nella scelta degli elementi, in particolare 
modo per il DSP, si è dato parecchio peso alla possibilità di avere un’evaluation 
bord, in corredo all’elemento scelto, con tutto l’hardware necessario per testare 
accuratamente il sistema in tutte le sue parti e funzioni. Pertanto anche la scelta 
del DSP è stata influenzata da questo fattore. È ovvio che trovare una scheda ad 
hoc è statisticamente improbabile, anche perché le risorse necessarie al sistema 
sono state stimate sulla base di tutti i ragionamenti fin qui esposti.  
Le linee guida nella ricerca sono state le seguenti:  
Elevata capacità di calcolo. 
Dotazione di periferiche in grado di consentire l’implementazione 
dell’architettura descritta in Figura 2-4. 
Necessità d’ingressi per la conversione delle sorgenti audio ausiliarie.  
In definitiva la scelta del BF533 e dell’Ez-Lite è sembrato il miglior 
compromesso possibile in quella determinata fase di progetto. Infatti, come si 
vedrà in seguito, le loro caratteristiche sono abbondanti da certi punti di vista, ma 
anche insufficienti da altri. Ad esempio il numero di periferiche UART è 
insufficiente per rispecchiare lo schema cui si accenna sopra. Più avanti saranno 
descritte le tecniche con cui tale mancanza è stata colmata. 
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3.2.1 Architettura della scheda di sviluppo 
La scheda Ez-Lite progettata e fornita da Analog Devices, al suo interno contiene:  
Il processore BF533. 
Un Codec audio AD1836. 
Due Codec video. 
Un oscillatore a 27 MHz. 
Un oscillatore a 32,168 KHz per il clock del core processor. 
Un alimentatore che ricava i 3,3V e i 5V a partire da 7,5V in ingresso. 
Un’interfaccia JTAG per il debug del processore. 
Un’interfaccia USB per l’upload del firmware e per il debug 
dell’applicazione. 
I collegamenti ai pin delle periferiche 
Una memoria SDRAM da 32 Mbyte. 
Una memoria flash da 2 Mbyte. 
Figura 3-9: Schema a blocchi della scheda Ez-Lite 
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Il precedente schema evidenzia che le porte SPI e SPORT0 sono predisposte per 
la gestione del Codec audio; la periferica PPI è dedicata al Codec video, il quale 
non sarà utilizzato nel progetto. Lo schema mostra anche che in uscita alla UART 
è disponibile un chip per la traslazione dai livelli logici CMOS-TTL a quelli RS-
232 eventualmente disponibili. 
3.3 Il codec audio 
Sull’ evaluation board è presente l’integrato AD1836A il quale è dotato di tre 
DACs stereo e di due ADCs stereo i quali sono realizzati sulla base 
dell’architettura S-?.
Dal data sheets del componente si evince che le sue caratteristiche sono talvolta 
sovrabbondanti per il sistema che si vuole implementare. Esso è in grado di 
campionare un segnale audio analogico anche a 96KHz (qualità di un CD audio) 
quando per i nostri scopi è sufficiente campionare l’audio a 8KHz (qualità audio 
su linea telefonica). 
I due  convertitori ADC possono essere configurati come due canali stereo o come 
quattro canali mono. In ogni caso, tutti gli ingressi sono acquisibili 
contemporaneamente. Anche i canali d’uscita possono essere configurati come tre 
coppie stereo oppure sei canali mono, ma nessuna di esse è sfruttata nel progetto 
in questione.            
 59
 
4 La gestione delle periferiche 
Nei precedenti capitoli sono state descritte sia l’architettura che l’hardware con 
cui si vorrebbe portare a termine la sintesi. 
Come già accennato in precedenza, per replicare lo schema di figura 2-4 si ha 
bisogno di almeno tre porte seriali asincrone più una quarta seriale che consenta 
l’acquisizione dei campioni audio provenienti dalle sorgenti ausiliarie. Il 
processore scelto non offre tutto ciò. 
È scopo di questo capitolo descrivere le tecniche con cui si è riusciti a adattare 
l’hardware scelto alle necessità del sistema. 
4.1  Il confronto 
Per meglio interpretare le scelte progettuali effettuate, ritengo utile riassumere la 
situazione fin qui esposta. 
È stata definita un’architettura pensata per implementare una rete audio. Essa 
consta di una serie di dispositivi intelligenti, ognuno dei quali è in grado di 
dialogare, mediante collegamenti fisici, con un elemento detto master. La figura 
seguente schematizza quanto detto evidenziando che il master è il DSP; inoltre 
essa vuole enfatizzare altri due concetti: 
l’intensità dei colori usati per individuare i collegamenti è indice 
dell’elevato traffico di dati sul canale. 
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I canali  seriali identificati con l’acronimo UART non possono essere di 
altro tipo, in quanto il protocollo Bluetooth non supporta link seriali 
sincroni. 
DSPUART UARTBluetooth ModuleA Bluetooth ModuleB
Audio Codec
Li
n
k 
Se
ria
le
Human Interface
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n
k 
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le
Figura 4-1: Schema dell’architettura che si vuole realizzare. 
Di contro, il sistema di periferiche del processore comprende: 
Una porta parallela (PPI) 
Due porte seriali sincrone (SPORT0 e SPORT1) 
Un’interfaccia seriale (SPI) 
Una seriale asincrona (UART) 
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BF-533UART
SPORT0
SPORT1
SPI PPI
Figura 4-2: Le periferiche del processore 
Fatta esclusione per la porta PPI, per riuscire ad attuare tutte le idee esposte, 
bisognerà ottimizzare lo sfruttamento delle risorse a disposizione.  
4.2  Le scelte 
4.2.1 Il codec audio e l’interfaccia utente 
Come già accennato nel paragrafo 3.2.1, la scheda di sviluppo Ez-Lite è già dotata 
di un codec audio. Inoltre il suo circuito stampato prevede due possibili 
collegamenti seriali tra DSP e codec: si tratta della porta SPI e della SPORT0.  
Si ricorda che entrambe le porte sono seriali sincrone full duplex. 
Per la realizzazione si è deciso di dedicare la SPORT0 alla gestione dei dati 
provenienti dal codec, e di lasciare la SPI per la gestione dell’interfaccia. La 
motivazione di tale scelta è dovuta al fatto che il link verso l’interfaccia sarà 
quello meno stressato dal processore, infatti su esso viaggiano le sole 
informazioni d’aggiornamento dell’interfaccia in seguito all’input dell’utente, 
quindi è anche più semplice la sua gestione tramite le interruzioni. 
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4.2.2 I moduli Bluetooth 
Assegnate le porte SPI e la SPORT0 rimangono disponibili la UART e la seconda 
SPORT. 
Con entrambi i moduli bisogna dialogare tramite una linea seriale asincrona, 
pertanto bisognerebbe riuscire a dotare il processore di una seconda porta UART, 
magari riciclando la SPORT avanzata. A tal proposito è stata utilissima la nota 
applicativa fornita da Analog Device che spiega tre tecniche con cui emulare il 
comportamento elettrico di una UART. 
4.3  La UART emulata 
Verranno discusse le seguenti tre tecniche:  
1. Emulare una UART tramite una SPORT 
2. Emulare una UART tramite una SPI 
3. Emulare una UART tramite uno spazio di memoria esterno 
4.3.1   UART emulata tramite SPORT 
È possibile usare una porta seriale sincrona al fine di farla sembrare a tutti gli 
effetti, una UART per comunicazioni seriali bidirezionali RS-232. 
Una porta RS-232 ha due pin dedicati ai data signals (DT, DR) e altri quattro 
(DTR, DSR, CTS, RTS) dedicati ai segnali di hand-shake tra i dispositivi 
comunicanti. Essa non prevede segnali di clock o di frame sync e ciò ne rende 
difficile il collegamento con porte sincrone. 
In una tipica interfaccia seriale RS-232, i dati sono comunicati ad una bit rate 
prefissata (baud rate). Non essendoci un segnale di clock, entrambi i dispositivi 
devono conoscere quest’informazione prima che la comunicazione ha inizio. 
Per ogni word esistono i framing e parity bits. Con questi termini ci si riferisce ai 
bit di start, stop e di parità. Il bit di start e stop sono necessari ad indicare 
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rispettivamente l’inizio e la fine di ogni word. Il bit di parità può non essere 
incluso nella trasmissione, infatti lo standard RS-232 prevede cinque possibilità:  
1. parità pari: si trasmette un 1 se la stringa contiene un numero pari di uni. 
2. parità dispari: analogo a prima. 
3. punto: si trasmette sempre come ultimo bit un 1. 
4. spazio: si trasmette sempre come ultimo bit uno 0. 
5. nessuna parità.  
La word dati può avere una dimensione variabile tra 5 e 8 bit, e viene trasmessa 
sempre a partire da bit meno significativo. 
Se ad esempio si volesse trasmettere la stringa  
01010101 
scegliendo uno stop bit e nessuna parità dovrei trasmettere 
1010101010 
(start bit)(01010101)(stop bit) 
iniziando a partire dallo stop bit. 
La figura seguente mostra le connessioni da eseguire tra il DSP e il dispositivo.  
SPORT1:
TCLK
TFS1
DT1PRI
RCLK
RFS1
DR1PRI
BF533
RS-232 Device
RX
TX
Figura 4-3: connessioni da effettuare  
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Ricezione
In ricezione, la SPORT del DSP deve essere settata in modo da generare un clock 
interno, e richiedere il frame sync esterno. Non appena il DSP campiona la 
transizione sul pin RFS1 (polling del RFS1) inizia la ricezione. Il polling 
riprenderà solo dopo la ricezione dello stop bit. 
In questo caso il processore conosce solo la baud rate con cui arrivano i bit, e non 
ha alcuna conoscenza circa la fase del suo clock e quella dei bit. Quindi 
campionando i dati alla stessa frequenza della loro successione c’è il 50% di 
possibilità d’errore, mentre campionando ad una frequenza pari a tre volte la baud 
rate il dato sarà corretto almeno due volte su tre.    
Figura 4-4:Temporizzazione in ricezione 
L’esempio riportato sul grafico, mostra due campioni per lo start bit (il primo 
viene interpretato solo come RFS1) tre campioni per ogni bit di dati (3*8=24) più 
altri tre campioni per lo stop bit per un totale di 29 bit per ogni word da 8 bit. 
Nella pratica bisogna inizializzare opportunamente due registri interni della 
SPORT: SPORT1_RCR1 e SPORT1_RCR2. 
Tramite essi si imposta la porta come segue: 
word dati su 29 bit 
generazione interna del clock 
 65
ricezione in modo LSB first 
receive frame sync attivo basso 
Per impostare correttamente la frequenza del clock da generare bisogna invertire 
la seguente relazione al fine di ricavare il valore del divisore da scrivere sul 
registro SPORT1_RCLKDIV.  
RCLKSPORT
RCLKDIVSPORT
SCLK
ratebaudUART _1
1_12
__3
   
Trasmissione
La trasmissione da parte del DSP è più semplice rispetto alla ricezione, infatti 
basta settare i registri di configurazione della porta in modo che essa generi 
internamente sia il clock che il frame sync. Inoltre in questo caso è sufficiente 
impostare il clock pari alla baud rate della seriale in ricezione.  
TCLKSPORT
TCLKDIVSPORT
SCLK
ratebaudUART _1
1_12
__
In questa relazione SPORT1_TCLK è il nome del registro contenente il valore 
che determina la frequenza del clock in trasmissione. Il valore di questo registro 
viene impostato tramite il registro SPORT1_TCLKDIV, che è l’incognita della 
relazione. 
Altre impostazioni da settare sono: 
transmit frame sync attivo basso 
trasmissione LSB first 
Bisognerà prevedere un routine software che si occupi di vestire opportunamente 
la stringa da trasmettere con i bit di start stop e di parità. 
Mi preme sottolineare che la UART che sta ricevendo i dati trasmessi dal DSP 
non è in alcun modo influenzata dal clock e dal frame sync, in quanto questi sono 
“visibili” sono internamente alla SPORT. 
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4.3.2 UART emulata tramite SPI 
Per l’implementazione di questa seconda tecnica esiste in commercio un circuito 
dedicato: si tratta dell’integrato MAX3111ECNI prodotto dalla MAXIM.  
SPI:
/CS
SCLK
DIN
DOUT
/IRQ
BF533
RS-232 Device
RX
TX
MAX3111
Figura 4-5: Schema a blocchi dei collegamenti 
Va notato che questa soluzione impedisce l’uso del controllore DMA per gestire i 
trasferimenti dati, infatti non è possibile dare il via al DMA dall’esterno. Pertanto 
questa soluzione ci obbligherebbe a gestire la periferia tramite le interruzioni. 
Questo fatto, considerato che la porta deve collegare il DSP con un modulo 
Bluetooth, ci induce a pensare che questa sia la soluzione meno adatta. Su questo 
link devono viaggiare dati ad una baud rate superiore ai 160Kbit/s, pertanto la 
gestione ad interruzioni può causare un notevole overhead del processore.   
4.3.3 UART emulata tramite spazio di memoria esterno 
Per questa soluzione esiste in commercio un integrato che fa al caso nostro. Si 
tratta del TL16C550C prodotto da Texas Instruments, che si può collegare al 
processore tramite il bus EBIU, e che trasmette i dati all’esterno tramite la propria 
UART. L’integrato appare al processore come se fosse una memoria esterna.  
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BF533
RS-232 Device
RX
TX
EBIU
CONTROLLER TL16C550C
Figura 4-6: Schema a blocchi d’implementazione della terza tecnica 
Questa tecnica appare a prima vista la più complessa delle tre, infatti oltre alle 
numerose connessioni hardware da prevedere, va considerata anche la complessità 
del software da sviluppare per la corretta gestione e condivisione del bus EBIU 
nonché del suo indirizzamento.  
In conclusione, sono convinto che la tecnica più rapida ed efficace per emulare la 
seconda porta UART, sia la prima. Le motivazioni di tale scelta sono da ricercare 
nella maggiore semplicità di sviluppo e debugg del software (eventuali elementi 
aggiuntivi causano un aumento delle possibilità d’errore) oltre che nella 
possibilità  d’usare il controllore DMA per i trasferimenti dati. 
4.4  Baud rate 
È interesse di questo paragrafo definire il range di frequenza per cui lo scambio 
dati su UART ha senso ai fini del progetto in questione. Il “senso” in questo caso 
è dettato dalla qualità dell’audio che si vuole ottenere. 
Il BlueCore-B tratta segnali audio digitali su 16 bit  su una banda massima di 
8KHz (banda audio telefonica). Tali 16 bit sono trasmessi in word da 8; ogni 
word necessita dei bit di start e stop, pertanto per ogni campione audio vengono 
scambiati 20 bit. Da ciò si deduce che la minima baud rate cui impostare il 
trasferimento è 160Kbaud/s.  
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Il limite massimo è imposto dalla massima capacità di pilotaggio della linea in 
entrambi i sensi. Nel caso in esame non è possibile impostare baud rate superiori 
ad 1Mbaud/s. 
Vista l’enorme mole di dati da scambiare sul link  la scelta più adatta è sembrata 
quella quella di impostare le UART per scambiare dati a 921,6Kbaud/s.                            
 69
5 Lo sviluppo del firmware 
In questo capitolo saranno descritte le caratteristiche del software che girerà sui 
dispositivi programmabili precedentemente descritti. 
In particolare si accennerà all’applicazione destinata all’host-controller, ed agli 
strumenti dedicati al suo settaggio. 
Di seguito sarà fatta una descrizione globale dell’applicazione sviluppata per il 
BF533 rivolgendo particolare enfasi alla parte di codice dedicata alla gestione 
della piconet fra centralina e telefono cellulare. 
5.1 Il firmwere sul BluCore02-B  
Nei paragrafi precedenti è stato più volte accennato che l’interfaccia HCI ha lo 
scopo di permettere il partizionamento del sistema in due sottosistemi chiamati 
host e host controller. La comunicazione tra questi due sottosistemi può avvenire 
secondo diversi standard, illustrati nella specifica Bluetooth. Nell’ambito del 
progetto è stato deciso di utilizzare l’interfaccia UART e lo standard RS 232 per 
le comunicazioni con il BlueCore, situazione prevista nella sezione H4 della 
specifica Bluetooth.  
Attraverso l’interfaccia HCI, e quindi sulla UART, possono transitare quattro tipi 
diversi di pacchetto. La specifica Bluetooth stabilisce degli indicatori da 
premettere ai vari tipi di pacchetto quando essi siano fatti transitare su una UART, 
in modo da poterli distinguere l’uno dall’altro. La tabella 5-1 mostra le 
associazioni fra indicatori e pacchetti, ed evidenzia le direzioni in cui possono 
muoversi i dati.  
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Tipo di pacchetto HCI Indicatore di pacchetto Direzione 
Comandi 0x01 Da host a host controller 
Dati ACL  0x02 entrambe 
Dati SCO 0x03 entrambe 
Eventi 0x04 Da host controller a host 
tabella 5-1: indicatori di pacchetto 
Pertanto, prima di istruire opportunamente il chip con l’applicazione contenente il 
profilo opportuno (paragrafo 1.9), occorre caricare il firmware che definisce il 
protocollo di comunicazione sul link fisico. 
A tal fine si è usato un set di tools fornito dalla Cambridge Silicon Radio 
chiamato BlueSuite. Esso comprende:  
BlueChat: simula l’interfaccia HCI, consente di settare il ruolo (master o 
slave) del BlueCore  e di simulare lo scambio di comandi ed eventi tra PC 
e chip.  
BlueFlash: consente di caricare il firmware sulla flash del BlueCore.  
BlueTest: permette di eseguire una serie di test sul BlueCore, al fine di 
verificare che non vi siano fault nel sistema.  
PSTools: contiene una serie di chiavi tramite cui si accede al Persistent 
Store della memoria e si può modificare il comportamento del BlueCore.  
Tramite la porta SPI del Modem Casira e mediante il tool BlueFlash è stato 
caricato il file rfcomm_h4_bc02.xpv fornito dalla CSR insieme ai chip. 
Al passo successivo, è stata caricata l’applicazione scelta per i nostri scopi: il 
profilo Headset (anch’esso fornito da CSR). 
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Per programmare il BlueCore  è stata usato il Cygwin: si tratta di ambiente Linux-
like per Windows. Per compilare un codice con Cygwin occorre andare sulla 
cartella xxx dove sta il codice tramite il comando:  
cd /cygdrive/c/bluelab25/apps/xxx  
e poi dare il comando make. 
Per compilare e scaricare il codice sulla memoria flash serve il comando make 
bc02. 
Prima del download servono due operazioni per settare il protocollo (bcsp o h4): 
1. andare sul Makefile nella cartella del codice e, alla voce TRANSPORT= 
scrivere bcsp o h4 
2. sulla shell di Cygwin cambiare la variabile CSRSDKSTACK contiene il 
percorso del firmware per il protocollo; cambiarla con i seguenti comandi:  
export CSRSDKSTACK=”C:\bluelab25\firmware\rfcomm_bcsp oppure 
export CSRSDKSTACK=”C:\bluelab25\firmware\rfcomm_h4   
si può anche leggere il valore della variabile con il comando:  
echo $CSRSDKSTACK. 
Giunti in questa fase  si è fatto uso del PSTool per settare le  seguenti chiavi:  
1. PSKEY_HOSTIO_MAP_SCO_CODEC = FALSE: serve solo a bypassare 
il codec interno al Modem Casira, in modo che la stringa digitale, tramite 
UART, vada al BF533. 
2. PSKEY_PCM_CONFIG32 = 0x00800000: è una chiave che serve a 
configurare opportunamente la stringa binaria. 
3. PSKEY_UART_CONFIG = 128: con questa chiave si settano le proprietà 
tipiche della UART su cui avviene lo scambio; in particolare al valore 
decimale 128 corrisponde una stringa con codifica H4, uno stop bit e 
nessun controllo di parità o protocollo di acknowledgment. 
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4. PSKEY_HOST_INTERFACE = UART link running H4: serve a 
confermare il protocollo scelto tramite il firmware. 
Una volta terminata questa operazione il BlueCore è pronto a svolgere i compiti a 
lui assegnati.  
5.2  L’applicazione sul BF533 
Il software è stato sviluppato con l’ausilio del Visual DSP++. Si tratta di un 
ambiente di sviluppo pensato ad hoc da Analog Devices per le sue famiglie di 
processori. 
Esso offre una duplice possibilità per sviluppare il software:  
1. VDK (Visual DSP Kernel): è il nucleo di un sistema operativo che 
consente di scrivere tutti i blocchi funzionali come delle routine in 
Assembly. Ciò richiede l’ideazione di un opportuno meccanismo di 
sincronizzazione delle funzioni ed il loro scheduling.  
2. Compilatore interno di C++: per come è stata pensata l’applicazione è 
apparso subito naturale l’uso dello scheduler C++, in quanto questo tipo 
di programmazione appare più semplice ed intuitivo, soprattutto nella 
sincronizzazione delle varie funzioni (affidata alle variabili globali), e nel 
debugg. Inoltre a supporto di ciò il VisualDSP++  fornisce un set di 
header files che rendono la programmazione del BF533 ancora più 
intuitiva, migliorando la leggibilità del programma e riducendo le 
possibilità d’errore. Un esempio di ciò è che per l’inizializzazione dei 
registri del processore basta usare la seguente sintassi:  
*pNomeRegistro=Valore;   
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Una  struttura semplificata dell’applicazione può essere immaginata come nella 
seguente figura. 
ControlUnit
To_Mix Connection_Status
AudioManager
SCOout1 GSMoutSCOout2
GSMin
SCOin1
SCOin2
BC_Events
Nav
Rad
NoseSupp
UART_SPORT1reader
UART_reader
data_UART_SPORT1_in
SPORT0:
dati dal
codec
data_UART_in
SPORT1:
dati dal BlueCore-B
(piconet GSM)
UART:
dati dal BlueCore-A
(piconet con gli headset)
data_UART_out data_UART_SPORT1_out
UART_SPORT1writerUART_writer
SPORT1:
dati verso il
BlueCore-B
UART:
dati verso il
BlueCore-A
funzioni
code audio
buffer I/O
SPItxBuffer
SPI:
dati verso
l’interfaccia
ISR_codec
 
Figura 5-1: Schema a blocchi del software. 
I dati provenienti dal BlueCore-A (piconet con auricolari) arrivano sulla UART 
del processore. La funzione UART_reader preleva i pacchetti contenuti sul buffer 
data_UART_in, ne identifica il tipo (ACL, SCO, Eventi), la provenienza (driver, 
passenger) e li inserisce nella coda opportuna (SCOin1, SCOin2, BC_Events). 
Alla SPORT1 arrivano i dati dal BluCore-B (piconet con il cellulare).La funzione 
UART_SPORT1_reader preleva i dati dal buffer data_UART_SPORT1_in, 
identifica i pacchetti SCO e li inserisce nella coda GSMin.  
Al power up il codec audio inizia a campionare le sorgenti audio ausiliarie; la 
funzione ISR_codec preleva tali campioni e li smista tra le code nav, rad e 
noise_supp. 
Il processing delle code è compiuto dalla funzione AudioManager. Essa, prende 
in ingresso due variabili, ToMix e ConnectionStatus, che le sono fornite dalla 
funzione ControlUnit. 
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La variabile  ToMix contiene le informazioni circa le code audio da miscelare, 
mentre ControlUnit riconosce i canali SCO attualmente attivi. 
Dopo aver miscelato le diverse sorgenti, AudioManager  riempie le code audio 
SCOout1, SCOout2 e GSMout che le funzioni UART_writer e 
UART_SPORT1_writer trasmetteranno, tramite i rispettivi buffer, ai due 
BlueCore. 
 La funzione ControlUnit si occupa anche della gestione dell’interfaccia. 
5.3 Tipo di dati e strutture si gestione 
Prima di addentrarci nei diversi meccanismi delle funzioni, occorre avere ben 
chiare le informazioni circa il tipo di dato trattato, la sua rappresentazione e la 
tecnica con cui viene memorizzato. 
La tabella seguente riporta i tipi di dati che il BF533 è in grado di elaborare e la 
loro rappresentazione nella memoria.  
Tabella 2: tipo dati e loro rappresentazione. 
Tipo Size Rappresentazione SizeOf 
char 8 bit signed 8-bit two's complement 1 
unsigned char 8 bit unsigned 8-bit unsigned magnitude 1 
short 16 bit signed 16-bit two's complement 2 
unsigned short 16 bit unsigned 16-bit unsigned magnitude 2 
double 32 bit float 32-bit IEEE single precision 4 
float 32 bit float 32-bit IEEE single precision 4 
function pointer 32 bit 32-bit two's complement 4 
int 32 bit signed 32-bit two's complement 4 
unsigned int 32 bit unsigned 32-bit unsigned magnitude 4 
long 32 bit signed 32-bit two's complement 4 
unsigned long 32 bit unsigned 32-bit unsigned magnitude 4 
pointer 32 bit 32-bit two's complement 4 
long long 64 bit 64-bit two's complement 8 
unsigned long 
long 64 bit unsigned 64-bit unsigned magnitude 8 
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La colonna SizeOf riporta il risultato di una macro, fornita dal compilatore, che, 
applicata al tipo, fornisce il numero di byte di cui è costituito. 
Nel precedente paragrafo si è accennato al fatto che, all’interno dell’applicazione i 
campioni audio sono memorizzati in apposite strutture chiamate code o FIFO 
(first in first out); tale scelta è dovuta al fatto che si è cercato un metodo ad alto 
livello d’astrazione, che lasciasse un certo grado di libertà nelle scelte per 
l’implementazione dei diversi blocchi. Tale metodo è costituito dalla definizione 
della classe AudioQueue. I dati sono memorizzati in un array di lunghezza fissa 
(Audio_Buffer_Len), che è gestito in modo circolare (l’ultimo elemento punta al 
primo) tramite l’uso di due indici, che puntano il primo e l’ultimo elemento 
inserito o estratto. 
La definizione della classe è completata da un set di funzioni membro che facilita 
le operazioni d’inserimento ed estrazione. Ad esempio le funzioni Pick() e Put() si 
occupano rispettivamente del prelievo e dell’inserimento di un singolo elemento. 
Dovendo effettuare ripetutamente questo tipo di operazioni, si è ritenuto 
opportuno pensare a delle funzioni che operassero su pacchetti anziché su singoli 
campioni, al fine di evitare un sovraccarico di lavoro al processore. È questo il 
caso delle funzioni:  
WriteArrey(int*Arrey, const int ArreyLength) 
 ReadArrey(int*Arrey, const int ArreyLength) 
WriteArrey_Undressed(int*Arrey, const int ArreyLength) 
ReadArrey_Dressed(int*Arrey, const int ArreyLength)  
Tutte ricevono per argomento il puntatore alla locazione da cui iniziare a leggere 
o scrivere l’arrey di lunghezza ArreyLength. Esse sono usate rispettivamente dalle 
routine UARTreader() e UARTwriter() e UART_SPORT1reader() e 
UART_SPORT1writer(). Le ultime due sono quelle adibite a trattare i campioni 
audio scambiati con la UART emulata tramite la SPORT1, pertanto 
implementano i due meccanismi (uno in trasmissione ed uno in ricezione) 
descritti nel paragrafo 4.3.1, che servono a ripulire i campioni audio dai bit dovuti 
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alla linea di comunicazione (start stop, parità ed eventuale sovra-campionamento)  
oppure a corredarli degli stessi. 
In particolare la  WriteArrey_Undressed  è la funzione con cui si scrive su GSMin  
ciò che si legge sul buffer data_UART_SPORT1in; essa contiene una routine 
scritta in Assembly, che preleva i 29 bit ricevuti dalla SPORT1, scarta quelli di 
start e stop, e preleva il bit centrale di ogni gruppo di tre. La porzione di codice 
interessante è:  
…… 
……. 
inp = *(Array + counter); 
asm("cc = bittst(%1, 25);\  
          %0 = rot %0 by 1; \  
     cc = bittst(%1, 22);   \ 
              %0 = rot %0 by 1; \  
     cc = bittst(%1, 19);   \  
          %0 = rot %0 by 1; \  
     cc = bittst(%1, 16);   \  
          %0 = rot %0 by 1; \  
     cc = bittst(%1, 13);   \  
          %0 = rot %0 by 1; \  
     cc = bittst(%1, 10);   \  
          %0 = rot %0 by 1; \  
     cc = bittst(%1, 7);    \  
          %0 = rot %0 by 1; \  
     cc = bittst(%1, 4);    \  
          %0 = rot %0 by 1;"   
: "+d" (OUT_L)   
: "d" (inp)  
: "r7");  
……. 
…….  
I 29 bit sono memorizzati sulla variabile d’appoggio Arrey. Con “%0” ci si 
riferisce all’operando OUT_L mentre con “%1” ci si riferisce all’operando inp. 
L’istruzione cc = bittst(nome_registro, numero_bit) serve a copiare sul bit cc il 
valore del bit in posizione “numero_bit” del registro corrispondente a 
“nome_registro”.  
Per formare la stringa d’uscita si usa l’istruzione registroA = rot registroB by 
quanti che assegna al registro “registroA” il valore di “registroB” traslato a destra 
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di un numero di posizioni pari a “quanti”. Al termine di questo processo la 
variabile OUT_L conterrà gli stessi 8 bit che avremmo avuto nel caso si fosse 
usata una vera UART. 
Viceversa la funzione ReadArrey_Dressed compie il percorso logico inverso: 
legge un arrey da GSMout, veste le stringhe con i bit di start e stop e prepara il 
buffer data_UART_SPORT1out. 
5.4  Il main 
Le funzioni del main possono essere distinte in base agli istanti di funzionamento. 
Al power up il processore esegue le funzioni che inizializzano tutte le risorse 
hardware di cui necessita il progetto, mentre, una volta giunto al regime di 
funzionamento, esegue ciclicamente le funzioni adibite al processing. 
In particolare, non appena il DSP esce dallo stato di reset, la sequenza ha inizio 
con l’esecuzione della funzione Init_EBIU() la quale inizializza l’External Bus 
Interface Unit. Questa deve essere la prima operazione da compiere in quanto 
l’accesso a tale bus è fondamentale al processore per accedere alla memoria flash 
su cui risiede il resto del programma. 
La sequenza logica continua con la Init_Flash() che abilita la flash. 
Fatto ciò si può iniziare ad abilitare le periferiche.  
La funzione Init1836() resetta il codec audio e setta la SPI, il suo canale DMA e il 
programmable flag 4 per accedere ai registri di configurazione del codec. Finita 
l’impostazione la SPI ed il DMA5 vengono disabilitati per poter essere utilizzati 
successivamente dall’interfaccia. Affinché il codec possa iniziare a fornire 
campioni utili ad AudioManager, si inizializzano rispettivamente la SPORT0 ed il 
canale DMA1, dedicato alla sua ricezione, tramite le funzioni Init_Sport0()  e 
Init_DMA1(). Giunti a questo punto si procede inizializzando la UART la 
SPORT1 la SPI e i corrispondenti canali DMA dedicati. Si continua 
inizializzando il core timer, che controlla l’esecuzione ciclica del main loop, e via 
via tutte le interruzioni i programmable flags. Vengono quindi chiamate le 
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funzioni adibite ad abilitare tutti i canali DMA. Infine si procede ad avviare le 
funzioni che avviano le applicazioni sui due host-controller. A tale scopo è 
necessario dare loro prima il segnale di reset, e poi il comando di start vero e 
proprio. Entrambe queste funzioni sono ottenute pilotando via software i piedini 
corrispondenti. 
Terminata questa sequenza inizia il loop vero e proprio. 
Tale loop prevede che il sistema resti sempre in ascolto ai dati ricevuti dai due 
BlueCore. Non appena ci si accorge, tramite dei flag, di eventi o comandi, si 
esegue la funzione ControlUnit() che aggiorna lo stato del sistema, ed indica ad 
AudioManager le sorgenti da processare. Il loop termina il normale ciclo 
d’esecuzione con l’eventuale chiamata delle funzioni UARTwriter() e 
UART_SPORT1writer().  
5.5  La funzione UART_SPORT1reader 
Questa è la funzione che riceve i dati dal BlueCore-B (piconet con il GSM) e li 
prepara ad essere processati da AudioManager . 
La SPORT1 è settata in ricezione in modo da emulare la UART ovvero con:  
clock di ricezione interno 
ricezione LSB first 
receive frame sync per ogni word di dati 
receive frame sync attivo basso  
La ricezione è assistita dal terzo canale  del controllore DMA. Questo ultimo è 
configurato per trasferire word dati da 32 bit, per generare un’interruzione al 
termine del trasferimento e per lavorare in autobuffer mode. Questa caratteristica 
fa sì che la SPORT sia sempre in ascolto a ciò che arriva dall’host-controller sul 
pin di ricezione. 
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La funzione accede in lettura al buffer data_UART_SPORT1in che è l’area di 
memoria in cui scrive il DMA. I dati contenuti nel buffer sono pacchetti SCO ed 
ACL; sul buffer non si possono trovare i pacchetti eventi in quanto la centralina è 
lo slave della piconet in questione. 
Il grafo di flusso seguente ne esplicita il funzionamento. 
Start
Attendo
indicatore
Indicatore
valido?
Si
No
Attendo
header
Indicatore
valido?
Si
Attendo
pacchetto
Pacchetto
ricevuto
No
Figura 5-2: grafo di flusso del comportamento della funzione 
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Una variabile di tipo enumerato (ReaderStatus2) codifica lo stato in cui si trova il 
programma. Le operazioni da compiere sono specifiche per ogni stato; 
ReaderStatus2 è inizializzato su “attendo_indicatore” e il suo valore viene 
aggiornato solamente dopo aver trovato un indicatore noto (ACL, SCO, evento). 
Dopo aver trovato un indicatore valido, alla variabile ReaderStatus2 viene 
assegnata lo stato “attendo_header”. In questo stato viene analizzato l’header del 
pacchetto al fine di estrarne tre informazioni essenziali:  
1. tipo di pacchetto 
2. handle di connessione  
3. lunghezza del pacchetto 
ecco un esempio di header di pachhetto SCO: 
“03 2F 00 80 .. .. ..” 
03 = indicatore SCO 
2F= handle di connessione 
00=  byte riservati 
80=  lunghezza SCO data misurata in byte => 128 byte=>64 campioni audio  
Nel caso in cui l’analisi dell’header sia andata a buon fine  ReaderStatus2 viene 
aggiornata al valore “attendo_pacchetto”; la funzione acquisisce un numero di 
campioni pari al valore ricavato dall’header, li inserisce nella coda GSMin e si 
prepara a ripetere il ciclo con un nuovo pacchetto. 
È importante porre l’accento ancora una volta sul fatto che i dati sono ricevuti su 
una UART emulata tramite una SPORT, pertanto le locazioni del buffer 
data_UART_SPORT1in non contengono gli 8 bit utili ad eseguire i controlli prima 
accennati, ma le stringhe vestite appositamente per essere ricevute. Pertanto prima 
di ogni controllo, bisogna derivare i soli bit utili. Di questo si occupa la funzione 
undressed il cui meccanismo di funzionamento è identico a quello descritto per la 
funzione  WriteArrey_Undressed membro della classe AudioQueue. 
La logica fin qui descritta ha senso finché si è certi di leggere dati validi da  
data_UART_SPORT1in. Mi spiego meglio. Occorre sincronia tra la lettura sul 
buffer e la scrittura del DMA sullo stesso, in particolare è di fondamentale 
importanza verificare che il DMA non sovra-scriva locazioni non ancora lette. Se 
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così  fosse si perderebbero i campioni validi non ancora processati. Tale controllo 
si effettua monitorando il registro DMA3_CURR_ADDR il quale contiene 
l’indirizzo dell’ultima locazione del buffer scritta dal DMA.  
5.6  La funzione UART_SPORT1writer 
Questa funzione compie il compito inverso della precedente: prepara ed invia i 
pacchetti SCO all’host-controller. 
Anche in questo caso l’impostazione della SPORT in trasmissione è di 
fondamentale importanza al fine del raggiungimento degli obbiettivi.  
Nel registro di controllo TCR1, specifico:  
generazione interna del clock di trasmissione 
trasmissione LSB first 
richiesta di transmit frame sync per ogni word di dati 
transmit frame sync attivo basso 
late frame sync 
word dati da 10 bit (8 bit dati + 2 di start e stop)   
La trasmissione è coadiuvata da un canale DMA. Questo è gestito in modo 
diverso rispetto a prima: l’autobuffer mode, in questo caso, causerebbe l’invio 
continuo di dati, anche non significativi, al BlueCore-B, causandone 
inevitabilmente il blocco di funzionamento. Per ovviare a questo si è scelto un 
tipo di gestione detto descriptor-mode: si fa partire il trasferimento solo quando ci 
sono dei dati validi da trasmettere. Prima di concentrare l’attenzione sulla 
trasmissione, è bene chiarire il meccanismo con cui si costruiscono i pacchetti 
SCO. 
La funzione ha accesso in lettura alla coda GSMout in cui  AudioManager ha 
scritto i campioni audio da inviare al GSM. Per costruire correttamente il 
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pacchetto bisogna ricavare le informazioni necessarie a formare l’header. Esso è 
composto da:  
indicatore di pacchetto: per il pacchetto SCO è fisso e vale 0x03 
connction handle: è un codice, stabilito dal master della rete, per 
identificare la connessione con ogni slave della rete. Questo valore è 
ricevuto da UART_SPORT1reader, memorizzato nella variabile globale 
GSMhdl, pertanto risulta visibile anche da UART_SPORT1writer. 
un byte riservato posto pari a 0x00 
numero dei campioni compresi nel pacchetto: su questo valore c’è più 
libertà. Il vincolo circa il massimo numero di campioni audio in un 
pacchetto è fissato dal BlueCore ma è modificabile dall’utente tramite la 
chiave “PSKEY_H_HC_FC_MAX_SCO_PKT_LEN” del PSTool. Per 
non incorrere nel blocco del BlueCore basta controllare che il numero di 
campioni da trasferire sia inferiore al limite  imposto. Nel progetto si è 
scelto di memorizzare sulla variabile n_gsm il numero di campioni 
presenti sulla coda GSMout, e di decidere se trasmetterli tutti insieme o 
frammenti in più blocchi, in base al criterio precedente.  
Si ricorda ancora una volta che i valori dei parametri descritti prima devono 
essere vestiti con i bit di start e stop affinché possano essere trasmessi su una 
SPORT. Di seguito si riporta un disegno con cui si vuole mostrare ancora  la 
tecnica di costruzione dei pacchetti e quindi del buffer data_UART_SPORT1out. 
La funzione Dresser è usata solo per l’header, ovvero per le prime quattro 
locazioni. La scrittura sul buffer e la vestitura dei campioni audio è affidata alla 
funzione membro ReadArrey_Dressed. La sintassi è la seguente:  
GSMout.ReadArray_Dressed(data_UART_SPORT1out + first_to_write_index2 ,n_gsm);  
Con quest’istruzione si legge dalla coda GSMout e si scrive sul buffer 
data_UART_SPORT1out un numero di campioni pari a n_gsm; la prima locazione 
da scrivere è quella con indice first_to_write_index2. 
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…..
Data_UART_SPORT1out
…..
Dresser(03)
Dresser(GSMhdl)
Dresser(00)
Dresser(n_gsm)
Dresser(xx)
Dresser(yy)
Dresser(zz)
Dresser(ww)
…..
First_to_write_index_prev2
First_to_write_index2
Figura 5-3: costruzione del buffer data_UART_SPORT1out 
La scansione del buffer è eseguita in modo parametrico tramite gli indici 
rappresentati nella figura sovrastante. L’indice chiamato first_to_write_index2  
indica la prima locazione libera su cui iniziare a scrivere il pacchetto; 
fist_to_write_index_prev2  tiene in memoria la prima locazione del buffer scritta 
al ciclo precedente. Dopo aver scritto e trasmesso il pacchetto, gli indici si 
aggiorneranno come segue: first_to_write_index_prev2 punterà la locazione 
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precedentemente puntata da first_to_write_index2, mentre lo stesso punterà la 
prossima libera.  
Come già accennato, il canale DMA dedicato alla trasmissione va 
opportunamente configurato ed abilitato non appena c’è la certezza di dati 
rilevanti da trasmettere. Lo stesso, al termine del trasferimento, deve essere 
immediatamente stoppato. Per ottenere questo tipo di comportamento si fa uso del 
Small Descriptor List Mode: si tratta di una serie di indici concatenati tra loro che 
possono anche essere memorizzati in spazi non contigui di memoria. Ogni 
parametro di tale lista contiene un’informazione utile per il trasferimento DMA.  
La sintassi della struttura è:  
struct descriptor 
{   
unsigned short NDPL;  
unsigned short SAL;  
unsigned short SAH;  
unsigned short DMACFG;  
unsigned short XCNT;  
unsigned short XMOD; 
};  
Ecco il significato di ciascun campo della struttura:  
NDPL: il Next Descriptor Pionter Register dice al DMA dove cercare altre 
informazioni. 
SAL-SAH: Start Address Low – High contengono lo start address del 
buffer puntato dal DMA. 
DMACFG: contiene le informazioni di configurazione del DMA. 
XCNT: contiene il numero di locazioni del buffer da trasmettere. 
XMOD: è il registro del byte address increment. Il valore in esso 
contenuto è il numero di byte di cui incrementare l’indirizzo di locazione 
corrente per ottenere il successivo.   
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Dopo averlo impostato, il trasferimento DMA può partire solo se il precedente è 
terminato. Se così non fosse all’instaurarsi del link SCO, vista la notevole quantità 
di dati, il DMA potrebbe bloccarsi per la perdita della sincronia in trasmissione. 
Per evitare ciò prima, di dare lo start ad un nuovo trasferimento, si esegue il 
polling di un opportuno bit del registro DMA4_IRQ_STATUS, che se attivo 
indica un trasferimento ancora in corso. 
5.7  La funzione ControlUnit 
La funzione ControlUnit assolve al compito di controllore dell’intero sistema 
formato dall’host e dall’host-controller: gestisce comandi ed eventi provenienti 
dall’interfaccia e dai BlueCore e monitora lo stato del programmable flag che 
segnala l’arrivo di una chiamata sul telefono GSM.  
La funzione va in esecuzione solo se necessario; viene eseguito l’or logico sui tre 
flag che notificano l’arrivo di un comando, un evento o una chiamata.  
Il  flusso di prevede la chiamata di opportune funzioni ausiliarie, che eseguono 
l’analisi dei pacchetti dati ricevuti; in seguito vengono aggiornate sia l’interfaccia 
che lo stato del sistema e delle connessioni. L’arrivo di una chiamata scatena 
l’invio di un segnale di ring sull’headset del driver e attiva la funzione GSM 
sull’interfaccia in modo automatico, senza che il pilota debba distrarsi dalla guida 
per agire sull’interfaccia. 
Un secondo importante compito di ControlUnit è istruire la funzione 
AudioManager sui flussi audio da gestire tramite le variabili globali ToMix e 
ConnuctionStatus. La loro sintassi è la seguente:  
typedef struct 
{ 
bool SCO1; 
bool SCO2; 
bool radio; 
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bool nav; 
bool GSM; 
bool NoiseSupp; 
} ToMixType;         ToMixType  ToMix[3];  
typedef struct 
{  
booleano       ActiveRFCOMM;  
booleano       ActiveSCO;  
unsigned short    Trusted_index;  
ag_sco_connection_handle_t SCO_hdl;  
booleano      SCOpending; 
} ConnectionStatusType; 
ConnectionStatusType ConnectionStatus[3];  
Il vettore ToMix[3] ha tre componenti che si riferiscono alle tre code audio 
SCOout1, SCOout2 e GSMout. In realtà è più semplice immaginare questa 
variabile come una sorta di matrice (in realtà non lo è) che ha sulle righe le code 
audio d’uscita e sulle colonne i vari flussi audio in ingresso. 
SCOout1
SCOout2
GSMout
SCO1 SCO2 GSM rad nav NoiseSupp
Figura 5-4: la variabile ToMix 
Con un paio d’esempi si comprenderà meglio il suo comportamento. 
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SCOout1
SCOout2
GSMout True
True
True
True
True
True
SCO1 SCO2 GSM rad nav NoiseSupp
Figura 5-5: esempio 1 (i campi non specificati sono da intendersi False) 
L’esempio 1, figura 5-5, è quello relativo alla conversazione a tre: sulla coda 
SCOout1 finiscono i flussi provenienti da SCOin2 e GSMin analogamente su 
SCOout2 andranno inseriti i flussi audio di SCOin1 e GSMin, mentre su GSMout 
finiranno quelli di SCOin1 e SCOin2. 
SCOout1
SCOout2
GSMout
True
True
True
True
SCO1 SCO2 GSM rad nav NoiseSupp
Figura 5-6: esempio 2 
Nel secondo esempio è raffigurata la situazione in cui oltre alla funzione interfono 
il pilota ascolta il flusso audio proveniente dal navigatore, mentre il passeggero 
ascolta la radio. 
Analogamente accade per la variabile ConnectionStatus, i cui campi sono 
principalmente legati ai canali SCO1 e SCO2 e quindi alla gestione della piconet 
con gli auricolari.     
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5.8  La funzione AudioManager 
Tale funzione preleva i flussi audio dalle code SCOin1, SCOin2, GSMin, nav, rad 
e NoiseSupp li miscela secondo le informazioni presenti nella variabile ToMix e li 
instrada verso SCOout1, SCOout2 e GSMout. Le informazioni contenute in 
ConnectionStatus servono principalmente la sincronizzazione; i flussi audio 
provenienti dai canali SCO attivi ne saranno il riferimento. Ciò è dovuto alla 
mancanza di sincronizzazione tra i flussi provenienti dal codec (rappresentati su 8 
bit in complemento a due) dal BlueCore-A (rappresentati su 16 bit compressi con 
codifica a-law per esigenze di banda di trasmissione) e dal BlueCore-B (16 bit in 
complemento a due). 
Da qui si intuisce la necessità di uniformare la rappresentazione dei campioni 
prima di effettuarne la miscelazione, in modo tale che questa ultima operi su un 
uguale numero di campioni per ogni sorgente. 
La miscelazione consiste nell’effettuare la somma con saturazione delle sorgenti. 
In particolare bisogna controllare se il risultato della somma è significativo; esso 
potrebbe non appartenere al range di rappresentabilità su 16bit ( 12,2 1515 ). In 
altri termini se la somma fornisce un valore maggiore di quello massimo 
rappresentabile su 16 bit, si satura il risultato imponendo tutti i sedici bit pari a 1. 
Dopo aver terminato la scrittura si settano i bit DataOut e DataOut2,  dell’evento 
AudioDataOut, i quali serviranno per chiamare le funzioni adibite alla 
trasmissione. 
5.9 Le interruzioni su SPORT0 e sul Core 
Timer 
Al fine della corretta sincronizzazione di tutte le parti componenti il software è 
necessario ricorrere alle interruzioni. Si ricorda che le interruzioni sono eventi 
asincroni all’esecuzione del flusso di programma.  
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Durante l’esecuzione di una ISR (Interrupt Service Routine) la normale attività 
del processore viene sospesa momentaneamente, pertanto è fondamentale 
completare la sua esecuzione nel minor tempo possibile. A tal proposito sarebbe 
preferibile ottimizzare il codice scrivendolo direttamente in Assembly, ma d’altro 
canto questo è certamente più complicato e può allungare i tempi di debug. 
La scrittura in C++ è certamente più immediata. Occorre seguire i seguenti step:  
1. tramite il registro SIC_IMASK si abilita l’interruzione sulla periferica 
2. agendo sul registro SIC_IARx gli si associa il grado di priorità 
3. si ricava il valore IVGx da settare sul registro IMASK  
Con questa tecnica s’imposta l’interruzione sulla SPORT0 per l’acquisizione dei 
segnali d’ingresso provenienti dalle sorgenti audio ausiliarie. 
Analogamente accade per il core timer. Il main del software va in esecuzione ogni 
5ms; questo valore è stato calibrato tenendo conto di due fattori:  
1. se non ci fosse tale ritardo, AudioManager non processerebbe dati 
significativi, in quanto manca il minimo tempo per inserire i campioni 
provenienti dal codec nelle code opportune, inoltre molte funzioni non 
avrebbero il tempo necessario al processing causando il blocco del 
sistema. 
2. se il ritardo fosse elevato la SPORT1 (con cui si emula la seconda UART) 
potrebbe perdere la sincronia nel trasmettere i campioni audio per via del 
diverso comportamento elettrico delle due porte.  
Bisogna impostare il Core Timer affinché generi una interruzione ogni 5ms; la 
ISR associata setta un flag che condizionerà l’esecuzione del software. 
Per l’inizializzazione delle interruzioni sono state usate due funzioni di libreria. 
Più precisamente la Register_handler associa alla IVGx, precedentemente 
mappata, la relativa ISR con la sintassi:  
Register_handler(IVGx, nome_ISR) 
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Mentre la EX_INTERRUPT_HANDLER permette di definire l’ISR vera e propria. 
La sua sintassi è:  
EX_INTERRUPT_HANDLER (nome_ISR )  
{ 
corpo ISR 
}  
Pertanto, non appena scatta un’interruzione, il processore congela il flusso 
d’esecuzione delle routine software, esegue l’opportuna ISR e dopo averla 
ultimata, riprende l’esecuzione del flusso di programma da dove ha interrotto. 
5.10  Il Linker 
La scrittura del software è solo un passo della programmazione del dispositivo. 
La fase di linking è il punto più dello sviluppo del progetto. Il linker tool  prende 
in ingresso i files di progetto e produce il file eseguibile da caricare sul 
processore. Esso produce anche i map files necessari al debugger. Il flusso di 
sviluppo del software del processore può essere diviso in tre fasi:  
1. Compiling and Assembling: dai files sorgenti (.C, .CPP, .ASM) è prodotto 
il file oggetto (.DOJ). 
Figura 5-7: fase di Compiling 
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2. Linking: sotto la direzione del Linker Description File (.LDF) il linker 
elabora il file oggetto e produce quello eseguibile (.DXE), e, se previsto 
nelle project options, anche i files shared memory (.SM) e overlay (.OVL). 
Figura 5-8: Fase di Linking 
3. Loading and Splitting: in quest’ultima fase, il file eseguibile (ed 
eventualmente anche gli altri due) è elaborato per produrre il file d’uscita. 
I processori della famiglia Blackfin usano il loader (efloader.exe) per 
produrre un file immagine boot-loadable (.LDR file) che risiede in una 
memoria esterna al processore. Al power up, dopo il reset, la porzione 
boot kernel del file immagine viene trasferita sul core del processore e 
successivamente la porzione di file contenente dati e istruzioni sono 
trasferiti dal boot kernel nella RAM interna al processore. 
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Figura 5-9: Loading and Splitting 
Figura 5-10: boot loader 
Come già accennato il linker combina i file oggetto in un singolo file eseguibile. 
Usando il linker è possibile creare un linker description file (.LDF) ad hoc per il 
progetto.  A tal fine è disponibile l’Expert Linker. Si tratta di un tool grafico che 
consente di:  
Definire un criterio per il memory mapping. 
Piazzare le sezioni del progetto dentro tale memory mapping. 
Verificare la memoria residua. 
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L’Expert Linker prende le informazioni contenute in un loader definition file(file 
oggetto, librerie) e le rende disponibili in forma grafica. Risulta pertanto più 
semplice riorganizzare i file oggetto tramite la rappresentazione grafica in 
segmenti. Dopo essere soddisfatti dell’organizzazione raggiunta, l’Expert Linker 
aggiorna i files LDF e genera il file eseguibile. In altri termini, con l’Expert 
Linker si riesce ad ottimizzare lo sfruttamento della memoria del processore.  
5.11  Testing 
Per semplificare questa ultima fase del flusso di progetto, si è scelto di effettuare 
separatamente le applicazioni su BlueCore e sul BF-533 in modo da individuare 
più semplicemente eventuali malfunzionamenti. La separazione è stata fatta 
inserendo un PC sul link seriale tra host e host-controller:  
BlueCore02-B PC BF-533
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232
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1TX
TX
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RX
RX
RX
DR1
DT1
Figura 5-7: schema a blocchi delle connessioni in fase di test 
5.11.1  Testing sul BlueCore 
Sul BlueCore non è stato necessario effettuare la fase di debug infatti la sua 
applicazione è stata sviluppata e fornita da Analog Devices.  
È stato necessario verificare che le impostazioni stabilite tramite l’uso del PSTool 
fossero coerenti con i nostri scopi. A tal fine si è simulato il comportamento 
dell’host tramite un PC collegato su link seriale. L’acquisizione dei dati inviati dal 
BlueCore al PC ha evidenziato la bontà delle impostazioni: i pacchetti SCO che 
trasportano i campioni audio sono stati ricevuti ed analizzati secondo il 
meccanismo descritto al paragrafo 5-5. 
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5.11.2  Testing sul BF-533 
Per quanto concerne l’applicazione sul DSP si è resa necessaria un’attenta e 
accurata fase di indagine al fine di verificare che il comportamento del DSP fosse 
effettivamente quello desiderato. Gli strumenti d’indagine, oltre a quelli hardware 
(oscilloscopio, tester…) sono quelli forniti dall’ambiente di sviluppo 
VisulDSP++:  
Registers: è uno strumento con cui è possibile controllare il contenuto di 
qualsiasi registro del processore dopo aver fermato l’esecuzione del 
programma.  
Memory: è uno strumento con cui si può prendere visione di qualsiasi 
loacione di memoria, dopo aver stoppato l’esecuzione del programma.  
Watch window: è uno strumento che consente,  di monitorare lo stato di 
ogni variabile (allocazione, indirizzo, valore). 
Breakpoint: è uno strumento con cui è possibile programmare l’arresto 
dell’esecuzione del software. Giunto ad un breakpoint il processore 
congela lo stato del sistema, consentendo l’uso degli strumenti di cui 
sopra. È poi possibile riprendere l’esecuzione normale del flusso di 
programma o di farlo avanzare istruzione per istruzione al fine di 
verificare la sequenza step by step.  
Print: è uno strumento che consente di visualizzare il valore di una 
variabile, oppure dei messaggi d’errore durante l’esecuzione del software.   
La fase di test è stata ulteriormente divisa in più fasi:  
1. Testing della configurazione della SPORT1 e dei canali DMA associati. 
2. Testing del meccanismo di ricezione su SPORT1: UART_SPORT1reader. 
3. Testing del processo di AudioManager. 
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4. Testing della trasmissione da SPORT1: UART_SPORT1writer. 
5. Testing dell’intero sistema al fine di verificare insieme tutte le funzioni.  
5.11.3 Risultati dei test 
Il test ha evidenziato due problemi. 
Il primo si è verificato già in fase di compilazione del software: il linker (funzione 
del VisualDSP++ che mappa le funzioni del programma sulla memoria del 
processore) non riusciva a mappare tutti i buffer previsti nei medesimi segmenti di 
memoria delle corrispondenti funzioni.  
La soluzione di questo problema è stata trovata tramite l’uso dell’ Expert Linker 
del VisualDSP++. Mediante quest’ultimo tool grafico è possibile modificare la 
dimensione di alcuni segmenti di memoria destinati a ricevere il programma a 
scapito di altri utilizzati dal processore per eseguire il processing.   
Figura 5-11: finestra del tool Export Linker 
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La Figura 5-7 mostra tutti i segmenti di memoria del processore; tra essi, quelli 
con ombreggiatura scura si riferiscono a segmenti riservati che, come tali, non 
sono né osservabili né manipolabili dal programmatore. 
Viceversa, i segmenti nel riquadro chiaro danno qualche grado di libertà. Nel caso 
in esame è stato leggermente ridotto il segmento MEM_L1_DATA_A_CACHE 
a vantaggio di MEM_L1_DATA_A. 
Essendo ormai prossimi alla saturazione delle capacità del processore, questo 
lavoro non è stato sufficiente per completare la compilazione del software. 
Sperimentalmente si è notato operando ancora sulla larghezza dei segmenti di 
memoria, sorgevano problemi di altra natura, riconducibili alla mancanza di 
memoria a disposizione del processore durante l’elaborazione. Si è quindi deciso 
di operare una stima dell’occupazione della memoria delle singole funzioni, in 
modo da spostare la dichiarazione di alcune variabili globali ingombranti altrove, 
in modo da ridistribuire più uniformemente l’occupazione della memoria dei 
singoli segmenti. In altri termini si è cercato di fare una sorta di 
“deframmentazione” dei vari segmenti di memoria. 
Il secondo problema è stato riscontrato sulla trasmissione da parte del processore. 
Il malfunzionamento è dovuto al diverso comportamento elettrico a riposo tra la 
porta UART e la SPORT. In altri termini la SPORT1 non si comporta come la 
UART durante gli istanti di riposo: la prima riposa sul livello logico basso, mentre 
la seconda no. Quest’aspetto è di fondamentale importanza infatti, se al termine 
della trasmissione di un pacchetto la linea rimane bassa, la trasmissione viene 
falsata in quanto la UART sul BlueCore non è più in grado di riconoscere il reale 
inizio di una nuova trasmissione. Quanto detto, è riassumibile con i grafici di 
figura 5-8. In realtà la situazione rappresentata sul grafico relativo alla SPORT 
non è l’unica. Potrebbe accadere che il ricevitore asincrono della UART sul 
BlueCore, campioni il livello di riposo della SPORT e lo interpreti come un 
nuovo segnale di start. In ogni modo, in entrambi i casi, la trasmissione è falsata. 
La soluzione adottata prevede di inviare un 1 fittizio che obblighi la SPORT a 
rimanere sul livello alto, e, contemporaneamente non venga interpretato come un 
dato dal BlueCore.  
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if (first_to_write_index_prev2 != first_to_write_index2) 
{ 
data_UART_SPORT1out[first_to_write_index2] = 0xFFFF; 
} 
Questo stralcio di codice è stato inserito all’inizio del ciclo di trasmissione della 
funzione UART_SPORT1writer. Il buffer, appare così prima che inizi la 
trasmissione: 
…..
Data_UART_SPORT1out
…..
Dresser(03)
Dresser(GSMhdl)
Dresser(00)
Dresser(n_gsm)
Dresser(xx)
Dresser(yy)
Dresser(zz)
Dresser(ww)
…..
First_to_write_index_prev2
First_to_write_index2FFFF
Figura 5-12: buffer di trasmissione 
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È interessante notare che la posizione dell’indice first_to_write_index2 non viene 
aggiornata alla locazione successiva: essa viene sovrascritta immediatamente 
dopo la trasmissione ottimizzando la gestione delle locazioni. 
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Figura 5-13: comportamento elettrico delle porte 
Superati questi inconvenienti di natura tecnica, si è eseguito il test delle 
funzioni audio.  
Inizialmente sono stati instradati su ciascun auricolare singolarmente ciascuno dei 
flussi audio delle sorgenti ausiliarie, si è dimostrato che su ognuno degli auricolari 
è possibile ascoltare ognuna delle sorgenti di ingresso. Si sono inviati poi agli 
auricolari delle miscelazioni dei flussi audio (ad esempio durante l’ascolto della 
radio FM è possibile udire i comandi provenienti dal navigatore). 
Infine sono state collaudate le funzionalità di interfono e operazioni più  
complesse, come ad esempio la conversazione telefonica a tre o la comunicazione 
tramite interfono con contemporaneo ascolto di ciascuno dei due utenti del flusso 
audio di una o più sorgenti.  
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5.12  L’hardware del dimostratore 
Il flusso di progetto termina con la realizzazione di un prototipo idoneo a 
dimostrarne le funzionalità. Al fine di abbreviare i tempi di sviluppo (anche 
nell’ottica di ridurre il time to market) si è preferito di non realizzare un hardware 
dedicato che alloggi il processore, ma si è fatto uso della scheda di valutazione 
(EZ-kit Lite evaluation board) preassemblata che contenente tutti i dispositivi 
necessari e ulteriori risorse che non vengono utilizzate nel prototipo. È evidente 
che da tale scelta scaturiscono necessariamente ingombri, costi e consumi 
superiori rispetto a quelli che una versione ingegnerizzata potrà avere. Tale 
scheda permette di sviluppare e collaudare l’applicazione sul DSP in tempi 
relativamente brevi.  
Per quanto concerne i due BlueCore si è gia accennato all’utilizzo di altre due 
schede di sviluppo, i modem Casira, molto utili in fase di debug delle applicazioni 
sviluppate. Si è comunque scelto di progettare una scheda  ad-hoc, che contenga i 
due BlueCore02 ed ulteriori componenti elettronici. 
In realtà è bene precisare che si tratta della second release di una scheda già 
esistente. 
Il progettista della  prima della scheda, aveva predisposto i circuiti necessari 
all’uso del solo BlueCore relativo alla piconet con gli auricolari: ad esempio non è 
stato previsto un circuito per il reset hardware del secondo BlueCore in caso di 
blocco del sistema. 
L’aggiunta della seconda piconet tramite il BlueCore-B ha fatto nascere 
l’esigenza di una nuova scheda. Tale scheda  contiene:  
gli alloggiamenti per i due moduli Bluetooth contenenti i BlueCore02, con 
i componenti necessari al loro funzionamento. 
Un connettore seriale DB9, connesso alla SPI del processore, per pilotare 
l’interfaccia. 
I componenti necessari a collegare le UART dei BluCore con la UART e 
la SPORT del processore. 
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I circuiti di alimentazione per i vari componenti.  
In particolare le migliorie apportate al progetto della seconda scheda sono:  
I collegamenti tra i PF (Programmable Flag ) del BF533 e i PIO 
(Programmable Input Output) del BlueCore-B. 
Una migliore posizione dell’alimentatore switching, in modo da prevedere 
una piazzola di rame sottostante, utile per la dissipazione del calore. 
La sostituzione dei jumper di configurazione, con switch più solidi e 
sicuri. 
L’aggiunta di un secondo tasto, destinato al reset hardware del secondo 
BlueCore. 
L’uso di distanziali per l’alloggiamento dell’interfaccia. 
Il posizionamento di opportuni test point indispensabili per la verifica dei 
segnali sui nodi salienti del sistema.  
L’interfaccia utente per il prototipo è stata realizzata con un semplice display 
LCD e un tastierino, mentre come sorgenti ausiliarie si sono connessi agli ingressi 
audio della centralina un navigatore satellitare, una radio FM .              
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6 Conclusioni 
In quest’ultimo capitolo sarà fatto un accenno ad eventuali migliorie e sviluppi 
futuri che potrebbero conferirgli un elevato valore aggiunto rispetto ad eventuali 
sistemi concorrenti. 
Saranno infine tratte le somme del lavoro compiuto sullo sviluppo del progetto, 
mettendo ulteriormente in risalto le caratteristiche che lo renderebbero un 
prodotto di sicuro successo se introdotto sul mercato. 
6.1 Sviluppi futuri  
Ulteriori migliorie apportabili al progetto sono sicuramente ottenibili, 
perseguendo due obiettivi:  
1. Maggiore sicurezza 
2. Maggior confort  
Il primo punto può avere molteplici sviluppi. 
L’implementazione del profilo Hands-Free (al posto dell’Headset) permettendo il 
controllo del telefono cellulare tramite l’interfaccia, impegna meno le mani del 
driver rendendo più semplici le comunicazioni telefoniche. 
La vera ricerca, di maggiore sicurezza, è la possibilità offerta al driver di 
impartire comandi vocali alla centralina, attivando una qualsiasi funzione 
attraverso la propria voce. Da qui si capisce l’importanza che ciò può assumere su 
un motoveicolo. Tale funzione può essere implementata acquisendo routine di 
riconoscimento vocale, analoghe a quelle implementate sui telefoni cellulari. 
Al fine di non distrarre il pilota dalla guida, evitandogli di guardare ad esempio il 
cruscotto, è auspicabile che il veicolo collabori con lo stesso comunicandogli lo 
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stato delle più importanti funzioni di bordo (autonomia carburante, pressione 
pneumatici, surriscaldamento motore etc.) sintetizzando dei messaggi vocali sul 
suo auricolare. Anche in questo caso l’implementazione è  semplice e immediata. 
La realizzazione della sintesi vocale può essere ottenuta memorizzando in 
memoria flash i messaggi audio che poi saranno inviati agli auricolari del 
guidatore, in funzione dei segnali provenienti dal resto del veicolo. 
Il maggior confort invece, potrebbe essere rappresentato dalla riduzione del 
rumore inutile ai fini della guida (es. fruscio del vento), fornendo il sistema di un 
algoritmo di soppressione attiva del rumore.   
6.2 Conclusioni 
In questo elaborato sono stati descritti i vari step per la progettazione di un 
sistema, partendo dalla definizione delle specifiche, fino a verificarne il 
raggiungimento. Lo sviluppo di questo progetto di ricerca ha quindi portato alla 
realizzazione di un prototipo funzionante per l’accesso a servizi audio innovativi 
su motoveicolo. Il prototipo è formato dalla centralina da posizionare sulla moto e 
da due headset commerciali Bluetooth. 
Tramite collegamenti wireless Bluetooth tra veicolo e passeggeri è possibile per 
quest’ultimi accedere, in modo indipendente l’un dall’altro, a tutti i flussi audio 
che transitano a bordo del veicolo:  
Comunicazioni telefoniche 
Comunicazioni interfoniche 
Messaggi di navigazione 
Canali radio FM  
La sperimentazione ha dimostrato la piena funzionalità del sistema proposto e la 
possibilità di espanderne le funzionalità per migliorare la qualità e la sicurezza del 
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viaggio, tramite l’introduzione di un sistema di cancellazione attiva del rumore 
d’ambiente, il riconoscimento di comandi vocali e la ricezione di messaggi 
sintetici che illustrano la stato del veicolo senza la necessità della visione diretta 
del cruscotto. 
Dal punto di vista commerciale, i risultati ottenuti consentono di poter affermare 
che il sistema descritto presenta un tasso d’innovazione tale, da poter avere un 
importante riscontro dal mercato. 
Vista la modularità del progetto, con semplici modifiche, si potrebbe prevedere la 
commercializzazione di versioni diverse del sistema, per esempio partendo da una 
versione base, più economica, con un limitato set di funzioni implementate, 
fruibile anche dallo “scooterista”, per arrivare a una versione full optional più 
costosa ma con maggiori funzionalità, pensate per le moto di fascia alta, destinate 
ai lunghi viaggi.  
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Figura 6-1: custom board ed interfaccia 
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