Definición del diseño orientado a aspectos según el metamodelo de la OMG by Abdelahad, Corina et al.
Definicio´n del Disen˜o Orientado a Aspectos
segu´n el Metamodelo de la OMG
Corina Natalia Abdelahad, Daniel Riesco, Lorena Baigorria, Norma Beatriz
Perez
Departamento de Informa´tica, Universidad Nacional de San Luis,
+54(2652)424027 — Fax: +54(2652)430224
Eje´rcito de los Andes 950
5700 — San Luis, Argentina.
e-mail:{cabdelah,driesco,flbaigor,nbperez}@unsl.edu.ar
Resumen Con la evolucio´n de la Ingenier´ıa de Software, se ha introdu-
cido conceptos que llevan a una programacio´n de ma´s alto nivel. Debido
a que la Programacio´n Orientada a Objetos (POO) posee aspectos que
no pueden encapsularse aumentando la indertependencia entre las clases
lo cual no es deseable.
El enfoque de nuestro trabajo esta dirigido a la definicio´n de un disen˜o
Orientado a Aspecto (OA) basado en el metamodelo de la OMG, siendo
e´ste un aporte con el fin de agilizar el desarrollo de software con la
construccio´n de una herramienta que genere co´digo OA. Como en la
actualidad no hay un esta´ndar en cuanto al disen˜o OA, proponemos
construir el disen˜o a trave´s del lenguaje estandarizado UML utilizando
los mecanismos de extensio´n que e´ste provee. Se define un metamodelo
en XML con la finalidad de utilizar distintas herramientas ya sea para el
modelado como para la generacio´n de co´digo OA.
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1. Introduccio´n
La Ingenier´ıa de Software tiene como objetivo construir o mejorar un pro-
ducto de software.
En este trabajo se prestara´ especial atencio´n en la etapa 3, que tiene como
propo´sito crear una abstraccio´n de la implementacio´n (refinamiento directo del
disen˜o), permitiendo as´ı el uso de tecnolog´ıas como la generacio´n de co´digo
y la ingenier´ıa de ida y vuelta entre el disen˜o y la implementacio´n. Por este
acercamiento entre el disen˜o y la implementacio´n es que, el disen˜o detallado
esta´ directamente relacionado con los lenguajes de programacio´n y en esta etapa,
se deben construir modelos dependiendo del tipo de programacio´n que se utilice
para el desarrollo del software.
A continuacio´n se brinda una descripcio´n de los tres pilares fundamentales
que intervienen en nuestro trabajo:
Programacio´n Orientada a Aspectos (POA). Lenguaje basado en la POO,
que provee soporte expl´ıcito para tratar los aspectos que entrecruzan y atraviesan
todo el sistema (crosscutting concern) y que no pueden ser totalmente separados
con las te´cnicas de POO ya que e´sta tiene como principal desventaja la obten-
cio´n de ejecuciones ineficientes debido a que las unidades de descomposicio´n no
van siempre acompan˜adas de un buen tratamiento de los aspectos tales como
sincronizacio´n, manejo de errores y manejo de excepciones, administracio´n de
memoria, gestio´n de seguridad entre otros.
UML. Lenguaje iniciado por la organizacio´n OMG (Object Management Group)
que se utiliza para modelar la mayor´ıa de los dominios, pero no todos los do-
minios son factibles de ser modelados en este lenguaje, para esto UML incluye
caracter´ısticas de extensio´n [1].
Cuando se disen˜a un modelo en UML se puede generar co´digo en un lenguaje
espec´ıfico, de igual manera se puede construir un modelo OA y poder generar
co´digo para distintos tipos de lenguajes OA.
La ventaja de utilizar un esta´ndar como UML para construir el modelo de
disen˜o, es que hay una gran cantidad de herramientas en el mercado que se
pueden aplicar. E´stas no so´lo permiten definir estereotipos para el soporte de as-
pectos sino adema´s guardar los documentos en un formato estandarizado como
XML (eXtensible Markup Language) [2, 3, 4], posibilitando una factible cons-
truccio´n de una herramienta que genere co´digo OA siendo e´sta independiente de
las herramientas utilizadas para el modelado.
XQuery. Lenguaje de consulta, desarrollado por el grupo de trabajo en consul-
tas XML de la W3C [5]. Se disen˜o´ para escribir de manera ra´pida y compacta
consultas sobre bases de datos con formato XML, siendo su principal funcio´n
proporcionar los medios para extraer y manipular informacio´n de documentos
XML o de cualquier fuente de datos que pueda ser representada mediante XML.
Cada consulta es una expresio´n que es evaluada y devuelve un resultado [6].
2. Orientacio´n a Aspectos
Los aspectos son propiedades de un software que tienden a atravesar sus
principales funcionalidades. Formalmente se define:
Un aspecto: es una unidad modular que se disemina por la estructura de
otras unidades funcionales. Ellos existen tanto en la etapa de disen˜o como en la
etapa de implementacio´n [7].
Por lo general los aspectos esta´n diseminados por todo el sistema causando el
problema de tener co´digo desordenado. La OA tiene como objetivo soportar la
separacio´n de dichos aspectos encapsula´ndolos en mo´dulos en vez de tenerlos
dispersos en los componentes del sistema.
Para lograr escribir programas OA se utiliza una clase especial de lenguajes
llamados Lenguajes OA. Ellos definen la manera de encapsular las funcionali-
dades que cruzan todo el co´digo. Adema´s, estos lenguajes deben soportar la
separacio´n de los aspectos vistos anteriormente. Sin embargo, estos conceptos
no son totalmente independientes, y esta´ claro que hay una relacio´n entre los
componentes y los aspectos, y que por lo tanto, el co´digo de los componentes y
de estas nuevas unidades de programacio´n tienen que interactuar de alguna ma-
nera. Para que ambos (aspectos y componentes) se puedan combinar, se necesita
una interaccio´n entre el co´digo de los componentes y el co´digo de los aspectos.
Esta interaccio´n se logra teniendo puntos en comu´n, conocidos como puntos de
enlace, y debe haber algu´n modo de mezclarlos. El encargado de realizar este
proceso de mezcla se lo conoce como tejedor (weaver), ayudado por los puntos
de enlace e´l se encarga de mezclar los diferentes mecanismos de abstraccio´n y
composicio´n que aparecen en los lenguajes de aspectos y componentes [8].
3. Disen˜o OA
UML no es lo suficientemente expresivo, como se menciono en las secciones
anteriores, como para representar conceptos espec´ıficos de dominios particulares.
Por esta razo´n, UML esta´ndar incluye un mecanismo para extender y adaptar
UML a diferentes dominios y plataformas: el Perfil UML (UML Profile). La
infraestructura de UML se define a trave´s de una librer´ıa [9], ella define un
metalenguaje base (metalanguage core) que puede ser reusado para definir me-
tamodelos (incluido UML), adema´s permite personalizar UML por medio de los
Perfiles UML.
La extensio´n del perfil permite agregar constructores, propios para un domi-
nio particular, al metamodelo sin modificar el existente.
El perfil UML incluye los elementos necesarios para hacer posible la extensio´n
del lenguaje. Dichos elementos son.
Estereotipos (stereotypes).
Valores etiquetados (tags values).
Restricciones (constrains).
Un estereotipo permite crear nuevos tipos de bloques de construccio´n pareci-
dos a los existentes, pero que son espec´ıficos a un problema particular, para ma´s
detalle ver [1]. Durante su definicio´n, se lleva a cabo su asociacio´n con elemen-
tos del metamodelo (clase, operacio´n, etc.). Dentro de los modelos se denota un
estereotipo de la siguiente manera: ((stereotype-name)) [10].
Los perfiles UML permiten extender no so´lo la sintaxis sino adema´s la sema´nti-
ca UML para modelar elementos de dominios particulares. En este trabajo ha-
cemos uso de la ventaja de los mecanismos de extensio´n que brinda UML, co´mo
se muestra en la Figura 1.
Figura 1. Ejemplo: Disen˜o Orientado Aspectos.
La Figura 2 muestra la definicio´n de un perfil UML para el modelado de sistema
OA, siendo sus componentes principales:
Aspect =⇒ estereotipo que modela los aspectos como un tipo particular de
clase. Un aspecto comprende un conjunto de caracter´ısticas y un conjunto
de puntos de corte.
PointCut=⇒ estereotipo que modela el punto de corte; actu´a como filtro y
esta´ definido por un conjunto de puntos de enlace.
Realize=⇒ relacio´n entre una clase y un aspecto. Indica que una clase usa
uno o ma´s aspectos.
WeavedClass=⇒ es la unio´n de la clase y el/los aspectos que la afectan.
Advice=⇒ co´digo adicional que se ejecuta en un punto de corte, especifica
una conducta que quiere ejecutar antes de (before), despue´s de (after), o
alrededor de (around) un punto de enlace [11].
Figura 2. Definicio´n de perfil.
4. Definicio´n del Disen˜o O.A. segu´n el metamodelo de la
OMG
Este trabajo tiene como principal ventaja agilizar la tarea del ingeniero de
software, ya que hoy por hoy no existe un esta´ndar para un disen˜o OA ocasionan-
do que cada ingeniero construya su propio disen˜o. Para evitar esto proponemos
una definicio´n del disen˜o OA segu´n el metamodelo de la OMG.
A continuacio´n el siguiente co´digo muestra el metamodelo en XML que debe
cumplir si desea poder utilizar una posible herramienta que genere el co´digo
Orientado a Aspectos.
El disen˜o OA mostrado en las secciones anteriores fue construido con la
herramienta de modelado MagicDraw, la cual permite guardar el diagrama con
formato XML. El siguiente paso fue construir consultas con el lenguaje XQuery
[12], para filtrar y transformar el co´digo que se genero´ con la herramienta de
modelado, con el fin de poder construir el metamodelo en XML mencionado
anteriormente.
Se ha decidido construir un metamodelo en XML con el objetivo de que am-
bas herramientas puedan interactuar (herrramienta de modelado — herramienta
que permite la generacio´n de co´digo OA).
Metamodelo en XML
<diagram>
<elements>
<class name="ComunicadorMensaje"
id="_12_5_1_24100552_1248559736171_533213_253">
<operations>
<operation name="entregar" visibility="public"
id="_12_5_1_24100552_1248560172906_511909_332">
<parameters>
<paramenter name="mensaje" type ="String"/>
</parameters>
</operation>
<operation name="entregar" visibility="public"
id="_12_5_1_24100552_1248560578875_745998_336">
<parameters>
<paramenter name="persona" type ="String"/>
<paramenter name="mensaje" type ="String"/>
</parameters>
</operation>
</operations>
</class>
<class name="Prueba"
id="_12_5_1_24100552_1248559741671_25693_273">
<operations>
<operation name="main" visibility="public"
id="_12_5_1_24100552_1248560657046_568832_340">
<parameters>
<paramenter name="args" type ="String[]"/>
</parameters>
</operation>
</operations>
</class>
<class name="Modal"
id="_12_5_1_24100552_1248559744000_443735_293">
<operations>
<operation name="entregarMensaje" visibility="private"
id="_12_5_1_24100552_1248642587500_34511_122">
</operation>
<operation name="before():entregarMensaje"
visibility="private"
id="_12_5_1_24100552_1248642887171_149824_141">
</operation>
</operations>
</class>
<class name="SaludoJapones"
id="_12_5_1_24100552_1248642960515_797226_144">
<operations>
<operation name="decirle" visibility="private"
id="_12_5_1_24100552_1248643179437_930981_164">
<parameters>
<paramenter name="persona" type ="String"/>
</parameters>
</operation>
<operation name="around(persona:String):void : decirle"
visibility="private"
id="_12_5_1_24100552_1248643366281_3602_166">
</operation>
</operations>
</class>
<relations type="Dependency"
id="_12_5_1_24100552_1248643920875_823152_357"
supplier="_12_5_1_24100552_1248559736171_533213_253"
client="_12_5_1_24100552_1248559741671_25693_273"/>
<relations type="Realization"
id="_12_5_1_601020a_1248882521671_526011_161"
supplier="_12_5_1_24100552_1248559744000_443735_293"
client="_12_5_1_24100552_1248559736171_533213_253"/>
<relations type="Realization"
id="_12_5_1_601020a_1248882552421_412678_178"
supplier="_12_5_1_24100552_1248642960515_797226_144"
client="_12_5_1_24100552_1248559736171_533213_253"/>
<aspect>
<class id="_12_5_1_24100552_1248642960515_797226_144"/>
<class id="_12_5_1_24100552_1248559744000_443735_293"/> .
</aspect>
<pointcut>
<operation id="_12_5_1_24100552_1248643179437_930981_164"/>
<operation id="_12_5_1_24100552_1248642587500_34511_122"/>
</pointcut>
<advice>
<operation id="_12_5_1_24100552_1248643366281_3602_166"/>
<operation id="_12_5_1_24100552_1248642887171_149824_141"/>
</advice>
<realize>
<relation id="_12_5_1_601020a_1248882552421_412678_178"/>
<relation id="_12_5_1_601020a_1248882521671_526011_161"/>
</realize>
</elements>
</diagram>
5. Conclusiones
Para lograr realizar la construccio´n del disen˜o OA se utilizo´ el mecanismo de
extensio´n que provee UML: el perfil, en particular el uso de estereotipos. Como
primera fase se construyo´ el disen˜o OA basado en un ejemplo particular. En una
segunda fase se llevo´ a cabo consultas basadas en el lenguaje de consulta XQuery
siendo su finalidad filtrar y transformar el disen˜o OA con formato XML a fin
de lograr construir el metamodelo en XML, permitiendo facilitar la tarea del
ingeniero de software obteniendo un concenso en el disen˜o OA, adema´s de lograr
una documentacio´n mejorada. Como u´ltima fase de nuestro trabajo se realizo´ la
construccio´n del metamodelo en XML para un disen˜o OA en particular.
Se ha logrado a trave´s de este trabajo mostrar las ventajas de la utilizacio´n
de herramientas esta´ndar bajo las especificaciones de la OMG que permiten que
el disen˜o sea guardado con formato XML.
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