Despite an explosion of data in public repositories, peptide mass spectra are usually analyzed by each laboratory in isolation, treating each experiment as if it has no relationship to any others. This approach fails to exploit the wealth of existing, previously analyzed mass spectrometry data. Others have jointly analyzed many mass spectra, often using clustering. However, mass spectra are not necessarily best summarized as clusters, and although new spectra can be added to existing clusters, clustering methods previously applied to mass spectra do not allow new clusters to be defined without completely re-clustering. As an alternative, we propose to train a deep neural network, called "GLEAMS," to learn an embedding of spectra into a low-dimensional space in which spectra generated by the same peptide are close to one another. We demonstrate empirically the utility of this learned embedding by propagating annotations from labeled to unlabeled spectra. We further use GLEAMS to detect groups of unidentified, proximal spectra representing the same peptide, and we show how to use these spectral communities to reveal misidentified spectra and to characterize frequently observed but consistently unidentified molecular species. We provide a software implementation of our approach, along with a tool to quickly embed additional spectra using a pre-trained model, to facilitate large-scale analyses.
Introduction
Since the publication of the SEQUEST 1 search algorithm in 1994, the dominant approach to assigning peptide sequences to tandem mass spectra has been to derive a list of candidates for each spectrum from a database, generate a theoretical spectrum for each candidate, and then score each putative peptide-spectrum match based on the similarity between the observed and theoretical spectrum fragments. Major advances have been made in search algorithm development and various downstream analyses, 2 but an individual lab searching their spectra against a sequence database remains the dominant paradigm for tandem mass spectrum identification.
Over the last decade, public proteomics repositories such as PRIDE 3 and MassIVE 4 have grown to include hundreds of millions of tandem mass spectra from tens of thousands of assays. As these repositories have become more comprehensive, efforts have been undertaken to make these spectra useful to researchers analyzing new datasets. Some approaches, such as PeptideAtlas, 5 the Global Proteome Machine Database, 6 the NIST spectral libraries, 7 and MassIVE, 8 involve re-searching the spectra using a common workflow. In each case, the output of the analysis is a spectral library, in which sets of spectra corresponding to the same peptide sequence are condensed into a single spectrum either by averaging or selecting a single, representative spectrum per peptide. The spectral library can then be used to analyze new data sets using a search algorithm. A drawback to any method that relies on standard database search is that each spectrum is, fundamentally, treated as an independent observation. By failing to jointly consider all of the spectra together, these pipelines miss out on the opportunity to exploit valuable structure in the data.
An alternative to simple re-searching of the data is to employ clustering algorithms, several of which have been developed specifically for clustering mass spectra. 9;10 In practice, we are aware of only one such method that has been applied to a large proportion of the peptide mass spectra in a repository: PRIDE Cluster 11;12 clustered all of the publicly available spectra in the PRIDE Archive in 2015, producing one spectral library for each of several commonly-studied organisms and producing a consensus spectrum for each cluster. Any clustering approach, however, is limited in its ability to incorporate new data sets. In practice, new spectra that correspond to previously detected peptides can easily be added to the corresponding clusters, but entirely new clusters cannot be added without running the entire clustering algorithm from scratch. This is an extremely expensive operation that becomes more expensive as the repository grows, and presumably for this reason PRIDE Cluster has not been updated since 2015.
More fundamentally, clustering is problematic because it is an unsupervised approach. The input to a clustering algorithm is an unlabeled set of spectra. In practice, the labels (i.e., the associated peptide sequences) are used only in a post hoc fashion, to choose how many clusters to produce or to split up large clusters associated with multiple peptides.
In recent years, a revolution has occurred in machine learning, with deep neural networks proving to have applicability across a wide array of problems. Accordingly, within the field of proteomics, deep neural networks have been applied recently to the problems of de novo peptide sequencing, 13 predicting MS/MS spectra 14 and chromatographic retention time 15 for peptides, and protein inference. 16 However, to our knowledge no one has yet applied deep neural networks to the problem of making public repository spectra contribute to the analysis of new mass spectrometry experiments. We hypothesize that we can obtain more accurate and useful information about a large collection of spectra by using a supervised deep learning method that directly exploits peptide-spectrum assignments during joint analysis.
Accordingly, we propose GLEAMS (GLEAMS is a Learned Embedding for Annotating Mass Spectra), which is a deep neural network that has been trained to embed tandem mass spectra into a 32-dimensional space in such a way that spectra generated by the same peptide, with the same post-translational modifications and charge, are close together. Our work builds upon methods that have been used successfully to embed various types of data items, from text documents 17 and images 18 to protein sequences and structures 19 to "all the things". 20 The learned spectral embedding offers the advantages that new spectra can efficiently be embedded into the space and automatically associated with existing or new clusters of spectra as needed. Our approach is fundamentally different from previous large-scale analyses, in the sense that, as the repository grows, previously unclustered spectra have the opportunity to join nascent clusters without requiring computationally onerous re-clustering.
We validate the embedding by demonstrating its ability to place spectra assigned the same label by database search close together, and we describe a method for using this embedding to assign peptide labels to new spectra. We also describe a method for detecting spectrum "communities": groups of spectra that all represent the same peptide. We use these communities to help identify systematic sources of error in annotations produced by database search and to help characterize the so-called "dark matter" of proteomics. We provide a software implementation of our method, as well as a pre-trained model that can be used to efficiently embed spectra for joint analysis (https://bitbucket.org/noblelab/gleams).
Results

A deep neural network learns to embed millions of spectra into a common latent space
The learned model consists of a "Siamese network," 21 in which two copies of an embedding network operate side by side ( Figure 1A ). During training, the network is provided with pairs of spectra s a and s b and an associated label Y , where Y = 1 indicates that the spectra were generated by the same peptide, and Y = 0 indicates that they were generated from different peptides. Each embedder transforms a spectrum s a into its embedded representation E a . The key to the learning process is the contrastive loss function adapted from Hadsell et al., 21 defined as Figure 1 : Learning to embed spectra. (A) Two spectra, sa and s b , are encoded and passed as input to two instances of the embedder network, with tied weights. The Euclidean distance between the two resulting embedded spectra, Ea and E b , is passed to a contrastive loss function that penalizes far-apart same-label spectra and nearby different-label spectra, up to a margin of 1. (B)
The embedder takes each of the three types of inputs separately. The precursor features are processed through a fully-connected (fc) network with two layers of sizes 32 and 5, while the binned fragment and reference spectrum similarity features are each passed through a separate convolutional (conv) neural network with 30 filters. Output of the three networks is concatenated and passed through a final fully-connected layer of size 32. (C) A t-SNE projection of 70,000 randomly chosen spectra into two dimensions indicating a large influence of precursor m/z on the embedded space. Each point represents a spectrum and is colored by its precursor m/z.
where W represents the learned network weights. Intuitively, this loss function pulls the two spectra together if they are associated with the same peptide (Y = 1) and pushes them apart if they are associated with different peptides (Y = 0). Backpropagation from this loss function is used to update the weights in the network.
The heart of the model itself is the embedder network ( Figure 1B ) which takes as input a spectrum and embeds it into a 32-dimensional space. The model contains two copies of the embedder, with weights tied so that updates to one embedder are always reflected in the other. For input to the embedder, each spectrum is encoded using three sets of features representing, respectively, attributes of the precursor ion, binned fragments, and similarities to an invariant set of reference spectra (see Methods for details). The precursor features are processed through a two-layer fully-connected network, and the binned fragment and reference spectrum similarity features are each passed through a separate, single-layer convolutional neural network (CNN). Finally, the outputs of the three networks are concatenated and passed to a final, fully-connected layer with dimension 32.
To train and validate our model, we constructed a repository containing 5,462,275 mass spectra of charge state 2 or higher from 22 experiments (Supplementary Table 1 ). Among these spectra, 1,650,587 (30.2%) were identified by database search at a 1% PSM-level FDR threshold, representing 170,946 distinct peptide sequences (see Methods for details of the search procedure and FDR assignment). We then randomly split the dataset by experiment, using 1,125,586 labeled spectra from 16 experiments for training and reserving 525,001 labeled spectra from six experiments for validation. Training the network on the training set required four hours and 45 minutes on a machine with an Intel Xeon(R) E5-2650 CPU, a Tesla K40c GPU and 90GB memory.
The design of the Siamese network required selection of a variety of hyperparameters. Some of these hyperparameters, such as the output dimensions, the number of layers, and the number of nodes per layer in each component of the network, are explicit. Other hyperparameters are implicit, such as how to encode precursor mass information or what type of learning rate schedule to employ in training the model. During development of the model, we partially explored this hyperparameter space (Supplementary Note 1), leading us to the particular model described here.
We embedded all 5,462,275 repository spectra in 19 minutes and four seconds, at 4,775 spectra per second. As an initial evaluation of the learned embedding, we performed a further projection down to two dimensions. We embedded 70,000 randomly-chosen repository spectra, projected into 2D with t-SNE, 22 and colored the resulting points by precursor m/z ( Figure 1C ) and charge (Supplementary Figure 1A) . The observed "clumpy" structure does not occur when the values for each of the 32 embedded dimensions are randomly permuted (Supplementary Figure 1B) , demonstrating that this structure is not an artifact of the t-SNE embedding. The visualizations suggest that precursor m/z, mass, and charge strongly influence the structure of the embedded space, roughly determining the location of each spectrum. The small, globular structures that comprise the visualization each tend to contain spectra of a single charge state and nominal precursor mass (Supplementary Figure 1C) .
Spectrum communities contain spectra generated by the same peptide
If our training worked well, then spectra generated by the same peptide should lie close together, according to a Euclidean metric, in the embedded space. Accordingly, we investigated, for 200,000 randomly chosen embedded spectra, the relationship between neighbor distance and the proportion of labeled neighbors that have the same peptide label. The results (Figure 2A) show that neighbors at small distances overwhelmingly represent the same peptide. Furthermore, the few different-peptide labels at very small distances almost entirely represent single amino acid substitutions in which the masses of the two amino acids differ by less than 1 Da. We demonstrate below that these apparent single amino acid substitutions nearby in embedded space largely represent false peptide labels from database search.
Based on this relationship, we aimed to develop an efficient method for finding dense clusters of spectra, which we refer to as "spectrum communities." We considered three potential community detection algorithms. The first, simplest method is a "hub-and-spoke" procedure in which "hub" spectra are associated with their neighbors ("spokes") within a specified Euclidean distance threshold τ (see Methods and Supplementary Algorithm 1 for details). The second method involves running the k-means clustering algorithm in the embedded space and then calling each of the resulting clusters a community. The third method is For the 1000 nearest neighbors of 200,000 randomly chosen embedded spectra, the figure plots the proportion of labeled neighbors that have the same peptide label as a function of neighbor distance threshold. Blue line: considering isobaric leucine-isoleucine substitutions to represent the same peptide. Red line: considering single amino acid substitutions (SAASs) for amino acid pairs with masses within 1 Da to represent the same peptide. SAASs in nearby embedded spectra frequently indicate incorrect labels from database search. (b) Comparing approaches to detecting spectrum communities. Comparisons of the numbers of single-peptide and multi-peptide communities detected among the 3,390,759 charge-2 repository spectra by the hub-and-spoke method with τ ranging from 0.095 to 0.12, the k-clique-communities method with k = 5 and k = 6, and k-means clustering with values of k: ranging from 150,000 to 500,000. (c) Spectrum normalized dot products suggest all community spectra generated by the same peptide. Cumulative density plot of normalized dot products between pairs of spectra in a single community, for pairs of spectra labeled with the same peptide (blue line) and with one spectrum identified and the other unidentified (red line), from a single-peptide community. (d) Same as panel (C), but using a two-peptide community. Pairs of spectra are labeled with the same peptide (blue line) and with two different peptides varying by an E to K substitution (red line).
based on the notion of a "k-clique community." 23 In this setting, a "k-clique" is a set of k spectra that are completely connected to one another, subject to a distance threshold τ , and a k-clique community is the maximal union of k-cliques that can be reached from each other through a series of adjacent k-cliques with k − 1 members in common. The k-clique community method was developed for the purpose of finding the most highly-overlapping cohesive groups of nodes in biological networks, and was designed to focus on the local structure of the network rather than the values of the underlying distances. For the hub-and-spoke and k-clique community methods, we selected value of τ such that 1% of the resulting spectrum communities with identified spectra contained spectra identified with more than one unique peptide sequence. Note that, for both of these methods, we also employed an approximate k-nearest neighbor criterion, with k = 1000, for computational efficiency (see Methods for details). The 1000-neighbor threshold has only a minimal impact on neighbor detection at relevant distance thresholds (Supplementary Figure 2) . Constructing an index for efficient nearest-neighbor search took 81 minutes and 23 seconds, and finding the 1000 nearest neighbors of all 5,462,275 spectra took seven hours and 17 minutes on a single GPU, at 205.5 spectra per second.
Comparison of the results for these three methods strongly suggests that the hub-and-spoke model yields the most useful clusters. To evaluate the methods, we applied them to the entire repository and then plotted each set of detected spectrum communities in terms of the number of single-peptide versus multi-peptide communities ( Figure 2B , detail in Supplementary Figure 3) , with the aim of producing many single-peptide communities and few multi-peptide communities. The k-means algorithm, for values of k in the range 150,000 to 300,000, produced a large proportion of communities containing multiple peptides. It is possible that scaling to a very large value of k would yield better performance, but this turned out to be computationally infeasible (Supplementary Figure 4) . The k-clique community method, on the other hand, produced very few communities overall.
The hub-and-spoke method detected a large number of spectrum communities representing a single peptide. The method identified 229,167 spectrum communities ranging in size from 2 to 2,387 (mean: 3.9; median: 2). Among the communities, 127,788 were "no-peptide" communities containing no spectra identified by database search; 100,364 were "single-peptide" communities containing identified spectra representing only one peptide, and the remaining 1,015 were "multi-peptide" communities containing identified spectra representing two or more peptides. Most (78.7%) communities contained spectra originating from a single experiment, but some larger communities contained spectra from up to 13 different experiments (mean: 1.4). Every community contained spectra with only a single charge state. Communities contained spectra spanning mass ranges of size 0.000 to 3,971.844 Da (mean: 0.053; median: 0.001).
As a further demonstration that the hub-and-spoke communities typically contain spectra generated by a single peptide, we randomly chose a single-peptide community containing 42 labeled and 6 unlabeled spectra, and we calculated normalized dot products between all pairs of labeled spectra and between all labeledunlabeled spectrum pairs. The normalized dot products are distributed nearly identically for the two types of pairs ( Figure 2C ), suggesting that the unidentified spectra were generated by the same peptide and represent false negatives from database search. Furthermore, we randomly chose a two-peptide community containing spectra labeled with two different peptides (EVLGAFSDGLAHLDNLK and KVLGAFSDGLAHLDNLK) differing by a single E-to-K substitution representing a mass difference of 0.94763 Da, and we calculated normalized dot products between all pairs of same-labeled and different-labeled spectra. The distributions were again nearly identical ( Figure 2D ), and the precursor masses of all the spectra spanned only 0.004 Da, suggesting that the spectra were in fact generated by the same peptide and that some of the labels from database search were false positives due to necessarily loose precursor and fragment tolerances. We therefore investigated in more detail the spectra that, according to their GLEAMS community membership, appear to be mis-identified.
Embedding detects mis-identified spectra
As a first step in this investigation, we propagated identifications among spectra in single-peptide communities. Among the collection of 229,167 such communities, 17,948 (7.8%) communities contained a mixture of unidentified and identified spectra. We assigned peptide identifications to 40,053 unidentified spectra by propagating identifications from the other spectra in the these communities.
Next, we investigated the multi-peptide communities and determined that many of them contained only spectra that appear to have been generated by the same peptide despite having different peptide labels from database search. As is typical in proteomics analysis, our database searches were performed with a 1% FDR threshold. Hence, we expect at most 1% of the repository labels to be incorrect. Among these false discoveries, certain types of mis-identifications are particularly likely, including single amino acid substitutions. Not counting leucine-isoleucine, an isobaric substitution, we found 256 communities that contained two or more unique peptide labels that differed by only a substitution between amino acids that differ by less than 1 Da: E-K, E-Q, D-N, K-Q, L-N and I-N. We considered two possible explanations for these communities: either our approach generated communities containing spectra generated by multiple peptides, or some of the original PSMs from database search were incorrect. In these specific cases, we hypothesized that a false positive match with a single amino acid substitution from the true generating peptide could arise due to the "isotope error" parameter setting we used in database search, which allows for identification of the isotopic peaks with greater mass than the monoisotope. Although this common parameter setting results in greater overall sensitivity at a given FDR, when combined with relatively loose tolerances for precursor mass error and fragment bin size (which are appropriate for many of the runs in our repository) it can produce false positives of this specific type.
Further analysis supports the conclusion that the spectrum communities including multiple peptides primarily arise due to incorrect original PSMs. For several such communities, we calculated pairwise normalized dot products between each pair of (unembedded) spectra. In each case, the normalized dot products between spectrum pairs with different peptide labels were no lower than the products between pairs with the same label (p=0.45 by one-tailed Mann-Whitney U test for the example shown in Figure 2B ). Furthermore, for each amino acid substitution listed above, the 95th percentile of the sizes of the mass ranges for all communities containing the substitution was far smaller than the fractional mass difference (mass difference modulo 1.003355, the difference between 12 C and 13 C) between the two amino acids (e.g., for E-K, 0.014 vs. 0.052). See Supplementary Figure 5 for details.
These single-amino-acid-substitution communities, then, present opportunities for correcting false identifications from database search. The 256 such communities contained 1,957 spectra. For each community, we calculated the median precursor mass, chose the peptide sequence with the smaller precursor mass difference and assigned that sequence to the unidentified and mis-identified spectra. This approach allowed us to correct 717 false identifications and propagate those identifications to an additional 75 originally unidentified spectra.
Elucidating the "dark matter": targeted analysis of unidentified spectra in communities
A key outstanding question in protein mass spectrometry analysis concerns the source of spectral "dark matter," i.e., the spectra that are observed repeatedly across many experiments but consistently remain unidentified. To characterize such spectra, we focused on the 127,788 spectrum communities that contain no identified spectra. We then applied a cascade search strategy to the hub spectra, in which we search each spectrum against a series of increasingly large databases, performing FDR control after each search and passing only the unidentified spectra to the next stage.
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First, we performed a "tight" target-decoy database search (with appropriate precursor and fragment tolerances and only acetylated cysteine and potentially oxidized methionine as modifications) of the 127,788 hub spectra. This search differed from the initial database searches of the mini-repository runs chiefly in the choice of database: each hub spectrum was searched against all databases associated with one or more members of its spectrum community, plus a contaminant database. This step identified 9,407 spectra, and we assigned peptide identifications to a total of 38,974 unidentified spectra by propagating these new identifications from hubs to spokes.
Second, we performed an "open" target-decoy database search (with a 500 Da precursor mass tolerance and only acetylated cysteine and potentially oxidized methionine as modifications) on the remaining 118,381 hub spectra. This step identified 12,501 hub spectra and, via propagation, an additional 44,113 spokes.
Finally, the remaining 74,268 unidentified hub spectra were searched against the full non-redundant (NR) database with "tight" tolerances. Due to the immense size of NR (101 GB), instead of searching a decoy database we used PeptideProphet 25 to estimate an identification probability for each peptide-spectrum match (PSM). At probability 95% or greater, 1,388 hub spectra and 7,361 spokes were identified. Considering the additional identifications made by propagation of identifications in single-peptide communities and the two FDR-controlled searches ("tight" and "open"), we assigned identifications to 21,908 hub spectra representing communities containing 123,140 total spectra that were previously unidentified (7.46% of the originally unidentified spectra in the repository). Including the NR search results assigned confidence via PeptideProphet, we assigned identifications to 23,296 hub spectra representing communities containing 131,889 total spectra that were previously unidentified, or 7.99% of the number of originally identified spectra in the repository (Figure 3) .
The remaining 104,495 unidentified hub spectra are of broadly lower quality than the hub spectra that were successfully identified, suggesting that a large proportion of these spectra may be fundamentally unidentifiable and may not have been generated by peptides. We used the count of fragment peaks of higher m/z as a rough proxy for spectrum quality, following a common practice in choosing transitions for single reaction monitoring experiments.
26;27 By this metric, 26% of the hub spectra that remained unidentified were of lower quality than the 5th percentile by quality among the identified spectra, and unidentified spectra had lower quality overall (p < 0.0001 by one-tailed Mann-Whitney U test, see Supplementary Figure 6A ). We also searched the remaining unidentified hub spectra with the de novo search engine Novor 28 , which detects and assigns quality scores to sequence 'tags': sequences of amino acids that match to a series of peaks within a spectrum. Compared with the identified spectra, high-quality tags from the unidentified spectra with quality score 36 or higher for each amino acid tended to account for a smaller proportion of the full peptide mass (p < 0.0001 by one-tailed Mann-Whitney U test, see Supplementary Figure 6B ). Novor also found high-quality full-length sequence tags, with a quality score of 36 or higher for each amino acid, for 8,953 hub spectra representing communities containing 32,643 spectra.
Exploring the benefits of scaling up
A key driver for this work is the idea that, as we scale from small data sets to big data sets, many analysis techniques undergo a "phase transition" in which questions that were previously hard to answer become significantly easier.
29;30 Specifically, we hypothesize that as the number of spectra embedded in our learned latent space grows, the cluster structure of the spectra in that space will help us to focus on and identify interesting spectra. For example, a "singleton" spectrum with no nearby neighbors in a small repository may be alone simply because the repository is small. But if we scale the repository up by an order of magnitude or more, then the remaining singleton spectra become relatively rare and much more likely to correspond to noise. Similarly, unlabeled spectral communities will become much less prevalent as we scale up the size of the repository, allowing us to focus on the most densely populated clusters of uncharacterized spectra. To begin exploring the scaling behavior of our network, we randomly downsampled the number of spectra embedded into the space and investigated properties of the embedding and the spectral communities. Specifically, among the 790 mass spectrometry runs in our repository, we randomly sampled 100 subsets of sizes uniformly distributed between 1 and 790. For each of these downsampled repositories, we counted the percentage of unidentified spectra that have a labeled neighbor within a fixed spectrum community distance threshold τ = 0.095 (Figure 4) . The results show a systematic increase in this percentage, without flattening as it approaches the full size of our repository.
Discussion
We have demonstrated the utility of the 32-dimensional embedding learned by GLEAMS. By mapping spectra from diverse experiments into a common latent space, we can rapidly add another additional 8.0% to the identifications derived from database search. Furthermore, the embedding can be used to detect mis-identified spectra and suggest corrections. Notably, our embedder is able to learn from spectra labeled by database search even though those labels have a 1% FDR. We detected spectrum communities that contained spectra with different peptide identifications that appeared in fact to be generated by only a single peptide. So-called "weak teacher" training is a well-established practice in machine learning, 31 including machine learning in proteomics.
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The embedding has potential utility beyond simply transferring identifications among nearby spectra. For example, it may be that the latent space encodes semantic relationships among spectra generated by related molecular species. If such relationships could be mapped, then it might be possible to, for instance, predict where in embedded space a spectrum generated by a peptide with a particular post-translational modification would be found, based on the known location of the unmodified species. Such semantic relationships have been uncovered previously using latent embeddings based on natural language. 33 It may also be possible to develop a joint embedding of peptide sequences and spectra, allowing arbitrary peptide sequences to be embedded. The embedded space could then be used like a search engine, assigning peptide identifications to spectra based on closeness to an embedded peptide sequence.
The learned embedding opens up possibilities for transfer learning. For example, it may be possible to train a separate neural network to predict a spectrum's quality, or potential for being identified, from its location in embedded space, or to classify spectra as "chimeric" (generated by more than one peptide) or not. Furthermore, the GLEAMS embedding may have potential for applications at the level of the mass spectrometry runs or entire experiments, using each experiment's embedded spectra to predict its tissue of origin or, in the case of metaproteomics experiments, taxonomic makeup.
A clear direction for future work is the development of statistical confidence estimation procedures suitable for this type of learned embedding. On the one hand, propagating peptide annotations between proximal pairs of spectra may risk introducing false positive assignments. On the other hand, when multiple identified spectra lie close to an unidentified spectrum, our confidence in such a propagation should intuitively increase relative to propagation with respect to a single spectrum-spectrum pair. Target-decoy methods for confidence estimation are widely used and provably correct under reasonable assumptions about the database search procedure, 34 but these methods do not generalize in a straightforward fashion to a method based on propagation in the GLEAMS embedded space.
Compared with k-means and other similar clustering methods, the embedding approach is far more computationally efficient, enabling it to be scaled up to the size of an entire proteomics repository. Once the embedder is trained, new spectra representing previously unobserved peptides can be embedded and used for analysis without performing any expensive operations as long as they have sufficiently similar characteristics to the distribution of training spectra. The computational power required to find the nearest neighbors of a given spectrum in embedded space increases with the size of the repository, but this task can scale smoothly to billions of vectors by employing multiple GPUs. This approach makes it possible to assign new spectra to spectrum communities nearly instantaneously upon submission to a repository, giving researchers the immediate benefit of the combined analysis efforts of the entire proteomics community.
Methods
Encoding mass spectra for network input
Each spectrum is encoded as a vector of 3,556 features of three types: precursor attributes, binned fragment intensities and dot-product similarities with a set of reference spectra.
Precursor mass, m/z and charge are encoded as a combined 61 features. Precursor mass and m/z are each extremely important values for which precision is critical, and so they are poorly suited for encoding as single input features for a neural network. Accordingly, we experimented with a multiple binary encodings of precursor mass and m/z, each of which gave superior performance on validation data than a real-value encoding, and settled on the encoding that gave moderately better performance than the others: a 27-bit "Gray code" binary encoding, in which successive values differ by only a single bit, preserving locality and eliminating thresholds at which many bits are flipped at once. Precursor values may span the range 400 to 6,000, so the Gray code encoding has a resolution of 0.00004. Fragment values may span the range 50.5 to 2,500, so the Gray code encoding has a resolution of 0.00002. Spectrum charge is one-hot encoded: seven features represent charge states 1-7, all of which are set to 0 except the charge corresponding to the spectrum (spectra with charge 8 or higher are encoded as charge 7).
Fragment peaks are encoded as 2,449 features. Fragment intensities are square-root transformed and then normalized by dividing by the sum of the square-root intensities. Fragments outside the range 50.5-2,500 m/z are discarded, and the remaining fragments are binned into 2,449 bins at 1.0005079 m/z, corresponding to the distance between the centers of two adjacent clusters of physically possible peptide masses, 35 with bins offset by half a mass cluster separation width so that bin boundaries fall between peaks.
Similarities of each spectrum to an invariant set of reference spectra are encoded as 500 features. Each such features is the normalized dot product between the given spectrum and one of an invariant set of 500 reference spectra chosen randomly from the training and validation datasets. For dot product calculation, spectra are binned at 0.02 m/z, and each spectrum's binned representation is convolved with a Gaussian with σ estimated by Param-Medic. 36 
Neural network structure
The embedder network ( Figure 1B) takes each of the three types of inputs separately. The precursor features are processed through a two-layer fully-connected network with layer dimensions 32 and 5, while the binned fragment and reference spectrum similarity features are each passed through a separate single-layer convolutional neural network (CNN. Filters: 30; kernel size: 3; stride length: 1) and then through a max pooling layer. Output of the three networks is concatenated and passed to a final fully-connected layer with dimension 32. All network layers were preceded by scaled exponential linear units (SELU) activation.
To train the embedder, we construct a "Siamese network" containing two instances of the embedder with tied weights W ( Figure 1A) . Pairs of spectra s a and s b with peptide labels derived from database search (see below) are fed to the embedders. The Euclidean distance between the two embeddings is calculated, and the contrastive loss function is computed as in Equation 1. Intuitively, this loss function "pulls" the network outputs on same-peptide-labeled pairs (Y = 1) together by penalizing large distances and "pushes" different-peptide-labeled pairs (Y = 0) apart by penalizing small distances. The network is trained by stochastic gradient descent with the Adam update rule 37 and a learning rate of 0.0002, implemented with the Keras framework. 38 Training and evaluation were both performed on a single core of a 3.4GHz Intel Xeon processor with a single GeForce GTX 1080 graphics processing unit.
Training the embedder
We assembled a repository of more than five million mass spectra from 22 publicly available data-dependent acquisition experiments comprising 800 mass spectrometry acquisitions, representing a variety of instrument types and a variety of human tissues as well as mouse, yeast and microbiome samples. Experiment information, as well as search databases and parameters used in searching each experiment, are summarized in Supplementary Table 1 .
Spectra were matched to peptide sequences and PSMs accepted at FDR ≤ 0.01 as follows. A database search of each run was performed using Comet 39 version 2016.01 rev. 1. Search parameters included a static modification for cysteine carbamidomethylation (57.021464) and a variable modification for methionine oxidation (15.9949), with additional modifications as appropriate for each experiment (Supplementary Table 1 ). Samples were searched against the appropriate UniProt databases for single organisms, Human Microbiome Project stool database for gut microbiome, 40 or a site-specific sequencing-derived database for ocean microbiome. 41 We used a concatenated decoy database in which peptide sequences were reversed but C-terminal amino acids left in place. Enzyme specificity was trypsin with proline cleavage suppression, with one missed cleavage allowed. Parent ion mass tolerance and fragment mass bin size were determined separately for each sample with Param-Medic 36 ; parent ion tolerance was defined around five isotopic peaks. The top five search results for each spectrum were retained for generation of training data (see below); however, for spectrum identification only the top hit was retained. False discovery rate was calculated by target-decoy competition using Percolator, 42 and PSMs were accepted at FDR ≤ 0.01. The identified spectra were divided into training and validation pools by experiment, with roughly 1/5 of spectra reserved for validation. For each real spectrum, we used MS2PIP
43;44 to generate two theoretical spectra: a spectrum representing the same peptide in the same charge state, with the same modifications, and a spectrum representing a randomly chosen decoy database peptides identified in the top-five database search described above.
The network was trained on positive (same-peptide) and negative (different-peptide) pairs of spectra with precursor masses within 0.2 Da of one another. During each training epoch, all the real-and-theoretical positive and negative pairs were used. To prevent the network from learning to segregate real from theoretical spectra in embedded space, we also used all 97,771 positive pairs derived from the one million real spectra and, on each training epoch, a different random set of 100,000 negative real-real spectrum pairs and a random set of 100,000 negative theoretical-theoretical spectrum pairs (see Supplementary Note 1 for alternative training data structures we considered). Training consisted of 60 such epochs.
The validation dataset was constructed in a similar manner to the construction of a single epoch of the training dataset, and validation data was fixed throughout training. To assess embedder performance during training, we ordered all validation pairs by embedded distance and calculated the area under a concentrated ROC (CROC) curve, 45 a warping of a standard ROC curve designed to emphasize discrimination at high specificity, with α = 14. After training, the network weights from the epoch with the highest AUCROC were retained.
Detecting spectrum communities
To detect spectrum communities, we designed an algorithm (Supplementary Algorithm 1) to greedily select communities in which a single spectrum (the "hub") is close to many neighbors (the "spokes") in the embedded space. The community selection proceeds in four steps.
First, we embedded all spectra from our repository and constructed an approximate k-nearest neighbor graph in which each node is a spectrum. This construction was carried out using the GPU-enabled Faiss library for efficient similarity search, 46 using the IVFFlat inverted file index type. FAISS produces an index containing all embedded spectra, which we queried to find the k-nearest neighbors (by Euclidean distance) of each embedded spectrum. We chose k to be as large as possible (1000) while still maintaining reasonably fast computation.
Second, we reduced this k-nearest neighbor graph by eliminating edges longer than a specified distance threshold τ (our method for determining τ is described below). In this step, 4,568,161 spectra with zero nearby neighbors were eliminated. These spectra presumably represent peptides that were observed only once, peptides that should have been merged into a community but were not due to the conservative setting of the distance threshold, and non-peptide molecular species.
Third, we selected communities in the graph in a greedy fashion. To do so, we induced an ordering on the nodes in the graph, using a two-factor sort where the primary sort key is the node degree, and the secondary sort key is the mean edge distance. We called the node with the most nearby neighbors in this list a "hub" and marked all its neighbors as members of its community. Similarly, for each subsequent node in the list, if the node and at least one of its neighbors were not already assigned to spectrum communities, then we declared the node to be the hub of a new community and its neighbors to be the other members of the community. Finally, a fourth, post-processing step was carried out to merge nearby hubs. This step is necessary because of the limited value of k (which is much smaller than the number of nodes) and the approximate nearest-neighbor algorithm used. The greedy process left 145 hub nodes with other hub nodes within the distance threshold τ . We sorted these nodes in ascending order by degree. In this order, for each hub node h 1 and its closest neighbor h 2 of the same or higher degree, we merged h 1 into the community with hub h 2 . We also added all neighbors of h 1 to the community with hub h 2 if they were within Euclidean distance τ of h 2 .
We experimented with different values for the distance threshold τ until we found a value such that, among communities that contain at least one identified spectra, 99% were represented by a unique peptide sequence, treating the isobaric leucine and isoleucine residues as a single amino acid for purposes of comparison.
Alternative community detection approaches
We considered alternative approaches for detecting communities of mass spectra and found our hub-andspoke approach to be superior. k-means clustering is a commonly used iterative method for finding clusters in multidimensional space. It relies on a single parameter k, the number of clusters. Since we didn't know the expected number of spectrum communities a priori, we experimented with a range of values for k using the scikit-learn and Faiss implementations of k-means clustering. Unfortunately, because k-means clustering operates on all spectra simultaneously, clustering of the entire repository proved intractable with a value of k high enough to detect spectrum communities effectively.
We also considered a method for spectrum community detection based on the k-clique-communities algorithm. In this approach, we defined a 1000-nearest-neighbors graph within a distance threshold chosen such that 99.95% of the pairs of identified within the threshold were same-peptide pairs. We then detected all of the k-clique-communities in this graph: connected components such that every node in the component is a member of a k-clique with k − 1 other members of the component. We evaluated this approach for k = 5 and k = 6. Figure 2B compares the hub-and-spoke method (for values of τ ranging from 0.095 to 0.12) with the k-means clustering method (for values of k ranging from 150,000 to 500,000) and the k-clique-communities method (with k = 5 and k = 6) in terms of the number of single-peptide and multi-peptide communities, showing a clear advantage for the hub-and-spoke method: the k-clique-communities method detects far fewer communities with a higher proportion of spectra in multi-peptide communities, while the proportion of multi-peptide communities remains far too high at any practical value of k. Using k-means clustering with an appropriate value of k raises insurmountable runtime issues: while the hub-and-spoke and k-cliquecommunities methods can be parallelized by running on subsets of spectra defined by similar precursor mass, dividing the spectra for k-means clustering requires a separate choice of k that must be optimized for each subset of spectra, which is practically intractable and prone to failure. For this reason k-means clustering does not appear to be scalable to an order of magnitude more spectra in a full-size repository (Supplementary Figure 4 shows running times for the scikit-learn implementation of k-means, which was only slightly slower than the Faiss implementation on our data). In fact, we were effectively unable to run k-means clustering on all of our repository spectra at once, and so Figure 2B compares the three methods for only the 3,390,759 charge 2 spectra.
We considered evaluating other clustering approaches for assigning spectrum communities, such as spectral clustering and hierarchical clustering. However, like k-means clustering, those approaches are typically applied to problems in which a complete partitioning of the space is desired, whereas in our case we expect the majority of spectra to occupy singleton clusters.
Spectrum community peptide annotation
We used the communities to annotate previously unidentified spectra. First, for communities associated with a single peptide, we propagated this peptide to all unidentified spectra within the community. Second, for communities with no associated peptide, we performed a sequence of four increasingly broad searches to identify the hub spectra. If the searches were successful, then the resulting peptide was propagated from the hub to all members of those communities.
First, we performed a "tight" search of each hub spectrum against databases for all organisms that might have generated it, in order to identify spectra that had previously been searched against the wrong database. Hub spectra were separated into four groups by their fragment mass error as estimated by Param-Medic. "High-precursor-accuracy" precursors with a predicted error of 50 ppm or less were searched with precursor mass error 50 ppm, and "low-precursor-accuracy" spectra with higher predicted error were searched with precursor mass error 150 ppm. "High-fragment-accuracy" fragments with a predicted bin size of 0.02 or less were searched with fragment bin size 0.02, and "low-fragment-accuracy" fragment spectra with higher predicted bin size were searched with fragment bin size 1.0005. Each hub spectrum was searched with appropriate parameters separately against the target and decoy database appropriate for any organism associated (by experimental metadata) with any spectrum in its spectral community, as well as the Global Proteome Machine cRAP database of common contaminants. Search results were combined, and spectra were re-ranked and FDR estimated using Percolator. Search results passing 1% FDR threshold were retained.
Next, hub spectra that remained unidentified at 1% FDR were searched against all appropriate target and decoy organism databases with appropriate fragment bin widths and a wide (500 Da) precursor mass tolerance. Search results were combined as before, FDR estimated with Percolator, and search results retained at 1% FDR.
Hub spectra that remained unidentified at 1% FDR were searched with appropriate precursor mass tolerance and fragment bin size against the entire NCBI NR database (downloaded October 27, 2018) with no decoy sequences. Peptide identifications probability was estimated with PeptideProphet, and all identifications assigned probability greater than 0.95 were retained. The same spectra were also searched with the de novo search engine Novor v1.06.0634 with 50 ppm and 150 ppm precursor error tolerances for "high-accuracy" and "low-accuracy" precursors, and 0.02 m/z and 0.5 m/z fragment error tolerances for "high-accuracy" and "low-accuracy" fragments, respectively. For each spectrum, the longest contiguous tag with amino acid scores all greater than or equal to 36 was retained.
