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RESUMO
A flexibilidade de FPGAs baseadas em SRAM e´ uma opc¸a˜o atrativa para o
projeto de sistemas embarcados. Contudo, estes sistemas crı´ticos requerem a
verificac¸a˜o funcional do projeto em HDL (Hardware Description Language)
para assegurar o seu correto funcionamento. A verificac¸a˜o formal utilizando
model checking representa um sistema em um modelo formal que pode ser au-
tomaticamente gerado por ferramentas de sı´ntese. No entanto, as proprieda-
des que descrevem o comportamento esperado, necessa´rias para provadores
de modelo, sa˜o usualmente elaboradas de forma manual, o que e´ mais sus-
cetı´vel a erro humano, aumentando custo e tempo de verificac¸a˜o. Este traba-
lho apresenta uma nova abordagem para gerac¸a˜o automa´tica de propriedades
para verificac¸a˜o de sistemas descritos em HDL. O estudo de caso industrial
e´ o subsistema de comunicac¸a˜o de um sate´lite artificial que foi desenvolvido
em parceria com o Instituto Nacional de Pesquisas Espaciais (INPE).
Palavras-chave: Sistemas Embarcados. Sistemas Crı´ticos. Verificac¸a˜o For-
mal. Gerac¸a˜o de propriedades.

ABSTRACT
The flexibility of Commercial-Off-The-Shelf (COTS) SRAM-based FPGAs
is an attractive option for the design of embedded systems. However, the
functional verification of HDL-based designs is required and is of fundamen-
tal importance. Formal verification using model checking represents a sys-
tem as formal model that are automatically generated by synthesis tools. On
the other hand, the properties are represented by temporal logic expressions
and are traditionally elaborated by hand, which is susceptible to human er-
rors thus increasing the costs and verification time. This work presents a new
method for automatic property generation for formal verification of Hardware
Description Language (HDL) based systems. The industrial case study is a
communication subsystem of an artificial satellite, which was developed in
cooperation with the Brazilian Institute of Space Research (INPE).
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1 INTRODUC¸A˜O
Nos u´ltimos anos sistemas embarcados teˆm sido frequentemente uti-
lizados na indu´stria de sistemas eletroˆnicos devido a sua flexibilidade de
operac¸a˜o. Sistemas embarcados sa˜o compostos por mo´dulos de hardware,
software e outros (e.g., mecaˆnicos) com a finalidade de executar alguma ta-
refa especı´fica. Alguns exemplos pra´ticos nesta a´rea sa˜o os sistemas de con-
trole interno de veı´culos, piloto-automa´tico, produtos de telecomunicac¸o˜es e
dispositivos me´dicos.
Recentemente, a facilidade de acesso aos FPGAs (Field-Programmable
Gate Array) comerciais (Commercial-Off-The-Shelf – COTS) abriu um novo
mercado de sistemas embarcados destinados a aplicac¸o˜es aeroespaciais, mi-
litares e multimı´dia. Comparado ao processo tradicional de desenvolvimento
de ASIC (Application-Specific Integrated Circuit), o uso de FPGA oferece
baixos custos de desenvolvimento, uma vez que e´ um tipo de hardware que
pode ser descrito atrave´s de linguagens conhecidas como HDL (Hardware
Description Languages). Esta caracterı´stica torna-o mais atraente para siste-
mas de baixa produc¸a˜o.
Sistemas do tipo embarcado e crı´tico requerem uma atenc¸a˜o especial
no que se refere ao seu comportamento funcional. Estes esta˜o entre o grupo de
sistemas em que uma falha e´ inaceita´vel (JR.; GRUMBERG; PELED, 1999).
Os resultados de tais falhas podem variar de leve aborrecimento ate´ grandes
cata´strofes, acarretando em custos – para os indivı´duos, para as empresas,
para a sociedade como um todo – que podem ser imensos (WILE; GOSS;
ROESNER, 2005). O aumento da complexidade de tais sistemas torna as
falhas mais suscetı´veis de ocorrerem. Assim, a aplicac¸a˜o de te´cnicas que
garantam o funcionamento correto do sistema sa˜o mandato´rios. Para atingir
este objetivo existem diferentes te´cnicas de verificac¸a˜o.
Na atual era de ASICs com multimilho˜es de portas, reutilizac¸a˜o de
mo´dulos de hardware com propriedade intelectual (IP, Intellectual Proper-
ties) e projetos de sistema em um u´nico chip (System-on-a-Chip, SoC), o
processo de verificac¸a˜o pode tornar-se muito complexo, consumindo ate´ 70%
dos custos de um projeto. Ale´m disso, o co´digo destinado para a verificac¸a˜o
(i.e., desenvolvimento de testbenches) pode atingir ate´ 80% de um projeto
(BERGERON, 2000).
Assim, este trabalho de mestrado apresenta treˆs novas abordagens para
automatizac¸a˜o do processo de verificac¸a˜o formal atrave´s da gerac¸a˜o automa´tica
de propriedades a serem verificadas: (1) Ana´lise em nı´vel de mo´dulo isolado;
(2) Ana´lise de mo´dulos concorrentes; e (3) Ana´lise em nı´vel de sistema.
O restante do capı´tulo dedica-se a delinear a motivac¸a˜o para verificac¸a˜o
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de sistemas embarcados e as te´cnicas mais utilizadas para verificac¸a˜o, bem
como seus pontos fortes e fracos. Por fim, as principais contribuic¸o˜es deste
trabalho sa˜o apresentadas.
1.1 POR QUE VERIFICAR?
Quando se trata de sistemas de natureza crı´tica, tais como sistema de
bordo de aeronaves e sate´lites, controle de caldeira e controle de usinas nucle-
ares, um erro de projeto pode levar a prejuı´zos materiais e fı´sicos. Se um sis-
tema de controle de bordo de um avia˜o falhar, por exemplo, vidas podem ser
colocadas em risco. No caso de uma falha em um sistema de bordo de sate´lite,
uma enorme perda financeira pode ocorrer, ale´m de resultar no te´rmino mal
sucedido da missa˜o espacial. Um exemplo bastante conhecido de um erro em
um sistema crı´tico foi a explosa˜o, logo apo´s a decolagem, do foguete Ariane-
5, em junho de 1996, devido a uma conversa˜o de um ponto flutuante de 64
bits em um inteiro de 16 bits (BAIER; KATOEN, 2008). Portanto, te´cnicas
para aumentar a qualidade funcional de sistemas sa˜o imprescindı´veis.
Entretanto, mesmo em sistemas na˜o crı´ticos, como MP3 players, apa-
relhos de DVD, computadores, caˆmeras digitais, e outro dispositivos eletroˆnicos,
existe a crescente necessidade de garantir a confiabilidade do sistema, pois
cada vez mais requerem um ra´pido tempo para mercado (i.e., time-to-market)
e espera-se que seja livre de erros. O erro na divisa˜o de ponto flutuante do
processador Pentium custou a` Intel quase meio bilha˜o de do´lares (BAIER;
KATOEN, 2008). Uma pre´via detecc¸a˜o deste erro poderia ter evitado este
prejuı´zo. Este exemplo ilustra a importaˆncia de um projeto a` prova de erros
na era da alta produtividade.
A` medida que o projeto vai sendo desenvolvido, os custos de uma fa-
lha e os esforc¸os realizados para verificac¸a˜o do sistema aumentam. Dados
estatı´sticos apontam que mais de 40% dos erros em todo o projeto se en-
contram nas fases iniciais do projeto, por exemplo, durante a definic¸a˜o da
especificac¸a˜o (KIEVIET, 2013; BRAUN et al., 2010). Por esta raza˜o, quanto
antes o processo de verificac¸a˜o for iniciado, menor sera´ o custo do projeto em
termos de recursos e tempo.
As abordagens mais utilizadas para verificac¸a˜o de projetos em HDL
sa˜o baseadas em simulac¸a˜o e em verificac¸a˜o formal, por meio da te´cnica
conhecida como model checking. Abordagens baseadas em simulac¸a˜o teˆm
a vantagem de utilizar soluc¸o˜es para debug. No entanto, resultam em um
grande esforc¸o para a criac¸a˜o de vetores de teste, uma vez que os estı´mulos
providos para exercitar as funcionalidades do projeto podem exercitar apenas
um caminho no espac¸o de estados por vez. Dessa forma, caminhos crı´ticos
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fora do fluxo principal de execuc¸a˜o do sistema podem ser esquecidos, resul-
tando no conhecido problema de cobertura (LETTNIN et al., 2009). Ale´m do
mais, conforme observado por Dijkstra (DIJKSTRA, 1972), teste de progra-
mas podem ser usados para mostrar a presenc¸a de bugs, mas nunca mostram
sua auseˆncia.
Por outro lado, o model checking utiliza linguagens de especificac¸a˜o
baseadas em lo´gica temporal para definir propriedades que fazem asserc¸o˜es
(i.e., afirmac¸o˜es) sobre o comportamento esperado do sistema. Enta˜o, um
procedimento percorre o espac¸o de estados de forma exaustiva e verifica se as
propriedades sa˜o satisfeitas ou na˜o (CLARKE; EMERSON; SIFAKIS, 2009).
1.2 IDENTIFICAC¸A˜O DO PROBLEMA
O processo de verificac¸a˜o utilizando propriedades de um sistema esta´
descrito na Figura 1. A partir da especificac¸a˜o do que e´ esperado do sis-
tema, propriedades estabelecem condic¸o˜es que devem ser provadas durante a
execuc¸a˜o da verificac¸a˜o.
A especificac¸a˜o pode estar descrita em maneira textual, em um for-
mato de documento de requisitos, e por meio de diagramas, como por exem-
plo o Unified Modeling Language – UML (UML, 2013). O engenheiro de
verificac¸a˜o e´ responsa´vel por analisar esses documentos e diagramas e criar
proposic¸o˜es sobre o sistema, isto e´, as propriedades. Essas propriedades de-
vera˜o ser escritas em um formato reconhecido pela ferramenta que sera´ utili-
zada para explorar o sistema e comparar se as proposic¸o˜es sa˜o verdadeiras ou
falsas.
O problema e´ que a elaborac¸a˜o de propriedades geralmente e´ feita ma-
nualmente, dependendo da habilidade do engenheiro em entender a modela-
gem e a implementac¸a˜o do sistema e reconhecer o que precisa ser verificado.
Isso na˜o e´ uma tarefa trivial, uma vez que a` medida que o sistema torna-se
mais complexo, a ana´lise da interac¸a˜o entre diversos mo´dulos torna-se mais
difı´cil de ser descrita. Outra dificuldade na elaborac¸a˜o manual de proprieda-
des e´ que se requer do engenheiro de verificac¸a˜o o conhecimento de lo´gica
temporal e sua utilizac¸a˜o em propriedades. Todas essas dificuldades levam
ao aumento do custo e do consumo de tempo no projeto, ale´m de ser mais







Figura 1: Processo de verificac¸a˜o de sistemas
1.3 OBJETIVOS E ESCOPO
Para lidar com os problemas mencionados, este trabalho propo˜e uma
nova abordagem para definir propriedades por meio de um processo automa-
tizado.
1.3.1 Objetivo geral
O objetivo geral e´ gerar propriedades automaticamente utilizando o
modelo de ma´quinas de estados finitas (FSM, Finite State Machine) e diagra-
mas de sequeˆncia, definidos na especificac¸a˜o do sistema, e refinadas durante
toda a fase de projeto, a` medida que o entendimento do sistema vai aumen-
tando.
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1.3.2 Escopo do trabalho
O escopo deste trabalho deve atender as seguintes caracterı´sticas:
• As propriedades devem estar descritas em um formato utilizado na
indu´stria para verificac¸a˜o de HDL, tais como o PSL (Property Spe-
cification Language) (IEEE. . . , 2005) ou SVA (SystemVerilog Asserti-
ons) (SVA, 2013), a fim de viabilizar a validac¸a˜o do me´todo proposto
usando verificadores (model checkers) industriais.
• A verificac¸a˜o das propriedades ocorrera´ com o uso de ferramentas de
verificac¸a˜o de terceiros baseadas em asserc¸o˜es (ABV, Assertion Based
Verification).
1.3.3 Objetivos especı´ficos
1. Obter o aumento da confiabilidade do sistema embarcado crı´tico do
estudo de caso deste trabalho atrave´s da aplicac¸a˜o das te´cnicas propos-
tas. O estudo de caso em questa˜o e´ a Unidade de Telemetria e Teleco-
mando (UTMC), um sistema concebido a partir do trabalho de pesquisa
e desenvolvimento intitulado “Projeto, fabricac¸a˜o e teste de proto´tipo
da Unidade de Telemetria e Telecomando do Computador de Bordo
do SISCAO (SISTEMA DE CONTROLE DE ATITUDE E ORBITA
DE UM SATE´LITE ESTABILIZADO EM TREˆS EIXOS)”, financiado
pelo Instituto Nacional de Pesquisas Espaciais (INPE).
2. Elaborar um framework para verificac¸a˜o, propondo de forma detalhada
um fluxo de atividades para verificar sistemas com caracterı´sticas se-
melhantes ao estudo de caso.
3. Gerar propriedades locais, para verificac¸a˜o do funcionamento interno
de um mo´dulo, e propriedades globais, para verificac¸a˜o em nı´vel de
sistema.
4. Encontrar erros de especificac¸a˜o e implementac¸a˜o.
5. Aprimorar o conhecimento de projeto de sistemas embarcados.
6. Aprimorar a habilidade de desenvolvimento de sistemas descritos em
HDL.
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1.4 ESTRUTURA DA DISSERTAC¸A˜O
Os principais conceitos relacionados ao model checking sa˜o abordados
no Capı´tulo 2, comec¸ando com o surgimento da te´cnica na de´cada de 1980
ate´ os u´ltimos avanc¸os, com esforc¸os feitos principalmente para lidar com
um problema chamado de problema de explosa˜o de estados. O Capı´tulo 3
aborda trabalhos relacionados a` gerac¸a˜o de propriedades para verificac¸a˜o de
sistemas.
O Capı´tulo 4 pormenoriza a proposta para gerac¸a˜o de propriedades,
tendo como alvo a verificac¸a˜o formal de sistemas baseados em FPGA. A par-
tir de um pseudo-algoritmo, a abordagem e´ detalhada, e um exemplo dida´tico
e´ estabelecido. O Capı´tulo 5 mostra a implementac¸a˜o desta abordagem e o
desenvolvimento de uma ferramenta cujo nome e´ PropGen.
O Capı´tulo 6 apresenta a Unidade de Telemetria e Telecomando, a
UTMC. As caracterı´sticas do sistema, as normas obedecidas e os detalhes de
implementac¸a˜o sa˜o tratados.
O Capı´tulo 7 apresenta a verificac¸a˜o dos mo´dulos do fluxo de tele-
metria da UTMC. A verificac¸a˜o e´ feita com base nas propriedades geradas
utilizando a abordagem proposta neste trabalho. Por fim, o Capı´tulo 8 suma-
riza as contribuic¸o˜es do presente trabalho e aponta para os trabalhos futuros.
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2 FUNDAMENTAC¸A˜O TEO´RICA
Este capı´tulo apresentara´ uma visa˜o geral do processo de verificac¸a˜o
de sistemas, tendo como foco o model checking, que corresponde ao meca-
nismo de verificac¸a˜o de sistemas adotado neste trabalho.
2.1 VISA˜O GERAL










Figura 2: Fluxo de projeto da indu´stria, adaptado de (DRECHSLER; FEY,
2004)
A primeira fase do projeto tem como produto a especificac¸a˜o textual
do sistema. Nessa fase e´ feito o levantamento de requisitos e especificac¸a˜o do
sistema, na qual sa˜o gerados documentos que apresentam as caracterı´sticas
esperadas do sistema e e´ definido o que o sistema devera´ ou na˜o fazer. Geral-
mente, isso e´ feito em linguagem natural.
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Na segunda fase, os requisitos sa˜o analisados e comec¸a-se a projetar
as funcionalidades do sistema e o resultado sa˜o modelos que descrevem o
sistema de maneira abstrata, ou seja, sem maiores detalhes de implementac¸a˜o.
Alguns exemplos sa˜o os modelos UML (UML, 2013), como os diagramas de
sequeˆncia e diagramas de ma´quinas de estados.
Em sistemas de hardware, a partir do modelo o sistema e´ codificado
em uma linguagem de descric¸a˜o de hardware (HDL, Hardware Description
Language). Na sequeˆncia, o sistema e´ verificado por simulac¸a˜o, utilizando
testbenches, ou por verificac¸a˜o formal (model checking). Quando inconsis-
tencias na˜o sa˜o mais encontradas, a sı´ntese fı´sica 1 do co´digo HDL pode ser
feita (DRECHSLER; FEY, 2004).
Para permitir o uso de um model checker como o mecanismo de verificac¸a˜o,
a implementac¸a˜o resultante do processo de desenvolvimento deve ser repre-
sentada atrave´s de um modelo formal (i.e., um modelo baseado em ma´quinas
de estados), atrave´s de ferramentas de sı´ntese. Em sistemas de hardware ba-
seados em FPGAs, o modelo formal e´ gerado atrave´s da sı´ntese do co´digo
descrito em HDL. Esse processo pode ser visto na Figura 3.
O modelo formal e´ confrontado com propriedades, premissas elabo-
radas sobre o sistema que descrevem seu comportamento esperado. O sis-
tema e´ dito “provado” se o conjunto de propriedades sa˜o satisfeitas. Caso
contra´rio, um contra-exemplo e´ gerado (BAIER; KATOEN, 2008). Contra-
exemplo descreve o caminho da execuc¸a˜o do sistema que leva a violac¸a˜o da
propriedade.
A sec¸a˜o 2.2 abordara´ com mais detalhes o que sa˜o as propriedades. A
sec¸a˜o 2.3 aprofundara´ o me´todo de verificac¸a˜o utilizando model checking.
2.2 PROPRIEDADES
Os model checkers utilizam uma linguagem de especificac¸a˜o baseada
em lo´gica temporal para descrever o comportamento esperado de um sistema.
As definic¸o˜es estabelecidas em tais linguagens sa˜o chamadas de proprieda-
des. Por meio das propriedades sa˜o feitas afirmac¸o˜es sobre a execuc¸a˜o do
sistema ao longo do tempo.
A verificac¸a˜o de um sistema que implementa uma estrutura de fila do
tipo FIFO (First In, First Out), por exemplo, poderia ter as seguintes proprie-
dades:
1O fluxo de projeto para FPGAs consiste em diversas etapas realizadas por diversas ferra-
mentas. O fluxo central de projeto e´ composto por: descric¸a˜o do circuito (HDLs); Sı´ntese lo´gica
(gerac¸a˜o de netlist); Sı´ntese fı´sica (placement and routing); Simulac¸a˜o funcional; e Ana´lise tem-
poral. O nı´vel de projeto considerado neste trabalho envolve a etapa de sı´ntese lo´gica para a





















Figura 3: Gerac¸a˜o de modelo formal atrave´s do pre´-processamento e sua
utilizac¸a˜o no fluxo do model checking
• Sempre que houver uma inserc¸a˜o, o nu´mero de elementos da fila nunca
ultrapassara´ o limite ma´ximo (overflow);
• Sempre que houver uma remoc¸a˜o, o nu´mero de elementos da fila nunca
sera´ negativo (underflow).
As propriedades sa˜o divididas em treˆs camadas, conforme a Figura
4. A camada booleana conte´m uma expressa˜o lo´gica, uma proposic¸a˜o, sobre
determinado comportamento do sistema. A camada temporal informa quando
espera-se que esta proposic¸a˜o seja verdadeira. A camada de verificac¸a˜o e´
utilizada para informar qual diretiva de verificac¸a˜o sera´ usada e depende da
ferramenta utilizada.
2.2.1 Lo´gica Temporal
Lo´gica Temporal (LT) e´ usada para descrever a ordem de eventos sem
introduzir medidas de tempo explı´citas (CLARKE; GRUMBERG; LONG,
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camada de verificação camada temporal camada booleana
assert always a AND b -> cEx:
Figura 4: Estrutura ba´sica de uma propriedade
1994).
As LTs sa˜o classificadas de acordo com a maneira em que as sequeˆncias
de eventos sa˜o consideradas, se sa˜o vistas como uma estrutura linear ou com
uma estrutura de ramificac¸a˜o.
Em uma sequeˆncia linearmente ordenada, cada instante tem um u´nico
evento sucessor (BAIER; KATOEN, 2008). Por exemplo, para os estados s e
t, ou s < t, ou s = t ou t < s, onde o operador < pode ser lido como “ocorre
primeiro” e o operador = pode ser lido como “ocorre ao mesmo tempo” (MC-
MILLAN, 1992). Este tipo de lo´gica e´ conhecido como Linear Time Logic
(LTL).
Por outro lado, um tempo em ramificac¸a˜o e´ aquele que o ordenador
temporal < define uma a´rvore cuja ramificac¸a˜o avanc¸a para o futuro, de forma
que cada instante tem um u´nico passado, mas um futuro indeterminado. Para
os estados s, t e u, se t < s e u< s, enta˜o t < u, t = u ou t > u, onde o operador
> pode ser lido como “ocorre apo´s”. Neste caso o passado de cada estado e´
linearmente ordenado (MCMILLAN, 1992). Este tipo de lo´gica e´ conhecido
como Computation Tree Logic (CTL).
Os operadores ba´sicos de LTL sa˜o: F (eventually, future), G (always,
globally true), X (next) ou U (until) (MCMILLAN, 1992; CLARKE; EMER-
SON; SIFAKIS, 2009). Por exemplo, F q afirma que um evento q acontecera´
eventualmente no futuro. Da mesma forma, G p afirma que um evento p sem-
pre ocorre no futuro G. A lo´gica CTL conta com outros dois operadores que
representam o conceito de que algo necessariamente ocorre no futuro (opera-
dor A) e o conceito de que algo possivelmente ocorre no futuro (operador E).
A CTL utiliza A ou E seguido dos operadores ba´sicos de LTL.
A Figura 5 mostra alguns exemplos do uso destes operadores em condic¸o˜es
booleanas.
2.2.2 Tipos de Propriedades
Propriedades sa˜o classificadas em duas principais classes: safety e li-
veness. Propriedades safety afirmam que algo ruim nunca acontece ou que
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Figura 5: Exemplo de operadores temporais
algo bom sempre acontece. Propriedades liveness declaram que algo acon-
tece eventualmente (FUJITA; GHOSH; PRASAD, 2008). Em termos de
ma´quinas de estados, propriedades safety verificam se um estado e´ sempre
ou nunca verdadeiro. Por outro lado, propriedades liveness verificam se um
estado a`s vezes e´ verdadeiro ao longo da execuc¸a˜o da ma´quina.
Ale´m disso, (BAIER; KATOEN, 2008) classifica outros tipos de pro-
priedades:
• Corretude funcional - o sistema faz o que ele deveria fazer?
• Alcanc¸abilidade - e´ possı´vel acabar em um estado de deadlock? A
execuc¸a˜o alcanc¸a o estado desejado?
• Fairness - em certas condic¸o˜es, o evento ocorre repetidamente?
• Tempo-real - o sistema esta´ agindo em tempo?
As descric¸o˜es de propriedades para verificac¸a˜o formal em mo´dulos
de hardware podem ser expressas de diversas maneiras. Duas linguagens
bastante utilizadas sa˜o o PSL (Property Specification Language) (IEEE. . . ,
2005), e o SVA (SystemVerilog Assertions)(SVA, 2013), um subconjunto da
linguagem SystemVerilog. Ambas permitem fazer pressuposic¸o˜es sobre o
comportamento do sistema e sa˜o utilizadas tanto para verificac¸o˜es basea-
das em simulac¸a˜o quanto para verificac¸a˜o formal. Por meio de asserc¸o˜es
e´ possı´vel inferir sobre o comportamento interno do sistema durante a sua
execuc¸a˜o e averiguar se ocorre conforme o previsto (LONG; SEAWRIGHT;
KAVALIPATI, 2009). Tambe´m e´ possı´vel examinar se um dado sinal tem um
determinado valor apo´s “n” passos na execuc¸a˜o.
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2.3 ME´TODOS DE VERIFICAC¸A˜O
2.3.1 Model Checking
Nos anos 80 os pesquisadores Edmund Clarke e Allen Emerson propu-
seram uma abordagem automatizada de verificar sistemas concorrentes. Esta
recebeu o nome de model checking. Na mesma e´poca outros dois pesquisa-
dores, que trabalhavam isoladamente, Jean-Pierre Quielle e Joseph Sifakis,
propuseram uma abordagem semelhante (CLARKE; EMERSON; SIFAKIS,
2009).
Os provadores de modelos (i.e., model checkers) possuem treˆs com-
ponentes: (1) uma linguagem de especificac¸a˜o baseada em lo´gica temporal
(propriedades), (2) um modelo formal que representa o sistema a ser verifi-
cado por meio de ma´quinas de estado e (3) um procedimento de verificac¸a˜o
que usa uma busca exaustiva dos espac¸os de estados para determinar se uma
especificac¸a˜o e´ verdadeira ou na˜o (CLARKE; EMERSON; SIFAKIS, 2009).
Caso uma propriedade falhe durante a verificac¸a˜o, o model checker retorna
um contra-exemplo que permite, atrave´s de simulac¸a˜o, replicar o cena´rio em
que a falha ocorreu (BAIER; KATOEN, 2008).
Nos u´ltimos trinta anos, o foco dos pesquisadores na a´rea tem sido
atenuar o problema da busca exaustiva do espac¸o de estados, um problema
conhecido como “problema da explosa˜o de estados”. A primeira aborda-
gem para busca de estados no model checking representava as relac¸o˜es de
transic¸a˜o por meio de uma lista de adjaceˆncias, ou em uma grande tabela
hash, memorizando os estados alcanc¸a´veis em um percurso em profundidade
(CLARKE; EMERSON; SISTLA, 1986). Este modo explı´cito de explorac¸a˜o
do espac¸o de estados demandava muito recurso computacional e apenas pe-
quenos sistemas podiam ser verificados. Em 1987, McMillan, enta˜o estudante
de graduac¸a˜o em Carnegie Mellon, sugeriu que em vez de usar uma estru-
tura explı´cita para representac¸a˜o das ma´quinas de estados, fosse usada uma
estrutura chamada Binary Decision Diagram (BDD), proposto por Bryant
(BRYANT, 1986), uma estrutura de dados para representac¸a˜o de func¸o˜es bo-
oleanas. A utilizac¸a˜o desta estrutura permitiu uma representac¸a˜o mais com-
pacta do sistema, tornando possı´vel verificar sistemas que manipulavam mais
de 10120 estados (CLARKE et al., 2001), e viabilizando o uso do model chec-
king em sistemas reais.
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2.3.1.1 Symbolic Model Checking
Como mencionado anteriormente, em 1987 McMillan propoˆs repre-
sentar as transic¸o˜es de estados em uma forma simbo´lica baseada nos BDDs,
na˜o com lista de adjaceˆncia (i.e., hash). O fruto deste trabalho foi a concepc¸a˜o
da te´cnica conhecida como Symbolic Model Checking (WANG et al., 2009).
Essa te´cnica usa fo´rmulas em lo´gica temporal para descrever proprie-
dades. Tais fo´rmulas sa˜o paraˆmetros para um procedimento que retorna um
BDD que representa todos os estados que satisfazem a` fo´rmula (CLARKE;
GRUMBERG; LONG, 1994).
Uma ferramenta para model checking chamada Symbolic Model Veri-
fier (SMV), desenvolvida por McMillan (MCMILLAN, 1992), implementou
estes conceitos. Esta permite uma verificac¸a˜o automa´tica de programas es-
critos em uma linguagem tambe´m chamada SMV. Esta linguagem descreve
sistemas representados por estados finitos e protocolos.
2.3.1.2 Bounded Model Checking
Muito embora a utilizac¸a˜o de BDDs tenha sido um avanc¸o na a´rea,
existem ainda algumas limitac¸o˜es. Para manipular sistemas na ordem de cen-
tenas de varia´veis de estado, essa te´cnica era suficiente. Pore´m, em sistemas
maiores as estruturas BDD geradas durante o model checking tornavam-se
muito grandes para serem processados pelos computadores, devido aos seus
limites de memo´ria. Por isso, uma abordagem alternativa ao uso de BDDs
foi proposta (BIERE et al., 1999b). Tal abordagem consiste na utilizac¸a˜o
de te´cnicas de solvabilidade (“satisfiability”, em ingleˆs) booleana, conhe-
cida como SAT. Esta abordagem e´ tambe´m classificada como symbolic model
checking, mas devido a sua estrate´gia de verificac¸a˜o, foi chamada de bounded
model checking.
Como os BDDs, a te´cnica baseada em SAT tambe´m opera expresso˜es
booleanas, mas de uma forma na˜o canoˆnica. Isso possibilita inferir sobre
problemas na ordem de milhares de varia´veis. A abordagem consiste em
analisar o caminho do espac¸o de estados limitados ao tamanho k, procurando
por contra-exemplos. A cada passo, o limite k e´ incrementado. Depois de um
certo nu´mero de iterac¸o˜es, caso na˜o existam contra-exemplos, e´ concluı´do




O model checker VIS (VIS, 2013) utiliza como principal entrada o mo-
delo formal no formato de netlist BLIF-MV (BRAYTON et al., 1991), uma
linguagem projetada para descrever sistemas sequenciais e sua comunicac¸a˜o.
O ABC (MISHCHENKO, 2013) e´ uma ferramenta para sı´ntese e verificac¸a˜o
de circuitos lo´gicos que utiliza o formato AIGER (BIERE, 2013) como prin-
cipal entrada. O formato AIGER representa circuitos sequenciais e combina-
cionais e utiliza a estrutura AIG (And-Inverters Graph), uma rede booleana
composta de portas AND e inversores. O model checker CadenceSMV (MIR;
BALAKRISHNAN; TAHAR, 2000) utiliza o modelo no formato SMV, mas
conta com um procedimento que aceita Verilog como entrada e gera o modelo
formal no modelo SMV.
O VIS e o ABC tambe´m aceitam como entrada a linguagem Verilog.
Contudo, elas trabalham apenas com um subconjunto restrito da linguagem,
tornando inapropriado para sistemas de maior complexidade. A linguagem
VHDL, utilizada no estudo de caso deste trabalho, na˜o e´ uma entrada va´lida
para esses provadores de modelo.
A ferramenta Incisive Formal Verifier (IFV) (CADENCE, 2013), da
empresa Cadence Design Systems, Inc., realiza a Verificac¸a˜o Baseada em
Asserc¸o˜es (Assertion-based Verification, ABV) de projetos RTL escritos em
Verilog e VHDL. Na˜o e´ necessa´rio que o usua´rio gere o modelo formal
atrave´s do pre´-processamento descrito na Figura 3. O IFV suporta os princi-
pais padro˜es de descric¸a˜o de propriedades da indu´stria, incluindo SVA e PSL.
A ferramenta realiza a ana´lise esta´tica, em que as asserc¸o˜es sa˜o confrontadas
com a implementac¸a˜o de uma maneira exaustiva. No caso de falha em alguma
asserc¸a˜o a ferramenta retorna um contra-exemplo de fa´cil entendimento, no
formato de gra´fico de ondas, sendo possı´vel detectar com maior facilidade o
que levou a` falha.
Todas essas ferramentas foram avaliadas para o uso neste trabalho.
No entanto, devido a algumas dificuldades, descritas no Apeˆndice A, a fer-




Os estudos recentes referentes a` gerac¸a˜o de propriedades seguem duas
principais vertentes. A primeira obte´m informac¸o˜es dos dados levantadas
durante a simulac¸a˜o, isto e´, dos testbenches desenvolvidos para estimular as
funcionalidades do sistema. A outra vertente adquire informac¸o˜es dos docu-
mentos e modelos desenvolvidos na fase de especificac¸a˜o do sistema. Neste
capı´tulo sera˜o apresentados e comparados os principais trabalhos correlatos,
bem como, as principais contribuic¸o˜es do presente trabalho.
3.1 ABORDAGENS BASEADAS EM SIMULAC¸A˜O
No trabalho de Drechsler e Fey (2004) a gerac¸a˜o de propriedades e´
proposta para mitigar os custos envolvidos no processo de verificac¸a˜o do sis-
tema utilizando model checking. A gerac¸a˜o e´ feita com base no conjunto de
sinais em dados de simulac¸a˜o do sistema. Os autores propo˜em que assim que
se tenha um bloco de sistema simulado, ja´ se inicie o processo de gerac¸a˜o, o
que contribuira´ para uma detecc¸a˜o precoce de erros e diminuira´ o tempo de
construc¸a˜o do ambiente de verificac¸a˜o. No processo de verificac¸a˜o, cabera´ ao
engenheiro de verificac¸a˜o avaliar se a propriedade gerada esta´ de acordo com
a especificac¸a˜o.
A heurı´stica adotada no trabalho de Drechsler e Fey (2004) para a
extrac¸a˜o das propriedades e´ chamada de Pattern Matching. A heurı´stica con-
siste em analisar os sinais de entrada, saı´da e de flip-flops em um vetor de
simulac¸a˜o do sistema, e procurar por padro˜es dentro de uma janela de tempo.
O trabalho de Rogin et al. (2008) concentra-se na gerac¸a˜o de proprie-
dades complexas. O processo de gerac¸a˜o de propriedades e´ dividido em duas
etapas. Na primeira etapa faz-se o levantamento de propriedades candidatas
com base na proposta de Drechsler e Fey (2004). Na segunda etapa, as pro-
priedades candidatas sa˜o combinadas e a dependeˆncia temporal entre elas e´
analisada. Com esse procedimento, os autores conseguiram definir proprie-
dades de alta complexidade. Uma ferramenta chamada Dianosis foi imple-
mentada para manipular vetores de simulac¸a˜o e gerar propriedades em SVA
(SVA, 2013) e OVL (Open Verification Library) (ACCELLERA, 2013).
A ferramenta GoldMine (VASUDEVAN et al., 2010) faz a gerac¸a˜o de
propriedades para a verificac¸a˜o de modelo de sistemas descritos em HDL.
Ale´m dos dados de simulac¸a˜o, a ferramenta desenvolvida realiza a ana´lise
esta´tica do sistema e a minerac¸a˜o de dados. Os dados de simulac¸a˜o sa˜o for-
necidos pelo usua´rio ou gerados pela ferramenta. Na fase de ana´lise esta´tica,
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informac¸o˜es especı´ficas do domı´nio do sistema sa˜o extraı´das. A minerac¸a˜o
de dados produz propriedades candidatas. O u´ltimo passo no fluxo da ferra-
menta e´ a avaliac¸a˜o humana das propriedades.
3.2 ABORDAGENS BASEADAS NA ESPECIFICAC¸A˜O
Em um contexto de desenvolvimento baseado em modelo, Balasubra-
manian et al. (2011) menciona a dificuldade de definir propriedades para ve-
rificar o sistema em modelos abstratos e utilizar o mesmo grupo de proprieda-
des para verificar a implementac¸a˜o gerada a partir dos modelos, em vista da
diferenc¸a de nı´veis de abstrac¸a˜o. Conforme observado pelos autores, a cor-
respondeˆncia entre os elementos do modelo e a sua gerac¸a˜o de co´digo na˜o e´
o´bvia. Para tratar esse problema, eles propuseram uma abordagem de gerac¸a˜o
de propriedades atrave´s de padro˜es de especificac¸a˜o, baseados no trabalho de
Dwyer, Avrunin e Corbett (1999).
Os padro˜es de especificac¸a˜o aplicados em propriedades descrevem re-
quisitos comumentes observados a respeito do comportamento do sistema.
Foi identificado um padra˜o de ocorreˆncia, que define a frequeˆncia com que
um estado ocorre: se nunca, sempre eventualmente, ou repetidamente em um
nu´mero finito de tempo. Outro padra˜o e´ o de ordem, que define a sequeˆncia
de um evento (DWYER; AVRUNIN; CORBETT, 1999).
No trabalho de Balasubramanian et al. (2011), os padro˜es de especificac¸a˜o
sa˜o utilizados em um autoˆmato observador parametrizado, os quais podem ser
utilizados para descrever diferentes aspectos da especificac¸a˜o do sistema. Os
autores tambe´m propo˜em o uso de contratos, que estipulam pre´-condic¸o˜es,
po´s-condic¸o˜es e constantes, com respeito aos valores de entrada e saı´da.
Neste caso, o comportamento interno do sistema na˜o e´ relevante. O gera-
dor de co´digo analisa estas informac¸o˜es e gera as propriedades no nı´vel de
implementac¸a˜o, para sistemas de software.
Campos, Machado e Seabra (2008) tambe´m utilizaram a abordagem
de padro˜es (DWYER; AVRUNIN; CORBETT, 1999), e introduziram mais
dois novos padro˜es: o padra˜o de possibilidade, indicando que um estado pode
ocorrer durante toda a execuc¸a˜o; e o padra˜o fairness, expressando que um es-
tado ocorre frequentemente durante a execuc¸a˜o do sistema. Em 2009 os auto-
res apresentaram um outro padra˜o, o liveness, representando que um estado Q
pode ocorrer com frequeˆncia depois de um outro estado P. O trabalho apre-
sentou uma ferramenta que exibe uma colec¸a˜o de padro˜es que estabelecem
um modelo cujas informac¸o˜es pertinentes ao domı´nio do sistemas sa˜o inseri-
das em forma de proposic¸o˜es. Desta forma, a ferramenta auxilia a selec¸a˜o de
um padra˜o que seja mais adequado para a propriedade que se queira elabo-
41
rar. Como saı´da, a ferramenta retorna a propriedade no formato LTL ou CTL,
e cabe ao usua´rio inserir a propriedade no ambiente de verificac¸a˜o apropri-
ado (CAMPOS; MACHADO, 2009), seja para um sistema de hardware ou de
software.
No trabalho de Zhang e Liu (2010) ma´quinas de estado em UML sa˜o
usadas para gerar modelos para a linguagem formal CSP (BROOKES; HO-
ARE; ROSCOE, 1984). Xu, Miao e Philbert (2009) propuseram a gerac¸a˜o
do modelo CSP a partir de diagramas de atividade. Em ambas abordagens, a
verificac¸a˜o e´ aplicada sobre modelos de alto-nı´vel do sistema de software.
3.3 COMPARATIVO ENTRE AS ABORDAGENS
Apo´s ana´lise das caracterı´sticas de cada abordagem e´ possı´vel identifi-
car pontos positivos e negativos. A Tabela 1 apresenta um comparativo entre
os trabalhos relacionados.
As abordagens baseadas em simulac¸a˜o teˆm mais proximidade com a
implementac¸a˜o, e como resultado, uma implementac¸a˜o mais confia´vel. Con-
forme Baier e Katoen (2008): ”Any verification using model-based techni-
ques is only as good as the model of the system”. De fato, abordagens que
enfocam apenas na verificac¸a˜o do modelo de alto nı´vel do sistema na˜o podem
garantir que a implementac¸a˜o tambe´m esta´ verificada.













(2004) na˜o simulac¸a˜o sim mo´dulo
Vasudevan et al.
(2010) sim simulac¸a˜o sim ambos
Balasubramanian et
al. (2011) sim especificac¸a˜o na˜o sistema
Zhang e Liu (2010) na˜o especificac¸a˜o na˜o sistema
Xu, Miao e Philbert
(2009) na˜o especificac¸a˜o na˜o sistema
Campos, Machado e
Seabra (2008) na˜o especificac¸a˜o sim sistema
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No entanto, estas dependem de grande esforc¸o na elaborac¸a˜o de test-
benches. A gerac¸a˜o de propriedades e´ comprometida caso o gerador na˜o
tenha uma grande base de dados de simulac¸o˜es do sistema. As abordagens
baseadas na especificac¸a˜o na˜o requerem esse esforc¸o, podendo em alguns ca-
sos descartar totalmente a necessidade de se simular o sistema.
A ana´lise sobre a especificac¸a˜o, por sua vez, influencia no refinamento
e amadurecimento das especificac¸o˜es do sistema. Vale ressaltar que 40% dos
erros no projeto sa˜o mais prova´veis de ocorrerem na especificac¸a˜o (KIEVIET,
2013; BRAUN et al., 2010). Naturalmente, o exercı´cio das funcionalidades
descritas na especificac¸a˜o auxiliam na identificac¸a˜o precoce desses erros.
As abordagens baseadas na especificac¸a˜o tambe´m teˆm como ponto
forte a direta observaˆncia dos requisitos do sistema, isto e´, do comporta-
mento esperado. As abordagens baseadas em simulac¸a˜o na˜o garantem que
as propriedades geradas estara˜o de acordo com os comportamentos descri-
tos da especificac¸a˜o. Na abordagem proposta em Drechsler e Fey (2004) e´
necessa´rio que engenheiro de verificac¸a˜o examine o resultado da verificac¸a˜o
das propriedades e avalie a observaˆncia do sistema com a especificac¸a˜o. Este
exame manual pode levar a erros.
As abordagens tambe´m diferem com relac¸a˜o a que aspectos do sistema
sa˜o verificados. A coluna Nı´vel de mo´dulo / sistema / ambos da Tabela 1,
apresenta se as propriedades sa˜o geradas para verificac¸a˜o do funcionamento
isolado de um mo´dulo do sistema, se sa˜o geradas para verificac¸a˜o da interac¸a˜o
entre os mo´dulos do sistema, ou se para os dois casos. De fato, a ana´lise
apenas em nı´vel de mo´dulo pode fazer com que funcionalidades importantes
deixem de ser verificadas. O trabalho de Vasudevan et al. (2010) foi o u´nico
entre os trabalhos relacionados capaz de produzir propriedades para os dois
nı´veis.
3.4 CONTRIBUIC¸A˜O
A proposta deste trabalho de mestrado adota a abordagem baseada
na especificac¸a˜o. A gerac¸a˜o de propriedades ocorre sobre o comportamento
descrito em ma´quinas de estados, para verificac¸a˜o em nı´vel de mo´dulo, e em
diagramas de sequeˆncia, para verificac¸a˜o em nı´vel de sistema, considerando
a interac¸a˜o entre os mo´dulos.
Ao contra´rio das abordagens baseadas em simulac¸a˜o, o esforc¸o na
criac¸a˜o de testbenches na˜o e´ necessa´rio. No entanto, a proposta aqui na˜o
se refere a` verificac¸a˜o do modelo de alto nı´vel do sistema (i.e, ma´quinas de
estados e diagramas de sequeˆncia), mas na verificac¸a˜o da implementac¸a˜o do
mo´dulo de hardware. A gerac¸a˜o e´ fruto da combinac¸a˜o entre os modelos
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utilizados para descrever o comportamento esperado e a implementac¸a˜o. O
resultado da gerac¸a˜o sa˜o propriedades descritas em PSL (IEEE. . . , 2005) e
SVA (SVA, 2013) que sera˜o inseridas junto da implementac¸a˜o e verificadas
em um contexto de verificac¸a˜o baseada em asserc¸o˜es (ABV).
Os trabalhos do estado da arte para a gerac¸a˜o de propriedades com
base na especificac¸a˜o sa˜o, em sua grande maioria, aplicados em mo´dulos de




4 DESENVOLVIMENTO DO TRABALHO: GERAC¸A˜O DE
PROPRIEDADES PARA A VERIFICAC¸A˜O FORMAL
Este capı´tulo apresenta uma abordagem para gerac¸a˜o de propriedades
para verificac¸a˜o formal. Desta forma, espera-se diminuir a suscetibilidade ao
erro humano, reduzindo custo e tempo do projeto.
A gerac¸a˜o de propriedades e´ feita atrave´s de ma´quinas de estados fini-
tas e diagramas de sequeˆncia, dois modelos utilizados na fase de especificac¸a˜o
do sistema. Estes modelos foram escolhidos para descric¸a˜o da especificac¸a˜o
pois sa˜o mais consistentes do que linguagem natural ao expressarem o com-
portamento do sistema. O fluxo de trabalho proposto, comparado com a














Figura 6: Elaborac¸a˜o manual vs Gerac¸a˜o automa´tica
Os modelos sa˜o utilizados na gerac¸a˜o de propriedades de acordo com
treˆs diferentes heurı´sticas descritas a seguir.
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4.1 ANA´LISE EM NI´VEL DE MO´DULO
A primeira heurı´stica realiza a gerac¸a˜o de propriedades para um mo´dulo
do sistema. Para isso, sa˜o utilizadas ma´quinas de estados que modelam o fun-
cionamento do mo´dulo. O estrate´gia e´ a seguinte:
Estrate´gia 1. A gerac¸a˜o de propriedades segue o princı´pio da sı´ntese de
projeto de circuitos sequenciais utilizando tabelas de transic¸o˜es de estados
(VAHID, 2010). Esta tabela e´ utilizada para definir propriedades safety que
verifiquem a alcanc¸abilidade dos estados de acordo com as varia´veis de con-
trole do mo´dulo. As propriedades liveness sa˜o geradas nos casos em que o
estados teˆm transic¸a˜o para si mesmos ou existe uma transic¸a˜o para um estado
final.
O Algoritmo 1 descreve a estrate´gia proposta para analisar a ma´quina
de estados do mo´dulo.
O algoritmo tem uma ma´quina de estados como entrada. Na func¸a˜o
setNextProperty o operador temporal Next e´ empregado na propriedade e ve-
rificara´ se a partir do estado atual a execuc¸a˜o alcanc¸ara´ o estado esperado, le-
vando em considerac¸a˜o se existem condic¸o˜es para transic¸a˜o ou se a transic¸a˜o
e´ incondicional.
A func¸a˜o setNotLockedProperty define uma propriedade que verifi-
cara´ se o fluxo de execuc¸a˜o na˜o permanecera´ em loop infinitamente em um
estado que teˆm transic¸a˜o para si mesmo. Duas variac¸o˜es da func¸a˜o podem
ser observadas nas linhas 5 e 7, onde em um caso a transic¸a˜o e´ condicional
e em outro caso na˜o. Este teste e´ importante visto que em sistemas reativos
e´ comum a existeˆncia de estados idle, estados em que o sistema se mante´m
ocioso enquanto espera por eventos externos.
Se ha´ estados de erro, a func¸a˜o setStErrorProp gera uma propriedade
safety, afirmando que o estado de erro nunca sera´ alcanc¸ado.
A func¸a˜o setReachableFinalSt e´ chamada sempre que o algoritmo
alcanc¸a um estado final. Essa func¸a˜o define uma propriedade que verificara´
se estados finais sa˜o alcanc¸a´veis a partir do estado inicial.
4.1.1 Exemplo
Na ma´quina de estados da Figura 7, s1 e´ o estado inicial e tem transic¸o˜es
para s2 e para ele mesmo. T 2, T 3, T 4 e T 5 sa˜o transic¸o˜es condicionais.
T 1 unc e´ uma transic¸a˜o incondicional. error e s3 sa˜o estados finais.
Executando o algoritmo, sa˜o obtidas as propriedades na Tabela 3. A









Figura 7: FSM exemplo
Tabela 2: Tabela de transic¸a˜o de estados (VAHID, 2010) do exemplo da Fi-
gura 7
Estado inicial Entrada Pro´ximo estado





uma vez que s1 tem transic¸o˜es para ele 1mesmo. A propriedade 2 e´ gerada
pela func¸a˜o setNextProperty na linha 11, pois s1 tem uma transic¸a˜o incondi-
cional para s2. As propriedades 3, 4 e 5 sa˜o geradas pela func¸a˜o setNextPro-
perty na linha 13. A propriedade 6 e´ gerada pela func¸a˜o setStErrorProp. A
propriedade 7 e´ gerada pela func¸a˜o setReachableFinalSt.
4.2 ANA´LISE EM NI´VEL DE CONCORREˆNCIA ENTRE MO´DULOS
A gerac¸a˜o de propriedades em mo´dulos isolados pode na˜o incluir pro-
priedades importantes relacionadas com a concorreˆncia e interac¸a˜o entre os
mo´dulos ou ma´quinas de estados. Um exemplo onde a concorreˆncia entre
ma´quinas de estados e´ uma se´ria preocupac¸a˜o e´ quando elas compartilham
a mesma regia˜o de memo´ria, podendo levar a problemas de consisteˆncia du-
rante a leitura e escrita. Propriedades que verifiquem este cena´rio sa˜o de
grande relevaˆncia.
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Tabela 3: Exemplo de gerac¸a˜o de propriedades
Property
1 s1→ (F not T 2)
2 s1→ Xs2
3 s2 and T 3 → Xs1
4 s2 and T 4 → Xs3
5 s2 and T 5 → Xerror
6 G(not error)
7 s1→ F(s3)
Conforme observado na literatura (BAIER; KATOEN, 2008), uma
abordagem para lidar com este cena´rio e´ realizando o produto cartesiano das
ma´quinas de estados, resultando em uma u´nica e complexa ma´quina. A pro-
posta deste trabalho e´ utilizar diagramas de sequeˆncia para prover informac¸a˜o
sobre a interac¸a˜o entre mo´dulos e assim, gerar propriedades adicionais, con-
forme estrate´gia a seguir.
Estrate´gia 2. Quando dois mo´dulos manipulam dados compartilhados, dia-
gramas de sequeˆncia sa˜o usados para definir propriedades. Este diagrama
descreve o cena´rio de quando existe uma dependeˆncia entre mo´dulos.
O Algoritmo 2 descreve essa heurı´stica. Dois mo´dulos do sistema sa˜o
analisados; o Algoritmo ModulePropGen (Algoritmo 1) e´ chamado para cada
mo´dulo (linhas 1 e 2) a fim de definir propriedades locais de cada um. Enta˜o,
cada evento no diagrama de sequeˆncia (uma transic¸a˜o para si mesmo ou uma
troca de mensagem) e´ considerado. Se uma interac¸a˜o entre eles e´ detectada,
uma propriedade que verifica a ordem dos eventos e´ gerada.
4.2.1 Exemplo
A Figura 8 exemplifica o caso citado anteriormente. Os mo´dulos
f rame mounter e bu f f er controller implementam um suavizador de transic¸o˜es
entre frames de vı´deo. A principal func¸a˜o deles e´ que o vı´deo so´ seja mos-
trado quando todos os pixels de vı´deo no frame ja´ foram carregados.
O comportamento de cada mo´dulo pode ser observado na Figura 9. Os
mo´dulos compartilham a mesma regia˜o de memo´ria, isto e´, leem e escrevem
no mesmo sinal. Neste caso, quando o mo´dulo f rame mounter termina de
montar o pro´ximo bloco a ser exibido pelo controlador de frame buffer, ele
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avisa ao mo´dulo bu f f er controller por meio do dado de controle bu f ready
que o buffer esta´ pronto. Por sua vez, o mo´dulo bu f f er controller dispo-
nibiliza o dado e confirma ao f rame mounter por meio do dado de controle










































Figura 9: Exemplo de ma´quinas de estados concorrentes
Diagramas de sequeˆncia sa˜o usualmente utilizados para modelar a
troca de mensagens entre processos. Neste trabalho, os diagramas de sequeˆncia
sa˜o utilizados para modelar esta interac¸a˜o entre mo´dulos de hardware. A Fi-
gura 10 mostra a modelagem em diagrama de sequeˆncia do comportamento




Figura 10: Exemplo de diagrama de sequeˆncia
Utilizando a abordagem proposta no exemplo citado, ale´m das proprie-
dades geradas para cada mo´dulo com a execuc¸a˜o do Algoritmo ModulePropGen,
duas propriedades adicionais sa˜o geradas, conforme a Tabela 4.
Tabela 4: Exemplo de propriedades geradas a partir de diagramas de
sequeˆncia
Property
1 G( f rame mounter.bu f avail AND bu f ready = 1→ X bu f f ercontroller.print bu f )
2 G( f rame mounter.end AND reader done = 1→ X bu f f er controller.end)
4.3 ANA´LISE EM NI´VEL DE SISTEMA
Para realizar a verificac¸a˜o em nı´vel de sistema e´ necessa´rio aplicar os
Algoritmos ModulePropGen e ParseSequenceDiagram, conforme a seguir.
Estrate´gia 3. As propriedades sa˜o geradas para todos os mo´dulos do sis-
tema por meio da Estrate´gia 1. Caso dois mo´dulos, ou dois processos em
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um mesmo mo´dulo, realizem leitura e escrita em recursos compartilhados
concorrentemente, a gerac¸a˜o de propriedades e´ feita por meio da Estrate´gia
2.
O Algoritmo 3 descreve a heurı´stica para executar a verificac¸a˜o em
nı´vel de sistema. O algoritmo visita cada mo´dulo do sistema e averı´gua se este
mo´dulo faz mapeamento de portas com outros mo´dulos. Quando o mo´dulo
faz o mapeamento das portas e realiza leitura/escrita em um recurso comparti-
lhado (linha 4), consistindo de dois mo´dulos com sinais que escrevem e leem
em ambos, o Algoritmo ParseSequenceDiagram (Algoritmo 2) e´ chamado.
Caso contra´rio, o mo´dulo e´ analisado pelo Algoritmo ModulePropGen.
52
Algorithm 1 ModulePropGen(FSM)
1: for FSM.states as state do
2: for state.transitions as tr do
3: if state == tr.target then






10: if tr.condition == NULL then
11: setNextProperty(state, tr.target)
12: else




17: if state.isError() then
18: setStErrorProp(state)
19: end if




Algorithm 2 ParseSequenceDiagram(mod1, mod2)
1: ModulePropGen(mod1)
2: ModulePropGen(mod2)
3: for (events as event) do






1: for modules as module do
2: mod = hasPortMapping(module)
3: if mod <>NULL then











5 PROPGEN: FRAMEWORK PARA GERAC¸A˜O AUTOMA´TICA
DE PROPRIEDADES
Este capı´tulo descreve a ferramenta PropGen, o proto´tipo que imple-
menta a abordagem de gerac¸a˜o de propriedades proposta nesta dissertac¸a˜o.













Figura 11: Fluxo de verificac¸a˜o usando o PropGen e o IFV model checker
(CADENCE, 2013)
Para manipular as ma´quinas de estados e diagramas de sequeˆncia em
um programa computacional e´ necessa´rio representa´-los em uma forma tex-
tual. O PropGen reconhece uma linguagem de ma´quinas de estados baseadas
em evento conhecida como State Chart XML (SCXML) (SCXML, 2013). O
SCXML permite modelar sistemas de alta complexidade devido a sua capa-
cidade de manipular estados atoˆmicos, paralelos e hiera´rquicos. Existem al-
gumas ferramentas, de co´digo aberto e proprieta´rias, que permitem a edic¸a˜o
gra´fica de ma´quinas de estado e que as geram no formato SCXML. Neste tra-
balho uma ferramenta de co´digo aberto chamada scxmlgui (MORBINI, 2013)
foi utilizada.
Para manipular diagramas de sequeˆncia o PropGen utiliza o formato
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de texto utilizado pela ferramenta UMLet (UMLET, 2013). O co´digo a seguir
e´ a descric¸a˜o textual do diagrama de sequeˆncia da Figura 10, no Capı´tulo 4.
t i t l e : Concur renceExample
f r a m e m o u n t e r ˜ i d 1 | b u f f e r c o n t r o l l e r ˜ i d 2
id1−>i d 1 : id2 , i d 1 : i n i t
id2−>i d 2 : id1 , i d 2 : i n i t
i f r a m e { : l oop
id1−>i d 1 : id2 , i d 1 : r e a d b u f
id1−>i d 1 : id2 , i d 1 : c o p y b u f
id2−>i d 2 : id1 , i d 2 : w a i t
i f r a m e }
id1−>i d 2 : id1 , i d 2 : b u f a v a i l
id2−>i d 1 : id2 , i d 1 : p r i n t b u f
id1−>i d 2 : id1 , i d 2 : end
id2−>i d 1 : id2 , i d 1 : end
5.1 ESTRUTURA
O ProGen e´ uma ferramenta de linha de comando, multi-plataforma
e modular. Os mo´dulos do sistema encapsulam classes em treˆs diferentes
componentes: analisador de VHDL, analisador de modelos, e gerador de pro-
priedades.
O PropGen foi implementado na linguagem Java. Os motivos da es-
colha da linguagem foram considerando a disponibilidade e facilidade de uso
de bibliotecas para manipulac¸a˜o de XML e de criac¸a˜o de interface gra´fica de
usua´rio, uma vez que inicialmente pretendia-se criar uma ferramenta gra´fica.
O diagrama de classes do projeto pode ser observado na Figura 12. As
classes V HDLAnalyzer, V HDLPort, V HDLSignal, V HDLPortMap compo˜em
o analidor VHDL. As classes StateMachine, State, Transition, SequenceDiagram,
e Interaction compo˜em o analisador de modelos. E as classes PropGen,
ModulePropGen e SystemPropGen compo˜em o gerador de propriedades.
O analisador VHDL e´ responsa´vel por ler o co´digo em VHDL e re-
conhecer as estruturas de cada mo´dulo, isto e´, as portas de entrada e saı´da,
sinais internos, o tipo destes, e o mapeamento entre portas e sinais. Estas
informac¸o˜es sera˜o utilizadas posteriormente nas propriedades em PSL ou
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SVA.
O analisador de modelos interpreta a descric¸a˜o dos modelos de ma´quinas
de estado e diagramas de sequeˆncia atrave´s do SCXML e arquivo do UMLet,
respectivamente.
Por fim, o gerador de propriedades percorre os modelos interpretados
pelo analisador de modelos e identifica as propriedades. Para gera´–las em
PSL e SVA para verificac¸a˜o da implementac¸a˜o em VHDL e´ necessa´rio fazer
a correspondeˆncia entre os estados dos modelos e os sinais que os representam
na implementac¸a˜o.
5.2 FUNCIONAMENTO
O PropGen solicita algumas informac¸o˜es do sistema de hardware, tais
como os sinais de clock e reset, e sinais de estado. Sinais de estados sinalizam
o estado corrente na ma´quina de estados da execuc¸a˜o do mo´dulo. Com esses
dados a ferramenta realiza gerac¸a˜o das propriedades de acordo com os algo-
ritmos apresentados no Capı´tulo 4. A saı´da da ferramenta sa˜o as propriedades
descritas em PSL ou SVA.
Os principais comandos da ferramenta sa˜o:
set design dir – informa ao PropGen qual e´ o direto´rio em que a implementac¸a˜o
esta´ localizada;
set scxml file – define o arquivo SCXML correspondente a algum mo´dulo
no direto´rio da implementac¸a˜o;
mod propgen – realiza a gerac¸a˜o de propriedades para determinado
mo´dulo;
set sd file – define o arquivo do diagrama de sequeˆncia correspondente
a interac¸a˜o entre dois mo´dulos;
sys propgen – realiza a gerac¸a˜o de propriedades que verificam a interac¸a˜o
entre mo´dulos.
As figuras 13, 14 e 15 mostram exemplos de utilizac¸a˜o de alguns dos
comandos.
Pode-se observar na Figura 14 que apo´s informar o mo´dulo e seu res-
pectivo arquivo SCXML, uma se´rie de opc¸o˜es sa˜o exibidas ao usua´rio. As-
sim, a ferramenta faz a ligac¸a˜o entre o modelo e a implementac¸a˜o e possibilita
gerar propriedades que verificam a implementac¸a˜o com ferramentas que rea-
































































Figura 12: Diagrama de classes do PropGen
Figura 13: Definic¸a˜o do direto´rio de implementac¸a˜o
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Figura 14: Importac¸a˜o de arquivo SCXML
Figura 15: Gerac¸a˜o de propriedades do mo´dulo selecionado
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6 ESTUDO DE CASO
A Unidade Telemetria e Telecomando (UTMC)1 e´ um sistema em chip
(System-on-a-Chip, SoC) cuja func¸a˜o e´ realizar a comunicac¸a˜o entre estac¸a˜o
terrestre e um sate´lite. A UTMC foi desenvolvida de acordo com os re-
quisitos fornecidos pelo INPE, normas da European Space Agency (ESA)
e recomendac¸o˜es do Consultative Comitte for Space Data Systems (CCSDS).
A pro´xima sec¸a˜o abordara´ com mais detalhes o funcionamento da UTMC.
6.1 DESCRIC¸A˜O DA UTMC
A UTMC faz parte de um sistema chamado Attitude, Control and
Data Handler (ACDH), um sistema de plataforma orbital (sate´lite), que tem a
func¸a˜o de troca de mensagens de servic¸o com estac¸o˜es de controle de missa˜o
na Terra. O ACDH e´ composto por um computador de bordo (OBC, on-
board computer), sensores e atuadores, como pode ser visto na Figura 16
(BEZERRA; SILVA; ROCHAT, 2009). O sistema de comunicac¸a˜o, a UTMC,
recebe os dados da estac¸a˜o terrestre por meio de ra´dio frequeˆncia (RF). Esses
dados, chamados de Telecomando (TC), incluem comandos para correc¸a˜o de
o´rbita e atitude do veı´culo espacial, e comandos para ligar e desligar motores.
A UTMC tambe´m envia dados, chamados Telemetria (TM), coletados pelo
OBC, dos diversos instrumentos ligados a ele, ou uma resposta a algum te-
lecomando. O OBC empacota-os e envia-os a` UTMC, que transmite via RF
para a Terra. A Figura 17 mostra o hardware final do subsistema.
E´ importante ressaltar que a UTMC processa informac¸o˜es referentes
ao estado de funcionamento do veı´culo espacial. Desta forma, uma falha
neste sistema podera´ resultar no fim da missa˜o. Esta caracterı´stica a torna um
componente crı´tico.
As recomendac¸o˜es CCSDS (ECSS, 2003) criam uma polı´tica que de-
termina como estas informac¸o˜es (TC e TM) devem ser trocadas. As recomendac¸o˜es
sugerem uma se´rie de camadas, num formato de “pilha de protocolos”, onde
sa˜o definidas tarefas para cada camada. O fluxo de comunicac¸a˜o para teleco-
mando e telemetria utiliza as camadas de codificac¸a˜o, transfereˆncia e empa-
cotamento, de acordo com os requisitos delimitados pelo INPE. A Figura 18
(BEZERRA; SILVA; ROCHAT, 2009) descreve o fluxo de TC e TM, exibindo
as camadas que foram implementadas.
O mo´dulo de RF encaminha os dados recebidos da estac¸a˜o terrestre
1O SoC foi desenvolvido inteiramente na linguagem de descric¸a˜o de hardware VHDL





















Figura 16: Diagrama de blocos do ACDH
Figura 17: UTMC em FPGA
em forma de Command Link Transfer Units (CLTUs) para o fluxo de TC.
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Figura 18: Fluxo de telecomando e telemetria
algoritmo BCH (BOSE; RAY-CHAUDHURI, 1960), que e´ responsa´vel por
decodificar o frame recebido e corrigir possı´veis erros de transmissa˜o.
Apo´s a decodificac¸a˜o, os dados va˜o para o mo´dulo Frame Acceptance
and Reporting Mechanism (FARM), que situa-se na camada de transfereˆncia.
A func¸a˜o do FARM e´ aceitar ou rejeitar o frame recebido. Caso o frame seja
rejeitado, o fluxo de TM e´ acionado, solicitando o reenvio da transmissa˜o por
parte da estac¸a˜o terrestre. Caso o frame seja aceito ha´ duas variac¸o˜es de fluxo.
A primeira variac¸a˜o, se o telecomando for do tipo “direto” (um telecomando
de alta prioridade deve ser encaminhado diretamente aos instrumentos sem a
intervenc¸a˜o do OBC) este e´ enviado a` camada de empacotamento. A segunda
variac¸a˜o e´ o tipo “roteado”, que e´ encaminhado ao OBC para processamento.
No fluxo de TM a camada de empacotamento e´ utilizada exclusiva-
mente para a gerac¸a˜o de pacotes ACK/NACK referente ao status dos teleco-
mandos diretos enviados para os instrumentos. Os dados processados pelo
OBC sa˜o empacotados no pro´prio OBC e enviados para a camada de trans-
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fereˆncia. A camada de transfereˆncia no fluxo de TM recebe os pacotes (do
OBC ou da camada de empacotamento) e constro´i o frame para telemetria.
Este frame e´ enviado para a camada de codificac¸a˜o, onde uma das quatro
opc¸o˜es de codificac¸a˜o sa˜o aplicadas: sem codificac¸a˜o, codificac¸a˜o Reed-
Solomon ( RS ), codificac¸a˜o convolucional, ou codificac¸a˜o RS + convolu-
cional. O frame resultante e´ enviado via RF para a estac¸a˜o terrestre. Este
processo pode ser visualizado na Figura 18.
6.2 VALIDAC¸A˜O DA UTMC
Para realizar a validac¸a˜o da UTMC, a equipe de desenvolvimento pro-
jetou um equipamento conhecido como Equipamento de Suporte Ele´trico
(ESE), cuja finalidade e´ prover uma comunicac¸a˜o da UTMC com um dispo-
sitivo externo atrave´s de portas seriais assı´ncronas e disponibilizar um painel
de eventos (FERREIRA; SILVA; VILLA, 2009).
Ale´m da validac¸a˜o ele´trica, foi desenvolvido no ESE um software que
gera vetores de entrada para simulac¸a˜o dos mo´dulos da UTMC. A Figura 19
mostra o ESE da UTMC.
Figura 19: Placa de testes
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6.3 FLUXO DE TELEMETRIA
Como estudo de caso para a abordagem de gerac¸a˜o de propriedades,
foi delimitada a realizac¸a˜o da verificac¸a˜o de mo´dulos da UTMC no fluxo de
telemetria, de forma que a verificac¸a˜o do fluxo de telecomando e´ um traba-
lho posterior. Esta sec¸a˜o explanara´ com mais detalhes o funcionamento dos
mo´dulos que realizam a telemetria da UTMC.
O quadro a` direita na Figura 18 descreve as camadas implementadas
no fluxo de TM, bem
A camada de empacotamento separa os dados de TM em pacotes para
a entrega fim-a-fim dos dados de aplicac¸a˜o. Na camada de transfereˆncia os pa-
cotes sa˜o encapsulados em uma estrutura chamada frame de transfereˆncia, de
forma que os dados sejam entregues a` estac¸a˜o terrestre de maneira confia´vel.
A camada de codificac¸a˜o recebe o frame de transfereˆncia e prepara-o de forma
a ser protegido contra erros concernentes a um meio de comunicac¸a˜o sujeito
a ruı´dos. A camada fı´sica na˜o esta´ descrita na figura pois na˜o foi parte do
escopo de implementac¸a˜o da UTMC.
6.3.1 Camada de empacotamento
Os pacotes manipulados pelo fluxo de TM sa˜o os vindos do OBC e os
pacotes de ACK e NACK em resposta a telecomandos diretos (TCD). Con-
forme definido pelo INPE, os pacotes podem ter o campo de dados no tama-
nho ma´ximo de 1097 bytes. O pacote conte´m ainda outros 6 bytes referentes
ao cabec¸alho do pacote, onde sa˜o descritas informac¸o˜es como a origem, o ta-
manho e a sequeˆncia do pacote. Assim, os pacotes manipulados pela UTMC
sa˜o de tamanho ma´ximo de 1103 bytes.
A maior parte das funcionalidades da camada de empacotamento na˜o
se encontram na UTMC, mas sim no OBC, conforme pode ser observado na
Figura 18. Os u´nicos pacotes montados na UTMC sa˜o os pacotes de ACK e
NACK, em confirmac¸a˜o de recebimento de TCD.
6.3.2 Camada de Transfereˆncia
A func¸a˜o da camada de transfereˆncia e´ prover uma estrutura para o
transporte confia´vel de pacotes na comunicac¸a˜o entre o sate´lite e a estac¸a˜o
terrestre. Os dados recebidos da camada de empacotamento, oriundos do
OBC ou do mo´dulo de Empacotamento ACK / NACK, sa˜o encapsulados em
frames na camada de transfereˆncia e repassados a` camada de codificac¸a˜o.
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6.3.3 Camada de Codificac¸a˜o
Os frames formados na camada de transfereˆncia sa˜o repassados a` ca-
mada de codificac¸a˜o. Esses dados sa˜o codificados, ou na˜o, e encaminhados
para envio serial. Existem quatro alternativas de codificac¸a˜o:
1. Codificac¸a˜o Reed Solomon (RS);
2. Codificac¸a˜o Convolucional;
3. Codificac¸a˜o Reed Solomon (RS) e convolucional;
4. Nenhuma codificac¸a˜o.
Para cada codificac¸a˜o sa˜o gerados um arquivo de configurac¸a˜o dife-
rente para a UTMC. Neste caso, antes de cada missa˜o e´ definida a abordagem




O fluxo de verificac¸a˜o proposto neste trabalho (Figura 11) foi utilizado
para verificar os mo´dulos no fluxo de telemetria da UTMC. Os experimentos
foram conduzidos em um computador Intel Pentium Dual-Core 2.10 GHz, 3
GB RAM, com o sistema operacional Linux.
As propriedades foram geradas utilizando o PropGen e verificadas
pelo IFV. Os resultados da verificac¸a˜o das propriedades, apresentados nas
tabelas que seguem, se dividem em treˆs diferentes casos:
• Provado – a propriedade foi verificada em todo o espac¸o de estados do
projeto e na˜o foi encontrado falha.
• Falha – a propriedade foi violada em algum momento na execuc¸a˜o do
sistema. Neste caso o IFV proveˆ o contra–exemplo, tornando possı´vel
encontrar o motivo do erro por meio de simulac¸a˜o.
• Explorado – o IFV na˜o conseguiu percorrer todo o espac¸o de estados
para definir se a propriedade foi provada ou na˜o. Este resultado varia
de acordo com a capacidade de processamento do computador que esta´
sendo utilizado.
• Eliminado – durante a combinac¸a˜o entre modelo e implementac¸a˜o no
PropGen averigua-se a presenc¸a de estados no modelo que na˜o tenham
correspondente na implementac¸a˜o. Para estes casos as propriedades
sa˜o descartadas.
As tabelas apresentam tambe´m o tempo usado pela CPU para verificar
a propriedade e a memo´ria consumida pelos mecanimos de verificac¸a˜o. Estes
dados sa˜o informados pela ferramenta IFV.
7.1 VERIFICAC¸A˜O DOS MO´DULOS DE TELEMETRIA
Esta sec¸a˜o apresentara´ o comportamento dos mo´dulos descritos no
Capı´tulo 6 referentes a` montagem do pacote de telemetria, sua descric¸a˜o em
ma´quinas de estados e as propriedades geradas e verificadas.
As legendas para os estados e transic¸o˜es das ma´quinas de estado nesta
sec¸a˜o podem ser encontradas no Anexo A.
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7.1.1 Mo´dulo Empacotamento ACK / NACK
O mo´dulo de Empacotamento ACK / NACK reside na camada de em-
pacotamento e e´ responsa´vel por: (1) Receber pacotes de Telecomandos Di-
retos; (2) Realizar o empacotamento e a gerac¸a˜o de pacotes ACK e NACK;
e (3) Armazenar em um buffer para subsequente entrega para a camada de
transfereˆncia. O comportamento deste mo´dulo foi modelado em ma´quina de
estado conforme a Figura 20.
As ma´quinas de estados utilizadas na gerac¸a˜o e apresentadas neste
capı´tulo foram retiradas do trabalho apresentado por Madeira e Bezerra (2008).
Transições
1. incondicional para idle
2. para get_ack, se ready_i = ‘1’ e 
busy_s = ‘0’
3. para set_ack, se ready_frame_i = ‘1’
4. incondicional para end_ack
Figura 20: Ma´quina de estados para o mo´dulo Empacotamento ACK / NACK
O estado rst e´ o estado inicial e e´ responsa´vel pela inicializac¸a˜o do
mo´dulo. O pro´ximo estado apo´s um ciclo de clock e´ o idle. Se o sinal ready i
e´ verdadeiro e o sinal busy s e´ f also, existe um pacote (i.e., ACK ou NACK)
pronto para ser recebido do fluxo de telecomando. Assim, o pro´ximo es-
tado sera´ o get ack. Por outro lado, se o sinal ready f rame i e´ verdadeiro,
enta˜o existe um pacote pronto para ser enviado pelo fluxo de telemetria e as-
sim o pro´ximo estado sera´ o set ack. Se nenhuma destas condic¸o˜es forem
verdadeiras o mo´dulo permanece no estado idle.
A partir desta ma´quina de estados a ferramenta PropGen gerou pro-
priedades em PSL, que podem ser vistas na Tabela 5. Por ser um mo´dulo
pequeno, a verificac¸a˜o demandou pouco tempo e memo´ria, conforme os re-
sultados observados na Tabela 6.
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Tabela 5: Propriedades geradas no mo´dulo Empacotamento ACK /
NACK
Propriedade Resultado
assert p0: assert always ((CS = st end ack) ->next (CS =
st idle)); Provado
assert p1: assert always ( (CS = st idle) ->next eventually!
((CS = st get ack) or (CS = st set ack)) ); Provado
assert p2: assert always ( ((ready i = ’1’) and (busy s = ’0’) and
(CS = st idle)) ->next (CS = st get ack) ); Provado
assert p3: assert always ( ((ready frame i = ’1’) and (CS =
st idle) and not ((ready i = ’1’) and (busy s = ’0’)) ) ->next (CS
= st set ack) );
Provado
assert p4: assert always ((CS = st get ack) ->next (CS =
st idle)); Falha
assert p5: assert always ((CS = st set ack) ->next (CS =
st end ack)); Provado
assert p6: assert always ((CS = st rst) ->next (CS = st idle)); Provado
Tabela 6: Tempo e memo´ria consumidos pela verificac¸a˜o do mo´dulo Em-
pacotamento ACK / NACK
Propriedade Tempo (s) Mem. (MB)
assert p0 0.24 256
assert p1 0.12 256
assert p2 0.12 256
assert p3 0.13 256
assert p4 0.07 256
assert p5 0.21 256
assert p6 0.18 256
A Figura 21 mostra o contra–exemplo da falha encontrada na propri-
edade assert p4. A propriedade afirma que st idle e´ o pro´ximo estado apo´s
st get ack, mas na verdade, o pro´ximo estado e´ st create data header. En-
tretanto, o estado st create data header na˜o esta´ na especificac¸a˜o do sistema,
existindo assim uma inconsisteˆncia entre implementac¸a˜o e especificac¸a˜o. E´
necessa´rio fazer a ana´lise da falha e identificar qual e´ a fonte do problema, se
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e´ a especificac¸a˜o, a implementac¸a˜o ou a propriedade.
Neste caso, o resultado da ana´lise foi que durante a implementac¸a˜o
os engenheiros de desenvolvimento perceberam a necessidade de criar outros
estados, mas a especificac¸a˜o deixou de ser atualizada.
Figura 21: Contra–exemplo da propriedade assert p4
7.1.2 Mo´dulo Montagem de Frame e Transfereˆncia
Este mo´dulo esta´ situado na camada de transfereˆncia e realiza treˆs
tarefas: (1) preenchimento do cabec¸alho do frame de TM; (2) inserc¸a˜o do
CLCW no frame; e (3) ca´lculo do CRC e posterior inserc¸a˜o deste no frame.
A Figura 22 apresenta a ma´quina de estados desse mo´dulo. A sec¸a˜o A.1, no
Anexo A indicam as legendas da Figura 22.
A Tabela 7 mostra as propriedades geradas para este mo´dulo. A Tabela
8 apresenta o processamento (tempo e memo´ria) gasto para verificac¸a˜o de
cada propriedade.
Tabela 7: Propriedades geradas no mo´dulo Montagem de Frame de
Transfereˆncia
Propriedade Resultado
assert p0: assert always ( (CS = st mem write crc4) ->next
(CS = st update crc) ) Explorado
assert p1: assert always ( ( (mem id i = ID TM FRAME and
mem ack i = ’1’) and (CS = st mem write2) ) ->next (CS =
st mem write3) )
Provado
assert p2: assert always ( (CS = st mem write2) ->eventually!
not (mem id i /= ID TM FRAME or mem ack i /= ’1’) ) Provado
assert p3: assert always ( (CS = st update pointers) ->next (CS
= st pre write) ) Provado
continuado na pro´xima pa´gina
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Tabela 7 – continuado da pa´gina anterior
Propriedade Resultado
assert p4: assert always ( (CS = st end frame) ->next (CS =
st idle) ) Explorado
assert p5: assert always ( (CS = st mem write4) ->next (CS =
st update pointers) ) Provado
assert p6: assert always ( (CS = st rst) ->next (CS = st idle) ) Provado
assert p7: assert always ( (CS = st update crc) ->next (CS =
st pre write crc) ) Explorado
assert p8: assert always ( ( (count read sv <1113) and (CS =
st pre read) ) ->next (CS = st read1) ) Explorado
assert p9: assert always ( ( (count read sv >= 1113) and (CS =
st pre read) ) ->next (CS = st pre write crc) ) Explorado
assert p10: assert always ( (CS = st mem write1) ->next (CS =
st mem write2) ) Provado
assert p11: assert always ( ( (crc index sv = 0) and (CS =
st crc calc2) ) ->next (CS = st pre read) ) Falha
assert p12: assert always ( ( (crc index sv /= 0) and (CS =
st crc calc2) ) ->next (CS = ) ) Eliminado
assert p13: assert always ( ( (count bytes sv >0) and (CS =
st pre write) ) ->next (CS = st mem write1) ) Provado
assert p14: assert always ( ( (count bytes sv <= 0) and (CS =
st pre write) ) ->next (CS = st end write) ) Provado
assert p15: assert always ( (CS = st idle) ->eventually! not
(ready i = ’0’) ) Provado
assert p16: assert always ( ( (ready i = ’1’) and (CS = st idle) )
->next (CS = st get variables) ) Provado
assert p17: assert always ( (CS = ) ->next (CS =
st crc pre calc) ) Eliminado
assert p18: assert always ( ( (mem id i = ID TM FRAME and
mem ack i = ’1’) and (CS = st mem write crc2) ) ->next (CS =
st mem write crc3) )
Explorado
assert p19: assert always ( (CS = st mem write crc2)
->eventually! not (mem id i /= ID TM FRAME or mem ack i
/= ’1’) )
Provado
assert p20: assert always ( ( (mem ack i = ’0’) and (CS =
st mem write crc3) ) ->next (CS = st mem write crc4) ) Explorado
assert p21: assert always ( (CS = st mem write crc3)
->eventually! not (mem ack i = ’1’) ) Provado
continuado na pro´xima pa´gina
72
Tabela 7 – continuado da pa´gina anterior
Propriedade Resultado
assert p22: assert always ( (CS = st read1) ->next (CS =
st read2) ) Explorado
assert p23: assert always ( (CS = st mem write3) ->eventually!
not (mem ack i /= ’0’) ) Provado
assert p24: assert always ( ( (mem ack i = ’0’) and (CS =
st mem write3) ) ->next (CS = st mem write4) ) Provado
assert p25: assert always ( (CS = st end write) ->next (CS =
st pre read) ) Provado
assert p26: assert always ( (CS = st pre write crc)
->eventually! not (crc count byte sv >= 2 and busy i = ’1’) ) Explorado
assert p27: assert always ( ( (crc count byte sv <2) and (CS =
st pre write crc) ) ->next (CS = st mem write crc1) ) Explorado
assert p28: assert always ( ( (crc count byte sv >= 2 and busy i
= ’0’) and (CS = st pre write crc) ) ->next (CS =
st coding ready) )
Explorado
assert p29: assert always ( (CS = st mem write crc1) ->next
(CS = st mem write crc2) ) Explorado
assert p30: assert always ( (CS = st read4) ->next (CS =
st crc pre calc) ) Falha
assert p31: assert always ( (CS = st read3) ->eventually! not
(mem ack i = ’1’) ) Provado
assert p32: assert always ( ( (mem ack i = ’0’) and (CS =
st read3) ) ->next (CS = st read4) ) Explorado
assert p33: assert always ( (CS = st coding ready) ->next (CS
= st end frame) ) Explorado
assert p34: assert always ( (CS = st read2) ->eventually! not
(mem id i /= ID TM FRAME or mem ack i /= ’1’) ) Provado
assert p35: assert always ( ( (mem id i = ID TM FRAME and
mem ack i = ’1’) and (CS = st read2) ) ->next (CS = st read3) ) Explorado
assert p36: assert always ( (CS = st get variables) ->next (CS =
st pre write) ) Provado
assert p37: assert always ( (CS = st crc calc1) ->next (CS =
st crc calc2) ) Explorado
assert p38: assert always ( (CS = st crc pre calc) ->next (CS =
st crc calc1) ) Falha
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Figura 22: Ma´quina de estados para o mo´dulo Montagem de Frame de Trans-
fereˆncia
Tabela 8: Tempo e memo´ria consumidos pela verificac¸a˜o do mo´dulo
Montagem de Frame de Transfereˆncia
Propriedade Tempo (s) Mem. (MB)
assert p0 621.29 967
assert p1 0.90 707
assert p2 0.29 706
assert p3 1.85 707
assert p4 624.68 980
assert p5 3.25 746
assert p6 0.12 717
assert p7 624.11 985
assert p8 333.80 1242
assert p9 675.17 1169
assert p10 0.77 734
assert p11 12.51 734
assert p12 - -
assert p13 0.76 734
assert p14 218.49 1245
continuado na pro´xima pa´gina
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Tabela 8 – continuado da pa´gina anterior
Propriedade Time (s) Mem. (MB)
assert p15 0.28 724
assert p16 16.53 724
assert p17 - -
assert p18 806.05 968
assert p19 772.47 779
assert p20 658.44 1009
assert p21 672.19 804
assert p22 322.24 1265
assert p23 0.34 743
assert p24 1.64 743
assert p25 326.26 1129
assert p26 748.85 790
assert p27 764.15 1023
assert p28 687.27 1278
assert p29 718.51 1011
assert p30 11.49 702
assert p31 3.54 702
assert p32 425.55 1128
assert p33 643.48 797
assert p34 3.58 256
assert p35 315.82 1274
assert p36 0.57 754
assert p37 315.62 1013
assert p38 8.66 754
Entre as propriedades geradas, 3 apresentaram o resultado “Falha”
devido a inconsisteˆncia entre implementac¸a˜o e especificac¸a˜o. A proprie-
dade assert p11 falhou pois apo´s o estado st crc calc2, de acordo com a
implementac¸a˜o o pro´ximo estado e´ st crc last bit, e na˜o st pre read, como
descrito na ma´quina de estados. A propriedade assert p30 falhou pois apo´s o
estado st read4, o pro´ximo estado e´ st crc set, e na˜o st crc pre calc. A falha
na propriedade assert p38 ocorreu pois o pro´ximo estado apo´s st crc pre cal
e´ crc set.
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7.1.3 Mo´dulo da camada de codificac¸a˜o
A camada de codificac¸a˜o na versa˜o sem codificac¸a˜o tem a func¸a˜o
de inserir uma marca de sincronizac¸a˜o (Attached Synchronization Mark) em
cada frame vindo da camada de transfereˆncia lido da memo´ria e fazer a
comunicac¸a˜o com o mo´dulo responsa´vel pelo envio serial. A FSM descrita
na Figura 23 descreve o comportamento do mo´dulo. Quando a camada de
transfereˆncia finaliza a montagem de um frame, ela envia o sinal start para a
camada de codificac¸a˜o. Recebendo esse sinal, a camada de codificac¸a˜o inicia
o processo de envio da marca de sincronizac¸a˜o. O envio e´ controlado nos
estados V e V III, por meio do contador sync idx. Quando o contador chega
em 4, a FSM encerrou o envio da marca de sincronizac¸a˜o, passando enta˜o ao
envio dos dados.
Figura 23: Ma´quina de estados para o mo´dulo da camada de codificac¸a˜o
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A Tabela 9 mostra as propriedades geradas para este mo´dulo. O tempo
e memo´ria utilizados na verificac¸a˜o das propriedades pode ser observado na
Tabela 10. Na˜o foi encontrada nenhuma falha. Entretanto, va´rias proprieda-
des apresentaram o resultado “Explorado”.
Tabela 9: Propriedades geradas no mo´dulo da camada de codificac¸a˜o
Propriedade Resultado
assert p0: assert always (((mem ack i = ’0’) and (CS =
st read3)) ->next (CS = st read4)); Explorado
assert p1: assert always ((CS = st read3) ->eventually! not
(mem ack i /= ’0’)); Explorado
assert p2: assert always ((CS = st read4) ->next (CS =
st serial send bit)); Explorado
assert p3: assert always ((CS = st frame sent3) ->next (CS =
st idle)); Explorado
assert p4: assert always ((CS = st getInfo) ->next (CS =
st validateInfo)); Provado
assert p5: assert always ((CS = st inc index) ->next (CS =
st send sync serial) ); Provado
assert p6: assert always ((CS = st read1) ->next (CS =
st read2)); Explorado
assert p7: assert always ((CS = st validateInfo) ->next (CS =
st pre sync)); Provado
assert p8: assert always (((serial bitcount sv /= 0) and (CS =
st serial finish)) ->next (CS = st dec bit count)); Provado
assert p9: assert always (((serial bitcount sv = 0) and (CS =
st serial finish)) ->next (CS = st stop byte)); Explorado
assert p10: assert always ((CS = st frame sent) ->next (CS =
st frame sent2)); Explorado
assert p11: assert always (((sync idx sv = 1) and (CS =
st send sync serial)) ->next (CS = st serial start)); Provado
assert p12: assert always (((sync idx sv /= 1) and (CS =
st send sync serial)) ->next (CS = st serial send bit) ); Explorado
assert p13: assert always ((CS = st idle) ->eventually! not
(ready i /= ’1’) ); Explorado
assert p14: assert always (((ready i = ’1’) and (CS = st idle) )
->next (CS = st getInfo) ); Provado
assert p15: assert always ((CS = st serial start) ->next (CS=
st serial wait event)); Provado
continuado na pro´xima pa´gina
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Tabela 9 – continuado da pa´gina anterior
Propriedade Resultado
assert p16: assert always ((CS = st rst) ->next (CS = st idle)); Provado
assert p17: assert always ((CS = st dec bit count) ->next (CS =
st serial send bit) ); Provado
assert p18: assert always ((CS = st sendSync) ->next (CS =
st inc index)); Provado
assert p19: assert always ((CS = st serial wait event)
->eventually! not (serial busy s = reg event serial s)); Explorado
assert p20: assert always (((serial start s = ’1’ and serial busy s
= not reg event serial s) and (CS = st serial wait event) )
->next (CS = st start off) );
Provado
assert p21: assert always (((serial start s = ’0’ and serial busy s
= not reg event serial s) and (CS = st serial wait event) )
->next (CS = st serial finish));
Provado
assert p22: assert always ((CS = st serial send bit) ->next (CS
= st serial wait event)); Provado
assert p23: assert always ((CS = st stop byte) ->next (CS =
st read1)); Explorado
assert p24: assert always ((CS = st stop byte) ->next (CS =
st pre sync)); Explorado
assert p25: assert always ((CS = st start off) ->next (CS =
st serial finish)); Provado
assert p26: assert always (((sync idx sv /= 4) and (CS =
st pre sync) ) ->next (CS = st sendSync)); Provado
assert p27: assert always (((sync idx sv = 4) and (CS =
st pre sync) ) ->next (CS = st read1)); Explorado
assert p28: assert always (((mem id i = ID TM CODING and
mem ack i = ’1’ and sent count sv /= TAM FRAME TM) and
(CS = st read2)) ->next (CS = st read3));
Explorado
assert p29: assert always (((sent count sv =
TAM FRAME TM) and (CS = st read2)) ->next (CS =
st frame sent));
Explorado
assert p30: assert always ((CS = st read2) ->eventually! not
(mem id i /= ID TM CODING and mem ack i /= ’1’)); Explorado
assert p31: assert always ((CS = st frame sent2) ->eventually!
not (buffer done i /= ’1’)); Explorado
assert p32: assert always (((buffer done i = ’1’) and (CS =
st frame sent2) ) ->next (CS = st frame sent3)); Explorado
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Tabela 10: Tempo e memo´ria consumidos pela verificac¸a˜o do mo´dulo da
camada de codificac¸a˜o
Propriedade Tempo (s) Mem. (MB)
assert p0 1105.27 2744
assert p1 601.67 207
assert p2 600.87 230
assert p3 601.29 200
assert p4 0.84 165
assert p5 2.53 165
assert p6 600.14 229
assert p7 0.87 271
assert p8 334.15 1250
assert p9 688.47 2155
assert p10 636.31 2668
assert p11 2.20 1746
assert p12 536.60 2655
assert p13 322.77 1729
assert p14 0.63 1433
assert p15 2.89 1433
assert p16 0.16 1433
assert p17 330.33 1894
assert p18 1.30 1433
assert p19 323.27 1724
assert p20 327.06 1961
assert p21 339.74 1958
assert p22 324.71 1528
assert p23 648.38 1875
assert p24 648.11 1252
assert p25 335.80 1354
assert p26 1.40 271
assert p27 600.44 256
assert p28 600.28 226
assert p29 601.09 215
assert p30 600.86 196
assert p31 600.52 197
assert p32 642.10 2677
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7.1.4 Discussa˜o
De maneira geral as falhas encontradas no processo de verificac¸a˜o sa˜o
divididas em duas classes: falha de implementac¸a˜o e falha de inconsisteˆncia
com a especificac¸a˜o. Os mo´dulos verificados apresentaram a segunda classe
de falha, tornando necessa´rio reavaliar o que foi implementado e averiguar a
inconsisteˆncia entre especificac¸a˜o e implementac¸a˜o.
Com base nos resultados apresentados neste capı´tulo e´ possı´vel ob-
servar uma grande proporc¸a˜o de propriedades com o resultado “Explorado”,
com aproximadamente 50% das propriedades verificadas. Um possı´vel mo-
tivo para esse resultado foi a falta de recurso computacional para que o IFV
fizesse a ana´lise da implementac¸a˜o. Outro motivo seria o detalhamento da
descric¸a˜o do sistema no nı´vel RT, sendo necessa´rio utilizar abstrac¸o˜es em
mais alto nı´vel.
Entre as propriedades geradas, nota-se a falta de resultados com res-
peito a` verificac¸a˜o de mo´dulos concorrentes. Esta falta se deve a uma limitac¸a˜o
da ferramenta IFV em lidar com os sinais internos de mais de um mo´dulo na
verificac¸a˜o. Assim, na˜o foi possı´vel criar uma propriedade que utilize um





Este trabalho de mestrado tratou de um problema da verificac¸a˜o for-
mal decorrente da elaborac¸a˜o manual das propriedades, o fato de estas serem
mais suscetı´veis ao erro humano, ale´m de demandarem mais tempo e acarre-
tarem em maior custo. Para isso, a proposta foi atenuar o problema atrave´s
da gerac¸a˜o automa´tica de propriedades.
A dificuldade inerente em elaborar propriedades manualmente foi iden-
tificada ja´ na fase inicial deste trabalho, quando o foco era aprender te´cnicas e
ferramentas para verificac¸a˜o formal. Foram selecionados exemplos dida´ticos
de sistemas escritos em VHDL e para verifica´-los era necessa´rio identificar
algumas propriedades. O levantamento de propriedades era manual, o que a
tornava uma atividade difı´cil pois havia a necessidade de adquirir conheci-
mentos de lo´gica temporal e elaborac¸a˜o de propriedades que ainda na˜o ha-
viam sido adquiridos.
8.1 CONTRIBUIC¸O˜ES CIENTI´FICAS
Durante o estudo do estado da arte notou-se uma eˆnfase na simulac¸a˜o
do sistema como pre´-requisito para a gerac¸a˜o automa´tica de propriedades para
verificac¸a˜o formal. A simulac¸a˜o do sistema e´ um passo importante no desen-
volvimento de um projeto, mas um grande esforc¸o em elaborar testbenches e´
sem du´vida um aspecto negativo de tais abordagens.
Outra abordagem observada no estado da arte e´ a utilizac¸a˜o dos dados
da especificac¸a˜o para gerac¸a˜o de propriedades, em que os autores utilizam
uma se´rie de modelos e diagramas, como por exemplo, diagramas UML.
Nesta abordagem exige-se esforc¸o em modelagem, mas isto e´ justificado,
pois, conforme descrito anteriormente, 40% dos erros no projeto sa˜o mais
prova´veis de ocorrerem na especificac¸a˜o (KIEVIET, 2013; BRAUN et al.,
2010). A concentrac¸a˜o de esforc¸o nas etapas iniciais do projeto contribuem
para seu aprimoramento.
Por essa raza˜o, a abordagem proposta nesta dissertac¸a˜o de mestrado
foi gerar as propriedades a partir da especificac¸a˜o, expressas em termos de
ma´quinas de estados e diagramas de sequeˆncia. O grande fator motivador
em trabalhar com as ma´quinas de estados foi o fato de que o estudo de caso
deste trabalho, a Unidade de Telecomando e Telemetria (UTMC), tinha sido
previamente modelada em ma´quinas de estados nas fases iniciais do projeto
e a medida que o entendimento do sistema fosse aumentando, a especificac¸a˜o
ia sendo aprimorada. O Capı´tulo 6 descreveu com detalhes as caracterı´sticas
82
da UTMC.
A contribuic¸a˜o principal deste trabalho de mestrado sa˜o treˆs heurı´sticas,
apresentadas no Capı´tulo 4, para realizar a gerac¸a˜o de propriedades tanto
em nı´vel de mo´dulo como em nı´vel de sistema. Asserc¸o˜es sobre o com-
portamento do sistema sa˜o definidas por meio de algoritmos que percorrem
ma´quinas de estados e diagramas de sequeˆncia.
8.2 CONTRIBUIC¸O˜ES TE´CNICAS
A ferramenta PropGen foi desenvolvida a partir dos algoritmos pro-
postos. Conforme descrito no Capı´tulo 5, a ferramenta recebe como entrada
os modelos expressos textualmente e a implementac¸a˜o descrita em VHDL.
O PropGen faz a ana´lise e gerac¸a˜o de propriedades para serem verificadas,
de acordo com o comportamento da ma´quina e os sinais manipulados pelo
co´digo VHDL. Por fim, a ferramenta gera as propriedades descritas em LTL,
SVA e PSL.
A abordagem proposta foi utilizada para verificar formalmente os mo´dulos
do fluxo de telemetria da UTMC. As propriedades geradas e verificadas foram
apresentadas no Capı´tulo 7. Os resultados apresentaram muitas propriedades
com o estado “Explorado”, em torno de 50% das propriedades, o que e´ um
fator negativo. Conforme observado anteriormente, “Explorado” e´ um caso
em que ha´ explosa˜o de estados e que o model checker na˜o pode determinar se
a propriedade e´ provada ou na˜o.
8.3 TRABALHOS FUTUROS
O tratamento de propriedades com o estado “Explorado” e´ o princi-
pal ponto a ser considerado em trabalhos futuros. Um fator importante a se
considerar e´ o nı´vel de abstrac¸a˜o utilizado na verificac¸a˜o do sistema. Todas
as propriedades foram criadas para verificar a implementac¸a˜o em nı´vel RT
(RTL). Futuramente e´ necessa´rio avaliar a abstrac¸a˜o do sistema e a criac¸a˜o de
propriedades para verificar comportamentos em um nı´vel mais alto de deta-
lhamento do sistema.
A gerac¸a˜o de propriedades foi realizada com base nas transic¸o˜es de
estados, resultando em um grande nu´mero de propriedades em mo´dulos mai-
ores. Isto aponta para a necessidade de gerar e selecionar propriedades mais
relevantes. No entanto, como determinar a importaˆncia de uma transic¸a˜o ape-
nas com os dados de ma´quinas de estados, ou com a concorreˆncia entre elas?
Isto e´, a relevaˆncia de uma transic¸a˜o pode depender muito de projeto para
83
projeto. Uma alternativa seria a ana´lise pelo engenheiro do sistema para de-
terminar quais propriedades sera˜o verificadas. Ale´m disso, o PropGen po-
deria requerer informac¸o˜es extras sobre o comportamento do sistema com o
objetivo de extrair propriedades de maior complexidade.
8.4 CONSIDERAC¸O˜ES FINAIS
Dentre as falhas encontradas, haviam apenas falhas de inconsisteˆncia
entre especificac¸ao e implementac¸a˜o. O deseja´vel era que fossem encontradas
falhas de implementac¸ao, no entanto, a UTMC ja´ havia sido extensivamente
verificada por meio de simulac¸a˜o, de modo que a maioria das falhas simples
ja´ haviam sido detectadas e corrigidas. Entretanto, falhas de implementac¸a˜o
foram encontradas em outros sistemas que foram verificados durante este tra-
balho sem que houvesse a necessidade de se criar testbenches.
As caracterı´sticas da UTMC enquadram-a no tipo de sistemas crı´ticos
e embarcados. A utilizac¸a˜o da gerac¸a˜o automa´tica de propriedades a partir
de ma´quinas de estados e diagramas de sequeˆncia mostraram-se muito u´teis
e aprimoraram o processo de verificac¸a˜o do fluxo de telemetria da UTMC.
Tendo sido possı´vel aplicar a proposta deste trabalho de mestrado em um sis-
tema de tamanha complexidade, como e´ o caso da UTMC, e tendo alcanc¸ado
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Va´rias ferramentas foram testadas para realizar a verificac¸a˜o dos mo´dulos
da UTMC, descritos em VHDL. No entanto, dentre as ferramentas disponı´veis
no meio acadeˆmico, na˜o ha´ um model checker que tenha como entrada descric¸a˜o
de hardware em VHDL. Assim, conforme mencionado no Capı´tulo 2, e´ ne-
cessa´rio fazer o pre´-processamento do sistema e gerar uma entrada va´lida
para algum provador de modelo.
A primeira tentativa foi gerar o modelo formal para utilizac¸a˜o na fer-
ramenta CadenseSMV. Visto que a ferramenta manipula a linguagem Verilog,
o desafio foi converter VHDL em Verilog. A ferramenta vhd2vl prometia fa-
zer esta conversa˜o em nı´vel RTL, mas na˜o foi possı´vel devido a` incapacidade
da ferramenta de lidar com os tipos de dados utilizados no projeto, como por
exemplo, os da biblioteca IEEE.1164 do VHDL.
No relato´rio te´cnico (KRATOCHVı´LA; REHa´K; SIMECEK, 2003)
foi mostrado um caso em que um sistema em VHDL foi verificado utilizando
a ferramenta CadenseSMV (MIR; BALAKRISHNAN; TAHAR, 2000). Uti-
lizando a ferramenta LeonardoSpectrum (MENTORGRAPHICS, 2013), de-
senvolvida pela Mentor Graphics, os autores fizeram a sı´ntese do VHDL em
um netlist na linguagem Verilog e procederam com a verificac¸a˜o.
Diversas tentativas de replicar o experimento com a ferramenta Le-
onardoSpectrum foram feitas, todas sem sucesso. A primeira barreira foi
quanto a` licenc¸a da ferramenta, pois e´ uma ferramenta proprieta´ria. Uma
vez que a ferramenta CadenceSMV aceita Verilog sintetizado, outras ferra-
mentas proprieta´rias foram utilizadas. Podemos citar as ferramentas Quartus
(Altera), ISE Project (Xilinx) e Design Compiler (Synopsys). Nenhum dos
netlists gerados foram corretamente aceitos como entrada pelo CadenseSMV.
Diante da dificuldade de gerar um modelo correto no formato SMV,
outra ferramenta recebeu a atenc¸a˜o, o ABC (MISHCHENKO, 2013). Como
observado no Capı´tulo 2, esta ferramenta tem como principal formato de en-
trada e´ o modelo AIGER (BIERE, 2013). Um subconjunto bastante restrito
de Verilog estrutural e o formato BLIF (BLIF, 2013) tambe´m sa˜o aceitos
como entrada. A ferramenta na˜o era compatı´vel com os netlists gerados an-
teriormente, assim, o formato BLIF tornou-se enta˜o o foco na etapa de pre´-
processamento. A ferramenta edif2blif foi enta˜o utilizada para fazer a con-
versa˜o do formato EDIF (KAHN; GOLDMAN, 1992), que foi corretamente
gerado a partir do co´digo original em VHDL por meio da ferramenta ISE Pro-
ject, para o formato BLIF. O edif2blif trabalha com uma tabela de conversa˜o
que leˆ as ce´lulas do netlist EDIF e os escreve no formato BLIF. No entanto,
algumas das ce´lulas na˜o foram reconhecidas, havendo a necessidade de se
criar uma tabela pro´pria de conversa˜o. Visto que a proposta deste trabalho e´
ter um processo automatizado, estava fora do escopo criar uma tabela manu-
almente. Ale´m disso outras diversas ferramentas acadeˆmicas foram testadas
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mas todas sem sucesso.
Por fim, a ferramenta Verific foi capaz de gerar o formato BLIF direta-
mente do co´digo VHDL. O formato AIGER foi gerado por uma ferramenta,
ainda em desenvolvimento por pesquisadores de Berkeley, chamada VeriABC
(LONG et al., 2011). Esta u´ltima utiliza uma biblioteca disponibilizada pela
ferramenta Verific, um analisador gene´rico para plataformas HDLs, e direta-
mente do co´digo VHDL gera o modelo AIGER durante o processo de sı´ntese.
O fluxo de trabalho com a ferramenta VeriABC (LONG et al., 2011) processa
o sistema em HDL e as propriedades geradas (em SVA), produz o modelo
AIGER, que por sua vez, sa˜o verificadas com o ABC.
Todavia, a ferramenta ABC realiza apenas o equivalence checking,
de forma que as propriedades na˜o sa˜o avaliadas. Desta forma, a soluc¸a˜o para
verificac¸a˜o dos mo´dulos da UTMC foi utilizar a ferramenta comercial Incisive
Formal Verifier (CADENCE, 2013).
ANEXO A -- Legendas das ma´quinas de estados

97





















XX: pre write crc
XXI: mem write crc1
XXII: mem write crc2
XXIII: mem write crc3





1: incondicional para idle
2: para get variables se ready i = ’1’
3: para idle se ready i = ’0’
4: incondicional para pre write
5: para mem write1 se count bytes sv >0
6: para end write se count bytes sv <= 0
7: incondicional para mem write2
8: para mem write3 se mem id i = ID TM FRAME e mem ack i = ’1’
9: para mem write2 se condic¸a˜o anterior na˜o for atendida
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10: para mem write4 se mem ack i = ’0’
11: para mem write3 se mem ack i <>’0’
12: incondicional para update pointers
13: incondicional para pre write
14: incondicional para pre read
15: para read1 se count read sv <1113
16: para pre write crc se count read sv >= 1113
17: incondicional para read2
18: para read3 se mem id i = ID TM FRAME e mem ack i = ’1’
19: para read2 se condic¸a˜o anterior na˜o for atendida
20: para read4 se mem ack i = ’0’
21: para read3 se mem ack i = ’1’
22: incondicional para crc pre calc
23: incondicional para crc calc1
24: incondicional para crc calc2
25: para pre read se crc index sv = 0
26: para crc dec se crc index sv <>0
27: incondicional para crc pre calc
28: para mem write crc1 se crc count byte sv <2
29: para coding ready se crc count byte sv >= 2 e busy i = ’0’
30: para pre write crc se crc count byte sv >= 2 e busy i = ’1’
31: incondicional para mem write crc2
32: para mem write crc3 se mem id i = ID TM FRAME e mem ack i
= ’1’
33: para mem write crc2 se a condic¸a˜o anterior na˜o for atendida
34: para mem write crc4 se mem ack i = ’0’
35: para mem write crc3 se mem ack i = ’1’
36: incondicional para update crc
37: incondicional para pre write crc
38: incondicional para end frame
39: incondicional para idle
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XVII: serial wait event
XVIII: start off
XIX: serial finish
XX: dec bit count
XXI: stop byte
XXII: serial send bit
Transic¸o˜es:
1: transic¸a˜o incondicional
2: ready i = ’1’
3: sync idx = 4
4: sync idx = 1
5: sent count = TAM FRAME TM ’1’
6: mem id i = ID TM CODING and mem ack i = ’1’ and
sent count <>TAM FRAME TM
7: mem ack i = ’0’
8: buffer done i = ’1’
9: serial start = ’1’ and serial busy = not reg event serial s
10: serial start = ’0’ and serial busy = not reg event serial s
11: serial bitcount sv = 0
12: caso tenha chegado no estado atual atrave´s do estado VIII
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13: caso tenha chegado no estado atual atrave´s do estado XII
