Abstract. Several tensor eigenpair definitions have been put forth in the past decade, but these can all be unified under generalized tensor eigenpair framework, introduced by Chang, Pearson, and Zhang (2009) . Given mth-order, n-dimensional real-valued symmetric tensors A and B, the goal is to find λ ∈ R and x ∈ R n , x = 0 such that Ax m = λBx m . Different choices for B yield different versions of the tensor eigenvalue problem. We present our generalized eigenproblem adaptive power method (GEAP) method for solving the problem, which is an extension of the shifted symmetric higher-order power method (SS-HOPM) for finding Z-eigenpairs. A major drawback of SS-HOPM was that its performance depended in choosing an appropriate shift, but our GEAP method also includes an adaptive method for choosing the shift automatically.
1.
Introduction. Suppose A is a real-valued, mth-order, n-dimensional tensors and x is a real-valued n-vector. We let Ax m−1 denote the n-vector defined by
a i1...im x i2 · · · x im for i 1 = 1, . . . , n.
We let Ax m denote the scalar defined by Ax m = x T (Ax m−1 ). We say the tensor A is symmetric if its entries are invariant under permutation. We say the tensor A is positive definite if Ax m > 0 for all x = 0. The notion of generalized eigenpairs has been defined for tensors by Chang, Pearson, and Zhang [1] as follows. Let A and B be real-valued, mth-order, n-dimensional symmetric tensors. Assume further that m is even and B is positive definite. We say (λ, x) ∈ R × {R n \ { 0 }} is a generalized eigenpair (also known as a B-eigenpair ) if The advantage of the generalized eigenpair framework is that it nicely encapsulates multiple definitions of tensor eigenvalues, as follows.
• A Z-eigenpair [7, 4] is defined as a pair (λ, x) ∈ R × R n such that This is equivalent to a generalized tensor eigenpair with B = E, the identity tensor such that Ex m−1 = x m−2 x for all x ∈ R n [1] . Note that, unlike ordinary tensor Z-eigenpairs, generalized tensor eigenpairs allow arbitrary rescaling of the eigenvector x with no effect on the eigenvalue λ. In this way, the generalized tensor eigenvalue problem preserves the homogeneity of the corresponding matrix eigenproblem.
• An H-eigenpair is defined as a pair (λ, x) ∈ R × {R n \ { 0 }} such that . . , n. This is equivalent to a generalized tensor eigenpair with b i1i2...im = δ i1i2...im [1] .
• Let D be a symmetric n × n matrix and assume m = 4. We say (λ, x) is a D-eigenpair [8] if This is equivalent to a B-eigenpair where B is the symmetrized tensor outer product of D with itself [1] .
In this paper, we describe a method for computing generalized eigenpairs. Our method is a generalization of the shifted symmetric higher-order power method (SS-HOPM) that we previously introduced for computing Z-eigenvalues [3] . In addition to generalizing the method, we have also significantly improved it by adding an adaptive method for choosing the shift. To derive the method, we reformulate the generalized eigenproblem, (1.1), as a nonlinear program such that any generalized eigenpair is equivalent to a KKT point in §3. We develop an adaptive, monotonically convergent, shifted power method for solving the optimization problem in §4. We call our method the Generalized Eigenproblem Adaptive Power (GEAP) method. In §5, we show that the GEAP method is much faster than the SS-HOPM method for finding Zeigenpairs due to its adaptive shift selection. Furthermore, the GEAP method is shown to find other types of generalized eigenpairs, by illustrating it on examples from related literature as well as a randomly generated example. This is the only known method for finding generalized eigenpairs besides direct numerical solution; we survey related work in §6.
Notation and preliminaries.
A symmetric tensor has entries that are invariant under any permutation of its indices. More formally, a real-valued, mth-order, n-dimensional tensor A is symmetric if
where Π m denotes the space of all m-permutations. We let S [m,n] denote the space of all symmetric, real-valued, mth-order, n-dimensional tensors.
Let A ∈ S [m,n] , then we can define the following tensor-vector products.
Observe that the derivatives of the tensor-vector product w.r.t. x are given by
We say a tensor A ∈ S [m,n] is positive definite if
We let S
[m,n] + denote the space of positive definite tensors in S [m,n] . We use the symbol to mean symmetrized outer product, i.e.,
3. Problem reformulation. Let Σ denote the unit sphere, i.e.,
. Then we may define the nonlinear program
The constraint makes the term x m in f (x) superfluous; nevertheless, we retain this form since choosing B = E yields f (x) = Ax m , as in [3] . The details of computing the derivatives are provided in Appendix A. Here we simply state the results as a theorem.
Theorem 3.1. Let f (x) be as defined in (3.1). For x ∈ Σ, the gradient is
For x ∈ Σ, the Hessian is
These complicated derivatives reduce for B = E. In that case, we have Bx m = 1 and Bx m−1 = x, so these equations become.
These match the derivatives of f (x) = Ax m , as proved in [3] . Note that we have used the fact that (m − 1)Ex
We are considering the nonlinear program in (3.1) because there is a correspondence between it and the generalized tensor eigenvalue problem in (1.1).
Theorem 3.2. Any solution (λ, x) to (1.1) must be a KKT point of (3.1) with λ as the Lagrange multiplier.
Proof. Let constraint x ∈ Σ be expressed as x m = 1. Then the Lagrangian is
Hence, using the derivatives in Appendix A, we have
So, x is a KKT point of (3.1) with Lagrange multiplier λ as defined in (1.2) . From the previous theorem, there is an equivalence between generalized tensor eigenpairs and KKT points of (3.1). Hence, solving (3.1) yields eigenpairs. An eigenpair may correspond to a local maximum, a local minimum, or a saddle point. For a given eigenpair (λ, x) normalized so that x ∈ Σ, we can categorize it by considering the projected Hessian of the Lagrangian, i.e.,
where U ∈ R n×(n−1) is an orthonormal basis for x ⊥ . We can then say the following:
⇒ local maximum of (3.1), C(λ, x) indefinite ⇒ saddle point of (3.1).
The argument is very similar to that presented in [3] and so is omitted. Optimization approaches cannot easily find saddle points, but they can find local minima and maxima. We describe such an optimization approach in the next section.
4. Derivation of GEAP algorithm. We propose to use a property of convex functions of the sphere to develop a monotonically convergent method. We consider an idea originally from [2, 9] ; see also [3] for a proof. We have modified the theorem here to focus on its local applicability by considering just an open neighborhood of w rather than all of R n .
Theorem 4.1 (Kofidis and Regalia [2, 9] ). Let f (x) be a given function, and let w ∈ Σ such that ∇f (w) = 0. Let Ω be an open neighborhood of w, and assume f is convex and continuously differentiable on Ω.
Corollary 4.2. Let f (x) be a given function, and let w ∈ Σ such that ∇f (w) = 0. Let Ω be an open neighborhood of w, and assume f is concave and continuously differentiable on Ω.
Hence, if f is locally convex, then a simple algorithm, i.e.,
will yield ascent. Conversely, if f is locally concave, we can expect descent from
. Unfortunately, the function f (x) in (3.1) may not be convex or concave.
To fix this, we work with a shifted function,
From [3] , we have that for x ∈ Σ,
If we choose α appropriately, then we can ensure thatĤ(x) is positive or negative definite, ensuring thatf (x) is locally convex or concave. In [3] for the special case of B = E, we proposed choosing a single value for α in SS-HOPM that ensured convexity on the entire sphere. But it is difficult to choose a reasonable value in advance, and poor choices lead to either very slow convergence or a complete lack of convergence. In this work, we propose to choose α adaptively.
For an arbitrary matrix n×n symmetric matrix M, the following notation denotes its eigenvalues: .3) and (4.3), respectively. For α ≥ 0, the eigenvalues ofĤ are bounded as
for i = 1, . . . n. Likewise, for α ≤ 0, the eigenvalues ofĤ are bounded as
Proof. The proof follows immediately from Weyl's inequality. In the convex case, our goal is to choose α so thatĤ is positive semi-definite in a local neighborhood of the current iterate, x. By the smoothness off (x) when x is away from zero, we may argue that for every τ > 0, there exists and δ > 0 such thatĤ is positive semi-definite for all x − x k ≤ δ whenever λ min (Ĥ) ≥ τ . In other words, τ is the threshold for positive definiteness.
In the concave case, our goal is to choose α so thatĤ is negative semi-definite in a local neighborhood of the current iterate.
then λ max (Ĥ) ≤ −τ . From Theorem 4.1, if α is selected to makef (x) locally convex, we have
so long as x + ∈ Ω, the convex neighborhood of x. Even though we are adaptively changing α, we see increase in the original function at each step. A similar argument and an initial guessx 0 . Let β = 1 if we want to find local maxima (and the function is convex); otherwise, let β = −1, indicating that we are seeking local minima (and the function is concave). Let τ be the tolerance on being positive/negative definite.
x k+1 =x k+1 / x k+1 8: end for applies in the concave case, with the function decreasing at each step. The full algorithm is presented in Algorithm 1.
The potential problem with this approach is that it may be the case that x + ∈ Ω. If that happens, we may observe that the function values (i.e., λ k ) are not increasing (or decreasing) monotonically as expected. To fix this, we make a more conservative choice for τ (at least temporarily), which will in turn enforce a more conservative choice of α. Thus far in our experiments, such contingencies have not been necessary, so we have not included the details in the algorithm.
In Algorithm 2, we show the specialization of the method to the Z-eigenvalue problem. This is the same as SS-HOPM, except for the adaptive shift. Note that unlike Algorithm 1, this algorithm can be used even when m is odd.
Algorithm 2 Z-Eigenpair Adaptive Power Method
Given tensor A ∈ S [m,n] and an initial guessx 0 . Let β = 1 if we want to find local maxima (and the function is convex); otherwise, let β = −1, indicating that we are seeking local minima (and the function is concave). Let τ be the tolerance on being positive/negative definite.
x k+1 =x k+1 / x k+1 8: end for 5. Numerical experiments. In all numerical experiments, we used the following settings. We set τ = 10 −6 , where τ is the tolerance on being positive or negative definite. We consider the iterates to be converged once |λ k+1 − λ k | ≤ 10 −15 .
Comparison to SS-HOPM.
The following example is originally from [2] and was used in evaluating the SS-HOPM algorithm in [3] . Our goal is to compute the Z-eigenpairs and show that the adaptive method is faster than using a fixed value for the shift. Let B = E. A complete list of the 11 Z-eigenpairs is provided in Table B .1; there three maxima and three minima. Table 5 .1 shows the eigenvalues computed by Algorithm 2 for Example 5.1. There are six different experiments, varying β ∈ { −1, 1 } and α. We used 100 random starting guesses, each entry selected uniformly at random from the interval [−1, 1]; the same set of random starts was used for each set of experiments. The table lists the number of occurrences of each eigenpair in the 100 experiments, the median number of iterations until convergence, and the number of runs that violated monotonicity, including the maximum violation.
The first three experiments use β = 1 to look for local maxima. The first experiment varies α, the second uses α = 2 (as in [3] ), and the third uses α = 10. All three variations find all three local maxima. The results for α = 2 and the adaptive method are nearly identical -they find the same local maxima with the same frequency. The difference is that α = 2 uses more iterations than the adaptive shift. Choosing α = 10 is similar, except now five of the runs do not converge within the allotted 500 iterations. There was no breakdown in monotonicity, and these runs would converge eventually. If the shift is too small (e.g., α = 0), then some or all of the runs may fail to converge [3] .
The last three experiments use β = −1 to find local minima. Again, we vary α using an adaptive choice along with α = −2 and α = −10. The adaptive method requires the fewest number of iterations. Each experiments finds all three local minima with the exact same frequencies. 
Numerical results for D-eigenpairs.
Next we consider a different type of tensor eigenapair that also conforms to the generalized tensor eigenpair framework. [8] ). Qi, Wang, and Wu [8] propose D-eigenpairs for diffusion kurtosis imaging (DKI). We consider this example here since it can be expressed as a generalized tensor eigenproblem.
Example 5.2 (D-eigenpairs
1 The DKI tensor A ∈ S [4, 3] (called 1 Note that only four digits of precision for A and D are provided in [8] . We were unable to validate the solutions provided in the original paper. It is not clear if this is to a lack of precision or a typo in paper. Here, the problem is rescaled as well: D is multiplied by 10 2 , λ is divided by 10 4 , and x is divided by 10. There are a total of 13 distinct real-valued D-eigenpairs, computed by solving the polynomial equations using Mathematica and listed in Table B. 2; there are four maxima and three minima. Table 5 .2 shows the eigenpairs calculated by Algorithm 1. With 100 random starts, we find the four local maxima with β = 1. Likewise, with 100 random starts, we find the three local minima with β = −1. There are no violations to monotonicity.
Generalized eigenpairs for randomly generated A and B.
Here we consider a randomly generated problem. In order to create such a problem, we need a method to generate a positive definite B. We use the notation B = (E, S, . . . , S) ∈ S [m,n] to denote tensor-matrix multiplication in which the tensor E is multiplied by a matrix S ∈ R n×n in every mode, i.e.,
Theorem 5.3. Let S ∈ R n×n be symmetric. For m even, define B ∈ S [m,n] as B = (E, S, . . . , S). If (µ, x) is a real-valued eigenpair of S and x = 1, then (λ, x) is a Z-eigenpair of B with λ = µ m . Table 5 .2: Eigenpairs computed by GEAP for A ∈ S [2, 3] and D ∈ S [2, 3] from Example 5.2 with 100 random starts. We report the number of times we converge to each eigenpair, the median number of iterations, and the maximum number of monotonicity violations (along with the maximum violation, if applicable). Proof. Let (µ, x) be an eigenpair of S such that x = 1. Then, noting that S T = S, we have Table B. 3. There are three maxima and four minima. Table 5 .3 shows the generalized eigenpairs calculated by Algorithm 1. With 1000 random starts, we find the three local maxima with β = 1. Likewise, with 1000 random starts, we find the four local minima with β = −1. There are only small violations to monotonicity.
6. Related work. Like its predecessor SS-HOPM [3] , the GEAP method has the desirable qualities of guaranteed convergence and simple implementation. Additionally, the adaptive choice of α in GEAP (as opposed to SS-HOPM) means that there are no parameters for the user to specify.
Also like SS-HOPM, the GEAP method can only converge to local maxima and minima of (3.1) and so will miss any saddle point solutions. Nevertheless, the largest Table 5 .3: Eigenpairs computed by GEAP for A ∈ S [6, 4] and B ∈ S [6, 4] + from Example 5.4 with 1000 random starts. We report the number of times we converge to each eigenpair, the median number of iterations, and the maximum number of monotonicity violations (along with the maximum violation, if applicable). and smallest magnitude eigenvalues can always be discovered by GEAP since they will not be saddle points. An alternative to GEAP is to solve (1.1) or (3.1) using a numerical nonlinear, homotopy, or optimization approach. The advantage of GEAP is that is guarantees decrease at each iteration without any globalization techniques (like line search or trust region) and is generally as cheap or cheaper per iteration than any competing numerical method. The disadvantage is that the rate of convergence of GEAP is only linear, as opposed to quadratic for, say, Newton's method.
Since (1.1) is a polynomial system of equations, we can also consider a polynomial solver approach. This does not scale to larger problems and may be slow even for small problems. Nevertheless, it finds all solutions (even saddle points). We have used the Gröbner basis polynomial solver NSolve in Mathematica to compute the full set of solutions for the problems discussed in this paper.
In terms of methods specifically geared to tensor eigenvalues, most work has focused on computing the largest H-eigenvalue for a nonnegative tensor: [6, 5] . The method of Liu, Zhou, and Ibrahim [5] is guaranteed to always find the largest eigenvalue and also uses a "shift" approach.
7. Conclusions. The paper has proposed two improvements to the SS-HOPM method [3] . First, we have adapted the method to the generalized tensor eigenproblem. Second, we have proposed a method for adaptively and automatically selecting the shift, overcoming a major problem with the SS-HOPM method because choosing the shift too large dramatically slows convergence whereas choosing it too small can cause the method to fail completely.
We have tested our method numerically on several problems from the literature, including computing of Z-, H-, and D-eigenpairs. We have also proposed a novel method for generating random symmetric positive definite tensors.
Appendix A. Useful derivatives. First, we consider the gradient and Hessian 
