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Abstract
In C++, new features and semantics can be added to an existing software package without
sweeping code changes by introducing a user-deﬁned type using operator overloading. This
approach is used, for example, to add capabilities such as algorithmic diﬀerentiation. However,
the introduction of operator overloading can cause a multitude of compilation errors. In a
previous paper, we identiﬁed code constructs that cause a violation of the C++ language
standard after a type change, and a tool called OO-Lint based on the Clang compiler that
identiﬁes these code constructs with lint-like messages. In this paper, we present an extension
of this work that automatically transforms such problematic code constructs in order to make an
existing code base compatible with a semantic augmentation through operator overloading. We
applied our tool to the CFD software OpenFOAM and detected and transformed 23 instances of
problematic code constructs in 160,000 lines of code. A signiﬁcant amount of these root causes
are included up to 425 times in other ﬁles causing a tremendous compiler error ampliﬁcation.
In addition, we show the signiﬁcance of our work with a case study of the evolution of the ice
ﬂow modeling software ISSM, comparing a recent version which was manually type changed
with a legacy version. The recent version shows no signs of problematic code constructs. In
contrast, our tool detected and transformed a remarkable amount of issues in the legacy version
that previously had to be manually located and ﬁxed.
Keywords: C++, Type Change, Static Analysis, Source Transformation, Operator Overloading, Algo-
rithmic Diﬀerentiation
1 Introduction
Scientiﬁc simulation codes and their underlying mathematical models are steadily evolving with
respect to new insights and requirements. At the same time, these models need to be veriﬁed
and analyzed regarding their modeling ﬁdelity. Consequently, the ability of the software to
provide derivatives is necessary for many approaches such as stability and sensitivity analysis
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[3] or providing accuracy information of the numerics of the simulation [21]. Here, algorithmic
diﬀerentiation (AD) [8] can deliver derivatives accurate up to machine precision at a lower
computational cost compared to black-box methods. In the context of C++, this kind of semantic
augmentation can be achieved by using operator overloading. To that end, a new user-deﬁned
type ˜T replaces the original type T (e.g., double) for the computations. ˜T is a class that provides
the same set of operations as the original type, e.g., arithmetic operators and functions. We
deal with new types that use complete encapsulation [6], i.e., T is associated with ˜T which
encapsulates the old value in some way. In a similar fashion, capabilities such as interval
arithmetic [1] can be inserted.
Modern simulation software can be written with these extensions in mind as the C++ lan-
guage provides the necessary features to do so [23]. Often, legacy software was not written with
these extensions taken in mind. Then, an extensional feature addition can be considered as
adaptive software maintenance [10]. Examples for the addition of new semantics using operator
overloading is the aforementioned ability to compute derivatives for complex and mature CFD
software [27, 31]. However, operator overloading does not always work without refactoring the
target source code in order to make it compatible with the user-deﬁned type [25].
In a previous paper [9], we showed how the introduction of a user-deﬁned type can break the
code when using operator overloading. This is due to the diﬀerence between the treatment of
built-in and user-deﬁned types in the C++ language standard [11]. Our experience is based on
type changes that were applied to large scientiﬁc code bases such as the CFD software package
OpenFOAM (OpenField Operation and Manipulation, [12]) and ISSM (Ice Sheet System Model,
[16]). Here, a plethora of errors is caused by the type change which necessitates refactoring of
code at multiple locations.
We developed a tool providing automatic source to source transformation to support devel-
opers of legacy software during the maintenance process. It takes the source ﬁles of the scientiﬁc
code as input, ﬁnds problematic code constructs that can cause errors when a user-deﬁned type
is introduced, and automatically resolves them.
This paper is structured as follows: In Section 2 we discuss related work in the context
of static source code analysis and transformations. In Section 3, we discuss problematic code
constructs, that, after a type change has been applied, cause a violation of the C++ standard.
Here, we also consider a new issue, the problems caused by potentially ambiguous name lookup.
In Section 4, we describe how we identify these problematic code construct using Clang’s match-
ing abilities, and describe how we take care of them. The next two sections present empirical
studies of OpenFOAM and ISSM, respectively. As it turns out, showing that the problematic
code constructs do in fact appear with regularity.
2 Related Work
The idea of ﬂagging problematic code constructs (including coding guidelines and style) and
potential bugs started early for the programming language C [13]. Since then, the term “lint-
like” became synonymous for statics code analysis tools that report potential problems to the
users and might suggest a ﬁx-it hint. These lint-like tools exist for most major programming
languages, e.g., C++ [4, 19, 30], sometimes integrated in an IDE [7].
Static code analysis tools are often combined with source transformation features. This can
be done to automatically ﬁx potential bugs, style errors or rejuvate legacy codes by replacing
deprecated language features [15]. As an example, the tool Clang-tidy [4] supports the trans-
formation of certain C++ statements to modern C++11 features, e.g., introducing the keyword
auto or transforming raw pointers to smart pointers.
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struct IOstream {
  struct version {
    version(scalar vn);
    bool operator==(const version& other);
  };
};
    if(is.version() == 2.0) { … }
struct adouble { adouble(double a); };
typedef adouble scalar; 4.
struct IOstream {
  struct version {
    version(scalar vn);
    bool operator==(const version& other);
  };
};
    if(is.version() == 2.0) { … }
1. 2.
3.
typedef double scalar;typedef double scalar;
(a)  Example code (b)  Implicit conversion
struct IOstream {
  struct version {
    version(scalar vn);
    bool operator==(const version& other);
  };
};
    if(is.version() == 2.0) { … }
1. 2.
3.
(c)  User-defined type: scalar 
Figure 1: (a) Pseudo C++ example code using the alias scalar. (b) A conversion (2.0 to a
version object) is implicitly introduced by the compiler due to the comparison operation. (c)
The introduction of a new type ˜T ≡ adouble breaks the code as there are two user-deﬁned
conversions (2.0 to an adouble object to a version object) which is illegal according to the
C++ standard ([11], §12.3-4).
There are many frameworks and tools supporting the structured rewriting and transfor-
mation of source code. ROSE [24] is a popular compiler framework supporting the source to
source transformation of C/C++. Tools based on ROSE modify the abstract syntax tree (AST)
nodes directly, which subsequently can be unparsed, thus resulting in transformed code. One
application is a tool for AD that augments codes with derivative statements [22]. Similarly, the
Clang compiler framework [18] supports user-deﬁned analyses on the AST, but unlike ROSE,
its AST is considered to be immutable. Thus, source transformation operations are modifying
the source text directly. Clang is used for the loop vectorization of C codes [14], transformation
from CUDA to OpenCL source codes [20] and several static source analysis and transformation
tools, e.g., [19, 29].
3 Caveats of Operator Overloading
The typical situation is that, with built-in types T , the code will compile but the introduction of
a user-deﬁned type ˜T is causing compile time errors with certain code constructs. An example
of this scenario is shown in Figure 1. The following issues were discussed in detail in [9]:
Implicit Conversion is a conversion from type T to another type U without an explicit
conversion statement in the code (cf. Figure 1a). These conversions are automatically
added by the compiler. For ˜T , the standard restricts [11] §12.3-4: “At most one user-
deﬁned conversion [...] is implicitly applied to a single value.”
Implicit Boolean Conversion is a subset of implicit conversions. Here a type T is trans-
formed to a Boolean type, e.g., in an if-condition if(a). The compiler may transform
many built-in types, e.g., ﬂoating-point and integral types. ˜T needs to implement a bool
conversion function to support this ([11], §12.3.2). However, this conversion function and
operator overloading should not be mixed due to undesired side-eﬀects as stated in [26].
Explicit Conversion is a conversion from type T to another type U with an explicit statement
in the code ([11], §5.4). Here, the encapsulated value T needs to be exposed for the
conversion of ˜T to work.
Unions are a type of class where members of the union share the same memory region. ˜T
“with a non-trivial constructor, [...] non-trivial copy assignment operator cannot be a
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member of a union” ([11], §9.5). The C++11 standard relaxes this restriction but forces
the developer to explicitly provide the set of non-trivial functions of a member for the
union by deleting these functions [26].
Conditional Assignment is used to set a value of some variable based on a condition. In
C++, this can be achieved by the conditional operator expression ?: ([11], §5.16) or an
equivalent if-else statement. For some AD tools based on operator overloading, the
internal bookkeeping may require replacing these structures.
Scope Resolution Operator and Friend Functions: Friend functions are used to access
private members of a class but they are themselves not members (not invoked on an
object) and are not in the scope of the class. The scope resolution operator can be
used for a qualiﬁed lookup, specifying the scope of a declaration. Qualiﬁed lookups (e.g.,
::sqrt(...)) disable argument dependent lookup (ADL, [11] §3.4.2) which is used by
the compiler to ﬁnd friend functions that lack declarations in the scope of the respective
class. Thus, a compile time error is caused. This, however, pertains mostly to the design
of ˜T .
Name Lookup is a newly discovered cause of errors and pertains to ﬁnding the corresponding
declaration of a name (e.g., a function call encountered by the compiler) ([11], §3.4). The
lookup can be unqualiﬁed or qualiﬁed using the scope resolution operator.
For maximal compatibility with a code base, the user-deﬁned type has to provide over-
loaded operators as well as overloaded functions, e.g., sqrt. To that end, the class and
corresponding overloaded (mathematical and arithmetical) functions may reside in the
global namespace. Thus, calls and operations w.r.t. ˜T behave as if it were a plain
ﬂoating-point type.
If a software deﬁnes its own implementations of, say, a mathematical function in its own
namespace, a lookup might become ambiguous if ˜T provides a corresponding overload.
The compiler can not decide which declaration to choose, as exempliﬁed in Listing 1.
1 ˜T sqrt(const ˜T & a);
2 namespace ns {
3 typedef ˜T scalar;
4 scalar sqrt(scalar v);
5 scalar a;
6 ::sqrt(a); // OK: ˜T sqrt(const ˜T & a)
7 ns::sqrt(a); // OK: sqrt(scalar v), same as ::ns:: sqrt(a)
8 sqrt(a); // Error: Ambiguous call
9 }
Listing 1: Example of potential calls in a code to a function (sqrt). If the user-deﬁned
type provides an overload, the last call is ambiguous as the compiler ﬁnds two matching
declarations.
This ambiguity can be resolved in multiple ways depending on several factors. In the fol-
lowing, we present two possibilities and discuss their implications regarding non-templated
code. We refer to any function that is overloaded by the type ˜T as well as present in the
inner namespace ns as ϕ. It takes as argument types either T or ˜T .
One solution is the removal of all deﬁnitions of ϕ in ns::. Consequently, the qualiﬁed
lookups (ns:: or ::ns::) must be dealt with accordingly. Thus, all these function
invocations have to be transformed to unqualiﬁed lookups, e.g., ns::sqrt to sqrt. This
will cause the compiler to chose the overloaded function in the global namespace. A caveat
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of this solution are calls to ϕ from within a method declaration which belongs to a class
that also deﬁnes a method with the same name as ϕ. Thus, for every instance of a call
to ϕ inside a method of such a class, the call has to be changed to a qualiﬁed lookup in
the global namespace, i.e., ::ϕ, where the overloaded function resides.
Another approach is the full qualiﬁcation for each call to ϕ. It is preferable as it avoids
the ambiguity described above. The full qualiﬁcation requires precise knowledge about
the location of the callee, i.e. in which namespace the name resides. Here, the callee has
to be (made) compatible with ˜T .
Automatically resolving this issue is in general not possible without knowing more about
the design principles underlying these namespace qualiﬁcations.
4 Transforming C++ Source Codes
Our focus is to prepare programs for semantic augmentation. Here, we limit ourself to code
constructs that are generally problematic for user-deﬁned types using operator overloading. As
such, we exclude conditional assignments and scope resolution operator/friend function usage
as they are dependent on the design of the user-deﬁned types.
Our transformations target source codes before the semantic augmentation is applied. The
goal is to change as little of the syntax of the original code as possible, i.e., apply the least code
changes with the least possible side-eﬀects to enable operator overloading compatible with all
relevant C++ standards. For refactoring or code renovation this is often a requirement [28]. To
that end, we analyze the AST of the respective translation unit, i.e., a (.cpp) ﬁle of the project
from which an object ﬁle is generated. We employ the Clang compiler framework [18] for this
task as it is a production level C++ compiler, providing an infrastructure to write tools that work
on syntactic and semantic information of a program. Speciﬁcally, we employ the libTooling1
library which handles the creation of the AST, including semantic nodes that are necessary
for a meaningful static analysis. Additionally, Clang oﬀers techniques for sophisticated pattern
matching on the AST structure as well as facilities to apply source transformations.
4.1 Utilizing the Clang Compiler Framework
We are mostly concerned with two main phases of Clang’s AST creation: The preprocessor
phase where includes are handled and the ﬁnal, semantically annotated AST which contains
the expanded macros. We utilize the callbacks of the preprocessor to determine the correct
locations of #include statements that are added during certain transformations. The ﬁnal
AST is used for the static analysis and source transformation operations. Figure 2 shows
the principle behind searching the AST and subsequent transformations of nodes in the AST.
In the sequel, we describe some properties of the AST and pattern matching for the static
analysis before describing the application of source transformations. Generally, template code
and transformation of macro deﬁnitions are excluded as Clang does not retain alias information
for template instantiations and the transformation of macro deﬁnitions may have side eﬀects.
4.1.1 AST and Pattern Matching
The Clang AST carries all necessary information, including implicit expressions that are added
as dedicated nodes during the semantic analysis together with typedef information. Hence,
1http://clang.llvm.org/docs/LibTooling.html
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Figure 2: Node matching: A match
is found with AST matcher expres-
sions. A callback for each node is in-
voked. Replacements describe the tex-
tual changes that need to be applied
to a source code ﬁle.
MatchFinder Callback
AST Matcher
1..n
*
match
Lint-like 
Message
AST
Replacement
libTooling
for an expression it is possible to detect if a speciﬁc typedef alias is present. We exploit this
additional information to make our analysis more accurate. Instead of searching for all implicit
conversions, explicit casts etc. with a plain double data type, we limit our search to nodes with
the respective typedef alias. As an example, Figure 3a represents the slightly simpliﬁed AST
for the if statement of our example code in Figure 1a.
IfStmt
     CXXOperatorCallExpr '_Bool'
           ...
           MaterializeTemporaryExpr  'Field::version'
                CXXConstructExpr 'Field::version' 'void (scalar)'
                      FloatingLiteral  'double' 2.000000e+00
(a) Simpliﬁed Clang AST
StatementMatcher impl_conversion = 
materializeTemporaryExpr(
hasTemporary(ignoringImpCasts(
      constructExpr(
hasImplicitConversion(type_s),
unless(temporaryObjectExpr())
).bind("conversion")
(b) AST Matcher for type s, e.g., “scalar”
Figure 3: (a) Simpliﬁed Clang AST focusing on the right hand side expressions of the comparison
(==) operator call shown in Figure 1. A temporary object is created by passing the literal to
the version class constructor. (b) The AST matcher ﬁnds such instances.
We employ so-called AST matchers which are a query language for AST nodes. Expres-
sions can be assembled in order to ﬁnd relevant nodes. Figure 3b shows a matcher expres-
sion to ﬁnd nodes that represent implicit conversions. To that end, we match the node
MaterializeTemporaryExpr which binds a temporary (ignoring all implicit casts) and has
the child node CXXConstructExpr which represents a call to a constructor. We only search for
objects that are created from a single explicit argument (not counting default arguments of a
constructor [11], §8.3.6) with a mismatching argument and class constructor type. In the AST
we have shown that a temporary version object from a literal is created. The struct version in
Figure 1a expects a scalar type, which represents a mismatch with the literal and causes a sub-
sequent compilation error after a type change. We check for this by employing our own matcher
extension hasImplicitConversion. We ignore nodes of the subtype TemporaryObjectExpr as
they represent explicit functional casts instead of implicit constructor calls.
4.1.2 Source Transformation
The source transformation in Clang is based on string manipulations as the AST is immutable.
To that end, there is a tight coupling between the AST nodes to the actual textual representa-
tion of the source code. The location of implicit nodes points to the respective target expression.
Source transformation operations are by Replacement objects, containing positional informa-
tion and the replacement string. As such, the transformed source code ﬁle is unchanged except
for the Replacement target strings. We do not yet handle transformations on macro code. It is
not safe to transform them as potentially unrelated code sections also make use of said macro
and could, thus, be aﬀected. In the following, we brieﬂy describe our source transformations
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for each of the relevant cases. We give an example of a problematic code construct on the left
and the transformation result on the right. Here, the variable a stands for type scalar ≡ ˜T .
Implicit Conversions (cf. Figure 1) are handled by adding a functional cast to the expression
causing it, thus, removing one implicit conversion step.
1 if(is.version () == 2.0) { } if(is.version () == scalar (2.0)) { }
Implicit Bool Conversions are resolved by adding an explicit comparison operation.
1 if(a) { } if(a != scalar (0.0)) { }
Explicit Conversions are replaced by a template function reCast that was proposed in a
previous paper [9]. Alternatively, the C++11 standard allows for the deﬁnition of con-
version operators which have to be explicitly invoked using the keyword explicit [26].
Thus, for every explicit conversion in the code, the compiler will use such a user-deﬁned
conversion operator. However, this is an option only if the user-deﬁned type supports
this feature and the target code of the type change supports the compilation with C++11
features. The proposed reCast function can be specialized for the type ˜T and, thus,
can be employed to support a wide range of user-deﬁned types independent of a C++11
explicit conversion operator implementation.
1
2 int b = static_cast <int >(a);
#include <recast.h>
int b = reCast <int , scalar >(a);
Unions can be named or anonymous. A named union is transformed to a struct. An anony-
mous union is simply removed, retaining its members in the same namespace as the union.
In both cases, this retains the access pattern. However, the inherent memory overlay is
lost and the memory consumption will rise by a ﬁxed amount relative to the previous
consumption of the union. Furthermore, the initialization of a union is handled diﬀer-
ently compared to a struct, plus the assignment to one of the transformed members does
not inﬂuence the other members as would be the case for a union. If such assumption
regarding the access were made, our transformation will break the code.
1 union X { scalar a; int b; } // named
2 union { scalar c; int d; }
struct X { scalar a; int b; }
scalar c; int d;
4.2 Overhead of the Static Analysis Tool
We brieﬂy compare the overhead of the static analysis compared to the standard compilation
process. We report on the wall clock time of the compilation and analysis of part of the
OpenFOAM code base, consisting of 431 translation units (cf. Section 5). The measurements
were taken on a Linux-based single socket workstation, equipped with an Intel Xeon E3-1245 v3
(Haswell) with four physical cores, a Samsung 840 Pro solid state drive and 16 GB DDR3 RAM.
The Clang compiler framework in version 3.5 is employed.
Similarly to a build system spawning multiple jobs to compile in parallel, our tool works on
each translation unit separately and, thus, allows for a parallel analysis of the target software.
In [29], the authors also exploit this to allow for static analysis and source transformation across
many computers.
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The static analysis tool takes 263.76 s using four concurrent processes. In contrast, the
compilation process takes 77.14 s with four active jobs. This represents an induced overhead
of about 3.4. At the ﬁle level, we picked a translation unit that was one of the slowest to
analyze at approximately 6.31 s. In comparison, the Clang compiler took 1.33 s to produce the
respective object ﬁle.
5 Empirical Study of OpenFOAM
We analyzed the CFD software package OpenFOAM 2.4.X. It has a large C++ source code base
with more than 700,000 lines of code (LOC).2 It makes heavy use of templates, preprocessor
macro deﬁnitions and other object oriented techniques throughout the whole code base. As
such, it is a challenging target for a type change. In the sequel, we present our results of
applying our analysis and transformation tool on the src/OpenFOAM source folder which totals
more than 160,000 LOC. It represents the core of the project, deﬁning the data structures and
other fundamental features used by the provided solvers.
In total, we analyzed 431 C++ ﬁles. Our analysis is focused on resolving generally applicable
problems with user-deﬁned types. To that end, we have created a user-deﬁned class with
the goal to be maximally compatible with operations pertaining to the built-in double type.
It overloads all necessary arithmetic, comparison and assignment operators as well as many
mathematical and arithmetic functions. Using this simple user-deﬁned type, we can abstract
away any problem arising from the design of any speciﬁc user-deﬁned type and concentrate on
the inherent problems. The type change is done by changing the type of the OpenFOAM speciﬁc
typedef alias doubleScalar. It is used to deﬁne the alias scalar which is used throughout the
OpenFOAM code base as the fundamental data type.
5.1 Results
In total, we searched for the four diﬀerent code constructs that were previously described in
Section 3 and automatically ﬁxed them in the source code. Table 1 shows the result of our
ﬁndings. The ﬁrst column identiﬁes the ﬁle where the problematic code construct was identiﬁed
in. The # Includes indicate how many times the ﬁle was included elsewhere, a count of one
refers to the ﬁle itself. The results include a search for the scalar and doubleScalar alias.
Applied Module
File # Includes Count Implicit
Conversion
Boolean
Conversion
Explicit
Conversion
Union
IOstream.H 425 3 3
token.H× 421 1 1
Field.C 303 1 1
indexedOctree.C 7 3 3
dynamicIndexedOctree.C 2 1 1
SVD.C 1 1 1
TimeIO.C 1 4 4
Time.C 1 7 7
outputFilterOutputControl.C 1 2 2
× Detected searching for the alias doubleScalar instead of scalar
Table 1: Unique source of all statically resolved problems in OpenFOAM 2.4.
2Measured with cloc [5] on the project root src folder
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After the source transformation, all errors pertaining to our identiﬁed code constructs dis-
appeared. However, more errors are revealed, unrelated to the ﬁve transformed problematic
code constructs. The source of errors are ambiguous name lookups as described in Section 3.
OpenFOAMs implementation of these functions is trivial, simply calling the function in the
global namespace. An example is shown in Listing 2.
1 namespace Foam {
2 scalar sqrt(scalar v) { return ::sqrt(v); }
3 }
Listing 2: Mathematical function deﬁnition in the Foam namespace.
We wrote a prototypical matcher to ﬁnd function calls involving the scalar type related
to this problem. Our preliminary analysis of the OpenFOAM folder identiﬁed more than 150
distinct calls that either are (fully) qualiﬁed w.r.t. the Foam namespace, thus making it impos-
sible to remove the OpenFOAM function deﬁnition, or unqualiﬁed calls leading to the observed
ambiguous invocations. Despite these remaining challenges, we have successfully applied our
source transformation tool and automatically ﬁxed several problematic source code locations
that caused errors with user-deﬁned types. These code modiﬁcations are valid with either a
built-in or user-deﬁned type.
6 Empirical Study of ISSM
A second use case is presented for the Ice Sheet System Model (ISSM). It is an ice ﬂow modeling
software developed by NASA/JPL and UC Irvine and used by cryosphere scientists to project
the future evolution of polar ice caps such as Greenland or Antarctica. Given the application
area, the main goal, unsurprisingly, is the computation of large scale gradients for sensitivity
studies, data assimilation, and other related uses. ISSM is implemented as a relatively large
scale C++ code, however, with data (pre- and post-) processing done in Matlab. Noteworthy
characteristics of the implementation are a modularization partially achieved by build-time and
partially by run-time conﬁguration, parallelization based on MPI (Message Passing Interface),
the use of external solver libraries, and integration of contributions from a large and diverse de-
veloper base. The adaptation of the ISSM code base toward gradient computation by employing
operator overloading through a user-deﬁned type predates the existence of the tool discussed
in this paper. It took place over an extended period of time during which additional features
were added to ISSM’s core capabilities, signiﬁcant software technical improvements were made,
and lastly the gradient computation speciﬁc adaptations were introduced, included complicated
code refactoring currently far beyond the scope of the tool. Among the latter are:
• Templatization of certain container classes.
• Separation of passive and active ﬂoating point variables w.r.t. diﬀerentiation using alias
deﬁnitions [2].
• Introduction of a thin MPI wrapper layer to refactor and encapsulate the logic for optional
serial plain model, and serial or parallel gradient computation.
• The treatment of calls to (direct) linear solvers with special wrappers for the most eﬃcient
gradient computation.
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6.1 Results
To give an idea of the potential impact of the tool, we compare its application to a version of
ISSM that predates all these transformations (late 2011) with the version (mid 2014) of the
code base when all major parts of the gradient computation were functional [17]. One could
argue that a comparison crossing such a signiﬁcant evolution of the code base is not terribly
meaningful and that is certainly true for quantifying the output at a ﬁle level detail. However,
it still gives a good idea for the overall time savings that could have been achieved had the tool
been available four years ago to aid the adaptation. Table 2 shows the result of our analysis.
We refer to a ﬁx as a successfully applied source transformation. A match is a reported code
occurrence which includes both the ﬁxes and unchanged code. Thus for matches, the number
of ﬁles reﬂect the usage context because of the speciﬁc ﬁle attribution given by Clang, e.g., for
the use of macros.
Metric Late 2011 Mid 2014
Files 912 857
LOC 66,573 80,044
Translation Units 298 254
#Explicit Conversion ﬁx in #ﬁles 170 in 42 0
#Implicit Bool Conversion ﬁx in #ﬁles 41 in 8 0
#Explicit Conversion match in #ﬁles 192 in 46 0
#Implicit Bool Conversion match in #ﬁles 44 in 10 0
#Conditional Assign match in #ﬁles 1,768 in 275 0
#If-Else Assign match in #ﬁles 98 in 9 0
Table 2: ISSM evolution w.r.t. problematic code constructs.
The drop in the number of C++ source ﬁles over time is mainly due to the templatization
and other consolidations of the source code. These changes also reduced the number of non
comment/blank LOC but that decrease is more than compensated by the addition of new
features (e.g., implementing new approximations of the ice sheet physics), leading to growth
in the LOC. Commensurate with the consolidation though is the drop in number of compile
steps used here in a simple build time conﬁguration, i.e. a conﬁguration that leaves out certain
portions of the total of 912 or 857 respectively C++ source and header ﬁles.
Most importantly, the remarkable amount of potential issues and actual transformations
combined with their wide spread over distinct source ﬁles for the late 2011 version indicates
the large amount of work that was necessary to manually locate and ﬁx these problematic
constructs. When one contrasts this result with the zero issues and transformation ﬂagged
in the mid 2014 versions, it becomes clear that almost all of the issues ﬂagged represented
legitimate problems that needed to be addressed in the 2011 code base in order to achieve
functioning operator overloading for the ISSM code.
7 Conclusion and Future Work
Software maintenance is an ongoing process during the life cycle of a software package. In that
context, adaptive maintenance can be a costly and time consuming task especially if major fea-
tures need to be added. This makes non-trivial project-wide refactoring a necessity. Although
semantic augmentation through operator overloading promises extensional features with min-
imal code changes, this type change may lead to compilation errors. In a previous paper, we
identiﬁed problematic code constructs. Here, we identiﬁed further problematic constructs re-
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lated to namespace resolution, and developed a Clang based tool that automatically identiﬁes
and ﬁxes most of these issues. We described the design of this tool, taking advantage of Clangs
matching capabilities and suggesting minimalistic code changes that ensure adherence of the
resulting code to the C++ standard, also after a type transformation has been applied.
Applying this tool to the CFD software OpenFOAM, we were able to automatically remove
several problematic code constructs that had been included in several hundred ﬁles thereby
causing a great deal of error output. We also applied this tool to two versions of the ice ﬂow
modeling software ISSM, comparing a 2011 version of the code, with one that was manually
refactored and prepared for automatic diﬀerentiation. In the 2011 version, we identiﬁed in total
over 2000 occurrences of problematic code constructs. Had our tool been available then, the
developers of ISSM would have been able to apply AD to their code base with signiﬁcantly less
eﬀort, saving several month of coding drudgery. Consequently, this represents in our view an
excellent argument for the utility of our tool.
In the future, we will explore solutions for ambiguous name resolution which are introduced
by overloaded functions provided by user-deﬁned types. In that context, we will also contact
the OpenFOAM developers to discuss the reasoning behind the design of the scalar data type
as well as potential alternative designs for compatibility with operator overloading. We will also
work on exploring generic programming strategies, especially templates but also macro usage
as we are still limited by missing alias information for the instantiation type in the Clang AST.
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