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Vue.js je aplikacijski okvir za izradu web-aplikacija.
Web-aplikacije su klijent-server programi napravljeni tako da se klijentski dio aplika-
cije otvara u pretrazˇivacˇu. Najcˇesˇc´i primjeri web-aplikacija su: email aplikacije, aplikacije
za online razmjenu poruka, online trgovine, itd.
Prije web-aplikacija klijentski dio klijent-server programa morao je biti individualno
instaliran na svako klijentsko racˇunalo. U tom smislu su web-aplikacije uvele preokret
i sada je klijentska aplikacija dostupna s bilo kojeg racˇunala koje ima pristup internet-
skoj mrezˇi, bez prethodne lokalne instalacije. U ranim fazama, svaka web-aplikacija se
na klijentskim racˇunalima preuzimala kao staticˇki dokument, gdje se interakcija s korisni-
kom ostvarivala kroz web-forme ugradene u HTML (HyperText Markup Language). No
svaka ozbiljnija promjena na stranici je zahtjevala kontaktiranje servera koji bi ponovno
slao staticˇki dokument (klijentsku aplikaciju) s novim stanjem. Godine 1995. Netscape je
predstavio klijentski skriptni jezik JavaScript. On omoguc´ava programerima dodavanje di-
namicˇkih elemenata na stranice, te dinamicˇku izmjenu sadrzˇaja bez osvjezˇavanja. Nedugo
nakon toga, Macromedia je predstavila platformu Flash, zasnovanu na vektorskoj anima-
ciji, koja se ugradi u pretrazˇivacˇ i time omoguc´ava djelovanje skriptnog jezika bez potrebe
za kontaktiranjem servera. Tako krec´e razvoj web-aplikacija koje su tek unazad desetak
godina dozˇivjele nagli razvoj i popularizaciju.
Aplikacijski okviri sluzˇe za ubrzanje razvoja web-aplikacija te gotovo svaki program-
ski jezik ima svoj aplikacijski okvir. Najcˇesˇc´e imaju tri sastavna sloja – prezentacijski,
aplikacijski (poslovna logika) i podatkovni.
Najvazˇnija svojstva koje moderna web-aplikacija treba imati su:
• Progresivnost – radi na svakom klijentskom racˇunalu, kao da imamo tradicionalnu
aplikaciju;
• Responzivnost – dobro se ponasˇa na ekranima svih razlucˇivosti, na razlicˇitim ureda-
jima;




• Daje osjec´aj prave desktop aplikacije;
• Osvjezˇava se bez korisnikove intervencije;
• Sigurnost – posluzˇuje se putem HTTPS protokola;
• Lako dostupna;
• Mozˇemo postaviti kraticu na zaslonu koja c´e nas odvesti na web-lokaciju aplikacije;
• Djeljivost - postoji hiper-veza (eng. link) kojom mozˇemo podijeliti aplikaciju s dru-
gima.
U ovom radu c´emo opisati aplikacijski okvir skriptnog jezika JavaScript koji se zove
Vue.js, a koji je dizajniran s ciljem sˇto laksˇe izrade web-aplikacija s gore navedenim svoj-
stvima. Rad se dijeli na tri dijela: uvod, opis aplikacijskog okvira Vue.js te opis pripadne
prezentacijske aplikacije.
U uvodu smo objasnili sˇto su to web-aplikacije.
U drugom poglavlju opisujemo aplikacijski okvir Vue.js te njegove najvazˇnije znacˇajke
i prednosti.
U zadnjem poglavlju opisujemo aplikaciju koju smo razvili, a koja demonstrira mogu-
c´nosti aplikacijskog okvira Vue kroz web-aplikaciju za trgovanje dionicama.
Poglavlje 1
Opis aplikacijskog okvira Vue.js
Vue.js je aplikacijski okvir za izradu web-aplikacija s MVC (Model-View-Controler) arhi-
tekturom koji dopusˇta i ukljucˇivanje raznih dodatnih biblioteka. Pisan je skriptnim jezikom
JavaScript. Izradio ga je Evan You, nakon rada s AngularJS okvirom u tvrtki Google. Prva
verzija je objavljena 2014. godine.
Vue.js je progresivni aplikacijski okvir prvenstveno namijenjen izradi korisnicˇkih su-
cˇelja, ali je od pocˇetka graden na nacˇin da ostavlja dovoljno prostora za nadogradnju i
prilagodbu. Jezgrena biblioteka (eng. core library) se fokusira na prezentacijski sloj i lako
se kombinira s drugim bibliotekama, pa i drugim projektima. Vue.js je pogodan za izradnju
modernih SPA aplikacija (eng. single-page application).
SPA aplikacije su web-aplikacije s jednom stranicom (lokacijom) po kojoj se dinamicˇki
navigira i po potrebi mijenja sadrzˇaj. Ovakve aplikacije su popularne zbog kompaktnosti
i toga sˇto klijentu pruzˇaju osjec´aj desktop aplikacija. Lokacija web-aplikacije se gotovo




Vue koristi sintaksu HTML predlozˇaka u kojima se pomoc´u objekata vue-data direk-
tno povezujemo s DOM (eng. document object model) strukturom koja se prikazuje
u web-pregledniku. Vue predlosˇci su validan HTML koji se zatim pozadinski pre-
vodi u virtualne DOM funkcije za prikaz. Zbog svog reaktivnog sustava, Vue zna
odrediti minimalni broj DOM komponenti za koje je potreban ponovni prikaz pri
promjeni stanja aplikacije. Vue, osim sintakse s predlosˇcima, dopusˇta i izravan unos
JSX (JavaScript XML) funkcija.
3
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2. Reaktivnost
Jedna od istaknutih znacˇajki okvira Vue je sustav reaktivnosti koji se svodi na cˇisti
JavaScript. Modeli su obicˇni JavaScript objekti. Kada mijenjamo modele, stranica
se azˇurira. To upravljanje stanjima cˇini jednostavnim i intuitivnim. Optimiziranost
azˇuriranja smo spomenuli u odjeljku o predlosˇcima – Vue komponente prate stanje
svojih varijabli. Tocˇno se zna kada treba azˇurirati stanje stranice i tocˇno koje kom-
ponente treba azˇurirati.
3. Komponente
Komponente su jedna od najvec´ih prednosti i najmoc´nijih svojstava aplikacijskog
okvira Vue. Vue dozvoljava gradnju prilagodenih i posebnih komponenata. Kom-
ponente prosˇiruju obicˇne HTML elemente kako bismo zapakirali kod za ponovnu
upotrebu. Komponente su, u susˇtini, prilagodeni HTML elementi na koje vezˇemo
specijalna ponasˇanja. Josˇ jedan pogled na komponente jest da su one zapravo Vue
instance s predefiniranim ponasˇanjem i opcijama.
4. Tranzicije
Vue sadrzˇi cˇitavu lepezu razlicˇitih tranzicijskih efekata kod umetanja, brisanja ili
azˇuriranja elemenata DOM strukture. U to se ubraja i:
• Automatsko primjenjivanje klasa za CSS tranzicije i animacije;
• Integracija vanjskih CSS animacijskih biblioteka, kao npr. animate.css ili velo-
city.css;
• Korisˇtenje JavaScripta za direktno manipuliranje DOM strukturom tijekom tran-
zicijskih okidacˇa.
Kada je element zapakiran u tranzicijsku komponentu te umetnut ili izbrisan, dogada
se sljedec´e:
a) Vue automatski provjerava postoji li tranzicijski ili animacijski CSS za dani
element. Ako postoji, CSS tranzicijske klase c´e biti dodane/maknute kako je
ocˇekivano.
b) Ako tranzicijska komponenta sadrzˇi JavaScript okidacˇe (eng. hooks), ti okidacˇi
c´e biti pozvani kako je ocˇekivano.
c) Ako nisu detektirani ni CSS ni JavaScript okidacˇi za dani element, DOM ope-
racije za umetanje i/ili brisanje c´e biti izvrsˇene odmah sa sljedec´im okvirom
(okvir se odnosi na okvir pretrazˇivacˇa [4]).
5. Preusmjeravanje
Generalna mana SPA aplikacija je nemoguc´nost dijeljenja poveznice do tocˇne pod-
stranice. To je zato sˇto SPA sˇalje klijentu odgovor vezan za samo jedan URL, obicˇno
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index.html ili indeks.vue. Rjesˇenje ovog problema je u front-end preusmjerivacˇima
(eng. router) koji omoguc´uju definiranje umjetnih URL-ova baziranih na oznaci hash
(#), na primjer: page.com/#/ . Pocˇevsˇi sa standardom HTML5 najmoderniji pre-
trazˇivacˇi podrzˇavaju preusmjeravanje bez upotrebe oznake hash. JavaScript bibli-
oteke poput Vue imaju intuitivno sucˇelje (eng. interface) za mijenjanje prikazanog
sadrzˇaja stranice s trenutnim URL-om (neovisno o tome kako je sadrzˇaj promije-
njen). Dodatno, front-end preusmjeravanje dopusˇta namjerne promjene URL putanje
kod dogadaja (eng. event) poput klika na gumb ili poveznicu. Vue sam po sebi ne
dolazi s hash-baziranim front-end preusmjerivacˇem, ali biblioteka otvorenog koda
vue-router pruzˇa programsko sucˇelje (eng. API) za mijenjanje URL-a pretrazˇivacˇa,
korisˇtenje gumba ’Nazad’ (povijest, eng. back-button), resetiranje email lozinke ili
verifikaciju poveznice s autentifikacijskim parametrima iz URL-a. Podrzˇano je i
ugnijezˇdeno mapiranje ruta do ugnijezˇdenih komponenti te fino razradena kontrola
tranzicije. Izrada SPA aplikacije s front-end preusmjeravanjem uz Vue i vue-router
nije slozˇeno. Uz Vue, programeri komponiraju aplikaciju iz malih gradevnih blo-
kova, gradec´i sve vec´u aplikaciju. Dodatno, uz vue-router, komponente treba samo
mapirati na rutu kojoj pripadaju, te roditeljske (ili korijenske) rute moraju indicirati
gdje c´e se renderirati djeca, sˇto se cˇini pozicioniranjem posebnih tagova u HTML
predlosˇku roditeljske komponente.
1.2 Osnovni pojmovi i koncepti
Pogodnosti Vue mozˇemo koristiti dodajuc´i skriptu s referencom na minimiziranu bibli-
oteku u HTML, lokalnom instalacijom pomoc´u alata npm s kojim kontroliramo koje pa-
kete c´emo instalirati, ili pomoc´u alata CLI koji prema predlosˇcima generira osnovni kostur
i strukturu aplikacije s vec´ instaliranim paketima[3].
1 v a r vm = new Vue ( {
2 / / o p c i j e : e l , da t a , methods , computed . . .
3 } )
Listing 1.1: Osnovna instanca Vue
Neke od opcija koje mozˇemo definirati u instanci su:
• el: opcija vezˇe instancu za HTML element unutar kojega c´e vrijediti pogodnosti
okvira Vue
1 v a r vm = new Vue ( {
2 e l : ’ # app ’
3 } )
U primjeru se instanca vezˇe na element s identifikatorom “id=‘app’”.
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• data: opcija definira instanci skup varijabli s kojima c´e raditi.
1 v a r vm = new Vue ( {
2 e l : ’ # app ’ ,
3 d a t a : {
4 v a r i j a b l a 1 : ’ v r i j e d n o s t ’ ,
5 v a r i j a b l a 2 : 0
6 }
7 } )
• methods: opcija u kojoj definiramo sve metode koje c´emo koristiti u aplikaciji
• computed: opcija u kojoj definiramo krac´e metode (tzv. izracˇunata svojstva) koje
cˇesto koristimo
• components: opcija u kojoj navodimo tagove i imena posebnih komponenti koje smo
sami definirali
1 v a r vm = new Vue ( {
2 e l : ’ # app ’ ,
3 d a t a : {
4 v a r i j a b l a 1 : ’ v r i j e d n o s t ’ ,
5 v a r i j a b l a 2 : 0
6 } ,
7 methods : {
8 someMethod ( ) { . . . }
9 } ,
10 computed : {
11 i n s u f f i c i e n t Q u a n t i t y ( ) {
12 r e t u r n t h i s . v a r i j a b l a 2 > 5 ;
13 }
14 } ,
15 components : {
16 ’ noviTag ’ : novaKomponenta
17 }
18 } ) ;
Listing 1.2: Instanca Vue s opcijama
Vue uvodi dvije pokrate koje se vrlo cˇesto koriste, pa ih navodimo:
• Kod definiranja dogadaja na HTML elementu ‘@’ je ekvivalentno s ‘v-on’.
1 < i n p u t v−on : c l i c k =” metoda ”> < !−− i s t o kao −−>
2 < i n p u t @cl ick=” metoda ”>
• Kod povezivanja vrijednosti atributa u oba smjera ‘:’ je ekvivalentno s ‘v-bind’.
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1 < i n p u t v−b ind : h r e f =” u r l ”> < !−− i s t o kao −−>
2 < i n p u t : h r e f =” u r l ”>
Takoder, objasnimo na primjeru znacˇenje interpolacije stringa. Na primjer:
1 <p> { { u r l } } < / p>
c´e ispisati pravu vrijednost varijable ‘url’. Zbog dvostrukih viticˇastih zagrada Vue zna da
je izraz unutar zagrada neko data svojstvo instance Vue ili rezultat neke metode pa se taj
izraz u pozadini naprije izvrijedni i tek onda se prikazuje vrijednost tog izraza.
Pojasnimo na primjeru jednostavne aplikacije dosad spomenute pojmove pa c´emo ih
kasnije detaljnije obraditi.
Aplikacija se sastoji od glavne app komponente s HTML predlosˇkom te tri jednos-
tavne prilagodene komponente koje se dinamicˇki izmjenjuju na ekranu na dogadaj pritiska
gumba. Instanca objekta klase Vue je definirana u JavaScript datoteci main.js, gdje smo
naveli na koji element c´e Vue imati utjecaj. U nasˇem primjeru je to element s id oznakom
’app’.
Prikaz ekrana nakon pritiska plavog gumba
Prikaz ekrana nakon pritiska zelenog gumba
Prikaz ekrana nakon pritiska crvenog gumba
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Komponenta plave boje (Blue.vue) se ucˇitava odmah po ucˇitavanju aplikacije ili na
pritisak plavog gumba. Komponenta zelene boje (Green.vue) se ucˇitava na pritisak zelenog
gumba, a komponenta crvene boje (Red.vue) na pritisak crvenog gumba. Opisat c´emo
implementaciju spomenutih komponenti i mehanizam njihove izmjene na ekranu.
Prikazˇimo datoteke s JavaScript kodom gdje se vidi da je novi objekt Vue instance
registriran na element s id oznakom ‘app’, te osnovni HTML kod aplikacije u kojem se
nalazi element tipa div s oznakom ‘app’.
1 i m p o r t Vue from ’ vue ’
2 i m p o r t App from ’ . / App . vue ’
3
4 new Vue ( {
5 e l : ’ # app ’ ,
6 r e n d e r : h => h ( App )
7 } )
Listing 1.3: Main.js datoteka
1 < !DOCTYPE html>
2 <html l a n g=” en ”>
3 <head>
4 <meta c h a r s e t =” u t f −8”>
5 < t i t l e >Vue Components< / t i t l e >
6 < l i n k r e l =” s t y l e s h e e t ” h r e f =” h t t p s : / / maxcdn . cdn . com
7 / b o o t s t r a p / 3 . 3 . 7 / c s s / b o o t s t r a p . min . c s s ”>
8 < / head>
9 <body>
10 <d i v i d=” app ”>
11 < / d i v>
12 < s c r i p t s r c =” / d i s t / b u i l d . j s ”>< / s c r i p t >
13 < / body>
14 < / html>
Listing 1.4: index.html datoteka
U datoteci main.js definiramo tj. registriramo glavni objekt Vue instance koji se vezˇe za
element s id oznakom ‘app’ te nam omoguc´ava korisˇtenje Vue pogodnosti i funkcija unutar
tog elementa.
Nadalje, svaka validna Vue datoteka se sastoji od tri karakteristicˇna dijela: template,
script i style dijela.
Template dio se navodi izmedu <template></template> tagova, a sadrzˇi HTML
kod koji zˇelimo pridruzˇiti nasˇoj komponenti. Jedino ogranicˇenje ovog dijela je da sav
HTML kod mora biti zapakiran u jedan korijenski element, u praksi najcˇesˇc´e div element.
Script dio se navodi izmedu <script></script> tagova i sadrzˇi sav JavaScript kod
vezan uz nasˇu komponentu i njezin HTML predlozˇak: varijable, defincije dogadaja, itd.
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Style dio se navodi izmedu <style></style> tagova i sadrzˇi CSS kod koji se de-
finira kao globalni, osim u slucˇaju navodenja atributa scoped unutar style taga - tada se
navedeni CSS stil primjenjuje samo na HTML kod u predlosˇku iste datoteke.
Komponente aplikacije te potrebni dogadaji su registrirani u datoteci App.vue, u pri-
padajuc´em objektu Vue, koji se izvozi (eng. export) te spaja s objektom Vue iz datoteke
main.js.
1 < s c r i p t >
2 i m p o r t Blue from ’ . / components / Blue . vue ’ ;
3 i m p o r t Green from ’ . / components / Green . vue ’ ;
4 i m p o r t Red from ’ . / components / Red . vue ’ ;
5
6 e x p o r t d e f a u l t {
7 d a t a : f u n c t i o n ( ) {
8 r e t u r n {
9 s e l e c t e d C o m p o n e n t : ” Blue ”
10 }
11 } ,
12 components : {
13 appBlue : Blue ,
14 appGreen : Green ,
15 appRed : Red
16 }
17 }
18 </ s c r i p t >
Listing 1.5: App.vue - JavaScript
U JavaScript kodu uvozimo (eng. import) datoteke s prilagodenim komponentama kako
bismo ih mogli registrirati unutar objekta Vue instance. Komponente definiramo u objektu
components u obliku kljucˇ-vrijednost (npr. ’appBlue: Blue’, gdje appBlue oznacˇava je-
dinstveni HTML tag za komponentu Blue). U datoteci App.vue definiramo i objekt data
sa svojstvom selectedComponent kojem vrijednost postavljamo na “Blue”, kako bi se po
ucˇitavanju aplikacije na odgovarajuc´em mjestu odmah prikazala plava komponenta. Svoj-
stvo selectedComponent je kljucˇno za nasˇu aplikaciju jer se upravo njegova vrijednost mi-
jenja na pritisak gumba i time direktno utjecˇe na promjenu komponente koja se prikazuje.
Kada u konstruktoru za novu Vue instancu prosljedujemo objekt sa el, data, methods i
drugim objektima Vue kopira taj objekt te postavlja watcher za svako svojstvo u objektu
data. Tako zna kada se koje svojstvo promijenilo i koji dio treba azˇurirati. Postavljanje wat-
cher-a se dogada samo jednom i to je uvijek kroz konstruktor instance. Dakle, mi mozˇemo
naknadno definirati neko novo svojstvo za instancu, no tada ono nec´e biti reaktivno jer se
za njega nije postavio watcher. Watcher-i se postavljaju samo i jedino za one varijable koje
su inicijalno poslane konstruktoru u svojstvu data.
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Nadalje, jednom kada je Vue instanca definirana, imamo neka njezina svojstva koja
valja dodatno istaknuti. To su:
• $el - sadrzˇaj HTML komponente na koju je vezana Vue instanca;
• $data - omoguc´ava pristup objektu data i njegovim atributima;
• $refs - pomoc´u tog svojstva dolazimo do svih DOM elemenata u dosegu instance
koji na sebi imaju ref tag. Mijenjajuc´i takve elemente mijenjamo direktno DOM
strukturu (ne Vue template koji se generira). To za posljedicu ima da prvi puta kada
se tako izmjenjeni element azˇurira, sve nasˇe promjene c´e nestati. Vue ne azˇurira
direktno DOM vec´ prati promjene varijabli i ponovno povlacˇi template koji smo de-
finirali. Svojstvo je, medutim, korisno za oznacˇavanje elemenata koje kasnije zˇelimo
dohvac´ati;
Napomena 1.2.1. Sva svojstva i metode s prefiksom $ su nativna Vue svojstva, odnosno
metode. Nativna svojstva i metode pripadaju jezgrenoj biblioteci Vue i mogu se koristiti
bez prethodne registracije ili definicije.
1 < t e m p l a t e>
2 <d i v c l a s s =” c o n t a i n e r ”>
3 <d i v c l a s s =” row ”>
4 <d i v c l a s s =” co l −xs −12”>
5 <br>
6 <b u t t o n c l a s s =” b t n btn −p r i m a r y ” @cl ick=” s e l e c t e d C o m p o n e n t = ’ Blue ’ ”>
7 Load Blue Templa te< / b u t t o n>
8 <b u t t o n c l a s s =” b t n btn − s u c c e s s ” @cl ick=” s e l e c t e d C o m p o n e n t = ’ Green ’ ”
>Load Green Templa te< / b u t t o n>
9 <b u t t o n c l a s s =” b t n btn −d an ge r ”
10 @click=” s e l e c t e d C o m p o n e n t = ’Red ’ ”>Load Red Templa te< / b u t t o n>
11 <hr>
12 <component : i s =” ’ app ’ . c o n c a t ( s e l e c t e d C o m p o n e n t ) ”>
13 <p> Thi s i s t h e
14 { { s e l e c t e d C o m p o n e n t . toLowerCase ( ) } } component .< / p>
15 < / component>
16 < / d i v>
17 < / d i v>
18 < / d i v>
19 < / t e m p l a t e>
Listing 1.6: App.vue - predlozˇak
Predlozˇak aplikacije se sastoji od div elementa s klasom col-xs-12 koja zapravo djeluje
na responzivnost tako sˇto govori kako da se aplikacija ponasˇa na malim ekranima - taj ele-
ment se treba protezati od lijevog do desnog ruba roditeljskog elementa. Ova, kao i sve
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ostale klase pridruzˇene tagovima u gornjem predlosˇku dolaze iz biblioteke Bootstrap[2].
Dalje se navode tri gumba, od kojih svaki mijenja sadrzˇaj svojstva selectedComponent iz
skupa varijabli (data) Vue instance te implicitno mijenja prikaz odgovarajuc´e komponente
na ekranu. Ispod gumba se nalazi tag component, Vue-ov ugradeni tag za komponentu.
Tag component je u pozadini obraden tako da Vue zna i ocˇekuje kod posebne komponente
unutar njega. U nasˇem primjeru unutar component taga se nalazi p tag u kojem imamo iz-
raz {{selectedComponent.toLowerCase()}}. Ranije smo spomenuli da ovaj postupak
zovemo interpolacija stringa. Vrijednost svojstva selectedComponent najprije se transfor-
mira u rijecˇ pisanu malim tiskanim slovima te se potom konkatenira s ostatkom recˇenice.
Pomoc´u vezanog atributa :is Vue zna koju komponentu treba prikazati. S desne strane
jednakosti atributa :is se navodi ime taga registrirane komponente koju zˇelimo prikazati. U
nasˇem primjeru se vrijednost vezanog atributa :is izvrijednjuje tako da se spaja rijecˇ ‘app’ s
vrijednosˇc´u svojstva selectedComponent. Primjetimo da c´e pritiskom npr. zelenog gumba
svojstvo selectedComponent poprimiti vrijednost ‘Green’, te c´e se atribut :is izvrijedniti
u rijecˇ ‘appGreen’ sˇto je upravo ime taga kojem smo u objektu Vue instance pridruzˇili
komponentu Green i na ekranu c´e nam se zaista prikazati zelena (Green) komponenta.
Komponentu je moguc´e promijeniti uz pomoc´ JavaScripta tako da u kodu promijenimo
vrijednost svojstva selectedComponent. To rezultira promjenom komponente na ekranu,
jednako kao i pritisak gumba. To je primjer reaktivnosti. Imamo svojstvo koje utjecˇe na
prikaz komponente, i nebitno je kako se promijenila vrijednost danog svojstva, akcijom
korisnika u sucˇelju ili pozadinski u JavaScript kodu, dogodit c´e se ocˇekivana promjena.
U slucˇaju da ne zˇelimo na istom mjestu ekrana izmjenjivati razlicˇite komponente nego
ih zˇelimo prikazivati sve u isto vrijeme dovoljno je samo u HTML predlosˇku navesti prazne
tagove s kojima smo registrirali dane komponente u objektu Vue instance. U nasˇem pri-
mjeru se unutar samog component taga nalazi paragraf (p) tag koji c´e se prikazivati u svakoj
od nasˇih komponenti. To je zgodna moguc´nost koju Vue pruzˇa, a omoguc´eno je slot tagom
unutar HTML predlosˇka komponente.
Slot je poseban tag koji nam Vue pruzˇa kako bismo ugnijezˇdenoj komponenti proslije-
dili HTML kod iz roditeljske komponente. On je u pozadini obraden na nacˇin da se kod
ucˇitavanja HTML koda komponente slot tag zamijeni odgovarajuc´im HTML kodom iz ro-
diteljske komponente, a koji se nalazi izmedu tagova <component></component>, bez
obzira sˇto je sam HTML kod naveden u roditeljskoj komponenti.
Za kraj ostavljamo style dio App.vue datoteke. Nemamo definiran poseban stil pa style
tag ostavljamo praznim.
1 < s t y l e>< / s t y l e>
Listing 1.7: App.vue - CSS
Pogledajmo sada datoteke prilagodenih komponenti:
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1 < t e m p l a t e>
2 <d i v>
3 < s l o t>< / s l o t>
4 < / d i v>
5 < / t e m p l a t e>
6
7 < s c r i p t >< / s c r i p t >
8
9 < s t y l e scoped>
10 d i v {
11 b o r d e r : 1px s o l i d b l u e ;
12 background − c o l o r : l i g h t b l u e ;
13 padd ing : 30 px ;
14 margin : 20 px a u t o ;
15 t e x t − a l i g n : c e n t e r
16 }
17 < / s t y l e>
Listing 1.8: Blue.vue
Kao sˇto vidimo, predlozˇak se sastoji samo od korijenskog div elementa i unutar njega tag
slot. Slot nam omoguc´ava da se p element definiran unutar component taga predlosˇka
App.vue prikazuje unutar komponente Blue.vue (dok je komponenta aktivna, tj. dok se
prikazuje). U nasˇem slucˇajnu je takvo prosljedivanje HTML koda posebno zgodno svojstvo
jer nam ne treba prosljedivanje parametara u Blue.vue komponentu. Mijenjanjem aktivne
komponente na ekranu automatski se mijenja i poruka unutar p taga - ovisno o vrijednosti
svojstva selectedComponent.
Takoder, imamo definiran stil za danu komponentu koji dolazi unutar taga style s atri-
butom scoped. Podsjetimo se, atribut scoped nam kazˇe da je navedeni stil primjenjiv samo
na danu komponentu. Da smo stil definirali bez atributa scoped stil bi se primjenjivao glo-
balno, odnosno bio bi primjenjiv na sav HTML kod aplikacije, bez obzira kojoj komponenti
pripada.
1 < t e m p l a t e>
2 <d i v>
3 < s l o t>< / s l o t>
4 < / d i v>
5 < / t e m p l a t e>
6
7 < s c r i p t >< / s c r i p t >
8
9 < s t y l e scoped>
10 d i v {
11 b o r d e r : 1px s o l i d g r e e n ;
12 background − c o l o r : l i g h t g r e e n ;
13 padd ing : 30 px ;
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14 margin : 20 px a u t o ;
15 t e x t − a l i g n : c e n t e r
16 }
17 < / s t y l e>
Listing 1.9: Green.vue
1 < t e m p l a t e>
2 <d i v>
3 < s l o t>< / s l o t>
4 < / d i v>
5 < / t e m p l a t e>
6
7 < s c r i p t >< / s c r i p t >
8
9 < s t y l e scoped>
10 d i v {
11 b o r d e r : 1px s o l i d r e d ;
12 background − c o l o r : l i g h t c o r a l ;
13 padd ing : 30 px ;
14 margin : 20 px a u t o ;
15 t e x t − a l i g n : c e n t e r
16 }
17 < / s t y l e>
Listing 1.10: Red.vue
Datoteke Green.vue i Red.vue su ekvivalentne s Blue.vue do na definiciju stila. Tri kom-
ponente razlikuju se u definiciji pozadinskog obojenja, tj. svaka c´e obojati element u pripa-
dajuc´u pozadinsku boju. Primjetimo da u nasˇoj aplikaciji imamo samo jednu Vue instancu
kojom kontroliramo izmjenu tri jednostavne komponente.
Teoretski je moguc´e i sasvim u redu koristiti visˇe instanci, no treba biti pazˇljiv jer iz
svake instance pristupamo samo lokalno definiranim vrijednostima objekta data.
Instancama se mozˇe pristupiti i izvana, pod uvjetom da smo definiciju instance pospre-
mili u varijablu, na primjer:
1 v a r vm = new Vue ( {
2 e l : ’ # app ’ ,
3 d a t a : {
4 t i t l e : ’New Vue i n s t a n c e ’
5 }
6 } ) ;
Tada instancom mozˇemo manipulirati kao bilo kojim JavaScript objektom. Mozˇemo joj
pristupati iz neke druge instance ili s bilo kojeg mjesta u JavaScript kodu, jednostavno
pristupajuc´i varijabli kojoj smo pridruzˇili definiciju instance:
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1 s e t T i m e o u t ( f u n c t i o n ( ) {
2 vm . t i t l e = ’ Updated t i t l e ’ ;
3 } , 2000) ;
Navedeni isjecˇak koda c´e direktno izmijeniti vrijednost svojstva title iz gore registriranog
objekta data jer smo mu pristupili pomoc´u varijable vm u koju smo pospremili objekt Vue
instance.
Ako nismo sigurni gdje c´emo ucˇitavati instancu ili se HTML kod za danu instancu nak-
nadno dinamicˇki generira, mozˇemo samu instancu kreirati bez svojstva el te je naknadno
povezati s HTML kodom uz pomoc´ nativne metode mount:
1 vm . $mount ( ’ # app ’ ) ;
sˇto je ekvivalentno definiranju
1 e l : ’# app ’
unutar konstruktora.
U konstruktoru instance mozˇemo definirati i svojstvo template gdje navodimo HTML
kod koji zˇelimo prikazati u svojoj komponenti, no to je dosta ogranicˇavajuc´e obzirom da
je tesˇko pisati visˇelinijski kod u obicˇnom stringu. Obicˇno se ne koristi, eventualno za
jednostavne jednolinijske kodove.
Vue instance nisu pogodne za koncept ponovne upotrebe, jer se instanca vezˇe za prvi
element s definiranim selektorom, a svi pripadajuc´i selektori iza se ignoriraju. Dakle, ako
za el svojstvo u konstruktoru instance postavimo selektor ’.app’ tada c´e Vue imati utjecaj
samo na prvi DOM element s klasom app bez obzira koliko ih josˇ ima nakon njega.
Ono sˇto se u Vue okviru koristi za koncept ponovne upotrebe jesu komponente. Njima
zadajemo tag koji Vue prepoznaje kao identifikator dane komponente, i koliko god puta ga
navedemo u HTML kodu, toliko puta c´e se prikazati nasˇa komponenta.
Sˇto se ticˇe osvjezˇavanja prikaza, prilikom promjene modela Vue koristi virtualni DOM.
JavaScript je brz sam po sebi, no pristup DOM-u je prilicˇno spor i bilo bi sporo kada bi
Vue predlozˇak zbog malih promjena generirao cijeli novi DOM. Zato Vue radi s dodatnim
slojem (eng. layer) koji je zapravo kopija DOM-a, to jest virtualni DOM, koji je parsirani
JavaScript i brzo mu se pristupa. On stalno prati promjene i usporeduje Vue instancu s
virtualnim DOM-om te u izvornom (eng. native) DOM-u mijenja samo one elemente gdje
je uocˇio razlike umjesto da generira cijeli novi DOM. To Vue cˇini vrlo brzim.
Napomena 1.2.2. Nativna metoda $destroy() unisˇtava svu JavaScript logiku vezanu za
komponentu. Ne unisˇtava DOM strukturu.
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1.3 Vue Webpack i Vue CLI
Vue.js dolazi u dva osnovna oblika: s ugradenim kompajlerom i bez njega. Ako zˇelimo
raditi sa string predlosˇcima (eng. template) i dinamicˇki ucˇitavati (eng. mount) komponente
tada nam treba verzija s ugradenim kompajlerom. U protivnom, ako koristimo definirane
predlosˇke dovoljan nam je manji paket bez ugradenog kompajlera. Manji je za 30%, a
kompajler je dostupan na razvojnom serveru (eng. development server). Takoder, razvoj
pomoc´u razvojnog servera nam daje neke dodatne moguc´nosti poput pisanja koda u Ec-
maScript6 formatu, a serverov transpiler (Babel) c´e ga prevoditi u EcmaScript5 kako bi se
sadrzˇaj prikazivao u svim pretrazˇivacˇima. Razvojni server nam omoguc´uje i auto-reload
svojstvo. To znacˇi da se promjene, u kodu, na ekranu vide odmah po ucˇinjenim promje-
nama.
Jedna od najvec´ih prednosti korisˇtenja razvojnog servera je upravo to sˇto se aplikacija
posluzˇuje preko njega, odnosno dohvac´amo je u svoj pretrazˇivacˇ sa servera. To znacˇi da se
nisˇta ne kompajlira lokalno i to nam omoguc´ava laksˇi razvoj i bolju robusnost, bez obzira na
racˇunalo i pretrazˇivacˇ koji koristimo. Jedan od alata koji mozˇemo koristiti za laksˇi pocˇetak
gradnje aplikacije je Vue CLI. Vue CLI ima jednu znacˇajnu prednost i glavni zadatak, a to
je pristup VueJS Project Templates. Dohvac´a nam, ovisno o tome s kojim parametrima ga
pokrec´emo, prazan ali inicijalno postavljen i poslozˇen projekt. Instaliramo ga pomoc´u:
npm install -g vue-cli
Npm stoji za node package manager, i da bi ispravno radio trebamo prethodno instalirati
Node.js. Node.js nam nije potreban za razvoj same Vue aplikacije, ali npm paket ga koristi.
Zastavica ’-g’ stoji kao oznaka da se vue-cli instalira globalno na nasˇem racˇunalu. Na
Linuxu ili MacOS-u c´emo za instalaciju vue-cli mozˇda trebati administratorska prava i
gore navedenoj naredbi dodati prefix sudo. Mozˇemo birati izmedu razlicˇitih predlozˇaka
(eng. template), neki od njih su:
• simple - index.html + Vue CDN import;
• webpack-simple - osnovni Webpack tijek rada (eng. workflow);
• webpack - slozˇeni Webpack tijek rada;
• browserify/ browserify-simple - Browserify tijek rada, vrlo slicˇno kao i Webpack.
Nakon instalacije Vue-CLI i odabira predlosˇka, inicijaliziramo projekt i unutar njega insta-
liramo potrebne pakete pomoc´u npm, naredbama u bash ljusci kako slijedi:
1 vue i n i t webpack−s i m p l e vue− c l i
2 cd vue− c l i
3 npm i n s t a l l
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Recimo da smo odabrali webpack-simple kao predlozˇak, i mapu u kojoj se inicijalizira
projekt smo nazvali vue-cli.
Nakon uspjesˇne instalacije npm paketa, mozˇemo pokrenuti razvojni server naredbom:
npm run dev
Razvojni server c´e automatski nasˇu aplikaciju napraviti dostupnom na URL
http://localhost:8080.
Ukoliko zˇelimo pripremiti aplikaciju za objavljivanje i postavljanje na javno dostupni
server, naredba
npm run build
c´e minimizirati i optimizirati paket za takvu akciju.
Nakon sˇto smo na jednostavnom primjeru objasnili osnovne elemente Vue aplikacije,
u narednim sekcijama c´emo detaljnije opisati svaki od njih.
1.4 Direktive
Direktive su posebne oznake koje na DOM element vezˇu specificˇne predefinirane akcije,
ovisno o tome koju direktivu koristimo. Postoje gotove Vue direktive: v-text, v-html, v-
model, v-show, v-bind, itd. Kao sˇto je vidljivo, direktive uvijek zapocˇinju s ”v-” pa neka
kljucˇna rijecˇ.
Direktiva v-show spada pod uvjetne direktive i koristi se za prikaz/sakrivanje DOM
elementa ovisno o vrijednosti neke boolean varijable. Primjer:
1 <b u t t o n v−show=” u v j e t ”>Gumb< / b u t t o n>
Gumb c´e se prikazivati ako je stanje varijable uvjet jednako ‘true’,odnosno bit c´e sakriven
ako je vrijednost varijable ‘false’. Josˇ jedna takva direktiva je v-if. Razlika je u tome da
v-if direktiva dodaje ili micˇe element iz DOM strukture dok v-show samo postavlja CSS
svojstvo display, dakle ne mijenja DOM strukturu dokumenta.
Direktiva v-bind sluzˇi za povezivanje vrijednosti HTML atributa. To znacˇi da c´e, u
nasˇem primjeru, atribut src poprimiti vrijednost varijable imageSrc iz skupa varijabli (data)
Vue instance.
1 <img v−b ind : s r c =” imageSrc ”>
Direktiva v-text sluzˇi za prosljedivanje teksta elementu.
1 <span v− t e x t =”msg”>< / span> < !−− i s t o kao −−>
2 <span> { { msg } } < / span>
Direktiva v-html prosljeduje elementu string koji postavlja za vrijednost innerHTML-a.
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1 <d i v v−html=” h tml ”>< / d i v>
Direktiva v-for sluzˇi za prikazivanje elemenata niza/liste.
1 <d i v v− f o r =” i t em i n i t e m s ”>
2 { { i t em . t e x t } }
3 < / d i v>
Direktive, kao i komponente, mozˇemo sami stvarati te ih definirati i globalno i lokalno.
Globalno ih definiramo pomoc´u
1 Vue . d i r e c t i v e ( ’ imeKomponente ’ , { k o n f i g u r a c i j a } ) ;
u datoteci main.js. Slicˇno kao kod komponenti, samo se u prvom argumentu ne prosljeduje
ime taga vec´ ime komponente na koju se direktiva vezˇe.
Direktive se mogu definirati i lokalno. Tada su dostupne samo u komponenti u kojoj su
definirane, a definiraju se u svojstvu directives.
Postoji pet razlicˇitih okidacˇa (eng. hooks) koji su zapravo poput metoda zˇivotnog cik-
lusa:
1. bind(el, binding, vnode) – ova metoda se pokrec´e cˇim je direktiva vezana na element.
el oznacˇava element na koji smo vezali direktivu, binding oznacˇava nacˇin na koji
smo vezali direktivu (tu odredujemo koje varijable i/ili modifikatore mozˇemo pro-
sljedivati), dok vnode oznacˇava cˇvor u virtualnom DOM-u i rijetko se koristi. Vnode
bi se trebao koristiti samo za cˇitanje jer sadrzˇi informacije koje Vue kontrolira i ne
bismo ih trebali mijenjati pri izvodenju (eng. runtime).
2. inserted(el, binding, vnode) – pokrec´e se kad se element na koji smo vezali direktivu
kreira u DOM roditeljskom elementu.
3. update(el, binding, vnode, oldVnode) – pokrec´e se kada azˇuriramo komponentu,
bitno je naglasiti da se ta metoda poziva kada potomci te komponente nisu josˇ
azˇurirani. Dodatni argument oldVnode sadrzˇi prethodnu vrijednost cˇvora, buduc´i
je aktualna azˇurirana na vnode. Obje ove vrijednosti su dostupne samo za cˇitanje.
4. componentUpdated(el, binding, vnode, oldVnode) – pokrec´e se kada je azˇurirana i
komponenta i njezini potomci.
5. unbind(el, binding, vnode) – pokrec´e se kada se direktiva ukloni.
Bind i update se u praksi najcˇesˇc´e koriste. Primjer jednostavne direktive koja samo dodaje
elementu pozadinsku boju:
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1 <d i v i d=” app ”>
2 <p>Text< / p>
3 <p v− h i g h l i g h t>Some o t h e r t e x t< / p>
4 < / d i v>
Listing 1.11: HTML
1 Vue . d i r e c t i v e ( ’ h i g h l i g h t ’ , {
2 b ind ( e l , b i n d i n g , vnode ) {
3 e l . s t y l e . background = ’ g r e e n ’ ;
4 }
5 } ) ;
6
7 new Vue ( {
8 e l : ’ # app ’
9 } ) ;
Listing 1.12: Vue
Primjer prosljedivanja vrijednosti direktivi:
1 <d i v i d=” app ”>
2 <p>Text< / p>
3 <p v− h i g h l i g h t =” ’ red ’ ”>Some o t h e r t e x t< / p>
4 < / d i v>
Listing 1.13: HTML
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1 Vue . d i r e c t i v e ( ’ h i g h l i g h t ’ , {
2 b ind ( e l , b i n d i n g , vnode ) {
3 e l . s t y l e . background = b i n d i n g . v a l u e ;
4 }
5 } ) ;
6
7 new Vue ( {
8 e l : ’ # app ’
9 } ) ;
Listing 1.14: Vue
Vrijednost koja se nalazi izmedu dvostrukih navodnika kod navodenja direktive sprema se
u varijablu binding.value. Vrijednost mozˇe biti u JSON obliku gdje onda dalje pristupamo
atributima objekta. Na taj nacˇin mozˇemo proslijediti i visˇe razlicˇitih vrijednosti istoj direk-
tivi. Ako kroz vrijednost zˇelimo poslati ime funkcije koju zˇelimo izvrsˇiti, tada toj funkciji
pristupamo s binding.value() – tocˇno kao da pozivamo tu funkciju.
Primjer prosljedivanja argumenta direktivi:
1 <d i v i d=” app ”>
2 <p>Text< / p>
3 <p v− h i g h l i g h t : background=” ’ b lue ’ ”>Some o t h e r t e x t< / p>
4 < / d i v>
Listing 1.15: HTML
1 Vue . d i r e c t i v e ( ’ h i g h l i g h t ’ , {
2 b ind ( e l , b i n d i n g , vnode ) {
3 i f ( b i n d i n g . a r g == ’ background ’ ) {
4 e l . s t y l e . background = b i n d i n g . v a l u e ;
5 }
6 }
7 } ) ;
8
9 new Vue ( {
10 e l : ’ # app ’
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11 } ) ;
Listing 1.16: Vue
Vrijednost argumenta koji prosljedujemo sprema se u varijablu binding.arg. Argu-
mente prosljedujemo obicˇno u slucˇajevima kada zˇelimo izvrsˇiti poseban dogadaj u slucˇaju
postojanja tog argumenta. U slucˇaju nasˇeg primjera sa slike, da nemamo naveden argument
background boja pozadine se ne bi mijenjala u plavu.
Primjer prosljedivanja modifikatora:
1 <p v− h i g h l i g h t : background . d e l a y e d = ” ’ b lue ’ ”>Some o t h e r t e x t< / p>
1 Vue . d i r e c t i v e ( ’ h i g h l i g h t ’ , {
2 b ind ( e l , b i n d i n g , vnode ) {
3 v a r d e l a y = 0 ;
4 i f ( b i n d i n g . m o d i f i e r s [ ’ d e l a y e d ’ ] ) {
5 d e l a y = 2000 ;
6 }
7 s e t T i m e o u t ( ( ) => {
8 i f ( b i n d i n g . a r g == ’ background ’ ) {
9 e l . s t y l e . background = b i n d i n g . v a l u e ;
10 }
11 } , d e l a y ) ;
12 }
13 } ) ;
Primjer prikazuje kako se u prisustvu modifikatora ‘delayed’ mijenjanje pozadinske boje
odgada za 2000 milisekundi. Bez navedenog modifikatora nema odgode. Modifikatora
mozˇemo dodati visˇe i svi se cˇuvaju u nizu binding.modifiers.
1.5 Komponente
Komponente su zapravo nove Vue instance, s prosˇirenim moguc´nostima. Na komponente
mozˇemo gledati kao na prilagodene dijelove HTML koda koje sami pisˇemo i koji se mogu
opetovano koristiti na razlicˇitim mjestima. Vue ih koristi za koncept ponovne upotrebe.
Kako komponente jesu Vue datoteke imaju i karakteristicˇnu strukturu - template, script i
style.
Komponente se mogu registrirati kao globalne ili lokalne. Globalno ih registriramo
pomoc´u funkcije Vue.component() u datoteci main.js i iznad objekta Vue instance, dok ih
lokalno registriramo tako da definiramo komponentu kao novi objekt u zasebnoj datoteci
te u objektu Vue instance registriramo komponentu u svojstvu components.
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1 Vue . component ( ’ c l i c k −c o u n t e r ’ , {
2 d a t a : f u n c t i o n ( ) {
3 r e t u r n {
4 c o u n t : 0
5 }
6 } ,
7 t e m p l a t e : ’<p v−on : c l i c k =” c o u n t ++”>You c l i c k e d me { { c o u n t } }
t i m e s . < / p> ’
8 } ) ;
9
10 new Vue ( { . . . } ) ;
Listing 1.17: Globalna registracija komponente
Komponente prosˇiruju Vue instancu pa im data objekt trebamo proslijediti umjesto da ga
deklariramo lokalno. Data treba biti u obliku funkcije koja c´e vrac´ati objekt s varijablama
koje nam trebaju, kako bi svaka instanca komponente koju definiramo u kodu imala neza-
visnu kopiju iste varijable.
1 e x p o r t d e f a u l t {
2 d a t a ( ) {
3 r e t u r n {




Listing 1.18: Primjer objekta data kao funkcije
Ako proslijedujemo predefinirani data objekt komponenti, treba biti svjestan da c´e sve
instance iste komponente pristupati istoj memorijskoj lokaciji. Dakle, ako u jednoj kom-
ponenti promijenimo stanje neke varijable, promijenit c´e se u svim komponentama s istom
oznakom.
Komunikacija medu komponentama
Komunikacija medu komponentama je bitna za aplikacije gdje visˇe komponenata koristi ili
prikazuje iste podatke te je stoga potrebno da podaci cirkuliraju kroz aplikaciju.
1. Proslijedivanje parametara u smjeru roditelj <-> potomak:
Sluzˇi za prosljedivanje vrijednosti varijable roditeljske komponente ugnijezˇdenoj
komponenti koja zatim tu vrijednost sprema u svoju lokalnu varijablu, s kojom da-
lje radi. Varijabla za proslijedenu vrijednost se definira u posebnom svojstvu props
u objektu instance ugnijezˇdene komponente. Roditeljska komponenta samu vrijed-
nost sˇalje navodec´i ime vezane varijable u tagu ugnijezˇdene komponente. Primjer:
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<moja-komponenta vezanaVarijabla="name"></moja-komponenta>.
Varijabla koju prenosimo u ugnijezˇdenu komponentu (moja-komponenta) je varija-
bla “name” iz data objekta. U objektu Vue instance ugnijezˇdene komponente tre-
bamo registrirati vezanu varijablu, kako je navedeno:
1 e x p o r t d e f a u l t {
2 p r o p s : [ ’ v e z a n a V a r i j a b l a ’ ] ,
3 d a t a ( ) {
4 r e t u r n {




1 Vue . component ( ’ t e x t i t ’ , {
2 p r o p s : [ ’ t i t l e ’ ] ,
3 d a t a : f u n c t i o n ( ) {
4 r e t u r n {
5 c o u n t : 0
6 }
7 } ,
8 t e m p l a t e : ’<h1> { { t i t l e } } </h1> ’
9 } ) ;
10
11 new Vue ( {
12 e l : ’ # app ’ ,
13 d a t a : {
14 t e x t : ’NASLOV’
15 }
16 } ) ;
Listing 1.19: Prosljedivanje parametara pomoc´u svojstva props
1 <d i v i d = ’ app ’>
2 < t e x t i t t i t l e =” t e x t ”>< / t e x t i t >
3 < / d i v>
Ako, na primjer, u ugnijezˇdenoj komponenti promijenimo vrijednost varijable ‘title’ i
zˇelimo to javiti roditeljskoj komponenti, onda koristimo nativnu metodu $emit(’ime-
Dogadaja’, vrijednost);.
1 Vue . component ( ’ t e x t i t ’ , {
2 p r o p s : [ ’ t i t l e ’ ] ,
3 d a t a : f u n c t i o n ( ) {
4 r e t u r n {
5 c o u n t : 0
6 }
7 } ,
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Slika 1.1: Izgled komponente
8 methods : {
9 change ( ) {
10 t h i s . t i t l e =” Novi n a s l o v ” ;
11 t h i s . $emi t ( ’ c h a n g e T i t l e ’ , t h i s . t i t l e ) ;
12 }
13 } ,
14 t e m p l a t e : ’<h1 v−on : c l i c k =” change ”> { { t i t l e } } </h1> ’
15 } ) ;
Listing 1.20: Prosljedivanje vrijednosti primitivnih tipova roditeljskoj komponenti -
ugnijezˇdena komponenta
U roditeljskoj komponenti na proslijedenu akciju reagiramo metodom koja se zove
jednako kao ime dogadaja koje smo proslijedili u emit metodi ugnijezˇdene kompo-
nente.
1 new Vue ( {
2 e l : ’ # app ’ ,
3 d a t a : {
4 t e x t : ’NASLOV’
5 } ,
6 methods : {
7 c h a n g e T i t l e ( e v e n t ) {
8 t h i s . t e x t = e v e n t ;
9 }
10 }
11 } ) ;
Listing 1.21: Prosljedivanje vrijednosti primitivnih tipova roditeljskoj komponenti -
roditeljska komponenta
2. Komunikacija izmedu komponenata iste razine:
Komunikacije izmedu ugnijezˇdenih komponenti iste razine se odvija posredstvom
roditeljske komponente. Proslijedeni podaci iz polazne ugnijezˇdene komponente
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se prosljeduju u roditeljsku komponentu pa se automatski azˇuriraju sve ostale ug-
nijezˇdene komponente kojima roditeljska komponenta prosljeduje iste podatke.
Vue ima i podrsˇku za prosljedivanje teksta ili HTML koda komponentama. To mozˇemo
cˇiniti pomoc´u rezerviranog taga slot, kao sˇto je ranije spomenuto.
No gdje se slot kompajlira i kako se primjenjuju stilovi na tako proslijeden dio koda?
Svi stilovi koje zˇelimo primijeniti na dio koda koji prosljedujemo treba definirati u scoped
style tagu u ugnijezˇdenoj komponenti, bez obzira sˇto je sam HTML kod napisan u roditelj-
skoj komponenti. Sve ostalo vezano za proslijedeni komad koda, osim stila, kontroliramo
iz roditeljske komponente. To je vazˇno svojstvo okvira Vue. Kod tako proslijedenog koda
radi cˇak i interpolacija stringova iz roditeljske komponente, sˇto smo vidjeli na primjeru jed-
nostavne aplikacije. Takoder je podrzˇano slanje visˇestrukih slot tagova istoj ugnijezˇdnoj
komponenti. No, ako zˇelimo slotove napuniti drugacˇijim sadrzˇajima, moramo im pridodati
imena. Pri pisanju koda u roditeljskoj komponenti treba kod svakog taga navesti kojem
slotu pripada. Ako se ne navede ime slota tag c´e se pridodati predefiniranom slotu, tj.
onom bez navedenog imena. Ako se koristimo slotovima unutar predlosˇka komponente
potomka, sadrzˇaj izmedu <slot></slot> tagova c´e se uredno prikazivati.
Dostupne su i takozvane dinamicˇke komponente. Podrzˇano je dinamicˇko mijenjanje
komponenti ovisno o nekom ispunjenom uvjetu, npr. ovisno o pritisku gumba. To je
omoguc´eno pomoc´u rezerviranog taga
1 <component : i s =” s e l e c t e d C o m p o n e n t ”>< / component>
Ako se u selectedComponent mijenjaju imena tagova komponenti, tada c´e se automat-
ski renderirati komponenta s danim tagom. Kod takve dinamicˇke izmjene komponenti
one se sa svakom izmjenom unisˇtavaju i ponovno stvaraju svaki puta kod novog prikaza.
Medutim, to ponasˇanje mozˇemo promijeniti tako da cijeli <component></component>
tag umotamo u josˇ jedan tag <keep-alive></keep-alive>. Sada se komponente pri
izmjeni nec´e unisˇtavati nego se njihovo stanje cˇuva u pozadini i svaki puta s prikazivanjem
komponente vidjet c´emo stanje isto kao prije prvotne promjene.
Napredni rad s komponentama nam omoguc´ava i dva nova zˇivotna ciklusa, deactiva-
ted() i activated(). To je posebno zgodno basˇ u slucˇaju dinamicˇke izmjene komponenti
kada se komponente ne unisˇtavaju. Mozˇemo tocˇno kontrolirati sˇto c´e nam se dogoditi ako
neku komponentu deaktiviramo i/ili aktiviramo.
Napomena 1.5.1. Dobra praksa je razdvojiti Vue datoteke u mape radi bolje strukture te
preglednosti. Obicˇno se sve komponente migriraju u mapu components. Dalje se opet
mogu napraviti pod-mape u kojima c´emo organizirati Vue datoteke po tome kojoj kompo-
nenti / sucˇelju pripadaju ili necˇem slicˇnom.
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1.6 Rad s formama
U ovom odjeljku zˇelimo naglasiti jednostavnost rada s formama u okviru Vue, te ukazati
na nekoliko zanimljivih pristupa formama.
Vue podrzˇava modifikatore dogadaja (eng. event modifiers) i modifikatore tipki (eng. key
modifiers) izravno u HTML tagovima. Primjer:
1 < i n p u t @keyup . e n t e r =” mojaMetoda ”>
Primjer prikazuje modifikator tipki, poblizˇe modifikator koji se pokrec´e otpusˇtanjem raz-
maknice. U danom primjeru zˇelimo da se na akciju otpusˇtanja razmaknice izvrsˇi metoda
koju smo nazvali “mojaMetoda”.
Primjeri modifikatora dogadaja:
• .stop - sprjecˇava propagaciju to jest normalno ponasˇanje te c´e se izvrsˇiti dana metoda;
• .prevent - sprjecˇava osvjezˇavanje stranice;
• .self - izvrsˇi danu metodu samo ako se dogadaj dogodio na tom istom elementu,
obicˇno se upotrebljava uz dogadaj klika;
• .once - izvrsˇi metodu samo jednom;
Primjeri ugradenih modifikatora tipki:
• .enter;
• .tab;








POGLAVLJE 1. VUE.JS 26
• .ctrl;
Za ostale tipke koristimo uobicˇajene kodove. Na primjer, slovo c ima kod 67 pa bi primjer
modifikatora na pritisak slova c bio: <input @keydown.67="metoda">.
U formama koristimo direktivu v-model za povezivanje podataka (eng. data binding)
u oba smjera. Jednostavnim rjecˇnikom recˇeno, ako neku varijablu koja se prikazuje na
sucˇelju promijenimo direktnom interakcijom sa sucˇeljem (npr. input polje) tada c´e se od-
govarajuc´a povezana varijabla azˇurirati u pozadini. Obratno, ako se varijabla promijeni u
pozadini, odgovarajuc´a promjena c´e biti vidljiva i na sucˇelju. Imamo cˇetiri moguc´a modi-
fikatora za v-model:
• default - Vue reagira na svaku promjenu, tj. na svaku tipku.
• lazy - promjene u input polju c´e biti vidljive tek nakon sˇto maknemo fokus s polja.
• trim - brisˇe sve polazne ili krajnje bjeline.
• number - automatski se forsira konverzija stringa u broj.
Primjer:
1 < i n p u t v−model=” t e k s t ”>
1 e x p o r t d e f a u l t {
2 d a t a : f u n c t i o n ( ) {
3 r e t u r n {




Listing 1.22: Prikaz v-model direktive na input elementu
Pod pretpostavkom da su HTML i JavaScript isjecˇak dio iste datoteke, u input polju c´e
inicijalno biti vidljiv tekst “Blue” i kako ga korisnik korigira na sucˇelju, simultano c´e se
azˇurirati i varijabla data objekta.
Opisˇimo ukratko kako se direktiva v-model koristi s nekim uobicˇajenim elementima
HTML formi.
Textarea je element za prikaz visˇelinijskog teksta. Ne radi s interpolacijom stringova
pa ako mu zˇelimo proslijediti neku predefiniranu vrijednost trebamo je vezati v-model di-
rektivom. Ako zˇelimo cˇuvati tekst u formi u kojoj smo ga unijeli (s ocˇuvanim prelascima
u novi red), trebamo dodati css stil u style atribut (style=“white-space: pre”). Napomena:
to je samo zgodan trik CSS-a, nema veze s Vue okvirom.
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Vrijednosti checkboxova koje smo naveli u atributu value mozˇemo lako pospremati u
neku varijablu s v-model direktivom. Posebno, ako varijablu deklariramo kao niz, tada se
vrijednosti svih checkboxova kojima je vrijednost v-model direktive postavljena na danu
varijablu (npr. v-model=“mojNiz”) dodaju u taj niz.
Radiobutton vrijednosti iz atributa value mozˇemo spremati u posebnu varijablu koju
definiramo pomoc´u v-model direktive. Varijabla koju smo naveli pod v-model ne samo da
sprema value vrijednost nego se pomoc´u te varijable radiobuttoni grupiraju - Vue u poza-
dini obavi sve potrebne radnje za to.
Kod select i option tagova, mozˇemo birati koju vrijednost c´emo po definiciji oznacˇavati
pomoc´u vezanog atributa :selected u option tagu, ili pomoc´u v-model direktive u select
tagu. Treba biti svjestan da v-model prepisuje :selected vezani atribut iz option taga. Dakle
:selected radi samo kada v-model nije definirano.
Definiranje posebnih komponenti u formama
Vue ima podrsˇku za kreiranje novih elemenata forme. Kako bi nam ovo bilo intuitivno
treba razumjeti sˇto i kako radi v-model. On se zapravo sastoji od vezanog atributa :value i
metode @input (ili @change ako zˇelimo lazy pristup).
Povezivanje podataka ostvarujemo preko direktive v-model u tagu nasˇe komponente,
jednako kao kod svih postojec´ih elemenata.
Nec´emo ulaziti u detalje stvaranja novih elemenata formi, vec´ upuc´ujemo na dokumentaciju[7].
1.7 Filteri i Mixins
Filteri i mixins objekti pomazˇu kod strukturiranja aplikacije i prilagodenog ispisa sadrzˇaja.
Filteri
Filteri ne mijenjaju sadrzˇaj varijabli iz nasˇe aplikacije, oni samo prilagodavaju prikaz po-
dataka za korisnika. Vue ne dolazi s ugradenim filterima, tako da sve filtere koji su nam
potrebni moramo sami kreirati.
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Ako zˇelimo lokalno definirati filter definiramo ih pod svojstvom filters. Oni su funkcije
pa ih tako i definiramo. U donjem primjeru na varijablu text primjenjujemo filter toUpper-
Case.
1 <d i v i d=” app ”>
2 <p> { { t e x t | toUpperCase } } < / p>
3 <p>Some o t h e r t e x t< / p>
4 < / d i v>
1 new Vue ( {
2 e l : ’ # app ’ ,
3 d a t a ( ) {
4 r e t u r n {
5 t e x t : ’Some t e x t ’
6 }
7 } ,
8 f i l t e r s : {
9 toUpperCase ( v a l u e ) {
10 r e t u r n v a l u e . toUpperCase ( ) ;
11 }
12 }
13 } ) ;
U samom HTML-u ih prikazujemo po uzoru na Angular 2 ( ’izraz’ | filter). Mozˇemo ih
definirati i globalno pomoc´u Vue.filter(’ime-filtera’, definicija ); u datoteci main.js.
Ako na istu vrijednost primjenjujemo visˇe filtera, oni se ulancˇavaju. Dakle, primjenit
c´e se tocˇno onim redom kojim su navedeni. Vue ne zna pratiti filtere, odnosno, ne prati
promjene u podacima na koje se primjenjuje filter, sˇto znacˇi da svaki put kad se osvjezˇi
DOM osvjezˇe se i filteri. To je veliki udarac na performanse aplikacijskog okvira. Tome
mozˇemo doskocˇiti mudrim korisˇtenjem computed svojstva. Computed svojstva se defini-
raju u objektu Vue instance pod svojstvom computed. Imaju formu funkcija koje vrac´aju
transformirane vrijednosti. Tako zaobidemo filtere, tj. iskoristimo ugradeni filter iz ES6
koji definiramo kako nam je potrebno, a izbjegnemo stalno osvjezˇavanje.
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1 <d i v i d=” example ”>
2 <p>O r i g i n a l message : ” { { message } } ”< / p>
3 <p>Computed r e v e r s e d message : ” { { r e v e r s e d M e s s a g e } } ”< / p>
4 < / d i v>
1 v a r vm = new Vue ( {
2 e l : ’ # example ’ ,
3 d a t a : {
4 message : ’ H e l l o ’
5 } ,
6 computed : {
7 r e v e r s e d M e s s a g e : f u n c t i o n ( ) {




Listing 1.23: Primjer definiranja svojstva computed
Filteri opc´enito nisu najpozˇeljnija tehnika zbog svojih ogranicˇenja.
Mixins
Mixins su objekti koje definiramo kako bismo smanjili dupliciranje koda. Dio koda koji
nam treba na visˇe mjesta definiramo u posebnoj JavaScript datoteci i zatim objekt s tim
kodom koji smo definirali importiramo gdje god nam treba. Mixin se spaja s kodom kom-
ponente u koju se importira, ali na nacˇin da mixin nisˇta ne mozˇe promijeniti nego on samo
dodaje opcije. Kada se kod ucˇitava, prvo se ucˇita kod iz mixina a zatim se ucˇita kod kom-
ponente koja ima glavnu rijecˇ i preraduje metode iz mixina, ako se razlikuju. Dakle mixin
je iskljucˇivo dodatak, nema ovlasti za ikakve promjene.
Globalni mixini su specijalni slucˇaj, oni se dodaju svakoj instanci i svakoj komponenti
u aplikaciji. Definira se u datoteci main.js pomoc´u Vue.mixin({ definicija });. Lokalno se
definiraju pomoc´u importa JavaScript datoteke, te registracijom u komponenti, pod svoj-
stvom mixins, tako da imena svih mixins objekata navedemo u nizu.
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Slijedi primjer mixin objekta i registracije u komponenti. U primjeru smo filter za dane
u tjednu izdvojili u posebnu JavaScript datoteku koju zatim registriramo u nekoj kompo-
nenti.
1 e x p o r t c o n s t dayMixin = {
2 d a t a ( ) {
3 r e t u r n {
4 days : [ Sunday , Monday , Tuesday , Wednesday ,
5 Thursday , F r iday , S a t u r d a y ] ,
6 f i l t e r e d T e x t : ’ ’
7 }
8 } ,
9 computed : {
10 f i l t e r e d D a y s ( ) {
11 r e t u r n t h i s . days . f i l t e r ( ( e l ) => {
12 r e t u r n e l . match ( t h i s . f i l t e r e d T e x t ) ;




Listing 1.24: Primjer mixin objekta
1 i m p o r t { dayMixin } from ’ . / dayMixin . j s ’ ;
2
3 e x p o r t d e f a u l t {
4 mi x ins : [ dayMixin ] ,
5 d a t a ( ) {
6 r e t u r n {




Listing 1.25: Primjer registracije mixin objekta u Vue komponenti
Dalje sve data varijable iz danog mixina koristimo kao da su navedeni u data objektu same
komponente. Kao sˇto je prethodno recˇeno, mixin objekt se spaja s kodom komponente.
Prednost mixina je to sˇto u svakoj komponenti gdje je definiran (ili u slucˇaju globalnog
mixina, u svim komponentama) postoji lokalna kopija podataka i ne pokazuju svi objekti
na istu memorijsku lokaciju. Na primjer, ako u istom sucˇelju imamo dvije razlicˇite kom-
ponente s istim mixinom tada ako unutar jedne komponente mijenjamo podatke mixina,
podaci mixina unutar druge komponente c´e ostati netaknuti.
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1.8 Animacije i tranzicije
Animacije i tranzicije su vrlo bitne za korisnika, pa tako i za programere koji razvijaju
web-aplikaciju. Njihova uloga je na vrlo prirodan i intuitivan nacˇin prikazati korisniku
gdje se tocˇno nalazi u aplikaciji, sˇto se dogada i kako se kretati dalje. Ukratko, pomazˇu
pri boljem snalazˇenju ili navigiranju. Na primjer, zˇelimo dodati animaciju na dinamicˇki
element koji se, ovisno o uvjetu, prikazuje odnosno ne prikazuje.
Vue ima podrsˇku za to kroz omotacˇ (eng. wrapper) <transition>. Sve sˇto je unutar
tagova <transition></transition> mozˇe biti animirano, iako inicijalno nije. Doticˇni tag
ima ogranicˇenje - unutar njega samo jedan element mozˇe biti animiran u danom trenutku.
CSS klase koje Vue pridruzˇuje takvom elementu su sljedec´e: v-enter, v-enter-active,
v-leave, v-leave-active ili ako tranzicijskom tagu dodamo atribut name=”nekoIme” tada c´e
te klase odgovarati nekoIme-enter, nekoIme-enter-action, nekoIme-leave, nekoIme-leave-
action. Klase *-enter i *-leave traju samo jedan okvir, a klase *-action traju do kraja
animacije. U CSS klasama mozˇemo koristiti svojstva transition i animation. Svojstvo tran-
sition koristimo za postupno pojavljivanje ili nestajanje elementa (eng. fade), dok svojstvo
animation visˇe povezujemo s uklizavanjem elementa na ekran ili njegovo otklizavanje s
ekrana (eng. slide). Za josˇ bolji efekt cˇesto se animacije i tranzicije kombiniraju. Kod
tog slucˇaja vazˇno je odrediti po kojem svojstvu c´e Vue racˇunati vrijeme animacije/tran-
zicije. Ako stavimo razlicˇita vremena, a ne odredimo koje svojstvo c´e diktirati duljinu
animacije/tranzicije mogu se dogadati cˇudne stvari poput ponovnog pojavljivanja ili cˇak
titranja elementa. Tip svojstva odredujemo u transition tagu s atributom type koji mozˇe
imati vrijednost transition ili animation. Postoji i atribut appear koji kazˇe Vue da animaci-
ju/tranziciju primjeni odmah po ucˇitavanju elementa.
Animacije/tranzicije se koriste s uvjetnim direktivama v-if i v-show. CSS klase na
njima djeluju potpuno jednako.
Postoje zgodne biblioteke s vec´ gotovim animacijama koje mozˇemo samo ukljucˇiti u
projekt i koristiti gotove klase, npr. animate.css[1].
Kod ulancˇanih efekata na elementima bitno je napomenuti da se uvjeti prikaza moraju
kontrolirati iskljucˇivo s v-if (mozˇe u kombinaciji s v-else), ali ne funkcionira s v-show.
Isti efekt mozˇemo postic´i i cˇistim JavaScriptom jer Vue i to podrzˇava, s tim da se ne
koriste klase nego imamo 4 okidacˇa za dolaznu animaciju te 4 okidacˇa za izlaznu. Re-
dom @before-enter, @enter, @after-enter, @enter-cancelled te @before-leave, @leave,
@after-leave, @leave-cancelled.
Za animacijske efekte na listama koristimo novi tag <transition-group></transition-
group> koji samo postavimo oko li elementa liste, s uvjetom da svaki od elemenata u listi
mora imati jedinstveni atribut key kako bi ga Vue prepoznao te prikazao.
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1.9 HTTP zahtjevi i paket vue-resource
Vue-resource[8] je poseban paket raden upravo za aplikacijski okvir Vue.js. Njegova na-
mjena je ucˇiniti slanje i primanje HTTP zahtjeva prilicˇno jednostavnim.
Vue-resource se mozˇe dodati u aplikaciju pomoc´u npm-a ili dodajuc´i odgovarajuc´u
skriptu u index.html. Ukoliko vue-resource instaliramo pomoc´u npm-a, naredbom:
npm install vue-resource
u kod datoteke main.js treba dodati sljedec´e naredbe:
1 v a r Vue = r e q u i r e ( ’ vue ’ ) ;
2 v a r VueResource = r e q u i r e ( ’ vue− r e s o u r c e ’ ) ;
3 Vue . use ( VueResource ) ;
Vue.use( neki-plugin ) je nova Vue metoda na razini globalnog Vue objekta, koja u susˇtini
govori Vue.js-u da doda navedeni plugin u Vue.js jezgrenu biblioteku. Drugim rijecˇima,
zapravo prosˇirujemo jezgrenu biblioteku. U ovom slucˇaju je to vue-resource koji c´e nam
omoguc´iti jednostavno slanje i primanje HTTP zahtjeva.
Vue-resource paket koristi promise koncept, koji je ugraden u novije verzije JavaS-
cripta, tako da uvijek dobivamo povratnu informaciju o zahtjevu. To je dobro za asinkrone
zahtjeve. Promises nam obec´avaju povratne informacije o zahtjevu, koji se ne mora uvijek
trenutno izvrsˇiti. Mozˇe se koristiti globalno sa Vue.http ili lokalno pomoc´u this.$http.
Slanje POST zahtjeva serveru
Uz vue-resource, za POST zahtjev jednostavno koristimo npr. objekt $http i metodu post
u kojoj kao argumente prosljedujemo URL servera na koji sˇaljemo podatke, te sam objekt
s podacima koje zˇelimo poslati. Primjer:
1 e x p o r t d e f a u l t {
2 d a t a ( ) {
3 r e t u r n {
4 u s e r : {
5 username : ’ ’ ,




10 methods : {
11 su bmi t ( ) {
12 t h i s . $ h t t p . p o s t ( ’ s e r v e r − u r l ’ , t h i s . u s e r )
13 . t h e n ( r e s p o n s e => {
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14 c o n s o l e . l o g ( r e s p o n s e ) ; / ∗ p o v r a t n e i n f o r m a c i j e ∗ /
15 } , e r r o r => {
16 c o n s o l e . l o g ( e r r o r ) ; / / i n f o r m a c i j e o g r e s c i




Slanje GET zahtjeva serveru
Za izvodenje GET zahtjeva mozˇemo opet koristiti objekt $http i metodu get kojoj je jedini
argument URL servera s kojeg zˇelimo dohvatiti podatke.
Zanimljivo je sˇto kod objekta response ne dobivamo cˇiste ekstrahirane podatke koje
ocˇekujemo, vec´ takoder dobivamo promise objekt. To je zato sˇto je to asinkroni zahtjev i
podatke mozˇda nec´emo dobiti trenutno.
Da bismo dobili objekt koji ocˇekujemo, ulancˇavamo dvije .then() metode, gdje prva
vrac´a response objekt koji je zapravo promise, a druga c´e sadrzˇavati ekstrahirani objekt
koji zˇelimo.
1 e x p o r t d e f a u l t {
2 d a t a ( ) {
3 r e t u r n {
4 u s e r : {
5 username : ’ ’ ,
6 e m a i l : ’ ’
7 } ,
8 u s e r s : [ ]
9 } ;
10 } ,
11 methods : {
12 su bmi t ( ) {
13 t h i s . $ h t t p . g e t ( ’ s e r v e r − u r l ’ )
14 . t h e n ( r e s p o n s e => {
15 r e t u r n r e s p o n s e . j s o n ( ) ; / / k o n v e r t i r a r e s p o n s e i z
16 / / s t r i n g a u j a v a s c r i p t o b j e k t
17 } ) . t h e n ( d a t a => {
18 / / o v d j e imamo o c e k i v a n i d a t a o b j e k t s koj im d a l j e mozemo
19 / / m a n i p u l i r a t i
20 c o n s t r e s u l t = [ ] ;
21 f o r ( l e t key i n d a t a ) {
22 r e s u l t . push ( d a t a [ key ] ) ;
23 }
24 t h i s . u s e r s = r e s u l t ;
25 } ) ;
26 }
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27 }
28 }
U drugoj then() metodi koristimo for petlju za pristup samom objektu user-a jer ih dobi-
vamo kao niz jedinstvenih ID-ja koji potom sadrzˇe user objekte.
Datoteka main.js, iznad Vue instance, je centralno mjesto u kojem treba postaviti glo-
balne postavke HTTP zahtjeva. Tako mozˇemo jednom definirati URL-ove koji nam trebaju
i kasnije ih koristiti. Mozˇemo, na primjer, definirati URL za kasnije pomoc´u:
Vue.http.options.root=’predefiniraniUrl’;
Ovdje objektu http pristupamo bez prefiksa $(dolar) jer nismo u Vue instanci nego u glo-
balnom Vue objektu. Tada u metodi post ili get smijemo URL ostaviti kao prazan string
(‘’), koji c´e se automatski napuniti predefiniranim URL-om.
Interceptori
Interceptori su niz metoda koje zˇelimo izvrsˇiti sa svakim zahtjevom. Definiramo ih takoder
u globalnom Vue objektu, pomoc´u:
Vue.http.options.interceptors.push((request, next) =>{..});
Svaki interceptor ima prepoznatljivu strukturu: prima metode request i next, gdje metoda
next omoguc´ava zahtjevu da se izvrsˇi do kraja. Primjer nam pokazuje interceptor koji svaki
zahtjev tipa POST presrec´e te pretvara i zatim dovrsˇava kao zahtjev tipa PUT:
1 i m p o r t Vue from ’ vue ’
2 i m p o r t VueResource from ’ vue− r e s o u r c e ’
3 i m p o r t App from ’ . / App . vue ’
4
5 Vue . use ( VueResource ) ;
6
7 Vue . h t t p . o p t i o n s . r o o t = ’ s e r v e r U r l ’ ;
8 Vue . h t t p . i n t e r c e p t o r s . push ( ( r e q u e s t , n e x t ) => {
9 c o n s o l e . l o g ( r e q u e s t ) ;
10 i f ( r e q u e s t . method == ’POST ’ ) {
11 r e q u e s t . method = ’PUT ’ ; / / s v a k i POST z a h t j e v ce se i z v r s i t i
12 / / kao PUT z a h t j e v
13 }
14 n e x t ( ) ; / / zbog ovoga se z a h t j e v i z v r s i do k r a j a
15 } ) ;
16
17
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18 new Vue ( {
19 e l : ’ # app ’ ,
20 r e n d e r : h => h ( App )
21 } ) ;
Dani primjer je slucˇaj request-interceptora.
Takoder, mozˇemo napraviti i response-interceptor, tako da u metodu next() dodamo res-
ponse argument i njegovu lambda funkciju, kao u primjeru u kojem se povratne informa-
cije o zahtjevu transformiraju na nacˇin da se za zahtjeve tipa GET vrati samo ektrahirani
odgovor, bez ostalih informacija o zahtjevu:
1 i m p o r t Vue from ’ vue ’
2 i m p o r t VueResource from ’ vue− r e s o u r c e ’
3 i m p o r t App from ’ . / App . vue ’
4
5 Vue . use ( VueResource ) ;
6
7 Vue . h t t p . o p t i o n s . r o o t = ’ s e r v e r U r l ’ ;
8 Vue . h t t p . i n t e r c e p t o r s . push ( ( r e q u e s t , n e x t ) => {
9 c o n s o l e . l o g ( r e q u e s t ) ;
10 i f ( r e q u e s t . method == ’POST ’ ) {
11 r e q u e s t . method = ’PUT ’ ;
12 }
13 n e x t ( r e s p o n s e => {
14 r e s p o n s e . j s o n = ( ) => { r e t u r n { message : r e s p o n s e . body } }
15 / / i z m j e n j u j e j s o n metodu za GET z a h t j e v e
16 } ) ;
17 } ) ;
18
19
20 new Vue ( {
21 e l : ’ # app ’ ,
22 r e n d e r : h => h ( App )
23 } ) ;
Na ovaj nacˇin mozˇemo modificirati podatke iz response-a, kao i pripadajuc´e metode, kako
je prikazano.
Uz vue-resource, osim objekta this.$http postoji i objekt this.$resource u kojem mozˇemo
napraviti sami svoj resource. Vue-resources imaju nekoliko gotovih metoda koje mozˇemo
koristiti. To su: get(’GET’), save(’POST’), query(’GET’), update(’PUT’), remove(’DELETE’),
delete(’DELETE’). Medutim, $resource nam najvisˇe olaksˇava te smanjuje dupliciranje
koda, kada mu proslijedimo niz prilagodenih metoda koje c´emo izvrsˇavati na visˇe mjesta.
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Vue-resources su samo alternativa za obicˇne get i post HTTP zahtjeve. Nisu uvijek bo-
lje rjesˇenje, ali postoje kao opcija. Na programeru je da odlucˇi sˇto mu je korisnije. Postoje
i URL predlosˇci kroz koje mozˇemo dinamicˇki mijenjati URL na koji se povezujemo. U
njima pomoc´u varijabli dinamicˇki mijenjamo vrijednost putanje.
1.10 Preusmjeravanje (eng. routing)
Ruter, ili preusmjerivacˇ, je alat bez kojeg je nezamislivo razvijati SPA aplikacije (Sin-
gle Page Applications). On nam pomazˇe da simuliramo preusmjeravanje jedine stranice
(obicˇno index.html) u SPA aplikaciji, na nacˇin da se URL mijenja, kao i prikaz, pri cˇemu
tehnicˇki ostajemo i dalje na istoj stranici.
U slucˇaju SPA aplikacija ne komuniciramo visˇe s nekim vanjskim serverima koji nam
sˇalju potrebne podatke pa da pomoc´u Vue.js-a samo parcijalno uredujemo podatke ili nji-
hov prikaz, nego u SPA aplikacijama Vue.js upravlja svim podacima, cijelom aplikacijom,
i kontrolira basˇ sve. Za to nam treba preusmjerivacˇ koji omoguc´ava spomenute simulacije
i time okviru Vue.js otvara vrata za gradnju i odrzˇavanje velikih i kompleksnih aplikacija.
Preusmjerivacˇ koji koristi Vue.js je vue-router [9]. S preusmjerivacˇem sve ranije spo-
menute tehnike funkcioniraju potpuno isto, s prednosˇc´u da mozˇemo izmjenjivati razlicˇite
komponente na istom mjestu na ekranu, i tako dinamicˇki ucˇitavati HTML kod. Aktivira se
dodavanjem skripte
1 < s c r i p t s r c =” h t t p s : / / unpkg . com / vue− r o u t e r / d i s t / vue− r o u t e r . j s ”>< / s c r i p t >
u zaglavlje (eng. header), ili instaliranjem pomoc´u npm paketa:
npm install vue-router
Potrebno je dodati i sljedec´e retke
1 i m p o r t VueRouter from ’ vue− r o u t e r ’ ;
2 vue . use ( VueRouter ) ;
u datoteku main.js.
Za preumjeravanja koja c´emo definirati koristimo poseban objekt, koji mozˇe biti i u
posebnoj JavaScript datoteci. Objekt koji definiramo je niz objekata, gdje svaki objekt
u nizu predstavlja neko preusmjerenje. Objekti preusmjerenja se definiraju kako slijedi
(pod pretpostavkom da su komponente User i Order ranije vec´ definirane). Pri tome se
pristupom URL-u user prikazuje komponenta User, a pristupom URL-u order prikazat c´e
se komponenta Order. Tocˇni URL kojem se pristupa bi bio: http://localhost:8080/#/user.
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1 e x p o r t c o n s t r o u t e s = [
2 { p a t h : ’ / u s e r ’ , component : User } ,
3 { p a t h : ’ / o r d e r ’ , component : Order }
4 ]
Ako path postavimo na prazan string( path:‘’) tada definiramo predefiniranu komponentu,
koja c´e se vidjeti po ucˇitavanju.
Sam preusmjerivacˇ definiramo samo jednom, dakle uvijek imamo jednu instancu, i to kroz
konstruktor u datoteci main.js:
1 c o n s t r o u t e r = new VueRouter ( {
2 r o u t e s : r o u t e s / / o b j e k t d e f i n i r a n u pre thodnom p r i m j e r u
3 } ) ;
4
5 new Vue ( {
6 e l : ’ # app ’ ,
7 r o u t e s , / / gore j e k o n s t r u k t o r , ovako se r e g i s t r i r a r o u t e r
8 r e n d e r : h => h ( App )
9 } ) ;
U HTML kodu preusmjerivacˇ nam je automatski omoguc´en tagom:
1 < r o u t e r −view>< / r o u t e r −view>
Kod linkova se pojavljuje “ # ”, koji preusmjerivacˇu govori da nakon ucˇitavanja index.html
stranice pristupi nasˇoj JavaScript datoteci s definiranim preusmjerenjima i ucˇita kompo-
nentu koja odgovara trenutnom URL-u. Moguc´e je ostvariti i preusmjeravanje bez pojave
hash znaka, u posebnom modu history koji definiramo u konstruktoru rutera, uz preduvjet
da serveru na kojem se izvrsˇava aplikacija postavimo da uvijek vrac´a index.html - cˇak i kod
gresˇke sa statusom 404. History mod onemoguc´ava “ # ” mod, koji se inacˇe podrazumijeva
ako mode: ’history’ nije navedeno.
Navigacijski izbornik
Vrlo lako mozˇemo definirati izbornik razlicˇih ruta u obliku navigacijskog izbornika. To
omoguc´avamo pomoc´u taga:
1 < r o u t e r − l i n k t o=” / pa th − f o r −component ”>Name of component< / r o u t e r − l i n k>
Primjer:
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1 < t e m p l a t e>
2 <u l c l a s s =” nav nav− p i l l s ”>
3 < l i r o l e =” p r e s e n t a t i o n ”>
4 < r o u t e r − l i n k t o=” / ”>Home< / r o u t e r − l i n k>
5 < / l i >
6 < l i r o l e =” p r e s e n t a t i o n ”>
7 < r o u t e r − l i n k t o=” / u s e r ”>User< / r o u t e r − l i n k>
8 < / l i >
9 < / u l>
10 < / t e m p l a t e>
Ako u pretrazˇivacˇu analiziramo navigacijske gumbe, vidjet c´emo da oni jesu upravo <a>
elementi koje Vue definira umjesto nas. Naravno, ovaj primjer s elementima li i router-link
nije jedinstveni nacˇin izvodenja navigacijskog izbornika, ali pokazuje moguc´nosti paketa
vue-router.
Dinamicˇko preusmjeravanje i parametri
Ako zˇelimo u JavaScript funkciji dinamicˇki preusmjeravati komponente, npr. na klik gumba,
to mozˇemo izvesti pomoc´u this.$router.push(‘/route’). Na taj nacˇin stavljamo novu rutu na
stog preusmjerenja pa smo sigurni da c´e nam Nazad i Naprijed gumbi ispravno raditi.
Ako zˇelimo dodati parametre u rutu u objektu gdje definiramo rute, u path, dodajemo
/:parameter. Na primjer,
localhost:80/user/:id
dok u HTML kodu u tagu router-link, u atributu to, navodimo egzaktnu vrijednost parame-
tra, na primjer,
localhost:80/user/6
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Parametre rute mozˇemo i dinamicˇki dohvac´ati u metodama. Primjer dohvata id parametra
iz gornjeg primjera bi bio:
this.$route.params.id
Izvrsˇavanje neke funkcije nakon promjene parametra moguc´e je pomoc´u watcher-a, kao
sˇto je prikazano u primjeru:
1 e x p o r t d e f a u l t {
2 d a t a ( ) {
3 r e t u r n {
4 i d : t h i s . $ r o u t e . params . i d
5 }
6 } ,
7 watch : {
8 ’ $ r o u t e ’ ( to , from ) {
9 / / ze l i mo n a d z i r a t i p romjene u ru tama
10 / / t o − nova r u t a na ko ju smo p r e u s m j e r e n i
11 / / from − p r e t h o d n a r u t a s k o j e smo p r e u s m j e r e n i
12 t h i s . i d = t o . params . i d ;
13 }
14 } ,
15 methods : {
16 navigateToHome ( ) {
17 t h i s . $ r o u t e . push ( ’ / ’ ) ; / / push na s tog , kako bismo mogl i




Na ovaj nacˇin, u varijabli id c´emo uvijek imati azˇurnu vrijednost parametra.
Ugijezˇdena preusmjerenja
Ugnijezˇdena preusmjerenja se definiraju kako bi dobili osjec´aj navigacije po vec´ ugnijezˇde-
noj podstranici. Na primjer, ako imamo aplikaciju za bilo kakvu usluzˇnu djelatnost, negdje
na stranici imamo popis korisnika (popis korisnika je jedna komponenta). Prirodno je da
na toj listi korisnika mozˇemo kliknuti na nekoga od njih i pogledati detaljne informacije
o korisniku. Prikaz detaljnih informacija bi bila podstranica podstranice (liste korisnika) i
njezin URL zapravo prosˇiruje URL do liste korisnika. Definiramo ih u nizu gdje su defi-
nirana i osnovna preusmjerenja, na nacˇin da objekt s preusmjerenjem prosˇirimo atributom
children.
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1 e x p o r t c o n s t r o u t e s = [
2 { p a t h : ’ ’ , component : Home } ,
3 { p a t h : ’ / u s e r ’ , component : User , c h i l d r e n : [
4 { p a t h : ’ : i d ’ , component : U s e r D e t a i l } ,




Da bismo vidjeli ugnijezˇdene komponente i u roditeljskoj komponenti, koja je primarno
preusmjerenje, trebamo tag router-view.
1 < t e m p l a t e>
2 <d i v>
3 <h1>The User Page< / h1>
4 <hr>
5 <b u t t o n @click=” navigateToHome ” c l a s s =” b t n btn −p r i m a r y ”>Go Home
6 < / b u t t o n>
7 <hr>
8 < r o u t e r −view>< / r o u t e r −view>
9 < / d i v>
10 < / t e m p l a t e>
Za laksˇe upravljanje i odrzˇavanje linkova preusmjerenja, rutama mozˇemo dati imena. To
radimo tako da prosˇirimo objekt preusmjerenja:
{ path: ’/user/:id’, component: UserDetail, name: ’userDetail’}
Tada se sa svakog mjesta u kodu, iz bilo koje komponente, mozˇemo preusmjeriti na danu
komponentu navodec´i ime odgovarajuc´e rute te vrijednosti paramet(a)ra.
1 < r o u t e r − l i n k t a g=” b u t t o n ”
2 : t o=” { name : ’ u s e r D e t a i l ’ , params : { i d : $ r o u t e . params . i d } } ”
3 c l a s s =” b t n btn −p r i m a r y ”> Show User D e t a i l s < / r o u t e r − l i n k> }
1.11 Biblioteka Vuex i upravljanje stanjima
Vuex je uzorak za upravljanje stanjima u aplikaciji i biblioteka s podrsˇkom za Vue apli-
kacije. Sluzˇi kao centralno mjesto za pohranu varijabli za sve komponente u aplikaciji,
s ciljem ocˇuvanja konzistencije podataka i laksˇeg upravljanja podacima. Preporucˇa se za
vec´e aplikacije. Ako imamo vec´i broj komponenti u aplikaciji, medusobna komunikacija
medu njima mozˇe lako postati neuredna. Cˇak i korisˇtenjem zajednicˇkog kanala (eng. event
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bus), koji se brzo zagusˇi velikim brojem poruka, postaje tesˇko pratiti promjene. Stoga za
velike aplikacije postoji drugacˇije, pametnije rjesˇenje - biblioteka Vuex.
Glavna politika ove biblioteke je da postoji centralizirano stanje. Sve varijable koje se
koriste u visˇe komponenti se spremaju na takvo centralno mjesto ili se od tamo uzimaju
potrebne vrijednosti. Obicˇno se takvo skladisˇte realizira kao objekt u posebnoj JavaScript
datoteci koja se nalazi u mapi store. Vuex instaliramo pomoc´u:
npm install vuex
te registriramo pomoc´u:
1 i m p o r t Vuex from ’ vuex ’ ;
2 Vue . use ( Vuex ) ;
i na kraju instanciramo pomoc´u
export const store = new Vuex.Store({...});
objekta unutar kojeg cˇuvamo store objekt u kojem su globalne varijable. Jednom kada smo
definirali skladisˇte varijabli, trebamo glavnu Vue instancu obavijestiti o skladisˇtu tako da
store objekt registriramo u Vue instanci pod atributom store. Tako registriranom skladisˇtu
mozˇemo pristupiti od svuda u aplikaciji, pomoc´u Vue varijable this.$store.state.imeVarijable.
Getteri
Getteri se definiraju kako bi dohvac´ali trenutno stanje iz skladisˇta te posluzˇivali podatke
komponentama koje koriste dane varijable. Pomoc´u njih mozˇemo prilagodavati izlaznu vri-
jednost u ovisnosti o varijabli, npr. ako znamo da nekim komponentama treba visˇekratnik
neke varijable tada kroz predefinirani getter mozˇemo vrac´ati tocˇno taj visˇekratnik. Gettere
definiramo u samom Vuex.Store() objektu u svojstvu getters. Pristupa im se slicˇno kao i
varijablama: this.$store.getters.imeGettera.
Mutations
Mutations su setteri koji mijenjaju vrijednosti u objektu s globalnim varijablama. Defini-
ramo ih u objektu Vuex.Store() kao i gettere, u svojstvu mutations.
To je opet niz metoda koje zˇelimo izvoditi (kao i getteri). Ove metode nemaju povratni
tip nego se varijablama postavljaju nove vrijednosti. Pozivamo ih iz drugih komponenti
pomoc´u this.$store.commit(‘imeMutationa’).
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1 c o n s t s t a t e = {
2 f u n d s : 15000
3 } ;
4 c o n s t g e t t e r s = {
5 f u n d s ( s t a t e ) {
6 r e t u r n s t a t e . f u n d s ;
7 }
8 } ;
9 c o n s t m u t a t i o n s= {
10 ’ENLARGE FUNDS ’ ( s t a t e , a d d i t i o n ) {




15 e x p o r t d e f a u l t {
16 s t a t e ,
17 g e t t e r s ,
18 m u t a t i o n s
19 }
Listing 1.26: Primjer gettera i settera
Primjer nam pokazuje jednostavne primjere gettera i settera za varijablu ‘funds’ iz store
objekta komponente. Getter nam jednostavno vrac´a vrijednost varijable dok je setter pove-
c´ava za iznos koji mu proslijedimo kao argument u funkciji. Vidimo da u objektu instance
Vue koji izvozimo svojstva nisu u obliku kljucˇ-vrijednost nego su navedena samo imena
svojstava. To je novina iz EcmaScript 6 standarda. Ukoliko objekt pridruzˇen svojstvu
dijeli isto ime sa svojstvom, objekt se ne mora posebno navoditi nego se podrazumijeva
(na primjer, state je jednako kao da pisˇe state:state).
Kod mutacija postoji jedno veliko ogranicˇenje - moraju se dogadati sinkrono. Dakle,
bilo koja varijanta setTimeout metode ili nesˇto tome slicˇno nec´e raditi prema ocˇekivanjima,
jer se gubi “watcher” varijable. Mutacije mijenjaju stanje varijabli odmah, kako ne bi
dosˇlo do zabune kod redoslijeda primanja obavijesti. Cijelu tu prepreku s asinkronim
mutacijama mozˇemo zaobic´i koristec´i dodatno definiranu akciju koja c´e zatim spremati
promjene kada smo gotovi s asinkronim poslovima.
Akcije (eng. actions) su funkcije koje izvrsˇavaju zadanu mutaciju nakon asinkronih rad-
nji, ako postoje. U akcijama promjene nisu nuzˇno trenutne. Akcije se definiraju jednako
kao i mutacije - u objektu Vuex.Store(), samo u svojstvu actions. Spremanje promjena
aktiviramo metodom commit u kojoj navodimo ime mutacije za koju zˇelimo da se izvrsˇi
nakon asinkronog posla, kako je gore i spomenuto. Same akcije se mogu pokretati meto-
dom dispatch, primjer:
store.dispatch(‘imeMutationa’)
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Primjetimo da ovdje nemamo znak $ ispred store, jer u ovom slucˇaju store je globalna
varijabla (nije nativni element).
Dobre prakse
Dobra praksa je koristiti akcije cˇak i kod sinkronih metoda, iako nije nuzˇno. Preporuka za
strukturu aplikacije u kojoj se koristi Vuex je da modulariziramo datoteke i razdijelimo ih
po funkcionalnostima. Najcˇesˇc´a struktura na koju nailazimo: unutar mape store kreiramo
mapu modules i u njoj cˇuvamo JavaScript datoteke razdijeljene po funkcionalnostima, gdje
svaka datoteka ima svoje objekte s vlastitim varijablama state, getters, mutations, actions.
Na kraju datoteke sve objekte izvozimo (exportamo) kako bismo ih u store objektu mogli
registrirati u atributu modules. Ako imamo dosta metoda koje se ne odnose niti na jedan
modul, nego recimo na zaglavlje (eng. header) ili podnozˇje (eng. footer) stranice - koji su
svuda prisutni, te skupine metoda mozˇemo takoder definirati izvan samog store objekta,
ali unutar mape store u JavaScript datotekama koje takoder kasnije registriramo u store
objektu. Jednako tako mozˇemo stvoriti podmapu data unutar mape src kako bismo u nju
spremali JavaScript datoteke s podacima pojedinih komponenti. Vue c´e znati da se unutar
mape data nalaze data objekti odgovarajuc´ih komponenti.
Dobro je biti svjestan svih zˇivotnih ciklusa Vue instance kako bismo odredene metode
mogli izvrsˇavati u pravo vrijeme. Ilustracija zˇivotnih ciklusa Vue instance je prikazana na
slici 1.2.
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Slika 1.2: Zˇivotni ciklus Vue instance
Poglavlje 2
Aplikacija Stock Trader
Aplikacija koju c´emo opisati obuhvac´a veliki dio svojstava i moguc´nosti aplikacijskog ok-
vira Vue.js, koje smo prethodno objasnili. Aplikacija oponasˇa burzu dionicama, te di-
namicˇki mijenja sadrzˇaje u komponentama. Na taj nacˇin prezentira komunikaciju medu
komponentama, za sˇto koristimo paket Vuex. Koristi se i paket vue-router, za dinamicˇko
mijenjanje komponenti unutar aplikacije.
2.1 Opis aplikacije
Aplikacija je podijeljena u 3 osnovna ekrana: ekran Home, ekran Portfolio te ekran Stocks.
Ekran Home sluzˇi za osnovne informacije o nacˇinu funkcioniranja aplikacije, te opis poje-
dinih moguc´nosti. Na ekranu Portfolio vidimo vlastite kupljene dionice, njihovu prodajnu
cijenu i stanje budzˇeta. Na ekranu Stocks su prikazane sve dionice koje se nude na burzi,
trenutni budzˇet te cijene dionica.
Imamo i zaglavlje koje se provlacˇi kroz sve ekrane, a sastoji se od naslova aplikacije i
navigacijske trake koja nam nudi moguc´nosti promjene ekrana, kao i uvid u trenutni budzˇet
te akcije za zavrsˇetak dana ili spremanje/ucˇitavanje podataka iz baze. Akcija za zavrsˇetak
dana mijenja cijenu dionica koja mozˇe varirati od 50% cijene do 150% cijene.
Slika 2.1: Izgled zaglavlja
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Za ljepsˇi i moderniji izgled aplikacije koristimo biblioteku Bootstrap. Na ekranu home
se vide opc´e informacije vezane za navigaciju.
Slika 2.2: Prikaz ekrana home
Na ekranu portfolio se vide kartice kupljenih dionica na kojima je prikazano ime di-
onice, kolicˇina kupljenih dionica te trenutna cijena dionica, kao i polje inbox za unos
zˇeljenog broja dionica koje zˇelimo prodati. Kartice su izradene kao bootstrap paneli s
klasom .panel-info, kako bi dobile plavi obrub.
Slika 2.3: Primjer ekrana portfolio
Na ekranu stocks imamo listu svih dionica za trgovanje s gotovo jednako formatiranim
karticama kao na ekranu portfolio. Razlika je sˇto nemamo navedenu kolicˇinu (jer se dionice
nude za kupovinu), te imaju klasu .panel-success kako bi bile zelene boje.
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Slika 2.4: Primjer ekrana stocks
2.2 Implementacija
Aplikacija je implementirana u duhu dobrih praksi za Vue i Vuex. Vuex nam pomazˇe kod
bolje organizacije koda te preglednosti, jednako kao i kod laksˇeg upravljanja stanjima u
aplikaciji. U aplikaciji smo, kroz terminal, instalirali paket Vuex naredbom:
npm install vuex
Napravili smo datoteku store.js u kojoj smo definirali objekt store, prema ranije opisa-
noj strukturi, te unutar mape store napravili josˇ jednu mapu modules za dodatne JavaScript
datoteke razdijeljene po modulima, kao sˇto nam nalazˇu dobre prakse. Takoder stvorili smo
i mapu data za pospremanje podataka (data objekata) pojedinih komponenti.
Sve funkcije za mijenjanje stanja budzˇeta te cijene i kolicˇine dionica rade na teme-
lju mutations-a, odnosno actions-a. Takoder, sve podatke dohvac´amo pomoc´u getters-a,
karakteristicˇno za Vuex.
Pomoc´u paketa vue-router, kojeg smo instalirali pomoc´u
npm install vue-router
napravili smo navigacijski izbornik. Izbornik se nalazi u zaglavlju koje je definirano u
datoteci Header.vue.
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Slika 2.5: Prikaz strukture
Sva preusmjerenja smo definirali samo na jednom mjestu, u datoteci routes.js. Ako
dode do ikakvih promjena to je jedino mjesto koje bismo trebali promijeniti.
1 e x p o r t c o n s t r o u t e s = [
2 { p a t h : ’ / ’ , component : Home } ,
3 { p a t h : ’ / p o r t f o l i o ’ , component : P o r t f o l i o } ,
4 { p a t h : ’ / s t o c k s ’ , component : S t o c k s }
5 ]
Listing 2.1: Preusmjerenja definirana u routes.js datoteci
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1 <d i v c l a s s =” co l −xs −12”>
2 < t r a n s i t i o n name=” s l i d e ” mode=” out − i n ”>
3 < r o u t e r −view>< / r o u t e r −view>
4 < / t r a n s i t i o n >
5 < / d i v>
Listing 2.2: Prikaz HTML koda datoteke App.vue koji nam omoguc´uje tranzicijske efekte
i preusmjeravanje
Napokon, za HTTP zahtjeve instalirali smo paket vue-resource. On nam treba za pos-
premanje i ucˇitavanje podataka - Save & Load Data koje imamo u padajuc´em izborniku u
zaglavlju. Aplikacija nema implementirano logiranje korisnika, no podatke o dionicama
na trzˇisˇtu i kupljenim dionicama na pritisak gumba Load uzima iz online baze, u koju i
sprema trenutno stanje dionica na pritisak gumba Save. Po ucˇitavanju stranice, inicijalni
popis dionica za trzˇisˇte uzima iz JavaScript objekta.
Imamo dva osnovna modula u koja dijelimo aplikaciju: portfolio i stock. U modulu
portfolio imamo dvije komponente: Portfolio.vue i Stock.vue. Komponenta Portfolio se
sastoji liste Stock komponenti. Komponenta Portfolio je roditeljska komponenta, a Stock
ugnijezˇdena komponenta. Portfolio sadrzˇi getter za dohvac´anje niza kupljenih dionica sa
svim potrebnim podacima, dok komponenta Stock ima definiranu akciju za prodaju dionica
koja koristi mutaciju SELL STOCK.
1 methods : {
2 . . . mapAct ions ( {
3 p l a c e S e l l O r d e r : ’ s e l l S t o c k ’
4 } ) ,
5 s e l l S t o c k ( ) {
6 c o n s t o r d e r = {
7 s t o c k I d : t h i s . s t o c k . id ,
8 s t o c k P r i c e : t h i s . s t o c k . p r i c e ,
9 q u a n t i t y : t h i s . q u a n t i t y
10 } ;




Listing 2.3: Isjecˇak JavaScript koda iz datoteke portfolio/Stock.vue
...mapActions je primjer operatora prosˇirenja iz EcmaScript 2015, u kojem navodimo visˇe
objekata koji se svi registriraju kao akcije (unutar jednog objekta, umjesto da svaki regis-
triramo sam za sebe). Ovdje imamo samo jednu akciju, ali pravilo vrijedi opc´enito.
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1 s t o c k P o r t f o l i o ( s t a t e , g e t t e r s ) {
2 r e t u r n s t a t e . s t o c k s . map ( s t o c k => {
3 c o n s t r e c o r d = g e t t e r s . s t o c k s
4 . f i n d ( e l e m e n t => e l e m e n t . i d == s t o c k . i d ) ;
5 r e t u r n {
6 i d : s t o c k . id ,
7 q u a n t i t y : s t o c k . q u a n t i t y ,
8 name : r e c o r d . name ,
9 p r i c e : r e c o r d . p r i c e
10 }
11 } ) ;
12 }
Listing 2.4: Getter kupljenih dionica
Getter kombinira globalni objekt u kojem cˇuvamo sve dionice koje se nude na trzˇisˇtu s
lokalnim stocks objektom u kojem drzˇimo sve dionice koje smo kupili jer se povratni
podaci mapiraju iz oba objekta.
1 ’SELL STOCK ’ ( s t a t e , { s t o c k I d , q u a n t i t y , s t o c k P r i c e } ) {
2 c o n s t r e c o r d = s t a t e . s t o c k s
3 . f i n d ( e l e m e n t => e l e m e n t . i d == s t o c k I d ) ;
4 i f ( r e c o r d . q u a n t i t y > q u a n t i t y ) {
5 r e c o r d . q u a n t i t y −= q u a n t i t y ;
6 }
7 e l s e {
8 s t a t e . s t o c k s . s p l i c e ( s t a t e . s t o c k s . indexOf ( r e c o r d ) , 1 ) ;
9 }
10 s t a t e . f u n d s += s t o c k P r i c e ∗ q u a n t i t y ;
11 }
Listing 2.5: Mutacija SELL STOCK
Mutacija smanjuje kolicˇinu kupljenih dionica ukoliko broj prodanih dionica nije vec´i od
broja kupljenih. Ako je broj dionica za prodaju jednak broju kupljenih dionica, ista dionica
se izrezuje iz niza kupljenih dionica. Budzˇet se lienarno povec´ava, ovisno o broju prodanih
dionica.
U stocks modulu takoder imamo dvije komponente: Stocks.vue i Stock.vue. Primi-
jetimo da imamo dvije naizgled jednake komponente Stock.vue u dva razlicˇita modula.
Svaka je definirana u posebnoj mapi pripadajuc´eg modula, odnosno roditeljske kompo-
nente. Komponenta Stocks se sastoji od liste vlastitih komponenti Stock te pomoc´u me-
tode computed i gettera definiranog u objektu store dohvac´a listu dostupnih dionica. Kom-
ponenta Stock definira metodu s akcijom za kupovinu dionica gdje se izvrsˇava mutacija
BUY STOCK.
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1 e x p o r t d e f a u l t {
2 components : {
3 appS tock : S tock
4 } ,
5 computed : {
6 s t o c k s ( ) {




Listing 2.6: Stocks Vue objekt
1 ’BUY STOCK ’ ( s t a t e , { s t o c k I d , q u a n t i t y , s t o c k P r i c e } ) {
2 c o n s t r e c o r d = s t a t e . s t o c k s
3 . f i n d ( e l e m e n t => e l e m e n t . i d == s t o c k I d ) ;
4 i f ( r e c o r d ) {
5 r e c o r d . q u a n t i t y += q u a n t i t y ;
6 }
7 e l s e {
8 s t a t e . s t o c k s . push ( {
9 i d : s t o c k I d ,
10 q u a n t i t y : q u a n t i t y
11 } ) ;
12 }
13 s t a t e . f u n d s −= s t o c k P r i c e ∗ q u a n t i t y ;
14 }
Listing 2.7: Mutacija BUY STOCK
Za tecˇnije i ljepsˇe pomicanje panela dodali smo tranzicijske, odnosno animacijske klase
kako bi paneli klizili sa ekrana odnosno na ekran.
1 body {
2 padd ing : 30 px ;
3 }
4
5 . s l i d e −e n t e r − a c t i v e {
6 a n i m a t i o n : s l i d e − i n 200ms ease −o u t f o r w a r d s ;
7 }
8 . s l i d e − l e a v e − a c t i v e {
9 a n i m a t i o n : s l i d e −o u t 200ms ease −o u t f o r w a r d s ;
10 }
11
12 @keyframes s l i d e − i n {
13 from {
14 t r a n s f o r m : t r a n s l a t e Y (−30 px ) ;
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15 o p a c i t y : 0 ;
16 }
17 t o {
18 t r a n s f o r m : t r a n s l a t e Y ( 0 ) ;




23 @keyframes s l i d e −o u t {
24 from {
25 t r a n s f o r m : t r a n s l a t e Y ( 0 ) ;
26 o p a c i t y : 1 ;
27 }
28 t o {
29 t r a n s f o r m : t r a n s l a t e Y (−30 px ) ;
30 o p a c i t y : 0 ;
31 }
32 }
Listing 2.8: Sadrzˇaj style dijela datoteke App.vue
Navedimo ostatak akcija i odgovarajuc´ih mutacija koje koristimo:
• akcija randomizeStocks koja izvrsˇava mutaciju RANDOM STOCKS - ona se provodi na
pritisak gumba ‘End day’ u zaglavlju ekrana.
• akcija loadData koja izvrsˇava http zahtjev na online bazu i dohvac´a podatke, te po-
tom izvrsˇava mutacije SET STOCKS i SET PORTFOLIO koje postavljaju varijable niza
dionica za prodaju te niza dionica za kupovinu i stanje budzˇeta (ekran portfolio),
redom.
Cjelokupni kod aplikacije Stock Trader dostupan je na prilozˇenom CD-u. Ova aplika-
cija napravljena je na temelju online udzˇbenika [6] za Vue okvir.
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U ovom radu smo predstavili i objasnili JavaScript aplikacijski okvir pod nazivom Vue.js
koji se koristi za izradu modernih web-aplikacija. Objasnili smo njegove znacˇajke i glavne
prednosti. Izradom prvo vrlo jednostavne, a potom i naprednije web-aplikacije na primje-
rima smo objasnili moguc´nosti aplikacijskog okvira Vue.js. Glavna prednost Vue.js okvira
je moguc´nost izrade modernih SPA (Single-Page Applications) aplikacija i vrlo dobra op-
timiziranost same biblioteke. Samim time aplikacije izradene pomoc´u Vue.js aplikacijskog
okvira imaju vrlo dobre predispozicije da budu brze i bez zastajkivanja.
Summary
In this graduate thesis we have introduced and explained JavaScript framework Vue.js
which is used for building modern web-applications. We’ve explained its core features
and main advantages. Building one simple and one more complex sample web-application
gave us an opportunity to show all feature possibilities of Vue.js through examples. Vue’s
main advantage is the possibility of building modern SPA applications and a nicely opti-
mized core library. With these properties of the framework, applications built with Vue.js
are more likely to be fast and smooth.
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