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Abstract
Software support of Duck-tests. Currently it is possible to test the functionality of pro-
gram using JUnit tests and the quality of source code using PMD. This thesis examines
the possibility of testing the implementation by duck-tests. Duck-tests do not test the
functionality of the program but the way of implementation. While using these tests you
can determine if the student actually used the language structures which was specified in
the assignment. My task is to create two programs – the first to automatically generate
duck-tests according to the teacher’s pattern and the other to automatically launch and
evaluate the tests.
Abstrakt
Softwarova´ podpora Duck-test˚u. V soucˇasne´ dobeˇ lze testovat funkcˇnost programu po-
moc´ı JUnit test˚u a kvalitu zdrojove´ho ko´du pomoc´ı na´stroje PMD. Tato bakala´rˇska´
pra´ce zkouma´ mozˇnosti testova´n´ı implementace pomoc´ı duck-test˚u. Duck-testy netestuj´ı
funcˇnost programu, ale to, zda je naimplementova´n spra´vneˇ. Pomoc´ı teˇchto test˚u lze zjis-
tit, zda student skutecˇneˇ pouzˇil jazykove´ konstrukce, ktere´ meˇl urcˇene´ v zada´n´ı. My´m
u´kolem je vytvorˇit dva programy – jeden pro automaticke´ generova´n´ı duck-test˚u podle
ucˇitelova vzorove´ho prˇ´ıkladu a druhy´ na jejich automaticke´ spousˇteˇn´ı a vyhodnocen´ı.
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1 U´vod
Pra´ce se veˇnuje testova´n´ı studentsky´ch u´loh, zejme´na v pocˇa´tc´ıch vy´uky programova´n´ı,
kdy je trˇeba u teˇchto u´loh kontrolovat dodrzˇen´ı zada´n´ı. Pra´ce se zameˇrˇuje pouze na pro-
gramovac´ı jazyk Java, protozˇe se jedna´ o prvn´ı jazyk, ve ktere´m se studenti studijn´ıho
programu Inzˇeny´rska´ informatika ucˇ´ı programovat.
Studentske´ u´lohy se beˇzˇneˇ testuj´ı na funkcˇnost programu, naprˇ. pomoc´ı jednotkovy´ch
test˚u (tzv. JUnit testy). Druhy´m standardneˇ pouzˇ´ıvany´m testem je test kvality zdro-
jove´ho ko´du, naprˇ. pomoc´ı na´stroje PMD. V soucˇasne´ dobeˇ ale take´ existuj´ı na´stroje pro
dalˇs´ı u´rovenˇ testova´n´ı, kterou je testova´n´ı dodrzˇen´ı zada´n´ı.
Smysl testova´n´ı dodrzˇen´ı zada´n´ı je zrˇejmy´. Prˇi vy´uce programova´n´ı se studenti ucˇ´ı pouzˇ´ıvat
r˚uzne´ jazykove´ konstrukce. Pomoc´ı funkcˇn´ıch test˚u a test˚u kvality zdrojove´ho ko´du nelze
oveˇrˇit, zda student opravdu vy´sledku dosa´hl pomoc´ı postupu pozˇadovane´ho v zada´n´ı
u´lohy, nebo pouzˇil jaky´koliv (cˇasto velmi nevhodny´) zp˚usob, pouze aby zajistil spra´vnou
funkcˇnost programu. Typicky´m prˇ´ıkladem nevhodny´ch postup˚u je pouzˇ´ıva´n´ı public globa´l-
n´ıch promeˇnny´ch pro prˇeda´va´n´ı parametr˚u do podprogramu˚ mı´sto vyuzˇit´ı skutecˇny´ch a
forma´ln´ıch parametr˚u.
Pokud student pouzˇije pro zajiˇsteˇn´ı funkcˇnosti programu podobny´ nevhodny´ zp˚usob, je
d˚uvod, procˇ byla tato konkre´tn´ı u´loha studentovi zada´na, prakticky ztracen. Testova´n´ı
dodrzˇen´ı zada´n´ı doka´zˇe do znacˇne´ mı´ry zjistit, zda student opravdu pouzˇil v zada´n´ı
pozˇadovane´ jazykove´ konstrukce.
Je zrˇejme´, zˇe tento zp˚usob testova´n´ı nemu˚zˇe by´t pouzˇit pro sˇirokou sˇka´lu prˇedmeˇt˚u a
studentsky´ch programu˚, ovsˇem je mimorˇa´dneˇ vhodny´ pro jednoduche´ u´lohy zada´vane´
v u´vodn´ıch prˇedmeˇtech vy´uky programova´n´ı.
Za´kladn´ım pozˇadavkem pro sestaven´ı odpov´ıdaj´ıc´ıho testu je existuj´ıc´ı vzorove´ zada´n´ı,
ktere´ prˇipravuje vyucˇuj´ıc´ı. Tento pozˇadavek je ale mozˇne´ velmi snadno splnit, takzˇe nen´ı
nijak limituj´ıc´ı.
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2 Teoreticky´ u´vod
2.1 Pouzˇite´ technologie
Pro vypracova´n´ı bakala´rˇske´ pra´ce byly pouzˇity na´sleduj´ıc´ı technologie a programy. Pro
testy implementace je pouzˇ´ıva´n framework Duckapter [1], jehozˇ za´kladem jsou anotace a
na´vrhovy´ vzor adapte´r. Tento framework bude popsa´n da´le.
Jizˇ ze zada´n´ı byl urcˇen programovac´ı jazyk, ktery´m je Java. Pouzˇita byla Java 1.7.0 15,
ktera´ ma´ neˇkolik novy´ch funkc´ı, hlavneˇ pro pra´ci se soubory. Pouzˇity´m vy´vojovy´m prostrˇe-
d´ım byl Eclipse Juno. Graficke´ uzˇivatelske´ rozhran´ı bylo vytvorˇeno pomoc´ı Swingu. Pro
testova´n´ı se vyuzˇ´ıva´ frameworku JUnit test˚u. Jejich princip bude take´ objasneˇn da´le.
2.2 Duck-testy a duck-typing
Duck-testy jsou testy implementace, ktere´ vyuzˇ´ıvaj´ı duck-typing. Duck-typing popisuje
Orany´ [1] na´sledovneˇ:
V programova´n´ı pomoc´ı objektoveˇ orientovany´ch programovac´ıch jazyk˚u je
kachn´ı typova´n´ı zp˚usobem dynamicke´ho typova´n´ı, ve ktere´m je spra´vna´ se´man-
tika urcˇova´na nikoliv d´ıky deˇdeˇn´ı od urcˇite´ trˇ´ıdy cˇi implementac´ı urcˇite´ho roz-
hran´ı, ale pomoc´ı aktua´ln´ıho souboru metod a vlastnost´ı. Na´zev konceptu se
odvola´va´ na termı´n kachn´ı test, ktery´ je prˇipisova´n Jamesi Whitcombovi Ri-
leyovi a ktery´ je mozˇne´ formulovat: ”Pokud vid´ım operˇence, ktery´ chod´ı jako
kachna, plave jako kachna a kva´ka´ jako kachna, nazy´va´m tohoto operˇence
kachnou.”
Prˇi kachn´ım typova´n´ı se zaby´va´me pouze vlastnostmi objektu, ktery´ vyuzˇ´ıva´me,
nikoliv druhem objektu samotne´ho. Naprˇ´ıklad v jazyc´ıch, ktere´ nepodporuj´ı
kachn´ı typova´n´ı, mu˚zˇeme vytvorˇit funkci, ktera´ prˇeb´ıra´ objekt druhu Kachna
a zavola´ metody jdi() a kva´kni(). V jazyc´ıch podporuj´ıc´ıch kachn´ı typova´n´ı
by podobna´ funkce prˇeb´ırala objekt jake´hokoliv druhu a volala na neˇm metody
jdi() a kva´kni(). Pokud by objekt dane´ metody nemeˇl, nastala by vy´jimka
za beˇhu programu.
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Teoreticky´ u´vod Duck-testy a duck-typing
2.2.1 Na´vrhovy´ vzor adapte´r
Ve frameworku duckapter se vyuzˇ´ıva´ na´vrhovy´ vzor adapte´r. Jeho princip je podrobneˇ
popsa´n v [2]. Jedna´ se o jeden z na´vrhovy´ch vzor˚u skupiny GoF – Gang of Four [3].
Existuje-li trˇ´ıda, ktera´ nevyhovuje dane´mu rozhran´ı, je rˇesˇen´ım pouzˇit´ı adapte´ru, jehozˇ
u´kolem je konvertovat rozhran´ı trˇ´ıdy na pozˇadovane´ rozhran´ı. Adapte´r se vkla´da´ mezi
uzˇivatelskou trˇ´ıdu a trˇ´ıdu, ktera´ ma´ splnˇovat pozˇadovane´ rozhran´ı. V Javeˇ se jedna´
o vsˇechny obalove´ trˇ´ıdy – naprˇ´ıklad kontejnery z bal´ıku java.util prˇij´ımaj´ıc´ı pouze
objekty. Do kontejner˚u lze vkla´dat primitivn´ı typy t´ım, zˇe se konvertuj´ı na prˇ´ıslusˇny´ oba-
lovy´ typ.
Adapte´r je tedy prostrˇedn´ık mezi trˇ´ıdou, ktera´ nesplnˇuje urcˇite´ rozhran´ı, a uzˇivatelskou
trˇ´ıdou, ktera´ po trˇ´ıdeˇ dane´ rozhran´ı pozˇaduje. Dovoluje komunikovat teˇmto jinak nekom-
patibiln´ım trˇ´ıda´m. Adapte´r se vyuzˇ´ıva´ v na´sleduj´ıc´ıch prˇ´ıpadech:
• chcete pouzˇ´ıt trˇ´ıdu, jej´ızˇ rozhran´ı neodpov´ıda´ rozhran´ı, ktere´ potrˇebujete,
• chcete vytvorˇit trˇ´ıdu, ktera´ bude spolupracovat s nezna´my´mi trˇ´ıdami – rozhran´ı
mohou by´t nekompatibiln´ı,
• chcete pouzˇ´ıt objekt v prostrˇed´ı, ktere´ ocˇeka´va´ jine´ rozhran´ı objektu.
2.2.2 Framework Duckapter
Pro testy implementace se vyuzˇ´ıva´ framework duckapter, ktery´ je podrobneˇji popsa´n v [1].
Jeho princip pop´ıˇsu proto jen strucˇneˇ. Pozˇadovane´ vlastnosti trˇ´ıdy se definuj´ı v rozhran´ı.
Obvykle nen´ı v rozhran´ı mozˇne´ popsat pozˇadovane´ atributy, konstruktory a nebo staticke´
metody, to je rˇesˇeno pomoc´ı anotac´ı, ktere´ umı´ framework zpracova´vat. Mı´sto dany´ch
modifika´tor˚u se pouzˇij´ı pra´veˇ anotace. Vsˇechny pouzˇ´ıvane´ anotace jsou popsa´ny da´le.
Prˇi testu framework oveˇrˇuje, zda trˇ´ıda obsahuje vsˇechny prvky odpov´ıdaj´ıc´ı rozhran´ı.
K tomu slouzˇ´ı metoda wrap(), ktera´ prˇij´ıma´ testovanou trˇ´ıdu a pozˇadovane´ rozhran´ı.
Pokud vsˇechny prvky trˇ´ıdy odpov´ıdaj´ı dane´mu rozhran´ı, projde trˇ´ıda testem. V opacˇne´m
prˇ´ıpadeˇ je vyhozena vy´jimka WrappingException.
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Teoreticky´ u´vod Anotace
2.3 Anotace
Anotace, nazy´vane´ take´ metadata, se v Javeˇ vyskytuj´ı od verze 5.0 viz [4]. Jedna´ se o mo-
difika´tory, ktere´ se, stejneˇ jako ostatn´ı modifika´tory, vkla´daj´ı do zdrojove´ho ko´du prˇed
anotovane´ polozˇky. Oznacˇuj´ı se znakem @, ktery´ jim prˇedcha´z´ı. Lze anotovat vsˇechny
prvky, ktere´ mohou by´t oznacˇeny modifika´tory, tj. trˇ´ıdy, metody, parametry metod a po-
dobneˇ. Dokonce lze anotovat i bal´ıky. Anotace se prosteˇ prˇidaj´ı prˇed ostatn´ı modifika´tory
objektu. Podle konvenc´ı by meˇly by´t u´plneˇ prvn´ı.
Prˇed pouzˇit´ım je nutne´ anotaci vytvorˇit. Podrobny´ postup je popsa´n v [5]. Prˇi vytva´rˇen´ı
anotac´ı se definuj´ı vlastnosti dane´ anotace. K te´to definici se pouzˇ´ıvaj´ı tzv. metaanotace
z bal´ıcˇku java.lang.annotation. Prˇi definici anotac´ı se jej´ı vlastnosti urcˇ´ı na´sleduj´ıc´ımi
metaanotacemi:
• metaanotace @Documented urcˇuje, zda se anotace objev´ı v dokumentaci,
• metaanotace @Retention urcˇuje, jak je anotace uchova´va´na. Jestli je ulozˇena pouze
ve zdrojove´m ko´du nebo se zap´ıˇse i do class souboru, aby mohla by´t zpracova´va´na
za beˇhu programu,
• metaanotace @Target rˇ´ıka´ jake´ prvky lze danou anotac´ı oznacˇit
Jako dalˇs´ı se mus´ı urcˇit parametry dane´ anotace, ma´-li neˇjake´. U parametr˚u se urcˇuje
jejich typ a mu˚zˇe se nastavit vy´choz´ı hodnota.
2.3.1 Princip anotac´ı
Anotace neovlivnˇuj´ı vykona´va´n´ı samotne´ho ko´du, ale jsou veˇtsˇinou urcˇene´ pro specia´ln´ı
na´stroje, ktere´ s nimi pracuj´ı. Metaanotace @Retention urcˇuje, zda je anotace pouze
soucˇa´st´ı zdrojove´ho ko´du nebo se zap´ıˇse i do class soubrou. Anotace lze tedy zpracova´vat
neˇkolika zp˚usoby – bud’ pomoc´ı na´stroj˚u pracuj´ıc´ımi se zdrojovy´m ko´dem (naprˇ. javadoc),
nebo pomoc´ı na´stroj˚u pracuj´ıc´ı s prˇelozˇeny´m class souborem, at’ uzˇ prˇi instalaci nebo za
beˇhu programu.
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2.3.2 Z´ıska´va´n´ı anotac´ı za beˇhu programu
Pra´veˇ zpracova´va´n´ı anotac´ı prˇi beˇhu programu vyuzˇ´ıva´ framework Duckapter. Pomoc´ı
reflexe (java.lang.reflect) je mozˇne´ z´ıskat z prˇelozˇene´ho class souboru mnozˇstv´ı in-
formac´ı o p˚uvodn´ım zdrojove´m ko´du trˇ´ıdy. Kromeˇ atribut˚u, metod a konstruktor˚u, lze
z´ıskat i jejich modifika´tory, typy parametr˚u a typy na´vratovy´ch hodnot. A samozrˇejmeˇ
i anotace dane´ trˇ´ıdy.
2.4 JUnit testy
Pro otestova´n´ı spra´vne´ funkcˇnosti studenstky´ch u´loh lze pouzˇ´ıt tzv. jednotkove´ testy,
v prˇ´ıpadeˇ Javy JUnit testy (viz [6]). Tyto testy se pouzˇ´ıvaj´ı k otestova´n´ı funkcˇnosti
maly´ch u´sek˚u ko´du. Meˇly by by´t co nejjednodusˇsˇ´ı, typicky je trˇeba na otestova´n´ı jedne´
trˇ´ıdy neˇkolik des´ıtek JUnit test˚u.
2.4.1 Princip JUnit test˚u
JUnit testy mohou testovat pouze funkcˇnost metod, ke ktery´m maj´ı prˇ´ıstup, tj. public a
protected. Vsˇechny testy ty´kaj´ıc´ı se jedne´ trˇ´ıdy se typicky sdruzˇuj´ı do jednoho souboru
jako metody. Jak jizˇ bylo zmı´neˇno vy´sˇe, kazˇdy´ test testuje pouze urcˇity´ u´sek ko´du. JUnit
metody mus´ı by´t public void a jsou oznacˇene´ anotac´ı @Test, aby byly zarˇazeny mezi
testovac´ı prˇ´ıpady.
V JUnit testech se porovna´va´ ocˇeka´vana´ hodnota se skutecˇnou z´ıskanou z instance tes-
tovane´ trˇ´ıdy. Mus´ıme tedy mı´t k dispozici instanci te´to trˇ´ıdy. Testovac´ı metoda typicky
obsahuje jednu metodu ze trˇ´ıdy org.junit.Assert. Teˇchto metod je neˇkolik, v duck-
testech jsem vyuzˇila dvou – assertNull a assertTrue. Jak obeˇ metody vypadaj´ı ukazuje
ko´d 2.1.
assertNull(String message , Object object);
assertTrue(String message , boolean condition);
Ko´d 2.1: Hlavicˇka dvou pouzˇ´ıvany´ch metod JUnit frameworku
Pokud je vy´sledek testu negativn´ı, metody assert generuj´ı vy´jimku a vyp´ıˇse se chybova´
zpra´va message. U assertNull je to v prˇ´ıpadeˇ nenulove´ho objektu object, u assertTrue
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prˇi nesplneˇn´ı podmı´nky condition.
Konkre´tn´ı pouzˇit´ı JUnit test˚u je uka´za´no na prˇ´ıkladeˇ pro trˇ´ıdu Dum, jej´ızˇ zdrojovy´ ko´d
je v prˇ´ıloze A.1. Nejprve se metodeˇ setUpBeforeClass() prˇiprav´ı data, ktera´ se budou
testovat, tj. vytvorˇ´ı se instance trˇ´ıdy Dum s pozˇadovany´mi vlastnostmi. Tato metoda je
oznacˇena anotac´ı @BeforeClass, ktera´ znamena´, zˇe se provede pouze jednou, a to prˇed
spusˇteˇn´ım test˚u.
V testu se konstroluje, zda vytvorˇeny´ objekt doopravdy odpov´ıda´ objektu, ktery´ meˇl
by´t vytvorˇen. Jsou k tomu pouzˇity dva testy – jeden kontroluj´ıc´ı vy´sˇku a jeden kontro-
luj´ıc´ı sˇ´ıˇrku objektu. Kontrola se prova´d´ı metodou Assert.assertEquals(), jej´ızˇ para-
metry jsou: chybova´ zpra´va, ocˇeka´vana´ hodnota a skutecˇna´ hodnota. V prˇ´ıpadeˇ neshody
ocˇeka´vane´ a skutecˇne´ hodnoty se vyp´ıˇse chybova´ zpra´va. Samotny´ test pak zobrazuje ko´d
2.2.
private static Dum instance;
private static Rozmer r;
@BeforeClass public static void setUpBeforeClass () {
r = new Rozmer (50, 30);
instance = new Dum(r);
}
@Test public void testVyska () {
assertEquals("Du˚m nema´ spra´vnou vy´sˇku!", 50, instance.getVyska ()
);
}
@Test public void testSirka () {
assertEquals("Du˚m nema´ spra´vnou sˇı´rˇku!", 30, instance.getSirka ()
);
}
Ko´d 2.2: Prˇ´ıklad jednoduche´ho JUnit testu
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2.5 Vyuzˇit´ı test˚u pro testova´n´ı studentsky´ch u´loh
Pro testova´n´ı studentsky´ch u´loh se v prˇedmeˇtu KIV/OOP vyuzˇ´ıvaj´ı JUnit testy, ktere´
ale testuj´ı pouze spra´vnou funkcˇnost programu. Pouzˇit´ım frameworku Duckapter [1] lze
prˇipravit dalˇs´ı sadu test˚u pro testova´n´ı implementace, tj. zda student splnil prˇesneˇ zada´n´ı.
Testy pro kazˇdou trˇ´ıdu se skla´daj´ı ze dvou cˇa´st´ı. Prvn´ı cˇa´st´ı test˚u je rozhran´ı obsahuj´ıc´ı
testovane´ atributy, metody a konstruktory oznacˇene´ anotacemi. Kazˇde´ jedno rozhran´ı po-
pisuje prvky trˇ´ıdy pro jeden test. Tento popis je realizova´n pra´veˇ pomoc´ı anotac´ı. Vsˇechny
dostupne´ anotace jsou popsane´ v dokumentaci k frameworku Duckapter, v te´to pra´ci bu-
dou zmı´neˇny pouze ty nejcˇasteˇji pouzˇ´ıvane´.
Druhou cˇa´st´ı jsou jizˇ samotne´ testy. V mnou popsany´ch prˇ´ıpadech jsou realizova´ny po-
moc´ı JUnit test˚u, ale to nen´ı podmı´nkou. Tento zp˚usob je pouzˇit z d˚uvodu jednotne´ho
testovac´ıho prostrˇed´ı pouzˇ´ıvane´ho v prˇedmeˇtu KIV/OOP.
2.5.1 Testova´n´ı atribut˚u
Prˇi testova´n´ı atribut˚u mus´ı by´t vsˇechny pozˇadovane´ atributy popsane´ v rozhran´ı. Mus´ı by´t
oznacˇene´ anotac´ı @Field, aby bylo poznat, zˇe se jedna´ o atribut. Dalˇs´ı anotace vyuzˇ´ıvane´
prˇi testova´n´ı atribut˚u jsou popsa´ny v tabulce 2.1.
@Field znacˇ´ı, zˇe se jedna´ o atribut
@Declared atribut je deklarovany´ v testovane´ trˇ´ıdeˇ, nedeˇd´ı se
@Private @Public @Protected prˇ´ıstupova´ pra´va
@StaticField @NonStatic staticky´ nebo instancˇn´ı atribut
@Final konstanta
Tabulka 2.1: Anotace pouzˇ´ıvane´ u atribut˚u
Polozˇky rozhran´ı vypadaj´ı na´sledovneˇ — vsˇechny anotace, ktere´ se vztahuj´ı k atributu
na´sledovane´ typem a jme´nem atributu. Jme´no atributu se uva´d´ı s prˇedponou get a za-
koncˇuje za´vorkami jako funkce. Je trˇeba da´vat pozor na mala´ a velka´ p´ısmena, protozˇe
Java je case-sensitive a sˇpatneˇ zapsany´ atribut by nebyl nalezen a byl by nahla´sˇen jako
chyba.
Podle tabulky 2.1 s anotacemi lze urcˇit, zˇe v prˇ´ıkladu zobrazene´m v ko´du 2.3 jsou testovane´
7
Teoreticky´ u´vod Vyuzˇit´ı test˚u pro testova´n´ı studentsky´ch u´loh
@Field @Declared @Public @StaticField @Final int getIMPL_SIRKA ();
@Field @Declared @Private @StaticField int getpocet ();
@Field @Declared @Private @NonStatic @Final int getcisloDomu ();
@Field @Declared @Private @NonStatic int getvyska ();
Ko´d 2.3: Prˇ´ıklad rozhran´ı pro atributy
na´sleduj´ıc´ı atributy: verˇejna´ staticka´ konstanta IMPL SIRKA, priva´tn´ı staticka´ promeˇnna´
pocet, priva´tn´ı instancˇn´ı konstanta cisloDomu a priva´tn´ı instancˇn´ı promeˇnna´ vyska.
Vsˇechny jsou typu int.
2.5.2 Testova´n´ı metod
Rozhran´ı pro testova´n´ı metod je velmi podobne´ deklaraci metody, jen se prˇed ni vlozˇ´ı
odpov´ıdaj´ıc´ı anotace. Nejcˇasteˇji vyuzˇ´ıvane´ anotace jsou vyobrazeny v tabulce 2.2.
@Declared metoda je deklarovana´ v testovane´ trˇ´ıdeˇ, nedeˇd´ı se
@Private @Public @Protected prˇ´ıstupova´ pra´va
@Static @NonStatic staticka´ nebo instancˇn´ı metoda
Tabulka 2.2: Anotace pouzˇ´ıvane´ u metod
V prˇ´ıpadeˇ zobrazene´m ko´dem 2.4 je uka´zka rozhran´ı pro trˇi metody – instancˇn´ı verˇejna´
metoda getVyska() s na´vratovy´m typem int, staticka´ verˇejna´ metoda setPocet(int
pocet) s na´vratovy´m typem void a verˇejna´ instancˇn´ı metoda toString() s na´vratovy´m
typem String.
@Declared @Public @NonStatic int getVyska ();
@Declared @Public @Static void setPocet(int pocet);
@Declared @Public @NonStatic String toString ();
Ko´d 2.4: Prˇ´ıklad rozhran´ı pro metody
2.5.3 Testova´n´ı konstruktor˚u
Testy konstruktor˚u jsou odliˇsne´ od test˚u atribut˚u a metod. Konstruktory se oznacˇuj´ı
pouze anotac´ı @Construktor, v prˇ´ıpadeˇ soukrome´ho konstruktoru se vkla´da´ nav´ıc anotace
@Private. Pokud je konstruktor verˇejny´, zˇa´dna´ specia´ln´ı anotace se nevkla´da´. Rozhran´ı
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pro test konstruktoru je zobrazeno v ko´du 2.5. Jedna´ se o konstruktor trˇ´ıdy Dum se dveˇma
parametry a to vyska a sirka typu int.
@Constructor Dum newInstance(int vyska , int sirka);
Ko´d 2.5: Prˇ´ıklad rozhran´ı pro konstruktor
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3 Prˇ´ıprava test˚u
3.1 Rucˇn´ı prˇ´ıprava test˚u
Prˇed existenc´ı automaticke´ho genera´toru duck-test˚u, bylo nutne´ testy vytvorˇit manua´lneˇ.
Jako testovac´ı prˇ´ıpady bylo vybra´no osm sad u´loh z prˇedmeˇtu KIV/OOP z roku 2011/12.
Vy´sledky pr˚ubeˇhu test˚u jsou popsa´ny v kapitole 6. Prˇi rucˇn´ı prˇ´ıpraveˇ jsem zjistila, zˇe se
jedna´ o pomeˇrneˇ mechanickou cˇinnost a nebude proble´m ji zautomatizovat.
Rozhran´ı se vytva´rˇ´ı podle vzorove´ u´lohy prˇipravene´ vyucˇuj´ıc´ım a podle nich pak soubor
s testy. Beˇhem rucˇn´ı prˇ´ıpravy test˚u jsem vytvorˇila knihovn´ı trˇ´ıdu DuckUtility, ktera´
upravuje chybova´ hla´sˇen´ı frameworku Duckapter do cˇitelneˇjˇs´ı podoby pro uzˇivatele a
poskytuje dalˇs´ı funkce pro testova´n´ı pomoc´ı duck-test˚u.
3.1.1 Popis knihovn´ı trˇ´ıdy DuckUtility
Nejpouzˇ´ıvaneˇjˇs´ı metodou DuckUtility je nepochybneˇ upravZpravu(), ktera´ z vy´pisu
chyby vytvorˇene´ frameworkem Duckapter vytvorˇ´ı uzˇivatelsky prˇ´ıjemne´ hla´sˇen´ı obsahuj´ıc´ı
popis chyb. Hlavicˇka metody je zobrazena v ko´du 3.1.
String upravZpravu(char typ , String zprava , String od, String kam);
Ko´d 3.1: Hlavicˇka metody upravZpravu
Parametr typ urcˇuje prˇ´ımo, o jaky´ typ testu se jedna´. Mu˚zˇe naby´vat na´sleduj´ıc´ıch hodnot:
• ’K’ pro staticke´ konstanty,
• ’k’ pro instancˇn´ı konstanty,
• ’P’ pro staticke´ promeˇnne´,
• ’p’ pro instancˇn´ı promeˇnne´,
• ’G’ pro getry,
• ’S’ pro setry,
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• ’M’ pro obecne´ metody a
• ’O’ pro zdeˇdeˇne´ metody, ktere´ mus´ı by´t prˇekryty.
Podle typu se tvorˇ´ı zpra´va obsahuj´ıc´ı na´poveˇdu, jak detekovat chybu. Parametr zprava
je chybova´ zpra´va, vytvorˇena´ frameworkem prˇi vytvorˇen´ı vy´jimky, obsahuj´ıc´ı nadbytecˇne´
informace. Obsahuje na´zev vy´jimky a seznam chybny´ch parametr˚u tak, jak jsou defino-
vane´ v rozhran´ı. Prˇ´ıklad zobrazuje toto h˚urˇe cˇitelne´ hla´sˇen´ı:
java.lang.AssertionError: [public abstract int IStatickeKonstantyDum.
getIMPL VYSKA(), public abstract int IStatickeKonstantyDum.getIMPL SIRKA()]
Dalˇs´ı parametry slouzˇ´ı jako znacˇky k oddeˇlen´ı sˇpatneˇ deklarovany´ch nebo chybeˇj´ıc´ıch atri-
but˚u/metod/konstruktor˚u. Parametr od znacˇ´ı rˇeteˇzec, ktery´m zacˇ´ına´ kazˇdy´ prvek zpra´vy, nao-
pak parametr kam znacˇ´ı rˇeteˇzec, ktery´m kazˇdy´ prvek koncˇ´ı. Pro staticke´ konstanty tyto para-
metry naby´vaj´ı typicky hodnot od = ".get" a kam = "()".
Metoda vyuzˇ´ıva´ dalˇs´ı dveˇ priva´tn´ı metody pro z´ıska´n´ı jmen sˇpatneˇ deklarovany´ch prvk˚u z chy-
bove´ zpra´vy. Jsou to metody String deleni(String message, String od, String kam) a
String preparace(String nazev, String od, String kam). Metoda deleni() rozdeˇluje
zpra´vu na na´zvy jednotlivy´ch chyb – tyto chyby ale sta´le obsahuj´ı celou cestu i se jme´nem
bal´ıcˇku a rozhran´ı. Pro u´plne´ rozdeˇlen´ı se vyuzˇ´ıva´ metoda preparace(), ktera´ podle zadany´ch
parametr˚u od a kam ’vypreparuje’ pouze na´zvy atribut˚u/konstruktor˚u/metod.
Dalˇs´ı funkc´ı knihovn´ı trˇ´ıdy DuckUtility je zjiˇst’ova´n´ı, zda nebyly pouzˇity neˇjake´ pomocne´ atri-
buty nav´ıc. Toto se zjiˇst’uje porovna´n´ım testovane´ trˇ´ıdy s prˇedem vytvorˇeny´m rozhran´ım, ktere´
obsahuje pouze povolene´ atributy. Rozhran´ı se nijak neliˇs´ı od ostatn´ıch rozhran´ıch. Obsahuje ale
vsˇechny atributy, ktere´ chceme oznacˇit jako jedine´ povolene´ (obvykle vsˇechny). Mu˚zˇe se proto
zda´t, zˇe se jedna´ o duplicitn´ı testova´n´ı, ale nen´ı tomu tak. Pro prˇ´ıklad trˇ´ıdy Dum zobrazene´m
v prˇ´ıloze A.1 by rozhran´ı vypadalo jak je zna´zorneˇno v ko´du 3.2.
Pro zjiˇst’ova´n´ı nadbytecˇny´ch atribut˚u slouzˇ´ı metoda zjistiNadbytecne(String jmenoTridy),
ktera´ vrac´ı pocˇet atribut˚u pouzˇity´ch ve trˇ´ıdeˇ nav´ıc. Metoda porovna´va´ atributy pouzˇite´ ve
trˇ´ıdeˇ s atributy definovany´mi v rozhran´ı. Kv˚uli identifikaci se rozhran´ı mus´ı jmenovat prˇesneˇ
podle vzoru: IExistenceField + jme´no trˇ´ıdy, v tomto prˇ´ıpadeˇ IExistenceFieldDum. Jesˇteˇ
prˇed vra´cen´ım pocˇtu nadbytecˇny´ch atribut˚u se jejich jme´na zap´ıˇs´ı do staticke´ promeˇnne´.
Dalˇs´ı metodou pro zjiˇst’ova´n´ı nadbytecˇny´ch atribut˚u je getJmenaNadbytecnych(), ktera´ vyp´ıˇse
jme´na jizˇ drˇ´ıve zjiˇsteˇny´ch nadbytecˇny´ch atribut˚u. Volat tuto metodu ma´ smysl azˇ po vola´n´ı
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interface IExistenceFieldDum {
@Field @Declared @Public @StaticField @Final int getIMPL_VYSKA ();
@Field @Declared @Public @StaticField @Final int getIMPL_SIRKA ();
@Field @Declared @Private @StaticField int getpocet ();
@Field @Declared @Private @NonStatic @Final int getcisloDomu ();
@Field @Declared @Private @NonStatic int getvyska ();
@Field @Declared @Private @NonStatic int getsirka ();
}
Ko´d 3.2: Rozhran´ı pro test nadbytecˇny´ch parametr˚u
metody zjistiNadbytecne(String jmenoTridy). Pro test nadbytecˇny´ch atribut˚u lze prˇipravit
dalˇs´ı test, ktery´m se dopln´ı testovac´ı trˇ´ıda TestDuckDum viz ko´d 3.3.
@Test
public void testNadbytecneFieldsDum () {
int povoleno = 1;
int pocet = DuckUtility.zjistiNadbytecne("Dum");
String message = "Pouzˇito vı´ce (" + pocet + ") pomocny´ch
promeˇnny´ch nezˇ je povoleno (" + povoleno + "):" +
DuckUtility.getJmenaNadbytecnych ();
assertTrue(message , pocet <= povoleno);
}
Ko´d 3.3: Test nadbytecˇny´ch atribut˚u s toleranc´ı 1 atributu
Atribut povoleno obsahuje pocˇet atribut˚u, ktere´ mohou by´t ve trˇ´ıdeˇ pouzˇity maxima´lneˇ nav´ıc
oproti rozhran´ı, aby testovana´ trˇ´ıda testem prosˇla. V prˇedchoz´ım testu je tolerova´n jeden atribut
nav´ıc. V prˇ´ıpadeˇ nulove´ tolerance se vyuzˇ´ıva´ specia´ln´ı metoda testNadbytecneFieldsDumPresne(),
ktera´ je o neˇco jednodusˇsˇ´ı (viz ko´d 3.4).
@Test
public void testNadbytecneFieldsDumPresne () {
int pocet = DuckUtility.zjistiNadbytecne("Dum");
String message = "Pouzˇity nadbytecˇne´ (pomocne´ ) promeˇnne´ :" +
DuckUtility.getJmenaNadbytecnych ();
assertTrue(message , pocet == 0);
}
Ko´d 3.4: Test nadbytecˇny´ch atribut˚u bez tolerance
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3.1.2 Prˇ´ıklad test˚u pro trˇ´ıdu Dum
Pro lepsˇ´ı pochopen´ı prˇ´ıpravy duck-test˚u v praxi je pouzˇit na´sleduj´ıc´ı prˇ´ıklad. Jedna´ se o jedno-
duchou trˇ´ıdu Dum, ktera´ obsahuje neˇkolik atribut˚u, trˇi konstruktory a peˇt jednoduchy´ch metod.
Uka´zku trˇ´ıdy lze naj´ıt mezi prˇ´ılohami jako ko´d A.1.
Pro testova´n´ı je trˇeba vytvorˇit dva soubory — soubor s testy pojmenovany´ podle testovane´
trˇ´ıdy TestDuckDum a soubor pro rozhran´ı ITestDuckDum. Toto rozhran´ı je pouze znacˇkovac´ı,
aby bylo zajiˇsteˇno vhodne´ jme´no zdrojove´ho souboru, a soubor obsahuje neˇkolik dalˇs´ıch roz-
hran´ı – pro kazˇdy´ test jedno. Protozˇe jsou vsˇechna rozhran´ı ulozˇena v jednom souboru, nesmı´
mı´t prˇ´ıstupove´ pra´vo public. Je velmi vhodne´ zakoncˇit na´zev kazˇde´ho rozhran´ı jme´nem testo-
vane´ trˇ´ıdy (v tomto prˇ´ıpadeˇ Dum). Zejme´na prˇi testova´n´ı v´ıce trˇ´ıd je t´ımto zarucˇen porˇa´dek mezi
testy a prˇ´ıslusˇny´mi rozhran´ımi.
Do jednotlivy´ch rozhran´ı lze sdruzˇovat prvky se stejny´mi anotacemi — typicky vznikaj´ı sku-
piny staticke´ konstanty, instancˇn´ı konstanty a podobneˇ. Zdrojovy´ ko´d rozhran´ı je prˇilozˇen jako
prˇ´ıloha A.2. Konstruktory je vhodne´ testovat zvla´sˇt’, tj. pro kazˇdy´ konstruktor vytvorˇit specia´ln´ı
rozhran´ı.
Vesˇkere´ anotace jsou popsa´ny v kapitole 2, nemeˇl by tedy by´t proble´m v takto definovane´m
rozhran´ı vycˇ´ıst, co se kde testuje. Rozhran´ı IStatickeKonstantyDum testuje staticke´ konstanty
IMPL VYSKA a IMPL SIRKA, rozhran´ı IStatickePromenneDum testuje priva´tn´ı statickou promeˇnnou
pocet, rozhrani IInstancniPromenneDum testuje priva´tn´ı instancˇn´ı promeˇnne´ vyska a sirka a
tak da´l.
Dalˇs´ım krokem je vytvorˇen´ı test˚u, ktere´ rozhran´ı vyuzˇ´ıvaj´ı. Soubor s testy se jmenuje take´ podle
testovane´ trˇ´ıdy, pro tento prˇ´ıpad TestDuckDum. Nejprve se prˇed spusˇteˇn´ım test˚u vytvorˇ´ı instance
testovane´ trˇ´ıdy, podle ktere´ se bude testovat, v metodeˇ setUpBeforeClass().
Testy maj´ı te´meˇrˇ vsˇechny stejnou konstrukci. Vytvorˇena´ instance se pomoc´ı metody wrap() z fra-
meworku Duckapter porovna´ s pozˇadovany´m rozhran´ım. V prˇ´ıpadeˇ neshody vznikne vy´jimka
WrappingException. Prˇi osˇetrˇova´n´ı te´to vy´jimky se vyp´ıˇse hla´sˇen´ı o chybeˇ pro uzˇivatele pomoc´ı
knihovn´ı trˇ´ıdy DuckUtility. Cela´ testovac´ı trˇ´ıda TestDuckDum je zna´zorneˇna v prˇ´ıloze A.3.
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3.1.3 Rucˇn´ı spousˇteˇn´ı test˚u pod Windows
Pro spousˇteˇn´ı prˇipraveny´ch test˚u v jar souboru se drˇ´ıve vyuzˇ´ıvalo prˇ´ıkazove´ rˇa´dky Windows a
da´vkovy´ch soubor˚u. Cely´ test se spousˇt´ı pomoc´ı da´vkove´ho souboru test.bat:
@echo off
set cisloDU=02
set nazvy=Dum
chcp 1250 > nul
for %%i in (%nazvy%) do del %%i.class 2> nul
javac -cp ducktest%cisloDU%.jar;. -encoding UTF-8 *.java
for %%i in (%nazvy%) do if not EXIST %%i.class goto konec
for %%i in (%nazvy%) do jar uf ducktest%cisloDU%.jar %%i.class
for %%i in (%nazvy%) do del %%i.class
for %%i in (%nazvy%) do call ducktest.bat %%i
:konec
set cisloDU=
set nazvy=
V testu se nastav´ı cˇ´ıslo u´lohy – kv˚uli jme´nu jar souboru s testy – a na´zvy vsˇech testovany´ch
trˇ´ıd. Pro kazˇdou polozˇku v na´zvech, tj. kazˇdou testovanou trˇ´ıdu, se vymazˇe prˇ´ıpadny´ prˇelozˇeny´
class soubor a trˇ´ıda se spolu s jar souborem znovu prˇelozˇ´ı. Pokud neˇjaka´ trˇ´ıda, ktera´ ma´
by´t testovana´, chyb´ı, test skoncˇ´ı. Jinak se prˇelozˇene´ trˇ´ıdy prˇidaj´ı k jar souboru a pro kazˇdou
testovanou trˇ´ıdu se vola´ da´vkovy´ soubor ducktest.bat:
jar xf ducktest%cisloDU%.jar TestDuck%1.class
if not EXIST TestDuck%1.class goto konec
del TestDuck%1.class
echo test %1
javaw -cp ducktest%cisloDU%.jar;. -jar ducktest%cisloDU%.jar TestDuck%1 > out.txt
type out.txt | find "OK ("
type out.txt | find "AssertionError:"
type out.txt | find "run:"
del out.txt
:konec
V tomto souboru se nejprve oveˇrˇuje, zda se v archivu nacha´z´ı testovac´ı trˇ´ıda pro potrˇebnou
trˇ´ıdu. Pokud v neˇm nen´ı, test koncˇ´ı. V opacˇne´m prˇ´ıpadeˇ se trˇ´ıda s testy spust´ı. Do konzole se
vypisuje pouze filtrovana´ zpra´va o beˇhu test˚u.
Spousˇteˇn´ı test˚u t´ımto zp˚usobem je zbytecˇneˇ slozˇite´ a nen´ı prˇenositelne´ na jine´ platformy. Pra´veˇ
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kv˚uli zjednodusˇen´ı spousˇteˇn´ı pro studenty a prˇenositelnosti programu bylo uvazˇova´no o vytvorˇen´ı
automaticke´ho spousˇteˇcˇe duck-test˚u.
3.2 Automatizovana´ prˇ´ıprava a spousˇteˇn´ı test˚u
3.2.1 Genera´tor
Hlavn´ı mysˇlenkou genera´toru je programove´ z´ıska´n´ı vsˇech atribut˚u, metod a konstruktor˚u vcˇetneˇ
jejich modifika´tor˚u ze vzorove´ trˇ´ıdy. Vsˇe lze z´ıskat pomoc´ı reflexe, ale je k tomu trˇeba instance
dane´ trˇ´ıdy. Prˇi vytva´rˇen´ı test˚u automaticky jsem narazila na proble´m jak z´ıskat danou instanci.
Ne vsˇechny trˇ´ıdy meˇly konstruktor bez parametr˚u a sv˚uj implicitn´ı bezparametricky´ prˇepisovaly.
Metoda, kterou pouzˇ´ıva´m a ktera´ bude vysveˇtlena v kapitole 4, doka´zˇe vytvorˇit instanci trˇ´ıdy
i ze soukrome´ho konstruktoru. Z toho d˚uvodu jsem se rozhodla doplnit pozˇadavek na soukromy´
konstruktor ve vzorovy´ch i testovany´ch trˇ´ıda´ch.
Dalˇs´ı zmeˇnou oproti rucˇn´ımu generova´n´ı je zrusˇen´ı skupin atribut˚u a metod se stejny´mi vlast-
nostmi. Prˇi rucˇn´ım generova´n´ı to meˇlo smysl kv˚uli u´sporˇe pra´ce – nebylo nutne´ psa´t tolik
rozhran´ı a test˚u, kdyzˇ vsˇechny prvky ve skupineˇ meˇly podobne´ vlastnosti a tedy hla´sˇen´ı mohlo
by´t pro neˇ spolecˇne´. V automaticke´m generova´n´ı nen´ı proble´m vygenerovat v´ıce test˚u, pro kazˇdy´
prvek trˇ´ıdy jeden. T´ımto se sice nevyuzˇije kompletn´ı knihovn´ı trˇ´ıda DuckUtility, ale chybova´
zpra´va mu˚zˇe by´t napsa´na podrobneˇ, protozˇe se ty´ka´ pouze jednoho prvku, a nen´ı trˇeba rˇesˇit
vy´jimky.
3.2.2 Samostatny´ spousˇteˇcˇ test˚u
Pro vy´uku programova´n´ı v prˇedmeˇtu KIV/OOP se pouzˇ´ıva´ programu BlueJ. Protozˇe studenti
vesˇkerou pra´ci s u´lohami prova´deˇj´ı pod BlueJ, byl p˚uvodn´ı za´meˇr vytvorˇit duck-testy jako ex-
tern´ı doplneˇk do tohoto prostrˇed´ı a spousˇteˇt testy prˇ´ımo v BlueJ. Druhou uvazˇovanou mozˇnost´ı
bylo vytvorˇit samostatny´ GUI spousˇteˇcˇ.
Extern´ı doplnˇky pro BlueJ mus´ı dodrzˇovat prˇedem danou strukturu – jar soubor obsahuje
hlavn´ı trˇ´ıdu a ta se spousˇt´ı prˇi spusˇteˇn´ı doplnˇku. Pro kazˇdou sadu test˚u (jednu studentskou
u´lohu) by se musel instalovat novy´ doplneˇk. Oproti tomu samostatny´ program na spusˇteˇn´ı test˚u
se da´ prˇizp˚usobit vsˇem pozˇadavk˚um a nen´ı va´za´n pouze na pouzˇit´ı v BlueJ. Pokud bude trˇeba,
lze ho pozdeˇji snadno modifikovat. Samostatny´ GUI spousˇteˇcˇ je tedy le´pe vyuzˇitelny´ a modifi-
kovatelny´ nezˇ vyuzˇit´ı doplnˇk˚u BlueJ, z toho d˚uvodu jsem zvolila tuto mozˇnost.
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Mysˇlenka spousˇteˇcˇe je zalozˇena´ na p˚uvodn´ım spousˇteˇn´ı pod konzol´ı Windows. Je nutne´ mı´t jar
soubor s testy a testovane´ u´lohy. Jar soubor se rozbal´ı, prˇidaj´ı se k neˇmu testovane´ soubory
a vsˇe se prˇelozˇ´ı. Pote´ se jizˇ spousˇt´ı jednotlive´ testy a filtrovane´ chybove´ hla´sˇen´ı se vypisuje do
okna.
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4 Genera´tor test˚u
Genera´tor se skla´da´ ze dvou soubor˚u – trˇ´ıdy uzˇivatelske´ho graficke´ho rozhran´ı pro interakci
s uzˇivatelem GeneratorGUI.java a knihovn´ı trˇ´ıdy TestMaker.java, ktera´ obsahuje metodu
main a metody pro generova´n´ı.
4.1 Popis genera´toru
Ke kazˇde´ testovane´ trˇ´ıdeˇ je trˇeba vygenerovat dva soubory – soubor s rozhran´ım, ktery´ obsahuje
popis testovany´ch prvk˚u, a soubor s testy. Jedine´, co je k tomu trˇeba, je seznam vsˇech atribut˚u,
metod a konstruktor˚u vcˇetneˇ jejich modifika´tor˚u, ktere´ obsahuje vzorova´ trˇ´ıda. Vsˇe lze progra-
moveˇ z´ıskat vyuzˇit´ım reflexe ze vzorove´ u´lohy.
Pro z´ıska´n´ı vsˇech prvk˚u a jejich vlastnost´ı jsou trˇeba java soubory vzorove´ u´lohy. Po zvolen´ı
slozˇky se vzorovou u´lohou se tato u´loha prˇekop´ıruje do docˇasneˇ vytvorˇene´ slozˇky pro generova´n´ı.
Se soubory se pak pracuje pra´veˇ v te´to slozˇce a nikde jinde. Zamez´ı se t´ım nechteˇne´mu smaza´n´ı
nebo prˇepsa´n´ı soubor˚u. Po skop´ırova´n´ı se vsˇechny trˇ´ıdy prˇelozˇ´ı do class, protozˇe nad nimi
funguje reflexe. Teprve pokud prˇeklad probeˇhne v porˇa´dku, nab´ıdne se uzˇivateli seznam trˇ´ıd ze
slozˇky a on mu˚zˇe vyb´ırat, ke ktery´m se maj´ı vytvorˇit testy.
4.2 Programove´ z´ıska´n´ı prvk˚u trˇ´ıdy
Prˇi zvolen´ı trˇ´ıdy se zjist´ı jej´ı prvky. Trˇ´ıdy z bal´ıku java.lang.reflect doka´zˇ´ı z class sou-
boru z´ıskat vsˇechny informace, ktere´ jsou pro generova´n´ı test˚u trˇeba. Trˇ´ıda se prˇeda´va´ pomoc´ı
jme´na. To ale plat´ı pouze v prˇ´ıpadeˇ, zˇe jej´ı class soubor je ve stejne´ slozˇce jako spusˇteˇny´ ge-
nera´tor. Pokud tomu tak nen´ı, nen´ı trˇ´ıda nalezena. Proto se mus´ı nastavit korˇenovy´ adresa´rˇ, ve
ktere´m se bude hledat pozˇadovany´ class soubor. Teˇlo metody, ktera´ z´ıska´va´ atributy, metody
a konstruktory zadane´ vzorove´ trˇ´ıdy, je zna´zorneˇno v ko´du 4.1.
Takto se hleda´ class soubor z dane´ho umı´steˇn´ı na disku – zde v adresa´rˇi tmpDir. Pote´ se jizˇ
pomoc´ı metod getDeclaredFields(), getDeclaredConstructors() a getDeclaredMethods()
z´ıskaj´ı atributy, konstruktory a metody trˇ´ıdy se vsˇemi informacemi. Tyto atributy, konstruktory
a metody jsou uchova´va´ny v pol´ıch. Pokud v zadane´m adresa´rˇi nebyla nalezena class dane´
trˇ´ıdy, je vyhozena vy´jimka ClassNotFoundException. Ta zp˚usob´ı vy´pis varovne´ zpra´vy v GUI.
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try {
File root = new File(tmpDir.toString ());
URLClassLoader classLoader;
classLoader = URLClassLoader.newInstance(new URL[] { root.toURI
().toURL() });
Class <?> cl = Class.forName(jmenoTridy , false , classLoader);
atributy = cl.getDeclaredFields ();
kontruktory = cl.getDeclaredConstructors ();
metody = cl.getDeclaredMethods ();
} catch (ClassNotFoundException e) {
gui.setInfo(jmenoTridy + "\nTrˇı´da nenalezena !\n");
}
Ko´d 4.1: Z´ıska´n´ı instance trˇ´ıdy a informac´ı o vsˇech jej´ıch prvc´ıch
Na´sledneˇ se zjiˇsteˇne´ prvky vlozˇ´ı do tabulek. Pro kazˇdou trˇ´ıdu se vytva´rˇ´ı celkem trˇi tabulky –
jedna s atributy, jedna s metodami a jedna s konstruktory. V dany´ch tabulka´ch pro kazˇdou trˇ´ıdu
si uzˇivatel mu˚zˇe vybrat/odsˇkrtnout, ktere´ prvky trˇ´ıdy chce a ktere´ nechce testovat. Po spusˇteˇn´ı
generace test˚u se postupuje abecedneˇ podle vybrany´ch trˇ´ıd. Data se vyb´ıraj´ı rovnou z tabulek.
Vytva´rˇej´ı se soucˇasneˇ soubor s testy a soubor s rozhran´ımi.
4.2.1 Vytva´rˇen´ı test˚u
Jak vypadaj´ı testy bylo zmı´neˇno jizˇ v kapitole 3.1.2, kde byla popsa´na prˇ´ıprava test˚u pro prˇ´ıklad
Dum. Prˇi automaticke´ prˇ´ıpraveˇ testy vypadaj´ı stejneˇ jako ve zmı´neˇne´m prˇ´ıpadeˇ, jen se nevola´
knihovn´ı trˇ´ıda DuckUtility pro u´pravu zpra´vy. Protozˇe je kazˇdy´ test pouze pro jeden prvek, je
zpra´va prˇipravena automaticky podle jme´na a modifika´tor˚u jizˇ prˇi vytva´rˇen´ı testu.
Nav´ıc je pro testy potrˇeba doka´zat vytvorˇit instanci testovane´ trˇ´ıdy. Po neˇkolika pokusech
jsem se rozhodla pozˇadovat existenci bezparametricke´ho konstruktoru, prˇ´ıpadneˇ i soukrome´ho,
v kazˇde´ testovane´ trˇ´ıdeˇ. Jedna´ se o administrativn´ı rˇesˇen´ı proble´mu, cozˇ prakticky znamena´,
zˇe pozˇadavek na soukromy´ bezparametricky´ konstruktor mus´ı by´t uveden v zada´n´ı studentske´
u´lohy. Toto je pouze nouzove´ rˇesˇen´ı a v dalˇs´ı verzi spousˇteˇcˇe to bude vyrˇesˇeno elegantneˇji.
Do metody volane´ prˇed pusˇteˇn´ım vsˇech test˚u jsem doplnila ko´d 4.2, ktery´ doka´zˇe vytvorˇit
instanci i ze soukrome´ho bezparametricke´ho konstruktoru.
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try {
File root = new File(".");
URLClassLoader classLoader;
classLoader = URLClassLoader.newInstance(new URL[] { root.toURI().
toURL() });
Constructor [] konstruktory = Class.forName("Dum", false , classLoader
).getDeclaredConstructors ();
Constructor ct = null;
for (int j = 0; j < konstruktory.length; j++) {
ct = konstruktory[j];
if (ct.getGenericParameterTypes ().length == 0) {
break;
}
else if (j + 1 == konstruktory.length) {
throw new Exception("Nenalezen konstruktor bez parametru.");
}
}
ct.setAccessible(true);
instance = (Dum) ct.newInstance ();
} catch (Exception e) {
System.exit (1);
}
Ko´d 4.2: Z´ıska´n´ı instance testovane´ trˇ´ıdy
4.2.2 Vytva´rˇen´ı rozhran´ı konstruktor˚u
Jako prvn´ı se generuj´ı testy a rozhran´ı pro konstruktory dane´ trˇ´ıdy. Slouzˇ´ı k tomu metoda
TestMaker.vypisKontruktory(), ktera´ prˇij´ıma´ jme´no trˇ´ıdy a pole Object[][] dat z tabulky.
Jedna´ se o dvojrozmeˇrne´ pole obsahuj´ıc´ı vzˇdy Constructor a boolean hodnotu, zda ma´ by´t
zarˇazen do testova´n´ı nebo ne.
Pro rozhran´ı je trˇeba zjistit, zda je konstruktor soukromy´ pomoc´ı Modifier.isPrivate(Construc
tor.getModifiers()). Jako dalˇs´ı je nutne´ zna´t parametry konstruktoru – ty se zjist´ı pouzˇit´ım
metody Constructor.getParameterTypes(). Metoda vrac´ı pole objekt˚u Class, ze ktere´ho lze
zjistit typ parametr˚u.
19
Genera´tor test˚u Programove´ z´ıska´n´ı prvk˚u trˇ´ıdy
4.2.3 Vytva´rˇen´ı rozhran´ı atribut˚u
Testy a rozhran´ı pro atributy se vytva´rˇej´ı pomoc´ı metody TestMaker.vypisAtributy(). Me-
toda prˇij´ıma´ jme´no trˇ´ıdy a pole Object[][] dat z tabulky. Tentokra´t pole obsahuje Field a
boolean hodnotu, zda ma´ by´t atribut zarˇazen do testova´n´ı nebo ne.
Pro rozhran´ı se mus´ı zjistit modifika´tory dane´ho atributu a jeho typ. Metoda na zjiˇst’ova´n´ı
modifika´tor˚u byla uzˇ uvedena vy´sˇe, ale v tomto prˇ´ıpadeˇ je jej´ı pouzˇit´ı o neˇco slozˇiteˇjˇs´ı, protozˇe
se zjiˇst’uj´ı vsˇechny pouzˇite´ modifika´tory. Jak se t´ımto zp˚usobem tvorˇ´ı rozhran´ı je zobrazeno
v ko´du 4.3.
int m = ((Field) data[i][0]).getModifiers ();
String pomStr = " @Field @Declared ";
if (Modifier.isPrivate(m)) {
pomStr += "@Private ";
} else if (Modifier.isPublic(m)) {
pomStr += "@Public ";
} else if (Modifier.isProtected(m)) {
pomStr += "@Protected ";
}
if (Modifier.isStatic(m)) {
pomStr += "@StaticField ";
} else {
pomStr += "@NonStatic ";
}
if (Modifier.isFinal(m)) {
pomStr += "@Final ";
}
Ko´d 4.3: Generova´n´ı rozhran´ı pro atributy
V promeˇnne´ pomStr se postupneˇ tvorˇ´ı anotace, ktere´ dane´mu atributu prˇ´ıslusˇ´ı. Jeho typ se
z´ıska´ na´sledneˇ pomoc´ı metody Field.getType().getSimpleName() a jeho jme´no pomoc´ı me-
tody Field.getName().
Pro atributy se nav´ıc tvorˇ´ı test, zda trˇ´ıda neobsahuje neˇjake´ atributy nav´ıc. Toto ma´ na starost
metoda TestMaker.vypisExistenciAtributu(), ktera´ prˇij´ıma´ stejneˇ jako ostatn´ı metody na
generova´n´ı jme´no trˇ´ıdy, pole Object obsahuj´ıc´ı vzˇdy Field a boolean a nav´ıc pocˇet tolerovany´ch
promeˇnny´ch nav´ıc. Stejneˇ jako ostatn´ı metody i tato vytva´rˇ´ı soucˇasneˇ soubory rozhran´ı i test˚u.
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4.2.4 Vytva´rˇen´ı rozhran´ı pro metody
Testy a rozhran´ı pro metody vytva´rˇ´ı metoda TestMaker.vypisMetody(). Tato metoda prˇij´ıma´
jme´no trˇ´ıdy a pole Object[][] dat z tabulky. Toto pole obsahuje Method a boolean hodnotu,
zda ma´ by´t atribut zarˇazen do testova´n´ı nebo ne.
Modifika´tory metod se z´ıskaj´ı podobneˇ jako u atribut˚u viz ko´d 4.4. Oproti atribut˚um je trˇeba
nav´ıc z´ıskat na´vratovy´ typ pomoc´ı metody Method.getReturnType().getSimpleName() a pa-
rametry pomoc´ı Method.getParameterTypes(). Jme´no metody se pak z´ıska´ pouzˇit´ım metody
Method.getName().
int m = (( Method) data[i][0]).getModifiers ();
String pomStr = " @Declared ";
if (Modifier.isPrivate(m)) {
pomStr += "@Private ";
} else if (Modifier.isPublic(m)) {
pomStr += "@Public ";
} else if (Modifier.isProtected(m)) {
pomStr += "@Protected ";
}
if (Modifier.isStatic(m)) {
pomStr += "@Static ";
} else {
pomStr += "@NonStatic ";
}
if (Modifier.isFinal(m)) {
pomStr += "@Final ";
}
Ko´d 4.4: Generova´n´ı rozhran´ı pro metody
4.3 Vytvorˇen´ı jar souboru
Po vygenerova´n´ı vsˇech soubor˚u s rozhran´ımi a s testy je trˇeba vytvorˇit jar soubor. Cˇa´st metody,
ktera´ to ma´ na starost, je zobrazena v ko´du 4.5. Jedna´ se o cˇa´st, kde se jizˇ pouze vytva´rˇ´ı jar.
Prˇed t´ımto je nutne´ nejdrˇ´ıv prˇesunout do pracovn´ı slozˇky vsˇechny potrˇebne´ soubory. Jedna´ se
o slozˇky org a junit, ktere´ jsou trˇeba pro spra´vne´ fungova´n´ı JUnit test˚u a duck-test˚u, soubor
man.txt a knihovn´ı trˇ´ıdu DuckUtility.java. Pote´ se prˇesunou vygenerovane´ soubory s testy a
rozhran´ımi a vsˇe se prˇelozˇ´ı. Jar nesmı´ obsahovat class soubor testovany´ch trˇ´ıd (jsou prˇipraveny
vyucˇuj´ıc´ım), proto se vsˇechny prˇedem vymazˇou. Pote´ se stejneˇ jako v prˇ´ıkazove´ rˇa´dce vytvorˇ´ı
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String prikaz = "jar cfm " + tmpDir + FileSystems.getDefault ().
getSeparator () + "duckTest" + jmeno + ".jar " + tmpDir +
FileSystems.getDefault ().getSeparator ()
+ "man.txt " + tmpDir + FileSystems.getDefault ().
getSeparator () + "*. class";
if (pridatSoubory) {
for (String s : tridy) {
prikaz += " -C " + tmpDir + " TestDuck" + s + " -C " +
tmpDir + " ITestDuck" + s;
}
}
prikaz += " -C " + tmpDir + " junit -C " + tmpDir + " org";
proc = r.exec(prikaz);
proc.waitFor ();
from = FileSystems.getDefault ().getPath(tmpDir.toString (), "duckTest
" + jmeno + ".jar");
to = FileSystems.getDefault ().getPath(System.getProperty("user.dir")
, "duckTest" + jmeno + ".jar");
Files.copy(from , to, (CopyOption) StandardCopyOption.
REPLACE_EXISTING);
Ko´d 4.5: Metoda na vyvorˇen´ı jar souboru
jar soubor. Pokud uzˇivatel zvolil, zˇe chce i zdrojove´ soubory vygenerovany´ch trˇ´ıd, ty se prˇidaj´ı.
Tato mozˇnost se pouzˇ´ıva´ zejme´na pro ladeˇn´ı.
4.4 Pouzˇite´ jazykove´ konstrukce
Pro vytvorˇen´ı genera´toru byla pouzˇita Java 7, ktera´ obsahuje neˇkolik novy´ch funkc´ı, hlavneˇ pro
pra´ci se soubory, ktere´ by nemusely by´t zna´me´. Vı´ce o novy´ch funkc´ıch Javy 7 viz [7]. V pra´ci
je cˇasto vyuzˇ´ıvany´ novy´ datovy´ typ Path.
Ke kop´ırova´n´ı a prˇesouva´n´ı jednotlivy´ch soubor˚u se vyuzˇ´ıva´ metod Files.copy(Path from,
Path to, CopyOption copyOption) a Files.move(Path from, Path to, CopyOption copy
Option). Novinkou Javy 7 je mozˇnost pracovat s cely´m adresa´rˇovy´m stromem pomoc´ı metody
Files.walkFileTree(), ktera´ vyzˇaduje dva parametry: Path cestu k adresa´rˇi a instanci trˇ´ıdy
SimpleFileVisitor, ktera´ urcˇuje, jak se adresa´rˇovy´m stromem procha´z´ı.
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SimpleFileVisitor ma´ cˇtyrˇi metody, ktere´ uzˇivatel prˇep´ıˇse podle svy´ch pozˇadavk˚u.
• Metodu preVisitDirectory(), ktera´ se prova´d´ı prˇed navsˇt´ıven´ım adresa´rˇe,
• metodu visitFile(), ktera´ se vola´ prˇi navsˇt´ıven´ı souboru,
• metodu postVisitDirectory(), ktera´ se vola´ po navsˇt´ıven´ı cele´ho adresa´rˇe vcˇetneˇ vsˇech
jeho podadresa´rˇ˚u a
• metodu visitFileFailed() prova´deˇnou v prˇ´ıpadeˇ, zˇe soubor nemu˚zˇe by´t navsˇt´ıven.
Prˇedesˇle´ metody vzˇdy vrac´ı jednu z na´sleduj´ıc´ıch hodnot:
• FileVistitResult.CONTINUE – pokracˇuje,
• FileVistitResult.SKIP SIBLINGS – pokracˇuje bez navsˇt´ıven´ı soubor˚u ve stejne´m ad-
resa´rˇi
• FileVistitResult.SKIP SUBTREE – pokracˇuje bez navsˇt´ıven´ı podadresa´rˇe a
• FileVistitResult.TERMINATE – ukoncˇ´ı procha´zen´ı adresa´rˇe
Vsˇechny metody vrac´ı prvotneˇ FileVistitResult.CONTINUE a nic nedeˇlaj´ı. Uzˇivatel mu˚zˇe
neˇktere´ z nich prˇekry´t, pokud je chce vyuzˇ´ıt pro sve´ u´cˇely. Ko´d 4.6 zobrazuje prˇ´ıklad pouzˇite´
trˇ´ıdy pro kop´ırova´n´ı adresa´rˇe. Tento SimpleFileVisitor je pouzˇit v genera´toru pro kop´ırova´n´ı
cele´ slozˇky se vzorovou u´lohou a ke kop´ırova´n´ı potrˇebny´ch soubor˚u pro vytvorˇen´ı jar souboru.
class CopyDirVisitor extends SimpleFileVisitor <Path > {
private Path fromPath;
private Path toPath;
private StandardCopyOption copyOption = StandardCopyOption.
REPLACE_EXISTING;
public CopyDirVisitor(Path from , Path to) {
this.fromPath = from;
this.toPath = to;
}
@Override public FileVisitResult preVisitDirectory(Path dir ,
BasicFileAttributes attrs) throws IOException {
Path targetPath = toPath.resolve(fromPath.relativize(dir));
if (!Files.exists(targetPath)) {
Files.createDirectory(targetPath);
}
return FileVisitResult.CONTINUE;
}
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@Override public FileVisitResult visitFile(Path file ,
BasicFileAttributes attrs) throws IOException {
Files.copy(file , toPath.resolve(fromPath.relativize(file)),
copyOption);
return FileVisitResult.CONTINUE;
}
}
Ko´d 4.6: Trˇ´ıda pro kop´ırova´n´ı adresa´rˇove´ho stromu
4.4.1 Procesy
Pro spousˇteˇn´ı na´stroj˚u javac pro prˇeklad a jar pro vytva´rˇen´ı archivu jsou vyuzˇity samostatne´
procesy. Proces se spust´ı stejny´m prˇ´ıkazem jako by se spousˇteˇl z prˇ´ıkazove´ rˇa´dky. Pote´ je trˇeba
odebrat prˇ´ıpadny´ vy´stup procesu a pocˇkat na jeho dokoncˇen´ı (pokud to program vyzˇaduje).
String line , vystup = "";
Process proc = r.exec("javac -cp " + tmpDir.toString () + ";. -
encoding UTF -8 " + tmpDir.toString () + FileSystems.getDefault ().
getSeparator () + "*.java");
BufferedReader error = new BufferedReader(new InputStreamReader(proc
.getErrorStream ()));
while ((line = error.readLine ()) != null) {
vystup += line + "\n";
}
proc.waitFor ();
if (proc.exitValue () != 0) {
System.out.println("Chyba prˇi prˇekladu!");
}
Ko´d 4.7: Prˇ´ıklad pouzˇit´ı proces˚u v Javeˇ
V ko´du 4.7 je zobrazen prˇeklad vsˇech java soubor˚u ve slozˇce tmpDir s prˇ´ıpadny´m chybovy´m
vy´pisem do konzole. V prˇ´ıkladu se cˇeka´ na dokoncˇen´ı procesu. Ko´dova´n´ı UTF-8 je standardneˇ
pouzˇ´ıva´no ve vsˇech u´loha´ch. Proto je v ko´du uvedeno jako litera´l.
4.4.2 Inicializacˇn´ı soubor
Kv˚uli vysˇsˇ´ımu komfortu pro uzˇivatele je vyuzˇ´ıva´n inicializacˇn´ı soubor. Je pouzˇito standardn´ı
sche´ma .ini souboru, tj. kl´ıcˇove´ slovo na´sledovane´ znakem ”=“ a svou hodnotou. Inicializacˇn´ısoubor pro genera´tor ma´ neˇkolik kl´ıcˇovy´ch slov:
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• UlohaPath – cestu ke vzorove´ u´loze,
• X – x-ovou sourˇadnici okna uzˇivatelske´ho rozhran´ı,
• Y – y-ovou sourˇadnici okna uzˇivatelske´ho rozhran´ı,
• Tolerance – pocˇet tolerovany´ch atribut˚u nav´ıc a
• JSoubory – zasˇkrtnut´ı, resp. nezasˇkrtnut´ı, mozˇnosti prˇida´n´ı vygenerova´n´ı zdrojovy´ch sou-
bor˚u.
Soubor se zpracova´va´ jako tzv. Properties – hodnoty se nacˇ´ıtaj´ı pra´veˇ pomoc´ı kl´ıcˇovy´ch slov.
Zp˚usob nacˇ´ıta´n´ı naposledy pouzˇite´ho nastaven´ı ze souboru zobrazuje ko´d 4.8.
Properties p = new Properties ();
p.load(new FileInputStream(new File("duckGenerator.ini")));
x = Integer.valueOf(p.getProperty("X"));
y = Integer.valueOf(p.getProperty("Y"));
ulohaPath = URLDecoder.decode(p.getProperty("UlohaPath"), Charset.
defaultCharset ().toString ());
tolerance = Integer.valueOf(p.getProperty("Tolerance"));
java = (p.getProperty("JSoubory").contains("true")) ? true : false;
Ko´d 4.8: Nacˇten´ı hodnot z .ini souboru
4.5 Graficke´ uzˇivatelske´ rozhran´ı
Graficke´ uzˇivatelske´ rozhran´ı (da´le GUI) genera´toru je vytvorˇeno v javeˇ pomoc´ı Swingu [8]. GUI
je zobrazeno na obra´zku 4.1. Je rozdeˇleno na dveˇ cˇa´sti – vlevo nastaven´ı a spousˇteˇn´ı generace,
vpravo panel s vybrany´mi vzorovy´mi trˇ´ıdami a tabulkami jejich atribut˚u, metod a konstruktor˚u.
Klasicky je vlevo nahorˇe tlacˇ´ıtko pro nacˇten´ı slozˇky se vzorovou u´lohou. Vyuzˇ´ıva´ se JFileChooser.
Cesta ke zvolene´ slozˇce se zobraz´ı do prˇidruzˇene´ho JTextFieldu. Pod teˇmito prvky se po
nacˇten´ı zobraz´ı nab´ıdka vsˇech java soubor˚u ve zvolene´ slozˇce. Pro zobrazen´ı seznamu je pouzˇit
JScrollPane a ListModel. Pra´veˇ prˇi vy´beˇru trˇ´ıdy z tohoto seznamu se v prave´ cˇa´sti zobraz´ı
panel se trˇ´ıdou a tabulkami se seznamem prvk˚u trˇ´ıdy.
Pod seznamem trˇ´ıd se nacha´z´ı neˇkolik voleb nastaven´ı. JTextField pro nastaven´ı pocˇtu tolero-
vany´ch promeˇnny´ch v testu nadbytecˇny´ch atribut˚u. JTextField pro nastaven´ı jme´na vy´stupn´ıho
jar souboru, ktery´ se automaticky nastavuje na jme´no slozˇky. Posledn´ı volbou je JCheckBox pro
prˇida´n´ı vygenerovany´ch java soubor˚u do vy´stupn´ıho jar souboru. U´plneˇ dole v leve´ cˇa´sti GUI
se nacha´z´ı JButton pro spusˇteˇn´ı generace test˚u. Pod n´ım je informacˇn´ı JLabel, ktera´ uzˇivatele
25
Genera´tor test˚u Graficke´ uzˇivatelske´ rozhran´ı
Obra´zek 4.1: Obra´zek GUI genera´toru
informuje o aktua´ln´ım pr˚ubeˇhu generace.
Prava´ cˇa´st okna je dynamicka´. Jedna´ se o JTabbedPane. Podle pocˇtu aktua´lneˇ vybrany´ch trˇ´ıd
v leve´m okneˇ se prˇida´vaj´ı nove´ za´lozˇky. Kazˇda´ za´lozˇka obsahuje trˇi tabulky – tabulku s atributy,
konstruktory a metodami dane´ trˇ´ıdy. Uzˇivatel kliknut´ım na za´lozˇku si mu˚zˇe zobrazit tabulky
dane´ trˇ´ıdy a nastavit, pro ktere´ prvky trˇ´ıdy budou generova´ny testy a pro ktere´ ne. Standardneˇ
jsou zvoleny vsˇechny.
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5 Spousˇteˇcˇ test˚u
Spousˇteˇcˇ se skla´da´ celkem ze trˇ´ı soubor˚u – trˇ´ıdy uzˇivatelske´ho graficke´ho rozhran´ı pro interakci
s uzˇivatelem SpoustecGUI.java, trˇ´ıdy Okenko.java na zobrazen´ı cˇekac´ıho dialogu a knihovn´ı
trˇ´ıdy SpoustecDuckTestu.java obstara´vaj´ıc´ı funkcˇnost.
5.1 Popis spousˇteˇcˇe
Pro pra´ci spousˇteˇcˇe test˚u jsou trˇeba dveˇ veˇci – jar soubor s testy, nejle´pe vytvorˇeny´ genera´torem
test˚u nebo rucˇneˇ podle stejne´ho vzoru, a slozˇka se vsˇemi testovany´mi trˇ´ıdami studentske´ u´lohy.
Prˇed spusˇteˇn´ım test˚u je tedy nutne´ nastavit cestu k jar souboru a do slozˇky s testovanou u´lohou.
Testy se nespust´ı, dokud nejsou obeˇ podmı´nky splneˇne´.
Prˇi prvn´ım spusˇteˇn´ı test˚u je nejprve nutne´ rozbalit jar, protozˇe se bude doplnˇovat o testovane´
trˇ´ıdy, cozˇ provede spousˇteˇcˇ automaticky. Podobneˇ jako u genera´toru se vyuzˇ´ıva´ i pro testova´n´ı
pomocna´ docˇasna´ slozˇka, do ktere´ se rozbal´ı jar soubor s testy a kop´ıruj´ı se tam testovane´ trˇ´ıdy.
5.1.1 Programove´ rozbalen´ı jar souboru
Prˇi prvn´ım spusˇteˇn´ı a nebo prˇi vybra´n´ı nove´ho souboru s testy se prˇi spusˇteˇn´ı nejprve vytvorˇ´ı
nova´ docˇasna´ slozˇka a do n´ı se rozbal´ı jar soubor. Zamez´ı se t´ım prˇepsa´n´ı prˇ´ıpadny´ch soubor˚u,
ktere´ by mohly by´t v pouzˇite´ slozˇce. Ko´d 5.1 zobrazuje postup rozbalen´ı jar souboru. Tento
postup je prˇevzat z [9]. Pro z´ıska´n´ı obsahu archivu je pouzˇita metoda JarFile.entries().
5.1.2 Spusˇteˇn´ı test˚u
Po rozbalen´ı jar souboru prˇi prvn´ım spusˇteˇn´ı a nebo ihned prˇi druhe´m spusˇteˇn´ı se postupuje
podle na´sleduj´ıc´ıho sche´matu:
• metoda SpoustecDuckTestu.getJmenaTestovanych() zjist´ı z jar souboru podle jmen
duck-test˚u jme´na vsˇech testovany´ch trˇ´ıd a ulozˇ´ı je do seznamu,
• kontroluje se, zda seznam testovany´ch trˇ´ıd nen´ı pra´zdny´, pokud ano, test se ukoncˇ´ı,
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Enumeration <JarEntry > en = jar.entries ();
while (en.hasMoreElements ()) {
JarEntry jarFile = (JarEntry) en.nextElement ();
final String name = jarFile.getName ();
File file = new File(tmpDir + FileSystems.getDefault ().
getSeparator () + name);
if (jarFile.isDirectory ()) {
file.mkdir();
}
else {
InputStream is = jar.getInputStream(jarFile);
FileOutputStream fos = new java.io.FileOutputStream(file);
while (is.available () > 0) {
fos.write(is.read());
}
fos.close();
is.close();
}
}
Ko´d 5.1: Programove´ rozbalen´ı jar souboru
• metoda SpoustecDuckTestu.isTestovaneTridy() kontroluje, zda se vsˇechny zdrojove´
java soubory testovany´ch trˇ´ıd v seznamu nacha´z´ı ve slozˇce s u´lohou, pokud ne, test se
ukoncˇ´ı,
• skop´ıruj´ı se vsˇechny trˇ´ıdy ze slozˇky s u´lohou do docˇasne´ slozˇky a
• pro kazˇdou trˇ´ıdu se spust´ı test.
Test se spousˇt´ı pro kazˇdou trˇ´ıdu podobneˇ jako prˇi rucˇn´ım spousˇteˇn´ı z prˇ´ıkazove´ rˇa´dky. Vytvorˇ´ı se
proces, ktery´ spust´ı pomoc´ı hlavn´ı trˇ´ıdy pro spousˇteˇn´ı JUnit test˚u org.junit.runner.JUnitCore
soubor s vytvorˇeny´mi testy, tj. trˇ´ıdu zacˇ´ınaj´ıc´ı TestDuck a koncˇ´ıc´ı jme´nem testovane´ trˇ´ıdy. Vy´pis
tohoto procesu se filtruje a uzˇivateli se zobrazuje pouze prˇ´ıpadne´ chybove´ hla´sˇen´ı nebo informace,
kolik test˚u probeˇhlo.
5.2 Pouzˇite´ jazykove´ konstrukce
U spousˇteˇcˇe jsou vyuzˇity podobne´ jazykove´ konstrukce jako u genera´toru. Vyuzˇ´ıva´ se novy´ch
funkc´ı Javy 7 pro pra´ci se soubory, hlavneˇ kop´ırova´n´ı a prˇesouva´n´ı. Stejneˇ tak se pouzˇ´ıvaj´ı pro-
cesy pro spousˇteˇn´ı na´stroje javac pro prˇeklad.
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A take´ jako v prˇ´ıpadeˇ genera´toru je pouzˇit SimpleFileVisitor pro pra´ci s adresa´rˇem. U spousˇteˇcˇe
je vyuzˇ´ıva´n pouze pro maza´n´ı docˇasne´ slozˇky. Po ukoncˇen´ı programu a nebo prˇi otevrˇen´ı nove´ho
souboru s testy, se mus´ı docˇasna´ slozˇka smazat. To prova´d´ı ko´d 5.2.
Files.walkFileTree(tmpDir , new SimpleFileVisitor <Path >() {
@Override public FileVisitResult visitFile(Path file ,
BasicFileAttributes attrs) throws IOException {
Files.delete(file);
return CONTINUE;
}
@Override public FileVisitResult postVisitDirectory(Path dir ,
IOException exc) throws IOException {
if (exc == null) {
Files.delete(dir);
return CONTINUE;
} else {
throw exc;
}
}
});
Ko´d 5.2: Online pouzˇit´ı SimpleFileVisitoru pro maza´n´ı cele´ho adresa´rˇe
Stejneˇ jako u genera´toru, i spousˇteˇcˇ vyuzˇ´ıva´ inicializacˇn´ı soubor pro zapamatova´n´ı pozice okna
a cesty k naposledy otevrˇene´ slozˇce s u´lohou a k jar souboru s testy.
5.3 Uzˇivatelske´ rozhran´ı
Uzˇivatelske´ rozhran´ı spousˇteˇcˇe je vytvorˇeno pomoc´ı bal´ıcˇku javax.swing [10]. Jak je videˇt na
obra´zku 5.1, je GUI jednodusˇsˇ´ı nezˇ u genera´toru.
V horn´ı cˇa´sti okna se nacha´z´ı dveˇ tlacˇ´ıtka – jedno pro nacˇten´ı souboru s testy, druhe´ pro nacˇten´ı
slozˇky s u´lohou. Pro nacˇten´ı je pouzˇit JFileChooser. Cela´ cesta k nacˇtene´mu jar souboru a
slozˇce se zobraz´ı vlevo v prˇ´ıslusˇne´m JTextFieldu. Jedina´ volba, ktera´ se nacha´z´ı v okneˇ, je
zasˇkrta´vac´ı mozˇnost prˇepisova´n´ı zpra´v v prˇ´ıpadeˇ v´ıcena´sobne´ho spusˇteˇn´ı. Vedle neˇj je uzˇ jen
tlacˇ´ıtko pro spusˇteˇn´ı test˚u. Doln´ı cˇa´st okna a jeho valnou veˇtsˇinu zab´ıra´ textove´ pole, kam se
vypisuj´ı hla´sˇen´ı o pr˚ubeˇhu test˚u a prˇ´ıpadna´ chybova´ hla´sˇen´ı.
V prˇ´ıpadeˇ prvn´ıho spusˇteˇn´ı test˚u, kdy docha´z´ı k rozbalen´ı jar souboru s testy, se uprostrˇed okna
zobraz´ı cˇekac´ı dialog, ktery´ zobrazuje pr˚ubeˇh rozbalova´n´ı. Tento dialog nelze zavrˇ´ıt, uzavrˇe se
sa´m po rozbalen´ı jar souboru.
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Obra´zek 5.1: Obra´zek GUI spousˇteˇcˇe
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6 Testy a zhodnocen´ı
6.1 Popis testovany´ch u´loh
Pro prˇ´ıpravu vzorovy´ch duck-test˚u bylo pouzˇito osm, resp. sedm, u´loh prˇedmeˇtu KIV/OOP,
ktere´ studenty ucˇ´ı za´klad˚um objektove´ho programova´n´ı. Prvn´ı u´loha studenty seznamuje s prostrˇe-
d´ım BlueJ a zp˚usobem testova´n´ı. Na te´to u´loze nen´ı nic mozˇne´ testovat. V sedmi zby´vaj´ıc´ıch
u´loha´ch se testovaly trˇ´ıdy, ktere´ meˇli studenti za u´kol vytvorˇit. Kolik trˇ´ıd se testuje v jednotlivy´ch
u´loha´ch a jejich jme´na jsou zna´zorneˇny v tabulce 6.1. Studenti vytva´rˇej´ı jesˇteˇ trˇ´ıdu Pohlavi,
ale jedna´ se o jednoduchy´ enum, na ktere´m nen´ı co testovat.
u´loha jme´na testovany´ch trˇ´ıd
2 Osoba
3 Osoba
4 Osoba, Rozmer
5 Osoba, Rozmer, Zvyraznovac
6 Osoba, Par, Rande, Rozmer, Zvyraznovac
7 Osoba, Par, Rande, Rozmer, Superman, Zvyraznovac
8 Osoba, Par, Rande, Rozmer, Seznamka, Superman, Superwoman,
Zvyraznovac
Tabulka 6.1: Testovane´ trˇ´ıdy pro kazˇdou u´lohu
6.2 Postup prˇ´ıpravy duck-test˚u
Nejprve jsem prˇipravila duck-testy rucˇneˇ pro vy´sˇe zmı´neˇne´ sady u´loh. Meˇla jsem k dispozici
spra´vne´ vzorove´ rˇesˇen´ı, podle neˇjzˇ jsem vytva´rˇela duck-testy. Poznatky z´ıskane´ beˇhem rucˇn´ı
prˇ´ıpravy duck-test˚u jsem vyuzˇila pro naprogramova´n´ı automaticke´ho genera´toru. Duck-testy
pro stejnou sadu u´loh jsem vytva´rˇela pote´ i automaticky za pouzˇit´ım genera´toru. Samozrˇejmeˇ
podle stejne´ho vzorove´ho rˇesˇen´ı.
6.2.1 Rucˇn´ı prˇ´ıprava duck-test˚u
Prˇi rucˇn´ı prˇ´ıpraveˇ se mus´ı vsˇechny rozhran´ı a testy vytvorˇit manua´lneˇ. Stejneˇ jako u auto-
maticke´ generace, je trˇeba veˇdeˇt, jak ma´ trˇ´ıda vypadat. Testy jsou si navza´jem dost podobe´.
Rozhran´ı se tvorˇ´ı pra´veˇ podle vzorove´ trˇ´ıdy. Rucˇn´ı prˇ´ıprava test˚u byla velmi cˇasoveˇ na´rocˇna´.
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Take´ z d˚uvodu monoto´nosti pra´ce, je autor test˚u na´chylneˇjˇs´ı k chyba´m, ktere´ se sˇpatneˇ odhaluj´ı.
Kv˚uli zminimalizova´n´ı pocˇtu test˚u a rozhran´ı, ktere´ je trˇeba psa´t, jsem prvky trˇ´ıdy prˇi rucˇn´ı
prˇ´ıpraveˇ rozdeˇlila do skupin se stejny´mi modifika´tory – naprˇ´ıklad skupina staticke´ konstanty za-
hrnovala atributy s modifika´tory private static final. Skupina ma´ vzˇdy stejne´ modifika´tory
a stejne´ chybove´ hla´sˇen´ı.
Je zrˇejme´, zˇe ne vzˇdy vsˇechny prvky trˇ´ıdy na´lezˇ´ı do urcˇite´ skupiny – naprˇ´ıklad pro prˇedchoz´ı
prˇ´ıpad atribut s modifika´tory public static final tvorˇ´ı vy´jimku a nemu˚zˇe by´t zarˇazen do
skupiny staticky´ch konstant. Vy´jimky se mus´ı rˇesˇit zvla´sˇt’. Veˇtsˇinou se pro neˇ vytvorˇ´ı samostatny´
test a rozhran´ı. Pocˇty test˚u (a za´rovenˇ pocˇty rozhran´ı) pro jednotlive´ trˇ´ıdy a u´lohy zna´zornˇuje
tabulka 6.2. Celkovy´ pocˇet rucˇneˇ prˇipraveny´ch test˚u pro celou sadu u´loh je 243. Jednotlive´
trˇ´ıdy se v u´loha´ch postupneˇ rozsˇiˇruj´ı. To znamena´, zˇe nebylo mozˇne´ mechanicky prˇevz´ıt testy
prˇipravene´ pro drˇ´ıveˇjˇs´ı u´lohu.
cˇ´ıslo u´lohy 2 3 4 5 6 7 8
pocˇet test˚u pro trˇ´ıdu Osoba 12 13 20 20 20 22 22
pocˇet test˚u pro trˇ´ıdu Rozmer - - 5 5 5 5 5
pocˇet test˚u pro trˇ´ıdu Zvyraznovac - - - 6 6 6 6
pocˇet test˚u pro trˇ´ıdu Par - - - - 5 4 6
pocˇet test˚u pro trˇ´ıdu Rande - - - - 7 7 7
pocˇet test˚u pro trˇ´ıdu Superman - - - - - 8 8
pocˇet test˚u pro trˇ´ıdu Seznamka - - - - - - 7
pocˇet test˚u pro trˇ´ıdu Superwoman - - - - - - 6
Tabulka 6.2: Pocˇet test˚u pro jednotlive´ trˇ´ıdy (rucˇn´ı prˇ´ırava)
Rucˇn´ı prˇ´ıprava test˚u zabrala prˇiblizˇneˇ dva meˇs´ıce pra´ce. Prˇipravene´ testy byly neˇkolikra´t upra-
vova´ny a vyuzˇ´ıva´ny pro rutinn´ı testova´n´ı u´loh asi 100 student˚u v zimn´ım semestru 2012/13
v prˇedmeˇtu KIV/OOP. Testy byly student˚um k dispozici jako samostatneˇ spustitelny´ konzolovy´
skript (jeho spousˇteˇn´ı je podrobneˇ pospa´no v kapitole 3.1.3). Da´le byly tyte´zˇ testy soucˇa´st´ı va-
lidacˇn´ı dome´ny na validacˇn´ım serveru, kde byly spousˇteˇny automaticky.
Aby bylo mozˇne´ zjistit, jaky´ch prohrˇesˇk˚u se studenti nejcˇasteˇji dopousˇteˇj´ı (a pote´ na neˇ prˇ´ıpadneˇ
zameˇrˇit veˇtsˇ´ı pozornost prˇi prˇ´ıpraveˇ test˚u), byly rucˇneˇ prˇipravovane´ testy pouzˇity i pro vyhod-
nocen´ı prˇedchoz´ıho rocˇn´ıku (tj. 2011/12) studentsky´ch u´loh. Tyto u´lohy nebyly v pr˚ubeˇhu vy´uky
testova´ny, tzn. obsahovaly neodhalene´ prohrˇesˇky proti zada´n´ı. Vy´sledky z tohoto testova´n´ı jsou
zpracova´ny v cˇa´sti 6.3.
Zkusˇenosti z´ıskane´ jak z rucˇn´ıch prˇ´ıprav test˚u, tak i ze samotne´ho testova´n´ı byly podrobneˇ
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vyhodnocova´ny a staly se jedn´ım z d˚ulezˇity´ch podklad˚u pro implementaci automatizovane´ho
genera´toru test˚u.
6.2.2 Automaticke´ generova´n´ı
Prˇi automaticke´m generova´n´ı jsem oproti rucˇn´ımu upustila od vytva´rˇen´ı skupin prvk˚u trˇ´ıdy
podobny´ch vlastnost´ı. Nen´ı proble´m vygenerovat automaticky v´ıce test˚u a rozhran´ı, pro kazˇdy´
prvek trˇ´ıdy zvla´sˇt’. Chybove´ hla´sˇen´ı mu˚zˇe by´t pak pro kazˇdy´ prvek trˇ´ıdy vytvorˇeno ”na teˇlo“.Nav´ıc, kdyzˇ neexistuj´ı vy´sˇe zmı´neˇne´ skupiny, neexistuj´ı ani vy´jimky, ktere´ je potrˇeba osˇetrˇovat
zvla´sˇtn´ımi testy.
Tabulka 6.3 zobrazuje pocˇty vytvorˇeny´ch test˚u pro jednotlive´ trˇ´ıdy vsˇech u´loh prˇi automaticke´m
generova´n´ı. Prˇi porovna´n´ı s rucˇneˇ generovany´mi testy je videˇt pomeˇrneˇ velky´ rozd´ıl v pocˇtu
generovany´ch test˚u. Z toho vyply´va´ i veˇtsˇ´ı pocˇet rozhran´ı a t´ım pa´dem v´ıce prˇelozˇeny´ch class
soubor˚u u automaticke´ generace. Celkovy´ pocˇet automaticky generovany´ch test˚u pro celou sadu
u´loh je 445.
cˇ´ıslo u´lohy 2 3 4 5 6 7 8
pocˇet test˚u pro trˇ´ıdu Osoba 25 23 34 36 36 36 36
pocˇet test˚u pro trˇ´ıdu Rozmer - - 8 8 8 8 8
pocˇet test˚u pro trˇ´ıdu Zvyraznovac - - - 9 9 9 9
pocˇet test˚u pro trˇ´ıdu Par - - - - 9 11 14
pocˇet test˚u pro trˇ´ıdu Rande - - - - 15 18 18
pocˇet test˚u pro trˇ´ıdu Superman - - - - - 10 10
pocˇet test˚u pro trˇ´ıdu Seznamka - - - - - - 22
pocˇet test˚u pro trˇ´ıdu Superwoman - - - - - - 16
Tabulka 6.3: Pocˇet test˚u pro jednotlive´ trˇ´ıdy (automaticke´ generova´n´ı)
6.3 Vy´sledky testova´n´ı
K otestova´n´ı funkcˇnosti rucˇneˇ vytvorˇeny´ch duck-test˚u jsem zvolila na´hodneˇ dvaceti procentn´ı
vzorek z u´loh odevzdany´ch studenty prˇedmeˇtu KIV/OOP v roce 2011/12. U teˇchto na´hodneˇ
vybrany´ch student˚u jsem testovala pomoc´ı vytvorˇeny´ch duck-test˚u vsˇech sedm u´loh.
Zjistila jsem, zˇe studenti nejcˇasteˇji chybuj´ı ohledneˇ prˇ´ıstupovy´ch pra´v – mı´sto private pouzˇ´ıvaj´ı
public nebo prˇ´ıstupove´ pra´vo u´plneˇ vynechaj´ı a nechaj´ı atribut prˇ´ıstupny´ pro cely´ bal´ıcˇek. Dalˇs´ı
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objevuj´ıc´ı se chybou je vynecha´n´ı modifika´toru final u atribut˚u, ktere´ by meˇly by´t konstantn´ı.
Pomeˇrneˇ cˇasto se take´ chybuje ohledneˇ modifika´toru static, at’ uzˇ jde o jeho vynecha´n´ı nebo
naopak jeho vlozˇen´ı na mı´sto, kam nepatrˇ´ı.
typ chyby pocˇet vy´skyt˚u
vynecha´n´ı prˇ´ıstupovy´ch pra´v 182
pouzˇit´ı public mı´sto private 168
vynecha´n´ı modifika´toru final 149
vynecha´n´ı modifika´toru static 15
pouzˇit´ı modifika´toru static u atribut˚u, ktere´ meˇly by´t instancˇn´ı 10
pouzˇite´ pomocne´ promeˇnne´ 8
jinak pojmenovane´ promeˇnne´ (mala´/velka´ p´ısmena, prˇeklepy) 7
pouzˇit´ı protected na mı´steˇ, kde meˇlo by´t private 6
pouzˇit´ı public mı´sto protected 5
chybeˇj´ıc´ı atribut 2
pouzˇit´ı jine´ho nezˇ prˇedepsane´ho datove´ho typu 2
Tabulka 6.4: Nejcˇasteˇjˇs´ı chyby ve studentsky´ch u´loha´ch
Nejcˇasteˇji vyskytuj´ıc´ı se druhy chyb a jejich pocˇty v kontrolovane´m vzorku zobrazuje tabulka
6.4. Chyby jsou serˇazene´ sestupneˇ podle pocˇtu vy´skyt˚u v testovane´m vzorku. Je videˇt, zˇe neˇkolik
chyb se opakuje pomeˇrneˇ cˇasto, zbytek je oproti nim zanedbatelny´.
Podle teˇchto vy´sledk˚u usuzuji, zˇe pouzˇit´ı duck-test˚u prˇi vy´uce programova´n´ı ma´ smysl. Studenti
jinak pomeˇrneˇ cˇasto nerespektuj´ı implementacˇn´ı pravidla, ktera´ jim vyucˇuj´ıc´ı prˇedepsal v zada´n´ı.
Duck-testy by meˇly zajistit, aby takto nevyhovuj´ıc´ı u´lohy, ktere´ sice spra´vneˇ funguj´ı, ale jsou
naimplementova´ny sˇpatneˇ, byly odhaleny a neprˇijaty jako spra´vne´. To by meˇlo studenty prˇinutit
u´lohu naprogramovat spra´vneˇ a skutecˇneˇ pouzˇ´ıt jazykovou konstrukci, kterou maj´ı prˇedepsanou
v zada´n´ı a maj´ı se s n´ı naucˇit pracovat.
Automaticky generovane´ testy zajiˇst’uj´ı, zˇe vsˇechny vy´sˇe uvedene´ ”prohrˇesˇky“ jsou pokryty tes-tovac´ımi prˇ´ıpady. Porovna´n´ım nejcˇasteˇjˇs´ıch chyb a existuj´ıc´ıch zp˚usob˚u jejich odhalen´ı jsem
z´ıskala jistotu, zˇe zˇa´dny´ z cˇasto se vyskytuj´ıc´ıch proble´mu˚ nez˚ustane neodhalen.
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Cela´ pra´ce meˇla dlouhodoby´ charakter – zahrnovala obdob´ı dvou akademicky´ch let, resp. stu-
dentske´ u´lohy prˇipravene´ v teˇchto obdob´ıch. Cˇa´st pra´ce byla rˇesˇena v ra´mci rozvojove´ho projektu
MSˇMT Racionalizace a objektivizace vy´uky rˇesˇene´ho na KIV. Dı´ky soustavne´ pra´ci na dane´ pro-
blematice a postupne´mu vylepsˇova´n´ı test˚u je v prˇedkla´dane´ pra´ci dosazˇeno stavu, kdy je mozˇne´
jej´ı vy´sledky prˇ´ımo nasadit do pouzˇ´ıva´n´ı ve vy´uce. Podarˇilo se prˇipravit uceleny´ syste´m, ktery´
bude da´le rutinneˇ pouzˇ´ıva´n ve vy´uce za´klad˚u programova´n´ı. Cˇa´sti bakala´rˇske´ pra´ce jizˇ byly
oveˇrˇeny v prakticke´ vy´uce.
V prvn´ı cˇa´sti pra´ce byl prozkouma´n framework Duckapter a na za´kladeˇ jeho mozˇnost´ı byla rucˇneˇ
prˇipravena sada 243 test˚u pro sedm r˚uzny´ch studentsky´ch u´loh. Tato sada test˚u byla nasazena
v praxi prˇi vy´uce a na za´kladeˇ z´ıskany´ch informac´ı postupneˇ upravova´na a rozsˇiˇrova´na.
Zkusˇenosti z rucˇn´ı prˇ´ıpravy test˚u a z´ıskane´ analy´zou nejcˇasteˇjˇs´ıch studentsky´ch ”prohrˇesˇk˚u“ sestaly za´kladem pro prˇ´ıpravu aplikace, ktera´ umozˇnˇuje generovat testy automaticky. Tato apli-
kace byla naprogramova´na v programovac´ım jazyce Java. Vy´sledky automaticky generovany´ch
test˚u byly d˚ukladneˇ porovna´ny s vy´sledky testova´n´ı pomoc´ı rucˇneˇ prˇipraveny´ch test˚u. Pouzˇit´ı
aplikace vy´znamneˇ zjednodusˇuje proces prˇ´ıpravy test˚u a zprˇesnˇuje jej. Nen´ı tak mozˇne´, aby
neˇjaky´ prvek zu´stal d´ıky prˇehle´dnut´ı neotestova´n. Negativem tohoto prˇ´ıstupu je, zˇe vygenero-
vany´ch test˚u (tj. i prˇelozˇeny´ch .class soubor˚u) je o pozna´n´ı veˇtsˇ´ı mnozˇstv´ı (445 test˚u). To vsˇak
nezp˚usobuje zˇa´dne´ zvla´sˇtn´ı pot´ızˇe, protozˇe jednotlive´ .class soubory jsou sbaleny do jednoho
.jar souboru, ktery´ je student˚um poskytova´n.
Trˇet´ı cˇa´st bakala´rˇske´ pra´ce spocˇ´ıvala ve vytvorˇen´ı desktopove´ aplikace, ktera´ nad studentskou
u´lohou spousˇt´ı a vyhodnocuje prˇipravene´ testy. Drˇ´ıve se testy spousˇteˇly pomoc´ı skriptu, cozˇ
cˇinilo proble´my s prˇenositelnost´ı a vyhodnocova´n´ım vy´sledk˚u. Prˇipravena´ aplikace (opeˇt na-
psana´ v Javeˇ) maxima´lneˇ zjednodusˇuje proces spousˇteˇn´ı a cˇin´ı jej prˇenositelny´m. Tato aplikace
nebyla jako jedina´ zat´ım testova´na na veˇtsˇ´ım vzorku student˚u. Plosˇne´ nasazen´ı se prˇedpokla´da´
v zimn´ım semestru 2013/14.
Mozˇna´ dalˇs´ı rozsˇ´ıˇren´ı pra´ce jsou bezpochyby lokalizace aplikac´ı do jiny´ch jazyk˚u, zejme´na do
anglicˇtiny, protozˇe zadavatel hodla´ proces testova´n´ı publikovat. Dalˇs´ı vylepsˇen´ı, ktere´ by zvy´sˇilo
prˇehlednost generovany´ch soubor˚u, by bylo oddeˇlen´ı zdrojovy´ch soubor˚u vygenerovany´ch test˚u
od testovany´ch u´loh, tj. testy by byly generova´ny do jine´ho bal´ıku (adresa´rˇe). Vy´zvou pro dalˇs´ı,
jizˇ netrivia´ln´ı, rozsˇ´ıˇren´ı, je mozˇnost, kdy prˇi spousˇteˇn´ı test˚u bude v prˇ´ıpadeˇ nutnosti automaticky
vygenerova´n implicitn´ı konstruktor testovane´ trˇ´ıdy. Prˇ´ıpravu tohoto konstruktoru je zat´ım nutne´
zajistit administrativneˇ v zada´n´ı studentske´ u´lohy.
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A.1 Zdrojovy´ ko´d prˇ´ıkladu Dum
public class Dum {
public static final int IMPL_VYSKA = 100;
public static final int IMPL_SIRKA = 30;
private static int pocet = 0;
private final int cisloDomu;
private int vyska;
private int sirka;
private Rozmer rozmer;
public Dum() {
this(IMPL_VYSKA , IMPL_SIRKA);
}
public Dum(Rozmer r) {
this(r.vyska , r.sirka);
rozmer = r;
}
public Dum(int pVyska , int pSirka) {
this.vyska = pVyska;
this.sirka = pSirka;
cisloDomu = ++pocet;
rozmer = new Rozmer(pVyska , pSirka);
}
public static void setPocet(int novyPocet) {
pocet = novyPocet;
}
public int getVyska () {
return vyska;
}
public int getSirka () {
return sirka;
}
public Rozmer getRozmer () {
return rozmer;
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}
@Override
public String toString () {
return "Dum cˇ." + cisloDomu;
}
}
Ko´d A.1: Trˇ´ıda Dum
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import org.duckapter.annotation .*;
public interface ITestDuckDum {
}
interface IStatickeKonstantyDum {
@Field @Declared @Public @StaticField @Final int getIMPL_VYSKA ();
@Field @Declared @Public @StaticField @Final int getIMPL_SIRKA ();
}
interface IStatickePromenneDum {
@Field @Declared @Private @StaticField int getpocet ();
}
interface IInstancniKonstantyDum {
@Field @Declared @Private @NonStatic @Final int getcisloDomu ();
}
interface IInstancniPromenneDum {
@Field @Declared @Private @NonStatic int getvyska ();
@Field @Declared @Private @NonStatic int getsirka ();
}
interface IKonstruktorBezParamDum {
@Constructor Dum newInstance ();
}
interface IKonstruktorVyskaSirkaDum {
@Constructor Dum newInstance(int vyska , int sirka);
}
interface IGetryDum {
@Declared @Public @NonStatic int getVyska ();
@Declared @Public @NonStatic int getSirka ();
}
interface ISetPocetDum {
@Declared @Public @Static void setPocet(int novyPocet);
}
interface IToStringDum {
@Declared @Public @NonStatic String toString ();
}
Ko´d A.2: Zdrojovy´ ko´d rozhran´ı pro trˇ´ıdu Dum
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import static org.junit.Assert.assertNull;
import org.duckapter .*;
import org.junit .*;
public class TestDuckDum {
private static Dum dum;
@BeforeClass
public static void setUpBeforeClass () {
dum = new Dum();
}
@Test
public void testStatickeKonstanty () {
try {
Duck.wrap(dum , IStatickeKonstantyDum.class);
} catch (WrappingException e) {
String message = "" + e.getAdapted ().getClassWrapper ().
getUnimplementedForInstance ();
String chybovaZprava = DuckUtility.upravZpravu(’X’, message ,
".get", "()") + " - musı´ by´t public static final." ;
assertNull(chybovaZprava , e.getMessage ());
}
}
@Test
public void testStatickePromenne () {
try {
Duck.wrap(dum , IStatickePromenneDum.class);
} catch (WrappingException e) {
String message = "" + e.getAdapted ().
getClassWrapper ().getUnimplementedForInstance ();
String chybovaZprava = DuckUtility.upravZpravu(’P’, message ,
".get", "()");
assertNull(chybovaZprava , e.getMessage ());
}
}
@Test
public void testInstancniKonstanty () {
try {
Duck.wrap(dum , IInstancniKonstantyDum.class);
} catch (WrappingException e) {
String message = "" + e.getAdapted ().getClassWrapper ().
getUnimplementedForInstance ();
String chybovaZprava = DuckUtility.upravZpravu(’k’, message ,
".get", "()");
assertNull(chybovaZprava , e.getMessage ());
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}
}
@Test
public void testInstancniPromenne () {
try {
Duck.wrap(dum , IInstancniPromenneDum.class);
} catch (WrappingException e) {
String message = "" + e.getAdapted ().getClassWrapper ().
getUnimplementedForInstance ();
String chybovaZprava = DuckUtility.upravZpravu(’p’, message ,
".get", "()");
assertNull(chybovaZprava , e.getMessage ());
}
}
@Test
public void testKonstruktorBezParam () {
try {
Duck.wrap(dum , IKonstruktorBezParamDum.class);
} catch (WrappingException e) {
String chybovaZprava = " Sˇpatneˇ vytvorˇen kontruktor bez
parametru˚ Dum();";
assertNull(chybovaZprava , e.getMessage ());
}
}
@Test
public void testKonstruktorVyskaSirka () {
try {
Duck.wrap(dum , IKonstruktorVyskaSirkaDum.class);
} catch (WrappingException e) {
String chybovaZprava = " Sˇpatneˇ vytvorˇen kontruktor Dum(int
vyska , int sirka);";
assertNull(chybovaZprava , e.getMessage ());
}
}
@Test
public void testGetry () {
try {
Duck.wrap(dum , IGetryDum.class);
} catch (WrappingException e) {
String message = "" + e.getAdapted ().getClassWrapper ().
getUnimplementedForInstance ();
String chybovaZprava = DuckUtility.upravZpravu(’G’, message ,
"Dum.", "()");
assertNull(chybovaZprava , e.getMessage ());
}
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}
@Test
public void testPocet () {
try {
Duck.wrap(dum , ISetPocetDum.class);
} catch (WrappingException e) {
String message = "" + e.getAdapted ().getClassWrapper ().
getUnimplementedForInstance ();
String chybovaZprava = DuckUtility.upravZpravu(’X’, message ,
"Dum.", "(") + "- musı´ by´t public static";
assertNull(chybovaZprava , e.getMessage ());
}
}
@Test
public void testToString () {
try {
Duck.wrap(dum , IToStringDum.class);
} catch (WrappingException e) {
String chybovaZprava = "Chybneˇ vytvorˇena metoda toString ()";
assertNull(chybovaZprava , e.getMessage ());
}
}
}
Ko´d A.3: Zdrojovy´ ko´d duck-test˚u pro trˇ´ıdu Dum
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B.1 U´cˇel programu
Genera´tor duck-test˚u je program umozˇnˇuj´ıc´ı vytva´rˇet testy implementace podle vzorove´ho zada´n´ı.
Oproti jiny´m test˚um, tyto testy neoveˇrˇuj´ı funkcˇnost studentsky´ch programu˚, ale to, zda jsou
napsa´ny prˇesneˇ podle zada´n´ı. Pro spusˇteˇn´ı programu je nutne´ mı´t nainstalovanou Javu 7 nebo
vysˇsˇ´ı.
B.2 Popis instalace
B.2.1 Instalace pro OS Windows
Prˇed spusˇteˇn´ım programu je trˇeba rozbalit archiv duckTestsGenerator.zip. Klikneˇte na neˇj
pravy´m tlacˇ´ıtkem mysˇi, zvolte Extrahovat... a vyberte c´ılovou slozˇku, kam bude program
umı´steˇn. Nejle´pe ho umı´steˇte do samostatne´ slozˇky, naprˇ. C:\Program Files\duckTestGenerator.
Po rozbalen´ı se ve vybrane´ slozˇce objev´ı slozˇka testjar a soubor duckTestsGenerator.jar.
Tento jar soubor slouzˇ´ı ke spusˇteˇn´ı programu. Slozˇku testjar doporucˇuji nemazat ani nijak
upravovat, vygenerovane´ duck-testy po u´praveˇ jej´ıho obsahu by nefungovaly.
B.2.2 Instalace pro OS Linux
Pro rozbalen´ı souboru duckTestsGenerator.zip je trˇeba nainstalovat bal´ıcˇek unzip, pokud jizˇ
nebyl nainstalova´n. To se provede prˇ´ıkazem apt-get install unzip v distribuc´ıch na princi-
pech Debianu, nebo prˇ´ıkazem yum install unzip v prˇ´ıpadeˇ distribuc´ı Red Hat nebo Fedora.
Samotne´ rozbalen´ı se pak provede prˇ´ıkazem unzip duckTestsGenerator.zip -d /dir, kde
/dir prˇedstavuje adresa´rˇ, kam se program rozbal´ı. Program se spust´ı prˇ´ıkazem
/usr/lib/jvm/java -jar duckTestsGenerator.jar. Je nutne´ mı´t nainstalovanou Javu 7 nebo
vysˇsˇ´ı v adresa´rˇi /usr/lib/jvm.
vii
Uzˇivatelska´ prˇ´ırucˇka pro genera´tor test˚u Pra´ce s programem
B.3 Pra´ce s programem
B.3.1 Popis uzˇivatelske´ho rozhran´ı
Uzˇivatelske´ rozhran´ı genera´toru test˚u zobrazuje obra´zek B.1. Okno je rozdeˇleno na dveˇ cˇa´sti –
vlevo nastaven´ı a spousˇteˇn´ı generace, vpravo panel s vybrany´mi vzorovy´mi trˇ´ıdami a tabulkami
jejich atribut˚u, metod a konstruktor˚u. V doln´ı cˇa´sti se nacha´z´ı informacˇn´ı liˇsta, ktera´ uzˇivatele
informuje o pr˚ubeˇhu beˇhem generace.
Obra´zek B.1: GUI genera´toru
U´plneˇ nahorˇe v leve´ cˇa´sti okna se nacha´z´ı tlacˇ´ıtko Nacˇti vzor, ktere´ slouzˇ´ı k nacˇten´ı slozˇky se
vzorovou u´lohou. Cesta ke zvolene´ slozˇce se zobraz´ı vedle tlacˇ´ıtka. Po nacˇten´ı trˇ´ıd ze slozˇky se
jejich jme´na zobraz´ı v seznamu, ktery´ je teˇsneˇ pod tlacˇ´ıtkem.
Pod seznamem trˇ´ıd se nacha´z´ı neˇkolik voleb nastaven´ı. V prvn´ım textove´m poli se nastavuje
pocˇet tolerovany´ch promeˇnny´ch pro test nadbytecˇny´ch atribut˚u. Druhe´ pole je urcˇeno pro zmeˇnu
na´zvu vygenerovane´ho souboru s testy. Toto textove´ pole se vyplnˇuje po nacˇten´ı vzorove´ slozˇky
jej´ım jme´nem. Posledn´ı volbou je zasˇkrta´vac´ı mozˇnost Prˇidat generovane´ .java soubory,
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ktera´ prˇi zasˇkrtnut´ı prˇida´ do jar souboru vygenerovane´ soubory s testy a rozhran´ımi. Pod
vsˇemi nastaven´ımi se nacha´z´ı tlacˇ´ıtko Vytvorˇit testy, ktere´ spust´ı generaci.
Prava´ cˇa´st se meˇn´ı podle vybrany´ch trˇ´ıd. Pro kazˇdou vybranou trˇ´ıdu se v prave´ cˇa´sti okna
zobraz´ı panel obsahuj´ıc´ı tabulky s jednotlivy´mi prvky trˇ´ıdy. V tabulka´ch lze zvolit, ktere´ prvky
se maj´ı zarˇadit do test˚u a ktere´ ne. V doln´ı cˇa´sti se nacha´z´ı informacˇn´ı panel, kde se zobrazuj´ı
informace o pr˚ubeˇhu generova´n´ı.
B.3.2 Postup prˇi generova´n´ı test˚u
Zacˇneˇte kliknut´ım na tlacˇ´ıtko Nacˇti vzor. Vyberte slozˇku, ve ktere´ se nacha´z´ı vzorova´ u´loha
a potvrd’te stisknut´ım Open. V seznamu pod tlacˇ´ıtkem by se meˇly objevit na´zvy vsˇech java
soubor˚u, pokud se tak nestalo, pravdeˇpodobneˇ dosˇlo k chybeˇ prˇi jejich nacˇ´ıta´n´ı a informace
o chybeˇ se zobraz´ı v doln´ı cˇa´sti okna v informacˇn´ı liˇsteˇ.
V prˇ´ıpadeˇ bezproble´move´ho pr˚ubeˇhu mu˚zˇete ze seznamu vyb´ırat trˇ´ıdy, pro ktere´ chcete vytvorˇit
duck-testy. Vı´cena´sobny´ vy´beˇr se prova´d´ı pomoc´ı tlacˇ´ıtka Ctrl. Zvolene´ trˇ´ıdy se zobraz´ı v prave´
cˇa´sti okna – jejich atributy, metody a konstruktory jsou vypsa´ny v tabulka´ch. Standardneˇ jsou
zvolene´ vsˇechny prvky trˇ´ıdy pro testova´n´ı, pokud neˇjake´ nechcete testovat, odsˇkrtneˇte je. Vy´beˇr
prvk˚u, ktere´ se nebudou testovat, je vhodne´ prova´deˇt azˇ po zvolen´ı vsˇech trˇ´ıd. Prˇi jakke´koliv
zmeˇneˇ zvoleny´ch trˇ´ıd se nastaven´ı resetuje.
Prˇed spusˇteˇn´ım test˚u mu˚zˇete nastavit neˇkolik parametr˚u. V prvn´ım textove´m poli lze nastavit
pocˇet tolerovany´ch promeˇnny´ch nav´ıc pro test nadbytecˇny´ch promeˇnny´ch. Dalˇs´ı textove´ pole
specifikuje konec na´zvu generovane´ho souboru – soubor vzˇdy zacˇ´ına´ duckTest a koncˇ´ı jme´nem
specifikovane´m v tomto textove´m poli. Standardneˇ je nastaveno na jme´no slozˇky se vzorovou
u´lohou. Posledn´ı mozˇnost´ı nastaven´ı je prˇida´n´ı vygenerovany´ch zdrojovy´ch soubor˚u test˚u do jar
souboru. Testy se pust´ı stisknut´ım tlacˇ´ıtka Vytvorˇit testy. Pr˚ubeˇh generace, nebo prˇ´ıpadna´
chybova´ hla´sˇen´ı, se zobrazuje v informacˇn´ı liˇsteˇ.
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C Uzˇivatelska´ prˇ´ırucˇka pro spousˇteˇcˇ test˚u
C.1 U´cˇel programu
Spousˇteˇcˇ duck-test˚u slouzˇ´ı jako uzˇivatelske´ rozhran´ı ke spousˇteˇn´ı duck-test˚u vygenerovany´ch
pomoc´ı vy´sˇe zmı´neˇne´ho genera´toru. Program doka´zˇe pomoc´ı zadane´ho jar souboru s testy zjistit
jme´na testovany´ch trˇ´ıd, zkontrolovat, zda se nacha´zej´ı ve vzorove´ slozˇce, a pak pro kazˇdou trˇ´ıdu
spustit prˇ´ıslusˇny´ test. Vy´sledek testu se zobraz´ı uzˇivateli v okneˇ.
C.2 Popis instalace
C.2.1 Spusˇteˇn´ı na OS Windows
Progam nen´ı nutne´ nijak specia´lneˇ instalovat. Ke spusˇteˇn´ı je potrˇeba pouze duckTestSpoustec
.jar. Tento soubor ulozˇte do samostatne´ slozˇky a dvakra´t na neˇj poklikejte. T´ımto se spust´ı
program. Program vyzˇaduje pro spra´vne´ fungova´n´ı Javu 7 nebo vysˇsˇ´ı.
C.2.2 Spusˇteˇn´ı na OS Linux
Spustitelny´ soubor duckTestSpoustec.jar slouzˇ´ı ke spusˇteˇn´ı programu. Tento soubor je vhodne´
ulozˇit do samostatne´ slozˇky. Pomoc´ı prˇ´ıkazu /usr/lib/jvm/java -jar duckTestSpoustec.jar
se spust´ı program. Je trˇeba mı´t naistalovanou Javu 7 nebo vysˇsˇ´ı.
C.3 Pra´ce s programem
C.3.1 Popis uzˇivatelske´ho rozhran´ı
Uzˇivatelske´ rozhran´ı spousˇteˇcˇe je zobrazeno na obra´zku C.1. V horn´ı cˇa´sti okna jsou dveˇ tlacˇ´ıtka.
Tlacˇ´ıtko Nacˇti .jar soubor s testy slouzˇ´ı pro nacˇten´ı jar souboru s duck-testy. Druhe´ tlacˇ´ıtko
Otevrˇı´t adresa´rˇ s u´lohou je urcˇeno pro nacˇten´ı testovane´ u´lohy. Textova´ pole vedle obou
tlacˇ´ıtek zobrazuj´ı cestu k aktua´lneˇ otevrˇeny´m soubor˚um.
Pod tlacˇ´ıtky se nacha´z´ı zasˇkrta´vac´ı volba Mazat vy´pisy prˇi opeˇtovne´m spusˇteˇnı´, prˇi jej´ımzˇ
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Obra´zek C.1: GUI spousˇteˇcˇe
zasˇkrtnut´ı se budou mazat stare´ vy´pisy. V opacˇne´m prˇ´ıpadeˇ se aktua´ln´ı vy´pis test˚u zap´ıˇse za
prˇedesˇle´. Posledn´ı tlacˇ´ıtko je tlacˇ´ıtko Spustit testy, ktere´ v prˇ´ıpadeˇ, zˇe jsou zvolene´ testy
i testovana´ u´loha, spust´ı testy.
Doln´ı cˇa´st okna je vyplneˇna textovy´m polem, ve ktere´m se zobrazuj´ı vy´sledky spusˇteˇny´ch test˚u,
prˇ´ıpadneˇ zpra´vy o chyba´ch, ktere´ beˇhem test˚u nastanou. Pod textovy´m polem se nacha´z´ı jesˇteˇ
informacˇn´ı liˇsta, na ktere´ se zobrazuje aktua´ln´ı pr˚ubeˇh prˇi testova´n´ı – jme´no pra´veˇ testovane´
trˇ´ıdy a podobneˇ.
C.3.2 Postup prˇi spousˇteˇn´ı test˚u
Prˇed spusˇteˇn´ım test˚u je potrˇeba vybrat vytvorˇeny´ soubor s testy a u´lohu, ktera´ se bude tes-
tovat. Klikneˇte na tlacˇ´ıtko Nacˇti soubor .jar s testy a vyberte soubor s testy. Potvrd’te
stisknut´ım Open. Vlevo od tlacˇ´ıtka se objev´ı cesta k souboru s testy a jeho na´zev.
Nyn´ı je trˇeba vybrat u´lohu k otestova´n´ı. Tentokra´t klikneˇte na tlacˇ´ıtko Otevrˇı´t adresa´rˇ
s u´lohou. Vyberte slozˇku s u´lohou. Protozˇe se vyb´ıra´ slozˇka, nebudou .java soubory nebu-
dou videˇt, nelekneˇte se. Potvrd’te vybranou slozˇku stisknut´ım Open. Cesta ke slozˇce se opeˇt
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objev´ı vlevo od tlacˇ´ıtka.
Ted’ je vsˇe prˇipraveno a je mozˇne´ spustit testy. Stiskneˇte tlacˇ´ıtko Spustit testy. Pokud jste
postupovali podle na´vodu, je vsˇe v porˇa´dku a testy se spust´ı. Pokud jste nezvolili u´lohu nebo
soubor s testy, zobraz´ı se informacˇn´ı zpra´va Musı´te nejdrˇı´v nacˇı´st u´lohu a testy, a testy
se nepust´ı.
Prvn´ı spusˇteˇn´ı test˚u vyzˇaduje prˇ´ıpravu, a proto bude trvat o neˇco de´le. V tomto prˇ´ıpadeˇ se
uprostrˇed uzˇivatelske´ho okna objev´ı informacˇn´ı oke´nko, ktere´ zobrazuje pr˚ubeˇh prˇ´ıpravy. Po
ukoncˇen´ı prˇ´ıpravy se toto oke´nko samo zavrˇe a spust´ı se testy. Neˇktere´ z nich mohou trvat o neˇco
de´le, to za´vis´ı zcela na charakteru testovany´ch trˇ´ıd a je s t´ım trˇeba pocˇ´ıtat. Do informacˇn´ı liˇsty
se vypisuje pr˚ubeˇh aktua´ln´ıho testova´n´ı. Po ukoncˇen´ı vsˇech test˚u se zobraz´ı informacˇn´ı zpra´va
a do textove´ cˇa´sti okna se vyp´ıˇse vy´sledek.
Prˇi testu je mozˇne´ narazit na neˇkolik chybovy´ch hla´sˇen´ı. Pokud dosˇlo k chybeˇ beˇhem prˇ´ıpravy, je
vypsa´na zpra´va Chyba prˇi nacˇı´ta´nı´ testu˚. V prˇ´ıpadeˇ, zˇe jar soubor s testy neobsahuje tes-
tovac´ı soubory nebo ma´ sˇpatny´ forma´t, je vypsa´na zpra´va Jar soubor neobsahuje testy. Na-
opak, pokud slozˇka s testovanou u´lohou neobsahuje trˇ´ıdy, ktere´ se maj´ı podle souboru jar otes-
tovat, je vypsa´na zpra´va Slozˇka s u´lohou neobsahuje vsˇechny testovane´ trˇı´dy. Ve vsˇech
teˇchto prˇ´ıpadech se nespousˇteˇj´ı testy.
Prˇi spusˇteˇn´ı test˚u mu˚zˇe take´ doj´ıt k neˇkolika chyba´m. Pokud se nepovedlo neˇjakou trˇ´ıdu
prˇelozˇit, neprovedou se testy a vyp´ıˇse se zpra´va Chyba prˇi prˇekladu - zkontrolujte, zda
vasˇe trˇı´dy jdou prˇelozˇit a jsou v ko´dova´nı´ UTF-8. Prˇi jine´ chybeˇ beˇhem spousˇteˇn´ı test˚u
se vyp´ıˇse zpra´va Chyba prˇi spousˇteˇnı´ testu˚.
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