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Abstrakt
Tato práce se zabývá možnostmi obsluhy webové služby Informačního systému Kolejí a
Menz VUT v Brně z prostředí Centrální databáze VUT. Seznamuje s některými dostupnými
Java frameworky pro obsluhu webové služby a na základě vybraného frameworku je dále
uveden návrh rozhraní pro potřeby účtování mikropoplatků a jeho implementace s ohledem
na maximální bezpečnost navrženého řešení.
Abstract
This work deals with consume of webservice provided by Information system of Dormitories
and Refectories at BUT, through BUT’s Central database environment. Thesis discuses
some Java frameworks used to consume webservices. It also discuses design and imple-
mentation of micropayements billing interface based on chosen framework with respect to
maxiumum security.
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Kapitola 1
Úvod
S neustálým rozvojem Informačních technologií, centrálního informačního systému Apollo a
Informačního systému Kolejí a Menz (ISKaM) na Vysokém učení technickém v Brně rostou
i možnosti a funkčnost, kterou lze využívat nejen mezi studenty, ale i zaměstnanci a širokou
veřejností.
Každý student a zaměstnanec VUT v Brně až na některé vyjímky, vlastní svou osobní
identifikační kartu, kterou může využívat na fakultě, např. pro přístup do zabezpečených
místností, ale i v menze. Na pokladně menzy může na svůj menzovní účet uložit kredit,
který lze využít k platbě ubytovacích služeb nebo jídla.
Informační systém Kolejí a Menz VUT v Brně, dále již ISKaM, rozšířil svou funkčnost
o zabezpečenou Webovou službu, díky které lze specifickým a přesně vymezeným způso-
bem přistupovat k menzovním účtům a provádět na nich základní operace, viz. příloha A.
Před rozšířením ISKaM žádným způsobem neumožňoval externím systémům přímý přístup
k účtům.
Provoz některých fakultních agend, v rámci kterých jsou za služby s nimi spojenými stu-
dentům účtovány malé obnosy peněz, tzv. mikropoplatky, poukázal na neexistenci možnosti
využít kartu studenta jako prostředek k zpřístupnění kreditu v menze. Využitím bezhoto-
vostní operace by student mohl pokrýt vzniklé náklady. Tyto agendy jsou např. správa
identifikačních karet, knihovna, reprografické služby, potvrzení na studijních odděleních a
jiné. Na každé z fakult se liší.
Cílem této práce je integrace obsluhy webové služby ISKaM s Centrální databází VUT,
pro potřeby využití v Centrálním informačním systému Apollo, dále již Apollo. Toto rozšíření
umožní využít Apollo i ve výše uvedených agendách, jejichž provoz z hlediska účtování bez
využití informačních technologií zahrnuje procesy, které lze využitím informačních techno-
logií optimalizovat, významným způsobem urychlit a umožnit tak získat lidské zdroje k
jinému účelu.
V následujících kapitolách budou zmíněny technologie využité v návrhu a implementaci.
V rámci návrhu byly uvedeny některé z diagramů modelovacího jazyka UML, jehož aktuální
specifikaci lze nalézt v [4]. Dále bude diskutována bezpečnost z hlediska neoprávněného
přístupu a integrity dat. V poslední kapitole byly zmíněny implementační detaily a v závěru
bylo zhodnoceno využití a přínos řešení.
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Kapitola 2
Použité technologie
2.1 HTTP protokol
Hypertext Tranfer Protocol(HTTP) je protokol aplikační vrstvy a využívá se pro distribu-
ované, navzájem spolupracující, hypermediální informační systémy. Jako většina protokolů
prošel i tento několika úpravami, resp. verzemi. První verze zajišťovala pouze přenos dat po
internetu bez doplňkových informací. V následujících verzích byly přidány různá rozšíření,
např. MIME formát, podpora cache, virtuální servery a další.
Protokol pracuje na principu požadavek-odpověď, kdy klient posílá požadavek na server,
ten odpoví a uzavře komunikaci. Protože neustálé otvírání spojení má svou režii, poslední
verze protokolu HTTP 1.1 přinesla podporu perzistentního spojení.
Perzistentní spojení, tzv. relace je udržována až do chvíle, kdy jedna ze stran komunikaci
ukončí. Pokud klient odešle na server více požadavků, pak server ve stejném pořadí odpoví.
Klient nejčastěji pro přenos dat využívá metod GET nebo POST, ačkoli existují i jíné,
viz. [1]. Data jsou při využití metody GET kódována v atributech URL1 a její velikost je
omezena. Metoda POST odesílá data na standardní vstup obslužného programu a jejich
velikost není teoreticky omezena. V praxi však většina adminstrátorů max. velikost omezuje
na hodnotu odpovídající požadavkům na provozovaný systém.
2.2 Java
Technologie Java vznikla v roce 1995. Je to objektově orientované, platformově nezávislé,
multivláknové programovací prostředí a tvořící základ pro Webové a síťové služby, aplikace
a vestavěná zařízení. Klíčové vlastnosti jazyka Java jsou :
1. Jednoduchost - jazyk java je jednodušší než mnoho ostatních programovacích jazyků,
které jsou využívány pro vyvíjení serverových aplikací, díky využití objektového mo-
delu.
2. Portovatelnost - java je portovatelná na většinu běžně dostupných platforem, díky
platformově nezávislému kódu.
3. Práce s pamětí - Java Virtual Machine (JVM) provádí veškeré alokace a dealokace
paměti automaticky během provádění programu. Má tzv. Garbage Collector, který
1anglická zkratka - Uniform Resource Locator
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se stará o uvolňování bloků paměti, které jsou alokovány nevyužitými objekty. Pro-
gramátor nemusí explicitně alokovat pamět pro nové objekty nebo naopak uvolňovat,
pokud už není objekt používán.
4. Nemá ukazatele - nepodporuje přímou manipulaci s ukazateli, čímž předchází např.
chybám přístupu k uvolněné paměti, přístupu mimo meze, apod. Všechny parametry,
mimo základni datové typy, jsou předávány odkazem.
5. Jmenné prostory - Java definuje třídy v hiearchické struktuře, která zrcadlí doménové
jmenné prostory. Při distribuci Java aplikací tak lze předcházet jmenným kolizím.
6. Bezpečnost - Design Java bytekódu a JVM umožňuje zabudovanému mechanismu
ověřit bezpečnost binárního kódu.
7. Konektivita s relační databází - Široká škála JDBC ovladačů a SQLJ umožňuje ma-
nipulaci s daty v relačních databázích.
2.3 Webová služba
V současné době neexistuje jednotná a přesná formální definice, co webová služba je. De-
finicí existuje několik. Asi nejjednodušší definice převzatá z [28] říká, že webové služby
jsou aplikace založené na Webu, využívající otevřeného standardu XML a transportních
protokolů pro výměnu dat s klienty.
Další definice dle organizace W3C2 definuje webovou službu jako softwarový systém pro
podporu schopnosti spolupráce počítač-počítač přes síť. Tento systém má rozhraní, jehož
formát(WSDL) lze strojově zpracovat. Ostatní systémy komunikují s webovou službou s
jasně definovaným způsobem pomocí SOAP3 zpráv typicky přenášených pomocí protokolu
HTTP4 a serializací ve spojení s jinými Web standardy [24].
První standardy týkající se webových služeb byly poprvé definovány v roce 2002. Vznik
webových služeb byl založen na základě rozvoje World Wide Web a znalostí technologií dis-
tribuovaných aplikací jako jsou COBRA a Java Remote Method Invocation5, které umožnily
interoperabilitu aplikace-aplikace.
Popularita a oblíbenost webových služeb v prostředí informačních systémů v posledních
letech neustále roste, díky výhodám, které nabízejí. Mezi tyto výhody patří :
• interoperabilita v heterogenním prostředí,
• integrace s existujícími systémy,
• bussiness služby prostřednictvím Webu,
• podpora různých klientů,
• produktivita programování.
Interoperabilita je bezesporu primární výhodou. Webová služba poskytuje klientům mož-
nost komunikace bez ohledu na jejich systém, aplikaci nebo platformu. Díky tomu můžou
různí klienti běžící na odlišných platformách přistupovat ke stejným službám.
2angl. zkratka - World Wide Web Consortium
3anglická zkratka - Simple Object Access Protocol
4http://www.w3.org/Protocols/
5obvykle užívaná zkratka - Java RMI
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Webové služby obvykle využívají jako transportní protokol HTTP. Specifikace služby
pomocí WSDL dokumentu umožňuje klientům a službám, využívajích odlišné technologie,
mapování a konverzi jejich datových objektů při komunikaci. Základní architektura webové
služby se skládá z několika vrstev, které popisuje obrázek 2.1.
Obrázek 2.1: Architektura technologie Webové služby [23].
2.4 Standardy webových služeb
Mimo klasické základní technologie XML a DTD existuje velmi mnoho standardů, které
se vztahují k Webovým službám, viz. [29]. Přestože se tyto standardy neustále vyvíjejí,
základem v této oblasti je protokol SOAP a jazyk WSDL.
2.4.1 SOAP
SOAP je protokol založený na XML určený pro výměnu informací pomocí zpráv v decent-
ralizovaném a distribuovaném prostředí. Skládá se ze tří částí:
• obálka - definuje framework pro popis obsahu zprávy a jak lze obsah zpracovat,
• pravidla - množina kódovacích pravidel pro vyjádření instancí datových typů aplikace,
• konvence - reprezentace volání vzdálených procedur a jejich odpovědi.
Využitím SOAP v komunikaci aplikace-aplikace se tato komunikace stává platformově ne-
závislá, flexibilní a založená na stadardních technologiích. Jako transportní protokol SOAP
zpráv se běžně využívá HTTP, díky jeho dostupnosti, ale lze využít např. i SMTP, FTP,
JMS6, IIOP7.
6anglická zkratka - Java Message Service
7anglická zkratka - Internet Inter-ORB Protocol
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SOAP zpráva je instance XML dokumentu, skládající se z tří částí: SOAP obálka, SOAP
hlavička a SOAP tělo. Struktura zprávy je vidět na obrázku 2.2.
SOAP obálka je povinný element z jmenného prostoru8 SOAP protokolu na nejvyšší
úrovni XML dokumentu reprezentujícího SOAP zprávu. Obálka může obsahovat nepo-
vinný element SOAP hlavička, který bezprostredně následuje element SOAP obálka, pokud
existuje. Dále pak předchází povinný element SOAP tělo.
Obrázek 2.2: Struktura SOAP zprávy [15].
SOAP hlavička je nepovinný element, který obsahuje informace pro zpracování zprávy.
Hlavička umožňuje vkládat SOAP rozšíření jako jsou např. bezpečnost, transakce, routing
a mnoho dalších.
SOAP tělo je stejně jako obálka povinný element. Obsahuje aplikační data ve formátu
XML, která se mezi aplikacemi posílají prostředníctvím SOAP zpráv. Formát těla není
nijak specifikován ve standardu SOAP. Musí být splněna pouze podmínka validního XML
dokumentu. Dále platí pravidlo, že tělo zprávy může obsahovat buď data nebo chybovou
zprávu. Ta se vkládá v případě, že při zpracování nastala chyba.
Typy SOAP zpráv
Rozlišují se dva formáty SOAP zpráv, Document/Literal a RPC9/Literal. Formáty jsou
rozlišeny strukturou specifikovanou ve standardu SOAP 1.1. Ve formátu Document/Literal
obsahuje element tělo XML dokument obsahující aplikační data validní vůči XML schématu
a jmenný prostor různý od jmenného prostoru SOAP zprávy. U RPC/Literal je tělo zprávy
formátováno jako struktura. Obsahuje volání vzdálené procedury, její vstupní parametry a
výstupní hodnotu, resp. všechny výstupní parametry nebo chybu.
SOAP 1.1/1.2
První verze specifikace byla definována konsorciem W3C a stala se de facto standardním
protokolem pro výměnu informací mezi webovými službami. Přestože lze požít SOAP verze
1.1 v kombinaci s jinými protokoly pro transport zpráv, standard definuje pouze HTTP a
HTTP Extension Framework.
8anglicky - namespace
9anglická zkratka - Remote Procedure Call
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<SOAP-ENV:Envelope
xmlns:SOAP-ENV=
"http://schemas.xmlsoap.org/soap/envelope/"
SOAP-ENV:encodingStyle=
"http://schemas.xmlsoap.org/soap/encoding/">
<SOAP-ENV:Header>
<!-- nepovinný obsah, např. informace k transakci -->
<t:Transaction xmlns:t="some-URI">
SOAP-ENV:mustUnderstand="1">
5
</t:Transaction>
</SOAP-ENV:Header>
<SOAP-ENV:Body>
<m:GetLastTradePrice xmlns:m="some-URI">
<price>10.10</price>
</m:GetLastTradePrice>
</SOAP-ENV:Body>
</SOAP-Envelope>
Příklad 2.1: SOAP zpráva.
Druhá verze specifikace obsahuje oproti původní vylepšení, např. v rozšíření standardu
o SOAP protocol binding, který definuje základní pravidla, jak navázat přenos zpráv na
určitý typ transportního protokolu. Více lze nalézt v [27].
2.4.2 WSDL
Jazyk WSDL je XML formát pro formální popis webových služeb komunikujících na úrovni
zpráv, které jsou buď dokumentově orientované nebo procedurálně orientované. Operace a
zprávy jsou popsány abstraktně. WSDL umožňuje popis jednotlivých operací, parametrů a
formátů jejich zpráv bez ohledu na síťový protokol, kterým komunikují. [22]
Dokument WSDL je formátu XML, musí být validní vůči WSDL XML schématu a
obsahuje níže popsané sekce. Jejich vzájemný vztah je popsán diagramem 2.3.
definitions
Element definitions je kořen dokumentu a specifikuje název definice. Dále obsahuje de-
finici použitých jmenných prostorů. V příkladu 2.2 je názvem dokumentu StockQuote a
jsou zde v rámci jmenného prostoru http://schemas.xmlsoap.org/wsdl/ použity jmenné
prostory tns, xsd1 a soap.
types
Element types je přímým synem elementu definitions a používá schéma jazyka XML k
deklaraci datových typů a elementů použitých dále ve WSDL dokumentu.
import
Tento element je podobný elementu import ve schématu XML a je využíván k importování
WSDL definicí z jiných WSDL dokumentů.
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message
Element message popisuje definici zpráv, které webová služba přijímá/odesílá. A to pomocí
standardních prostředků schématu XML, tzn. zabudované typy, dále komplexní typy nebo
elementy definované v sekci types našeho WSDL dokumentu. Případně i typy, definované
v externím WSDL dokumentu v elementu import.
portType
WSDL dokument může mít jeden nebo více elementů portType pro každou webovou službu,
jejíž rozhraní popisuje. Lze zde najít analogii k interface v Javě.
operation
Element popisuje jednotlivé operace, které webová služba poskytuje, včetně jejich vstupu
a výstupu, viz. příklad 2.2. Platí, že jedna operace je popsána pomocí jednoho elementu
operation. I zde lze nalézt analogii k metodě Javy.
binding
Tato sekce přiřazuje portType a jeho operations patřičnému transportnímu protokolu a
vytváří tak formát SOAP zprávy.
service
Element service přiřazuje síťovou adresu příslušné vazbě na transportní protokol.
Obrázek 2.3: Diagram tříd popisující vztah hlavních elementů WSDL dokumentu.
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<?xml version="1.0"?>
<definitions name="StockQuote"
targetNamespace="http://example.com/stockquote.wsdl"
xmlns:tns="http://example.com/stockquote.wsdl"
xmlns:xsd1="http://example.com/stockquote.xsd"
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/"
xmlns="http://schemas.xmlsoap.org/wsdl/">
<types>
<schema targetNamespace="http://example.com/stockquote.xsd"
xmlns="http://www.w3.org/2000/10/XMLSchema">
<element name="TradePriceRequest">
<complexType>
<all><element name="tickerSymbol" type="string"/></all>
</complexType>
</element>
<element name="TradePrice">
<complexType>
<all><element name="price" type="float"/></all>
</complexType>
</element>
</schema>
</types>
<message name="GetLastTradePriceInput">
<part name="body" element="xsd1:TradePriceRequest"/>
</message>
<message name="GetLastTradePriceOutput">
<part name="body" element="xsd1:TradePrice"/>
</message>
<portType name="StockQuotePortType">
<operation name="GetLastTradePrice">
<input message="tns:GetLastTradePriceInput"/>
<output message="tns:GetLastTradePriceOutput"/>
</operation>
</portType>
<binding name="StockQuoteSoapBinding" type="tns:StockQuotePortType">
<soap:binding style="document"
transport="http://schemas.xmlsoap.org/soap/http"/>
<operation name="GetLastTradePrice">
<soap:operation soapAction="http://example.com/GetLastTradePrice"/>
<input><soap:body use="literal"/></input>
<output><soap:body use="literal"/></output>
</operation>
</binding>
<service name="StockQuoteService">
<port name="StockQuotePort" binding="tns:StockQuoteBinding">
<soap:address location="http://example.com/stockquote"/>
</port>
</service>
</definitions>
Příklad 2.2: Ukázkový WSDL soubor pro popis rozhraní webové služby [22].
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2.4.3 Ostatní
Standardy SOAP a WSDL jsou bezesporu ty nejdůležitější, které se týkají webových služeb.
Existují však i další, které zde budou okrajově zmíněny.
Jedním z nich je SOAP zpráva s přílohou10. Ukázka struktury je na vidět na obrázku 2.4.
V některých případech, dle účelu služby, je potřeba při komunikaci posílat např. binarní data
různých formátů. Ve specifikaci [21] je popsán standardní postup, jak lze přílohy zaslat po-
mocí SOAP zprávy. Rovněž existují i alternativní metody, např. MTOM [25] nebo XOP [26],
které mohou být použity při využítí SOAP verze 1.2. Mimo tyto metody existují ale i jiné,
které se neustále vyvíjejí, viz. [19].
Obrázek 2.4: Struktura SOAP zprávy s dvěma přílohama [15].
2.5 Java a webové služby
Podporu pro obsluhu webových služeb v jazyce Java přinesla Java 2 Platform Enterprise
Edition (J2EE) ve verzi 1.4. Další generace J2EE verze 1.5 přinesla ještě lepší podporu a
zjednodušení použítím Java anotací [14]. Platforma J2EE také rovněž přináší portovatel-
nost, škálovatelnost a spolehlivost.
2.5.1 JAX-RPC
Platforma J2EE 1.4 nabízí podporu obsluhy webových služeb pomocí Java API11 pro RPC
založené na XML (JAX-RPC) verze 1.1. Toto rozhraní umožňuje nejen vývoj samotných
webových služeb založených na SOAP, ale také i jejich klientů. JAX-RPC 1.1 poskytuje
10anglickz - SOAP Messages with Attachments
11angl. zkratka - Application Programming Interface
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interoperabilitu pro webové služby založené na WSDL a SOAP. Platforma J2EE 1.4 rovněž
implementuje specifikaci EnterpriseWeb Services [13], která je založena na JAX-RPC a
soustředí se na programovací model pro implementování webových služeb. Rovněž přináší
podporu profilu WS-I Basic [17] pro zajištění portability a interoperability webových služeb
vyvinutých na platformách, ktere splňují standardy WS-I.
2.5.2 JAX-WS
Ve verzi J2EE 1.5 bylo JAX-RPC API vylepšeno a přejmenováno na JAX-WS 2.0. Toto
nové API významným způsobem zjednodušilo implementování webových služeb. Přineslo
podporu asynchronních webových služeb, ale i JAXB12 2.03, zajišťující nezávislost použi-
tého transportního protokolu. JAX-RPC je dle své specifikace silně vázán na využití HTTP.
2.6 Frameworky pro obsluhu
V dnešní době je k dispozici celá řada již připravených frameworků pro obsluhu webových
služeb. Jejich seznam lze nalézt v [20]. Liší se především programovacím jazykem a schop-
nostmi, které nabízí. Mezi nejznámější frameworky s podporou Javy patří Apache Axis2,
Web Services Invocation Framework (WSIF), Web Services Interoperability Technology
(WSIT) a Oracle JPublisher.
Apache Axis2
Framework Axis2 je následovníkem původního široce rozšířeného stacku Apache Axis. Je
efektivnější, více modulární a více XML orientovaný, než byla jeho předchozí verze. Je
navržen pro snadné přidávání rozšíření, tzv. plug-in modulů, rozšiřujích funkcionalitu jako
je např. bezpečnost (WS-Security) a spolehlivost (WS-ReliableMessaging). Plně podporuje
protokol SOAP verze 1.1 i 1.2, má zabudovanou podporu pro REST13, MTOM, XOP,
WSDL 1.1, SAAJ 1.1 a další, viz. [16].
Web Services Invocation Framework
WSIF je jednoduché Java API pro volání webových služeb bez ohledu na jejich posky-
tovatele. Umožňuje komunikovat s webovou službou prostřednictvím její WSDL, namísto
obvyklé přímé komunikace přes SOAP protokol. Umožňuje kompletně dynamické volání
webových služeb na základě analýzy jejich metadat.
Web Services Interoperability Technology
WSIT je open-source Java API vyvinuté Sun Microsystems, zaměřené na vývoj a imple-
mentaci Enterprise webových technologií kompatibilních s platformou Microsoft .NET 3.0.
Poskytuje implementaci standardů: WS-Metadata Exchange, WS-Transfer, WS-Reliable
Messaging, WS-Reliable Messaging Policy WS-Atomic Transaction, WS-Coordination, WS-
Security 1.0 and 1.1, WS-Security Policy, WS-Trust, WS-Secure Conversation, WS-Policy,
WS-Policy Attachment, kompatibilních s .NET 3.0
12angl. zkratka - Java Architecture for XML Binding
13REST - http://www.xfront.com/REST-Web-Services.html
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JPublisher
JPublisher je utilita napsaná v Javě. Generuje Java třídy pro reprezentaci databázových
entit, jako jsou SQL objekty a PL/SQL balíčky. Rovněž poskytuje podporu pro volání
externích Webových služeb přímo z databáze. Umožňuje vytvořit třídy pro reprezentací
následujících typů entit :
• uživatelsky definovaný SQL objekt,
• odkaz na objekt,
• uživatelsky definované SQL kolekce,
• PL/SQL balíky,
• Java třídy uložené na databázovém serveru,
• SQL dotazy a DML příkazy,
• WSDL soubory.
Obrázek 2.5: Překlad a generování kódu JPublisherem [12].
Generování kódu pomocí utility JPublisher ilustruje obrázek 2.5 a probíhá v následujících
krocích :
1. Spuštění utility z příkazové řádky se vstupními parametry.
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2. JPublisher vygeneruje .java nebo .sqlj zdrojové soubory podle toho, jakým způso-
bem byl spuštěn.
3. Pokud byly vygenerovány zdrojové soubory .sqlj, pak volá SQLJ překladač, který
přeloží soubory do Javy.
4. Zdrojové Java soubory jsou zkompilovány Java kompilátorem.
5. JPublisher vygeneruje PL/SQL balík, resp. skripty, zapouzdřující volání metod tříd
odpovídajících Java kódu, resp. vytvoření uživatelských SQL typů.
6. Zkompilované zdrojové soubory .class, tzv. kompiláty, jsou nahrány do uživatelského
schématu databáze dle parametru identifikátoru připojení zadaného v příkazové řádce.
Kompiláty mohou běžet rovněž i v klientském JVM. Není zde nutná vazba na Oracle
JVM.
Aby bylo možné obsluhovat webovou službu přímo z databáze, je nutné provést několik
kroků :
1. Spustit JPublisher na WSDL definici webové služby pro vygenerování klienta v Javě.
2. Nahrát vygenerovaný Java kód do uživatelského schématu v databázi.
3. Přidělit uživateli práva ke spuštění vygenerovaného kódu.
4. Vytvořit PL/SQL balík14, který zapouzdří volání Java metod, aby je bylo možné volat
jednoduše odkudkoliv v databázi.
5. Přidělit práva ke spuštění PL/SQL balíku vhodným uživatelům.
Využití JPublisheru k obsluze webových služeb přímo z databáze má několik klíčových
výhod :
1. U vygenerovaného kódu je garantována funkčnost s Oracle databází verze, pro kterou
je JPublisher určen, což se nedá o výše uvedených frameworcích říct a nelze zaručit
jejich funkčnost při nahrání jejich kódu do databáze.
2. V případě chyby, ať už při generování Java kódu nebo v utilitě samotné, lze neprodleně
kontaktovat technickou podporu Oracle, aby danou chybu vyřešili. Řešení je tak plně
podporováno ze strany Oracle.
3. Zpětná kompatibilita při migraci vygenerovaného Java kódu z verze Oracle 10g na
11g.
Avšak existují i nevýhody, ale ty jsou společné i pro výše uvedené frameworky. A to při
změně funkcionality webové služby. Tyto změny zahrnují úpravy vstupních a výstupních
parametrů metod a nově přidané nebo odebrané metody. Pak je nutné v případě JPublisheru
znovu zopakovat výše uvedené kroky.
14anglicky - wrapper
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2.7 Databáze Oracle
V Oracle je pojem ”databáze”užíván pro označení fyzických souborů k uložení aplikačních
dat. Existují tři typy fyzických souborů :
• datové soubory - do těchto souborů se ukládají data,
• řídící soubory15 - zde se ukládají metadata o databázi,
• změnové soubory16 - využity pro uložení informací o všech transakcích, resp. změnách
v datových souborech databáze.
Tento koncept se liší od Microsoft SQL serveru, který pojem ”databáze”využívá k označení
kolekce objektů jako jsou např. tabulky. Každá z těchto kolekcí je uložena v jiné skupině
souborů. Jeden SQL server typicky obsahuje více databází.
Instance
Samotné databázové soubory jsou bez paměťové struktury a procesů, které s nimi pracují,
bezvýznamné. Tyto procesy a paměťové struktury tvoří instanci. Podrobnější struktura
instance je na obrázku 2.6.
Obrázek 2.6: Struktura instance, dle [6].
Spuštění instance alokuje paměťový region SGA, který je sdílen různými procesy pro širší
účely, jako jsou :
• údržba interních datových struktur,
15anglicky - control files
16anglicky - redo logs
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• uchování vyrovnávací paměti pro bloky datových souborů,
• ukládání exekučních plánů SQL dotazů,
• uchovávání změn před samotným zápisem do změnových souborů,
• a další.
Rovněž existuje i paměťový region PGA17, který udržuje privátní data jednotlivých pro-
cesů. Privátní data jsou např. proměnné, pole, kurzory, místo pro řazení a další.
Každá Oracle databáze se skládá z komponent. Tyto komponenty mohou být následující :
• Oracle Application Express,
• Oracle Enterprise Manager,
• Spatial,
• OLAP AnalyticWorkspace,
• Oracle OLAP API,
• OLAP Catalog,
• Oracle Data Mining,
• Oracle Multimedia,
• Oracle XML Database,
• Oracle Text,
• Oracle Expression Filter,
• Oracle Rules Manager,
• Oracle Workspace Manager,
• Oracle Database Catalog Views,
• Oracle Database Packages and Types,
• JServer JAVA Virtual Machine,
• Oracle XDK,
• Oracle Database Java Packages,
• Oracle Real Application Clusters.
Některé z nich však nejsou povinné a chod databáze je nevyžaduje. Další kapitola je za-
měřena na komponentu Java virtual machine, která je integrovaná v databázi.
17anglická zkratka - Process Global Area
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2.7.1 Oracle JVM
Historicky první verzi databáze s nativní podporou Javy uvedl Oracle. Databáze verze
Oracle 8i měla integrovaný Java Virtual Machine, zvaný Oracle JVM. Oracle JVM je kom-
patibilní se standardem jazyka Java a specifikací Java Virtual Machine.
Databáze verze Oracle 8i a její Oracle JVM byl kompatibilní s verzí JVM 1.2. Postupem
času vývoj pokračoval a byly vydány verze 9i s JVM 1.3, 10g s JVM 1.4 a 11g s JVM 1.5.
Tento přístup umožnil spouštění programů napsaných v Javě v prostředí databáze, ale i
uložené procedury, funkce a triggery, které mohly být dříve psány pouze v proprietálním
jazyce PL/SQL, mohou být nyní psány v SQLJ.
Oracle JVM běží ve stejném procesním a adresovém prostoru jako jádro databáze.
Výsledkem toho je významný nárůst škálovatelnosti a výkonu uložených Java programů
v databázi a to díky přímému přístupu k datovým strukturám databáze. Navíc Oracle
poskytuje standardní Java třídy jako je java.lang, java.util nebo java.math předkompilované
pro platformu na které běží, což rovněž ústí v nárůst výkonu.
Obrázek 2.7: Hlavní komponenty Oracle JVM [11].
Oracle JVM přináší oproti klasickému JVM několik rozšíření, viz. obrázek 2.7. Konkrétně se
jedná o RDBMS Library Manager starající se o uložení, přístup a obsluhu Java zdrojových
kódů, tříd a resource souborů, které nejsou přístupné přímo. Dále se jedná o RDBMS
Memory Manager zajišťující správu paměti JVM alokované v SGA.
Java kompilátor, který Oracle JVM nabízí je plnohodnotným standardním kompiláto-
rem Javy, jak jej známe. V případě, že uživatel zavolá CREATE JAVA SOURCE, přeloží zdro-
jový soubor do architekturově nezávislého byte kódu. Takto vytvořený byte kód se skládá
z operačního kódu, který následují operandy. Výsledný soubor zkompilované třídy je při
běhu programu předán interpretru.
Interpreter v Oracle JVM je standardní Java2 interpreter a umožňuje běh Java pro-
gramů.
Class loader umožňuje dle požadavku při běhu programu nalézt, načíst a inicializovat
Java třídy uložené v databázi. Class loader načte třídu a vygeneruje datové struktury
potřebné pro její spuštění. Neměnná data a metadata jsou načtena v jednou inicializované
sdílené paměti a po celou dobu běhu se nemění, což snižuje množství využité paměti pro
každou relaci. Dále se stará o resolvování externích referencí, je-li potřeba. Pokud jsou v
databázi dostupné zdrojové soubory, class loader volá automaticky kompilátor, pokud je
nutné zdrojové soubory zkompilovat.
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Verifikátor zabraňuje nechtěnému spuštění nesprávných tříd, které mohou narušit sled
programového toku nebo narušit běh neoprávněným přístupem. Zabezpečení databáze a
Java2 security pracuje s verifikátorem, aby ochránil aplikaci a data.
Práva
Pokud je uživatel přihlášen do databáze, musí mít nastavena správná Java 2 oprávnění i
databázová oprávnění pro přístup k prostředkům OracleJVM uložených v databázi. Seznam
všech Java 2 oprávnění je dostupný v [5].
Uživatelem definované třídy jsou chráněny před jinými uživateli, protože ostatní uživa-
telé nemají právo accessClassInPackage. Práva pro spuštění jiným uživatelem lze přidělit,
např. při ukládání kódu pomocí utility loadjava s parametrem ”-grant”, viz. příklad 2.5
nebo pomocí procedury GRANT_PERMISSION balíčku SYS.DBMS_JAVA. Jednotlivé parametry
mají následující význam :
• grantee - databázový uživatel nebo role, které má být právo přiděleno,
• permission_type - typ práva,
• permission_name - právo,
• permission_action - povolená akce.
Příklad 2.3 demonstruje přidělení Java 2 oprávnění uživateli ISKAM pro přístup k třídě
sun.util.calendar.
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
,permission_type => ’SYS:java.lang.RuntimePermission’
,permission_name => ’accessClassInPackage.sun.util.calendar’
,permission_action => ’’);
Příklad 2.3: Ukázka přidělení práva pro přístup k třídě sun.util.calendar.
Oracle JVM využívá Java 2 security, který používá tzv. objekt oprávnění k ochránění
prostředků operačního systému. Java 2 security je automaticky nainstalován v databázi a
chrání všechny prostředky operačního systému včetně Java tříd všech uživatelů. Pokud má
uživatel právo JAVA_ADMIN, může přistupovat k prostředkům operačního systému a třídám
jiných uživatelů bez omezení.
Od verze Oracle 8.1.5, je bezpečnost JVM kontrolována pomocí role JAVASYSPRIV,
JAVAUSERPRIV nebo JAVADEBUGPRIV, které jsou přiřazeny uživatelům. Role JAVAUSERPRIV
obsahuje minimální oprávnění standardně zahrnující :
• java.net.SocketPermission,
• java.io.FilePermission,
• java.lang.RuntimePermission.
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Role JAVASYSPRIV obsahuje důležitá oprávnění, zahrnující aktualizaci chráněných balíčku
OracleJVM :
• java.io.SerializablePermission,
• java.io.FilePermission,
• java.net.SocketPermission,
• java.lang.RuntimePermission.
Role JAVADEBUGPRIV je využívána k udělení uživatelských oprávnění pro běh debuggeru a
zahrnuje pouze právo oracle.aurora.security.JServerPermission.
Jemnější dělení práv na jednotlivé třídy je pak možné pomocí Java 2 oprávnění, zahr-
nující i dvě speciální přidané v Oracle JVM :
• java.util.PropertyPermission,
• java.io.SerializablePermission,
• java.io.FilePermission,
• java.net.NetPermission,
• java.net.SocketPermission,
• java.lang.RuntimePermission,
• java.lang.reflect.ReflectPermission,
• java.security.SecurityPermission,
• oracle.aurora.rdbms.security.PolicyTablePermission,
• oracle.aurora.security.JServerPermission.
Seznam aktuálně povolujících nebo naopak zakazujících Java 2 práv uživatelů a rolí lze
nalézt v pohledu DBA_JAVA_POLICY. Pro jeho čtení je potřeba systémové právo
SELECT ANY DICTIONARY a definovaná oprávnění mají kumulativní efekt. Lze zde nalézt
analogii ke konfiguraci firewallu IPTables.
Ukládání a rušení kódu
Pro uložení Java kódu do databáze lze použít dva přístupy. Klasický přístup je vytvoření
Java třídy v SQL konzoli pomocí příkazu CREATE JAVA SOURCE, viz. příklad 2.4.
Druhý přístup zahrnuje využití utility loadjava. Pro úspěšné nahrání Java kódu do uži-
vatelského schématu aktuálního uživatele, jsou nutné dvě oprávnění CREATE PROCEDURE a
CREATE TABLE. Při nahrávání je vhodné uvádět parametr -r, který zajišťuje, aby se nahrá-
vaný kód rovnou kompiloval a odkazy řešily v ostatních třídách. Tímto se předejde chybám,
které mohou vzniknout až při běhu programu. Detailní syntaxi této utility lze nalézt v [11].
Po uložení Java kódu je vhodné ho zpřístupnit v systémovém katalogu a to pomocí vytvoření
mapovacího PL/SQL balíku, který mapuje volání Java metod, jejich vstupních a výstupních
parametrů na ekvivalentní typy v SQL. Ukázkový kód takového balíku je uveden v příkladu
2.6.
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CREATE OR REPLACE AND COMPILE JAVA SOURCE NAMED helloworld AS
package testPkg;
public class helloworld {
public static String greeting_text = "Hello World";
public static String greeting () {
return greeting_text;
}
public static void main(String args[]) {
System.out.println(greeting());
}
}
Příklad 2.4: Nahrání Java kódu do databáze z příkazové řádky.
> loadjava -u scott@myPC:1521:orcl -v -r -t helloworld.java
Password: password
initialization complete
loading : helloworld
creating : helloworld
resolver : resolver ( ("*" scott) ("*" public) ("*" -) )
resolving: helloworld
Příklad 2.5: Nahrání Java kódu do databáze promocí utility loadjava.
CREATE OR REPLACE PACKAGE pkg_test AS
FUNCTION greeting RETURN VARCHAR2;
END pkg_test;
/
CREATE OR REPLACE PACKAGE BODY pkg_test AS
FUNCTION greeting RETURN VARCHAR2
AS LANGUAGE JAVA
NAME ’testPkg.helloworld.greeting() return java.lang.String’;
END pkg_test;
/
Příklad 2.6: Vytvoření mapovacího PL/SQL balíku.
Tento balík však může být automaticky vygenerován při nahrávání Java kódu do databáze
pomocí utility loadjava, která se spustí s parametrem -publish název_balíku. Pro spu-
štění Java kódu z dalších procedur, funkcí a triggerů, pak lze jednoduše využít rozhraní
vytvořeného mapovacího balíku, viz. příklad 2.7.
K rušení uloženého kódu lze stejně jako při nahrávání využít dva přístupy. Klasický způ-
sob je z SQL konzoly příkazem DROP JAVA SOURCE, resp. DROP JAVA CLASS pro zrušení
zdrojového kódu, resp. třídy. Druhý způsob je využití utility dropjava, která má obdobné
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DECLARE
f_output VARCHAR2(40);
BEGIN
f_output := pkg_test.greeting;
DBMS_OUTPUT.PUT_LINE(’PL/SQL: ’||f_output);
END;
/
PL/SQL: Hello World
PL/SQL procedure successfully completed
Příklad 2.7: Spuštění Java kódu prostřednictvím PL/SQL.
parametry jako loadjava.
2.7.2 Jazyk PL/SQL
Jazyk PL/SQL je procedurální nadstavba jazyka SQL, která je založena na programovacím
jazyku ADA. Umožnuje vytváření běžných programových konstrukcí, jako jsou funkce, pro-
cedury, programové balíky, uživatelsky definované typy, cykly, podmínky a mnoho dalších.
Plnou specifikaci a ukázky kódů lze nalézt v [7].
Stejně jako Java má i tento jazyk několik výhod a to např. portovatelnost. Je úzce
spjat s integrovanou bezpečností v databázi, má vysokou produktivitu a rovněž podporuje
objektově orientované programování i když né v takovém rozsahu jako Java.
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Kapitola 3
Specifikace a analýza
3.1 Neformální specifikace
Obsluha webové služby ISKaM by měla být implementována v jazyce Java a PL/SQL a
integrovaná s Centrální databázi VUT. Je vhodné vytvořit dvě verze. Jednu primární, která
bude v produkčním provozu a druhou testovací. Dle typu databáze bude obsluha webové
služby ISKaM volit, jestli se jedná o produkční nebo testovací verzi.
Primární účel obsluhy je využití v IS Apollo pro účtování mikropoplatků. Účtování mi-
kropoplatků budou provádět zaměstnanci, resp. studijní a jiné referentky, např. v knihov-
nách fakult VUT. Musí být zabezpečeno, aby neoprávněná osoba, byť i zaměstnanec VUT,
nemohla mikropoplatek naúčtovat. Při účtování by měl být mikropoplatek vhodným způ-
sobem označen, nejlépe nějakým popisem z číselníku, aby se mohly popisy, případně jejich
kategorie/skupiny lépe udržovat.
Obsluha by měla zvládat i další provozní metody webové služby ISKaM, mimo účtování
a odúčotvání mikropopolatků, tj. změnu hesla a zjištění informací o kartě. Informace o kartě
budou zahrnovat zůstatek kreditu, platnost a její jednoznačný identifikátor v ISKaM.
Protože bude obsluha využívána v multiuživatelském prostředí Centrální databáze VUT,
je nutné, aby byla maximálně zabezpečena. Zabezpečení by mělo být v několika úrovních.
Jednak z pohledu uživatelského, kde by se mělo řešit omezení přístupu k obsluze na úrovni
databázového uživatele a práv, tak i z pohledu transakcí. Nikdy by neměla nastat situace,
aby transakce účtování nebo odúčtování mikropoplatků zůstaly částečně nedokončené, tj.
měla by být zajištěna atomičnost transakcí. Dále by měly být všechny operace vhodným
způsobem zaznamenávány, aby bylo možno dohledat, kdy byla která operace, tj. volání
metody webové služby s parametry, provedena.
Během provozu mohou nastat různé chyby, ať už na straně webové služby ISKaM nebo
na síti, či jinde. Tyto chyby by měla webová služba vždy hlásit. V případě známých chyb
by uživatel měl obdržet podrobnější popis problému. V opačném případě oznámí neznámou
chybu. Detailní informace obsluha uloží do logu a bude vhodným způsobem automaticky
varovat správce Centrální databáze o vzniku chyby. Bylo by vhodné, aby byly známé chyby,
resp. jejich text, uložen v databázi.
22
3.2 Diagram případů použití
Výsledkem analýzy neformálních požadavků je následující diagram případů použití, který
popisuje využití obsluhy z pohledu databázového uživatele, resp. aplikačního serveru a
správce centrální databáze.
Obrázek 3.1: Případ použití obsluhy webové služby ISKaM.
Pro zjednodušení a zpřehlednění diagramu zde není uveden případ použítí ”Přihlášení”a
”Odhlášení”z webové služby ISKaM”. Každý z uvedených případů použití tyto dva neuve-
dené případy zahrnuje.
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3.3 Specifikace případů použití
ID: Účtování mikropoplatku
Stručný popis: Obsluha na základě potřebných dat provede zaúčtování mikropoplatku
v ISKaM
Hlavní aktéři: Aplikační server AKIRA nebo databázový uživatel
Vedlejší aktéři: Student nebo zaměstnanec
Předpoklady:
1. Aktér má práva na spuštění funkce pro zaúčtování mikropoplatku a je přihlášen v
Centrální databázi VUT.
2. Vedlejší aktér má platnou kartu, která není blokovaná v IS Apollo.
3. Vedlejší aktér má na účtu v ISKaM dostatek kreditu.
Hlavní tok:
1. Případ použití se spustí, když aplikační server nebo databázový uživatel zavolá funkci
pro zaúčtování mikropoplatku s požadovanými parametry.
2. Prověří se existence a platnost studentské karty v IS Apollo.
3. Ověření dostatečného kreditu studenta na účtu v ISKaM.
4. Zaúčtování mikropoplatku na účtu studenta v ISKaM.
5. Uložení informace o zaúčtování mikropoplatku v ISKaM do Centrální databáze VUT.
6. Provedení zalogování operace.
7. Odeslání VUT zprávy studentovi o zaúčtování mikropoplatku.
Následné podmínky: Zaúčtován mikropoplatek nebo nahlášena chyba
Alternativní toky:
Chyba při komunikaci s ISKaM
Nespecifikovaná chyba při účtování mikropoplatku
Karta je blokována
Nedostatek kreditu na účtu
Storno
Specifikace 3.1: Případ použití - naúčtování mikropoplatku
Chyba při komunikaci s ISKaM - chyba je nejdříve logována a poté je uživatel upozor-
něn. Všechny provedené operace v rámci transakce se stornují.
Nespecifikovaná chyba při účtování mikropoplatku - tato chyba je logována a ná-
sledně je uživatel upozorněn chybovým hlášením. Všechny provedené operace v rámci trans-
akce se stornují.
Karta je blokována - pokus o použití blokované karty, uživateli je nahlášena chyba a ope-
race účtování mikropoplatku je ukončena. Všechny provedené operace v rámci transakce se
stornují.
Nedostatek kreditu na účtu - při pokusu o naúčtování mikropoplatku bylo žjištěno, že
student nemá dostatek kreditu. Chyba je logována a nahlášena uživateli. Všechny provedené
operace v rámci transakce se stornují.
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ID: Odúčtování mikropoplatku
Stručný popis: Obsluha na základě potřebných dat provede odúčtování mikropoplatku
v ISKaM
Hlavní aktéři: Aplikační server AKIRA nebo databázový uživatel
Vedlejší aktéři: Student nebo zaměstnanec
Předpoklady:
1. Hlavní aktér má práva na spuštění funkce pro odúčtování mikropoplatku a je
přihlášen v Centrální databázi VUT.
2. Vedlejší aktér má platnou kartu, která není blokovaná v IS Apollo.
3. Vedlejší aktér má zaúčtován mikropoplatek v den, kdy ho chce odúčtovat.
Hlavní tok:
1. Případ použití se spustí, když aplikační server nebo databázový uživatel zavolá funkci
s požadovanými parametry pro odúčtování mikropoplatku.
2. Prověří se existence a platnost studentské karty v IS Apollo.
3. Provedení kontroly datumu zaúčtování mikropoplatku.
4. Odúčtování mikropoplatku z účtu studenta v ISKaM.
5. Uložení informace o odúčtování mikropoplatku v ISKaM do Centrální databáze VUT.
6. Provedení zalogování operace.
7. Odeslání VUT zprávy studentovi o odúčtování mikropoplatku.
Následné podmínky: Odúčtován mikropoplatek nebo nahlášena chyba
Alternativní toky:
Chyba při komunikaci s ISKaM
Karta je blokovaná
Nespecifikovaná chyba při odúčtování mikropoplatku
Na účtu studenta nebyl mikropoplatek nikdy naúčtován
Mikropoplatek byl naúčtován před 0:00 aktuálního dne
Storno
Specifikace 3.2: Případ použití - odúčtování mikropoplatku
Chyba při komunikaci s ISKaM - chyba je nejdříve logována a poté je uživatel upozor-
něn. Všechny provedené operace v rámci transakce se stornují.
Karta je blokována - pokus o použití blokované karty, uživateli je nahlášena chyba a ope-
race účtování mikropoplatku je ukončena. Všechny provedené operace v rámci transakce se
stornují.
Nespecifikovaná chyba při odúčtování mikropoplatku - tato chyba je logována a
následně je uživatel upozorněn chybovým hlášením. Všechny provedené operace v rámci
transakce se stornují.
Na účtu studenta nebyl mikropoplatek nikdy naúčtován - při pokusu o odúčtování
mikropoplatku bylo žjištěno, že student neměl mikropoplatek nikdy naúčotván. Chyba je
logována a nahlášena uživateli. Všechny provedené operace v rámci transakce se stornují.
Mikropoplatek byl naúčtován před 0:00 aktuálního dne - při pokusu o odúčtování
mikropoplatku bylo zjištěno, že mikropoplatek již nelze odúčtovat. Uživateli je nahlášena
chyba. Všechny provedené operace v rámci transakce se stornují.
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ID: Zjištění informací o kartě
Stručný popis: Obsluha na základě potřebných dat provede zjištění informací o kartě a
účtu studenta v ISKaM
Hlavní aktéři: Aplikační server AKIRA nebo databázový uživatel
Vedlejší aktéři: Student nebo zaměstnanec
Předpoklady:
1. Hlavní aktér má práva na spuštění funkce pro získání informace o kartě a účtu a je
přihlášen v Centrální databázi VUT.
2. Vedlejší aktér má platnou kartu, která není blokovaná v IS Apollo.
Hlavní tok:
1. Případ použití se spustí, když aplikační server nebo databázový uživatel zavolá funkci
s požadovanými parametry pro zjištění informací o kartě a účtu.
2. Prověří se existence a platnost studentské karty v IS Apollo.
3. Provedení operace - zjištění informací o kartě a účtu.
4. Provedení zalogování operace.
Následné podmínky: Zjištěny informace o kartě a účtu studenta nebo nahlášena chyba
Alternativní toky:
Chyba při komunikaci s ISKaM
Karta je blokovaná
Nespecifikovaná chyba při zjišťování informací
Specifikace 3.3: Případ použití - zjištění informací o kartě a účtu studenta v ISKaM
Chyba při komunikaci s ISKaM - chyba je logována a poté je uživatel upozorněn.
Všechny provedené operace v rámci transakce se stornují.
Karta je blokována - pokus o použití blokované karty, uživateli je nahlášena chyba a ope-
race účtování mikropoplatku je ukončena. Všechny provedené operace v rámci transakce se
stornují.
Nespecifikovaná chyba při zjišťování informací - chyba je logována a poté je uživatel
upozorněn. Všechny provedené operace v rámci transakce se stornují.
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ID: Změna hesla v ISKaM
Stručný popis: Obsluha po přihlášení provede změnu hesla pro přístup k webové službě
ISKaM
Hlavní aktéři: Databázový uživatel - správce
Vedlejší aktéři: nejsou
Předpoklady:
1. Hlavní aktér má práva na spuštění funkce pro změnu hesla a je přihlášen v Centrální
databázi VUT.
Hlavní tok:
1. Případ použití se spustí, databázový uživatel zavolá PL/SQL funkci pro změnu hesla.
2. Provede se změna hesla.
3. Provedení zalogování operace.
Následné podmínky: Heslo bylo změněno
Alternativní toky:
Chyba při komunikaci s ISKaM
Specifikace 3.4: Případ použití - změna hesla pro přístup k webservice ISKaM
Chyba při komunikaci s ISKaM - chyba je logována a poté je uživatel upozorněn.
3.4 Kontroly vstupů
Před samotným voláním jednotlivých metod obsluhy webové služby ISKaM bude provedena
kontrola vstupních parametrů. Dle parametrů se budou provádět následující kontroly.
Kontrola osoby
1. Kontrola existence osoby provádějící operaci.
2. Kontrola vztahu osoby k fakultě.
Kontroly studia
1. Kontrola existence studia v Centrální databázi.
2. Kontrola, zda není studium ukončeno.
Kontroly karty
1. Kontrola existence karty v Centrální databázi.
2. Kontrola platnosti karty.
3. Kontrola platného stavu karty - vydaná.
4. Kontrola náležitosti karty k osobě.
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Kapitola 4
Návrh a implementace
4.1 Architektura obsluhy
Systém účtování mikropoplatku bude primárně využíván z IS Apollo, v modulu Mikropo-
platky. Při zaúčtování mikropoplatku v GUI klienta dojde k předání potřebných informací
aplikačnímu serveru, který provede volání funkce v PL/SQL ISKaM API. Aplikační server
zprostředkovává komunikaci mezi klientem a databází prostřednicvím komponenty Direct
Oracle Access (DOA). Komunikace DOA s databází probíhá protokolem OCI.
Komponenta PL/SQL ISKaM API na úrovni databáze zajišťuje kontrolu relevantnosti
předaných parametrů při volání, logování operací, zpracování chyb a další důležitou funkč-
nost. Zejména však zapouzdřuje Java rozhraní pro volání webové služby ISKaM. Komuni-
kace s webovou službou probíhá protokolem SOAP při využítí HTTP, jako transportního
protokolu. Architektura obsluhy je zobrazena na diagramu 4.1.
Obrázek 4.1: Architektura obsluhy webové služby.
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4.2 Návrh databázového schématu
Databázové schéma je výsledkem transformace z entitně relačního diagramu, dále již ER
diagram. V tomto případě jsou entity ER diagramu mapovány 1:1 na tabulky ve fyzickém
návrhu databázového schématu, které je uvedeno na obrázku 4.2. ER diagram proto nebyl
pro jeho duplicitu uveden. Entity a jejich vztah je popsán v následujícím odstavci.
Hlavní entitou je MIKROPOPLATEK. Reprezentuje všechny naúčtované i odúčtované mik-
ropoplatky. Jednotlivé mikropoplatky jsou sdružovány k účtence - entita UCTENKA. Každý
mikropoplatek je definovaného typu z entity C_MIKROPOPLATEK_TYP, představující jejich čí-
selník. Každý typ může být rovněž daněn sazbou DPH, kterou definuje entita C_SAZBA_DPH.
Platnost dané sazby může být časově omezena a v určitém období může na předchozí na-
vazovat sazba jiná. Typy mikropoplatků jsou sdružovány do kategorie, kterou reprezen-
tuje entita C_MIKROPOPLATEK_KATEGORIE. Mikropoplatky jsou účtovány na provoz defino-
vaný entitou C_ISKAM_GUID a jsou naúčtovány osobě z PERSON. Každá operace nad webo-
vou službou ISKaM je zaznamenána a představuje ji entita WS_OPERATION_LOG. Chyby,
které může obsluha webové služby vrátit jako návratový kód, jsou v samostatné entitě
C_MIKROPOPLATEK_CHYBA. TRANSAKCE identifikuje operace provedené v rámci jedné trasakce.
Růžově vyznačené entity představují již existující entity centrální databáze VUT. En-
tita ORGUNIT označuje entitu všch organizačních jednotek VUT, IDENT_CARD představuje
entitu všech identifikačních karet VUT a entita PERSON představuje osoby VUT.
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Obrázek 4.2: Diagram návrhu databázového schématu.
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Obrázek 4.3: Diagram tříd balíku iskam.
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4.3 Diagram tříd Java obsluhy
Diagram tříd na obrázku 4.3 popisuje celkový pohled na kód Java obsluhy webové služby,
který tvoří balík iskam. V diagramu jsou kvůli přehlednosti vynechány detaily v podobě
jednotlivých metod, které třídy poskytují. Klíčové atributy jsou v diagramu uvedeny.
Hlavní třídou je CardOperationsSoap12ClientJPub, která zpřístupňuje metody webové
služby ISKaM na vybraném portu. S metodami této třídy bude rovněž pracovat PL/SQL ba-
lík tvořící PL/SQL ISKaM API, který bude zapouzdřovat jejich volání pro databázové uži-
vatele. Porty představují protokol SOAP 1.1 nebo SOAP 1.2. Rozhraní CardOperationsSoap
je realizováno, resp. implementováno prostřednictvím tříd CardOperationsSoap_Stub pro
SOAP verze 1.1 a CardOperationsSoap12_Stub pro SOAP verze 1.2. Balík iskam.runtime
tvoří kolekci provozních tříd zajišťujících práci s XML zprávami, kterými probíhá komuni-
kace prostřednictvím SOAP protokolu.
4.4 Diagram balíčků
Tento diagram zobrazuje pohled na balíčky, které budou spolupracovat s hlavním balíkem
PKG_WS_ISKAM realizující PL/SQL ISKaM API. Java balík iskam zde realizuje komunikaci
s webovou službou prostřednictvím SOAP.
Balík PKG_GUID je využíván pro generování unikátního identifikátoru mikropoplatku,
kterým je identifikován v ISKaM a uplatňován pro jeho případné storno.
Mailovou komunikaci, resp. odesílání chybových zpráv a upozornění, zajišťuje PL/SQL
balík PKG_DB_MAILER, komunikující s rektorátním SMTP serverem.
K realizaci čekání o určité délce je využíván systémový databázový PL/SQL balík
DBMS_LOCK.
Obrázek 4.4: Diagram balíčků systému pro obsluhu webové služby ISKaM.
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4.5 Konfigurace databáze
Pro využití webových služeb a jejich možností, které nabízejí, je nejdříve nutné připravit
databázové prostředí. Konfiguraci provedeme v několika krocích popsaných v následujícím
textu.
4.5.1 Vytvoření uživatelského účtu
Založení uživatelského účtu provedeme vytvořením samotného uživatele a přidělením opráv-
nění :
CREATE USER ISKAM
IDENTIFIED BY ’HESLO’
DEFAULT TABLESPACE USERS
TEMPORARY TABLESPACE TEMP
PROFILE DEFAULT
ACCOUNT UNLOCK;
Uživateli přidělíme nejnutnější práva, resp. role, pro připojení k databázi, resp. běh a uložení
Javy do uživatelského schématu :
GRANT CREATE SESSION TO ISKAM;
GRANT UNLIMITED TABLESPACE TO ISKAM;
GRANT RESOURCE TO ISKAM;
GRANT JAVA_DEPLOY TO ISKAM;
GRANT CONNECT TO ISKAM;
Samotné přidělení Java 2 oprávnění, práv pro vytváření synonym (CREATE SYNONYM), po-
hledů (CREATE VIEW), čtení tabulek (SELECT), odkazů na tabulky (REFERENCES), spuštění
potřebných balíčků a funkcí (EXECUTE) v jiných uživatelských schématech provedeme skrip-
tem C.1 z přílohy. Tímto je databázový uživatel vytvořen s patřičnými právy.
Kontrola stavu OracleJVM
Protože je nutné do databáze nahrát speciální utilitu, je potřeba ověřit, že Oracle JVM je
v pořádku. Toto provedeme kontrolou invalidních objektů, resp. Java tříd v databázovém
schématu uživatele SYS. Ke kontrole je nutné být přihlášený jako SYSDBA.
SELECT owner, status, count(*) FROM DBA_OBJECTS
WHERE OBJECT_TYPE=’JAVA CLASS’
GROUP BY owner, status;
Pro standardní instalaci Oracle databáze 10g Release 2 by tento dotaz měl vrátit přibližně
14000 validních tříd ve schématu SYS. Pokud jsou některé z těchto tříd v neplatném stavu,
je nejdříve nutné provést jejich opravu.
Obvykle je nejlepší cestou reinicializace Oracle JVM, ale jedná se o časově náročnou pro-
ceduru, vyžadující detailní znalost databáze. Popis této procedury lze nalézt v dokumentu
[10] na Oracle Metalink.
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Konfigurace OracleJVM
Dalším krokem je konfigurace paměti. Nahrání utility vyžaduje extra paměťový prostor pro
resolvování a uložení jar souborů. Typické instalace databází Oracle 10g Release 2 využí-
vaji Automatic Shared Memory Management (ASMM), kdy není nutné provést zásah do
nastavení. V případě, že se jedná o databázi nevyužívající ASMM je nutné upravit hodnoty
parametrů SHARED_POOL_SIZE, resp. JAVA_POOL_SIZE na 96M, resp. 80M, pokud jsou je-
jich aktuální hodnoty menší. Nastavení těchto parametrů lze provézt pomocí následujících
příkazů :
alter system set SHARED_POOL_SIZE=96M scope=both;
alter system set JAVA_POOL_SIZE=80M scope=both;
Oracle DBWS Callout Utility 10.1.3.1 a JPublisher 10.2
Po konfiguraci Oracle JVM rozbalíme distribuční balík Oracle DBWS Callout Utility, který
obsahuje nezbytné třídy umožňující volání webových služeb přímo z databáze a JPublisher
do root adresáře databáze zvaného Oracle home, následovně :
unzip dbws-callout-utility-10131.zip sqlj/* -d $ORACLE_HOME
unzip dbws-callout-utility-10131.zip samples/* -d $ORACLE_HOME/sqlj
unzip dbws-callout-utility-10131.zip README* -d $ORACLE_HOME/sqlj
Proměnná prostředí $ORACLE_HOME představuje cestu k root adresáři databáze. Dále roz-
balíme distribuční balík JPublisheru.
unzip jpub_102.zip sqlj/* -d $ORACLE_HOME
Následně upravíme definici proměnné TMPCLASSPATH ve skriptu
$ORACLE_HOME/sqlj/bin/jpub následovně :
TMPCLASSPATH=$ORACLE_HOME/sqlj/lib/dbwsa.jar:\
$ORACLE_HOME/jdk/lib/dt.jar:\
$ORACLE_HOME/jdk/lib/tools.jar:\
$ORACLE_HOME/jlib/javax-ssl-1\_2.jar:\
$ORACLE_HOME/jlib/jssl-1\_2.jar:\
$ORACLE_HOME/jdbc/lib/ojdbc14.jar:\
$ORACLE_HOME/sqlj/lib/runtime12.jar:\
$ORACLE_HOME/jlib/orai18n.jar:\
$ORACLE_HOME/sqlj/lib/translator.jar:\
$ORACLE_HOME/javavm/lib/aurora.zip:\
$ORACLE_HOME/rdbms/jlib/xdb.jar:\
$ORACLE_HOME/lib/xsu12.jar:\
$ORACLE_HOME/rdbms/jlib/jndi.jar:\
$ORACLE_HOME/rdbms/jlib/aqapi.jar:\
$ORACLE_HOME/rdbms/jlib/jmscommon.jar:\
$ORACLE_HOME/lib/xmlparserv2.jar:\
$CLASSPATH
export TMPCLASSPATH
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Nastavíme práva pro spuštění JPublisheru a upravíme cestu k JDK verze 1.4.2, který je
dodán přímo s databází.
chmod +x $ORACLE_HOME/sqlj/bin/jpub
export PATH=$ORACLE_HOME/jdk/bin:$ORACLE_HOME/sqlj/bin:$PATH
Nyní nahrajeme DBWS Callout utilitu do databázové schématu uživatele, který bude volat
metody webové služby ISKaM.
loadjava -u iskam/heslo -r -v -f -genmissing \
dbwsclientws.jar dbwsclientdb102.jar
Tímto jsme dokončili konfiguraci databáze pro obsluhu webové služby.
4.6 Java ISKaM obsluha
Nyní provedeme vygenerování Java obsluhy pomocí JPublisheru. Pro úspěšné vygenerování
je nutné při volání přidat několik parametrů.
• -u specifikuje databázového uživatele do jehož schématu bude vygenerovaný Java kód
obsluhy uložen,
• -sysuser specifikuje uživatele s oprávněním SYSDBA, který umožní uložit kód ob-
sluhy do uživatelského schématu,
• -proxywsdl specifikuje WSDL dokument popisujcí rozhraní webové služby,
• -proxyopts definuje možnosti obsluhy, v tomto případě specifikujeme port, resp.
protokol SOAP 1.1 nebo 1.2, pro který se generuje obsluha,
• -proxyloadlog název souboru ve kterém se bude nacházet případný chybový výstup
při nahrávání Java kódu do databáze,
• -endpoint URL webové služby,
• -plsqlpackage název PL/SQL balíku, který zapouzdřuje volání jednotlivých Java
metod do PL/SQL,
• -package název Java balíku.
Výsledný příkaz bude vypadat takto :
jpub -u iskam/heslo -sysuser sys/heslo \
-proxyopts=port:CardOperationsSoap12 \
-proxywsdl=http://venus.adm.skm.vutbr.cz/aps/iskam/\
WebServices/CardOperations.asmx?WSDL \
-endpoint=http://venus.adm.skm.vutbr.cz/aps/iskam/\
WebServices/CardOperations.asmx \
-plsqlpackage=PKG_JAVA_ISKAM \
-package=iskam \
-proxyloadlog=loadlog.txt
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Po spuštění JPublisheru se v adresáři vytvoří následující soubory a adresáře:
• plsql wrapper.sql - SQL skript pro vytvoření PL/SQL wrapperu,
• plsql dropper.sql - SQL skript pro zrušení PL/SQL wrapperu,
• plsql grant.sql - SQL skript pro přidání nejnutnějších práv umožnující úspěšné za-
volání metody Java obsluhy,
• plsql proxy.jar - jar balík s obsluhou,
• plsql revoke.sql - SQL skript pro odebrání práv,
• classes - adresář s zkompilovanými zdrojovými soubory vygenerovaného Java kódu,
• src - adresář se zdrojovým kódem.
4.6.1 Mapování
Atribut name elementu <portType> WSDL webové služby ISKaM, určuje název rozhraní,
které je implementováno generovaným JAX-RPC klientem. Jednotlivé metody definované
atributem <operation> pak tvoří metody klienta. Kód pak vypadá následovně :
public interface CardOperationsSoap extends java.rmi.Remote {
public boolean isAuthenticated() throws
java.rmi.RemoteException;
public iskam.CardInfo getCardInfo(java.lang.String chipNumber) throws
java.rmi.RemoteException;
....
}
Pro každou metodu rozhraní jsou dále vygenerovány třídy, implementující java.io.Serializable,
s metodami set a get pro atributy vstupních a výstupních parametrů metod webové služby
ISKaM.
public class Authenticate implements java.io.Serializable {
protected java.lang.String login;
protected java.lang.String password;
protected java.lang.String locationID;
public Authenticate() {
}
public java.lang.String getLogin() {
return login;
}
public void setLogin(java.lang.String login) {
this.login = login;
}
public java.lang.String getPassword() {
return password;
}
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public void setPassword(java.lang.String password) {
this.password = password;
}
public java.lang.String getLocationID() {
return locationID;
}
public void setLocationID(java.lang.String locationID) {
this.locationID = locationID;
}
}
4.7 PL/SQL ISKaM API
Toto API realizuje, resp. implementuje jednotlivé případy použití a je spolu s Java obsluhou
webové služby hlavní komponentou celého systému poskytující následující funkčnost :
• ověřování relevantnosti vstupních parametrů,
• správu uživatelské relace s webovou službou ISKaM, tj. přihlášení a odhlášení - funkce
f_begin_iskam_session a f_end_iskam_session,
• operaci účtování mikropoplatku - funkce f_perform_operation,
• operaci odúčtování mikropoplatku - funkce f_undo_operation,
• operaci odúčtování nedokončené operace(transakce) - funkce
f_undo_uncomplete_operation,
• operaci ověření stavu karty v ISKaM - funkce f_get_card_info,
• operaci změna přístupového hesla v ISKaM - funkce f_change_password,
• zpracování chyb - funkce f_handle_iskam_error,
• logování operací,
• zapouzdřené metody Java obsluhy,
• reporting bezpečnosti - procedura p_job_report_security.
4.7.1 Správa uživatelské relace s webovou službou ISKaM
Před každým voláním webové služby ISKaM dle její specifikace v příloze B.2, je nutné být
nejdříve přihlášen, aby volání proběhlo úspěšně. Toto je zajištěno funkcí f_begin_iskam_session,
jejíž funkce je následující.
Nastaví URL na cílovou webovou službu, podle toho o jakou databázi se jedná. K nasta-
vení se využívá procedura p_set_endpoint, která volá metodu setEndpoint s URL jako
parametrem. Implicitně je URL nastaveno na testovací webovou službu. Poté zavolá pro-
ceduru p_set_maintain_session, která zapouzdřuje metodu setMaintainSession umož-
nující nastavení perzistentní HTTP relace. Tato funkčnost je bezpodmínečně vyžadována
dle specifikace, viz. B.1.1. Diagram 4.5 znázorňuje jednotlivé kroky uvedené výše.
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Obrázek 4.5: Vytvoření a autentizace uživatelské relace.
Po ukončení volání zůstává HTTP spojení mezi databázovou relací a webovou službou
neukončené. Je zde předpoklad, že databázová relace aplikačního serveru, která účtuje mik-
ropoplatky tak bude dělat i nadále. V případě, že je překročen časový limit neaktivní relace
nastavený na straně webové služby, dojde automaticky k přerušení spojení. Pokud je po
přerušení spojení opět volána nějaká metoda webservice ISKaM, dojde k znovu ustavení
spojení a autentizaci. Proces, tak pokračuje bez jakýchkoliv problémů.
4.7.2 Ověření stavu karty v ISKaM
Pro ověření stavu karty lze v API volat funkci f_get_card_info, jejíž vstupní parametry
jsou :
1. a_per_id - identifikátor VUT ID osoby, která požaduje informaci o kartě.
2. a_card_chip_hex - hexa kód čipu karty.
3. a_card_info - vstupně výstupní parametr typu t_card_info, ve kterém se vrací
výsledek, resp. informace o kartě.
4. a_faculty_guid - identifikátor z tabulky c_iskam_guid.
5. a_client_ipaddr - IP adresa, klientského počítače, ze kterého proběhlo účtování
mikropoplatku.
6. a_trans_id - identifikátor logovací transakce.
7. a_retry_count - počet opakování při neúspěchu.
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8. a_timeout - doba v sekundách, po které má opakovat volání, v případě chyby.
9. a_debug - příznak, zda-li se mají vypisovat pomocné informace pro ladění.
Výstupem funkce je numerický identifikátor z tabulky c_mikropoplatek_chyba a vstupně
výstupní parametr a_card_info. Funkce není nikdy volána samostatně, proto neprovádí
kontroly. Ty zajišťují funkce, které ji volají. Celý proces znázorňuje diagram 4.6 a lze ho
shrnout do následujících kroků :
1. Načte identifikátor transakce prostřednictvím funkce f_get_transaction_id, pokud
není zadán jako parametr a_trans_id.
2. Načte informace o kartě v databázi.
3. Provede ustavení spojení s webovou službou ISKaM a autentizaci.
4. Do tabulky ws_operation_log se vloží auditní záznam o užití rozhraní webové služby
ISKaM. V logu je zaznamenán identifikátor transakce, aby bylo možné určit, které
operace se v rámci dané transakce provedly.
5. Volá metodu getCardInfo webové služby prostřednictvím funkce
f_get_card_info_internal.
6. V případě chyby provede definovaný počet opakování s odstupem a_timeout sekund
mezi voláním.
7. Provede aktualizaci stavu operace v auditním záznamu.
Obrázek 4.6: Diagram aktivit ověření stavu karty v ISKaM.
V případě úspěšného volání funkce vrátí kód 0 a informace o kartě v parametru a_card_info.
Jinak vrací příslušný chybový kód a hodnotu NULL v parametru a_card_info.
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4.7.3 Účtování mikropoplatku
Tuto operaci bude v API sprostředkovávát funkce f_perform_operation, jejíž vstupní
parametry jsou :
1. a_per_id - identifikátor VUT ID osoby, která účtuje mikropoplatek.
2. a_studium_id - identifikátor studia na VUT.
3. a_ident_card_id - identifikátor karty VUT.
4. a_faculty_guid - identifikátor z tabulky c_iskam_guid.
5. a_skupina_id - identifikátor skupiny mikropoplatků k účtování.
6. a_client_ip - IP adresa, klientského počítače, ze kterého proběhlo účtování mikro-
poplatku.
7. a_debug - příznak, zda-li se mají při účtování vypisovat pomocné informace pro ladění.
Výstupem funkce je numerický identifikátor z tabulky c_mikropoplatek_chyba.
Nejdříve budou provedeny příslušné kontroly, tj. kontrola osoby, kontroly studia a karty.
Následně se načte z tabulky polozka_uctovani skupina, resp. seznam mikropoplatků, které
by měly být naúčtovány. Funkce ověří, že všechny účtované mikropoplatky jsou pro jednu
fakultu. Pokud nejsou, pak nastala chyba, např. neoprávněná modifikace dat, chyba mo-
dulu Mikropoplatky při vkládání, atp. Proces účtování je zastaven a funkce vrátí identifi-
kátor chyby. Dále se vypočte celková suma peněz, kterou by měl mít student dostupnou
na účtu v ISKaM. Pokud je výsledná suma záporná, nastala chyba a proces účtování je
ukončen. Funkce vrátí identifikátor chyby. Následně se ověří stav studentské karty v IS-
KaM, dostupný kredit a její identifikátor GUID. Je-li kredit menší, než požadovaná suma,
je proces účtování ukončen a funkce vrací identifikátor chyby. Poté se vytvoří účtenka,
vložením nového záznamu do tabulky uctenka. Pokud nastane chyba při vytváření, funkce
vrátí identifikátor chyby a ukončí proces účtování. Tímto jsou splněny všechny prerekvizity
pro účtování mikropoplatku. Účtování jednotlivých mikropoplatků proběhne dle diagramu
4.7 v těchto krocích :
1. Vygeneruje se unikátní GUID mikropoplatku.
2. Načtení identifikátoru transakce prostřednictvím funkce f_get_transaction_id.
3. Do tabulky ws_operation_log se vloží auditní log o užití rozhraní webové služby
ISKaM. V logu je zaznamenán identifikátor transakce, aby bylo možné určit, které
operace se v rámci dané transakce provedly.
4. Do tabulky mikropoplatek se vloží informace o právě zpracovávaném mikropoplatku.
5. Zavolání metody p_perform_operation s patřičnými parametry.
6. Aktualizace stavu operace v auditním logu.
Pokud během účtování nastane chyba, všechny předchozí naúčtované mikropoplatky v
rámci účtenky se odúčtují pomocí funkce f_undo_uncomplete_operation a funkce vrací
příslušný chybový kód. V opačném případě funkce vrátí kód 0.
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Obrázek 4.7: Diagram aktivit účtování mikropoplatku.
Diagram 4.8 znázorňuje komunikaci s webovou službou při účtování mikropoplatku. V dia-
gramu nejsou z důvodu přehlednosti uvedeny všechny možné alternativní toky chyb, které
mohou vzniknout. Rovněž je vynechána úvodní sekce vytvoření spojení a autentizace, která
je v diagramu 4.5.
4.7.4 Odúčtování mikropoplatku
Odúčtování mikropoplatku provádí funkce f_undo_operation, jejíž vstupní parametry jsou :
1. a_per_id - identifikátor VUT ID osoby, která odúčtovává mikropoplatek,
2. a_faculty_guid - identifikátor z tabulky c_iskam_guid,
3. a_uctenka_id - identifikátor účtenky, kterou chce uživatel odúčtovat,
4. a_client_ip - IP adresa, klientského počítače, ze kterého proběhlo účtování mikro-
poplatku,
5. a_debug - příznak, zda-li se mají při odúčtování vypisovat pomocné informace pro
ladění.
Výstupem funkce je numerický identifikátor z tabulky c_mikropoplatek_chyba.
Před odúčtováním se provedou nejdříve nutné kontroly, tj. kontrola existence osoby
provádějící operaci a její platný vztah k fakultě, existence GUID fakulty v číselníku, dle za-
daného identifikátoru. Dále se ověří existence účtenky, datum zaúčtování a stav stornování
jednotlivých mikropoplatků na ní. Pokud je datum zaúčtování před aktuálním datem nebo
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Obrázek 4.8: Komunikace volání hlavní metody webservice ISKaM.
jsou už všechny mikropoplatky na účtence stornovány, proces odúčtování končí a funkce
vrací chybu. V případě, že jsou všechny uvedené prerekvizity splněny, funkce provede od-
účtování mikropoplatků dle diagramu 4.9 na účtence následovně :
1. Načtení identifikátoru transakce prostřednictvím funkce f_get_transaction_id.
2. Do tabulky ws_operation_log se vloží auditní záznam o užití rozhraní webové služby
ISKaM. V logu je zaznamenán identifikátor transakce, aby bylo možné určit, které
operace se v rámci dané transakce provedly.
3. V tabulce mikropoplatek se u právě odúčtovávaného mikropoplatku nastaví atri-
buty :
• stornovan na hodnotu 1,
• stornoval na hodnotu vstupního parametru a_per_id,
• stornovan_datum na aktuální datum.
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4. Zavolání metody undoOperation prostřednictvím procedury p_undo_operation s pa-
rametrem GUID identifikující mikropoplatek v ISKaM.
5. Aktualizace stavu operace v auditním logu.
6. V tabulce uctenka se provede nastavení atributů :
• datum_storno na hodnotu aktuálního data,
• storno_transakce_id na hodnotu načteného identifikátoru transakce.
Pokud dojde při odúčtování k chybě, je chyba předána obsluze, resp. funkci
f_handle_iskam_error, která vrátí příslušný kód chyby a odešle informační email na kon-
ferenci pracovníků správy centrální databáze VUT.
Obrázek 4.9: Diagram aktivit pro stornování mikropoplatku.
4.7.5 Změna přístupového hesla v ISKaM
Realizaci změny přístupového hesla popisuje diagram aktivit na obrázku 4.10 a v PL/SQL
ISKaM API ho zajišťuje procedura p_set_password. Heslo je možné změnit až v případě,
že je uživatel přihlášen. Procedura volá metodu setPassword webové služby a má jeden
vstupní parametr, a to heslo.
4.7.6 Zpracování chyb
Zpracování chyb provádí funkce f_handle_iskam_error, která má dva vstupní parametry :
• a_error_text - textový popis, který vrátila webová služba prostředníctvím Java ob-
sluhy,
• a_operation - název prováděné operace, resp. volané metody u které došlo k chybě.
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Obrázek 4.10: Diagram aktivit pro změnu hesla v ISKaM.
Protože webová služba ISKaM nemá identifikované chyby pomocí kódů, ale pouze pomocí
textu, je zpracování prováděno porovnáváním v textu vůči známym vzorkům, které byly
během vývoje a testování zjištěny. Porovnávání se provádí od nejspecifičtější chyby až po
nejobecnější(neznámou) s kódem 99. Seznam všech definovaných kódů, které byly zjištěny
a definovány během implementace jsou uvedeny v příloze A.
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Kapitola 5
Bezpečnost
Protože se jedná o aplikaci, která umožňuje pracovat s kreditem, je bezpečnost velmi
důležitá. Aplikace je provozována v multiuživatelském databázovém prostředí a komuni-
kuje v rámci počítačové sítě VUT. V tomto případě je nutné bezpečnost řešit na několika
úrovních.
5.1 Zabezpečení webové služby ISKaM
Webová služba poskytuje rozhraní SOAP na protokolu HTTPS. Standardně je komunikace
protokolem HTTP nešifrovaná a lze ji odposlouchávat, např. pomocí software Wireshark1.
Proto je důležité, aby byla komunikace mezi webovou službou a klientem šifrovaná.
Zabezpečení pomocí SSL vyžaduje, aby webový server odeslal klientovi svůj veřejný klíč
a certifikát dosvědčující jeho pravost. V případě webové služby ISKaM jde o klíč vydaný
certifikační autoritou TERENA2, která vydává certifikáty pro servery v síti CESNETu.
Komunikace je šifrována 128 bitovým klíčem, který je pro webovou komunikaci dostatečný.
Dalším krokem k zabezpečení webové služby je omezení přístupu k portu, na kterém
komunikuje webová služba, mimo definované IP adresy, příp. rozsahy adresového prostoru.
Tímto je webová služba odstíněna od možného útoku kdekoliv z Internetu.
Samotné omezení přístupu k webové službě pro úzkou skupinu klientů však nestačí. Pro
provoz je nutné rozlišit uživatele, kteří mohou volat metody webové služby a určit tak uži-
vatelská práva. Pro úspěšné provedení metody webové služby je nutné provést autentizaci,
která vyžaduje uživatelské jméno, heslo a identifikátor provozu.
5.2 Bezpečnostní incident
Bezpečnostní incident představuje narušení bezpečnosti IS. Životní cyklus bezpečnostního
incidentu lze shrnout do tří fází. První fáze je prevence. Ta zabraňuje vzniku incidentu pre-
ventivními opatřeními. Preventivní opatření v tomto případě zahrnuje nastavení potřebných
práv pro spuštění Java kódu obsluhy, práv k volání procedur a funkcí PL/SQL balíku ob-
sluhy, přímé omezení na databázového uživatele v kódu a znemožnení editace zdrojových
kódů obsluhy.
Druhou fází je detekce bezpečnostního incidentu, která na základě definovaných po-
stupů hlídá jeho vznik. Detekce je realizována pomocí pravidelně spouštěných úloh, které
1http://www.wireshark.org/download.html
2https://www.terena.org/activities/tcs/
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kontrolují auditní záznamy databáze a uživatelská práva.
Poslední je fáze vyřešení bezp. incidentu. V této fázi je zjištěný incident zdokumentován,
vyřešen a předán managementu CVIS k vyvození důsledků.
5.3 Prevence
Prevence možného bezpečnostního incidentu je zajištěna pomocí omezení práv k balíku
PL/SQL ISKaM API. Aby mohl jiný uživatel než ISKAM, v jehož schématu je balík vy-
tvořen, volat některou z funkcí, musí mít buď systémové právo EXECUTE ANY PROCEDURE
nebo EXECUTE na PL/SQL balík. Tato práva může mít uživatel udělena přímo nebo nepřímo,
prostřednictvím role. Proto je nutné při kontrole uživatelských práv provádět i kontrolu práv
jeho rolí a to rekurzivně.
Následující dotaz vybere všechny uživatele, kteří mají právo EXECUTE ANY PROCEDURE
buď přímo, tj. úroveň = 1 nebo nepřímo, tj. úroveň > 1.
SELECT LEVEL-1 AS uroven, LPAD(’ ’, LEVEL*3)||granted_role AS PRAVO,
connect_by_root(granted_role) AS uzivatel,
ltrim(sys_connect_by_path(granted_role, ’ / ’),’ / ’) AS cesta
FROM
( -- uzivatele
SELECT NULL AS grantee, username AS granted_role
FROM dba_users
UNION -- vztahy role-role
SELECT grantee, granted_role
FROM dba_role_privs
UNION -- systemova privilegia role
SELECT grantee, PRIVILEGE AS granted_role
FROM dba_sys_privs)
WHERE granted_role = ’EXECUTE ANY PROCEDURE’
START WITH grantee IS NULL
CONNECT BY grantee = PRIOR granted_role;
Další SQL dotaz vybere uživatele, kteří mají právo EXECUTE na spuštění balíku PL/SQL
ISKaM API.
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SELECT CASE WHEN LEVEL = 1 THEN
OWN || ’.’ || obj || ’ (’ || typ || ’)’
ELSE
LPAD(’ ’, 2 * (LEVEL - 1)) || obj ||
NVL2(typ, ’ (’ || typ || ’)’, NULL)
END
FROM (-- vyber objektu
SELECT NULL p1, NULL p2, object_name obj, owner OWN,
object_type typ
FROM dba_objects
WHERE owner = ’ISKAM’ AND object_name = ’PKG_WS_ISKAM’
AND object_type NOT IN (’PACKAGE BODY’)
-- objekt - prava
UNION
SELECT table_name p1, owner p2, grantee, grantee, PRIVILEGE
FROM dba_tab_privs
WHERE privilege = ’EXECUTE’
-- vazby role - role/uzivatel
UNION
SELECT granted_role p1, granted_role p2, grantee, grantee, NULL
FROM dba_role_privs)
START WITH p1 IS NULL AND p2 IS NULL
CONNECT BY p1 = PRIOR obj AND p2 = PRIOR OWN;
Po podrobném zkoumání práv bylo zjištěno, že existují uživatelé, kteří mají právo
EXECUTE ANY PROCEDURE. Tato práva však nemohou být uživatelům z provozních důvodů
zrušena, proto je nutné zavést omezení v rámci kódu.
Databáze poskytuje speciální funkci USER, která vrací uživatelské jméno právě přihláše-
ného uživatele. Uvedenou funkci lze využít k omezení spuštění PL/SQL ISKaM API násle-
dovně :
IF (USER NOT IN (AKIRA, ISKAM)) THEN
RETURN 96;
END IF;
Omezení zaručí, že v případě nepovoleného uživatele dojde k ukončení volané funkce s
návratovým kódem, resp. chybou 96, viz. A. Tento typ omezení řeší i případ, kdy má
uživatel také systémové právo CREATE ANY PROCEDURE, a snažil by se vytvořit proceduru v
jiném uživatelském schématu, jehož vlastník má práva pro spuštění PL/SQL ISKaM API,
a tu pak spustit. Tímto jsou vyřešena práva k PL/SQL.
Následující preventivní opratření je omezení volání Java kódu. V první fázi jde o zne-
přístupnění jednotlivých procedur a funkcí, které zapouzdřují Java volání. Znepřístupnění je
v PL/SQL balíku řešeno definicí funkcí a procedur v těle balíku namísto v jeho deklarativní
části. Druhá fáze je kontrola a případné odebrání rolí JAVASYSPRIV, JAVA_ADMIN.
Kontrola byla provedena pomocí SQL dotazu, který byl použit pro vyhledání uživatelů
disponujících právem EXECUTE ANY PROCEDURE s tím rozdílem, že při vyhledávání byly pou-
žity výše uvedené role. Bylo žjištěno, ze role má v centrální databázi pouze uživatel SYS,
čímž se možnost neoprávněného spustění Java metod obsluhující webovou službu ISKaM
zmenšila na minumum.
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Třetí, finální fáze zahrnuje přímou kontrolu oprávnění Java 2. Seznam udělených opráv-
nění je dostupný v pohledu DBA_JAVA_POLICY a je dále použit pro detekci možného bezp.
incidentu v 5.4.
Zajištěni integrity dat a kódu
Zajištění integrity dat spočívá v omezení práv INSERT, UPDATE a DELETE pro jiné databázové
uživatele nad tabulkami schématu ISKAM s vyjímkou tabulky POLOZKA_UCTOVANI, do které
uživatel vkládá mikropoplatky k účtování. O plnění a aktualizaci dat ve schématu ISKAM
se stará PL/SQL balík PKG_WS_ISKAM.
Protože se jedná o velmi komplexní balík zajišťujicí téměř veškerou funkčnost, včetně
bezpečnostních kontol, je vyžadováno, aby modifikaci balíku prováděly pouze oprávněné
osoby. Rovněž je žádoucí, aby byl interní kód balíku dostupný v nečitelné podobě, v případě,
že by se někdo pokusil o jeho modifikaci.
Toto je zajištěno utilitou wrap, která provede převod balíku do tzv. wrapped formy.
Ukazka kódu ve wrapped formě je v příkladu 5.1.
Vstupem utility jsou dva parametry :
• iname - název souboru s PL/SQL kódem,
• oname - název výstupního souboru s wrapped kódem.
Po vytvoření výstupního souboru stačí výstupní soubor spustit uživatelem ISKAM z sql
konzoly a databáze automaticky provede vytvoření balíku v uživatelově schématu.
Mimo utilitu wrap lze také použít proceduru CREATE_WRAPPED PL/SQL balíku DBMS_DDL
viz. [9]. Použití této procedury je možné v případě, že velikost textu balíku nepřesáhne 32767
znaků. Použítí by vypadalo následovně.
BEGIN
-- textová proměnná package_text obsahuje kód balíku
DBMS_DDL.CREATE_WRAPPED(package_text);
END;
5.4 Detekce
Databázový audit je prováděn na úrovni databáze a umožňuje auditovat následující typy
Java objeků a operace.
Aby databáze mohla rozlišit, které třídy mají být auditovány, bylo nutné provést nastavení
spočívající ve spuštění následujících příkazů :
1. AUDIT ALL ON PKG_WS_ISKAM;
2. AUDIT UPDATE,INSERT,DELETE ON WS_OPERATION_LOG;
3. AUDIT EXECUTE ON JAVA CLASS "iskam/CardOperationsSoap12ClientJPub";
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CREATE OR REPLACE PACKAGE ISKAM.pkg_ws_iskam wrapped
a000000
1f
abcd
abcd
abcd
abcd
abcd
abcd
abcd
abcd
abcd
abcd
abcd
abcd
abcd
abcd
abcd
9
c7b 31e
4dbW7wWixY7obOCIcB9k0PhtfXwwg1UrLiBoyi/NMnPVU8PyY+d5g4ZB1KntdwQvQKC5RI4D
XMxj8q3Su7HO7/njeMkDE4TZOLGrdXhqNHipOQln/1C7Byz5coy1Os6lcx8GXPHKiUY3aY4U
LXGhiULXWehZKVxO+6+fHa+LrelxUXdX2dUObEh+jfFTEyMg9tdI/Q4fW86Xe5dMMdZcn6wH
ErYcsKN8opM53FQUkC/EEf3sXhs7SXB9A8PGPnq6PQHwZt2Cyi7RDXKkLI/0wVz7AfYVhsGt
lRZui9MjNG/h9mx3xOE07ytV1l1TXQLMo977p5S2nLTKoqVLC+KEXxJ8XeeLhjRTBcqJY9Eo
piWNPoKuub8sqw9q2IJrHE7D+i3c+2S0QF0oobo69NJuGvz8RbpsZNUz6Y5hdn+TRzoeeTBu
baxFiWN4jBHca129AfdYGMHBlTnWy/d2vjOAM4GRwf8reR+U1KIdGsAuiJTMRbn07H6RHRfF
T7aDvSTMPrIhHWOLIT39gcI5kSpeVZwnfv2Ww0oFbGkvYT9uSI9O8QIjO+Pene6D59d3QRZJ
sWgkeTBPPHzy23XoXn5mUHd630j7nyEZVDh7jOt7VZLzwUVByRUpQiN334VViYHEu3LOYgLC
J+cwZxGIAZyK8RfGs573mV6x+HmFU2bkZObOsPW4AsFG33pNqZlSArDbm0Uk+FEsM3Mzck1Q
bwEAGedcA3OJQ3Ejg1MHzu4kBjHGFJC+WdA4E55kJXIiGokVOO79wCc0KLv54XmLJTQ=
Příklad 5.1: Ukázka wrapped kódu deklarace balíku ISKaM API.
Dále pak PL/SQL skriptu :
BEGIN
FOR i IN (SELECT ’AUDIT ALTER, GRANT ON ISKAM."’||
s.longname||’"’ AS command
FROM javasnm s
WHERE s.longname LIKE ’iskam/%’)
LOOP
EXECUTE IMMEDIATE i.command;
END LOOP;
END;
který pro všechny třídy Java obsluhy nastaví audit modifikace a přidání práv. Tímto je za-
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Příkaz Java zdrojový kód Java resource Java třída
ALTER ANO NE ANO
EXECUTE NE NE ANO
AUDIT ANO ANO ANO
GRANT ANO ANO ANO
Tabulka 5.2: Možné způsoby auditu operací s Java objekty.
jištěno, že budou auditovány všechny operace, tj. CREATE, REPLACE, DROP, ALTER, RENAME
i GRANT nad balíkem PKG_WS_ISKAM, dále UPDATE, INSERT a DELETE nad tabulkou logů
obsluhy webové služby ISKaM a také spuštění a hlavní třídy Java obsluhy.
Detekce modifikace a změny práv
Samotný databázový audit je pouze pasivní nástroj, tj. neumožňuje sám a automaticky
hlásit případný bezpečnostní incident. Proto bylo potřeba vytvořit vhodným způsobem
automatickou ulohu, která pravidelně kontroluje auditní záznamy a možnou nesrovnalost
automaticky hlásí emailem do konference správců centrální databáze VUT. Ta byla zvolena
z důvodu rychlosti zajištění případného opatření správcem.
Kontrola je implementována v proceduře P_JOB_REPORT_SECURITY balíku
PKG_WS_ISKAM. Procedura provádí kontrolu pohledu DBA_AUDIT_OBJECT, kde se kontroluje :
1. Modifikace balíku PKG_WS_ISKAM uživatelem jiným než je ISKAM, tj. jeho vlastník.
2. DML3 příkaz nad tabulkou WS_OPERATION_LOG, uživatelem jiným, než ISKAM.
Tato procedura provádí také detekci změny Java 2 oprávnění, načtením stavu Java 2 opráv-
nění z pohledu DBA_JAVA_POLICY a porovnáním s předchozím stavem. Pokud je nalezen
rozdíl, hlásí ho, stejně jako předchozí kontrola, emailem do konference správců centrální
databáze VUT.
Aby vše fungovalo automaticky, byla v plánovači databáze vytvořena úloha spouštějící
výše uvedenou proceduru v pravidelném intervalu pět minut. Zabezpečení úlohy je prove-
deno tak, že je její vlastník systémový úživatel.
5.5 Analýza bezpečnosti wrapped PL/SQL
Přestože Oracle neposkytuje nástroj, který by dovolil převést wrapped PL/SQL kód zpět
do klasického formátu, existují dva způsoby reverzního inženýrství, jak toho lze dosáhnout.
První způsob, který byl prezentován v [2] je založen na porozumění principu překladu
PL/SQL kódu do mezikódu a na jeho následné rekonstrukci z DIANA. Dokumentace Oracle
říká, že PL/SQL je založený na jazyce ADA a využívá jeho variantu. Je definován využitím
meta notace zvané IDL4. Dále říká, že během kompilace je PL/SQL přeložen do mezikódu,
který je i včetně mezikódu DIANA, uložen v databázi [8] .
Na obrázku 5.1 je vidět, jak probíhá kompilace zdrojového kódu jazyka PL/SQL tak,
aby ho databáze mohla interpretovat, resp. spustit.
3angl. zkratka - Data Modification Language
4anglická zkratka - Interface description language
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Obrázek 5.1: Průběh kompilace zdrojového kódu PL/SQL.
DIANA je jazyk mezikódu, užívaný k reprezentaci sémantiky Ada programu. Původně byl
vytvořen pro kompilátor jako rozhraní mezi syntaktickou analýzou, sémantickou analýzou
a generátorem kódu(optimalizátorem). Je také používán jako interní reprezentace jiných
jazyků [18]. Implementace DIANA je v Oracle provedena pomocí IDL.
Interface description language je odvozen rovněž z jazyka ADA a je to specifikační
jazyk užívaný k popisu rozhraní softwarových komponent, v jazykově nezávislém formátu a
umožňuje tak komunikaci mezi komponentami, které nejsou ve stejném jazyce. V databázi
je uložen ve čtyřech tabulkách systémového katalogu :
• SYS.IDL_CHAR$,
• SYS.IDL_SB4$,
• SYS.IDL_UB1$,
• SYS.IDL_UB2$.
Lze nalézt úzkou souvislost mezi tabulkou SYS.SOURCE$, kde jsou uloženy programové kódy
SQL> desc sys.source$;
Name Type
------ -------------------
OBJ# NUMBER
LINE NUMBER
SOURCE VARCHAR2(4000 BYTE)
a tabulkou SYS.IDL_UB1$,
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SQL> desc sys.idl_ub1$;
Name Type
------- --------
OBJ# NUMBER
PART NUMBER
VERSION NUMBER
PIECE# NUMBER
LENGTH NUMBER
PIECE LONG RAW
kde hodnota ve sloupci PART označuje typy :
• 0 - diana,
• 1 - portable pcode,
• 2 - machine-dependent pcode.
Kvůli ochraně Oracle zabránil nad tabulkou SYS.IDL_UB2$ spustit dotaz, tak že nedefinoval
typ UB2, který by mohl SQL dotaz vracet. Každý pokus o dotaz pak končí s chybou :
ORA-00932: nekonzistentní datové typy: očekáváno CHAR, nalezeno UB2
Podpora DIANA a IDL API je zavedena v balíčcích SYS.PIDL a SYS.DIANA. Další ba-
líček DIANA Utilites není standardně nahrán a je potřeba ho nainstalovat spuštění skriptu
$ORACLE_HOME/rdbms/admin/diutil.sql. Dále ještě exituje skript Dumpdiana, který umí,
např. kód procedury, ve formátu DIANA, uložit do trasovacího souboru, kde je možné kód
analyzovat. Dumpdiana lze doinstalovat pomocí skriptu dumpdian.sql z výše uvedeného
adresáře $ORACLE_HOME.
Tento způsob reverzního inženýrství je však v databázi 10g, díky novému mechanismu
wrapování značně znesnadněn. Nový mechanismus nyní skrývá tabulku symbolů, která byla
až do verze 9i viditelná, a využívá kódování base64. Nicméně principy uvedené v [2] stále
fungují.
Druhý, novější způsob reverze wrapovaného kódu na newrapovaný pro databázi 10g byl
odhalen v [3]. V 10g je text PL/SQL wrapován následujicím způsobem popsaným níže.
Zdrojový kód PL/SQL je komprimován algoritmem Lempel-Ziv a následně je nad kom-
primovanými daty vytvořen SHA1 hash, který je zkopírován do paměti, kde je přidán, resp.
konkatenován na konec komprimovaných dat. Hodnota každého bajtu v paměti pak tvoří
index do substituční tabulky. Tato tabulka tvoří Oraclem střežené tajemství a je klíčem k
úšpěšné reverzi. David Litchfield uvádí, že výše uvedenou substituční tabulku není těžké
nalézt v binárním souboru wrap utility [3]. Výsledná šifra je následně kódována pomocí
base64.
Skriptem z přílohy C.2 vytvoříme balík poskytující komprimaci a dekomprimaci algorit-
mem Lempel-Ziv. Nyní je možné vyzkoušet skript unwrap.sql, který je na přiloženém CD,
viz. příloha E. Výsledkem spuštění tohoto skriptu je vytvoření testovacího balíku, který je
wrapován a nasledně převeden zpět pomocí druhého principu, uvedeného výše.
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Kapitola 6
Závěr
Implementace rozhraní obsluhy webové služby ISKaM v Centrální databázi VUT pro po-
třeby účtování mikropoplatků, umožnila vyvinout nový modul v IS Apollo, který je do-
stupný všem fakultám VUT. Fakulty využívající centrální informační systém VUT tedy
mohou po podepsání smlouvy s KaM realizovat platby od studentů prostřednictvím IS
VUT.
Před existencí tohoto rozhraní byli studenti nuceni při platbách na fakultách předávat
peněžní hotovost, proti které referenty vydávaly ručně vypisované účtenky. Nyní lze celou
záležitost vyřídit bezhotovostně, rychle a efektivně prostřednictím mikropoplatků. Stačí,
aby měl student dostatek prostředku na účtu v ISKaM a platnou studentskou kartu.
Dále byla provedena analýza bezpečnosti wrapovaného PL/SQL kódu z pohledu skrytí
zdrojového kódu implementace před případnou úpravou. Analýza ukázala, že existuje po-
měrně jednoduchý způsob, jak lze převést wrapovaný kód zpět a že se na wrapping, pro
skrytí implementačních detailů, nelze plně spolehnout.
Další rozvoj tohoto projektu bude spočívat v automatickém měsíčním rozúčtovávání
balíku peněz, který fakulta dostane od KaM VUT v Brně, na jednotlivá střediska fakulty
prostřednictvím integrace rozhraní SAP PI/XI1 a mikropoplatků. Rozúčtovávání nyní pro-
vádějí fakultní ekonomové dle papírového seznamu. Automatizace by měla celý proces ještě
více ulehčit a omezit tak případné chyby lidského faktoru při rozúčtovávání.
1SAP Process Integration 7.1 - http://www.sdn.sap.com/irj/sdn/nw-pi71
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Příloha A
Chybové kódy PL/SQL ISKaM
API
Kód Popis
0 OK
1 Požadovaný typ mikropoplatku nebyl nalezen v číselníku.
2 K ident card id nelze nalézt číslo čipu v hexa tvaru!
3 Nepodařilo se autorizovat klienta webservice ISKaM!
4 Karta není v KaMB validní(blokovaná nebo zrušena)!
5 Nebyla zadána částka mikropoplatku!
6 Nelze provést strhnutí platby z účtu KaMB, nedostatek prostředků na účtu!
7 Nenalezena osoba požadující provedení operace!
8 Chyba při ukládání mikropoplatku do CDB, nelze pokračovat!
9 Webservice ISKaM vrátila chybný formát GUID karty!
10 Požadované studium bylo nalezeno, ale není aktivní!
11 Požadované studium nebylo nalezeno!
12 Mikropoplatek s vygenerovaným GUID již existuje!
13 Chyba při provádění metody webservice ISKaM!
14 Chyba logování operace webservice ISKaM!
15 Nepodařilo se vygenerovat interní unikátní GUID pro mikropoplatek!
16 K hexa kódu chipu karty nenalezeno její identifikační číslo(ident card id)!
17 ISKaM webservice klient nemohl nastavit udržení HTTP session!
18 ISKaM webservice klient nebyl autorizován!
19 Nenalezena osoba požadující stornování mikropoplatku!
20 Mikropoplatek pro stornování nenalezen podle GUID!
21 Mikropoplatek nemůže stornovat osoba, která ho nezadala!
22 Mikropoplatek nelze stornovat, lhůta(do 23:59:59) pro stornování již vypršela!
23 Neznámá chyba při ověřování vztahu osoby k faktultě!
24 Nemáte platný pracovní vztah k fakultě, poplatek nelze stornovat!
25 Chyba při stornování mikropoplatku, nelze aktualizovat záznam!
26 Nastal timeout operace webservice ISKaM, opakujte prosím akci později.
27 Ve voláni webservice ISKaM bylo nastaveno již existující GUID!
28 Specifikovaný mikropoplatek v ISKaM neexistuje, kontaktujte CVIS.
29 Interní chyba webservice ISKaM, metoda getCardInfo nevrátila validní data!
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30 Stornování mikropoplatku již bylo provedeno!
31 Nelze strhnout zápornou částku mikropoplatku!
32 Příliš dlouhý timeout pro operaci webservice ISKaM, povolený rozsah (5-60s)!
33 Nelze použít záporný timeout pro operaci webservice ISKaM, povolený rozsah
(5-60s)!
34 Příliš krátký timeout pro operaci webservice ISKaM, povolený rozsah (5-60s)!
35 Příliš velký počet opakování operace webservice ISKaM při chybě, povolený
rozsah (0-5x)!
36 Záporný počet opakování operace webservice ISKaM při chybě, povolený roz-
sah (0-5x)!
37 Nelze zaůčtovat záporné nebo nulové množství mikropoplatku!
38 Karta je buď blokovaná, neplatná nebo není ke studiu, na které se zadává
poplatek!
39 Neznámá chyba při ověřování platnosti karty!
40 Nezadán parametr IP adresa klienta při volání funkce obsluhy webservice IS-
KaM!
41 Nenalezen GUID střediska pro zaúčtování v ISKaM, operaci nelze provést!
42 Neexistují mikropoplatky k zaúčovaní!
43 Typ mikropoplatku nebyl nalezen v číselníku!
44 Neznámá chyba při zjišťování částky mikropoplatku!
45 Částka typu mikropoplatku nebyla zadána!
46 Chyba při vytváření účtenky!
47 Chyba při odúčtovávání zaučtovaných mikropoplatků, neprodleně kontaktujte
cdb@vutbr.cz!
48 Účtenka neexistuje, proto ji nelze ani stornovat!
49 Ve skupině mikropoplatků nebyl nalezen identifikátor fakulty!
50 Ve skupině mikropoplatků byly nalezeny mikropoplatky různých fakult!
51 Mikropoplatky byly v ISKaM odúčtovány, ale nastala chyba při rušení účtenky.
52 Nenalezena osoba požadující tisk účtenky!
53 Účtenka neexistuje, proto ji nelze ani tisknout!
89 Neznámá chyba F BEGIN ISKAM SESSION!
93 Chyba přihlášení k webservice ISKaM, zadáno neznámé středisko!
94 Interní chyba klienta webservice ISKaM, kontaktujte prosím cdb@vutbr.cz.
95 Interní chyba OracleJVM, operaci se nepodařilo provést, prosím zkuste to
znovu.
96 Tento uživatel nemá právo na spuštění klienta webservice ISKaM!
97 Neznámá interní chyba webservice ISKaM, opakujte prosím akci později nebo
kontaktujte CVIS.
98 Neznámá chyba generování ID logovací transakce!
99 Neznámá chyba!
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Příloha B
Specifikace webové služby ISKaM
2006
Systém ISKaM je od počátku vývoje chápán jako otevřený vůči dalším provozovatelům
služeb. Tito provozovatelé mohou po vzájemné domluvě s provozovatelem ISKaMu umožnit
klientům čerpat služby z prostředků, které má klient uloženy na svém kontě. Provozovatel
externího systému přistupuje ke zdrojům aplikace ISKaM prostřednictvím webové služby
CardOperations (dále jen WS).
Tato WS zprostředkovává ověření poskytovatele (ne tedy samotného klienta) a umožňuje
zjišťovat stav konta určitého klienta podle čísla čipu identifikační karty a dále vložit záznam
o poskytnuté službě, jejíž úhrada se provede z konta klienta. Není povoleno ani nabíjení
kont, ani možnost čerpat služby do debetu.
B.1 Popis rozhraní
B.1.1 Authenticate
Tato metoda slouží k tomu, aby se k WS nepřihlásil neoprávněný uživatel. Správný login,
heslo a identifikátor provozu, poskytne provozovateli externího systému provozovatel sys-
tému ISKaM. Obdržené parametry předáte této metodě, a pokud je vše vrací jako odpověď
logickou hodnotu TRUE. Volání dalších metod musí být provedeno ve stejné session dle
HTTP protokolu.
B.1.2 ChangePassword
Tato metoda umožňuje změnit heslo, které se používá v metodě Authenticate.
B.1.3 GetCardInfo
Tato metoda vrací údaje o kartě podle zadaného čísla čipu. Vrací ID karty, číslo karty,
jméno, příjmení a titul majitele, stav konta a příznak, zda je karta platná.
B.1.4 IsAuthenticated
Vrací TRUE, pokud je uživatel ověřen.
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B.1.5 PerformOperation
Hlavní výkonná metoda WS. Vloží do operací klienta pohledávku s předanými vlastnostmi.
Parametry jsou ID karty, které vrací metoda GetCardInfo, dále částka, která se má ”strh-
nout”z karty, popis typu poskytnuté služby (přidělí provozovatel ISKaMu, maximálně tři
znaky, nezobrazuje se klientovi), popis služby, zkratka služby (obojí se zobrazuje klientům),
sazba DPH, zdroj pro účetnictví (přidělí provozovatel ISKaMu), dále může obsahovat ID
(GUID), které identifikuje službu v externím systému a příznak, zda má ISKaM kontrolovat,
zda se stejný GUID už v ISKaMu nevyskytuje.
V případě chyby vrací výjimku přes standardní SOAP rozhraní. Za chybu se považuje
i to, když je použito ServiceID, které již v systému je a při volání metody je požadována
kontrola jedinečnosti.
B.1.6 UndoOperation
Tato metoda umožňuje vystornovat operaci provedenou metodou PerformOperation. Stor-
novat lze pouze operace zadané ve stejný den a ke stornování je potřeba znát ID operace
v externím systému, tj. hodnotu parametru ServiceID použitou pro metodu PerformOpe-
ration. Webservice generuje výjimku v případě neúspěchu (operace neexistuje, je tam více
operací se stejným ID, operace již byla stornována, byla vložena dříve, než v aktuální den,
atp.).
B.2 Popis použití
Typické použití této WS vypadá tak, že se externí systém ověří metodou Authenticate,
dále pro načtenou kartu metodou GetCardInfo zjistí zůstatek a jedinečné ID karty. Po
poskytnutí služby volání metody PerformOperation strhne požadovanou částku z karty.
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Příloha C
Skripty
C.1 Přidělení oprávnění
BEGIN
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
,permission_type => ’SYS:java.lang.RuntimePermission’
,permission_name => ’accessClassInPackage.sun.util.calendar’
,permission_action => ’’);
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
,permission_type => ’SYS:java.lang.RuntimePermission’
,permission_name => ’getClassLoader’
,permission_action => ’’);
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
,permission_type => ’SYS:java.util.PropertyPermission’
,permission_name => ’*’
,permission_action => ’read,write’);
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
,permission_type => ’SYS:java.lang.RuntimePermission’
,permission_name => ’shutdownHooks’
,permission_action => ’’);
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
,permission_type => ’SYS:java.lang.RuntimePermission’
,permission_name => ’setFactory’
,permission_action => ’’);
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
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,permission_type => ’SYS:java.net.SocketPermission’
,permission_name => ’*’
,permission_action => ’connect,resolve’);
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
,permission_type => ’SYS:oracle.aurora.security.JServerPermission’
,permission_name => ’Verifier’
,permission_action => ’’);
SYS.DBMS_JAVA.GRANT_PERMISSION(
grantee => ’ISKAM’
,permission_type => ’SYS:java.util.logging.LoggingPermission’
,permission_name => ’control’
,permission_action => ’’);
END;
/
GRANT CREATE SYNONYM TO ISKAM;
GRANT CREATE VIEW TO ISKAM;
GRANT REFERENCES, SELECT ON BRUTISADM.CARD_STATE TO ISKAM;
GRANT REFERENCES, SELECT ON BRUTISADM.IDENT_CARD TO ISKAM;
GRANT REFERENCES, SELECT ON BRUTISADM.ORGUNIT TO ISKAM;
GRANT SELECT ON BRUTISADM.PERS_CARD TO ISKAM WITH GRANT OPTION;
GRANT REFERENCES ON BRUTISADM.PERS_CARD TO ISKAM;
GRANT REFERENCES, SELECT ON BRUTISADM.PERS_CARD TO ISKAM;
GRANT REFERENCES, SELECT ON BRUTISADM.PERSON TO ISKAM;
GRANT REFERENCES, SELECT ON BRUTISADM.PERS_ORG TO ISKAM;
GRANT REFERENCES, SELECT ON BRUTISADM.PERS_ORG_ROLE TO ISKAM;
GRANT REFERENCES, SELECT ON SPP.C_UCET_SAP TO ISKAM;
GRANT REFERENCES, SELECT ON SPP.UCET_POPIS TO ISKAM;
GRANT REFERENCES, SELECT ON ST01.C_SPP_PRVEK TO ISKAM;
GRANT REFERENCES, SELECT ON ST01.C_ZDROJ_SAP TO ISKAM;
GRANT REFERENCES, SELECT ON ST01.STUDIUM TO ISKAM;
GRANT EXECUTE ON BRUTISADM.F_GET_SUPERIOR_ORGUNITID TO ISKAM;
GRANT EXECUTE ON CVISADM.PKG_DBMAILER TO ISKAM;
GRANT EXECUTE ON CVISADM.PKG_GUID TO ISKAM;
GRANT EXECUTE ON SYS.DBMS_LOCK TO ISKAM;
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C.2 Balík komprimace Lempel-Ziv
create or replace java source named zcompress as
import java.io.*;
import java.util.zip.*;
public class zcompress
{
public static String Inflate( byte[] src )
{
try
{
ByteArrayInputStream bis = new ByteArrayInputStream( src );
InflaterInputStream iis = new InflaterInputStream( bis );
StringBuffer sb = new StringBuffer();
for( int c = iis.read(); c != -1; c = iis.read() )
{
sb.append( (char) c );
}
return sb.toString();
} catch ( Exception e ) {}
return null;
}
public static byte[] Deflate( String src, int quality )
{
try
{
byte[] tmp = new byte[ src.length() + 100 ];
Deflater defl = new Deflater( quality );
defl.setInput( src.getBytes( "UTF-8" ) );
defl.finish();
int cnt = defl.deflate( tmp );
byte[] res = new byte[ cnt ];
for( int i = 0; i < cnt; i++ )
res[i] = tmp[i];
return res;
} catch ( Exception e ) {}
return null;
}
}
/
create or replace package zcompress
is
function deflate( src in varchar2 ) return raw;
function deflate( src in varchar2, quality in number ) return raw;
function inflate( src in raw ) return varchar2;
end;
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/create or replace package body zcompress
is
function deflate( src in varchar2 ) return raw is
begin
return deflate( src, 6 );
end;
function deflate( src in varchar2, quality in number ) return raw
as language java
name ’zcompress.Deflate( java.lang.String, int ) return byte[]’;
function inflate( src in raw ) return varchar2
as language java
name ’zcompress.Inflate( byte[] ) return java.lang.String’;
end;
/
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Příloha D
Seznam použitých zkratek
API - Application Programming Interface
ASMM - Automatic Shared Memory Management
COBRA - The Common Object Request Broker Architecture
DOA - Direct Oracle Access
DTD - Document Type Definition
FTP - File Transfer Protocol
GUID - Globally Unique Identifier
HTTP - Hyper Text Transfer Protocol
IIOP - Internet Inter-ORB Protocol
J2EE - Java 2 Enterprise Edition
JAX-RPC - Java API for XML-based Remote Procedure Call
JAXB - Java Architecture for XML Binding
JDBC - Java Database Connectivity
JMS - Java Message Service
JVM - Java Virtual Machine
MTOM - SOAP Message Transmission Optimization Mechanism
OCI - Oracle Call Interface
PGA - Process Global Area
REST - Representational State Transfer
RMI - Remote Method Invocation
SAAJ - SOAP with Attachments API for Java
SGA - System Global Area
SHA - Secure Hash Algorithm
SMTP - Simple Mail Transfer Protocol
SOAP - Simple Object Access Protocol
SSL - Secure Sockets Layer
URL - Uniform Resource Locator
W3C - World Wide Web Consortium
WSDL - Web Service Description Language
XML - Extensible Markup Language
XOP - XML Binary Optimized Packaging
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Příloha E
Obsah CD
\
|- projekt.pdf - elektronický text práce
|- Java - adresář s Java obsluhou
|- iskam - adresář s balíkem iskam
|- runtime - adresář s balíkem iskam.runtime
|- Skripty
|- vytvoreni_uzivatele.sql - skript pro vytvoření uživatele ISKAM
- a přidělení oprávnění
|- lempel_ziv.sql - balík pro kompresi a dekompresi alg. Lempel-ziv
|- pkg_ws_iskam.sql - skript pro vytvoření balíku PKG_WS_ISKAM
|- unwrap.sql - skrip pro demonstraci unwrappingu PL/SQL kódu
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