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РЕФЕРАТ
Тема роботи: Криптографiчнi властивостi S-блокiв, афiнно
еквiвалентних, експоненцiйнi перетворення над скiнченним полем.
Квалiфiкацiйна робота мiстить: 69 стор., 14 рисункiв, 6 таблиць, 9
джерел. Метою роботи була розробка та дослiдження надiйностi
криптографiчних перетворень та їх складових елементiв, що дозволяють
пiдвищити захищенiсть засобiв криптографiчного захисту iнформацiх.
У ходi данної роботи був проведений аналiз роботи по
експоненцiальним S-блокам Сергiя Агiєвича та Андрiя Афоненко. Саме
на роботi цих вчених базувалися проведенi мною дослiдження. Також
було опрацьовано роботи Л. Будагян та К.Карле. Цi роботи присвяченi
рiзним видам еквiвалентностi булевих функцiй. Результати цих вчених
дали поштовх для наших дослiджень в областi еквiвалентностi
експоненцiйних перетворень.
Запропоновано i доведено новий вид еквiвалентностi експоненцiйних
S-блокiв, що зберiгає диференцiальнi iмовiрностi 𝐷𝑃+,⊕. Доведено
можливiсть розширення множини доступних експоненцiйних перетворень
для використання в криптографiї. Також показано, що одночасне
застосування афiнного перетворення на входi та на виходi
експоненцiйного S-блоку не призводить до розширення цiєї множини.
У ходi проведення обчислень та дослiджень програмним способом
було знайдено 64 основи для експоненцiйного перетворення, що мають
низькi диференцiальнi характеристики та максимальний алгебраїчний
степiнь. Для цих основ було показано, що множину експоненцiальних
S-блокiв можна розширити шляхом афiнних перетворень на входi або на
виходi зi збереженням низької диференцiальної iмовiрностi 𝐷𝑃+,⊕, а за
деяких умов вдалось навiть покращити iншi криптографiчнi
характеристики.
Результати цiєї роботи були частково представленi на XVII
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Науково-практичнiй конференцiї студентiв, аспiрантiв та молодих вчених
«Теоретичнi i прикладнi проблеми фiзики, математики та iнформатики»
(26-27 квiтня 2019р., м. Київ).
СИМЕТРИЧНА КРИПТОГРАФIЯ,S-БЛОКИ,ЕКСПОНЕНЦIЙНI
S-БЛОКИ, АФIННI ПЕРЕТВОРЕННЯ В ЕКСПОНЕНЦIЙНИХ
S-БЛОКАХ
ABSTRACT
The topic of work: Cryptografic Properties of S-boxes Wich are Affine
Equivalent to Exponential Mapping Over Finite Field.
The qualifying paper contains: 69 pages, 14 figures, 6 tables, 9 sources.
The purpose of the work was to develop and investigate the reliability of
cryptographic transformations and their constituent elements, which allow to
increase the security of cryptographic information security tools.
In the course of this work, an analysis of the work on the exponential
S-blocks of Sergei Agievich and Andrei Afonenko was conducted. It was at the
work of these scientists that I was based on research. Also, works by L.
Budagyan and K. Karle were worked out. These papers are devoted to various
types of equivalence of Boolean functions. The results of these scientists gave
impetus to our research in the field of equivalence of exponential
transformations.
A new kind of equivalence of exponential S-blocks is proposed and proved,
preserving differential probabilities 𝐷𝑃+,⊕. The possibility of expanding the set
of available exponential transformations for use in cryptography is proved. It
is also shown that the simultaneous application of the affine transformation at
the input and output of the exponential S-block does not lead to the expansion
of this set.
In the course of calculations and studies, the software method found 64
basis for exponential transformation, which have low differential
characteristics and maximum algebraic degree. For these foundations, it has
been shown that the set of exponential S-blocks can be expanded by affine
transformations at the input or output, with the preservation of a low
differential probability 𝐷𝑃+,⊕, and under certain conditions it was possible to
even improve other cryptographic characteristics.
The results of this work were partially presented at the XVIIth Scientific
and Practical Conference of Students, Aspirants and Young Scientists
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«Theoretical and Applied Problems of Physics, Mathematics and Informatics»
(April 26-27, 2019, Kyiv).
SYMMETRIC CRYPTOGRAPHY, S-BLOCKS, EXPONENTIAL
S-BOXES, AFFINE TRANSFORMATIONS IN EXPONENTIAL S-BOXES
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ВСТУП
Актуальнiсть дослiдження полягає у тому, що cиметричнi
криптографiчнi примiтиви набули широкого поширення завдяки високiй
продуктивностi i вiдносно легкiй реалiзацiї реалiзацiї. Крiм забезпечення
конфiденцiйностi за допомогою блокових i поточних шифрiв, симетричнi
примiтиви використовуються для забезпечення цiлiсностi на основi кодiв
аутентифiкацiї повiдомлень i хеш-функцiй, як компоненти електронного
цифрового пiдпису для захисту автентичностi, генерацiї
псевдовипадкових послiдовностей, в складi протоколiв пiдтвердження
автентичностi i т.п. Однiєю з основних складових симетричних
криптосистем є S-блоки. Перспективними в цiй областi є експоненцiйнi
S-блоки, що описанi в роботi бiлоруських вчених Сергiя Агiєвича та
Андрiя Афоненко. В статтi вони описали та довели основнi критерiї для
побудови експоненцiйних вiдображень.
Метою дослiдження є розробка та дослiдження надiйностi
криптографiчних перетворень та їх складових елементiв, що дозволяють
пiдвищити захищенiсть засобiв криптографiчного захисту iнформацiї.
Для розв’язання задачi необхiдно вирiшити такi завдання:
1) провести огляд опублiкованих джерел за тематикою дослiдження;
2) проаналiзувати криптографiчнi властивостi експоненцiйних
перетворень над скiнченними полями;
3) побудувати афiннi перетворення експоненцiйних вiдображень, якi
зберiгають певнi криптографiчнi властивостi;
4) експериментально дослiдити криптографiчнi властивостi
одержаної множини вiдображень.
Об’єктом дослiдження є iнформацiйнi процеси в системах
криптографiчного захисту.
Предметом дослiдження є експоненцiйнi перетворення над
скiнченними полями та їх криптографiчнi властивостi.
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При розв’язаннi поставлених завдань використовувались такi методи
дослiдження: методи абстрактної алгебри, теорiї iмовiрностей,
математичної статистики, комбiнаторного аналiзу, теорiї складностi
алгоритмiв, методи комп’ютерного та статистичного моделювання.
Наукова новизна отриманих результатiв. У роботi вперше
дослiджено параметри стiйкостi до диференцiального та лiнiйного
криптоаналiзу множини афiнно модифiкованих експоненцiйних
перетворень над скiнченними полями характеристики 2. Показано,що
афiннi модифiкацiї в деяких випадках пiдсилюють криптографiчнi
властивостi експоненцiйних S-блокiв.
Практичне значення результатiв полягає в тому, що їх можна
використати при побудовi надiйних симетричних криптопримiтивiв.
Апробацiя результатiв та публiкацiї. Результати цiєї роботи були
частково представленi на XVII Науково-практичнiй конференцiї студентiв,
аспiрантiв та молодих вчених «Теоретичнi i прикладнi проблеми фiзики,
математики та iнформатики» (26-27 квiтня 2019р., м. Київ).
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1 ТЕОРЕТИЧНИЙ ОГЛЯД
В цьому роздiлi будть наведенi необхiднi означення, теоретичнi
вiдомостi по криптографiчним властивостям булевих функцiй, S-блокам
та видам їх еквiвалентностi, необхiднi термiни з диференцiального
криптоаналiзу. Також буде розглянуто результати, що отримали Сергiй
Агiєвич та Андрiй Афоненко
1.1 Булевi функцiї та їх основнi криптографiчнi властивостi
Векторною булевою функцiєю (n,m) – F [1] називається вiдображення
(𝑛,𝑚)− 𝐹 : Z𝑛2 → Z𝑚2 ,
де n,m – розмiрностi вхiдного i вихiдного векторiв вiдповiдно. Для того,
щоб булевi функцiї можна було безпечно використовувати в криптографiї,
вони повиннi володiти властивостями, що перешкоджають криптоаналiзу.
Тому далi буде наведено деякi з них, а також допомiжнi означення, для
повного розумiння викладу.
Невиродженiсть
Змiнну 𝑥𝑘 називають iстотною для деякої булевої функцiї
(𝑛,𝑚) − 𝐹 , якщо можна знайти такий набiр значень
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(𝛼1, . . . , 𝛼𝑘−1, 𝛼𝑘+1, . . . , 𝛼𝑛), де 𝛼𝑖 ∈ {0, 1}, що
𝐹 ((𝛼1, . . . , 𝛼𝑘−1, 0, 𝛼𝑘+1, . . . , 𝛼𝑛)) ̸= 𝐹 ((𝛼1, . . . , 𝛼𝑘−1, 1, 𝛼𝑘+1, . . . , 𝛼𝑛))
Булеву функцiю (𝑛,𝑚) − 𝐹 називають невиродженою, якщо всi її змiннi
iстотнi. Якщо функцiя має неiстотнi змiннi, то це означає, чо не всi бiти
входу мають вплив на вихiднi бiти, а це в свою чергу може надати необхiдну
iнформацiю для криптоаналiзу.
Збалансованiсть
Булеву функцiю 𝑛,𝑚− 𝐹 називають збалансованою [2], якщо
∀𝑦 ∈ {0, 1} : #{𝐹−1(𝑦)} = 2𝑛−𝑚,
де #{𝐹−1(𝑦)} – кiлькiсть прообразiв вектора 𝑦.
Ця харакатеристика булевих функцiй є надзвичайно важливою
Оскiльки, якщо функцiя рiвноймовiрна, то знання про виходу функцiї не
надає нiякої додаткової iнформацiї про значення вхiдних змiнних.
Кореляцiйний iмунiтет
Розглянемо булеву функцiю (𝑛,𝑚)−𝐹 .Задамо на множинi 2𝑛 вхiдних
векторiв 𝑥 ∈ {0, 1}𝑛 рiвномiрний розподiл. Вiн iндукує деякий iмовiрнiсний
розподiл на множинi всiх вихiдних векторiв 𝑦 ∈ {0, 1}𝑚 для даної функцiї.
Кажуть, що булева функцiя (𝑛,𝑚) − 𝐹 має кореляцiйний iмунiтет
k-ого порядку[3], де 𝑘 ∈ [1, 𝑛], якщо для будь-яких
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𝑖1, . . . , 𝑖𝑘 : 𝑖𝑗 ∈ {1, . . . , 𝑛} таких, що 𝑖𝑗 ̸= 𝑖𝑗′ при 𝑗 ̸= 𝑗′, для будь-якої
координати 𝑦𝑟, 𝑟 = 1,𝑚 вихiдного 𝑚−вектора взаємна iнформацiя мiж
випадковим булевим вектором (𝑥𝑖1, . . . , 𝑥𝑖𝑘) i випадковою булевою
величиною 𝑦𝑟 дорiвнює нулю:
𝐼(((𝑥𝑖1, . . . , 𝑥𝑖𝑘)), 𝑦𝑟) = 0.
Важливо зазначити, що розглядати вiдповiднi ентропiї та взаємну
iнформацiю стало можливо пiсля того, як на множинi вхiдних векторiв
𝑥 ∈ {0, 1}𝑛 було задано ймовiрнiсний розподiл. Взаємну iнформацiю мiж
довiльними iмовiрнiсними ансамблями 𝑋 i 𝑌 можна знайти за формулою:
𝐼(𝑋, 𝑌 ) = 𝐻(𝑋) +𝐻(𝑌 )−𝐻(𝑋, 𝑌 )
. Дана характеристика дозволяє захиститись вiд кореляцiйних атак, якi
заключаються в тому, що криптоаналiтик має можливiсть знаходити
невiдомi параметри по частинах.
Лавинний ефект
Нехай на множинi вхiдних векторiв 𝑥 ∈ {0, 1}𝑛 функцiї (𝑛,𝑚) − 𝐹
задано рiвномiрний розподiл:
∀𝑎 ∈ {0, 1}𝑛 : 𝑝(𝑥 = 𝑎) = 1
2𝑛
Тодi iмовiрнiсний розподiл буде задано також на множинi всiх вихiдних
векторiв 𝑦 ∈ {0, 1}𝑛 для цiєї функцiї (𝑛,𝑚)− 𝐹
Позначимо 𝑒𝑖 булевий 𝑛−вектор, 𝑖−а компонента якого рiвна 1, а iншi
0; 𝐹 |𝑗 - 𝑗−а координатна функцiя (𝑛,𝑚)−𝐹 функцiї, тодi ймовiрнiсть того,
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що 𝑗−а координатна функцiя булевої функцiї 𝐹 (𝑥)⊕ 𝐹 (𝑥⊕ 𝑒𝑖) рiвна 1:
𝑝𝑖𝑗 = 𝑝
{︁
𝐹 (𝑥)⊕ 𝐹 (𝑥⊕ 𝑒𝑖)|𝑗 = 1
}︁
Булева функцiя (𝑛,𝑚) − 𝐹 має строгий лавинний ефект нульогвого
порядку, якщо ∀𝑖 = 1, 𝑛 та ∀𝑗 = 1,𝑚 : 𝑝𝑖𝑗 = 1
2
.
Отже, строгий лавинний ефект нульового порядку означає, що змiна
одного бiту входу функцiї призводить до змiни кожного з вiхiдного бiтiв з
iмовiрнiстю
1
2𝑛
. Це означає неможливiсть для криптоаналiтика з’ясувати
будь-якi змiни на входi функцiї за змiнами, якi стались на виходi(навiть за
мiнiмальними)
Нелiнiйнiсть
Однiєю з найбiльш важливих характеристик криптографiчних булевих
функцiй, безперечно, є нелiнiйнiсть, оскiльки лiнiйнi та афiннi функцiї
можуть бути легко обчисленi та оберненi. Саме тому рiвень нелiнiйностi
має буди якнайвищим, для успiшного використання в криптографiї.
Введемо означення нелiйнiйностi як вiдстань до класу лiнiйних
функцiй:
Нелiнiйнiстю булевої функцiї називається вiдстань до класу лiнiйних
булевих функцiй вiд 𝑛 змiнних, яка дорiвнює:
𝑁𝑓 = min
𝑙∈𝐿𝑛
𝑑(𝑙, 𝑓) = min
𝑙∈𝐿𝑛
(𝑤𝑡(𝑓 ⊕ 𝑙))
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1.2 S-блоки та їх властивостi
Наведемо означення, якi будемо використовувати далi.
S-блок – вiдображення F𝑛2 → F𝑚2 (тобто з n входами та m виходами),
що складається з m n-вимiрних булевих функцiй:
(𝑓1(𝑥1, . . . , 𝑥𝑛), (𝑓2(𝑥1, . . . , 𝑥𝑛), . . . , 𝑓𝑚(𝑥1, . . . , 𝑥𝑛)). Кожна з яких є суттєво
нелiнiйною булевою функцiєю. Таке вiдображення приховує залежнiсть
мiж шифротекстом та ключем.
В загальному випадку при конструюваннi S-блокiв дотримуються
критерiїв наведених нижче.
– бiєктивнiсть
– строгий лавинний ефект
– кореляцiйний iмунiтет
– нелiнiйнiсть
– збалансованiсть
Вони є основними, але можуть бути розширенi iншими корисними
властивостями, що збiльшать множину атак, до яких S-блок буде стiйким.
Варто зауважити, що досягти всiх критерiїв у повному обсязi неможливо.
Їх суперечливий характер змушує iти на компромiси. Наприклад,
кореляцiйний iмунiтет конфлiктує з високою нелiнiйнiстю, а максимальна
нелiнiйнiсть конфлiктує з балансом.
1.2.1 Експоненцiйнi S-блоки
Нехай 𝑉𝑛 – множина усiх 𝑛-бiтових векторiв. Двi булевi функцiї
𝐹,𝐺 : 𝑉𝑛 → 𝑉𝑛 є розширено афiнно еквiвалентними
(EA-еквiвалентними) [4], якщо iснують афiннi бiєктивнi функцiї 𝐴1, 𝐴2
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та деяка афiнна функцiя 𝐴 такi, що виконується
𝐹 (𝑥) = 𝐴2(𝐺(𝐴1(𝑥)))⊕ 𝐴(𝑥).
Для звичайних (багатовимiрних) булевих функцiй розглядаються
афiннi перетворення виду 𝐴(𝑥) = 𝐿 · 𝑥⊕ 𝑏, де 𝐿 – (невироджена) двiйкова
матриця, 𝑥 та 𝑏 – двiйковi вектори вiдповiдного розмiру.
Iснує багато способiв генерецiї S-блокiв, але нас цiкавлять лише
експонецiйнi S-блоки, спосiб генерацiї та криптографiчнi властивостi яких
наведено в роботi Сергя Агiєвича та Андрiя Афоненко
Нехай F2𝑛 – скiнченне поле, елементи якого мають представлення як
бiтовi вектори: 𝑥 = (𝑥0 . . . 𝑥𝑛−1) ∈ F2𝑛.
Експоненцiйне вiдображення над полем F2𝑛 [5] – це вiдображення виду
𝑠 : F2𝑛 → F2𝑛 𝑠(𝑥) =
⎧⎪⎨⎪⎩0 𝑥 = 0𝛼𝑥 𝑥 ̸= 0 (1.1)
де 𝑥 = 𝑥0 + 2 · 𝑥1 + ... + 2𝑛−1 · 𝑥𝑛−1 – число, двiйковим представленням
якого виступає вектор 𝑥 = (𝑥0, 𝑥1, · · · , 𝑥𝑛−1), 𝛼 ∈ F*2𝑛 — примiтивний
елемент мультиплiкативної групи поля. Примiтивнiсть елементу 𝛼
необхiдна та достатня для бiєктивностi наведеного експоненцiйного
вiдображення. Зауважимо, що 𝑠(0) = 0, в той час як 𝑎0 = 1 (i значення
𝑠(𝑥) = 1 досягається також при 𝑥 = 2𝑛 − 1). Втiм, у тих випадках, коли
мова буде йти про значення експоненцiйного S-блоку у точцi 0, ми будемо
вважати 𝑎0 = 0, а пiд час певних алгебраїчних перетворень у скiнченному
полi 𝑎0 традицiйно дорiвнює 1. Цi випадки зазвичай зрозумiлi з контексту
та не будуть викликати непорозумiнь.
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1.2.2 Диференцiальний криптоаналiз
Основною iдеєю диференцiального криптоаналiзу [6] є спроба
розкриття секретного ключа блокових шифрiв, якi працюють за методом
повторного застосування криптографiчно слабкої цифровї операцiї
шифрування 𝑟 разiв. При аналiзi передбачається, що на кожнiй штерацiї
використовується свiй пiдключ шифрування. Диференцiальний
криптоаналiз може використовувати як обранi, так i вiдомi вiдкритi
тексти.
Успiх таких спроб зламу 𝑟-циклiчного шифру залежить вiд iснування
диференцiалiв (𝑟 − 1)-го циклу, якi мають велику ймовiрнiсть.
Нехай є деяка функцiя 𝑓 : 𝑉𝑛 → 𝑉𝑛. Тодi диференцiал функцiї f – це
пара двiйкових вектоорiв (𝛼, 𝛽) ∈ 𝑉 2𝑛 , для якої виконується спiввiдношення:
𝑓(𝑥⊕ 𝛼)⊕ 𝑓(𝑥) = 𝛽
Iмовiрнiсть диференцiалу :
𝐷𝑃𝑓 =
1
2𝑛
∑︁
𝑥∈𝑉 𝑛
[︀
𝑓(𝑥⊕ 𝛼)⊕ 𝑓(𝑥) = 𝑏]︀
(0, 0)−тривiальний диференцiал
Якщо 𝐷𝑃𝑓(𝛼, 𝛽) = 0, тобто такi 𝛼 та 𝛽, що для жодного 𝑥 не виконується
наше спiввiдношення, то будемо називати такий диференцiал
неможливим. Диференцiали, якi не є тривiальними та неможливими
називають нетривiальними.
Для диференцiального криптоаналiзу важливими та корисними є
саме нетривiальнi можливi диференцiали з максимальною iмовiрнiстю.
Чим бiльша ймовiрнiсть, тим успiшнiша буде атака.
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Властивостi диференцiальних iмовiрностей
1) 𝐷𝑃𝑓(0, 𝛽) = [𝛽 = 0],∀𝛽;
2) ∀𝛼 : 𝐷𝑃𝑓(𝛼, 0) = [𝛼 = 0], якщо функiя 𝑓−бiєктивна;
3) ∀𝛼 :∑︀𝛽𝐷𝑃𝑓(𝛼, 𝛽) = 1;
4) ∀𝛽 :∑︀𝛼𝐷𝑃𝑓(𝛼, 𝛽) = 1, якщо 𝑓 - бiєкцiя;
𝑀𝐷𝑃 (𝑓) = max
𝛼 ̸=0,𝛽
𝐷𝑃𝑓(𝛼, 𝛽)
Таблицi для аналiзу S-блокiв
Перш за все нам необхiднi таблицi дифернцiального розподiлу(з англ.
DDT – differential distribution table). Для наших дослiджень знадобиться
декiлька таблиць диференцiального розподiлу, якi будуть введенi далi.
Нехай 𝛼, 𝛽 ∈ 𝑉𝑛, 𝑓 : 𝑉𝑛 → 𝑉𝑛. Позначимо + – додавання за модулем
2𝑛. Тодi введемо три таблицi, що будемо використовувати в подальшому:
∀𝛼, 𝛽 :
𝐷𝐷𝑇 𝑓⊕,⊕[𝛼, 𝛽] = #
{︁
∀𝑥 ∈ 𝑉𝑛 : 𝑓(𝑥⊕ 𝛼) = 𝑓(𝑥)⊕ 𝛽
}︁
· 1
2𝑛
𝐷𝐷𝑇 𝑓⊕,+[𝛼, 𝛽] = #
{︁
∀𝑥 ∈ 𝑉𝑛 : 𝑓(𝑥⊕ 𝛼) = 𝑓(𝑥) + 𝛽
}︁
· 1
2𝑛
𝐷𝐷𝑇 𝑓+,+[𝛼, 𝛽] = #
{︁
∀𝑥 ∈ 𝑉𝑛 : 𝑓(𝑥+ 𝛼) = 𝑓(𝑥) + 𝛽
}︁
· 1
2𝑛
Найвищi значення в DDT [7] (за винятком першого входу) називають
диференцiальною однорiднiстю. Висока диференцiальна рiвномiрнiсть
забезпечує характеристики з високою ймовiрнiстю, отже чим нижче, тим
краще. Таким чином, теоретично найкращою досяжною диференцiальною
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однорiднiстю є 2.
Також в для аналiзу будуть використовуватися таблицi лiйного
наближеня [8] (з англ. LAT – linear approximation table). Будуються вони
наступним чином:
∀𝛼, 𝛽 : 𝐿𝐴𝑇 𝑓 [𝛼, 𝛽] =
(︁∑︁
𝑥∈𝑉𝑛
(−1)𝛼·𝑥⊕𝛽·𝑓(𝑥)
)︁2
1.3 Критерiї та властивостi експоненцiйних перетворень
В цьому пiдроздiлi буде наведено результати, що отримали С. Агiєвич
та А.Афоненко [5]
Диференцiальнi характеристики
Нехай 𝐺1 та 𝐺2 – абелевi групи однакового порядку, 𝑠 – бiєктивне
вiдображення 𝐺1 → 𝐺2. Нехай
𝑢𝑎𝑏 =
∑︁
𝑥∈𝐺1
1{𝑠(𝑥+ 𝑎) = 𝑠(𝑥) + 𝑏}, 𝑎 ∈ 𝐺1, 𝑏 ∈ 𝐺2
i нехай
ℛ(𝑠) = max
?̸?=0,?̸?=0
𝑢𝑎𝑏
Ця величина показує наскiльки є ефективними методи диференцiального
криптоаналiзу, якщо використовувати 𝑠 як складову блокового шифру.
Малi значення цiєї величини ускладнюють застосування цих методiв.
Нехай + – додавання по модулю 2𝑛. Наступна теорема показує, що
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значення ℛ+,⊕(𝑠), близьке до мiнiмального (тобто до 2), якщо 𝑠 -
експоненцiйне перетворення (1.1).
Теорема 1.1. Якщо
𝛼2
𝑛−1 ⊕ 𝛼𝑡 ⊕ 1 ̸= 0, 𝑡 = 1, . . . , 2𝑛−1 − 1,
тодi ℛ(𝑠) = 3, iнакше ℛ(𝑠) = 4.
Нехай
𝜈𝑖 =
∑︁
?̸?=0,?̸?=0
1{𝑢𝑎𝑏 = 𝑖}, 𝑖 = 0, 1, . . . , |𝐺1|
Наступна теорема точно описує величину 𝜈𝑖
Теорема 1.2. Для бiєктивного експоненцiйного вiдображення (1.1)
виконуються оцiнки
1
12
𝑞2 +
1
3
𝑞 − 17
3
≤ 𝜈0 ≤ 1
4
𝑞2 + 3,
1
2
𝑞2 − 3𝑞 − 8 ≤ 𝜈1 ≤ 5
6
𝑞2 − 8
3
𝑞 +
46
3
,
1
12
𝑞2 − 2
3
𝑞 − 32
3
≤ 𝜈2 ≤ 1
4
𝑞2 + 𝑞 + 8,
𝜈3 ≤ 𝑞,
𝜈4 ≤ 1,
𝜈𝑖 = 0, 𝑖 ≥ 4.
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Нелiнiйнiсть
Нехай 𝐿𝑛 множина усiх афiнних булевих функцiй вiд n змiнних,якi
мають вигляд:
𝑙(𝑥) =
⟨︀
𝑏, 𝑥
⟩︀⊕ 𝑐 = 𝑏0𝑥0 ⊕ . . .⊕ 𝑏𝑛−1𝑥𝑛−1 ⊕ 𝑐, 𝑏 ∈ 𝑉𝑛, 𝑐 ∈ F2.
Нехай 𝐿*𝑛 отримано з 𝐿𝑛 пiсля видалення функцiї тотожно рiвної нулевi.
Позначимо як Λ(𝑠) лiнiйний промiжок (з коефiцiєнтами iз F2)
координатних функцiй пiдстановки 𝑠 : 𝑉𝑛 → 𝑉𝑛.
Нелiнiйнiсть 𝒩 (𝑠) визначається наступним чином:
𝒩 (𝑠) = 𝑑(𝐿*𝑛,Λ(𝑠)) = min
𝑙(𝑥)∈𝐿*𝑛
𝑑(𝑙(𝑥),Λ(𝑠)) = min
𝑙(𝑥)∈𝐿*𝑛
𝜎(𝑥)∈Λ(𝑠)
𝑑(𝑙(𝑥), 𝜎(𝑥)),
де 𝑑(𝑙(𝑥), 𝜎(𝑥)) =
∑︀
𝑥∈𝑉𝑛 1{𝑙(𝑥) ̸= 𝜎(𝑥)} - вiдстань Хеммiнга мiж
таблицями iстинностi для 𝑙(𝑥) i 𝜎(𝑥). Великi значення величини 𝒩 (𝑠)
пiдвищують стiйкiсть проти методiв лiнiйного криптоаналiзу при
використаннi 𝑠 як компоненту блочного шифру.
Пряме обчислення 𝒩 (𝑠) може бути спрощене, використовуючи
наступну теорему.
Теорема 1.3. Нехай 𝑙(𝑥) =
⟨︀
𝑏, 𝑥
⟩︀
, 𝑙′(𝑥) =
⟨︀
𝑏
′
, 𝑥
⟩︀
- лiнiйнi функцiї з
𝑛 змiнними i 𝑏′ = 𝜌𝑑(𝑏) для деякого цiлого d. Тодi для експоненцiальної
пiдстановки 𝑠 : 𝑉𝑛 → 𝑉𝑛:
𝑑(𝑙(𝑥),Λ(𝑠)) = 𝑑(𝑙
′
(𝑥),Λ(𝑠)) (1.2)
де 𝜌 – оператор циклiчного зсуву вправо визначений на
𝑉𝑛 : 𝜌(𝑥) = (𝑥𝑛−1, 𝑥0, . . . , 𝑥𝑛−2)
Наступна теорема дає нижню оцiнку для нелiнiйностi експоненцiальної
пiдстановки.
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Теорема 1.4. Нехай 𝑟 = 2𝑛 − 1, 𝐾(𝑏) набiр iндексiв ненульових
координат iз 𝑏 ∈ 𝑉𝑛, i:
∏︁
(𝑏) =
1
𝑟
𝑟−1∑︁
ℎ=1
∏︁
𝑘∈𝐾(𝑏)
⃒⃒⃒
𝑡𝑎𝑛
𝜋2𝑘ℎ
𝑟
⃒⃒⃒
(1.3)
Тодi:
𝒩 (𝑠) ≥ 2𝑛−1 − 1− 2𝑛2−1max
𝑏∈𝑉𝑛
𝑏 ̸=0
∏︁
(𝑏) (1.4)
для експоненцiальної пiдстановки 𝑠 : 𝑉𝑛 → 𝑉𝑛.
Нажаль не вдалось знайти задовiльної верхньої оцiнки для значення∏︀
(𝑏), так як прямi обчислення показали, що
∏︀
(𝑏) залежить вiд числа 𝑤(𝑏)
– числа ненульових координат 𝑏. Як правило
∏︀
(𝑏) приймає максимум, коли
𝑏 = 𝑛.
Степенi координатних функцiй
Ненульова функцiя 𝜎(𝑥) = 𝜎(𝑥0, . . . , 𝑥𝑛−1) ∈ Λ(𝑠) може бути
представлена як полiном кiльця F2[𝑥0, . . . , 𝑥𝑛−1]. Коли 𝑠 використовується
як компонента блочного шифру, бажано, щоб степiнь deg(𝜎) цього
полiному була великою, тому що це дозволяє ускладнити використання
диференцiальних атак.
Теорема 1.5. Якщо 𝑠 : 𝑉𝑛 → 𝑉𝑛 - експоненцiальна пiдстановка, то
для будь-якої ненульової функцiї 𝜎(𝑥0, . . . , 𝑥𝑛−1) ∈ Λ(𝑠):
𝑑𝑒𝑔(𝜎) ≥ 𝑛− ⌈log2(𝑛+ 1)⌉, (1.5)
де ⌈𝑧⌉ - найменше цiле число ≥ 𝑧.
Наступна теорема визначає критерiй для ненульових функцiй Λ(𝑠)
коли вони мають максимальну степiнь 𝑛− 1.
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Означення 1.1. 𝛼 ∈ F2𝑛 називається нормальним елементом над F2,
якщо 𝛼, 𝛼2, . . . , 𝛼2𝑛−1 утворюють базис в F2𝑛 над F2.
Теорема 1.6. Якщо 𝑠 : 𝑉𝑛 → 𝑉𝑛 - експоненцiальна пiдстановка, то
𝑑𝑒𝑔(𝜎) = 𝑛 − 1 для всiх 𝜎(𝑥0, . . . , 𝑥𝑛−1) ∈ Λ(𝑠) тодi i тiльки тодi, коли
𝛼 = 𝛼(1 + 𝛼)−1 - нормальний елемент над F2.
Лавинний ефект
При змiнi компоненти 𝑥𝑗 для 𝜎(𝑥) ∈ Λ(𝑠 визначимо наступну
ймовiрнiсть:
𝑝𝑗(𝜎) = 𝑃{𝜎(𝑥0, . . . , 𝑥𝑗, . . . , 𝑥𝑛−1) ̸= 𝜎(𝑥0, . . . , 𝑥𝑗 + 1, . . . , 𝑥𝑛−1)}, (1.6)
враховуючи, що 𝑥 - випадковий вектор iз 𝑉𝑛.
Теорема 1.7. Якщо 𝑠 : 𝑉𝑛 → 𝑉𝑛 - експоненцiальна пiдстановка, то
для будь-якої ненульової функцiї 𝜎(𝑥) ∈ Λ(𝑠) , а також для всiх
𝑗 = 0, 1, . . . , 𝑛− 1 виконується умова:⃒⃒⃒
𝑝𝑗(𝜎)− 1
2
⃒⃒⃒
<
ln 2𝑛 − 1
𝜋2
𝑛
2
+
1
2
𝑛
2+1
+
1
2𝑛−1
(1.7)
1.4 Еквiвалентнiсть S-блокiв
Нехай 𝐴 та 𝐵 оборотнi лiнiйнi вiдображення над 𝐺𝐹 (2), а 𝑎 та 𝑏
n-бiтнi вектори над 𝐺𝐹 (2). Тодi оборотнi S-блоки 𝑆1 та 𝑆2 є афiнно
еквiвалентними, якщо виконується наступне спiввiдношення:
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𝑆1(𝑥) = 𝐵
−1 · 𝑆2(𝐴 · 𝑥⊕ 𝑎)⊕ 𝑏
Множину таких афiнно еквiвалентних S -блокiв називають класом афiнної
еквiвалентностi
Наступнi твердження та теореми було наведено та доведено в роботах
Лiлi Будагян та Клод Карле[4, 9]. Саме вони запропонували термiн CCZ-
еквiвалентнiсть.
Двi векторнi функцiї 𝑓 та 𝑓 ′ з F𝑛2 в F𝑚2 називають
CCZ-еквiвалентними, якщо їх графи 𝐺𝑓 = {(𝑥, 𝑓(𝑥));𝑥 ∈ F𝑛2} i
𝐺𝑓 ′ = {(𝑥, 𝑓 ′(𝑥));𝑥 ∈ F𝑛2} є афiнно еквiвалентними, це означає, що iснує
афiнна перестановка ℒ : F𝑛2 × F𝑛2 така, що ℒ(𝐺𝑓) = ℒ(𝐺𝑓 ′)
Нехай 𝑉𝑛 – множина усiх 𝑛-бiтових векторiв. Двi булевi функцiї
𝐹,𝐺 : 𝑉𝑛 → 𝑉𝑛 є розширено афiнно еквiвалентними
(EA-еквiвалентними)[4], якщо iснують афiннi бiєктивнi функцiї 𝐴1, 𝐴2 та
деяка афiнна функцiя 𝐴 такi, що виконується
𝐹 (𝑥) = 𝐴2(𝐺(𝐴1(𝑥)))⊕ 𝐴(𝑥).
Розширена еквiвалентнiсть є частковим випадком CCZ-еквiвалентностi.
Крiм того, кожне перетворення CCZ-еквiвалентно оберненому
перетворенню.
Для звичайних (багатовимiрних) булевих функцiй розглядаються
афiннi перетворення виду 𝐴(𝑥) = 𝐿 · 𝑥⊕ 𝑏, де 𝐿 – (невироджена) двiйкова
матриця, 𝑥 та 𝑏 – двiйковi вектори вiдповiдного розмiру.
Для одновимiрних функцiй:
Теорема 1.8. Нехай 𝑓 булева функцiя на F2𝑛 i 𝑓 ′ – (n,m) -функцiя.
Тодi 𝑓 i 𝑓 ′ є CCZ-еквiвалентними, тодi i тiльки тодi, коли вони є EA-
еквiвалентними.
Длябагатовимiрних функцiй:
Теорема 1.9. Нехай 𝑛 ≥ 5 i 𝑘 > 1 – найменший дiльник n. Тодi для
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будь-якого 𝑚 ≥ 𝑘, CCZ-еквiвалентнiсть (n,m)-функцiй є строго бiльш
загальною, нiж EA-еквiвалентнiсть.
Таким чином, можна зробити пiдсумок по CCZ-еквiвалентностi:
– З точки зору CCZ-еквiвалентностi, багатовимiрнi функцiї
поводяться iнакше, нiж одновимiрнi.
– Однак, деякi класи векторних функцiй поводяться так само, як i
одновимiрнi(тобто в цих класах CCZ=EA). Прикладом такого пiдкласу є
клас бент(цiлком нелiнiйних) функцiй.
– Навiть якщо CCZ-еквiвалентнiсть i EA-еквiвалентнiсть iдентичнi
для булевих функцiй i для бент функцiй, можна використовувати
CCZ-еквiвалентнiсть для отримання, з вiдомих бент функцiй, булевих
бент функцiй, якi є новими аж до EA-еквiвалентностi.
Висновки до роздiлу 1
В цьому роздiлi було наведено основнi теоретичнi вiдомостi та
результати, що вже були отриманi. Вiдмiчено основнi криптографiчнi
властивостi булевих функцiй, що є важливими для експоненцiйних
вiдображень. Було наведено вiдомостi про експоненцiйнi вiдображення в
скiнченних полях характеристики 2. Наведено деякi властивостi
експоненцiйних S блокiв, завдяки яким їх можна використовувати в
криптосистемах. Було розглянуто результати робiт по експоненцiйним
S-блокам С. Агiєвича та А. Афоненко, а також результати Л. Будагян та
К. Карлет по видам еквiвалентностi одновимiрних та багатовимiрних
булевих функцiй.
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2 КРИПТОГРАФIЧНI ВЛАСТИВОСТI АФIННИХ
МОДИФIКАЦIЙ ЕКСПОНЕНЦIЙНИХ S-БЛОКIВ
В цьому роздiлi буде побудовано новий вид еквiвалентностi S-блокiв
який є схожим на CCZ-еквiвалентнiсть, але на вiдмiну неї, зберiгає
диференцiальну iмовiрнiсть 𝐷𝑃+,⊕. Це було зроблено шляхом побудови
афiнного перетворення на входi та вiходi S-блоку.
2.1 Цiлком афiнна еквiвалентнiсть експоненцiйних S-блокiв
Для спрощення викладення будемо записувати експоненцiйнi S–блоки
як
𝑠(𝑥) = 𝑎𝑥, де 𝑥 ∈ Z2𝑛, 𝑠(𝑥) ∈ F2𝑛.
Зауважимо, що 𝑠(0) = 0, в той час як 𝑎0 = 1 (i значення 𝑠(𝑥) = 1
досягається також при 𝑥 = 2𝑛 − 1). Втiм, у тих випадках, коли мова буде
йти про значення експоненцiйного S-блоку у точцi 0, ми будемо вважати
𝑎0 = 0, а пiд час певних алгебраїчних перетворень у скiнченному полi 𝑎0
традицiйно дорiвнює 1. Цi випадки зазвичай зрозумiлi з контексту та не
будуть викликати непорозумiнь.
Оскiльки S-блок є бiєктивним тодi i тiльки тодi, коли 𝑎 – генератор
мультиплiкативної групи поля F2𝑛, то далi будемо розглядати лише такi
елементи 𝑎 ∈ F*2𝑛, якi є генераторами.
Використання додаткових афiнних перетворень на входi чи на виходi
S-блоку дозволяє збiльшити кiлькiсть доступних для застосування
перетворень при збереженнi багатьох криптографiчних властивостей.
Саме в сенсi збереження, зокрема, нелiнiйностi, диференцiальних
iмовiрностей та лавинних ефектiв ми кажемо про «еквiвалентнiсть»
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S-блокiв. Класична EA-еквiвалентнiсть розглядає входи та виходи S-блоку
як звичайнi двiйковi вектори; вiдповiдно, афiннi перетворення, якi
використовуються, розглядаються над лiнiйним векторним простором 𝑉𝑛.
Для експоненцiйних S-блокiв використання EA-еквiвалентностi не
завжди дозволяє зберегти бажанi криптографiчнi властивостi, оскiльки
вхiднi значення експоненцiйного S-блоку фактично є лишками за модулем
2𝑛, а вихiднi значення – елементами скiнченного поля F2𝑛. Тому ми
пропонуємо розглянути iнший спосiб побудови еквiвалентних S-блокiв.
Розглянемо афiннi перетворення таких двох типiв.
1) 𝐴(𝑥) = (𝑢 · 𝑥 + 𝑣) mod 2𝑛, де 𝑥, 𝑢, 𝑣 – числа за модулем 2𝑛, всi
операцiї виконуються за модулем 2𝑛 та gcd(𝑢, 2𝑛) = 1 (тобто 𝑢 є непарним
числом). За таких обмежень 𝐴(𝑥) – невироджене перетворення над Z2𝑛.
2) 𝐵(𝑥) = 𝑐 · 𝑥 ⊕ 𝑑, 𝑥, 𝑐, 𝑑 ∈ F2𝑛, всi операцiї є операцiями з поля та
𝑐 ̸= 0. За таких обмежень 𝐵(𝑥) – невироджене перетворення над F2𝑛.
Будемо казати, що S-блоки 𝑠1(𝑥) та 𝑠2(𝑥) є цiлком афiнно
еквiвалентними, якщо
𝑠2(𝑥) = 𝐵(𝑠1(𝐴(𝑥))).
S-блок 𝑠2(𝑥), який є цiлком афiнно еквiвалентним деякому
експоненцiйному S-блоку, будемо називати розширеним експоненцiйним
S-блоком. Метою подальшого розгляду є встановлення найпростiших
способiв будувати розширенi експоненцiйнi S-блоки.
Нехай 𝑠(𝑥) = 𝑎𝑥 – деякий експоненцiйний S-блок. Застосувавши афiнне
перетворення лише на входi, одержуємо
𝑠(𝐴(𝑥)) = 𝑠(𝑢 · 𝑥+ 𝑣) = 𝑎𝑢·𝑥+𝑣.
Позначимо 𝑐 = 𝑎𝑣, 𝑤 = 𝑎𝑢; тодi 𝑠(𝐴(𝑥)) = 𝑐 · 𝑤𝑥. Бачимо, що
отриманий вираз схожий на результат застосування афiнного (навiть
лiнiйного) перетворення на виходi S-блоку. Але 𝑠(𝐴(𝑥)) буде розширеним
експоненцiйним перетворенням лише в тому випадку, коли 𝑤 – генератор
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мультиплiкативної групи F*2𝑛. А 𝑤 буде генератором тодi i тiльки тодi,
коли 𝑢 та (2𝑛 − 1) – взаємнопростi.
Можемо остаточно сформулювати таке твердження: якщо
gcd(𝑢, 2𝑛 − 1) = 1, то для довiльного експоненцiйного S-блоку 𝑠(𝑥) iснує
такий експоненцiйний S-блок 𝑠′(𝑥), що 𝑠(𝐴(𝑥)) = 𝐵(𝑠′(𝑥)), причому
𝐵(𝑥) = 𝑐 · 𝑥. Отже, значна частина афiнних перетворень на входi може
бути замiнена деякими афiнними перетвореннями на виходi для iншого
експоненцiйного S-блоку. Наприклад, автором було розраховано кiлькiсть
таких значень 𝑢 ∈ Z256, що gcd(𝑢, 28 − 1) = 1 та gcd(𝑢, 28) = 1; їх
виявилось 64, тобто рiвно половина вiд усiх можливих значень.
Вiдповiдно, використання таких перетворень одночасно не призводить до
збiльшення кiлькостi розширених експоненцiйних S-блокiв.
Важливим частковим випадком є використання вiдображень зсуву
𝐴(𝑥) = 𝑥 + 𝑣 (тобто афiнних перетворень iз 𝑢 = 1). У даному випадку
маємо
𝑠(𝐴(𝑥)) = 𝑎𝑥+𝑣 = 𝑐 · 𝑎𝑥 = 𝑐 · 𝑠(𝑥) = 𝐵(𝑠(𝑥)),
тобто зсуви переводять експоненцiйний S-блок у розширений (на виходi)
експоненцiйний S-блок вiд тiєї ж експоненти. Так само, оскiльки 𝑎 є
генератором, а 𝑐 – елементом мультиплiкативної групи поля, то
𝑐 · 𝑠(𝑥) = 𝑎𝑣 · 𝑎𝑥 = 𝑎𝑥+𝑣.
Пiдсумовуючи, можемо стверджувати, що для заданого
експоненцiйного S-блоку iснує лише два нерiвносильнi шляхи побудувати
цiлком афiнно еквiвалентний S-блок, а саме: 1) використовувати афiннi
перетворення 𝐴(𝑥) = (𝑢 · 𝑥+ 𝑣) mod 2𝑛 на входi, де gcd(𝑢, 2𝑛 − 1) ̸= 1;
2) використовувати афiннi перетворення 𝐵(𝑥) = 𝑐 · 𝑥⊕ 𝑑 на виходi, де
𝑑 ̸= 0.
Дослiдженню властивостей таких класiв розширених S-блокiв
планується присвятити подальшi дослiдження.
Таким чином було запропоновано новий вид еквiвалентностi.
Показано, що одночасне застосування афiнних перетворень перетворення
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на входi та виходi експоненцiйного S-блоку не розширює множину
доступних для використання в криптографiї S-блокiв
2.2 Результати дослiджень
Проведенi дослiдження мали на метi дослiдити властивостi
експоненцiйних S-блокiв, а також розширити їх множину шляхом
афiнних перетворень. Росширення множини таких S-блокiв є можливим,
це було показано в попереднiй частинi. Дослiджено S-блоки з основами,
отриманими за критерiями С. Агiєвича та А. Афоненко [5], за всiма
входами, за афiнним перетворенням входiв, а також афiнним
перетворенням виходiв. Всi обчислення проводились на комп’ютерi з
наступними характеристиками:
– процессор Intel Core i7-8700 3.20 GHz
– 32GB оперативної пам’ятi
– операцiйна система – Windows 10
– мова програмування – Java
– Iнтегроване середовище розробки – IntelliJ IDEA
Для пришвидшення обрахунку результатiв та побудови графiкiв,
обчислення було розпаралелено таким чином, щоб рiвномiрно
навантажити всi ядра процессора.
Всi дослiдження були проведенi для F28. Тому далi розглядатимуться
лише 𝛼 ∈ F28
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Вiдбiр основ для побудови S-блокiв
Серед наведених в роботi [5] критерiв вiдбору, використано вiдбiр за
дифиренцiальними характеристиками (Теорема 1.1) та за максимальним
алгебраїчним степенем (Теорема 1.6).
Для того, щоб забезпечити бiєктивнiсть експоненцiйного
вiдображення (1.1) необхiдно i достатньо, щоб 𝛼 ∈ F*2𝑛, тобто 𝛼
–примiтивними елементами мультиплiкативної групи поля. Тому
спочатку серед всiх 𝛼 ∈ F28 було вiдiбрано лише тi, якi є примiтивними.
Якщо для всiх простих дiльникiв 𝑝𝑖 числа 28 − 1 виконується
(28 − 1, 𝑝𝑖) ̸= 1, то 𝛼 – примiтивний.
Було знайдено 127 таких 𝛼.
Наступним кроком став вiдбiр основ за диференцiальними
характеристиками. Пiсля застосування вiдповiдного критерю С. Агiєвича
та А. Афоненко:
𝛼2
𝑛−1 ⊕ 𝛼𝑡 ⊕ 1 ̸= 0, 𝑡 = 1, . . . , 2𝑛−1 − 1
до вже вiдiбраних основ, кiлькiсть допустимих основ з оптимальними
диференцiальними характеристиками зменшилась на 33, тобто
допустимих основ пiсля застосування цього критерiю залишилось 94.
Оскiльки нашою метою було залишити лише тi основи, S-блоки з
використанням яких, мали б оптимальнi криптографiчнi властивостi, а
саме мали низькi диференцiальнi iмовiрностi та максимальний
алгебраїчний степiнь, тому було використано ще один критерiй з роботи
бiлоруських вчених:
Якщо 𝛼(1 + 𝛼)−1 – нормальний елемент над 𝐹2, то deg(𝛼𝑥)) = 𝑛 − 1.
Пiсля фiльтрацiї залишилось 64 основи, що задовольняють критерiям:
3, 5, 6, b, e, 11, 14, 17, 18, 1a, 21, 31, 45, 46, 48, 4c, 52,
31
54, 57, 58, 5b, 5f, 6d, 6e, 71, 76, 7b, 7e, 81, 84, 88, 8a, 90,
93, 95, 96, 99, 9b, a0, a5, a7, a9, ad, b4, b7, b8, ba, bf, c0,
c4, c8, da, dd, de, e3, e5, e7, eb, f0, f5, f6, f8, fb, fd
Далi для побудови характеристик використовуються лише цi 𝛼.
Експериментальне обчислення розподiлiв DDT та LAT
В цьому пiдроздiлi буде розглянуто три множини експоненцiйних
S-блокiв. А саме, чисто експоненцiйнi S-блоки, таких було знайдено 16384,
S-блоки отриманi афiнним перетворенням на входi (268,435,456) i стiльки
ж отримано шляхом афiнного перетворення на виходi S-блоку. Для
кожногого S-блоку з множини, було обчислено параметри DDT, LAT, Λ
та 𝑙. Знайшовши максимуми для кожної з таблиць, було побудовано
розподiл максимумiв для кожної з множин.
Для заданих чисто експоненцiальних S-блокiв було реалiзовано два
способи 2.1 побудувати цiлком афiнно еквiвалентний S-блок, а саме:
1) Застосувати афiннi перетворення 𝐴(𝑥) = (𝑢 ·𝑥+𝑣) mod 2𝑛 на входi,
де gcd(𝑢, 2𝑛 − 1) ̸= 1;
2) Застосувати афiннi перетворення 𝐵(𝑥) = 𝑐·𝑥⊕𝑑 на виходi, де 𝑑 ̸= 0.
Далi будуть наведенi розподiли максимумiв та отриманi результати.
Таблиця 2.1 – Статистика максимумiв для таблиць 𝐷𝐷𝑇 𝑠⊕,⊕
𝑚𝑎𝑥(𝐷𝐷𝑇 𝑠⊕,⊕) Чистi экпоненти Афiннi по входу Афiннi по виходу
Кiлькiсть % Кiлькiсть % Кiлькiсть %
8 48 75% 399,297 37,9% 785,797 75%
10 16 25% 612,200 58,7% 262,070 25%
12 0 36,467 3,4% 0
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Рисунок 2.1 – 𝐷𝐷𝑇 𝑠⊕,⊕ для чистих експонент
Рисунок 2.2 – 𝐷𝐷𝑇 𝑠⊕,⊕ для афiнних по входу
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Рисунок 2.3 – 𝐷𝐷𝑇 𝑠⊕,⊕ для афiнних по виходу
Таблиця 2.2 – Статистика максимумiв для таблиць 𝐷𝐷𝑇 𝑠⊕,+
𝑚𝑎𝑥(𝐷𝐷𝑇 𝑠⊕,+) Чистi экпоненти Афiннi по входу Афiннi по виходу
Кiлькiсть % Кiлькiсть % Кiлькiсть %
6 0 88,985 8.49% 96,726 9.21%
7 32 50% 426,852 40.72% 393,504 37.48%
8 16 25% 271,772 25.92% 276,310 26.32%
9 0 62,697 5.98% 58,939 5.61%
10 0 44,195 4.22% 47,792 4.55%
11 0 31,023 2.96% 34,351 3.27%
12 0 29,559 2.82% 34,032 3.24%
13 0 27,439 2.62% 30,451 2.9%
14 16 25% 49,455 4.72% 24,313 2.32%
15 0 8,144 0.78% 21,881 2.08%
16 0 7,232 0.69% 15,802 1.5%
17 0 1,008 0.1% 8,958 0.85%
18 0 0 4,799 0.46%
19 0 0 1,791 0.17%
20 0 0 320 0.03%
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Рисунок 2.4 – 𝐷𝐷𝑇 𝑠⊕,+
Рисунок 2.5 – 𝐷𝐷𝑇 𝑠⊕,+ для афiнних по входу
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Рисунок 2.6 – 𝐷𝐷𝑇 𝑠⊕,+ для афiнних по виходу
Рисунок 2.7 – 𝐷𝐷𝑇 𝑠+,+ чистi експоненти
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Таблиця 2.3 – Статистика максимумiв для таблиць 𝐷𝐷𝑇 𝑠+,+
𝑚𝑎𝑥(𝐷𝐷𝑇 𝑠+,+) Чистi экпоненти Афiннi по входу Афiннi по виходу
Кiлькiсть % Кiлькiсть % Кiлькiсть %
8 0 168 0.02%
9 0 5,198 0.52%
10 0 19,590 1.94%
11 0 32,440 3.22%
12 0 44,451 4.41%
13 60,830 6.04%
14 8 12.5% 131,056 12.52% 75,803 7.52%
15 6 9.3% 98,298 9.39% 83,357 8.27%
16 2 3.1% 32,744 3.13% 93,789 9.31%
17 2 3.1% 32,768 3.13% 86,709 8.61%
18 2 3.1% 32,768 3.13% 69,462 6.89%
19 0 68,539 6.79%
20 6 9.3% 98,279 9.39% 53,883 5.35%
21 6 9.3% 98,259 9.39% 51,589 5.12%
22 4 6.25% 65,535 6.26% 55,708 5.53%
23 4 6.25% 32,768 3.13% 52,495 5.21%
24 6 9.3% 131,046 12.52% 38,642 3.84%
25 8 12.5% 131,058 12.52% 38,702 3.84%
26 4 6.25% 65,536 6.26% 28,573 2.84%
27 6 9.3% 98,274 9.39% 23,750 2.34%
28 0 0 16,008 1.59%
29 0 0 20,971 2.08%
30 0 0 10,536 1.05%
31 0 0 9,175 0.91%
32 0 0 2,432 0.24%
33 0 0 2,224 0.22%
34 0 0 3,368 0.33%
35 0 0 48 0.004%
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Рисунок 2.8 – 𝐷𝐷𝑇 𝑠+,+ афiннi по входу
Рисунок 2.9 – 𝐷𝐷𝑇 𝑠+,+ афiннi по виходу
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Таблиця 2.4 – Статистика максимумiв для таблиць 𝐿𝐴𝑇 𝑠
𝑚𝑎𝑥(𝐿𝐴𝑇 𝑠) Чистi экпоненти Афiннi по входу Афiннi по виходу
Кiлькiсть % Кiлькiсть % Кiлькiсть %
2704 16 75% 1,023 0.1% 262,011 25%
2916 0 3,711 0.35% 0
3136 48 25% 11,581 1.1% 785,646 75%
3364 0 68,325 6.52% 0
3600 0 203,098 19.38% 0
3844 0 253,642 24.2% 0
4096 0 188,919 18.02% 0
4356 0 137,090 13.08% 0
4624 0 83,172 7.94% 0
4900 0 45,425 4.33% 0
5184 0 29,046 2.77% 0
5476 0 15,932 1.52% 0
5776 0 5,631 0.54% 0
6084 0 1,408 0.13% 0
6400 0 128 0.1% 0
Рисунок 2.10 – 𝐿𝐴𝑇 𝑠 для чистих експонент
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Рисунок 2.11 – 𝐿𝐴𝑇 𝑠 для афiнних по входу
Рисунок 2.12 – 𝐿𝐴𝑇 𝑠для афiнних по виходу
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Таблиця 2.5 – Статистика максимумiв для таблиць 𝑙𝑠
𝑚𝑎𝑥(𝑙𝑠) Чистi экпоненти
Кiлькiсть %
16 692,224 46.3%
48 802816 53.6%
Рисунок 2.13 – 𝑙𝑠
Таблиця 2.6 – Статистика максимумiв для таблиць Λ𝑠
𝑚𝑎𝑥(𝜆𝑠) Чистi экпоненти
Кiлькiсть %
16 262,276 24,5%
32 262,144 24,49%
8 274,236 25,62%
8 271,820 25.39%
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Рисунок 2.14 – Λ𝑠
Всi результати наведено на рисунках 2.1- 2.14 а також в таблицях
2.1-2.6 Нажаль для параметрiв 𝑙𝑠 та Λ𝑠 не вдалось обрахувати вiдповiднi
статистики для афiнного перетворення на входi та на виходi
експоненцiйного S-блоку, оскiльки цi обрахунки не можливо виконати за
розумний час на доступних автору обчислювальних потужностях.
Складнiсть таких обчислень 642 · (28)6 = 260 операцiй.
Проаналiзувавши отриманi данi, бачимо, що застосовуюння афiнних
перетвореннь на входi або на виходi суттєво збiльшує множину доступних
S-блокiв. При цьому частка мiнiмальних значень максимумiв таблиць
диференцiального розподiлу не зменшується. Крiм того в деяких
випадках з’являється невелика пiдмножина експонент с кращими
диференцiальними характеристиками.
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Висновки до роздiлу 2
Таким чином, в цьому роздiлi наведено i доведено новий вид
еквiвалентностi експоненцiйних S-блокiв, що зберiгає диференцiальнi
iмовiрностi 𝐷𝑃+,⊕. Доведено можливiсть розширення множини доступних
експоненцiйних перетворень для використання в криптографiї. Також
показано, що одночасне застосування афiнного перетворення на входi та
на виходi експоненцiйного S-блоку не призводить до розширення цiєї
множини.
У ходi проведення обчислень та дослiджень програмним способом
було знайдено 64 основи для експоненцiйного перетворення, що мають
низькi диференцiальнi характеристики та максимальний алгебраїчний
степiнь. Для цих основ було показано, що множину експоненцiальних
S-блокiв можна розширити шляхом афiнних перетворень на входi або на
виходi зi збереженням низької диференцiальної iмовiрностi 𝐷𝑃+,⊕, а за
деяких умов вдалось навiть покращити iншi криптографiчнi
характеристики.
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ВИСНОВКИ
У ходi данної роботи був проведений аналiз роботи по
експоненцiальним S-блокам Сергiя Агiєвича та Андрiя Афоненко. Саме
на роботi цих вчених базувалися проведенi мною дослiдження. Також
було опрацьовано роботи Л. Будагян та К.Карле. Цi роботи присвяченi
рiзним видам еквiвалентностi булевих функцiй. Результати цих вчених
дали поштовх для наших дослiджень в областi еквiвалентностi
експоненцiйних перетворень.
Запропоновано i доведено новий вид еквiвалентностi експоненцiйних
S-блокiв, що зберiгає диференцiальнi iмовiрностi 𝐷𝑃+,⊕. Доведено
можливiсть розширення множини доступних експоненцiйних перетворень
для використання в криптографiї. Також показано, що одночасне
застосування афiнного перетворення на входi та на виходi
експоненцiйного S-блоку не призводить до розширення цiєї множини.
У ходi проведення обчислень та дослiджень програмним способом
було знайдено 64 основи для експоненцiйного перетворення, що мають
низькi диференцiальнi характеристики та максимальний алгебраїчний
степiнь. Для цих основ було показано, що множину експоненцiальних
S-блокiв можна розширити шляхом афiнних перетворень на входi або на
виходi зi збереженням низької диференцiальної iмовiрностi 𝐷𝑃+,⊕, а за
деяких умов вдалось навiть покращити iншi криптографiчнi
характеристики.
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ДОДАТОК А ТЕКСТИ ПРОГРАМ
1 package ua.kpi.pti.diploma;
2
3 import ua.kpi.pti.diploma.charts.BarChartForTables;
4 import ua.kpi.pti.diploma.charts.CustomBarChart;
5 import ua.kpi.pti.diploma.tables.*;
6
7 import java.util.ArrayList;
8 import java.util.List;
9
10 public class App {
11 public static void main(String[] args) {
12 AgafonovCriteriaFilter agafonovCriteriaFilter = new AgafonovCriteriaFilter();
13 List<TableProvider> tableProvidersPool = new ArrayList<>();
14 Type type = Type.EXTENDED;
15 List<Integer> alpas = agafonovCriteriaFilter
16
.filterByOptimalDifferentialCharacteristics(AgafonovCriteriaFilter.findAllPrimitiveElementsOfField());→˓
17 alpas = agafonovCriteriaFilter.filterByMaximumAlgebraicDegree(alpas);
18 tableProvidersPool.add(new DdtXorXor());
19 tableProvidersPool.add(new DdtXorPlus());
20 tableProvidersPool.add(new DdtPlusPlus());
21 tableProvidersPool.add(new LAT());
22 tableProvidersPool.add(new ElTable());
23 tableProvidersPool.add(new LambdaTable());
24 List<Integer> finalAlpas = alpas;
25 tableProvidersPool.forEach(tableProvider -> {
26 CustomBarChart chart = new BarChartForTables(tableProvider.getTableName());
27 chart.printChart(tableProvider.calculateStatistics(finalAlpas,
type)).saveChart(type.toString());→˓
28 });
29 }
1 package ua.kpi.pti.diploma;
2
3 import org.bouncycastle.pqc.math.linearalgebra.GF2mField;
46
4 import ua.kpi.pti.diploma.utils.Utils;
5
6 import java.util.ArrayList;
7 import java.util.List;
8 import java.util.stream.IntStream;
9
10 import static java.lang.Math.pow;
11 import static ua.kpi.pti.diploma.utils.Constants.*;
12
13 public class AgafonovCriteriaFilter {
14 private final int k = (int) pow(P, M - 1);
15
16 public static List<Integer> findAllPrimitiveElementsOfField() {
17 GF2mField gf2mField = new GF2mField(M);
18 ArrayList<Integer> primitiveElements = new ArrayList<>();
19
20 for (int i = 1; i < Q - 1; i++) {
21 int current = i;
22 boolean isPrimitive = Utils.decomposeNumberToPrimeMultipliers(Q - 1).stream()
23 .allMatch(elem -> gf2mField.exp(current, (Q - 1) / elem) != 1);
24 if (isPrimitive) {
25 primitiveElements.add(i);
26 }
27 }
28 return primitiveElements;
29 }
30
31 public List<Integer> filterByOptimalDifferentialCharacteristics(List<Integer> primitiveBases) {
//means characteristic that described by Agievich and Afonenko→˓
32 List<Integer> filteredExponents = new ArrayList<>();
33 for (Integer alpha : primitiveBases) {
34
35 boolean isAcceptable = IntStream.rangeClosed(1, k - 1)
36 .allMatch(exponent -> FIELD.add(FIELD.add(FIELD.exp(alpha, k), FIELD.exp(alpha,
exponent)), 1) != 0);→˓
37 if (isAcceptable) {
38 filteredExponents.add(alpha);
39 }
40
47
41 }
42 return filteredExponents;
43 }
44
45 public List<Integer> filterByMaximumAlgebraicDegree(List<Integer> alphas) {
46 List<Integer> filteredAlphas = new ArrayList<>();
47 for (Integer alpha : alphas) {
48 int alphaForBasis = FIELD.mult(alpha, FIELD.inverse(FIELD.add(1, alpha)));
49 List<Integer> vectors = new ArrayList<>();
50 for (int i = 0; i < M; i++) {
51 vectors.add(FIELD.exp(alphaForBasis, (int) pow(2, i)));
52 }
53 if (Utils.rankIsNotZero(vectors)) {
54 filteredAlphas.add(alpha);
55 }
56 }
57 return filteredAlphas;
58 }
59 }
1 package ua.kpi.pti.diploma;
2
3 public enum Type {
4 AFFINE_ON_ENTER,AFFINE_ON_EXIT, USUAL;
5 }
6
7 package ua.kpi.pti.diploma.tables;
8
9 import ua.kpi.pti.diploma.Type;
10 import ua.kpi.pti.diploma.extender.SboxExtender;
11 import ua.kpi.pti.diploma.tables.threads.TableThread;
12
13 import java.util.ArrayList;
14 import java.util.List;
15 import java.util.Map;
16 import java.util.concurrent.ConcurrentHashMap;
17
18 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
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19 import static ua.kpi.pti.diploma.utils.Constants.Q;
20 import static ua.kpi.pti.diploma.utils.Constants.sBoxUsusal;
21
22 public abstract class TableProvider {
23 protected String tableName;
24 protected List<TableThread> threadPool;
25 private SboxExtender ex = new SboxExtender();
26
27 public int[][] getTable(int[] sbox) {
28 int[][] table = new int[Q][Q];
29 calculateWithMultiThreads(getThreadPool(table, sbox));
30 return table;
31 }
32
33 protected abstract void calculate(int[][] table, int sbox[]);
34
35 int maxInTable(int[][] matrix) {
36 int max = 0;
37 for (int i = 1; i < matrix.length; i++) {
38 for (int j = 1; j < matrix[i].length; j++) {
39 if (matrix[i][j] > max) {
40 max = matrix[i][j];
41 }
42 }
43 }
44 return max;
45 }
46
47 void calculateWithMultiThreads(List<TableThread> threadPool) {
48 threadPool.forEach(TableThread::start);
49
50 for (TableThread thread : threadPool) {
51 try {
52 thread.join();
53 } catch (InterruptedException e) {
54 e.printStackTrace();
55 }
56 }
57 }
49
58
59 private void multithread(Map<Integer, Integer> ststistics, int[] sbox) {
60 int ddt[][] = new int[Q][Q];
61 calculate(ddt, sbox);
62 int max = maxInTable(ddt);
63 ststistics.putIfAbsent(max, 0);
64 ststistics.put(max, ststistics.get(max) + 1);
65 }
66
67 public Map<Integer, Integer> calculateStatistics(List<Integer> basises, Type type) {
68 Map<Integer, Integer> statistics = new ConcurrentHashMap<>();
69 List<Thread> threadPool = new ArrayList<>();
70 ex.getExtendedSBox(type);
71 if (type == Type.USUAL) {
72
73 for (int i = 0; i < basises.size(); i = i + 8) {
74
75 int finalI = i;
76 threadPool.add(new Thread(() -> multithread(statistics,
sBoxUsusal[basises.get(finalI)])));→˓
77 threadPool.add(new Thread(() -> multithread(statistics,
sBoxUsusal[basises.get(finalI + 1)])));→˓
78 threadPool.add(new Thread(() -> multithread(statistics,
sBoxUsusal[basises.get(finalI + 2)])));→˓
79 threadPool.add(new Thread(() -> multithread(statistics,
sBoxUsusal[basises.get(finalI + 3)])));→˓
80 threadPool.add(new Thread(() -> multithread(statistics,
sBoxUsusal[basises.get(finalI + 4)])));→˓
81 threadPool.add(new Thread(() -> multithread(statistics,
sBoxUsusal[basises.get(finalI + 5)])));→˓
82 threadPool.add(new Thread(() -> multithread(statistics,
sBoxUsusal[basises.get(finalI + 6)])));→˓
83 threadPool.add(new Thread(() -> multithread(statistics,
sBoxUsusal[basises.get(finalI + 7)])));→˓
84
85
86 }
87 threadPool.forEach(Thread::start);
88 for (Thread t : threadPool) {
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89 try {
90 t.join();
91 } catch (InterruptedException e) {
92 e.printStackTrace();
93 }
94 }
95 }
96 threadPool = new ArrayList<>();
97
98 if (type == Type.AFFINE_ON_ENTER || type == Type.AFFINE_ON_EXIT) {
99 for (int b = 0; b < Q; b++) {
100 for (int a : aList) {
101 for (int i = 0; i < basises.size(); i++) {
102 int finalI = i;
103 int finalB = b;
104 threadPool.add(new Thread(() -> multithread(statistics,
ex.getExtendedSBox(type)[finalB][a][basises.get(finalI)])));→˓
105
106 }
107 }
108 }
109 for (int j = 0; j < threadPool.size(); j++) {
110 System.out.println((double) j / threadPool.size() * 100);
111 List<Thread> pool = new ArrayList<>();
112 threadPool.get(j).start();
113 pool.add(threadPool.get(j));
114 if ((j + 1) % 11 == 0) {
115 for (Thread p : pool) {
116 try {
117 p.join();
118 } catch (InterruptedException e) {
119 e.printStackTrace();
120 }
121 }
122 }
123 }
124 }
125 return statistics;
126 }
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127 public String getTableName() {
128 return tableName;
129 }
130 protected abstract List<TableThread> getThreadPool(int[][] table, int[] sbox);
131 }
1 package ua.kpi.pti.diploma.tables;
2
3 import ua.kpi.pti.diploma.Type;
4 import ua.kpi.pti.diploma.tables.threads.DdtXorXorThread;
5 import ua.kpi.pti.diploma.tables.threads.TableThread;
6 import ua.kpi.pti.diploma.utils.MatrixToCSVPrinter;
7
8 import java.io.IOException;
9 import java.util.ArrayList;
10 import java.util.HashMap;
11 import java.util.List;
12 import java.util.Map;
13
14 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
15 import static ua.kpi.pti.diploma.utils.Constants.*;
16
17 public class DdtXorXor extends TableProvider {
18 String tableName = "DDT_XOR_XOR";
19
20
21 @Override
22 protected void calculate(int[][] table, int[] sbox) {
23 for (int alpha = 0; alpha < Q; alpha++) {
24 for (int x = 0; x < Q; x++) {
25 int out = sbox[x ^ alpha] ^ sbox[x];
26 table[alpha][out] = (table[alpha][out] + 1) &0xFF;
27 }
28 }
29 }
30
31 @Override
32 public List<TableThread> getThreadPool(int[][] table, int[] sbox) {
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33 threadPool = new ArrayList<>();
34
35 for (int i = 0; i < CORES; i++) {
36 threadPool.add(new DdtXorXorThread(table, i * Q / CORES, (i + 1) * Q / CORES, sbox));
37 }
38 return this.threadPool;
39 }
40
41 @Override
42 public String getTableName() {
43 return this.tableName;
44 }
45 }
1 package ua.kpi.pti.diploma.tables;
2
3 import ua.kpi.pti.diploma.Type;
4 import ua.kpi.pti.diploma.tables.threads.DdtXorPlusThread;
5 import ua.kpi.pti.diploma.tables.threads.TableThread;
6 import ua.kpi.pti.diploma.utils.MatrixToCSVPrinter;
7
8 import java.io.IOException;
9 import java.util.ArrayList;
10 import java.util.HashMap;
11 import java.util.List;
12 import java.util.Map;
13
14 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
15 import static ua.kpi.pti.diploma.utils.Constants.*;
16
17 public class DdtXorPlus extends TableProvider {
18 String tableName = "DDT_XOR_PLUS";
19
20 @Override
21 protected void calculate(int[][] table, int[] sbox) {
22 for (int alpha = 0; alpha < Q; alpha++) {
23 for (int x = 0; x < Q; x++) {
24 int out = (sbox[x ^ alpha] - sbox[x] + Q) & 0xFF;
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25 table[alpha][out] = (table[alpha][out] + 1) & 0xFF;
26 }
27 }
28 }
29
30 public String getTableName() {
31 return tableName;
32 }
33
34 @Override
35 public List<TableThread> getThreadPool(int[][] table, int[] sbox) {
36 threadPool = new ArrayList<>();
37
38 for (int i = 0; i < CORES; i++) {
39 threadPool.add(new DdtXorPlusThread(table, i * Q / CORES, (i + 1) * Q / CORES, sbox));
40 }
41 return this.threadPool;
42 }
43 }
1 package ua.kpi.pti.diploma.tables;
2
3 import ua.kpi.pti.diploma.Type;
4 import ua.kpi.pti.diploma.tables.threads.DdtPlusPlusThread;
5 import ua.kpi.pti.diploma.tables.threads.TableThread;
6
7 import java.util.ArrayList;
8 import java.util.HashMap;
9 import java.util.List;
10 import java.util.Map;
11
12 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
13 import static ua.kpi.pti.diploma.utils.Constants.*;
14
15 public class DdtPlusPlus extends TableProvider {
16 String tableName = "DDT_PLUS_PLUS";
17
18
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19 @Override
20 protected void calculate(int[][] table, int[] sbox) {
21 for (int alpha = 0; alpha < Q; alpha++) {
22 for (int x = 0; x < Q; x++) {
23 int out = (sbox[(x+ alpha + Q) % Q] - sbox[x] + Q) % Q;
24 table[alpha][out] = (table[alpha][out] + 1) % Q;
25 }
26 }
27 }
28
29 public String getTableName() {
30 return tableName;
31 }
32
33 @Override
34 public List<TableThread> getThreadPool(int[][] table, int[] sbox) {
35 threadPool = new ArrayList<>();
36
37 for (int i = 0; i < CORES; i++) {
38 threadPool.add(new DdtPlusPlusThread(table, i * Q / CORES, (i + 1) * Q / CORES, sbox));
39 }
40 return this.threadPool;
41 }
42 }
1 package ua.kpi.pti.diploma.tables;
2
3 import ua.kpi.pti.diploma.Type;
4 import ua.kpi.pti.diploma.tables.threads.DdtPlusPlusThread;
5 import ua.kpi.pti.diploma.tables.threads.TableThread;
6
7 import java.util.ArrayList;
8 import java.util.HashMap;
9 import java.util.List;
10 import java.util.Map;
11
12 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
13 import static ua.kpi.pti.diploma.utils.Constants.*;
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14
15 public class DdtPlusPlus extends TableProvider {
16 String tableName = "DDT_PLUS_PLUS";
17
18
19 @Override
20 protected void calculate(int[][] table, int[] sbox) {
21 for (int alpha = 0; alpha < Q; alpha++) {
22 for (int x = 0; x < Q; x++) {
23 int out = (sbox[(x+ alpha + Q) % Q] - sbox[x] + Q) % Q;
24 table[alpha][out] = (table[alpha][out] + 1) % Q;
25 }
26 }
27 }
28
29 public String getTableName() {
30 return tableName;
31 }
32
33 @Override
34 public List<TableThread> getThreadPool(int[][] table, int[] sbox) {
35 threadPool = new ArrayList<>();
36
37 for (int i = 0; i < CORES; i++) {
38 threadPool.add(new DdtPlusPlusThread(table, i * Q / CORES, (i + 1) * Q / CORES, sbox));
39 }
40 return this.threadPool;
41 }
42 }
1 package ua.kpi.pti.diploma.tables;
2
3 import ua.kpi.pti.diploma.Type;
4 import ua.kpi.pti.diploma.tables.threads.ElThread;
5 import ua.kpi.pti.diploma.tables.threads.TableThread;
6 import ua.kpi.pti.diploma.utils.MatrixToCSVPrinter;
7
8 import java.io.IOException;
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9 import java.util.ArrayList;
10 import java.util.HashMap;
11 import java.util.List;
12 import java.util.Map;
13
14 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
15 import static ua.kpi.pti.diploma.utils.Constants.*;
16 import static ua.kpi.pti.diploma.utils.Utils.scalarMultiplication;
17
18 public class ElTable extends TableProvider {
19 String tableName = "El_Table";
20
21
22 @Override
23 protected void calculate(int[][] table, int[] sbox) {
24 for (int alpha = 0; alpha < Q; alpha++) {
25 for (int beta = 0; beta < Q; beta++) {
26 int sum1 = 0;
27
28 for (int k = 0; k < Q; k++) {
29 int sum2 = 0;
30
31 for (int x = 0; x < Q; x++) {
32 int sBoxOut = sbox[x];
33 if((scalarMultiplication(alpha, x) ^ scalarMultiplication(beta,
sBoxOut))==1) {→˓
34 sum2 ++;
35 }
36 }
37 sum1 += (Q - 2*(sum2))*(Q - 2*(sum2));
38 }
39 table[alpha][beta] = sum1;
40 }
41 }
42 }
43
44 @Override
45 public List<TableThread> getThreadPool(int[][] table, int[] sbox) {
46 threadPool = new ArrayList<>();
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47
48 for (int i = 0; i < CORES; i++) {
49 threadPool.add(new ElThread(table, i * Q / CORES, (i + 1) * Q / CORES, sbox));
50 }
51
52 return this.threadPool;
53 }
54 public String getTableName() {
55 return this.tableName;
56 }
57 }
1 package ua.kpi.pti.diploma.tables;
2
3 import ua.kpi.pti.diploma.Type;
4 import ua.kpi.pti.diploma.tables.threads.LambdaThread;
5 import ua.kpi.pti.diploma.tables.threads.TableThread;
6 import ua.kpi.pti.diploma.utils.MatrixToCSVPrinter;
7
8 import java.io.IOException;
9 import java.util.ArrayList;
10 import java.util.HashMap;
11 import java.util.List;
12 import java.util.Map;
13
14 import static java.lang.Math.abs;
15 import static ua.kpi.pti.diploma.extender.SboxExtender.*;
16 import static ua.kpi.pti.diploma.utils.Constants.*;
17 import static ua.kpi.pti.diploma.utils.Utils.scalarMultiplication;
18
19 public class LambdaTable extends TableProvider {
20 String tableName = "LAMBDA_TABLE";
21
22 @Override
23 protected void calculate(int[][] table, int[] sbox) {
24 int n1, n2;
25 int sum, sumK;
26 for (int alpha = 0; alpha < Q; alpha++) {
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27 for (int beta = 0; beta < Q; beta++) {
28 sumK = 0;
29 for (int k = 0; k < Q; k++) {
30 n1 = 0;
31 n2 = 0;
32 for (int x = 0; x < Q - k; x++) {
33 n1 = n1 + (scalarMultiplication(alpha, x) ^ scalarMultiplication(beta,
sbox[(x + k) & 0xFF]));→˓
34 }
35 for (int x = Q - k; x < Q; x++) {
36 n2 = n2 + (scalarMultiplication(alpha, x) ^ scalarMultiplication(beta,
sbox[(x+ k) & 0xFF]));→˓
37 }
38 sum = abs(Q - k - 2 * n1) + abs(k - 2 * n2);
39 sumK = sumK + sum * sum;
40
41 }
42 table[alpha][beta] = sumK;
43 }
44 }
45
46 }
47
48 @Override
49 public List<TableThread> getThreadPool(int[][] table, int[] sbox) {
50 threadPool = new ArrayList<>();
51
52 for (int i = 0; i < 7; i++) {
53 threadPool.add(new LambdaThread(table, i * Q / 7, (i + 1) * Q / 7, sbox));
54 }
55
56 return this.threadPool;
57 }
58
59 public String getTableName() {
60 return this.tableName;
61 }
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1 package ua.kpi.pti.diploma.tables;
2
3 import ua.kpi.pti.diploma.Type;
4 import ua.kpi.pti.diploma.tables.threads.LatThread;
5 import ua.kpi.pti.diploma.tables.threads.TableThread;
6 import ua.kpi.pti.diploma.utils.MatrixToCSVPrinter;
7
8 import java.io.IOException;
9 import java.util.ArrayList;
10 import java.util.HashMap;
11 import java.util.List;
12 import java.util.Map;
13
14 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
15 import static ua.kpi.pti.diploma.utils.Constants.*;
16 import static ua.kpi.pti.diploma.utils.Utils.scalarMultiplication;
17
18 public class LAT extends TableProvider {
19 String tableName = "LAT";
20
21 @Override
22 protected void calculate(int[][] table, int[] sbox) {
23 for (int alpha = 0; alpha < Q; alpha++) {
24 for (int beta = 0; beta < Q; beta++) {
25 int sum = 0;
26 for (int x = 0; x < Q; x++) {
27 int sBoxOut = sbox[x];
28 if((scalarMultiplication(alpha, x) ^ scalarMultiplication(beta, sBoxOut))==1) {
29 sum ++;
30 }
31 }
32 table[alpha][beta] = (Q - 2*(sum))*(Q - 2*(sum));
33 }
34 }
35 }
36
37 public String getTableName() {
38 return this.tableName;
60
39 }
40
41 @Override
42 public List<TableThread> getThreadPool(int[][] table, int[] sbox) {
43 threadPool = new ArrayList<>();
44
45 for (int i = 0; i < CORES; i++) {
46 threadPool.add(new LatThread(table, i * Q / CORES, (i + 1) * Q / CORES, sbox));
47 }
48 return this.threadPool;
49 }
50 }
1 package ua.kpi.pti.diploma.tables.threads;
2
3 import static ua.kpi.pti.diploma.utils.Constants.Q;
4
5 public class DdtXorXorThread extends TableThread {
6
7
8 public DdtXorXorThread(int[][] table, int startAlpha, int endAlpha, int[] sboxTable) {
9 super(table, startAlpha, endAlpha,sboxTable);
10 }
11
12 @Override
13 public void run() {
14 for (int alpha = startAlpha; alpha < endAlpha; alpha++) {
15 for (int x = 0; x < Q; x++) {
16 int out = sbox[x ^ alpha] ^ sbox[x];
17 table[alpha][out] = (table[alpha][out] + 1) &0xFF;
18 }
19 }
20 }
21 }
1 package ua.kpi.pti.diploma.tables.threads;
2
3 import static ua.kpi.pti.diploma.utils.Constants.Q;
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4
5 public class DdtXorPlusThread extends TableThread {
6
7 public DdtXorPlusThread(int[][] lat, int startAlpha, int endAlpha, int[] sboxTable) {
8 super(lat, startAlpha, endAlpha,sboxTable);
9 }
10
11 @Override
12 public void run() {
13 for (int alpha = startAlpha; alpha < endAlpha; alpha++) {
14 for (int x = 0; x < Q; x++) {
15 int out = (sbox[x ^ alpha] - sbox[x] + Q) & 0xFF;
16 table[alpha][out] = (table[alpha][out] + 1) & 0xFF;
17 }
18 }
19 }
20 }
1 package ua.kpi.pti.diploma.tables.threads;
2
3 import static ua.kpi.pti.diploma.utils.Constants.Q;
4
5 public class DdtPlusPlusThread extends TableThread {
6
7 public DdtPlusPlusThread(int[][] ddt, int startAlpha, int endAlpha,int[]sboxTable) {
8 super(ddt, startAlpha, endAlpha, sboxTable);
9 }
10
11 @Override
12 public void run() {
13 for (int alpha = startAlpha; alpha < endAlpha; alpha++) {
14 for (int x = 0; x < Q; x++) {
15 int out = (sbox[(x+ alpha + Q) % Q] - sbox[x] + Q) % Q;
16 table[alpha][out] = (table[alpha][out] + 1) % Q;
17 }
18 }
19 }
20 }
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1 package ua.kpi.pti.diploma.tables.threads;
2
3 import static java.lang.Math.abs;
4 import static ua.kpi.pti.diploma.utils.Constants.Q;
5 import static ua.kpi.pti.diploma.utils.Utils.scalarMultiplication;
6
7 public class LambdaThread extends TableThread {
8
9
10 public LambdaThread(int[][] lat, int startAlpha, int endAlpha, int[] sboxTable) {
11 super(lat, startAlpha, endAlpha, sboxTable);
12 }
13
14 @Override
15 public void run() {
16
17 int n1, n2;
18 int sum, sumK;
19 for (int alpha = startAlpha; alpha < endAlpha; alpha++) {
20 for (int beta = 0; beta < Q; beta++) {
21 sumK = 0;
22 for (int k = 0; k < Q; k++) {
23 n1 = 0;
24 n2 = 0;
25 for (int x = 0; x < Q - k; x++) {
26 n1 = n1 + (scalarMultiplication(alpha, x) ^ scalarMultiplication(beta,
sbox[(x + k) & 0xFF]));→˓
27 }
28 for (int x = Q - k; x < Q; x++) {
29 n2 = n2 + (scalarMultiplication(alpha, x) ^ scalarMultiplication(beta,
sbox[(x+ k) & 0xFF]));→˓
30 }
31 sum = abs(Q - k - 2 * n1) + abs(k - 2 * n2);
32 sumK = sumK + sum * sum;
33 }
34 table[alpha][beta] = sumK;
35 }
36 }
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37
38 }
39 }
1 package ua.kpi.pti.diploma.tables.threads;
2
3 import static ua.kpi.pti.diploma.utils.Constants.Q;
4 import static ua.kpi.pti.diploma.utils.Utils.scalarMultiplication;
5
6 public class LatThread extends TableThread {
7
8
9 public LatThread(int[][] lat, int startAlpha, int endAlpha, int[]sBox) {
10 super(lat, startAlpha, endAlpha, sBox);
11 }
12
13 @Override
14 public void run() {
15 for (int alpha = startAlpha; alpha < endAlpha; alpha++) {
16 for (int beta = 0; beta < Q; beta++) {
17 int sum = 0;
18 for (int x = 0; x < Q; x++) {
19 int sBoxOut = sbox[x];
20 if((scalarMultiplication(alpha, x) ^ scalarMultiplication(beta, sBoxOut))==1) {
21 sum ++;
22 }
23 }
24 table[alpha][beta] = (Q - 2*(sum))*(Q - 2*(sum));
25 }
26 }
27 }
28 }
1 package ua.kpi.pti.diploma.tables.threads;
2
3 public abstract class TableThread extends Thread {
4 protected int[] sbox;
5 protected int[][] table;
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6 protected int startAlpha;
7 protected int endAlpha;
8
9 public TableThread(int[][] table, int startAlpha, int endAlpha, int[]sBox) {
10 this.table = table;
11 this.startAlpha = startAlpha;
12 this.endAlpha = endAlpha;
13 this.sbox = sBox;
14 }
15 }
1 package ua.kpi.pti.diploma.utils;
2
3 import org.bouncycastle.pqc.math.linearalgebra.GF2mField;
4
5 public abstract class Constants {
6 public static final int P = 2;//characteristic of field
7 public static final int M = 8; //extension
8 public static final int Q = (int) Math.pow(P, M);
9 public static final GF2mField FIELD = new GF2mField(M);
10 public static final String PATH_TO_XOR_XOR_FOLDER = ".\\DDT_XOR_XOR\\";
11 public static final String PATH_TO_XOR_PLUS_FOLDER = ".\\DDT_XOR_PLUS\\";
12 public static final String PATH_TO_PLUS_PLUS_FOLDER = ".\\DDT_PLUS_PLUS\\";
13 public static final String PATH_TO_LAT = ".\\LAT\\";
14 public static final String PATH_TO_EL_TABLE = ".\\EL_TABLE\\";
15 public static final String PATH_TO_LAMBDA_TABLE = ".\\LAMBDA_TABLE\\";
16 public static final int CORES = Runtime.getRuntime().availableProcessors();
17
18 public static int[][] sBoxUsusal = new int[Q][Q];
19 static {
20 for (int base = 0; base < Q; base++) {
21
22 sBoxUsusal[base][0]=0; //S(0) = 0
23 for (int power = 1; power < Q; power++) {
24 sBoxUsusal[base][power]=FIELD.exp(base, power);
25 }
26 }
27 }
65
28
29 public static int[] AR_WEIGHT = {
30 0, 1, 1, 2, 1, 2, 2, 3, 1, 2, 2, 3, 2, 3, 3, 4,
31 1, 2, 2, 3, 2, 3, 3, 4, 2, 3, 3, 4, 3, 4, 4, 5,
32 1, 2, 2, 3, 2, 3, 3, 4, 2, 3, 3, 4, 3, 4, 4, 5,
33 2, 3, 3, 4, 3, 4, 4, 5, 3, 4, 4, 5, 4, 5, 5, 6,
34 1, 2, 2, 3, 2, 3, 3, 4, 2, 3, 3, 4, 3, 4, 4, 5,
35 2, 3, 3, 4, 3, 4, 4, 5, 3, 4, 4, 5, 4, 5, 5, 6,
36 2, 3, 3, 4, 3, 4, 4, 5, 3, 4, 4, 5, 4, 5, 5, 6,
37 3, 4, 4, 5, 4, 5, 5, 6, 4, 5, 5, 6, 5, 6, 6, 7,
38 1, 2, 2, 3, 2, 3, 3, 4, 2, 3, 3, 4, 3, 4, 4, 5,
39 2, 3, 3, 4, 3, 4, 4, 5, 3, 4, 4, 5, 4, 5, 5, 6,
40 2, 3, 3, 4, 3, 4, 4, 5, 3, 4, 4, 5, 4, 5, 5, 6,
41 3, 4, 4, 5, 4, 5, 5, 6, 4, 5, 5, 6, 5, 6, 6, 7,
42 2, 3, 3, 4, 3, 4, 4, 5, 3, 4, 4, 5, 4, 5, 5, 6,
43 3, 4, 4, 5, 4, 5, 5, 6, 4, 5, 5, 6, 5, 6, 6, 7,
44 3, 4, 4, 5, 4, 5, 5, 6, 4, 5, 5, 6, 5, 6, 6, 7,
45 4, 5, 5, 6, 5, 6, 6, 7, 5, 6, 6, 7, 6, 7, 7, 8};
46 }
1 package ua.kpi.pti.diploma.utils;
2
3 import java.util.HashSet;
4 import java.util.List;
5 import java.util.Set;
6
7 import static ua.kpi.pti.diploma.utils.Constants.AR_WEIGHT;
8
9 public class Utils {
10
11 public static Set<Integer> decomposeNumberToPrimeMultipliers(int number) {
12 Set<Integer> result = new HashSet<Integer>();
13 int div = 2;
14
15 while (number > 1) {
16 while (number % div == 0) {
17 result.add(div);
18 number = number / div;
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19 }
20 div++;
21 }
22 return result;
23 }
24
25 public static boolean rankIsNotZero(List<Integer> vectors) {
26 int s = vectors.get(0);
27 for (int j = 0; j < vectors.size(); j++) {
28 if (j != 0) {
29 s = s ^ vectors.get(j);
30 }
31 }
32 return s != 0;
33 }
34
35 public static Integer scalarMultiplication(int a, int b) {
36 return AR_WEIGHT[a & b] & 1;
37 }
38
39
40 }
1 package ua.kpi.pti.diploma.extender;
2
3 import ua.kpi.pti.diploma.Type;
4
5 import java.util.ArrayList;
6 import java.util.List;
7
8
9 import static org.apache.commons.math3.util.ArithmeticUtils.gcd;
10 import static ua.kpi.pti.diploma.utils.Constants.*;
11 import static ua.kpi.pti.diploma.utils.Constants.CORES;
12
13 public class SboxExtender {
14 public static List<Integer> aList;
15
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16 static {
17 aList = new ArrayList<>();
18 for (int a = 1; a < Q; a++) {
19 if (gcd(a, Q) == 1 && gcd(a, Q - 1) != 1) {
20 aList.add(a);
21 }
22 }
23 }
24
25 private static int[][][][] extendedSBox;
26
27 public int[][][][] getExtendedSBox(Type type) {
28 ArrayList<Thread> pool = new ArrayList<>();
29
30 if (extendedSBox == null) {
31 extendedSBox = new int[Q][Q][Q][Q];
32 if (type == Type.AFFINE_ON_ENTER) {
33 for (int i = 0; i < CORES; i++) {
34 pool.add(new AffineOnEnterThread(i * Q / CORES, (i + 1) * Q / CORES,
extendedSBox));→˓
35 }
36 }
37 if (type == Type.AFFINE_ON_EXIT) {
38 for (int i = 0; i < CORES; i++) {
39 pool.add(new AfineOnExitThread(i * Q / CORES, (i + 1) * Q / CORES,
extendedSBox));→˓
40 }
41 }
42 threadWork(pool);
43 }
44 return extendedSBox;
45 }
46
47 private void threadWork(ArrayList<Thread> pool) {
48 pool.forEach(Thread::start);
49
50 for (Thread t : pool) {
51 try {
52 t.join();
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53 } catch (InterruptedException e) {
54 e.printStackTrace();
55 }
56 }
57 System.out.println("FINISHED INIT");
58 }
59 }
1 package ua.kpi.pti.diploma.extender;
2
3 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
4 import static ua.kpi.pti.diploma.utils.Constants.FIELD;
5 import static ua.kpi.pti.diploma.utils.Constants.Q;
6
7 public class AfineOnExitThread extends Thread{
8 private int[][][][] extendedSBox;
9 private int start;
10 private int end;
11
12 public AfineOnExitThread(int start1, int end1, int[][][][] extendedSBox) {
13
14 this.start = start1;
15 this.end = end1;
16 this.extendedSBox = extendedSBox;
17 }
18
19 @Override
20 public void run() {
21 for (int b = start; b < end; b++) {
22 for (int a : aList) {
23 for (int base = 0; base < Q; base++) {
24 for (int power = 0; power < Q; power++) {
25 extendedSBox[b][a][base][power] = FIELD.mult(a,FIELD.exp(base, power))^b;
26 }
27 }
28 }
29 }
30 }
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31 }
1 package ua.kpi.pti.diploma.extender;
2
3 import java.util.List;
4
5 import static ua.kpi.pti.diploma.extender.SboxExtender.aList;
6 import static ua.kpi.pti.diploma.utils.Constants.FIELD;
7 import static ua.kpi.pti.diploma.utils.Constants.Q;
8
9 public class AffineOnEnterThread extends Thread {
10 private int[][][][] extendedSBox;
11 private int start;
12 private int end;
13
14 AffineOnEnterThread(int start1, int end1, int[][][][] extendedSBox) {
15
16 this.start = start1;
17 this.end = end1;
18 this.extendedSBox = extendedSBox;
19 }
20
21 @Override
22 public void run() {
23 for (int b = start; b < end; b++) {
24 for (int a:aList) {
25 for (int base = 0; base < Q; base++) {
26 for (int power = 0; power < Q; power++) {
27 int x = (a * power + b) & 0xFF;
28 extendedSBox[b][a][base][power] = FIELD.exp(base, x);
29 }
30 }
31 }
32 }
33 }
34 }
