Unit testing of source code as an integral part of application development cycle by Šafarić, Antun
  
MEĐIMURSKO VELEUČILIŠTE U ČAKOVCU 
STRUČNI STUDIJ RAČUNARSTVO 
 
 
 
 
 
ANTUN ŠAFARIĆ 
 
 
TESTIRANJE DIJELOVA PROGRAMSKOG KODA KAO 
INTEGRALNI DIO CIKLUSA RAZVOJA SOFTVERA 
 
 
 
 
 
 
 
 
ZAVRŠNI RAD 
 
 
 
 
 
 
 
 
 
 
 
 
ČAKOVEC, 2017. 
  
MEĐIMURSKO VELEUČILIŠTE U ČAKOVCU 
STRUČNI STUDIJ RAČUNARSTVO 
 
 
 
 
 
 
 
ANTUN ŠAFARIĆ 
 
 
 
TESTIRANJE DIJELOVA PROGRAMSKOG KODA KAO 
INTEGRALNI DIO CIKLUSA RAZVOJA SOFTVERA 
 
 
UNIT TESTING OF SOURCE CODE AS AN INTEGRAL PART OF 
APPLICATION DEVELOPMENT CYCLE 
 
 
 
 
 
 
 
ZAVRŠNI RAD 
 
Mentor: 
dr. sc. Mihael Kukec, prof. v. š. 
 
 
ČAKOVEC, 2017. 
 
 
 
  
 
SAŽETAK 
 
Tema završnog rada je prikazati primjenu pristupa razvoju programske podrške 
temeljenu na testovima (engl. Test Driven Development – TDD) na primjeru web-
aplikacije za manipulaciju studenata izrađene na platformi ASP.NET Core u razvojnom 
alatu Visual Studio 2017. Cilj rada je približiti programerima pojam testiranja, točnije 
TDD-a. Svrha ovog rada nije razvoj kompleksne aplikacije s detaljnim korisničkim 
sučeljem, već prikaz procesa razvoja web-aplikacije od samog početka koristeći TDD. 
Metoda TDD je odabrana jer pripada u skupinu automatiziranih testova; takvi testovi 
se brže izvode i imaju višekratnu upotrebu.  
 
Rad je podijeljen na dva dijela. U prvome dijelu se opisuju korišteni alati i metode 
potrebni za TDD s primjenom na tehnologiju ASP.NET Core. Web-aplikacija koristi 
Model – pogled – kontroler (engl. Model-View-Controller – MVC) arhitekturu u kojoj 
se pomoću kontrolera šalju podaci definirani u modelu prema pogledu. Kako bi se web-
aplikacija mogla testirati, korišten je obrazac repozitorija za odvajanje sloja poslovne 
logike od sloja pristupu podacima. Za pisanje testova korišten je xUnit.net sustav za 
testiranje programskoga kôda koji u razvojnoj okolini Visual Studio 2017 dolazi kao 
izvorni tip projekta za testiranje. U narednom poglavlju objašnjava se glavna tema 
ovog završnog rada, metoda TDD. Ciklus metode TDD odvija se u tri koraka: crveno, 
zeleno i refaktoriranje. Crveno je korak u kojemu se piše test koji mora biti neuspješan. 
Zeleno je korak u kojemu se piše minimalno produkcijskoga koda da test postane 
uspješan. Refaktoriranje je zadnji korak TDD ciklusa u kojemu se uklanja duplicirani 
kod. 
 
U drugome dijelu detaljno se opisuje razvoj aplikacije s implementacijom TDD-a. 
Prikazuje se proces izrade testa i implementacija funkcionalnosti za prikaz svih 
studenata, unos novog studenta, validaciju podataka na studentu, validaciju OIB-a 
prema Pravilniku o osobnome identifikacijskom broju i brisanje studenta. 
 
 
Ključne riječi: ASP.net Core, TDD, MVC, testiranje, razvoj softvera 
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1. UVOD 
 
Proces razvoja softvera podrazumijeva da konačan produkt i njegove međufaze 
obavljaju zadatke prema početnim zahtjevima, tj. da softver radi ono za što je 
namijenjen. Kako bi se postigao taj cilj, u proces razvoja softvera nužno je uključiti 
metode testiranja. Softver se može testirati na dva načina: manualno i automatizirano. 
Manualnim testiranjem se provjerava funkcionalnost softvera gdje se osoba koja testira 
stavlja u ulogu krajnjega korisnika. Testira se manualno dio po dio te se provjerava jesu 
li zadovoljeni svi uvjeti tog određenog dijela. S obzirom na veličinu aplikacije, 
manualnim testiranjem ne može se uvijek predvidjeti koji će dijelovi aplikacije biti 
neuspješni – k tome treba još ubrajati i ljudski faktor. Gledano dugoročno, manualno 
testiranje postaje neisplativo u smislu održavanja aplikacije.  
 
Iz toga dolazi do potrebe korištenja automatiziranih testova. Automatizirani testovi se 
izvode preko programskoga kôda pomoću alata i skripta u kojima se provjeravaju 
očekivani rezultati sa stvarnim rezultatima. Korištenjem računalnih resursa testovi se 
provode brže i efikasnije nego što bi ljudski operater mogao. Automatizirani testovi se 
mogu ponavljati proizvoljno što nije moguće s manualnim testovima. [1] 
 
Prema tome, da se programere upozna i približi im razvoj programske podrške 
temeljene na testovima, izrađen je ovaj završni rad koji prikazuje način izrade web-
aplikacije temeljene na testovima (engl. Test Driven Development – TDD).  
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2. CILJ I DOPRINOS ZAVRŠNOG RADA 
 
Cilj ovog završnog rada je prikazati proces razvoja web-aplikacije temeljene na 
testovima. Pri tome, fokus se ne stavlja na korisničko sučelje, već na razvoj 
funkcionalnosti same aplikacije. Da bi se mogao koristiti pristup temeljen na testovima, 
potrebno je definirati funkcije koje aplikacija mora obavljati. Aplikacija služi za 
dinamičko manipuliranje podacima studenta, mora imati način za unos novih studenata, 
mora sadržavati funkciju brisanja studenta i mora imati način za prikaz svih studenata. 
Kod unosa novog studenta potrebno je validirati sve podatke, a kod validacije OIB-a 
potrebno je pratiti pravila iz Pravilnika o osobnome identifikacijskom broju. 
 
Zbog manjka konkretnih resursa vezanih za temu TDD-a s ASP.Net Core sustavom, 
dobivena je ideja za izradu ovog rada. Ovaj rad prikazuje pristup TDD-a s najčešćim 
tehnologijama i alatima korištenim od strane .Net programera u izradi web-aplikacija. 
Ovim radom želi se pridodati pažnja manjim stvarima koje programeri obično 
zaboravljaju, kao što je pisanje čistog i održivog programskoga kôda. Imenovanje 
metoda i sama struktura metoda mogu znatno utjecati na životni tijek softvera, pogotovo 
u slučajevima gdje jedan softver održava više razvojnih programera. Primjenom svih 
tehnologija i metoda objašnjenih u ovome radu ne određuje se da će softver samo zbog 
korištenja tih sredstava biti bolji; zadaća je na osobi koja ih implementira. 
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3. KORIŠTENE TEHNOLOGIJE, ALATI I SUSTAVI 
 
Prilikom razvoja web-aplikacije nad kojom će se obavljati TDD, korištene su 
tehnologije: xUnit.net alat za testiranje kôda u .Net okolini, Moq okolina za stvaranje 
lažnih objekata za testiranje u .NET okruženju i ASP.NET Core platforma za razvoj 
web-aplikacija u sustavu MVC s programskim jezikom C#. Za razvoj infrastrukture 
aplikacije korištene su metode razvoja po obrascu repozitorija (engl. Repository pattern) 
i metoda injekcije zavisnosti (engl. Dependency injection). Za spajanje aplikacije s 
bazom koristi se Entity Framework Core. Korištena je razvojna okolina Microsoft 
Visual Studio 2017. U daljnjem tekstu bit će objašnjene neke od korištenih tehnologija i 
metoda. 
 
3.1. ASP.NET Core 
 
ASP.NET Core je redizajn ASP.NET sustava namijenjen za razvoj web-aplikacija. 
Baziran je na manjim paketima koji se dohvaćaju preko menadžera za pakete NuGet. 
Uključuje MVC (engl. Model view controller) sustav, koji sada kombinira značajke 
MVC sustava i Web Apija u jedan sustav za izradu web-aplikacija. ASP.NET Core je 
izgrađen na .NET Core runtimeu, ali se također može izvoditi u cijelosti na .NET 
sustavu s maksimalnom kompatibilnošću kao što je prikazano na Slici 1. 
 
 
Slika 1. Prikaz arhitekture ASP.NET Corea 
Izvor: 
http://www.hanselman.com/blog/ASPNET5IsDeadIntroducingASPNETCore10AndNE
TCore10.aspx 
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Neka od poboljšanja ASP.NET Corea prema klasičnom ASP.NET-u [2]: 
 
 pokretanje i razvoj ASP.NET Core aplikacija omogućeni su na Windowsovim, 
Macovim i Linuxovim operacijskim sustavima 
 novi alati koji pojednostavljuju razvoj modernih web-aplikacija 
 konfiguracijska spremnost za razvoj aplikacija na oblaku 
 ugrađena podrška za injekciju zavisnosti (engl. Dependency injection) 
 tag-pomagači (engl. Tag helpers) koji daju prezentacijskom jeziku Razor 
mogućnost lakšeg rada 
 sposobnost postavljanja aplikacija na IIS server ili postavljanje na samostojeći 
proces.  
3.2. Obrazac razvoja softvera – MVC  
 
Obrazac razvoja softvera Model – pogled – kontroler (engl. Model (M) View (V) 
Controller (C) – MVC) je obrazac oblikovanja softvera namijenjen za bolje 
organiziranje dijelova aplikacije prema odgovornostima pojedinih dijelova 
programskoga kôda. Koristi se u različitim vrstama softvera od web-aplikacija, 
mobilnih aplikacija, samostojećih (engl. desktop) aplikacija i sl. Obrazac razvoja 
softvera MVC sastoji se od tri komponente [3]: 
 model – dio odgovoran za implementaciju logike domene podataka, u modelu su 
definirani podaci koje kontroler šalje pogledu 
 pogled – dio odgovoran za prikaz korisničkog sučelja 
 kontroler – dio odgovoran za poslovnu logiku aplikacije, vraća poglede prema 
korisničkim zahtjevima.  
 
 
Slika 2. MVC arhitektura 
Izvor: [https://www.tutorialspoint.com/struts_2/basic_mvc_architecture.htm] 
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3.3. Obrazac repozitorija 
 
Obrazac repozitorija je način rada čiji je cilj stvaranje apstrakcijskog sloja između sloja 
pristupa podataka i sloja poslovne logike aplikacije. Logika pristupu podacima stvara se 
u zasebnom razredu zvanom repozitorij, čija je zadaća organizacija poslovne logike 
aplikacije. Provedba obrazaca pomaže izolirati promjene aplikacije u spremištu 
podataka i može olakšati automatizirano testiranje ili razvoj programske podrške 
temeljene na testovima (engl. Test driven development). Na Slici 3. prikazan je način 
rada s repozitorijem i bez njega [4].  
 
 
Slika 3. Rad s repozitorijem i bez njega 
Izvor: [4] 
 
3.4. xUnit.net sustav 
 
xUnit.net je besplatan alat za testiranje kôda za .NET platformu. xUnit.net je suvremena 
tehnologija za testiranje u C#, F#, VB.NET i ostalih .NET programskih jezika. Razvijen 
je 2007. godine, a njegovi autori su James Newkirk i Brad Wilson. xUnit.net se može 
koristiti s ostalim alatima namijenjenim za .Net platformu kao što su ReSharper, 
CodeRush, Selenium, Xamarin itd. Licenciran je prema Apache 2 licenci. [5] 
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U programskom okruženju Visual Studio 2017 xUnit projekt dolazi kao izvorni (engl. 
native) tip projekta za izradu testova za C# projekte što označava i Microsoftovu 
podršku za korištenje xUnit frameworka za pisanje testova. 
 
3.5. Razvoj programske podrške temeljene na testovima 
 
Odlika razvoja programske podrške temeljene na testovima (engl. Test Driven 
Development – TDD) je izrada testova prije izrade produkcijskoga kôda. U sljedećim 
dijelovima rada detaljnije će se objasniti na koji način primijeniti TDD te osnovna 
pravila i korake koje treba pratiti da bi se TDD pokazao korisnim kod izrade 
programskih aplikacija.  
 
3.5.1. Početak TDD-a  
 
Najstarije korištenje TDD-a može se pronaći u poglavlju Program Checkout iz knjige 
Digital Computer Programming D. D. McCracken, 1957. TDD nije zaživio sve do 
1998. kada je Kent Beck napisao prvi SUnit okvir (engl. framework) za testiranje 
SmallTalk kôda. [6] Prije nastanka TDD-a čest način pisanja testova je bio nakon 
pisanja produkcijskoga kôda, a nerijetko se tada moglo naići na aplikacije bez ikakvog 
testiranja produkcijskoga kôda. 
 
Smalltalk zajednica bila je vrlo mala, stoga se širenje TDD-a dostatno otežalo. TDD u 
svojim počecima se počeo širiti zahvaljujući Javinoj zajednici kada su Kent Beck i 
nekoliko ostalih programera preveli SUnit framework u Javu, nazvan Junit, koji je donio 
automatizirano testiranje u Javu. Od tada, nastala je skupina alata poznata kao Xunit 
koji se koristi dandanas i čija se inačica xUnit.net za .net framework koristi u ovome 
završnom radu. Xunit sučelje postoji za skoro svaki programski jezik, sve od Jave, 
PHP-a, JavaScripta, Pythona itd. [7] 
 
3.5.2. Ciklus razvoja u TDD-u  
 
Kao što je spomenuto u prijašnjem dijelu rada, TDD se temelji na tome da se prije 
produkcijskoga koda pišu testovi za manju jedinicu rada. Mantra TDD-a po kojoj se 
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pišu testovi je „crveno, zeleno, refaktoriranje“ (engl. Red, Green, Refactor). Crvena – 
prva faza kod TDD-a u kojoj je potrebno napisati kratak test koji nije uspješan – u to se 
i ubrajaju kompajlerske greške. Zelena – druga faza u kojoj se nakon neuspješnog testa 
što brže izradi minimalno produkcijskoga koda da test postane uspješan. 
Refaktoriranje – treća, k tome i finalna faza, u kojoj se refaktoriranjem eliminiraju sve 
nastale duplikacije koda. Takvim načinom izrade testova znatno je brža povratna 
informacija o ispravnosti određenog dijela koji se trenutačno testira. [8] 
 
 
Slika 4. Ciklus „Crveno, zeleno, refaktoriranje“  
Izvor: autor, prema [8] 
 
Prema Robertu C. Martinu, postoje tri jednostavna pravila kojih bi se svaki programer 
kod korištenja TDD-a morao pridržavati, a to su [9]:  
  
1. prije pisanja bilo kakvog produkcijskoga kôda potrebno je napisati 
neuspješan test 
2. ne smije se napisati test više nego što je dovoljno da je neuspješan ili da se 
neuspješno prevede (engl. compile) 
3. ne smije se napisati test više nego što je dovoljno da trenutačni test postane 
uspješan. 
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3.6. Organizacija strukture testova  
 
Strukturi testova se uobičajeno ne obraća previše pažnje, no cijeli projekt može biti 
ovisan o tome. Dobra organizacija i struktura testova može znatno povećati kvalitetu 
izrade softvera. U knjizi The art of unit testing [10] Roy Osherove opisuje situaciju gdje 
je struktura testova znatno imala utjecaj na krajnji rezultat projekta na kojemu je radio. 
Iako je projekt na kojemu je radio imao testove, zbog loše organizacije testova smatra 
da je taj projekt jedan od njegovih većih neuspjelih projekata. Većina testova postala je 
neupotrebljiva kada su programeri koji su ih napisali napustili projekt i nitko nije znao 
kako ih održavati ili čak što pojedini testovi testiraju. Imena testova nisu bila dovoljno 
jasna, a ti testovi koristili su se i u drugim testovima. Nakon što su radili 6 mjeseci na 
projektu, odlučili su izbaciti sve testove jer im je trebalo više vremena za održavanje i 
razumijevanje testova nego im je dugoročno uštedjelo vremena. 
 
3.6.1. Uređivanje – radnja – tvrdnja 
 
Kod same strukture programskoga kôda primjenjuje se obrazac Uređivanje – radnja – 
tvrdnja (engl. Arrange Act Assert) poznatiji i kao 3A ili AAA. Korištenjem ovog 
obrasca postavljaju se 3 pitanja: Koje je početno stanje? Kako provesti sustav koji se 
testira (engl. System under test – SUT)? Kako provjeriti očekivani rezultat testiranog 
sustava?  
 
 
Slika 5 Arrange, Act, Assert 
Izvor: autor, slika zaslona 
  
U dijelu uređivanja postavljaju se osnovni objekti koji će biti testirani uključujući lažne 
baze podataka, provjere nad lažnim bazama, kontrolere i sl. U dijelu radnje se obavlja 
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radnja na objektu i svim pomoćnim objektima koji će se u završnom dijelu testirati. 
Zadnji dio je tvrdnja koja služi za provjeravanje očekivanog rezultata nad objektom. To 
može biti provjera ako objekt postoji ili ne postoji, broj vraćenih objekata, podudaranje 
očekivane i stvarne vrijednosti objekta i sl. [11] 
 
3.6.2. Imenovanje testova 
 
U ovome radu koristi se način da je na prvome mjestu metoda koja se testira tzv. sustav 
pod testiranjem (SUT), slijedi donja crtica koja se koristi za odvajanje dijelova imena. 
Drugi dio imena čine okolnosti pod kojima se očekivani rezultat mora dogoditi, npr. 
vraćanje view resulta1, stvaranje novog objekta, vraćanje validacijskih grešaka vezanih 
za model itd. Treći dio imena predstavlja očekivani rezultat testiranja kao što su 
vraćanje imena validacijskih grešaka, vraćanje očekivanog view resulta, vraćanje 
netočnog view resulta i sl. [12] 
 
 
Slika 6. Imenovanje testova 
Izvor: autor 
 
                                                 
1 ViewResult – objekt tipa ViewResult, pomoću kojeg se vraća rezultat pogleda. 
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4. PROGRAMSKA IMPLEMENTACIJA 
 
Za izradu tzv. unit test projekta kao prvo je potrebno izraditi projekt koji će se testirati. 
Za izradu ASP.NET Core aplikacije u Visual Studiju 2017 potrebno je odraditi sljedeće 
korake: 
 File -> New - > Project 
 Templates -> Visual C# 
 .NET Core -> ASP.NET Core Web Application (.NET Core) 
 ovisno o projektu odabrati Empty ili Web API ili Web Application. 
 
4.1. Izrada projekta u Visual Studiju 2017  
 
Nakon što se izradi projekt koji se testira, stvara se xUnit Test projekt za testiranje 
(engl. Unit testing) u kojem će se pisati testovi za izrađenu aplikaciju. Za izradu i 
povezivanje testnog projekta s web-projektom, potrebni su sljedeći koraci: 
 desni klik na rješenje projekta (engl. Project solution) -> Add -> New Project  
 .NET Core-> xUnit Test Project (.NET Core). 
 
Da bi testni projekt prepoznao web-projekt, potrebno je dodati referencu na web-projekt 
u menadžeru za reference. 
 
 
Slika 7. Dodavanje reference projektu za testiranje 
Izvor: autor, slika zaslona 
 
Nakon izrade projekta dodaje se razred u kojem će se testirati pojedine komponente 
web-projekta kao što su kontroleri i pomoćni razredi. U ovome slučaju želi se testirati 
kontroler koji će obavljati manipulacije nad studentima, zbog čega se u xUnit projektu 
dodaje razred „StudentKontrolerTestovi“. 
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Poštujući pravila TDD-a potrebno je napisati neuspješan test za metodu koja se 
trenutačno testira. Kompajlerske greške se također smatraju neuspješnim testom. 
Započinje se davanjem imena testu. Testira se Index metoda s normalnim uvjetima bez 
greške čiji je rezultat vraćanje pogleda. Iz toga slijedi ime 
„Index_BezGreske_VracaPogled“. Test započinje stvaranjem student kontrolera koji 
sadrži Index metodu.  
 
 
Slika 8. Prvi test s pripadajućom kompajlerskom greškom 
Izvor: autor, slika zaslona 
 
Student kontroler trenutačno ne postoji te dobivamo kompajlersku grešku. Tek nakon 
što se dobio neuspješan test koji ukazuje da ne postoji kontroler, smije se izraditi 
student kontroler.  
 
 
Slika 9. Prvi uspješan test 
Izvor: autor, slika zaslona 
 
Nakon što se stvori kontroler, može se pristupiti njegovim metodama. Da bi se testiralo 
što Index metoda vraća, potrebno je rezultat Index metode spremiti u varijablu. 
 
Slika 10. Index metoda ne postoji 
Izvor: autor, slika zaslona 
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Opet dolazi do kompajlerske greške jer Index metoda ne postoji. U Studenti kontroleru 
dodaje se Index metoda koja vraća pogled te se testira tvrdnja da Index metoda vraća 
pogled. 
 
 
Slika 11. Test je pozitivan, Index metoda vraća pogled 
Izvor: autor, slika zaslona 
 
4.2. Popis studenata 
 
Prateći specifikaciju za aplikaciju sljedeći je korak napraviti metodu koja vraća popis 
studenata s baze podataka. Testira se metoda „PopisStudenata“ koja pod normalnim 
uvjetima vraća popis studenata pa je s time naziv testa 
„PopisStudenata_BezGreske_VracaPopisStudenata“. Ponavljajući korake kao i u 
prethodnom primjeru dolazi do kompajlerske greške jer Student razred ne postoji i tek 
se sada smije napraviti Student razred. 
 
 
Slika 12. Student razred nije implementiran, kompajlerska greška 
Izvor: autor, slika zaslona 
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Nakon što se Student razred napravi, pokreće se test. Test će biti neuspješan jer metoda 
PopisStudenata trenutačno ne sadrži implementaciju koja vraća listu studenata. Da se 
zadovolji uvjet, potrebno je napisati minimalnu količinu produkcijskoga kôda da test 
postane uspješan. 
 
 
Slika 13. Minimalni produkcijski kôd za uspješan test 
Izvor: autor, slika zaslona 
 
U trenutačnom stanju metoda prolazi minimalni uvjet, ali ne zadovoljava uvjet da se 
lista studenata dohvaća preko baze podataka. Za zadovoljavanje uvjeta potrebno je 
povezati projekt s bazom podataka, ali zbog korištenja TDD-a u MVC arhitekturi 
potrebno je pratiti određene obrasce prema kojima se dizajnira struktura projekta. Za 
testiranje podataka ne koriste se podaci iz prave baze koju koristi produkcijska 
aplikacija, već je potrebno napraviti lažnu bazu nad kojom se testira poslovna logika 
aplikacije. Da bi se mogao koristiti isti kôd za produkcijsku bazu i lažne baze podataka, 
potrebno je upotrijebiti injekciju zavisnosti. Sustav Asp.Net Core ima ugrađenu podršku 
za injekciju zavisnosti što znatno olakšava njezinu implementaciju.  
 
Prvi korak za povezivanje aplikacije s bazom je izrada razreda DbContext koji se sastoji 
od metoda i podataka zaduženih za izravnu komunikaciju s bazom podataka. Jedan od 
tipova razreda za dohvat podataka u DbContextu je DbSet koji predstavlja tablice u bazi 
podataka. Kao što je prikazano na slici ispod, u ovome je radu DbContext upravo 
„ApplicationDbContext“, a DbSet s entitetima Student je u ovome slučaju „Studenti“. 
Sve manipulativne operacije nad studentima će se izvršiti nad tim DbSetom. 
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public class ApplicationDbContext: DbContext 
    { 
public ApplicationDbContext 
(DbContextOptions<ApplicationDbContext> options) 
          : base(options) 
        { 
        } 
        protected override void OnModelCreating(ModelBuilder builder) 
        { 
            base.OnModelCreating(builder);            
        } 
        public DbSet<Student> Studenti { get; set; } 
    } 
Kod 1. Razred ApplicationDbContext 
  
Za upotrebu injekcije zavisnosti repozitorij produkcijske verzije mora naslijediti iste 
metode koje će se kasnije testirati na lažnoj, tj. probnoj bazi. Metode će se 
implementirati pomoću sučelja (engl. Interface) koje služi kao nacrt za repozitorij. 
 
public interface IStudentRepozitorij 
    { 
        List<Student> VratiPopisStudenata(); 
    } 
Kod 2. IstudentRepozitorij 
 
Slijedi izrada student repozitorija koji će implementirati sve metode 
IStudentRepozitorija. Kao parametar u konstruktoru repozitorij prima se podatak 
DbContext s kojim može pristupiti Studenti DbSetu. 
 
public class StudentRepozitorij : IStudentRepozitorij 
    { 
        private readonly ApplicationDbContext _dbContext; 
 
        public StudentRepozitorij(ApplicationDbContext dbContext) 
        { 
            _dbContext = dbContext; 
        } 
        public List<Student> VratiPopisStudenata() 
        { 
            return _dbContext.Studenti.ToList(); 
        }         
    } 
Kod 3. Student Repozitorij 
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Konfiguriranje ispravne implementacije injektiranja u trenutku kada ostali razredi 
zatraže IstudentRepozitorij obavlja razred Startup pomoću ConfigureServices metode u 
kojoj povezuje IStudentRepozitorij sa StudentRepozitorijem kao što je prikazano na 
Slici 14. 
 
Metoda AddScoped naređuje spremniku za injekciju zavisnosti da koristi razred tipa 
StudentRepozitorija svaki put kada spremnik zahtijeva razred koji implementira 
IStudentRepozitorij sučelje.  
 
 
Slika 14. Povezivanje IstudentRepozitorija sa StudentRepozitorijem pomoću 
injekcije zavisnosti 
Izvor: autor, slika zaslona 
 
Nakon toga se IStudentRepozitorij može upotrijebiti kao veza u student kontroleru. 
Pokreće se test zbog provjere ispravnosti rada. Dolazi do greške jer je u testnoj metodi 
student kontroler bez parametra.  
 
 
Slika 15. Dodavanje IstudentRepozitorija u kontroler 
Izvor: autor, slika zaslona 
 
Da bi se kontroler mogao koristiti u testovima, potrebno je napraviti lažan repozitorij 
koji će biti tipa razreda IStudentRepozitorij. Za stvaranje lažnog repozitorija koristi se 
„Moq“ sustav [13]. Da bi se mogao koristiti Moq sustav, potrebno je preko NuGet 
menadžera za pakete dodati projektu „Moq“ paket. Za dodavanje „Moq“ paketa u 
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konzoli NuGet menadžera treba odabrati projekt s testovima kao startni projekt i u 
konzoli upisati „Install-Package Moq“. 
 
Nakon instalacije Moqa potrebno je refaktorirati testnu metodu tako da koristi lažni 
repozitorij prikazan na Kodu 4. U dijelu uređivanja stvara se primjerak razreda Mock 
naziva lazniRepozitorij, koji prima generički tip. U ovome slučaju je to 
IStudentRepozitorij. Objekt lazniRepozitorij se pomoću Setup metode priprema za 
vraćanje liste studenata, ne smiju se koristiti pravi podaci iz baze i zbog toga je 
napravljena metoda TestnaListaStudenata koja vraća statičnu listu dva studenta. Lažni 
repozitorij očekuje da se s VratiPopisStudenata metode koja se nalazi u 
IstudentRepozitoriju vrati popis studenata. Nakon toga se stvara objekt 
studentiKontroler, koji kao ulazni parametar prima objekt lazniRepozitorij. 
 
U dijelu radnje metode koja se refaktorira, sprema se u varijablu popisStudenata objekt 
koju metoda PopisStudenata vraća. Nad popisStudenata se provjerava da je tipa razreda 
ViewResult i njegov se rezultat sprema u varijablu rezultat. Zadnja pomoćna tvrdnja se 
odnosi na provjeru ako je rezultat tipa liste studenta te na spremanje modela koji vraća 
rezultat kao listu. Da bi se potvrdio rezultat testa, provjerava se ako je očekivani rezultat 
jednak stvarnome rezultatu, u ovome slučaju broj dva s brojem objekata koje lista 
studenata vraća. 
 
[Fact] 
public void PopisStudenata_BezGreske_VracaPopisStudenata() 
 { 
  //Arrange 
  var lazniRepozitorij = new Mock<IStudentRepozitorij>(); 
  lazniRepozitorij.Setup(r => 
    r.VratiPopisStudenata()).Returns(TestnaListaStudenata); 
  StudentiController studentiKontroler = 
  new StudentiController(lazniRepozitorij.Object); 
  //Act  
  var popisStudenata = studentiKontroler.PopisStudenata() ; 
  var rezultat = Assert.IsType<ViewResult>(popisStudenata); 
  var listaStudenata = Assert.IsType<List<Student>>( 
  rezultat.ViewData.Model).ToList(); 
  //Assert 
  Assert.Equal(2, listaStudenata.Count ); 
 } 
Kod 4. Refaktorirana metoda s Moq sustavom 
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Slika 16. Neuspješan test za vraćanje studenata 
Izvor: autor, slika zaslona 
 
Nakon refaktoriranja programskoga kôda, pokreće se test. Test je neuspješan (vidljivo 
na Slici 16.), što je i očekivano jer se prate pravila TDD-a. Metoda PopisStudenata u 
student kontroleru trenutačno vraća praznu listu koja je napravljena da se zadovolje 
minimalni uvjeti. Kod refaktoriranja je dodan uvjet da repozitorij preko metode naziva 
VratiPopisStudenata dobiva studente, a taj uvjet trenutačno nije zadovoljen. Tek nakon 
što se dobio neuspješan test smije se refaktorirati kod u PopisStudenata metodi. U 
metodi se dodaje implementacija koja koristi VratiPopisStudenata te se pokreće test. 
 
 
Slika 17. Refaktorirana PopisStudenata metoda s uspješnim testom 
 Izvor: autor, slika zaslona 
4.3. Unos novog studenta 
 
Slijedeći specifikaciju projekta potrebno je dodati način dodavanja studenata. Kada se 
doda pravilan student koji nema nikakve validacijske pogreške, korisnik se 
preusmjerava na Index stranicu. Prema tim uvjetima, ime testa glasi 
„Create_PravilanStudentBezGresaka_PreusmjeravaNaIndex“. U dijelu uređivanja 
stvara se primjerak razreda testniStudent koji je rezultat metode VratiTestnogStudenta 
te kao i u prošlome primjeru stvaraju se lažni objekti repozitorij i studenti kontroler. U 
dijelu radnje sprema se rezultat Create metode. Pokreće se test i ne smije se nastaviti s 
pisanjem testa jer se dogodila kompajlerska greška. Nakon minimalne implementacije 
Create metode test postaje uspješan te se nastavlja s pisanjem testa. 
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Slika 18. Kompajlerska greška, Create metoda ne postoji 
Izvor: autor, slika zaslona 
 
U dijelu radnje dodaje se tvrdnja koja provjerava ako je rezultat Create metode tipa 
RedirectToActionResult. Njezin rezultat se sprema u varijablu čije se ime u dijelu 
tvrdnje uspoređuje s očekivanim imenom. Očekuje se da je test neuspješan jer još ne 
postoji implementacija u Create metodi da zadovolji taj uvjet. Nakon pokretanja testa 
potvrđen je očekivani rezultat prikazan na Slici 19. 
 
Slika 19. Neuspješan test za unos studenta 
 Izvor: autor, slika zaslona 
 
Slijedi refaktoriranje Create metode koja kao rezultat daje redirekciju na Index pogled. 
Test postaje uspješan, ali ne zadovoljava uvjet da se preusmjeravanje događa samo kod 
dodavanja pravilnog studenta. Test se refaktorira na način da se na lažni repozitorij 
dodaje priprema u kojoj se očekuje da repozitorij ima metodu DodajStudenta i da se 
nakon izvršenja te metode poklapaju podaci ulaznog studenta s dodanim studentom u 
bazi.  
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Slika 20. Priprema lažnog repozitorija za stvaranje novog studenta 
Izvor: autor (slika zaslona) 
 
Metoda DodajStudenta ne postoji, pa se dobije neuspješan test. Potrebno je dodati 
metodu DodajStudenta u IStudent repozitorij te je implementirati u StudentRepozitoriju. 
Nakon toga slijedi refaktoriranje u Create metodi u kojoj se prvo mora provjeriti ima li 
student validacijskih grešaka, što je jedan od uvjeta testiranja. Kao što se u testu kod 
Setup metode definirala potreba za korištenjem, metoda DodajStudenta se poziva u 
Create metodi. 
 
public void DodajStudenta(Student student) 
        { 
            _dbContext.Add(student); 
            _dbContext.SaveChanges(); 
        } 
 
[HttpPost] 
public IActionResult Create(Student student) 
 { 
    if (ModelState.IsValid) 
     { 
       _studentiRepozitorij.DodajStudenta(student); 
       return RedirectToAction("Index"); 
     } 
     return View(student); 
 } 
Kod 5. DodajStudenta metoda i implementacija u Create metodi 
 
Nakon refaktoriranja Create metode pokreće se test, koji postaje uspješan i zadovoljava 
sve uvjete. 
 
Slika 21. Završni test za unos pravilnog studenta 
Izvor: autor, slika zaslona 
4.4. Validacija podataka 
 
Ne smije se zaboraviti da student koji se stvara ne sadrži uvijek sve podatke koji su 
ispravni. Kako bi se provjerila valjanost podataka, potrebno je napisati test u kojemu se 
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provjera model kontrolera koji sadrži validacijske greške. Ne može se direktno u 
kontroleru testirati validacijske greške nad studentom koje su definirane u Student 
razredu. Create metoda prima objekt razreda Student s nevažećim podacima te kao 
rezultat daje taj isti objekt jer se korisniku koji je unio pogrešan podatak želi prikazati 
nastala greška. Tako naziv metode glasi 
„Create_StudentModelSValidacijskomGreskom_VracaStudenta“. Većina testa jednaka 
je prethodnome testu stoga se preskače detaljnije objašnjenje početnog dijela testa. 
Razlika je u tome što ova metoda na student kontroleru dodaje grešku na model te se 
prema tome u dijelu tvrdnje provjerava ako je došlo do greške i ako metoda vraća 
studenta. 
 
[Fact] 
public void 
Create_StudentModelSValidacijskomGreskom_VracaStudenta() 
 { 
 //Arrange 
 var testniStudent = VratiTestnogStudenta(); 
 var lazniRepozitorij = new Mock<IStudentRepozitorij>();            
 StudentiController studentiKontroler = new   
 StudentiController(lazniRepozitorij.Object);      
       
 studentiKontroler.ViewData.ModelState.AddModelError( 
 "Kljuc", "PorukaGreske"); 
      //Act 
      var rezultat = 
 (ViewResult) studentiKontroler.Create(testniStudent); 
 //Assert 
 Assert.True(rezultat.ViewData.ModelState.Count == 1);            
 Assert.Same(testniStudent,rezultat.ViewData.Model); 
 } 
Kod 6. Validacija studenta, očekivana greška 
 
 
Slika 22. Validacijska greška na student modelu 
Izvor: autor, slika zaslona 
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Nakon pokretanja, test je neuspješan jer Create metoda ne sadrži implementaciju 
vraćanja unošenog studenta u slučaju da model ima validacijske greške. Refaktorira se 
Create metoda i dodaje se da vraća pogled sa studentom te se pokreće test. Test je 
uspješan i smije se dalje nastaviti s drugim testovima. 
 
Zbog toga što se preko kontrolera ne mogu direktno testirati validacijske greške na 
razredu Student, potrebno je napisati metode koje provjeravaju točnost i netočnost 
podataka. Prema tome se izrađuje prvi test s imenom 
„ValidiranjeModela_NepravilanModel_VracaSveValidacijskeGreske“. Stvara se 
primjerak razreda Student s neispravnim i praznim podacima. Zbog lakšeg testiranja i 
provjere grešaka nad modelom, napravljen je pomoćni razred TestModelHelper s 
metodom ValidacijaModela čija je zadaća vraćanje svih validacijskih grešaka modela. 
Nakon spremanja rezultata pomoćne metode u dijelu tvrdnje uspoređuje se očekivani 
broj grešaka sa stvarnim brojem grešaka i provjeravaju se očekivane poruke grešaka sa 
stvarnim porukama. 
 
[Fact] 
public void 
ValidiranjeModela_NepravilanModel_VracaSveValidacijeskeGreske() 
        { 
            //Arrange 
            var student = new Student() 
            { 
                Id = 1, 
                Ime = "", 
                Prezime = "", 
                Oib = "0123", 
                GodinaStudija = 7 
            }; 
            //Act 
            var rezultat = 
TestModelHelper.ValidacijaModela(student); 
            //Assert 
            Assert.Equal(4, rezultat.Count); 
            Assert.Equal("Ime je obavezan podatak", 
rezultat[0].ErrorMessage); 
            Assert.Equal("Prezime je obavezan podatak",   
   rezultat[1].ErrorMessage); 
            Assert.Equal("Neispravan OIB", 
rezultat[2].ErrorMessage); 
            Assert.Equal("Godina studija treba biti od 1 do 5",  
   rezultat[3].ErrorMessage); 
        } 
Kod 7. Test za validaciju studenta, vraća sve validacijske greške 
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Drugi test za validaciju podataka je 
„ValidiranjeModela_PravilanModel_OcekivaniNikakviValidacijskiErrori“, kratak i 
jednostavan test u kojemu se stvara pravilan objekt razreda Student te se provjerava je li 
broj validacijskih grešaka jednak nuli. 
 
[Fact] 
public void 
ValidiranjeModela_PravilanModel_OcekivaniNikakviValidacijskiErro
ri() 
{ 
 //Arrange 
 var testniStudent = VratiTestnogStudenta(); 
 //Act 
 var rezultat = 
TestModelHelper.ValidacijaModela(testniStudent); 
 //Assert 
 Assert.Equal(0, rezultat.Count); 
} 
Kod 8. Test za validaciju pravilnog studenta 
4.5. Validacija OIB-a 
 
Trenutačno se na razredu Student OIB validacija obavlja provjeravanjem broja 
znamenaka, a prema specifikaciji potrebno je utvrditi valjanost OIB-a prema Pravilniku 
o osobnom identefikacijskom broju (Narodne novine, broj 60/08). Provjera je temeljena 
na međunarodnoj normi ISO7064 Modul 11,10. Zbog preglednosti projekta i izolacije 
koda potrebno je napraviti novi razred pod nazivom OibValidacija u kojoj će biti 
smještena metoda za provjeru OIB-a. Prateći pravila TDD-a, prvo se mora napisati test 
a tek nakon neuspješnog testa smije se pisati implementacija razreda. U 
ZavrsniRadTestovi projektu izrađuje se novi razred „OibValidacijaTestovi“ u kojemu 
će se pisati svi naredni testovi vezani za validaciju OIB-a. Prvi uvjet za valjanost OIB-a 
je da se OIB sastoji od točno 11 znakova, prema tome, ime testa glasi 
„DuljinaMoraBiti11_OibS11Znamenaka_TocanOib“. U dijelu uređivanja stvara se 
objekt razreda OibValidacija koja ne postoji i dobiva se kompajlerska greška. Stvara se 
razred i nastavlja se s testom. U dijelu radnje metode koja se testira, sprema se rezultat 
metode za provjeru duljine koja još ne postoji. Dobiva se neuspješan test te se nastavlja 
s implementacijom metode koja provjerava ima li OIB 11 znakova. U slučaju da ima, 
metoda vraća true, a u slučaju da je duljina različita od 11, vraća false. Test postaje 
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uspješan i nastavlja se s pisanjem testa. Da bi se olakšalo testiranje, xUnit.net sustav 
ima mogućnost parametriziranih testova. Iznad testa dodaje se atribut InlineData čija 
vrijednost predstavlja ulazni parametar testa. U dijelu tvrdnje ispituje se istinitost 
rezultata metode DuljinaMoraBiti11. Pokreće se test i svi testovi s odgovarajućim 
parametrom postaju uspješni kao što je prikazano na Slici 23. 
 
[Theory] 
[InlineData("62435151530")] 
[InlineData("19435151530")] 
[InlineData("69433151531")] 
[InlineData("69435151524")]         
public void DuljinaMoraBiti11_OibS11Znamenaka_TocanOib 
(object value) 
{ 
 //Arrange 
 OibValidacija oibValidacija = new OibValidacija(); 
 //Act 
 var validacija = 
 oibValidacija.DuljinaMoraBiti11((string)value); 
 //Assert 
 Assert.True(validacija); 
} 
Kod 9. Test DuljinaMoraBiti11_OibS11Znamenaka_TocanOib 
 
 
Slika 23. Uspješni parametrizirani testovi duljine OIB-a 
Izvor: autor, slika zaslona 
 
Također se mora napisati test koji potvrđuje da je OIB pogrešan jer nema 11 znakova. 
Koraci za provjeru su isti kao i u prošlome testu, razlika je da se kao ulazni parametri 
koriste nepravilni podaci i da se u dijelu radnje ispituje je li rezultat metode 
DuljinaMoraBiti11 lažan. Pokreće se test, test je uspješan i smije se nastaviti s pisanjem 
drugih testova. 
 
Sljedeći korak validacije OIB-a je napisati test koji testira kontrolnu znamenku OIB-a 
prema ISO7064. Provjera OIB-a obavlja se pomoću zadnje, tj. jedanaeste znamenke. 
Ime testa glasi: „Validacija_ValidacijaPravilnogOiba_VracaTrue“. Kao i u prethodnim 
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primjerima, napiše se test do neuspješnog testa – u ovome slučaju pozivanje metode 
Validacija koja još ne postoji. Metoda Validacija se implementira prema koracima 
ISO7064 standardu te se u njoj koristi već testirana metoda „DuljinaMoraBiti11“. 
Nakon implementacije metode pokreće se test i test postaje uspješan. 
 
[Theory] 
[InlineData("24859429182")] 
[InlineData("99965922554")] 
[InlineData("24864729129")] 
[InlineData("61528506932")] 
public void Validacija_ValidacijaPravilnogOiba_VracaTrue(object 
value) 
 { 
 //Arrange 
 OibValidacija oibValidacija = new OibValidacija(); 
 //Act 
 var validacija = oibValidacija.Validacija((string)value); 
 //Assert 
 Assert.True(validacija); 
 } 
Kod 10. Test validacije OIB-a prema ISO7064 standardu 
 
 
Slika 24. Uspješni parametrizirani testovi prema ISO7064 
Izvor: autor, slika zaslona 
 
Potrebno je i provjeriti nevažeće podatke kao što su slova i interpunkcijski znakovi te 
OIB s nevažećim kontrolnim brojem, stoga se stvara novi test naziva 
„ProvjeraOib_ValidacijaNepravilnogOiba_VracaFalse“. Kao parametri testa unose se 
neispravni podaci prikazani na Slici 25. Nakon pokretanja, test je neuspješan jer metoda 
Validacija ne provjerava je li OIB prazan. Nakon refaktoriranja Validacije pokreće se 
test koji daje uspješan rezultat. 
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Slika 25. Testiranje nepravilnih podataka za OIB 
Izvor: autor, slika zaslona 
 
Nakon svih prolaznih testova potrebno je implementirati validaciju OIB-a za razred 
Student. Potrebno je stvoriti test u StudentControllerTestovi u kojem se provjerava 
samo validacija OIB-a i je li poruka greške jednaka „Neispravni OIB“ kao što je 
prikazano na primjeru ispod. Ime testa glasi 
„ValidacijaModela_NepravilanOib_OcekivaniValidacijskiError“ i sličan je prijašnjim 
testovima validacije podataka. Test nakon pokretanja je neuspješan jer još nije 
implementiran OibValidacija razred na Student model. 
 
[Fact] 
public void 
ValidacijaModela_NepravilanOib_OcekivaniCustomValidacijskiError 
(){ 
 //Arange 
 var student = VratiTestnogStudenta(); 
 student.Oib = "12345678"; 
 //Act 
 var rezultat = TestModelHelper.ValidacijaModela(student); 
 //Assert 
 Assert.Equal(1, rezultat.Count); 
 Assert.Equal("Neispravan OIB", rezultat[0].ErrorMessage); 
  } 
  Kod 11. Testiranje studenta s nepravilnim OIB-om 
 
Kako bi se razred OibValidacija mogao koristiti kao atribut za provjeru valjanosti, mora 
naslijediti svojstva ValidationAttribute razreda. Nakon nasljeđivanja, nadjačava se 
metoda (engl. override) IsValid u kojoj se kao rezultat vraća metoda Validacija. 
Pokretanje testa pokazuje da je trenutačni test uspješan, ali prijašnji testovi koji su 
testirali cijelu provjeru valjanosti studenta postaju neuspješni jer se promijenila poruka 
greške. Nakon refaktoriranja dijelova testa koji su provjeravali OIB, svi testovi su 
uspješni. 
Antun Šafarić                 Testiranje dijelova programskog koda kao integralni dio ciklusa razvoja softvera 
 
Međimursko veleučilište u Čakovcu   29 
 
 
 
Slika 26. Implementacija OibValidacija razreda kao atribut 
Izvor: autor, slika zaslona 
4.6.  Brisanje studenta 
 
Test u kojemu se provjerava brisanje studenta je gotovo identičan testu za unos. 
Razlikuje se prema implementaciji metode Delete, koja za razliku od metode Create 
prima kao parametar brojku i za dohvaćanje studenata koristi metodu 
VratiPopisStudenata. Prateći pravila TDD-a svejedno je potrebno napisati test bez da 
Delete metoda postoji, pokrenuti test, dobiti neuspješan test, napisati minimum 
programskoga kôda kako bi test postao uspješan, stvoriti IzbrisiStudenta metodu u 
IstudentRepozitoriju, implementirati metodu u StudentRepozitoriju te dobiti uspješan 
test. Nastavlja se s pisanjem testa u kojem se poziva metoda Delete, dobiva se 
neuspješan test te se implementira metoda Delete u kontroleru koja preusmjerava na 
Index pogled.  
 
[Fact] 
public void Delete_PostojeciStudent_RedirekcijaNaIndex() 
 { 
 //Arrange 
 var testniStudent = VratiTestnogStudenta(); 
 var lazniRepozitorij = new Mock<IStudentRepozitorij>(); 
 lazniRepozitorij.Setup(r =>            
 r.VratiPopisStudenata()). 
 Returns(TestnaListaStudenata()); 
 lazniRepozitorij.Setup(r => 
 r.IzbrisiStudenta(It.Is<Student>( 
 student => student == testniStudent ))); 
 StudentiController studentiKontroler = new 
 StudentiController(lazniRepozitorij.Object); 
 //Act 
 var rezultat =studentiKontroler.Delete(testniStudent.Id); 
 var redirekcijaNaRezultat = 
 Assert.IsType<RedirectToActionResult>(rezultat); 
 //Assert 
 Assert.Equal("Index", redirekcijaNaRezultat.ActionName); 
 } 
Kod 12. Test za brisanje studenta 
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5. ZAKLJUČAK 
 
Korištenje TDD-a pogotovo u ASP.NET Core s MVC arhitekturom je dosta težak 
zahvat. Potrebno je savladati programski jezik C#, zatim ASP.NET Core, koji je dosta 
mlada tehnologija s redovitim ažuriranjima u kojima se iz verzije u verziju ključne 
stvari mijenjaju. K tome, potrebno je savladati obrazac oblikovanja MVC-a koji se 
mijenja ovisno o programskom okruženju, ali metodologija ostaje ista, obrazac 
repozitorija s kojim je potrebno promijeniti cijelu strukturu projekta ili u slučaju s TDD-
om promijeniti način na koji se programska logika implementira. Uz sve te metode i 
alate potrebno je i savladati TDD što u početku zvuči jednostavno. Osnovna mantra 
„Crveno, zeleno, refaktoriranje“ je u suštini jednostavna, ali dodatno je potrebno znati 
što i kako testirati. Spajanje vanjskih sustava kao što su xUnit.net i Moq zahtijeva 
dodatno znanje.  
 
Korištenjem TDD-a proces razvijanja aplikacije se produžuje, ali daje programeru veću 
sigurnost da aplikacija radi ono što bi trebala raditi. Daje mogućnost smanjenja ručnih 
neautomatiziranih testova, a ponekad ih i eliminira. 
 
Pisanje testova TDD metodologijom ima puno širu primjenu nego prikazanu u ovome 
radu – od testiranja točnih ili netočnih zahtjeva protokola HTTP, testiranja pravilnog 
usmjeravanja od jedne stranice prema drugoj stranici, testiranja autentifikacije kod 
prijave korisnika, testiranja slanja korisničkih dokumenata na poslužitelj itd. Bitna stvar 
je da s korištenjem TDD-a aplikacija neće biti kvalitetna sama po sebi, već će 
praćenjem pravila i korištenjem obrazaca dizajna aplikacija biti osigurana da ne dođe do 
pogrešaka. Odgovornost leži na programerima da koriste prave metode i odgovarajući 
pristup ovisno o problemu da bi aplikacija bila održiva i njezina arhitektura bila po 
standardu. 
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