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RESUMEN 
El presente proyecto comprende un sistema de registro y consultas de los equipos y 
materiales en el Laboratorio de Electrónica de la Universidad Politécnica Salesiana 
Campus Sur, para acelerar el proceso de entrega de materiales y equipos en cada una 
de las prácticas llevadas a cabo en los laboratorios.  
El sistema propuesto reemplazará al actual, el cual consiste en el registro de 
materiales y equipos a través de una bitácora, este servicio al ser de uso cotidiano se 
necesita que sea más ágil.  
El sistema implementado presenta como eje principal un servicio el cual ordena, 
solicita e informa de manera inalámbrica a los dispositivos que estén vinculados a él.  
El sistema se encuentra compuesto por: un software instalado en el computador del 
Administrador en donde se procesará los datos principales y conjuntamente tendrá 
dos módulos. El primer módulo utiliza un teléfono inteligente con sistema operativo 
Android y una aplicación que registra al estudiante, equipos y materiales utilizados. 
El segundo módulo consta de una tarjeta Arduino cuya función es abastecer de 
información a los estudiantes de las multas y solicitudes pendientes. 
El sistema presentara algunas instancias independientes con pantallas distintas, modo 
de uso distinto, pero siempre amigable con el usuario sin importar que actividad se 
vaya a desarrollar. 
  
ABSTRACT 
This project includes a system of registration and consultation of equipment and 
materials at the Laboratory of Electronics at the Salesian Polytechnic University 
South Campus, to accelerate the delivery of materials and equipment in each of the 
practices carried out in laboratories. 
The proposed system will replace the current, which consists of registration of 
materials and equipment through a blog, this service when everyday needs to be 
streamlined. 
The implemented system has the main axis a service which orders, requests and 
reports wirelessly to devices that are linked to it. 
The system is composed of: software installed on the computer Administrator where 
the main data will be processed and will have two modules together. The first 
module uses a smartphone with Android operating system and an application that 
registers the student, equipment and materials used. The second module consists of 
an Arduino board whose function is to supply information to students of fines and 
pending applications. 
The system has some standalone instances with different screens, different mode of 
use, but always user friendly no matter what activity will be developed. 
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INTRODUCCIÓN 
El diseño e implementación del proyecto tiene como finalidad proporcionar un 
sistema que aumente la rapidez al realizar un préstamo, reserva o inventario de los 
equipos e instrumentos en los laboratorios de electrónica del Campus Sur de la 
Universidad Politécnica Salesiana. 
La distribución de este trabajo se realizó de la siguiente manera: 
En el capítulo uno se detallará la estructura del proyecto, en donde se indica una 
descripción acerca del problema, su planteamiento y formulación, también se 
incluyen los objetivos tanto principales como específicos los cuales se pretenden 
alcanzar; además se incluirá la justificación, alcance y la metodología con la cual se 
desarrollará el proyecto. 
En el capítulo dos se detallará los fundamentos teóricos, tales como: conceptos, 
características, principios de funcionamiento tanto de software como de hardware 
necesarios para la implementación del proyecto. 
En el capítulo tres se detallará las características del proyecto, es decir el desarrollo 
del software y la adecuación del hardware necesario para la implementación del 
proyecto, en esta sección se mostrarán: diagramas de flujo, diagramas de secuencia, 
interfaces,  entre otros. 
En el capítulo cuatro se detallará el análisis del sistema, es decir, se desarrollaran las 
pruebas, resultados, análisis de error y análisis de costos. 
Adicionalmente se incluyen las conclusiones y recomendaciones que se obtuvieron 
del proyecto. 
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CAPÍTULO 1 
PLANTEAMIENTO DEL PROBLEMA 
1.1. Problema a resolver 
Diariamente se realizan préstamos de equipos e instrumentos a estudiantes de la 
carrera para que realicen prácticas académicas en los laboratorios de Electrónica de 
la Universidad Politécnica Salesiana sede Quito Campus Sur. 
Ante esta situación se presentan inconvenientes tales como:  
• Lentitud al momento de registrar y entregar los equipos a los estudiantes 
• Falta de coordinación en el registro de los equipos y estudiantes 
• Posibilidades de pérdidas de equipos y materiales debido a que no existen avisos 
o alarmas de registros de estos en la bitácora. 
• Complicación de tiempos al momento de realizar prácticas ya que no son 
entregados rápidamente. 
El análisis, desarrollo e implementación de este proyecto de tesis tiene como 
finalidad optimizar el proceso y permitir un control automático de los registros de 
manera digital. 
1.2. Justificación 
Actualmente el préstamo de equipos e instrumentos en los Laboratorios de 
Electrónica de la Universidad Politécnica Salesiana Quito Campus Sur se lo realiza a 
través de un registro manual en una bitácora, ocasionando lentitud en el servicio, 
falta de coordinación con la entrega y alta probabilidad de pérdida de los mismos, 
por esta razón es necesario contar con un sistema que permita agilizar el proceso de 
registro de préstamos de los equipos e instrumentos disponibles en los Laboratorios 
de Electrónica, permitiendo conocer qué equipos o instrumentos se encuentran 
disponibles y qué personas se encuentran utilizándolos.  
El sistema debe formar parte de la Universidad Politécnica Salesiana Quito Campus 
Sur teniendo en cuenta que la base de datos de los alumnos puede ser proporcionada 
por la Universidad, con lo que el registro de los equipos e instrumentos pueden ser 
generados como parte de este proyecto de implementación. 
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1.3. Objetivos 
1.3.1. Objetivo General 
Implementar un módulo registrador de códigos inalámbrico por medio de una 
aplicación móvil, comunicación inalámbrica y software de administración de datos 
para optimizar el préstamo de los equipos en los Laboratorios de Electrónica en el 
Campus Sur de la Sede Quito de la Universidad Politécnica Salesiana. 
1.3.2. Objetivos Específicos 
• Implementar una base de datos con un diseño óptimo para el registro de 
estudiantes y equipos de los Laboratorios de Electrónica de la Universidad 
Politécnica Salesiana Campus Sur. 
• Desarrollar un software móvil en la plataforma Android amigable al 
administrador que permita registrar la orden de préstamo de equipos, leer códigos 
de barras, y se  conecte de manera inalámbrica con el software de administración.  
• Diseñar e implementar un software de administración que permita la 
interoperabilidad entre el usuario, el dispositivo móvil Android y el prototipo de 
hardware Arduino.  
• Implementar un prototipo hardware Arduino que permita a los estudiantes 
consultar multas y revisar la resolución de solicitudes a través de una 
comunicación inalámbrica con el software de administración. 
1.4. Alcance 
El sistema estará compuesto por tres partes: 
1. Dispositivo móvil: 
• La aplicación móvil en base al sistema operativo Android tendrá la interfaz como 
administrador la cual integrará las funciones de: lectura y registro de equipos del 
laboratorio. 
2. Dispositivo fijo: 
• Estará basado en la arquitectura Arduino y será utilizado como módulo para 
realizar consultas de multas y visualizar resolución de solicitudes. 
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3. Software de administración: 
• Estará encargado de administrar la interoperabilidad entre el usuario, el 
dispositivo móvil y el prototipo fijo. 
• Tendrá las características y funciones de manejo de base de datos, consultas e 
interfaz con el usuario.  
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CAPÍTULO 2 
MARCO TEÓRICO 
En este capítulo se analizará el marco teórico relacionado con el tema de titulación, 
de igual modo, se estudiaran los fundamentos teóricos en los que se establece el 
diseño y programación del software del módulo registrador de códigos inalámbrico 
por medio de una aplicación móvil, comunicación inalámbrica y software de 
administración de datos para la optimización del préstamo de equipos del 
Laboratorio de Electrónica de la Universidad Politécnica Salesiana Quito Campus 
Sur. 
2.1. Base de datos 
2.1.1. Definición 
La base de datos es una recopilación de información vinculada entre sí, a la vez que 
son ordenadas y puestas en archivos para su posterior lectura y manejo por alguna 
institución o compañía. Los datos creados en la base se encuentran en formato digital 
en servidores de base de datos. 
2.1.2. Sistemas de gestión de base de datos 
Un sistema de gestión de base de datos es un grupo  de programas informáticos que 
permiten guardar, cambiar, copiar y analizar los archivos de la base de datos. Se 
puede acceder como usuario a los datos y utilizar herramientas de interrogación y 
creación de informes. 
Las características principales con las que cuentan estos sistemas son:  
• Añadir nuevos archivos o registros. 
• Quitar archivos o registros. 
• Restauración de información. 
• Custodiar la seguridad de la información. 
• Crear respaldados 
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Habitualmente se introducen datos por medio de lenguajes de interrogación o 
lenguajes de alto nivel que facilitan el manejo de la información. Los sistemas de 
gestión de base de datos son necesarios para establecer un área de negocio o de 
almacenamiento de forma digital, ordenada y con respaldo. 
Los sistemas de gestión de base de datos son programas utilizados como interfaz 
entre el usuario, la base de datos y las aplicaciones que las utilizan. Principalmente 
cumplen con funciones para el manejo correcto, adecuado y ordenado de la 
información. Por ejemplo: 
Microsoft SQL Server 
Microsoft SQL Server encargada de administrar los recursos, actuando como punto 
de control de la utilidad y basado en el modelo relacional. 
Una de las ventajas de utilizar Microsoft SQL Server es que soporta y es compatible 
con sistemas operativos como Android y servidores Web,  también por su 
rendimiento, escalabilidad y seguridad ya que fue pensada para venderse y ganar 
dinero, otra gran ventaja es la aceptación de los usuarios al momento de instalar, usar 
y administrar. 
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A continuación en la Tabla 1 se detallará un cuadro comparativo entre dos sistemas 
de gestión de base de datos: 
Tabla 1.                  
Comparación entre sistemas de gestión de base de datos 
Características MySQL SQL Server 
Límite de la base de datos 
Limitado por el 
sistema 
Limitado por el 
sistema 
Transacciones Si Si 
Servicio de reportes No Si 
Vistas Si Si 
Limitación con gran 
cantidad de datos 
Si No 
Escalabilidad, estabilidad y 
seguridad 
No Si 
Soporta procedimientos 
almacenados 
No Si 
Permite trabajar modo 
cliente-servidor 
No Si 
Entorno gráfico de 
administración 
No Si 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
2.2. Código de barras 
2.2.1. Definición 
El código de barra es un código gráfico fundamentado en líneas y espacios vacíos 
entre sí de distintos tamaños utilizados para registrar información que puede ser leída 
por un scanner laser específico. 
El primer sistema de código de barras fue inventado el 20 de octubre de 1949 por 
Norman Woodland y Bernard Silver, se realizó con un centro (bulls's eye code) 
creado a través de un orden de círculos concéntricos. Una cinta llevaba los artículos 
para ser leídos por una foto localizador. 
 8 
 
El código de barras consta con dos atributos esenciales en su funcionamiento: la 
velocidad y la protección en transferencia de datos, un ejemplo claro puede ser la de 
un código con veinte caracteres que puede descifrarse y transmitirse a un computador 
en un promedio de un segundo, así se puede ahorrar tiempo y recursos en 
comparación con el método tradicional de registrar por bitácora. 
2.2.2. Primera implementación 
En el año de 1961 surge el primer escáner fijo de código de barras por la compañía 
Sylvania General Telephone, instrumento que leía barras de colores: azul, rojo, negro 
y blanco, registrando furgones de tren de ferrocarriles. En el año 1967 la Asociación 
Estadounidense de Ferrocarriles o AAR utilizaron los códigos de barras para el 
registro del transporte de embarques, pero no subsistió por mucho tiempo por la 
carencia de soporte en los afiches con los códigos de barras. 
Entre los años 60 y 70 se dio uso del sistema de código de barras para supervisar 
información y en el año 1969 Rust-Oleum utilizó el código de barras vinculado a un 
computador realizando soporte de inventarios e impresión de informes de embarques. 
Y finalmente desde el año 1980 se empezó a utilizar en el comercio cotidiano y así la 
población se identificó con su uso por la utilidad y precisión, expandiéndose en otros 
negocios afines como el sector de la salud mundial administrando los suministros 
médicos. 
2.2.3. Estándares internacionales para el uso de código de barras 
Se define un estándar como un modelo, patrón, tipo, referencia o norma por ser 
habitual o corriente. 
Una gran ventaja de utilizar estándares es la posibilidad de hallar en el mercado 
muchas opciones a escoger con diversas propiedades y que satisfacen las principales 
características necesarias, lo que mejora la oferta y reduce su precio. 
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 Características utilizadas en un sistema estándar: 
• Garantía de continuidad: un cambio en el estándar implica un cambio en el 
mercado lo cual generaría una situación caótica. 
• Una traducción única: la utilización de características comunes. 
• Reducción del margen de error: dado a que todo el mercado se guía por el mismo 
parámetro. 
2.2.3.1. Uniform Code Council (UCC) 
El UCC es una organización estadounidense que en 1973 adoptó el código de barras 
denominado UPC (Código Universal de Producto), creado para identificar productos 
de origen americano. 
En la actualidad UCC abarca aproximadamente 300.000 compañías en calidad de 
miembros. 
2.2.3.2. GS1 Global 
Con el paso del tiempo las organizaciones en representación de países no europeos 
como Japón y Australia se unieron a la iniciativa de la EAN (Asociación Europea de 
Codificación de Artículos), tomando el nombre de Asociación Internacional de 
Codificación de Artículos, EAN Internacional y finalmente GS1 Global. 
Hoy en día más de 1,3 millones de compañías alrededor del mundo participan en el 
desarrollo del sistema estándar GS1, a través de una red internacional de 112 
organizaciones que representan 150 países de todos los continentes. Esta red 
internacional se encarga del desarrollo, promoción y administración del sistema.   
2.2.4. Ambientes de aplicación del código de barras 
Los ambientes de aplicación del código de barras se pueden dar principalmente en la 
identificación de productos, en el siguiente gráfico se muestra esta vinculación: 
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Entorno para la aplicación de códigos de barras 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1. Ambientes de aplicación de código de barras. 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
2.2.5. Ventajas de utilizar la tecnología de código de barras en el proyecto 
• Posibilidad de vincular un equipo o instrumento del laboratorio de electrónica 
con un sistema de manejo de datos. 
• Reducción del tiempo de identificación de equipos e instrumentos en la entrega a 
estudiantes. 
• Evitar errores de asignación de instrumentos y equipos. 
El sistema de código de barras  como supervisión informático disminuye 
radicalmente la necesidad de escritura manual de archivos y a la vez anula la 
probabilidad de fallos que proviene de esta tarea. 
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2.2.6. Formato del código de barras 
Configuración del código de barras. 
 
       Zona de silencio  Patrón de inicio    Caracteres de datos + Carácter verificador del símbolo       Carácter Stop  Zona de silencio 
     
 
 
Figura 2. Formato del código de barras. 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
• Zona de silencio: es el espacio en blanco al inicio y al final de un código de 
barras que permiten al lector electrónico identificar donde inicia y termina el 
símbolo. 
• Patrón de inicio: establece el prototipo o conjunto de representaciones que se 
simbolizan. 
• Caracteres de datos: pertenece a la información relacionada con el producto, así 
como la identificación de la empresa, referencia del producto, precio en el 
mercado, fecha máxima de entrega, etc. Estos datos también se representan en los 
caracteres humanamente legibles (código). 
• Carácter verificador del símbolo: es el carácter que junto con el de inicio define 
la simbología estándar, se puede usar como separador de campos cuando en un 
símbolo se concatenan varios campos de longitud variable. 
• Carácter de parada: carácter auxiliar que indica el final del símbolo del código de 
barras. 
2.2.7. Tipos de códigos de barras 
2.2.7.1. Código 39 
También se le conoce como Código USD-3 o Código 3/9. Es bidireccional, auto 
controlado, discreto y no tiene límite de longitud. El Código 39 dispone de un juego 
de 44 caracteres que incluye números (de 0 a 9), letras (desde A hasta Z) y los 
caracteres especiales siguientes: /*-.+$%. Cada carácter se representa mediante 5 
barras y 4 espacios. De estos 9 elementos, 3 son anchos y los otros 6 estrechos. Al 
final del mensaje se puede añadir un carácter de control.  
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2.2.7.2. Código 128 
El Código 128 es un símbolo alfanumérico de muy alta densidad. Se trata de un 
código continuo, de longitud variable, bidireccional y auto controlado. El carácter de 
control, calculado por el algoritmo Modulo 103, se coloca al final del mensaje, antes 
del carácter de fin. 
Cada símbolo contiene 11 módulos blancos o negros. Cada carácter está compuesto 
por 3 barras y 3 espacios.  
El Código 128 dispone de 106 caracteres, interpretables de 3 formas diferentes, 
según el juego de caracteres escogido (A, B o C).  
• El juego A incluye todos los caracteres alfanuméricos estándar en mayúsculas, 
más de los caracteres de comando y los caracteres especiales. 
• El juego B incluye todos los caracteres estándar en mayúsculas y minúsculas, 
más los caracteres especiales. 
• El juego C incluye números con decimal comprendidos entre 00 y 99 (ambos 
incluidos), con lo que se puede duplicar la densidad del mensaje codificado. 
Este código es el más importante ya que se usa en nuestro proyecto, fue esencial 
utilizar este código por que los carnets estudiantiles de la Universidad Politécnica 
Salesiana tienen impreso su número de cédula con este tipo de código de barras. 
2.2.7.3. Código 49 
Perfeccionado por David Allais en 1987 para cubrir la necesidad de enviar grandes 
conjuntos de información en un símbolo muy pequeño, el código 49 logra esto con el 
uso de una serie de símbolos de códigos de barras colocadas una encima de otra y 
cada símbolo puede tener entre dos hasta ocho filas. 
2.2.7.4. Matriz de datos 
Existen simbologías de matriz de dominio público que han ganado aceptación como 
por ejemplo: código QR (Denso, Japón), MaxiCode (servicio de mensajería unida) y 
Code (Andy Longacre, Welch Allyn) Azteca. 
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2.3. Desarrollo de aplicaciones Android 
En esta sección se realizará una descripción del sistema operativo Android, sus 
principales ventajas, desventajas y su entorno de programación, por otra parte se 
incluirá el desarrollo de la aplicación móvil en la cual se encuentran implementadas 
las interfaces para el administrador y el usuario.  
2.3.1. Android 
Android es un sistema operativo el cual fue desarrollado inicialmente para tablet´s, o 
teléfonos inteligentes, basados en una versión modificada del kernel de Linux. 
Inicialmente desarrollado por la empresa Android Inc. y posteriormente comprada 
por Google. 
2.3.1.1. Arquitectura 
La arquitectura de Android se encuentra conformada por cuatro capas que están 
representadas en la Figura 3. 
Entre las principales características que se observan son que en su totalidad las capas 
están basadas en software libre, cada capa utiliza servicios brindados por sus 
anteriores y a su vez brinda los suyos propios a capas superiores. 
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Esquema del sistema Android.  
Inicio Contactos Teléfono Explorador ...
Administrador de 
paquetes
Administrador de 
telefonía
Administrador de 
recursos
Administrador de 
ubicaciones
Administrador de 
notificaciones
Administrador de 
Actividades
Administrador de 
Ventanas
Proveedor de 
contenidos
Vista del sistema
Librería del Núcleo
Máquina Virtual
Administrador de 
Superficies
SQLiteArmazón de media
OpenGL | ES Web KitFree Type
SGL LibCSSL
Controladores de 
pantalla
Controladores 
Binder (IPC)
Controladores de 
memoria Flash
Controladores de la 
cámara
Controlador de 
teclado
Gestión de energía
Controlador de 
Audio
Controlador de Wifi
 
Figura 3. Arquitectura de Android 
Fuente: (Software de Comunicaciones, 2014) 
 
2.3.2. Componentes de las aplicaciones Android 
2.3.2.1. Servicios 
Son los elementos de la aplicación que corren en segundo plano, esto significa que 
son transparentes para el usuario. Los servicios modifican los datos y las actividades 
accionando las notificaciones. Ejecutan la aplicación de modo que aunque se 
produzcan errores en las actividades funcione de modo adecuado. 
2.3.2.2. Actividades 
En cada una de las pantallas respectivas de una aplicación se utilizan views (vistas) 
como módulos en donde se indica la información y la interfaz con el usuario. 
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2.3.2.3. Proveedores  de contenidos 
Son depósitos de datos asociados donde se tramitan las bases de datos para las 
aplicaciones. 
2.3.2.4. Intenciones 
Son mecanismos que dan paso de avisos designados para ciertas Actividades, 
Servicios o a todo el sistema.  
2.3.2.5. Notificaciones 
Son artilugios que permiten a las aplicaciones mostrar información para los usuarios, 
sin entorpecer a la Actividad en primer plano. 
2.3.3. Manifiesto de la aplicación 
La aplicación contiene un fichero de Manifiesto llamado: AndroidManifest.xml. 
En el manifiesto se determina la configuración y elementos de la aplicación, además 
contiene un nodo raíz y un nodo para cada género de sus elementos, se incluye 
depuradores de intenciones y autorizaciones resolviendo como relacionarse con otras 
aplicaciones. 
• Nodo raíz manifest: muestra el alias del paquete  de la aplicación. 
• Nodo application: indica metadatos de la aplicación (título, icono, tema). 
Incluye los nodos de actividades,  transacciones, provisor de argumentos  y 
destinatario  de broadcast. 
2.3.4. Aplicaciones 
Las aplicaciones en la plataforma Android no se asemejan a las aplicaciones en los 
otros sistemas operativos comunes, ya que habrá una actividad en primer plano que 
utiliza toda la pantalla. 
Las aplicaciones están compuestas por actividades o pantallas. Al iniciar una nueva 
aplicación, se sitúa en primer plano y posterior a esto las actividades se colocan una 
encima de otra formando una pila de actividades. 
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El botón retroceder (Back) (←) cierra la actividad en primer plano y recupera la 
aplicación de cumbre de la pila en ejecución (finalizando la aplicación que se 
encuentra corriendo). 
Esquema de aplicaciones. 
Nueva Actividad Actividad Operativo
Última Actividad Operativa
Actividad Previa
Pila de actividades
Se remueve a los 
recursos libres
Nueva actividad 
inicia
Se aplastó el botón 
de retorno o la 
actividad se cerró
 
Figura 4. Aplicaciones   
Fuente: (Grupo de Sistemas y Comunicaciones, 2009) 
 
2.3.5. Árbol de preferencias de procesos 
2.3.5.1. Preferencia alta 
• Procesos visibles: son visibles pero no en uso, un ejemplo puede ser el ser 
ocultos por otra actividad. Hay pocos procesos visibles y se depuran solo en 
requerimientos supremos. 
• Procesos de servicios arrancados: son métodos que tienen como misión seguir 
funcionando pese a que no disponga de interfaz visible. Estos métodos se 
depuran solo en requerimientos extremos. 
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2.3.5.2. Preferencia baja 
• Procesos de fondo: permiten albergar actividades que no se encuentran en las 
categorías anteriores, existen demasiadas preferencias iguales y se las depura 
cuando se requieren recursos para el resto de métodos. 
• Procesos vacíos: el sistema operativo Android sustenta en la memoria las 
aplicaciones que han finalizado, para poder utilizarlas nuevamente sin utilizar 
muchos recursos y se les depura repetitivamente. 
Esquema de preferencia baja.  
Prioridad Crítica
Alta Prioridad
Baja Prioridad
 
Figura 5. Preferencias de proceso en la aplicación 
Fuente: (Grupo de Sistemas y Comunicaciones, 2009) 
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Esquema de funcionamiento de una actividad.  
ARRANCA
CORRIENDO
1. onCreate()
2. onStart()
3.onRestoreInstanceState()
4. onResume()
PAUSADOPARADO
DESTRUIDO
1. onResume()
2. onStart()
4. onRestart()
onDestroy() o 
<Proceso muerto>
<Proceso muerto>
1. onSaveInstanceState()
2. onStop()
1. onResume()
 
Figura 6. Estados de una actividad 
Fuente: (Grupo de Sistemas y Comunicaciones, 2009) 
 
2.3.6. Tipos de recursos 
Existen algunos tipos de recursos que están dentro de la carpeta de recursos (res), que 
se precisan en archivos XML instalados en una determinada subcarpeta y son los 
siguientes: 
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Tabla 2.                    
Tipos de recursos Android 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
2.3.7. Versión de Android utilizada en el proyecto de titulación 
Actualmente existen 12 versiones estables del sistema operativo Android que se han 
destacado cada uno desde el año 2008 hasta la actualidad. 
Para entender la magnitud de los teléfonos inteligentes con sus distintas versiones de 
sistema operativo Android se presenta la Figura 7, en donde se muestra la versión y 
cantidad de dispositivos a mundial: 
 
 
 
 
 
 
RECURSOS: CARACTERÍSTICAS: 
Valores Simples 
Recursos tipo String, colores y dimensiones y pueden 
contener elementos: 
px, in, mm, pt, dp, sp 
Recursos Dibujables 
Archivos con dibujos, tipo bitmaps o dibujos 
agrandables y un ejemplo es: 
Ícono que se da a la aplicación. 
Animaciones 
Para producir animaciones espontáneas sobre uno o 
varios dibujos que se crean en un archivo XML, algunos 
ejemplos son: 
Rotaciones, movimientos y estiramientos. 
Menús Un menú da opciones y existen tres clases de menús: Menú de opciones, menú contextual y submenú. 
Diseños 
Se desarrolla en un archivo XML e internamente del 
mismo se precisan los elementos que lo determinan: 
Views, ViewGroups. 
Estilos 
Es una o más propiedades que se utilizan para un 
elemento, empleando los patrimonios para interactuar en 
la pantalla. Dentro de los estilos hay elementos tipo: 
Strings, colores y referencias a otros recursos. 
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Diagrama circular versiones Android. 
 
Figura 7. Versiones de Android en el mundo 
Fuente: (Android Developers, s.f) 
 
 
La aplicación desarrollada para el proyecto de grado, puede correr desde la versión 
Gingerbread hasta la actual que sería Lollipop. 
Es viable realizar una aplicación desde una versión estable que sea muy utilizada, ya 
que pueden existir usuarios con celulares no muy actuales y con versiones de 
Android antiguas. El software puede correr en versiones superiores pero no en 
inferiores, ya que en cada evolución del sistema operativo tiende a usarse la misma 
base del sistema anterior para mejorar. 
2.4. Desarrollo de aplicaciones Arduino 
2.4.1. Definición 
Arduino es una herramienta instituida en una placa con un microcontrolador para 
crear aplicaciones electrónicas, las cuales puedan detectar y controlar más el entorno 
físico que un computador de escritorio. Es una plataforma de hardware libre, basada 
en una placa con un microcontrolador y un entorno de desarrollo para escribir el 
software para la placa. (Arduino SA, s.f) 
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2.4.2. Ventajas 
Arduino al igual que muchas otras plataformas basadas en circuitos integrados 
programables ofrece la funcionalidad de reducir el código de programación, con el 
uso de librerías  específicas para el microcontrolador y poder presentarlos en un 
paquete fácil de usar. Pero además de esto Arduino ofrece algunas ventajas como 
son: 
• Multiplataforma  
• Económico 
• Entorno de programación simple 
• Software de código abierto y extensible 
• Hardware de código abierto y extensible 
2.4.2.1. Arduino Due 
El Arduino Due es la primera placa en ser diseñada para soportar un 
microcontrolador con núcleo ARM de 32 bits, el Atmel SAM3X8E ARM Cortex-
M3.  
En comparación con otras tarjetas Arduino las cuales se encuentran operando a un 
voltaje de 5V, la tarjeta Arduino Due trabaja con 3.3V. La tarjeta puede ser 
energizada directamente desde su conexión USB o a través de una fuente externa.  
En lo referente a comunicaciones ya sea con un computador, otro Arduino,  
microcontroladores u otros dispositivos, esta tarjeta se encuentra en la capacidad de 
manejar comunicación serial, I2C (TWI) y SPI. 
El Arduino Due posee dos interfaces para realizar la carga de sketches (archivos con 
los códigos de programación), estas interfaces son: puerto programable y puerto 
nativo. Aunque ambos puertos sirven para realizar la programación de la tarjeta, 
Arduino recomienda que se utilice el puerto programable. 
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Entre las principales características que nos ofrece la tarjeta Arduino Due tenemos: 
Tabla 3.                
Características principales de la tarjeta Arduino Due. 
Microcontrolador AT91SAM3X8E
Voltaje de entrada 7-12 VDC
Voltaje de operación 3.3 VDC
Pines Digitales I/O 54
Pines Análogos de salida 2
Pines Análogos de entrada 12
Memoria Flash 512 KB
SRAM 96 KB
Velocidad de reloj 84    Hz
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha.   
  
Vista superior de tarjeta Arduino Due. 
 
Figura 8. Arduino Due 
Fuente: (Arduino SA, s.f) 
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2.4.2.2. Arduino Mega 2560 
El Arduino Mega 2560 se encuentra basado en un microcontrolador con núcleo AVR 
de 8 bits, el Atmel ATmega2560.  
Esta tarjeta se opera a 5 voltios, puede ser energizada directamente desde su 
conexión USB o a través de una fuente externa.  
En lo referente a comunicaciones ya sea con un computador, otro Arduino u otros 
microcontroladores esta tarjeta se encuentra en la capacidad de manejar 
comunicación serial, I2C (TWI) y SPI.  
El Arduino Mega 2560 viene precargado con un gestor de arranque el cual permite 
subir sketches sin la necesidad de utilizar programadoras externas; existe otra 
posibilidad de subir nuevo código y es a través de los pines ICSP y utilizando 
hardware adicional. 
Entre las principales características que nos ofrece esta tarjeta tenemos: 
Tabla 4.                 
Características principales de la tarjeta Arduino Mega 2560 
Microcontrolador ATmega2560
Voltaje de entrada 7-12 VDC
Voltaje de operación 5 VDC
Pines Digitales I/O 54
Pines Análogos de entrada 16
Memoria Flash 256 KB
SRAM 8 KB
Velocidad de reloj 16 MHz
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha.    
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Vista superior de tarjeta Arduino Mega 2560 R3 
 
Figura 9. Arduino Mega 2560 R3 
Fuente: (Arduino SA, s.f) 
 
2.4.2.3. Arduino WiFi Shield 
El Arduino WiFi Shield es la tarjeta cuya función es la de permitir la conexión a 
internet usando la especificación inalámbrica 802.11 (WiFi). La placa se encuentra  
formada principalmente por dos microcontroladores: el HDG204 y el  
AT32UC3A1512.  
El modulo utiliza los estándares 802.11b/g para la transmisión de datos sobre la red 
inalámbrica. En lo referente a seguridad en el envío de datos sobre la red, el módulo 
ofrece dos tipos de encriptaciones las cuales son: WEP y WPA2.  
Adicionalmente el modulo consta de un slot para tarjetas micro-SD, con la cual se 
puede almacenar archivos para su uso posterior. 
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Vista superior de tarjeta Arduino WiFi. 
 
Figura 10. Arduino WiFi Shield 
Fuente: (Arduino SA, s.f) 
 
2.4.2.4. Módulo TFT LCD 
El módulo se encuentra conformado por tres partes fundamentales las cuales son:  
• La pantalla plana de 4.3 pulgadas la cual utiliza la tecnología TFT LCD y que 
es operada por el controlador SSD1963. 
• El módulo de pantalla táctil de tipo resistivo y es operado por el controlador 
XPT2046. 
• El módulo de tarjeta SD. 
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Pantalla TFT 
 
 
Figura 11. Pantalla TFT, vista frontal y posterior 
Fuente: (ELEC Freaks, 2012) 
 
2.4.2.5. Comunicación I2C 
El protocolo de comunicación I2C es un estándar el cual permite que 
microcontroladores, memorias y otros dispositivos puedan intercambiar información 
entre ellos por medio de dos líneas de señal y una de tierra; esta última línea a veces 
no es necesaria ya que estos circuitos se encuentran embebidos en la misma placa y 
están compartiendo el mismo circuito impreso. 
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Las señales que se trasmiten por el bus I2C son: 
• SDA (System Data) 
• SCL (System Clock) 
• GND  
Este protocolo se encuentra basado en una arquitectura maestro-esclavo como se 
puede  observar esquemáticamente en la siguiente figura: 
Esquema de comunicación I2C 
 
Figura 12. Conexión bus I2C 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
2.5. Desarrollo de aplicaciones en Visual Studio. 
2.5.1. Definición: 
Visual Studio es un grupo completo de herramientas de desarrollo para la producción 
de Servicios Web XML, aplicaciones web ASP.NET, aplicaciones de escritorio y 
aplicaciones móviles. Visual C#, Visual Basic y Visual C++; todos utilizan el mismo 
entorno de desarrollo integrado (IDE), que habilita el uso compartido de 
herramientas y hace más sencilla la creación de soluciones en varios lenguajes. 
Dichos lenguajes utilizan las funciones de .NET Framework, las cuales ofrecen 
acceso a tecnologías clave para simplificar el desarrollo de aplicaciones web ASP y 
Servicios Web XML.  
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Esquema ASP.NET 
 
Figura 13. ASP.NET conexiones. 
Fuente: (Scott Hanselman blog, 2015) 
 
Para el desarrollo del servicio principal de este proyecto de grado que comunica, 
consulta, revisa y registra equipos o materiales del Laboratorio de Electrónica con los 
dispositivos externos Android y Arduino, se utiliza Visual Studio. 
 
2.5.2. ASP.NET 
ASP.NET es un modelo de desarrollo Web unificado que incluye los servicios 
necesarios para crear aplicaciones Web con el código mínimo. ASP.NET forma parte 
de .NET Framework y al codificar las aplicaciones ASP.NET tiene acceso a las 
clases en .NET Framework. El código de las aplicaciones puede escribirse en 
cualquier lenguaje compatible con el Common Language Runtime (CLR), entre ellos 
Microsoft Visual Basic, C#, JScript .NET y J#. Estos lenguajes permiten desarrollar 
aplicaciones ASP.NET que se benefician del Common Language Runtime, seguridad 
de tipos, herencia, etc. 
En el caso de nuestro proyecto de grado ASP.NET es el que procesa toda la 
información entrante y saliente del sistema, para ello se ha utilizado el patrón de 
arquitectura  en programación MVC y el método de desarrollo REST. 
2.5.3. MVC 
MVC (Modelo Vista Controlador) es un patrón de arquitectura que ayuda a crear una 
separación lógica entre el modelo (la lógica de acceso a datos), la vista (la lógica de 
presentación) y el controlador (la lógica de negocio). 
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ASP.NET MVC se concibió como alternativa a Web Forms y proporciona un modelo 
de programación. Entre sus principales características destacan su completa 
integración con pruebas unitarias y su separación más clara entre la lógica de 
presentación, la lógica de negocio y la lógica de acceso a datos. 
2.5.4. REST 
REST (Transferencia de Estado Representacional), es un método de desarrollo web 
que se apoya totalmente en el estándar HTTP. 
REST nos permite crear servicios y aplicaciones que pueden ser usadas por cualquier 
dispositivo o cliente que entienda HTTP, por lo que es increíblemente más simple y 
convencional que otras alternativas que se han usado en los últimos diez años como 
SOAP y XML-RPC. 
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CAPÍTULO 3 
IMPLEMENTACIÓN DEL PROYECTO 
En el presente capítulo se examina la parte de los equipos empleados para establecer 
el servicio de préstamo y devolución de equipos en los laboratorios de electrónica de 
la Universidad Politécnica Salesiana Campus Sur.  
El proceso de examinación de los equipos y su funcionamiento se dará con 
diagramas de bloque, diagramas de flujo, diagramas de secuencia. 
3.1. Características específicas empleadas en el proyecto 
El sistema de préstamo de equipos y materiales se basa en un software de 
administración el cual se ejecuta en el computador del Coordinador de los 
laboratorios, siendo este el procesador de datos principal para establecer el servicio, 
existen dos equipos externos que se comunican de manera inalámbrica (WiFi) al 
computador. Uno de ellos es el teléfono inteligente con sistema operativo Android, 
quien se encargara del proceso de leer y enviar los datos de los materiales y equipos. 
Por último está un módulo que consta con una tarjeta Arduino cuya función es 
abastecer de información a los estudiantes de las multas y solicitudes pendientes. 
3.2. Diseño del proyecto 
Para el diseño del proyecto se tomó en cuenta como era el proceso anterior, donde se 
realizaba todo de forma textual. Al implementar este proyecto se digitalizará y 
agilitará el proceso de préstamo de equipos y materiales, para ello se requería obtener 
bases de datos de laboratorios, estudiantes, docentes de laboratorio, equipos y 
materiales. Con los requerimientos y necesidades se procedió a diseñar un software 
de administración el cual se encuentre interactuando de manera inalámbrica con los 
dispositivos que se encargaran de realizar las solicitudes de préstamo, recepción de 
equipos, visualización de multas y respuestas a las solicitudes de cada estudiante. 
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3.2.1. Base de datos 
El diseño del modelo de la base datos se lo realizo a partir de los requerimientos y 
funcionalidades del sistema, con lo cual se obtuvo el siguiente diagrama de base de 
datos. 
Diagrama de base de datos 
 
Figura 14. Modelo de la base de datos. 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
Tabla 5.                     
Descripción de la base de datos. 
Tabla Descripción 
TesisLab_Inventory_Resposible En esta tabla se registra al técnico docente con su respectivo laboratorio. 
TesisLab_Resposible En esta tabla se enlista la información de los técnicos docentes. 
TesisLab_Inventory En esta tabla se registra la información de los equipos y 
materiales. 
TesisLab_Lab En esta tabla se registran los laboratorios. 
TesisLab_Lend En esta tabla se enlista los préstamos y recepción de los equipos del laboratorio. 
TesisLab_Student_Request En esta tabla se registran las solicitudes de los estudiantes. 
TesisLab_Student_Fine En esta tabla se enlistan las multas de los estudiantes. 
TesisLab_Student En esta tabla se registra la información de los estudiantes. 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
TesisLab_Inventory
InventoryId int
LabId int
Name nvarchar(50)
Brand nvarchar(50)
Model nvarchar(50)
Serial nvarchar(50)
SerialImage varbinary(MAX)
Quantity int
Column Name Data Type
TesisLab_Inventory_Responsible
InventoryResponsibleId int
InventoryId int
ResponsibleId int
Column Name Data Type
TesisLab_Lab
LabId int
LabName nvarchar(50)
Column Name Data Type
TesisLab_Lend
LendId int
StudentId int
InventoryId int
Date date
Observation nvarchar(MAX)
Status bit
Column Name Data Type
TesisLab_Responsible
ResponsibleId int
ResponsibleName nvarchar(MAX)
Column Name Data Type
TesisLab_Student
StudentId int
StudentIdentification nvarchar(MAX)
StudentNames nvarchar(MAX)
StudentLastName nvarchar(MAX)
StudentPhoneNumber nvarchar(50)
StudentCelularPhoneNum... nvarchar(50)
Column Name Data Type
TesisLab_Student_Fine
StudentFineId int
StudentId int
FineDescription text
FineDate datetime
Column Name Data Type
TesisLab_Student_Request
StudentRequestId int
StudentId int
StudentRequestNumber nvarchar(50)
StudentRequestStatus bit
StudentRequestDate datetime
Column Name Data Type
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Se ha decidido usar los nombres en ingles debido a que el lenguaje de programación 
en el que se encuentran desarrollados el software de programación, base de datos y 
aplicación Android vienen por defecto en este idioma, y para no tener ningún tipo de 
conflictos con las frases, además se está utilizando el estilo CamelCase para la 
definición de tablas y atributos. 
3.2.2. Interfaces de usuario Software de Administración 
En la Figura 15 se muestra la interfaz la cual está compuesta principalmente por el 
botón Log in que sirve para autentificarse en el servicio web. 
Pantalla de inicio de software de administración 
 
Figura 15. Interfaz de usuario software de administración pantalla de inicio 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
 
En la Pantalla de acceso de software de administración. 
 se muestra la interfaz luego de haberse autentificado en el servicio web, podemos 
ver que está conformada por un botón de estudiantes en donde se realizará el ingreso 
o modificación de la información de los estudiantes, el siguiente botón será el de 
Laboratorios con el cual se ingresará o modificará la información de los materiales y 
equipos de los laboratorios, los responsables y los laboratorios, el siguiente botón es 
el de Usuarios con el cual se podrá creer usuarios los cuales interactuaran con el 
Software de Administración pero con ciertas restricciones a las funciones totales, por 
último se tiene el botón de Log off que sirve para cerrar sesión en el servidor web. 
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Pantalla de acceso de software de administración. 
 
Figura 16. Interfaz de usuario software de administración, pantalla de acceso 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
3.2.3. Diagramas de secuencia 
A continuación se detallará el funcionamiento del software de administración a partir 
de los diagramas de secuencia los mismos que se encuentran divididos en tres partes 
principales, Administrador, Técnico Docente y Alumno y estos a su vez se 
subdividen en sus respectivas actividades.  
3.2.3.1. Administrador, verificación de credenciales  
El cliente ingresará sus credenciales en el software de administración y se verificará 
si estos se encuentran correctos mediante el consumo de un método en el servicio 
web y este a su vez consultará a la base de datos. 
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Diagrama de secuencia administrador, inicio de sesión. 
Administrador
Software de 
Administración
Base de Datos
Iniciar Sección
Cliente
Existe usuario
Existe Usuario
Mensaje Respuesta
Procesar Respuesta
Mensaje Respuesta
 
Figura 17. Diagrama de secuencia administrador, verificación de credenciales 
Elaborado por: Pablo Jiménez & Danny Pucha. 
3.2.3.2. Administrador, administración de estudiantes 
El cliente enviará al software de administración una petición para agregar, consultar 
o modificar la información de un estudiante mediante el consumo de un método en el 
servicio web y este a su vez consultará a la base de datos. 
Diagrama de secuencia administrador, interfaz estudiantes. 
 
Figura 18. Diagrama de secuencia administrador, administración de estudiantes 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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3.2.3.3. Administrador, administración de laboratorios 
El cliente enviará al software de administración una petición para agregar, consultar 
o modificar la información de los equipos o materiales que se encuentren dentro de la 
base de datos mediante el consumo de un método en el servicio web. 
Diagrama de secuencia administrador, interfaz laboratorios. 
 
Figura 19. Diagrama de secuencia administrador, administración de laboratorios 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
3.2.3.4. Administrador, administración de usuarios 
El cliente enviará al software de administración una petición para agregar, o 
modificar un nuevo usuario el cual podrá interactuar con ciertas características del 
sistema mediante el consumo de un método en el servicio web. 
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Diagrama de secuencia administrador, interfaz usuario. 
 
Figura 20. Diagrama de secuencia administrador, administración de usuarios 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
3.2.3.5. Técnico docente, verificación de credenciales 
El cliente consultará al software de administración una petición realizada por la 
aplicación Android para verificar y validar las credenciales del usuario mediante el 
consumo de un método en el servicio web y este a su vez consultará a la base de 
datos. 
Diagrama de secuencia técnico docente, inicio de sesión. 
Técnico 
Docente
Software de 
Administración
Base de DatosCliente
Aplicación 
Android
Iniciar Sesión
Realizar 
Consulta
Existe 
Usuario
Existe Usuario
Mensaje Respuesta
Procesar
Información
Enviar
Información
Mensaje de 
respuesta
 
Figura 21. Diagrama de secuencia técnico docente, verificación de credenciales 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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3.2.3.6. Técnico docente, préstamo de equipos 
El cliente enviará al software de administración una petición realizada por la 
aplicación Android para agregar una solicitud de préstamo de equipos, mediante el 
consumo de un método en el servicio web y la actualización de la base de datos. 
Diagrama de secuencia técnico docente, interfaz de préstamo de equipos. 
Técnico 
Docente
Software de 
Administración
Base de DatosCliente
Aplicación 
Android
Realizar
Préstamo de
Equipos Enviar 
datos obtenidos
Enviar
datos obtenidos
Ingresar 
datos
Mensaje
De respuesta
Informar
Datos correctos
Informar
Datos correctos
Mensaje
De respuesta
 
Figura 22. Diagrama de secuencia técnico docente, préstamo de equipos 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
3.2.3.7. Técnico docente, recepción de equipos 
El cliente enviará al software de administración una petición realizada por la 
aplicación Android para agregar una solicitud de recepción de equipos, mediante el 
consumo de un método en el servicio web y la actualización de la base de datos. 
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Diagrama de secuencia técnico docente, interfaz de recepción de equipos. 
 
Figura 23. Diagrama de secuencia técnico docente, recepción de equipos 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
3.2.3.8. Estudiante, consulta de multas y solicitudes 
El cliente enviara al software de administración una petición realizada por el 
prototipo de hardware Arduino para la consulta de multas y estados de solicitudes 
mediante el consumo de un método en el servicio web y este a su vez consultará a la 
base de datos. 
Diagrama de secuencia estudiante, interfaz Arduino. 
 
Figura 24. Diagrama de secuencia estudiante, consulta de multas y solicitudes 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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3.2.4. Diagramas Arduino 
A continuación se detalla el funcionamiento del prototipo de hardware Arduino a 
partir de los diagramas de flujo, y este a su vez se subdividen en sus respectivas 
actividades ya que se encuentra manejando una topología maestro esclavo.  
3.2.4.1. Diagrama de flujo, código Arduino maestro 
La programación que se realiza en el software Arduino se encuentra en función de 
dos factores importantes para su correcto desempeño los cuales son: el documento de 
identidad que sea ingresado a través de la pantalla táctil al hardware Arduino y de la 
información que sea devuelta por el software de administración que se encuentra 
interactuando con la base de datos. 
Al analizar el diagrama de flujo mostrado en la Diagrama de flujo, tarjeta Arduino 
maestro. 
 se observa que al iniciar la tarjeta Arduino que se encuentra configurada como 
maestro de la red I2C lo primero que realiza es cargar las librerías necesarias para 
poder interactuar con el hardware adicional que se encuentra montado en la placa 
como son: la pantalla táctil y sus periféricos y el bus de comunicación I2C. A 
continuación de haber cargado estas librerías se tiene que configurar todos los 
parámetros necesarios para poder interactuar con el hardware antes mencionado, esto 
quiere decir, el definir los pines a ser usados para la comunicación, los pines que se 
encontraran manejando la pantalla táctil y sus periféricos. 
Adicionalmente se configura un pin digital (pin 8), para ser usado como un punto de 
control de información, es decir, que debe informar al sistema si la información que 
se necesita desplegar en la pantalla se encuentra lista para mostrarse al usuario final o 
todavía se encuentra procesando la información  
Siguiendo con el diagrama se puede observar que el código ingresa un lazo el cual se 
encontrara ejecutándose de manera ordenada y repetitiva, este lazo se encuentra 
conformado por tres partes en los cuales siempre se inicia limpiando la pantalla, ya 
que se va a desplegar nueva información, a continuación de realizar esta acción se 
procede a llamar a las subrutinas pantalla_A, pantalla_B, y pantalla_C, las cuales se 
encuentran detalladas más adelante. 
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Diagrama de flujo, tarjeta Arduino maestro. 
INICIO
• Declara pin 8 como entrada
• Iniciar pantalla LCD
• Iniciar tactil
• Iniciar tarjeta SD
• Establecer presicion de tactil
• Crear las intancias de los botones a ser 
usados
• Declarar tipos, colores, tamanos de texto
• Incorporar librerias: tinyFAT, UTFT, 
UTFT_tinyFAT, Utouch, 
UTFT_Buttons, Wire
• Configurar parametros de: pantalla, tactil, 
botones, tarjetaSD
• Inicializar variables globales
Seleccion=0
Seleccion=0
Pantalla_A
Seleccion = 1
SI
Seleccion=1
Limpiar pantalla
Pantalla_B
Seleccion=2
SI
NO
Limpiar pantalla
Seleccion = 2
Pin 8 = 1
Limpiar pantalla
Pantalla_C
Seleccion = 0
Limpiar pantalla
Consultando 
espere...
• Esperar 2000mS
• Seleccion = 2
SI
NO
SI
NO FIN
 
Figura 25. Diagrama de flujo de código en Arduino maestro 
Elaborado por: Pablo Jiménez & Danny Pucha. 
3.2.4.2. Diagrama de flujo, código subrutina pantalla_A 
A continuación se muestra el proceso que realiza la subrutina pantalla_A en el 
diagrama de flujo.  
Esta subrutina tiene como objetivo principal desplegar en la pantalla táctil un botón 
de inicio de la aplicación, este botón al ser presionado debe borrar cualquier 
contenido que posea la variable que almacenará el número de cédula que el usuario 
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haya ingresado con anterioridad, como se puede analizar todo este código se 
encuentra operando en un lazo while, esto quiere decir que mientras no se presione el 
botón “Consultar”, la secuencia del programa no podrá seguir avanzando. 
Como se observa tanto en esta subrutina como en las que se presentaran a 
continuación siempre se está ejecutando comandos de habilitar y deshabilitar los 
botones, esto se lo realiza ya que al pasar a otra pantalla algunos de los botones 
podrían interferir con la interacción del usuario con lo cual resultaría incómodo y 
para nada óptimo. 
Diagrama de flujo, tarjeta Arduino maestro (primera subrutina). 
pantalla_A
• Desabilitar botones: numeros, 
borrar, siguiente, aceptar
• Habilitar boton “b_pan_A”
• Dibujar boton “b_pan_A” 
• Variable pausa = 0
Se presiono el 
boton “b_pan_A”
SI
• Desabilita boton “b_pan_A”
• Vaciar array “stCurrent”
• Establecer variable pausa = 1
• Pausa=0 NO
Pausa = 0
Fin
Regreso al programa 
principal
NO
SI
 
Figura 26. Diagrama de flujo subrutina pantalla_A 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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Imagen tarjeta Arduino maestro (primera subrutina). 
 
Figura 27. Pantalla subrutina pantalla_A 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
3.2.4.3. Diagrama de flujo, código subrutina pantalla_B 
Esta subrutina tiene como objetivo principal desplegar en la pantalla táctil la interfaz 
en la cual el usuario tendrá que ingresar el número de su documento de identidad, 
para realizar este ingreso de información se procede a habilitar y dibujar los botones 
que contienen las etiquetas con los números desde el 0 hasta el 9, un botón con la 
etiqueta  “BORRAR” con lo cual se podrá retroceder y eliminar un digito mal 
introducido, y un botón con la etiqueta “ACEPTAR” el cual sirve para afirmar que se 
ha introducido el documento de identidad correctamente y se necesita la información 
asociada a este número. 
Siguiendo con el análisis se aprecia que al igual que la anterior subrutina todo el 
código se encuentra dentro un lazo while, el cual solo seguirá con el fuljo normal del 
programa una vez que se haya ingresado un número de 10 dígitos y se presione el 
botón con la etiqueta “ACEPTAR”, con lo cual el Arduino maestro iniciaría un envió 
de datos, específicamente se enviara el número de cédula ingresado, a través del bus 
I2C hacia el Arduino esclavo para que este haga la solicitud de información y la 
procese. También se puede observar que en el lazo while se realiza un llamado a una 
subrutina llamada “updateStr”, esta se explicara más adelante. 
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Diagrama de flujo, tarjeta Arduino maestro (segunda subrutina). 
Pantalla_B
• Desabilitar boton “bsig”
• Habilitar botones:  numeros, “bborrar” 
• Mostrar en pantalla los botones: numeros, “bok”, 
“bborrar”
• Mostrar en pantalla el texto “Ingrese Cedula”
• Variable envio = 0
Se presiono 
algun boton de 
numeros
updateStr
SI
Enviar numero 
presionado hacia 
subrutina
Longitud de 
numero ingresado 
es igual a 10
• Habilitar boton “bok”
Se presiono 
“bok”
• Iniciar comunicacion con disposito esclavo
• Enviar variable que contenga numero de cedula 
ingresado
• Esperar 500 mS
• Establecer envio = 1
Envio= 0
SI
SI
SI
NO
NO
Esperar que sea 
presionado “bok”NO
Desabilitar botones: numeros, 
“bborrar”, “bok”, “bsig”
Fin
Regresar programa 
principal
 
Figura 28. Diagrama de flujo subrutina pantalla_B 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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Imagen tarjeta Arduino maestro (segunda subrutina). 
 
Figura 29. Pantalla subrutina pantalla_B 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
3.2.4.4. Diagrama de flujo, código subrutina pantalla_C 
Esta subrutina tiene como objetivo principal desplegar en la pantalla táctil un botón 
con el cual se podrá salir del sistema y la interfaz en la cual el usuario visualizará los 
datos asociados al número de cédula ingresado, esta información desplegada en la 
pantalla dependerá de si existe o no los datos en la base de datos, si no existen se 
tendrá que mostrar en pantalla el mensaje de “ESTUDIANTE NO REGISTRADO, 
ACÉRQUESE A COORDINACIÓN”, pero por el contrario si el Arduino esclavo le 
confirmase que si tiene datos del estudiante entonces se tendrá que pedir que se envié 
esta información a través del bus I2C. 
Una vez obtenida toda la información necesaria se procede a ordenarla y ponerla en 
un formato que el usuario pueda entender, adicionalmente el botón de continuar se 
activará, al igual que las subrutinas anteriores existe un lazo while el cual previene 
que se pase hacia otra pantalla, en este caso sino se presionase el botón de continuar 
la información estará desplegada hasta que el usuario decida seguir o salir del 
sistema. 
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También existe un botón llamado “Ver Solicitudes”, el cual se activara dependiendo 
si existen o no solicitudes asociadas al estudiante, al dar clic en este botón se 
visualizar la información de las ultimas 6 solicitudes del estudiante. 
Diagrama de flujo, tarjeta Arduino maestro (tercera subrutina). 
Pantalla_c
• Habilitar boton “bsig”
• Mostrar en pantalla boton “bsig”
• Realizar consulta a dispositivo 
esclavo sobre información de 
estudiante
• Variable pausa1=0
Existe 
información de 
estudiante
• Realizar consulta de toda la 
información necesaria para 
presentar en la pantalla
CI: xxxxxxxx
Estudiante: nombres y apellidos
Multas:
Solicitudes:
ESTUDIANTE NO 
REGISTRADO 
ACERQUESE A 
REGISTRAR
NO
SI
Se presiono 
“bsig”
• Desabilitar boton “bsig”
• Pausa1 = 1
Fin
Regresar al programa 
principal
SI
pausa1=0SI NO
 
Figura 30. Diagrama de flujo subrutina pantalla_C 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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Imagen tarjeta Arduino maestro (tercera subrutina), caso 1. 
 
Figura 31. Pantalla subrutina pantalla_C, estudiante no registrado 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
 
Imagen tarjeta Arduino maestro (tercera subrutina), caso 2. 
 
Figura 32. Pantalla subrutina pantalla_C, estudiante registrado 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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Imagen tarjeta Arduino maestro (tercera subrutina), caso 3. 
 
Figura 33. Pantalla subrutina pantalla_C, lista de solicitudes 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
3.2.4.5. Código subrutina updateStr 
Esta subrutina tiene como objetivo principal el ir actualizando la variable que 
almacena el número de cédula que se ingrese a través de la pantalla táctil, en esta 
subrutina se recibe el número que se presione y forma una sola cadena de caracteres, 
en este código existe un caracter especial el cual es ´12´, al recibir este dato en la 
subrutina se procede a borrar el último número ingresado. 
Dado que el documento de identidad solo tiene una longitud de 10 caracteres en esta 
subrutina se añade un control para que no se pueda ingresar más números de los 
necesarios. 
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Diagrama de flujo, tarjeta Arduino maestro (cuarta subrutina). 
updateStr
val
stCurrentLen = 0
0> 
stCurrentLen<10
SI
val != '12'
SI
• Almacenar valor “val” en un array “stCurrent” 
en la posición “stCurrentLen”
• Aumentar stCurrentLen en uno
• Imprimir stCurrent en pantalla GLCD
• Esperar 500mS
• Almacenar valor “ ” en array “stCurrent” 
en la posición “stCurrentLen - 1”
• Disminuir stCurrentLen en uno
• Imprimir stCurrent en pantalla GLCD
• Esperar 500mS
stCurrentLen 
=10 & val=12NO
Fin
Regresa al programa 
principal
NO
 
Figura 34. Diagrama de flujo subrutina updateStr 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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3.2.4.6. Diagrama de flujo, código Arduino esclavo 
Al analizar el diagrama de flujo mostrado en la Diagrama de flujo, tarjeta Arduino 
esclavo. 
 se observa que al iniciar la tarjeta Arduino que se encuentra configurada como 
esclavo de la red I2C lo primero que realiza es cargar las librerías necesarias para 
poder interactuar con el hardware adicional que se encuentra montado en la placa 
como son: el módulo WiFi, el bus de comunicación SPI, y el bus de comunicación 
I2C. A continuación de haber cargado estas librerías se tiene que configurar todos los 
parámetros necesarios para poder interactuar con el hardware antes mencionado, esto 
quiere decir, definir los pines a ser usados para la comunicación, los pines que se 
encontrarán manejando el módulo WiFi y sus periféricos. 
Luego se declara que un pin digital (pin 8), sea configurado como salida con el 
propósito de ser usado como un punto de control de información más adelante. Se 
verifica si el módulo WiFi se encuentra conectado al Arduino, en caso de no estar 
presente el programa no se ejecutará; tras haber pasado estas sentencias de control y 
haber confirmado que todo el hardware esté conectado, el módulo tiene que 
conectarse hacia una red inalámbrica la cual previamente se ha programado, en dicha 
red tienen que estar conectados tanto el computador que contiene el software de 
administración así como también el dispositivo móvil y el prototipo Arduino.  
Una vez conectado a la red el Arduino esclavo estará a la espera de datos a través del 
bus I2C y la subrutina “receiveEvent” que será detallada más adelante, si se reciben 
datos se validan que estos tengan una longitud de 10 dígitos, en caso de no tenerla se 
descarta la información recibida, pero si se valida la información entonces esto se 
envía hacia la subrutina “conexionser”, detallada más adelante, al terminar de 
ejecutarse esta subrutina la información que devuelve el servicio se almacena en una 
variable tipo String, para poder luego filtrarla y separarla en datos que el Arduino 
maestro necesita, cuando ya se posea toda esta información procesada y ordenada se 
llama a la subrutina “requestEvent”, detallada más adelante, al terminar de ejecutarse 
se establece que el pin 8 tenga un valor lógico de 1, con lo cual el Arduino maestro 
sabrá que ya puede empezar a solicitar la información. 
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Diagrama de flujo, tarjeta Arduino esclavo. 
INICIO
• Incorporar librerías: SPI, WiFi, 
I2C
• Inicializar variables globales
• Declarar pin 8 como salida
cadena = "";
    int pos1 = 0;
    int pos1a = 0;
    Pin 8 = 0
• Registra función para recibir 
datos desde el maestro.
• Registra función para solicitar 
datos del esclavo. 
WiFi Shield 
conectado ?
SI
Conexión 
inalámbrica 
satisfactoria ?
NO
Cargar parámetros y 
registrase en la red
SI
Todas las configuraciones 
son correctas ?
Cedula
0> Cedula ≤10
SI
NO
NO
receiveEvent
A
SI
NO
 
Figura 35. Diagrama de flujo código Arduino esclavo  
Elaborado por: Pablo Jiménez & Danny Pucha. 
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Diagrama de flujo, tarjeta Arduino esclavo (continuación). 
conexionser
Servidor Web 
esta disponible? SI
Almacenar datos del 
servidor en variable 
“cadena”
NO
Encontrar posiciones de caracteres "{" y "}" 
y almacenarlas en variables pos1 y pos1a
pos1 > 0 y pos1a > 0
SI
Vaciar valores de variables:
Str1, Str2, Str3, Str4, Str5
Recuperar datos 
clave de la variable 
“cadena”
Str1=Documento de identidad
Str2 = Nombres estudiante
Str3 = Apellidos Estudiante
Str4 = Multas estudiante
Str5 = Solicitudes estudiante
requestEvent
NO Str6 = noregistrado
FIN
requestEvent
A
 
Figura 36. Diagrama de flujo código Arduino esclavo (Continuación) 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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3.2.4.7. Diagrama de flujo, código subrutina conexionser 
Esta subrutina tiene como objetivo principal el tomar el número de cédula y 
añadiendo otros textos logre formar una cadena de texto que esté en el formato para 
realizar una solicitud http, al servicio que se encuentra ejecutándose en el software de 
administración. 
Diagrama de flujo, tarjeta Arduino esclavo (primera subrutina). 
conexionser
X1=0
Cedula, x1
Iniciando Conexión con 
Servidor
Fin
Regresa al 
programa principal
NO
Cliente conectado = 
falso
• Conecta Cliente con el 
Servidor
SI
Conexión = 
satisfactoria
• Realiza una solicitud HTTP 
consultando datos del número 
de cedula
SI
• Cierra conexión.
• Espera 500 mS
X1=1NO
SI
NO
 
Figura 37. Diagrama de flujo de subrutina conexionser 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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3.2.4.8. Diagrama de flujo, código subrutina requestEvent 
Esta subrutina tiene como objetivo principal el responder a las solicitudes que realiza 
el Arduino maestro, dependiendo de la variable que se envíe al Arduino esclavo 
responderá con un mensaje diferente. 
Diagrama de flujo, tarjeta Arduino esclavo (segunda subrutina). 
requestEvent
Enviar variable Str1 
por el bus I2C al 
maestro
Enviar variable Str2 
por el bus I2C al 
maestro
Enviar variable Str3 
por el bus I2C al 
maestro
Enviar variable Str4 
por el bus I2C al 
maestro
Enviar variable Str5 
por el bus I2C al 
maestro
Enviar variable Str6 
por el bus I2C al 
maestro
Fin
Regresa al programa 
principal
Datoid=1
SI
NO
Datoid=2 Datoid=3 Datoid=4 Datoid=5 Datoid=6
NO NO
NO
NO
NO
 
Figura 38. Diagrama de flujo de subrutina requestEvent 
Elaborado por: Pablo Jiménez & Danny Pucha. 
3.2.4.9. Diagrama de flujo, código subrutina receiveEvent 
Esta subrutina tiene como objetivo principal el de recibir todas las peticiones que  
realice el Arduino maestro a través de bus I2C. 
Diagrama de flujo, tarjeta Arduino esclavo (tercera subrutina). 
receiveEvent
Existan Bytes 
para leer
SI
Leer datos del maestro y 
almacenar en variable cedula
NO
Fin
Regresa al programa 
principal
 
Figura 39. Diagrama de flujo de subrutina receiveEvent 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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3.2.4.10. Código Android. 
El diagrama de flujo exhibido en la Figura 40, es el proceso que se llevó cabo para 
realizar la aplicación para teléfonos inteligentes con sistema operativo Android 
versión 4.0 (Ice Cream Sandwich). La función principal de la aplicación en el 
dispositivo es leer código de barras y enviar estos datos al sistema principal mediante 
conexión inalámbrica Wireless, autentificando: administrador  del laboratorio, 
estudiantes, equipos, materiales y observaciones. 
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Diagrama de flujo, aplicación Android. 
INICIO
USUARIO Y 
CONTRASEÑA DE 
ADMINISTRADOR
Pantalla 1
DATOS VALIDADOS
DATOS SON 
CORRECTOS
NO
SI
PRÉSTAMO RECEPCIÓN
CI DEL 
ALUMNO
VERIFICA ALUMNO 
REGISTRADO EN EL 
SISTEMA
DATOS SON 
CORRECTOS
NO
REGITRAR 
MATERIALES 
Y EQUIPOS
SI
SI
Pantalla 2
OBSERVACIONES 
DE EQUIPOS O 
MATERIALES
DATOS ENVIADOS 
AL SOFTWARE DE 
ADMINISTRACIÓN
FIN
DATOS 
ENVIADOS
SI
NO
LECTOR DE 
BARRAS
LECTOR DE 
BARRAS
CI DEL 
ALUMNO
VERIFICA ALUMNO 
REGISTRADO EN EL 
SISTEMA
DATOS SON 
CORRECTOS
NO
RECONOCER 
MATERIALES 
Y EQUIPOS
SI
SI
OBSERVACIONES 
DE EQUIPOS O 
MATERIALES
DATOS ENVIADOS 
AL SOFTWARE DE 
ADMINISTRACIÓN
FIN
DATOS 
ENVIADOS
SI
LECTOR DE 
BARRAS
LECTOR DE 
BARRAS
DATOS 
REGISTRADOS CON 
ANTERIORIDAD
NO
Pantalla 3 Pantalla 4
 
Figura 40. Diagrama de flujo código Android 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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1) Previo a inicializar la aplicación, se debe conectar al teléfono inteligente a la 
misma red inalámbrica Wireless donde se encuentra conectada al computador 
en la cual el servicio se encuentra ejecutándose. 
2) El software se inicia al presionar el ícono de la aplicación en la pantalla de 
aplicaciones. 
3) Se debe introducir el usuario y la contraseña del administrador del sistema de 
préstamo de equipos de los laboratorios, mismo que es el usuario principal 
del software de administración (computador) y se procede a pulsar el botón 
Sign In. 
4) Luego de que el software de administración (computador) verifique la 
existencia del usuario y la contraseña, se muestra una nueva pantalla con dos 
opciones. 
5) Una de las opciones es presionar el botón REGISTRAR, con lo cual se 
genera y aparece una nueva pantalla. 
6) Primero debe autentificarse al estudiante al que se le va a prestar los equipos 
y materiales dando click en el ícono que hace referencia de una persona ( ) 
y escaneando el código de barras que se tiene en el carnet estudiantil. 
7) Luego de obtener la información del estudiante se procede a registrar todos 
los equipos y materiales que tengan código de barras. 
8) Puede agregarse en la misma pantalla observaciones textuales del estado de 
los equipos y materiales. 
9) Para finalizar el proceso de préstamo se da click en el botón enviar. 
10) La segunda opción antes mencionada se realiza al dar click en el botón 
RECONOCER para devolver los equipos. 
11) Para inicializar la devolución de los equipos primero debe registrarse al 
estudiante aplastando el ícono de una persona. 
12) Posterior a obtener la información del estudiante se procede a registrar los 
equipos o materiales prestados dando click en el botón -. 
13) Se pueden introducir observaciones de los equipos o materiales recibidos. 
14) Para finalizar el algoritmo se da click en enviar. 
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Imagen aplicación Android (primera interfaz). 
 
Figura 41. Pantalla 1, aplicación Android 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
 
Imagen aplicación Android (segunda interfaz). 
 
Figura 42. Pantalla 2, aplicación Android 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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Imagen aplicación Android (tercera interfaz). 
 
Figura 43. Pantalla 3, aplicación Android 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
 
Imagen aplicación Android (cuarta interfaz). 
 
Figura 44. Pantalla 4, aplicación Android 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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3.2.4.11. Diagrama de flujo scanner de código de barras. 
Dentro de la aplicación principal se encuentra un subproceso que se encarga de leer 
el código de barras, el cual se encuentra basado en las librerías de ZXing, que 
interpreta esta información y envía los datos al programa principal. 
Diagrama de flujo, lector de códigos de barras. 
LECTOR DE BARRAS
INICIALIZACIÓN DE 
LA CÁMARA DEL 
TELÉFONO 
INTELIGENTE
LECTURA DE 
CÓDIGO DE 
BARRAS
DATOS LEIDOS
NO
ENVÍA DATOS AL 
PROCESO PRINCIPAL
FIN
SI
 
Figura 45. Diagrama de flujo código scanner de códigos de barras 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
 
1) Esta sub aplicación corre cuando se requiere obtener información de los 
códigos de barras tanto de estudiantes o de los materiales y equipos. 
2) Una vez que se pone en marcha la aplicación existe un marco color negro y 
una línea en la pantalla que nos guiarán para poder escanear el código de 
barras. 
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3) Una vez que se obtengan los datos del código de barras la sub aplicación 
enviará los datos al programa principal y se cerrará automáticamente. 
Imagen aplicación Android, interfaz lector de códigos de barras. 
 
Figura 46. Pantalla de aplicación scanner de código de barras. 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
 
3.3. Diagrama de bloque general del sistema 
Las etapas con las cuales el proyecto se encuentra estructurado son las mostradas a 
continuación:  
 
Esquema general del proyecto. 
ENERGIA AC
PROTOTIPO ARDUINO
ORDENADOR
APP ANDROID
(TELÉFONO INTELIGENTE)
ROUTER INALAMBRICO
 
Figura 47. Diagrama de bloque del proyecto. 
Elaborado por: Pablo Jiménez & Danny Pucha. 
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Energía AC: en esta sección se brinda acometida eléctrica a los dispositivos 
vinculados al sistema principal. 
Computador: es el controlador de datos principal que se vincula a una red 
inalámbrica. 
Router Inalámbrico: es el terminal que permite la interconexión entre los 
dispositivos externos tanto de forma cableada como inalámbrica. 
App Android (Teléfono Inteligente): con este dispositivo se logra adquirir datos de 
los códigos de barras para el registro y recepción de materiales y equipos de los 
Laboratorios de Electrónica. 
Prototipo Arduino: es el equipo que permite a los estudiantes un acceso de 
visualización de datos de multas y solicitudes pendientes en los Laboratorios de 
Electrónica. 
3.4. Comunicación inalámbrica 
La comunicación inalámbrica se basa principalmente en la transmisión de datos 
(emisor/receptor) sin la utilización de cables, utilizando medios de propagación de 
señal como son las ondas de radiofrecuencia a través del espacio, entonces el medio 
físico donde se encuentran los emisores y receptores serían los dispositivos o equipos 
como son antenas, laptops, teléfonos inteligentes, etc. 
Una gran ventaja al comparar con la conexión alámbrica es el ahorro que existe en 
costos, ya que el cableado de Ethernet se eliminaría pero tomando en cuenta que la 
gran desventaja es la seguridad, porque es más susceptible a intrusos que una red 
cableada Ethernet.  
El protocolo utilizado para este proyecto de tesis es el IEEE 802.11, este protocolo 
utiliza dos niveles que son parte del sistema OSI (Open System Interconnection), que 
son el nivel físico y el nivel de enlace de datos. Determinando todas las normas para 
el uso en una WLAN (Wireless Local Area Network). 
A continuación se presentará un diagrama de red, donde se mostrará cómo se 
conectan los equipos al servicio principal: 
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Esquema de comunicaciones del proyecto. 
PC-LAB/UIOSCECC
PROTOTIPO DE 
HARDWARE ARDUINO 
PARA ESTUDIANTES
SERVIDOR WEB
TELÉFONO 
INTELIGENTE CON OS 
ANDROID Y APP 
INSTALADA
ADMINISTRADOR
ROUTER
TÉCNICO DOCENTE ESTUDIANTES
 
Figura 48. Diagrama de comunicación inalámbrica 
Elaborado por: Pablo Jiménez & Danny Pucha. 
 
 
1) En el computador principal se encuentra el servicio, que será el que maneja 
los datos recibidos y enviados, todo esto mediante conexión a un router con 
comunicación inalámbrica y una IP estática. 
2) El prototipo de hardware Arduino se conecta de manera inalámbrica al router 
para acceder al servicio instalado en el computador de los laboratorios. 
3) El teléfono inteligente con la aplicación creada para Android de igual manera 
se conecta de manera inalámbrica al router y a su vez al servicio instalado en 
el computador de los laboratorios. 
4) Para que el usuario acceda a los datos de los dispositivos externos Arduino y 
Android se conecta a un servidor web, que será la interfaz entre todo el 
sistema y el usuario. 
5) Hay que tener en cuenta que todos los dispositivos involucrados deben tener 
la misma dirección IP  que tiene asignado el computador con el servicio 
principal para poder comunicarse entre sí. 
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Para mejorar la seguridad en la red del sistema se utilizó el protocolo de seguridad 
WPA (Wi-fi Protected Access), con esto el servicio se encontraría seguro a ser 
intervenido por personas ajenas al manejo de los programas y dispositivos 
involucrados en el proceso de préstamo de equipos y materiales en los laboratorios 
de la Universidad Politécnica Salesiana Campus Sur. 
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CAPÍTULO 4 
ANÁLISIS DEL SISTEMA 
4.1. Análisis de costos 
En el presente capítulo se analiza los costos de hardware, diseño de hardware, 
desarrollo del software y el costo total que alcanzo el proyecto. 
También se detallan las pruebas y resultados obtenidos una vez finalizado el 
proyecto, determinando la viabilidad, efectividad y mejoras que presenta el prototipo 
implementado en comparación con el anterior sistema  de préstamo por bitácora. 
4.1.1. Costos de hardware 
En la Tabla 6 se muestran los costos asociados a la adquisición de los materiales 
necesarios para el desarrollo del proyecto de tesis como son los involucrados en el 
prototipo de hardware basado en Arduino, el hardware necesario para la ejecución de 
la aplicación Android y demás materiales adicionales.  
Tabla 6.                  
Costos de hardware 
Cantidad Unidad Descripción Precio U. Precio T.
1 C/U WiFi Shield $94.25 $94.25
1 C/U Arduino Mega $65.25 $65.25
1 C/U Arduino Due $52.80 $52.80
1 C/U TFT Shield $35.00 $35.00
1 C/U Pantalla TFT $120.00 $120.00
20 C/U Cables conectores $0.15 $3.00
2 C/U Adaptadores AC/DC $10.00 $20.00
1 C/U Carcasa $65.00 $65.00
30 m Cables de energía $0.50 $15.00
1 C/U Router Inalámbrico $55.00 $55.00
1 C/U Tarjeta de red inalámbrico $25.00 $25.00
1 C/U Teléfono móvil Samsung Galaxy S4 $400.00 $400.00
$950.30Total:
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
Se tiene que tener en cuenta que el rubro asociado para la correcta ejecución de 
software de servicio no se toma en consideración ya que se ejecutara en el equipo 
disponible en la sala de administración de los laboratorios de la UPS. 
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4.1.2. Costos de diseño de hardware 
En la Tabla 7 mostrada a continuación se detallan los costos por hora y totales que 
tomaron el desarrollo de la cubierta y cableado del prototipo de hardware Arduino 
que se desarrolló como parte del presente proyecto de tesis.  
Tabla 7.                  
Costos de diseño de hardware 
Descripcion Cantidad(personas)
Tiempo
(horas)
Precio por 
hora
Precio Total
Diseño de ingeniería 2 16 8 $256.00
Mano de obra 2 5 8 $80.00
$336.00Total:
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
4.1.3. Costos de desarrollo de software 
En la Tabla 8 se presentan los rubros por hora invertidos en el desarrollo de software 
en las 3 plataformas utilizando los siguientes paquetes informáticos: Android Studio, 
Arduino, Visual Studio 2013. 
Tabla 8.                  
Costos de desarrollo de software 
Descripción Cantidad(personas)
Tiempo
(horas)
Precio por 
hora
Precio Total
Programación microcontroladores 2 80 8 $1.280.00
Desarrollo aplicación Android 2 80 8 $1.280.00
Desarrollo aplicación Servicio 2 120 8 $1.920.00
Diseño de ingeniería 2 40 8 $640.00
$5.120.00Total:
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
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4.1.4. Costo total del proyecto 
En la Tabla 9 se detallan los rubros totales invertido en el desarrollo del sistema que 
manejara el préstamo y recepción de equipos en los laboratorios de la UPS campus 
sur. 
Tabla 9.                    
Costo total del proyecto 
Descripción Precio Total
Hardware $950.30
Diseño de Hardware $336.00
Desarrollo de Software $5.120.00
Total: $6.406.30
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
4.2. Pruebas y resultados 
A continuación se detallará las pruebas y resultados obtenidos en el proyecto de tesis, 
permitiéndonos visualizar la operatividad del proyecto: 
4.2.1. Software de administración 
El software de administración que se desarrolló en Visual Studio presentó una 
eficiencia y rendimiento pulcro, sin errores ni pérdida de datos. 
De 40 datos enviados los 40 fueron recibidos en los dispositivos externos y de 40 
datos recibidos los 40 fueron datos correctos. 
Tabla 10.                
Primera prueba, software de administración 
Operación de prueba Resultado Porcentaje de acierto
Conexión inalámbrica Correcto 100%
Consulta de datos 
estudiantes Correcto 100%
Consulta de usuarios Correcto 100%
Inserción de equipos y 
materiales Correcto 100%
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
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Se realizó una comparación del tiempo empleado en el registro y préstamo de 
equipos, entre el antiguo sistema de ingreso de datos por bitácora y la 
implementación del software de administración con módulo registrador de código de 
barras: 
Tabla 11.                
Segunda prueba, software de administración 
Operación de prueba Bitácora Software de administración con 
módulo registrador de códigos
Tiempo de registro del 
estudiante 27 seg 9 seg
Tiempo de registro de 
materiales y equipos 35 seg 28 seg
Total 62 seg 37 seg
 
 Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
Cálculo del porcentaje del tiempo empleado por el software de administración en 
base al sistema de bitácora: 
 =
 ∗ 100% 
 
	
 
 
    
 = 59.68% 
Donde: 
• a = Porcentaje de tiempo del software de administración. 
• b = Total tiempo del sistema. 
• c = Total tiempo bitácora. 
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Entonces el porcentaje de tiempo de ahorro entre sistema se lo obtiene a través del 
siguiente cálculo: 
 =  −  
 
 = 40,32% 
Donde: 
• x = Porcentaje de ahorro de tiempo del software de administración. 
• y = Porcentaje del tiempo total por bitácora (100%). 
 
4.2.2. Arduino  
Las primeras pruebas realizadas en los módulos Arduino se efectuaron en base a la 
comunicación con el software de administración. 
De 40 veces que el equipo se conectó al software de administración, 8 veces no se 
obtuvo la información correcta y se desplego un mensaje de estudiante no registrado. 
Tabla 12.                
Primera prueba, Arduino 
Operación de prueba Resultado Porcentaje de 
acierto Observaciones
Conexión inalámbrica Correcto 100% Ninguna
Consulta de datos 
estudiantes Fallida 80%
Procesamiento erróneo de la 
información recibida
Configuraciones de 
interfaces Fallida 40%
Lentitud en la actualización 
de las interfaces
Comunicación I2C Fallida 30% Datos perdidos en el bus de 
comunicación
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
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Los resultados posteriores obtenidos con los cambios realizados para mejorar la 
comunicación entre dispositivos fue: 
Tabla 13.                 
Segunda prueba, Arduino 
Operación de prueba Resultado Porcentaje de 
acierto
Conexión inalámbrica Correcto 100%
Consulta de datos 
estudiantes Correcto 100%
Configuraciones de 
interfaces Correcto 100%
Comunicación I2C Correcto 100%
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
4.2.3. Android 
Al programa desarrollado en la plataforma Android se le realizaron pruebas de 
comunicación con el software de administración y pruebas del lector de código de 
barras. 
Las comunicación entre el dispositivo Android y el software de administración fue 
correcta en 40 veces que se conectó, dando fidelidad en los datos enviados y 
recibidos. 
Con el subprograma lector de código de barras que utiliza la cámara del teléfono 
inteligente se realizó 40 lecturas de los códigos, dando como resultado 12 datos no 
recibidos al momento de leer estudiantes y 16 equipos no pudieron ser registrados. 
Hay que tomar en cuenta que la cámara de fotos de cada teléfono inteligente es 
distinta tanto en hardware como en software. 
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Tabla 14.                
Primera prueba, aplicación Android 
Operación de prueba Resultado Porcentaje de 
acierto
Observaciones
Conexión inalámbrica Correcto 100% Ninguna
Consulta de 
estudiantes con lector 
de barras
Fallida 70%
Tamaño muy pequeño del 
cuadro de obtención de 
datos
Consulta de materiales 
y equipos con lector 
de barras
Fallida 60%
Tamaño muy pequeño del 
cuadro de obtención de 
datos
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
Los resultados posteriores obtenidos una vez realizados los cambios de programación 
en el software Android para mejorar la comunicación entre dispositivos fueron: 
Tabla 15.                
Segunda prueba, aplicación Android 
Operación de prueba Resultado Porcentaje de 
acierto
Conexión inalámbrica Correcto 100%
Consulta de estudiantes con 
lector de barras Correcto 100%
Consulta de materiales y 
equipos con lector de barras Correcto 100%
 
Nota. Elaborado por: Pablo Jiménez & Danny Pucha. 
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CONCLUSIONES 
• La integración de un módulo registrador, utilizando código de barras, 
aplicación Android, comunicación inalámbrica y software de administración, 
agilita el préstamo de equipos de laboratorio en un 40% del tiempo empleado 
manualmente. 
• SQL Server permite diseñar y enlazar directamente al Software de 
Administración utilizando entity framework lo que agiliza las peticiones de la 
base de datos. 
• Haber utilizado Android brinda comodidad al usuario y da certeza en que los 
datos son ingresados adecuadamente evitando errores humanos y ahorrando 
la utilización de hojas de papel ya que todo se almacena de forma digital. 
• El utilizar Arduino como prototipo para realizar consultas permite ahorrar 
tiempo y evitar dependencia directa de la coordinación de los laboratorios de 
electrónica porque es un sistema que desplaza las multas y respuestas de las 
solicitudes directamente del software de administración. 
• La comunicación más recomendable es REST porque puede ser usado por 
cualquier dispositivo o cliente que entienda HTTP, por su escalabilidad y 
rendimiento a diferencia de SOAP que utiliza protocolos más complejos para 
implementarse en cualquier dispositivo. 
• El utilizar Microsoft Visual Studio permitió la creación rápida y eficaz de los 
servicios REST utilizando MVC y scaffolding, también por la facilidad de 
incluir autenticación y permisos de acceso por roles al Software de 
Administración. 
• El usar la plataforma Android da gran flexibilidad al momento de escoger un 
dispositivo con distintas versiones del sistema operativo para ejecutar la 
aplicación de préstamo y recepción de equipos. 
• El programar la aplicación en el sistema Android prioriza el bajo costo, 
debido a que los teléfonos inteligentes ya sean de media o alta gama son de 
fácil adquisición en el mercado, facilitando la difusión del programa. 
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• El implementar la comunicación I2C entre las tarjetas Arduino evidenció que 
se limita la cantidad de información, aunque para el proyecto esto no presenta 
inconvenientes, si se decide presentar datos de mayor tamaño adicionales en 
el prototipo Arduino se debe migrar el bus hacia otro de mayor capacidad 
como puede ser SPI.  
• La implementación del Software de Administración incidió positivamente en 
el préstamo de materiales en el laboratorio porque se definió los requisitos del 
sistema en base a las necesidades detectadas por los  docentes y estudiantes.  
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RECOMENDACIONES 
• Antes de crear una aplicación en Android se debe determinar la versión del 
sistema operativo porque una aplicación puede correr en versiones superiores 
pero no en inferiores. 
• Configurar los parámetros de la comunicación inalámbrica en los dispositivos 
Arduino y Android para certificar su funcionamiento. 
• Cuando se trabaja con soluciones de Visual Studio hay que tomar en cuenta 
los requerimientos para que funcione adecuadamente. 
• Para el correcto funcionamiento de los dispositivos Arduino y Android el  
computador que tenga instalado el software de administración debe 
permanecer encendida y el administrador o docente técnico debe haber 
iniciado sesión por lo menos una vez. 
• Se sugiere que en el computador donde se instale el software de 
administración tenga instalado el paquete de Microsoft SQL Server 2012 para 
la correcta implementación de los materiales y equipos de los laboratorios de 
electrónica. 
• Procurar administrar adecuadamente las credenciales del administrador y de 
los usuarios para no tener pérdida o cambio en la información almacenada en 
el software de administración. 
• Evitar codificar los equipos de manera errónea, se debe respetar el formato 
establecido el cual es: 
o 1. Iniciales del laboratorio 
o 2. Iniciales del equipo 
o 3. Numero de 3 dígitos consecutivos 
• Se sugiere que si la capacidad de almacenamiento para la base datos llegase a 
saturarse se tiene que migrar el software de administración a un servidor 
dedicado para evitar pérdidas de información y ralentizar el sistema  
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ANEXOS 
Anexo 1. Código Arduino Maestro 
#include <SPI.h> 
#include <WiFi.h> 
#include <Wire.h> 
 
char ssid[] = "TESIS_LAB:2.4GHz"; //  Nombre de la Red 
char pass[] = "conectate@2015";    // Clave de la red 
IPAddress server(192, 168, 0, 131); // Direccion IP del Software de Administracion 
int status = WL_IDLE_STATUS; 
WiFiClient client; 
 
/*************************** 
**Declaracion de Variables** 
***************************/ 
const int address = 4; 
int serverPort = 80; 
int aviso; 
String cadena1 = ""; 
String cadena2 = ""; 
String cadena3 = ""; 
String cadena4 = ""; 
String cadena5 = ""; 
String cadena6 = ""; 
String cadena_1 = ""; 
String cadena_2 = ""; 
String cadena_3 = ""; 
String cadena_4 = ""; 
String cadena_5 = ""; 
String cadena_6 = ""; 
String cadena_7 = ""; 
String cadena_8 = ""; 
String cadena_9 = ""; 
String cadena_10 = ""; 
String cadena_11 = ""; 
String cadena_12 = ""; 
String valor = ""; 
String valora = ""; 
 
 
String CID = ""; 
char datoid; 
char Str1[30]; 
char Str2[30]; 
char Str3[30]; 
char Str4[30]; 
char Str5[30]; 
char Str6[30]; 
char Stra1[5]; 
char Stra2[5]; 
char Stra3[5]; 
char Stra4[5]; 
char Stra5[5]; 
char Stra6[5]; 
char Stra7[5]; 
char Stra8[5]; 
char Stra9[5]; 
char Strb1[5]; 
char Strb2[5]; 
char Strb3[5]; 
 
/*************************************** 
**Declaracion de Funciones Principales** 
****************************************/ 
void setup() { 
  pinMode(8, OUTPUT); 
  Wire.begin(address); 
  Wire.onRequest(requestEvent); // register event 
  Wire.onReceive(receiveEvent); // register event 
//Initialize serial and wait for port to open: 
  if (WiFi.status() == WL_NO_SHIELD) {  // check for the presence of the shield: 
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    while (true); 
  } 
  while (status != WL_CONNECTED) {           // attempt to connect to Wifi network: 
    delay(5000);                         // wait 5 second for connection: 
  } 
} 
 
void loop() { 
  String cadena = ""; 
  aviso = 0; 
  String infcedula = ""; 
  infcedula = CID; 
  int pos1_a, pos1_b; 
 
  if (infcedula.length() > 0 && infcedula.length() <= 10) 
  { 
    cadena = ""; 
    int pos1 = 0; 
    int pos1a = 0; 
    digitalWrite(8, LOW); 
    conexionser(infcedula); 
    while (client.available()) {   // if there are incoming bytes available 
      char c = client.read();      // from the server, read them and print them: 
      cadena.concat(c); 
    } 
    pos1 = cadena.indexOf("{"); 
    pos1a = cadena.indexOf("}"); 
    if (pos1 > 0 && pos1a > 0) { 
      for (int j = 0; j <= 30; j++) { 
        Str1[j] = '\0'; 
        Str2[j] = '\0'; 
        Str3[j] = '\0'; 
        Str4[j] = '\0'; 
        Str5[j] = '\0'; 
        Str6[j] = '\0'; 
      } 
 
      cadena.remove(0, pos1 - 1); 
      int pos2a = cadena.indexOf("StudentIdentification") + 24; 
      int pos2b = cadena.indexOf(",", pos2a) - 1; 
      int pos2c = cadena.indexOf("StudentNames") + 15; 
      int pos2d = cadena.indexOf(",", pos2c) - 1; 
      int pos2e = cadena.indexOf("StudentLastName") + 18; 
      int pos2f = cadena.indexOf(",", pos2e) - 1; 
      int pos2g = cadena.indexOf("StudentHasFine") + 16; 
      int pos2h = cadena.indexOf(",", pos2g); 
      int pos2i = cadena.indexOf("StudentHasRequestDenied") + 25; 
      int pos2j = cadena.indexOf("}", pos2i); 
  
      cadena1 = cadena.substring(pos2a, pos2b);    //documento identidad 
      cadena2 = cadena.substring(pos2c, pos2d);    //Nombre 
      cadena3 = cadena.substring(pos2e, pos2f);    //Apellido 
      cadena4 = cadena.substring(pos2g, pos2h);    //Multas 
      cadena5 = cadena.substring(pos2i, pos2j);    //Solicitudes 
 
      int str_len = cadena1.length() + 1 ; 
      int str_len1 = cadena2.length() + 1 ; 
      int str_len2 = cadena3.length() + 1 ; 
      int str_len3 = cadena4.length() + 1 ; 
      int str_len4 = cadena5.length() + 1 ; 
 
      cadena1.toCharArray(Str1, str_len); 
      cadena2.toCharArray(Str2, str_len1); 
      cadena3.toCharArray(Str3, str_len2); 
      cadena4.toCharArray(Str4, str_len3); 
      cadena5.toCharArray(Str5, str_len4); 
      cadena6 = "registrado"; 
      aviso = 1; 
      delay (500); 
      digitalWrite(8, HIGH); 
 
      if (cadena5 = "true") { 
 
        apisolicitudes(infcedula); 
        while (client.available()) {      // if there are incoming bytes available 
          char d = client.read();     // from the server, read them and print them: 
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          valor.concat(d); 
        } 
 
        pos1_a = valor.indexOf("["); 
        pos1_b = valor.indexOf("]"); 
 
          valor.remove(0, pos1_a); 
 
          int pos3a = valor.indexOf("StudentRequestNumber") + 23; 
          int pos3b = valor.indexOf(",", pos3a) - 1; 
          int pos3c = valor.indexOf("StudentRequestStatus") + 22; 
          int pos3d = valor.indexOf("}", pos3c); 
 
 
          valora = valor.substring(26, 32);    //documento identidad 
          cadena_2 = valor.substring(56, 60);   //Nombre 
 
          int str_len_1 = valora.length() + 1 ; 
 
          valora.toCharArray(Stra1,str_len_1); 
          cadena_2.toCharArray(Stra2, 5); 
        } 
  } 
      } 
      else { 
        for (int j = 0; j <= 30; j++) { 
          Str1[j] = '\0'; 
          Str2[j] = '\0'; 
          Str3[j] = '\0'; 
          Str4[j] = '\0'; 
          Str5[j] = '\0'; 
          Str6[j] = '\0'; 
        } 
        cadena6 = "noregistrado"; 
        int str_len6 = cadena6.length() + 1 ; 
        cadena6.toCharArray(Str6, str_len6); 
        digitalWrite(8, HIGH); 
      } 
      if (!client.connected()) { 
        client.stop(); 
      } 
      delay(5000); 
      CID = ""; 
      infcedula = ""; 
      cadena = ""; 
      cadena1 = ""; 
      cadena2 = ""; 
      cadena3 = ""; 
      cadena4 = ""; 
      cadena5 = ""; 
      cadena6 = ""; 
      cadena_1 = ""; 
      cadena_2 = ""; 
 
    } 
  } 
 
  /*************************************** 
  **Declaracion de Funciones Secundarias** 
  ****************************************/ 
 
  void receiveEvent(int howMany) { 
    while (Wire.available()) {                 // loop through all but the last 
      datoid = Wire.read();                       // receive byte as a character 
      CID.concat(datoid); 
    } 
  } 
 
  void conexionser(String cedula) { 
    int x1; 
    x1 = 0; 
    while (x1 == 0) { 
      Serial.println("\nStarting connection to server..."); 
      if (client.connected() == false) { 
        if (client.connect(server, 80)) {        // Make a HTTP request: 
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          client.println("GET /tesislabweb/api/StudentApi/GetStudent/" + cedula + " 
HTTP/1.1"); 
          client.println("Host: 192.168.0.131");   // ip publica 
          client.println("Connection: close"); 
          client.println(); 
          delay (5000); 
        } 
      } 
      // if the server's disconnected, stop the client: 
      if (!client.connected()) { 
        x1 = 1; 
      } 
    } 
  } 
 
  void apisolicitudes(String cedula) { 
    int x31; 
    x31 = 0; 
    while (x31 == 0) { 
      if (client.connected() == false) { 
        if (client.connect(server, 80)) {         // Make a HTTP request: 
          client.println("GET /tesislabweb/api/UserRequestApi/GetUserRequest/" + 
cedula + " HTTP/1.1"); 
          client.println("Host: 192.168.0.131");   // ip publica 
          client.println("Connection: close"); 
          client.println(); 
          delay (5000); 
        } 
      } 
      // if the server's disconnected, stop the client: 
      if (!client.connected()) { 
        x31 = 1; 
      } 
    } 
  } 
 
 
  void requestEvent() 
  { 
    switch (datoid) { 
      case 1: 
        Wire.write(Str1); // respond with message of 6 byte as expected by master 
        break; 
      case 2: 
        Wire.write(Str2); // respond with message of 6 bytes 
        break; 
      case 3: 
        Wire.write(Str3); // respond with message of 6 bytes 
        break; 
      case 4: 
        Wire.write(Str4); // respond with message of 6 bytes 
        break; 
      case 5: 
        Wire.write(Str5); // respond with message of 6 bytes 
        break; 
      case 6: 
        Wire.write(Str6); // respond with message of 6 bytes 
        break; 
 
      case 7: 
        Serial.println(Stra1); 
        Wire.write(Stra1); // respond with message of 6 bytes 
        break; 
      case 8: 
        Wire.write(Stra2); // respond with message of 6 bytes 
        break; 
 
 
    } 
  } 
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Anexo 2. Código Arduino Esclavo 
// This code block is only needed to support multiple 
// MCU architectures in a single sketch. 
#if defined(__AVR__) 
#define imagedatatype  unsigned int 
#endif 
// End of multi-architecture block 
 
#include <UTFT.h> 
#include <UTouch.h> 
#include <UTFT_Buttons.h> 
#include <Wire.h> 
 
// Declare which fonts we will be using 
extern uint8_t arial_bold[]; 
 
// Declare which bitmaps we will be using 
extern imagedatatype buno[]; 
extern imagedatatype bdos[]; 
extern imagedatatype btres[]; 
extern imagedatatype bcuatro[]; 
extern imagedatatype bcinco[]; 
extern imagedatatype bseis[]; 
extern imagedatatype bsiete[]; 
extern imagedatatype bocho[]; 
extern imagedatatype bnueve[]; 
extern imagedatatype bcero[]; 
 
// Finally we set up UTFT_Buttons :) 
UTFT    myGLCD(TFT01_43, 38, 39, 40, 41); // Remember to change the model parameter 
to suit your display module! 
//UTFT_tinyFAT myFiles(&myGLCD); 
UTouch  myTouch( 6, 5, 4, 3, 2); 
UTFT_Buttons  myButtons(&myGLCD, &myTouch); 
 
/********************************* 
**   Declaracion de variables   ** 
*********************************/ 
int picsize_x, picsize_y; 
int but1, but2, but3, but4, but5, but6, but7, but8, but9, but10, bok, bborrar, 
bpresionar, b_pan_A, bsig, bsoli, bcerrarD; 
word res1; 
int seleccion; 
char stCurrent[10] = ""; 
int stCurrentLen = 0; 
String I2Ccedula = ""; 
String I2Cnombre = ""; 
String I2Capellido = ""; 
String I2Cmultas = ""; 
String I2Csolicitud = ""; 
String I2Cnulo = ""; 
String I2Cr1 = ""; 
String I2Crr1 = ""; 
String I2Cr2 = ""; 
String I2Crr2 = ""; 
 
/************************* 
**  Required functions  ** 
*************************/ 
void setup() { 
  pinMode(8, INPUT); 
  Wire.begin(); 
  myGLCD.InitLCD(); 
  myGLCD.clrScr(); 
  myGLCD.setColor(255, 255, 255); 
  myTouch.InitTouch(); 
  myTouch.setPrecision(PREC_EXTREME); 
  myGLCD.setFont(arial_bold); 
  myGLCD.setBackColor(0, 0, 255); 
  myButtons.setTextFont(arial_bold); 
  picsize_x = myGLCD.getDisplayXSize(); 
  picsize_y = myGLCD.getDisplayYSize(); 
  b_pan_A = myButtons.addButton( 100,  125, 280,  70, "Consultar"); 
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  but1 = myButtons.addButton( 10,  60, 50,  50, buno); 
  but2 = myButtons.addButton( 100, 60, 50,  50, bdos); 
  but3 = myButtons.addButton( 190, 60, 50,  50, btres); 
  but4 = myButtons.addButton( 280, 60, 50,  50, bcuatro); 
  but5 = myButtons.addButton( 370, 60, 50,  50, bcinco); 
  but6 = myButtons.addButton( 10, 140, 50,  50, bseis); 
  but7 = myButtons.addButton( 100, 140, 50, 50, bsiete); 
  but8 = myButtons.addButton( 190, 140, 50, 50, bocho); 
  but9 = myButtons.addButton( 280, 140, 50, 50, bnueve); 
  but10 = myButtons.addButton( 370, 140, 50, 50, bcero); 
  bborrar = myButtons.addButton( 30, 220, 180, 40, "Borrar"); 
  bok = myButtons.addButton( 240, 220, 180, 40, "Consultar"); 
  bsig = myButtons.addButton( 370, 220, 90, 50, "Salir"); 
  bsoli = myButtons.addButton(10, 220, 280, 50, "Ver Solicitudes"); 
  bcerrarD = myButtons.addButton(425, 5, 50, 50, "X"); 
} 
 
void loop() { 
  switch (seleccion) { 
    case 0 : 
      myGLCD.fillScr(135, 206, 235); 
      pantalla_A(); 
      seleccion = 1; 
      break; 
    case 1: 
      myGLCD.fillScr(135, 206, 235); 
      pantalla_B(); 
      seleccion = 2; 
      break; 
    case 2: 
      if (digitalRead(8) == HIGH) { 
        myGLCD.fillScr(135, 206, 235); 
        pantalla_C(); 
        seleccion = 0; 
      } 
      else { 
        myGLCD.fillScr(135, 206, 235); 
        myGLCD.setColor(VGA_BLACK); 
        myGLCD.setBackColor(VGA_TRANSPARENT); 
        myGLCD.print("Consultando espere....", CENTER, 120); 
        delay (2000); 
        seleccion = 2; 
      } 
      break; 
  } 
} 
 
/************************* 
**   Custom functions   ** 
*************************/ 
void updateStr(int val) { 
  if (stCurrent > 0 && stCurrentLen <= 10) 
  { 
    if (val != '12') { 
      stCurrent[stCurrentLen] = val; 
      stCurrent[stCurrentLen + 1] = '\0'; 
      stCurrentLen++; 
      myGLCD.setBackColor(135, 206, 235); 
      myGLCD.setColor(0, 0, 0); 
      myGLCD.print(stCurrent, 200, 30); 
      delay(500); 
    } 
    if (val == '12' &&  stCurrentLen < 10) 
    { 
      stCurrent[stCurrentLen - 1] = ' '; 
      stCurrentLen--; 
      myGLCD.setBackColor(135, 206, 235); 
      myGLCD.setColor(0, 0, 0); 
      myGLCD.print(stCurrent, 200, 30); 
    } 
  } 
  if (stCurrentLen == 10) 
  { 
    if (val == '12') { 
      stCurrent[stCurrentLen - 1] = '_'; 
      stCurrentLen--; 
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      myGLCD.setColor(135, 206, 235); 
      myGLCD.print(stCurrent, 200, 30); 
    } 
  } 
} 
 
void pantalla_A() { 
 
  myButtons.disableButton(but1); 
  myButtons.disableButton(but2); 
  myButtons.disableButton(but3); 
  myButtons.disableButton(but4); 
  myButtons.disableButton(but5); 
  myButtons.disableButton(but6); 
  myButtons.disableButton(but7); 
  myButtons.disableButton(but8); 
  myButtons.disableButton(but9); 
  myButtons.disableButton(but10); 
  myButtons.disableButton(bborrar); 
  myButtons.disableButton(bok); 
  myButtons.disableButton(bsig); 
  myButtons.disableButton(bsoli); 
  myButtons.disableButton(bcerrarD); 
  myButtons.enableButton(b_pan_A); 
  myButtons.setButtonColors(VGA_WHITE, VGA_GRAY, VGA_WHITE, VGA_RED, VGA_BLUE); 
  myButtons.drawButton(b_pan_A); 
  myGLCD.setColor(VGA_BLACK); 
  myGLCD.setBackColor(VGA_TRANSPARENT); 
  myGLCD.print("UNIVERSIDAD POLITECNICA", CENTER, 10); 
  myGLCD.print("SALESIANA", CENTER, 30); 
  myGLCD.print("SISTEMA PARA CONSULTA DE:", CENTER, 50); 
  myGLCD.print("MULTAS Y SOLICITUDES", CENTER, 70); 
  myGLCD.print("PRESIONE PARA CONTINUAR", CENTER, 90); 
  int pausa; 
  pausa = 0; 
  while (pausa == 0) 
  { 
    if (myTouch.dataAvailable() == true) 
    { 
      bpresionar = myButtons.checkButtons(); 
      if (bpresionar == b_pan_A) 
      { 
        myButtons.disableButton(b_pan_A); 
        stCurrent[0] = '\0'; 
        stCurrentLen = 0; 
        pausa = 1; 
      } 
    } 
    else { 
      pausa = 0; 
    } 
  } 
} 
void pantalla_B() 
{ 
  int envio; 
  myButtons.disableButton(bsig); 
  myButtons.enableButton(but1); 
  myButtons.enableButton(but2); 
  myButtons.enableButton(but3); 
  myButtons.enableButton(but4); 
  myButtons.enableButton(but5); 
  myButtons.enableButton(but6); 
  myButtons.enableButton(but7); 
  myButtons.enableButton(but8); 
  myButtons.enableButton(but9); 
  myButtons.enableButton(but10); 
  myButtons.enableButton(bok); 
  myButtons.enableButton(bborrar); 
  myButtons.setButtonColors(VGA_WHITE, VGA_GRAY, VGA_WHITE, VGA_RED, VGA_BLUE); 
  myButtons.drawButton(but1); 
  myButtons.drawButton(but2); 
  myButtons.drawButton(but3); 
  myButtons.drawButton(but4); 
  myButtons.drawButton(but5); 
  myButtons.drawButton(but6); 
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  myButtons.drawButton(but7); 
  myButtons.drawButton(but8); 
  myButtons.drawButton(but9); 
  myButtons.drawButton(but10); 
  myButtons.drawButton(bborrar); 
  myButtons.drawButton(bok); 
  myGLCD.setColor(VGA_BLACK); 
  myGLCD.setBackColor(VGA_TRANSPARENT); 
  myGLCD.print("Ingrese Cedula:", 200, 10); 
  envio = 0; 
  while (envio == 0) 
  { 
    if (myTouch.dataAvailable() == true) 
    { 
      bpresionar = myButtons.checkButtons(); 
      if (bpresionar == but1) 
      { 
        updateStr('1'); 
      } 
      if (bpresionar == but2) 
      { 
        updateStr('2'); 
      } 
      if (bpresionar == but3) 
      { 
        updateStr('3'); 
      } 
      if (bpresionar == but4) 
      { 
        updateStr('4'); 
      } 
      if (bpresionar == but5) 
      { 
        updateStr('5'); 
      } 
      if (bpresionar == but6) 
      { 
        updateStr('6'); 
      } 
      if (bpresionar == but7) 
      { 
        updateStr('7'); 
      } 
      if (bpresionar == but8) 
      { 
        updateStr('8'); 
      } 
      if (bpresionar == but9) 
      { 
        updateStr('9'); 
      } 
      if (bpresionar == but10) 
      { 
        updateStr('0'); 
      } 
      if (bpresionar == bborrar ) 
      { 
        updateStr('12'); 
      } 
 
      if (stCurrentLen < 0) 
      { 
        if (myButtons.buttonEnabled(bborrar)) 
        { 
          myButtons.disableButton(bborrar); 
        } 
      } 
      if (stCurrentLen > 0 && stCurrentLen <= 10) 
      { 
        myButtons.buttonEnabled(bborrar); 
 
      } 
 
 
      if (stCurrentLen < 10) 
      { 
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        if (myButtons.buttonEnabled(bok)) 
        { 
          myButtons.disableButton(bok); 
        } 
      } 
      if (stCurrentLen == 10) 
      { 
        myButtons.enableButton(bok); 
        myButtons.setButtonColors(VGA_WHITE, VGA_GRAY, VGA_WHITE, VGA_RED, VGA_BLUE); 
      } 
      if (myButtons.buttonEnabled(bok) && bpresionar == bok) 
      { 
        Wire.beginTransmission(4); // transmit to device #4 
        Wire.write(stCurrent);        // sends five bytes 
        Wire.endTransmission();    // stop transmitting 
        delay(500); 
        envio = 1; 
      } 
    } 
  } 
  myButtons.disableButton(but1); 
  myButtons.disableButton(but2); 
  myButtons.disableButton(but3); 
  myButtons.disableButton(but4); 
  myButtons.disableButton(but5); 
  myButtons.disableButton(but6); 
  myButtons.disableButton(but7); 
  myButtons.disableButton(but8); 
  myButtons.disableButton(but9); 
  myButtons.disableButton(but10); 
  myButtons.disableButton(bborrar); 
  myButtons.disableButton(bok); 
  myButtons.disableButton(bsig); 
  myButtons.disableButton(bsoli); 
  myButtons.disableButton(bcerrarD); 
} 
 
void pantalla_C() 
{ 
  int pausa1; 
  myButtons.enableButton(bsig); 
  //  myButtons.enableButton(bsoli); 
  myButtons.setButtonColors(VGA_WHITE, VGA_GRAY, VGA_WHITE, VGA_RED, VGA_BLUE); 
  myButtons.drawButton(bsig); 
  //  myButtons.drawButton(bsoli); 
  pausa1 = 0; 
  I2Cnulo = solicitud_datos(6); 
  Serial.println(I2Cnulo); 
  if (I2Cnulo == "noregistrado") { 
    myGLCD.setColor(VGA_BLACK); 
    myGLCD.setBackColor(VGA_TRANSPARENT); 
    myGLCD.print("ESTUDIANTE NO REGISTRADO", CENTER, 90); 
    myGLCD.print("ACERQUESE A", CENTER, 110); 
    myGLCD.print("COORDINACION", CENTER, 130); 
  } 
  else { 
    myGLCD.setColor(VGA_BLACK); 
    myGLCD.setBackColor(VGA_TRANSPARENT); 
    myGLCD.print("CI:", 170, 15); 
    I2Ccedula = solicitud_datos(1); 
    myGLCD.print(I2Ccedula, 240, 15); 
    myGLCD.print("Estudiante:", 0, 60); 
    I2Cnombre = solicitud_datos(2); 
    myGLCD.print(I2Cnombre, 10, 80); 
    I2Capellido = solicitud_datos(3); 
    myGLCD.print(I2Capellido, 10, 100); 
    myGLCD.print("Multas:", 0, 140); 
    I2Cmultas = solicitud_datos(4); 
    myGLCD.print("No", 120, 140); 
    myGLCD.drawRect(155, 140, 170, 155); 
    myGLCD.print("Si", 200, 140); 
    myGLCD.drawRect(235, 140, 250, 155); 
    if (I2Cmultas == "false") { 
      myGLCD.print("X", 155, 140); 
    } 
    else { 
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      myGLCD.print("X", 235, 140); 
    } 
    myGLCD.print("Solicitudes:", 0, 170); 
    I2Csolicitud = solicitud_datos(5); 
    myGLCD.print("No", 200, 170); 
    myGLCD.drawRect(235, 170, 250, 185); 
    myGLCD.print("Si", 280, 170); 
    myGLCD.drawRect(315, 170, 330, 185); 
    if (I2Csolicitud == "false") { 
      myGLCD.print("X", 235, 170); 
    } 
    else { 
      myGLCD.print("X", 315, 170); 
      myButtons.enableButton(bsoli); 
      myButtons.setButtonColors(VGA_WHITE, VGA_GRAY, VGA_WHITE, VGA_RED, VGA_BLUE); 
      myButtons.drawButton(bsoli); 
    } 
  } 
  while (pausa1 == 0) 
  { 
    if (myTouch.dataAvailable() == true) 
    { 
      bpresionar = myButtons.checkButtons(); 
      if (bpresionar == bsig) 
      { 
        myButtons.disableButton(bsig); 
        pausa1 = 1; 
        I2Ccedula = ""; 
        I2Cnombre = ""; 
        I2Capellido = ""; 
        I2Cmultas = ""; 
        I2Csolicitud = ""; 
        I2Cnulo = ""; 
      } 
      if (bpresionar == bsoli) { 
        pantalla_D(); 
        pausa1 = 0; 
        myGLCD.fillScr(135, 206, 235); 
        myGLCD.setColor(VGA_BLACK); 
        myGLCD.setBackColor(VGA_TRANSPARENT); 
        myGLCD.print("CI:", 170, 15); 
        myGLCD.print(I2Ccedula, 240, 15); 
        myGLCD.print("Estudiante:", 0, 60); 
        myGLCD.print(I2Cnombre, 10, 80); 
        myGLCD.print(I2Capellido, 10, 100); 
        myGLCD.print("Multas:", 0, 140); 
        myGLCD.print("No", 120, 140); 
        myGLCD.drawRect(155, 140, 170, 155); 
        myGLCD.print("Si", 200, 140); 
        myGLCD.drawRect(235, 140, 250, 155); 
        if (I2Cmultas == "false") { 
          myGLCD.print("X", 155, 140); 
        } 
        else { 
          myGLCD.print("X", 235, 140); 
        } 
        myGLCD.print("Solicitudes:", 0, 170); 
        I2Csolicitud = solicitud_datos(5); 
        myGLCD.print("No", 200, 170); 
        myGLCD.drawRect(235, 170, 250, 185); 
        myGLCD.print("Si", 280, 170); 
        myGLCD.drawRect(315, 170, 330, 185); 
        if (I2Csolicitud == "false") { 
          myGLCD.print("X", 235, 170); 
        } 
        else { 
          myGLCD.print("X", 315, 170); 
          myButtons.enableButton(bsoli); 
          myButtons.setButtonColors(VGA_WHITE, VGA_GRAY, VGA_WHITE, VGA_RED, 
VGA_BLUE); 
          myButtons.drawButton(bsoli); 
 
        } 
        myButtons.setButtonColors(VGA_WHITE, VGA_GRAY, VGA_WHITE, VGA_RED, VGA_BLUE); 
        myButtons.drawButton(bsig); 
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      } 
    } 
  } 
} 
 
void pantalla_D() { 
  int pausaD; 
  myGLCD.fillScr(135, 206, 235); 
  myButtons.enableButton(bcerrarD); 
  myButtons.setButtonColors(VGA_WHITE, VGA_GRAY, VGA_WHITE, VGA_RED, VGA_BLUE); 
  myButtons.drawButton(bcerrarD); 
  pausaD = 0; 
  myGLCD.setColor(VGA_BLACK); 
  myGLCD.setBackColor(VGA_TRANSPARENT); 
  myGLCD.print("Lista de Solicitudes:", 10, 10); 
  myGLCD.print("ID Solicitud", 50, 35); 
  myGLCD.print("Estado", 300, 35); 
  myGLCD.print("1. ", 10, 60); 
  I2Cr1 = solicitud_datos(7); 
  I2Crr1 = solicitud_datos(8); 
  if(I2Crr1 == "true"){ 
  I2Crr1 = "Aprobado"; 
  } 
  else{ 
  I2Crr1 = "Negada"; 
  } 
  myGLCD.print("12345", 90, 60); 
  myGLCD.print("Aprobada", 290, 60); 
  myGLCD.print("2. ", 10, 85); 
  myGLCD.print("3. ", 10, 110); 
  myGLCD.print("4. ", 10, 135); 
  myGLCD.print("5. ", 10, 160); 
  myGLCD.print("6. ", 10, 185); 
  myGLCD.print("Nota: Solo se muestran las", 10, 210); 
  myGLCD.print("ultimas 6 solicitudes dentro", 10, 230); 
  myGLCD.print("del sistema", 10, 250); 
 
  while (pausaD == 0) 
  { 
    if (myTouch.dataAvailable() == true) 
    { 
      bpresionar = myButtons.checkButtons(); 
      if (bpresionar == bcerrarD) 
      { 
        myButtons.disableButton(bcerrarD); 
        pausaD = 1; 
 
      } 
    } 
  } 
} 
 
String solicitud_datos(int datoaenviar) 
{ 
  String I2Ccadena; 
  Wire.beginTransmission(4); // transmit to device #4 
  Wire.write(datoaenviar);        // sends five bytes 
  Wire.endTransmission();    // stop transmitting 
  delay(500); 
  Wire.requestFrom(4, 30);    // request 6 bytes from slave device #6 
  I2Ccadena = ""; 
  while ( Wire.available())   // slave may send less than requested 
  { 
    char c = Wire.read(); // receive a byte as character 
    Serial.write(c); 
    I2Ccadena.concat(c); 
    I2Ccadena.trim(); 
 
  } 
  return I2Ccadena; 
} 
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Anexo 3. Código Principal Android 
package com.Ups.android; 
 
import android.app.Activity; 
import android.app.AlertDialog; 
import android.app.ProgressDialog; 
import android.content.Intent; 
import android.net.ConnectivityManager; 
import android.net.NetworkInfo; 
import android.os.AsyncTask; 
import android.os.Bundle; 
import android.view.View; 
import android.view.View.OnClickListener; 
import android.widget.Button; 
import android.widget.EditText; 
 
import org.apache.http.HttpResponse; 
import org.apache.http.client.HttpClient; 
import org.apache.http.client.methods.HttpPost; 
import org.apache.http.conn.ConnectTimeoutException; 
import org.apache.http.entity.StringEntity; 
import org.apache.http.impl.client.DefaultHttpClient; 
import org.apache.http.params.BasicHttpParams; 
import org.apache.http.params.HttpConnectionParams; 
import org.apache.http.params.HttpParams; 
import org.apache.http.util.EntityUtils; 
 
import java.net.SocketTimeoutException; 
 
import static com.Ups.android.Utils.Notify; 
/** 
 * Universidad Politécnica Salesiana 
 * Created by leopj22 on 11/11/2014. 
 */ 
public class MainActivity extends Activity implements OnClickListener { 
 
    Button btnSignIn; 
    // Email Edit View Object 
    EditText userNameET; 
    // Passwprd Edit View Object 
    EditText pwdET; 
 
    ProgressDialog barProgressDialog; 
 
    boolean timeout;x 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_main); 
        btnSignIn = (Button) findViewById(R.id.btnSingIn); 
        userNameET = (EditText) findViewById(R.id.etUserName); 
        // Find Password Edit View control by ID 
        pwdET = (EditText) findViewById(R.id.etPass); 
 
        btnSignIn.setOnClickListener(this); 
 
        if (isConnected()) { 
            btnSignIn.setEnabled(true); 
            Notify(getApplicationContext(), "Conectado"); 
 
        } else { 
            btnSignIn.setEnabled(false); 
            Notify(getApplicationContext(), "You are NOT connected"); 
 
        } 
 
 
    } 
 
    @Override 
    public void onResume() { 
        super.onResume();  // Always call the superclass method first 
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        if (isConnected()) { 
            btnSignIn.setEnabled(true); 
            Notify(getApplicationContext(), "Conectado"); 
        } else { 
            btnSignIn.setEnabled(false); 
            Notify(getApplicationContext(), "You are NOT connected"); 
        } 
    } 
 
    @Override 
    public void onClick(View v) { 
 
        barProgressDialog = ProgressDialog.show(MainActivity.this, "Por Favor Espere 
...", "Autenticando ...", true); 
        new HttpAsyncTask().execute(getResources().getText(R.string.api_Url) + "" + 
getResources().getText(R.string.login_Url)); 
 
  /* 
         * Intent i = null; switch(v.getId()){ case R.id.btnSingIn: i = new 
   * Intent(this,SignInActivity.class); break; 
   *  
   * } startActivity(i); 
   */ 
    } 
 
    public boolean isConnected() { 
        ConnectivityManager connMgr = (ConnectivityManager) 
getSystemService(Activity.CONNECTIVITY_SERVICE); 
        NetworkInfo networkInfo = connMgr.getActiveNetworkInfo(); 
        return networkInfo != null && networkInfo.isConnected(); 
    } 
 
    private class HttpAsyncTask extends AsyncTask<String, Void, TesisLab_User> { 
        @Override 
        protected TesisLab_User doInBackground(String... urls) { 
            timeout = false; 
            String respStr; 
            // Get Email Edit View Value 
            String userName = userNameET.getText().toString(); 
            // Get Password Edit View Value 
            String password = pwdET.getText().toString(); 
            TesisLab_User userR = null; 
 
            HttpParams httpParameters = new BasicHttpParams(); 
            // Set the timeout in milliseconds until a connection is established. 
            // The default value is zero, that means the timeout is not used. 
            int timeoutConnection = 3000; 
            HttpConnectionParams.setConnectionTimeout(httpParameters, 
timeoutConnection); 
            // Set the default socket timeout (SO_TIMEOUT) 
            // in milliseconds which is the timeout for waiting for data. 
            int timeoutSocket = 5000; 
            HttpConnectionParams.setSoTimeout(httpParameters, timeoutSocket); 
 
            HttpClient httpClient = new DefaultHttpClient(httpParameters); 
 
            HttpPost post = new HttpPost(urls[0]); 
            post.setHeader("content-type", "application/json; charset=UTF-8"); 
 
            TesisLab_User user = new TesisLab_User(); 
            user.setUserName(userName); 
            user.setPassword(password); 
 
            try { 
 
                StringEntity entity = new StringEntity(user.toString()); 
                post.setEntity(entity); 
 
                HttpResponse resp = httpClient.execute(post); 
                int statusCode = resp.getStatusLine().getStatusCode(); 
                if (statusCode == 200) { 
                    respStr = EntityUtils.toString(resp.getEntity()); 
 
                    JSONInputStream jis = new JSONInputStream(respStr); 
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                    userR = jis.readObject(TesisLab_User.class); 
                    System.out.println(userR.toString()); 
                } 
 
            } catch (ConnectTimeoutException e) { 
                timeout = true; 
                // return userR; 
            } catch (SocketTimeoutException e) { 
                timeout = true; 
            } catch (Exception e) { 
                timeout = true; 
                e.printStackTrace(); 
                //return userR; 
 
            } 
 
 
            return userR; 
        } 
 
        // onPostExecute displays the results of the AsyncTask. 
        @Override 
        protected void onPostExecute(TesisLab_User result) { 
            barProgressDialog.dismiss(); 
            if (timeout) { 
                Notify(getApplicationContext(), "Imposible Conectar"); 
            } else { 
 
                System.out.println(result); 
                if (result != null) if (result.getAutenticated()) { 
                    Intent i = new Intent(getBaseContext(), PrestamoRecepcion.class); 
 
                    startActivity(i); 
                } else { 
 
                    AlertDialog.Builder builder = new 
AlertDialog.Builder(MainActivity.this); 
                    builder.setTitle("Importante"); 
                    builder.setMessage("Usuario o Password Incorrecto"); 
                    builder.setPositiveButton("OK", null); 
                    builder.create(); 
                    builder.show(); 
                } 
                else { 
 
                    AlertDialog.Builder builder = new 
AlertDialog.Builder(MainActivity.this); 
                    builder.setTitle("Importante"); 
                    builder.setMessage("Usuario o Password Incorrecto"); 
                    builder.setPositiveButton("OK", null); 
                    builder.create(); 
                    builder.show(); 
 
                }           
            } 
        }  
    }  
} 
 
Anexo 4. Código Principal Software de Administración 
Dada la extensión del código fuente del Software de Administración, este se 
adjuntara en el CD-ROM 
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Anexo 5. Manual del Sistema de Administración de Laboratorio de Electrónica 
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1. Prerrequisitos: 
Antes de proceder a instalar y utilizar el servicio se necesitan tener activas las 
siguientes características de Windows: 
1.1. IIS (Internet Information Service)  
Es un servidor web propio de Windows, que permitirá la operatividad entre el 
servicio y los dispositivos externos. Para activar esta característica siga los siguientes 
pasos: 
I. Acceder al Panel de control 
II. Escoger la pestaña de Programas 
III. Haga clic en la pestaña de Programas y características  
IV. En la ventana mostrada escoger la opción “Activar o desactivar las 
características de Windows” que se encuentra ubicada en la parte izquierda. 
 
1.2. Activación de puertos 
Otro de los prerrequisitos que se necesitan es el de abrir los puertos asociados a los 
protocolos de aplicación HTTP y HTTPS tanto de entrada como de salida, para 
cumplir con estos siga los siguientes pasos: 
I. Acceder al Panel de control 
II. Escoger la pestaña de Sistema y seguridad 
III. Haga clic en la pestaña de Firewall de Windows  
IV. En la ventana mostrada escoger la opción “Configuración Avanzada” que se 
encuentra ubicada en la parte izquierda. 
V. En esta nueva ventana se tienen que crear la regla tanto de entrada como de 
salida la cual permita la conexión de los puertos 80 (HHTP) y 443 (HTTPS). 
 
   
 
 
1.3. Configuración de la Red Inalámbrica 
Para la correcta interoperabilidad del sistema es necesario que los dispositivos que 
ejecutan el software se encuentren en el mismo segmento de red para lo cual se tiene 
que configurar la red inalámbrica en la cual se otorga al computador que ejecuta el 
software de administración una dirección IP estática por MAC para que todos los 
servicios, aplicaciones y dispositivos externos apunten a esta misma dirección IP, 
para lograr esto se tiene que seguir los siguientes pasos: 
I. Acceder al sistema de configuración del router 
II. Escoger la pestaña de red local 
III. Buscar la dirección MAC del ordenador que ejecuta el software de 
administración y asignarle una dirección IP fija. 
 
   
 
2. Software de Administración 
Para acceder al Software de administración se tiene que utilizar el acceso directo que 
se encuentra ubicado en el escritorio del ordenador. 
 
 
Luego de haber hecho clic se abrirá el servicio web en el navegador que se encuentre 
predeterminado en el sistema mostrando la siguiente interfaz: 
 
 
Para acceder a los servicios e información que ofrece el software lo primero que se 
necesita realizar es autentificarse, para lo cual se tiene que dar clic en la pestaña 
derecha superior que lleva el nombre de “Log in”, los datos a ser ingresados en esta 
sesión deben ser proporcionados por el administrador del laboratorio. 
 
   
 
 
Una vez iniciada la sesión en el software se activaran los servicios y dependiendo del 
nivel de privilegios que posea el usuario autentificado podrá tener acceso a ciertas 
características del sistema. 
De manera general a continuación se presentan los servicios principales que ofrece la 
interfaz al usuario. 
2.1. Estudiantes 
En esta opción podemos ver que se poseen tres opciones las cuales son las mostradas 
en la siguiente figura: 
 
En la primera opción llamada “Estudiantes”, al hacer clic se desplegará la ventana en 
la cual se muestra la información de todos los estudiantes que se encuentren 
registrados dentro del sistema, si se necesitase ingresar un nuevo estudiante a la base 
de datos del sistema se lo podrá hacer realizando el siguiente proceso: 
   
 
I. Hacer clic en “Create New” 
 
II. Despues llenar el formulario, dar clic en el boton “Create” 
 
En la segunda opción llamada “Solicitudes de Estudiantes”, al hacer clic se 
desplegara la ventana en la cual se muestran las solicitudes que se hayan ingresado al 
sistema. 
 
Como se puede observar en la figura anterior existe un checkbox 
(StudentRequestStatus) el cual si se encuentra activado indicará que la solicitud ha 
sido negada, si se necesitase ingresar una nueva solicitud a la base de datos del 
sistema se lo podrá hacer realizando el siguiente proceso: 
   
 
 
I. Hacer clic en “Create New” 
 
II. Despues llenar el formulario que aparecerá, dar clic en el boton “Create” 
 
En la tercera opción llamada “Multas de Estudiantes”, al hacer clic se desplegará la 
ventana en la cual se muestran las multas que se hayan impuestas a estudiantes por 
parte de coordinación de laboratorios. 
 
Si se necesitase ingresar una nueva multa a la base de datos del sistema se lo podrá 
hacer realizando el siguiente proceso: 
   
 
 
I. Hacer clic en “Create New” 
 
II. Despues llenar el formulario que aparecera, dar clic en el boton “Create” 
 
2.2. Laboratorios 
En esta opción se cuenta con cuatro opciones las cuales son las mostradas en la 
siguiente figura: 
 
   
 
 
En la primera opción llamada “Laboratorios”, al hacer clic se desplegará la ventana 
en la cual se presentarán los laboratorios registrados en la base de datos, si se 
necesitase ingresar un nuevo laboratorio al sistema se lo podrá hacer realizando el 
siguiente proceso: 
I. Para crear laboratorios y posterior a esto proceder a vincular los ítems del 
inventario se configura en esta ventana: 
 
II. Se ingresa el nombre del laboratorio a ser añadido y se hace clic en el botón 
“Create” 
 
La segunda opción llamada “Inventario”, al hacer clic se desplegará la ventana en la 
cual se presentarán los equipos e instrumentos registrados dentro de la base de datos, 
hay que tener en cuenta que para crear ítems de inventario es necesario haber creado 
primero los laboratorios, después se puede crear ítems que correspondan a cada 
laboratorio, si se necesita ingresar nuevos ítems se tiene que seguir los siguientes 
pasos: 
 
 
 
 
   
 
I. Dar clic en “Create New” 
 
II. Después llenar el formulario, dar clic en el botón “Create” 
 
La tercera opción llamada “Prestamos”, al hacer clic se desplegará la ventana en la 
cual se presentarán todos los préstamos que se hayan realizado utilizando la 
aplicación móvil. 
 
Como se puede observar se muestran un Checkbox (Status) en el cual si se encuentra 
marcado significará que el equipo ha sido devuelto luego de ser utilizado, y en caso 
contrario si este estuviese sin marcar significaría que aún no se a devuelto el equipo 
al docente técnico encargado del préstamo. 
   
 
2.3. Usuarios 
En esta sección se podrá crear, editar usuarios para el acceso, cabe recalcar que estos 
usuarios no tendrán iguales privilegios que el administrador. Para poder ingresar 
nuevos usuarios se tienen que seguir los siguientes pasos: 
I. Dar clic en “Create New”  
 
II. Se tiene que llenar el formulario, en la parte correspondiente al Password es 
importante recordar que se tiene que colocar una contraseña compuesta por lo 
menos de una letra mayúscula y un número, de no colocar en este formato 
no se aceptara la contraseña. 
 
 
 
 
 
 
 
   
 
III. Después de crear el usuario es necesario confirmar que el correo existe y 
autentificar: 
 
El usuario nuevo no podrá acceder al servicio si no acepta la autentificación por 
correo, pero si acepta el mail enviado al correo que fue colocado en el sistema se 
desplegará automáticamente esta pantalla certificando que el nuevo usuario es parte 
del sistema. 
 
Se puede verificar accediendo al servicio con el nuevo usuario y viendo que el 
checkbox esta habilitado en EmailConfirmed. 
 
 
   
 
3. Aplicación Android: 
Luego de inicializar el servicio principal se procede a arrancar la aplicación en el 
teléfono inteligente Android que será utilizado por los técnicos docentes, pero 
teniendo en cuenta que la computadora donde está el servicio y el teléfono inteligente 
deben estar conectados a la misma red inalámbrica: 
 
Debe autentificarse el usuario que va a utilizar la app, este usuario debe ser brindado 
por el administrador de los laboratorios: 
     
   
 
Posterior a autentificarse se despliega un menú donde debe seleccionarse el registro o 
recepción de equipos o materiales: 
  
En la elección de préstamo se presenta una pantalla con las opciones para el 
préstamo de equipos o materiales: 
 
Para el primero y el segundo proceso se 
desplegará la aplicación de lector de 
código de barras:  
 
Se ingresa primero el estudiante, 
ya que los ítems a prestar no pueden 
escanearse antes de que se escanee al 
estudiante. 
 
 
             Posterior a esto se debe 
presionar el botón + cada vez que quiera 
agregarse un nuevo ítem. 
 
 
             Para finalizar el servicio de 
préstamo se envía los datos al servicio 
principal cuando se dé un click en el 
botón enviar.  
2
3
1
 
   
 
A continuación se va a visualizar la pantalla de la app lector de código de barras 
corriendo: 
 
En la elección de recepción se despliega la siguiente pantalla: 
 
Para el primero y el segundo proceso 
se desplegará la aplicación de lector 
de código de barras:  
 
Se ingresa primero el 
estudiante, ya que los ítems a prestar 
no pueden escanearse antes de que se 
escanee al estudiante. 
 
 
             Posterior a esto se debe 
presionar el botón + cada vez q 
quiera agregarse un nuevo ítem. 
 
 
             Para finalizar el servicio de 
préstamo se envía los datos al 
servicio principal cuando se dé un 
click en el botón enviar.  
La aplicación lector de código de barras es la misma que obtiene los datos tanto en la 
entrega, como en la recepción.  
2
3
 
1
   
 
4. Prototipo de Hardware ARDUINO 
En el prototipo basado en Arduino se tienen las siguientes interfaces en las cuales el 
usuario podrá interactuar con el Sistema para realizar consultas de solicitudes y 
multas. 
La primera interfaz que encontramos es la siguiente: 
 
 
Luego de haber dado un clic en el botón “CONTINUAR”, se desplazará la interfaz 
en la cual el usuario deberá ingresar su número de cédula, cabe recalcar que si no se 
ingresa un número conformado por 10 dígitos el botón “CONSULTAR” no se 
activará, con el botón “BORRAR” se podrá eliminar un número mal ingresado. La 
pantalla es la siguiente: 
 
 
Una vez presionado el botón “CONSULTAR”, la siguiente interfaz se mostrará, lo 
cual significa que el prototipo Arduino se encuentra consultando al software de 
Administración y este a su vez a la base de datos la información ingresada. 
   
 
 
Una vez que el prototipo de hardware Arduino haya recibido la información del 
software de administración existen dos interfaces que pueden presentarse, la primera 
es la mostrada a continuación en la cual se despliega un mensaje, si aparece esta 
interfaz significará que el número de cédula ingresado no es parte de la base de datos 
o que se ha ingresado mal la información. 
 
La segunda interfaz que puede aparecer es en la que muestra la información que el 
software de administración a enviado al Arduino en ella se presentará la información 
básica del estudiante que haya ingresado su número de cédula, mostrará si posee 
multas, y si ha ingresado solicitudes al software de administración, en caso de que 
tenga alguna solicitud se activará el botón “Ver solicitudes”, para poder acceder a 
visualizar sus solicitudes y el estado en que estas se encuentran ya sean aprobadas o 
negadas. 
   
 
 
 
 
Una vez que se haya presionado el botón “Salir”, se regresará a la primera interfaz 
con lo cual se podrá realizar una nueva consulta. 
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1. OBJETIVO 
Establecer la metodología mediante la cual se realizan todas las actividades requeridas para el préstamo de equipos y espacio físico. 
2. ALCANCE 
Estos procedimientos aplican para los Laboratorios de Electrónica de la Universidad Politécnica Salesiana Campus Sur. 
3. RESPONSABILIDAD 
EST:  Estudiante 
ELAB:  Encargado del Laboratorio 
DLAB:  Director del Laboratorio 
DCAR:  Director de Carrera 
4. DEFINICIONES 
Equipos: Es cualquier dispositivo o componente electrónico o eléctrico que se sea propiedad de Universidad Politécnica Salesiana Campus Sur y se 
encuentren dentro de los laboratorios. 
5. REFERENCIAS 
 
6. DESARROLLO 
6.1. Préstamo de equipos y espacio físico fuera de horarios 
 
 
ETAPA No. PROCEDIMIENTO RESPONSABLE ACTIVIDAD
1 EST
Crea solicitud en la cual requiere el préstamo tanto de equipos como 
espacio físico para el desarrollo de una practica.
2 ELAB
Recibe solicitud.
Revisa disponibilidad y existencia de equipos y entrega solicitud al 
DLAB
3 DLAB
Analiza la solicitud y verifica que exista el espacio físico para realizar la 
practica y que la misma no interfiera con horarios de laboratorios.
Se archiva la solicitud.
4 ELAB
Recibe la resolución de la solicitud e informa EST para coordinar el día 
y hora a la cual se entregan los equipos
5 EST Se presenta en el horario establecido y solicita equipos
6 ELAB
Solicita carnet actualizado y lo registra en el sistema.
Comprueba el correcto funcionamiento del equipo y entrega al EST.
7 EST Al finalizar la practica procede a entregar los equipos.
8 ELAB
Registra la recepción de los equipos. 
Comprueba el correcto funcionamiento de los mismos y se encarga de 
verificar el tiempo que tomo el préstamo.
9 ELAB Informa de la esta falta al DLAB.
10 DLAB Reporta al DCAR para que el indique la sanción correspondiente.
11 DCAR Recibe el informe del DLAB y genera la sanción.
12 DLAB
Recibe la resolución del DCAR. 
Informa al EST de la sanción correspondiente y ejecuta la misma.
13 ELAB Entrega de documentos de identificación.
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6.2. Préstamo de equipos dentro de horarios de practica 
 
6.3. Préstamo de espacio físico (laboratorio) no incluye equipos 
 
 
7. CONSIDERACIONES GENERALES 
7.1. El tiempo mínimo para retorno de solicitudes será de un 1 día. 
7.2. Sin carne o documento de identidad actualizado no se podrá realizar ningún tipo de préstamo. 
7.3. Perdida, daño y no retorno del equipo en el tiempo establecido se emitirá la sanción para la reposición de un equipo nuevo.  
7.4. En caso de recuperación de prácticas se tiene que entregar solicitud en fechas establecidas por la Universidad Politécnica Salesiana para dicha 
actividad. 
 
 
 
 
ETAPA No. PROCEDIMIENTO RESPONSABLE ACTIVIDAD
1 EST
Solicita equipos e instrumentos los cuales serán ocupados en la 
practica.
2 ELAB
Solicita carnet actualizado y lo registra en el sistema.
Comprueba el correcto funcionamiento del equipo.
Entrega al EST el equipo.
3 EST Al finalizar la practica procede a entregar los equipos.
4 ELAB
Registra la recepción de los equipos. 
Comprueba el correcto funcionamiento de los mismos.
5 ELAB Entrega de documentos de identificación.
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ETAPA No. PROCEDIMIENTO RESPONSABLE ACTIVIDAD
1 EST Crea solicitud en la cual requiere el préstamo de espacio físico.
2 ELAB Recibe la solicitud y entrega al DLAB
3 DLAB
Analiza la solicitud y verifica que exista el espacio físico y que la misma 
no interfiera con horarios de laboratorios.
Se archiva la solicitud.
4 ELAB
Recibe la resolución de la solicitud e informa EST para coordinar el día 
y hora a la cual se entregan el espacio físico.
5 EST Se presenta en el horario establecido y solicita el espacio físico.
6 ELAB
Solicita carnet actualizado o documento de identificación y lo registra 
en el sistema.
7 EST Al finalizar se procede a la entrega del espacio físico.
8 ELAB Entrega de documentos de identificación.
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