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Abstrakt
Bakalářská práce se věnuje vytváření grafického rozhraní pro deskové hry. Cílem práce je
modulární aplikace s možností hraní her. Dalším důležitým prvkem zadání je implementace
grafických algoritmů vhodných pro omezenou scénu deskové hry. První část práce se věnuje
teoretickému rozboru algoritmů a část následující se věnuje implementaci vybraných
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The Bachelor’s diploma thesis covers with a graphical interface for board games. The main
goal was to create a modular application allowing game playing. Implementation of graphic
algorithms appropriate for limited scene of a board game is another important factor in the
assignment of a project. Initial part of the paper covers theortical analysis of algorithms,
the rest deals with implementation of selected ones.
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Kapitola 1
Úvod
Historie deskových her sahá do starověkého Egypta, kde hrávali deskovou hru Senet a další
pravděpodobně už před ve čtvrtém tisíciletí před naším letopočtem [3]. Z tohoto období
pochází rovněž nejstarší nalezené doklady o hraní hry vrhcáby[1]. Pravděpodobně nejstarší
dosud hranou deskovou hrou je původně čínské Go, o kterém se první prameny zmiňují už
ve čtvrtém století před naším letopočtem. Vývoj deskových her probíhal tedy celá staletí
a v dnešní době jsou samozřejmě implementovány také na počítačích.
Požitek ze hry stoupá s kvalitou zpracování příslušenství hry, ať už člověk hraje hry
denně nebo párkrát za život. V historii nebylo ničím zvláštním, že byly hrací figury vy-
tvářeny z nejdražších materiálů, slonoviny, vzácných kovů, a deska vyřezávaná z exotických
dřevin. Při hraní na počítači je toto neproveditelné, proto jsou pro zvýšení kvality imple-
mentovány různé algoritmy. Ty simulují nejrůznější efekty, ať už reálné také v hmotném
světě, jako jsou stíny či zrcadlení, nebo ne.
Celá práce je rozdělena do pěti částí. Následující kapitola je věnována teoretickému
rozboru grafických algoritmů, které by mohly být vhodné pro omezenou scénu deskové hry.
Kapitola třetí obsahuje krátké zhodnocení jednotlivých algoritmů a jejich vhodnosti pro
aplikaci do hry. Předposlední kapitola je popisem implementace výstupní aplikace. Konečně
závěrečná kapitola obsahuje shrnutí práce a návrhy na její pokračování.
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Kapitola 2
Rozbor
V první sekci této kapitoly je nejprve představeno OpenGL, které je využito pro komunikaci
s grafickým hardwarem. V sekcích následujících jsou teoreticky popsány grafické algoritmy,
které je možné implementovat na omezené scéně deskové hry. Množství těchto algoritmů
ovšem dalece přesahuje rozsah práce, jsou tedy vybrány pouze některé.
2.1 OpenGL
OpenGL je striktně definováno jako
”
softwarové rozhraní pro grafický hardware“. [7] Její
hlavní využití je jako velice rychlá a přenositelná 3D grafická knihovna. Její hlavní přednost
spočívá hlavně v této rychlosti, kterou několikanásobně překonává například softwarové
rendery. OpenGL je tak využíváno v široké škále oblastí, příkladem mohou být mnohé
CAD systémy, vědecké programy pro vizualizaci nebo tvorba efektů pro filmový průmysl.
OpenGL je určeno pro využití s hardwarem vytvořeném a optimalizovaném pro zob-
razování a manipulaci s 3D grafikou. Existují také čistě softwarové implementace, jako je
Mesa3D [11], které ovšem nedosahují plné rychlosti a funkcionality. Na druhé straně jejich
užití umožňuje spuštění programů na větším množství počítačových systémů, které nemají
příliš výkonný grafický hardware. Další text předpokládá použití s grafickým hardwarem.
Předchůdcem OpenGL byla knihovna IRIS GL vyvinutá firmou Silicon Graphics, Inc.,
vytvořená původně jako 2D knihovna, která se s vývojem hardwarové podpory maticových
transformaci, důležitým předpokladem pro 3D grafiku, rozrostla na 3D programovatelné
rozhraní pro firmou vyráběné grafické pracovní stanice. IRIS GL ovšem nebyla designovaná
pro vrcholový styl geometrie, který začal převládat, a proto byl její vývoj ukončen. Jako
její následovník bylo v roce 1992 představeno OpenGL jako otevřený standard, jehož vý-
voj byl řízen nezávislým konsorciem OpenGL Architecture Review Board a od roku roku
2006 konsorciem Khronos Group, jejímiž členy jsou například NVIDIA, Intel nebo Apple
[5] [6]. Toto konsorcium vydává specifikaci, která musí být implementována výrobci grafic-
kého hardwaru podporujícího OpenGL a která je považována za jádro OpenGL. Aby byla
rozšířitelná funkcionalita, byl zaveden systém rozšíření, která mohou přidávat výrobci do
svých produktů. Každé rozšíření je rozpoznatelné podle svého prefixu, který je specifický
pro výrobce, například NV pro NVIDIA nebo WGL pro Windows. Pokud chce imple-
mentovat jiný výrobce toto rozšíření, musí být tato implementace přesně podle specifikace.
Specifickými prefixy jsou EXT a ARB , kde EXT znamená, že je rozšíření nezávislé na
výrobci, a ARB označuje rozšíření schválené konsorciem, což ve většině případů je stav
před zařazením do jádra OpenGL.
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2.1.1 Vykreslování
Pro vykreslení složitějších objektů OpenGL využívá několik základních primitiv, která mo-
hou být jedno- až třídimenzionální, a nabízí různé způsoby jejich kombinace na obrazovce.
Každé primitivum se skládá z několika vrcholů, které jsou odeslány do programovatelné
pipeline. Ta je složená ze dvou (v novějších verzích i více) programů napsaných v jazyce
GLSL nazývaných shadery a které jsou zpracovávány přímo grafickým hardwarem. Tyto
programy zpracují jednotlivé vrcholy objektů a v případě dvou- a tří rozměrných primitiv
vyplní prostor mezi nimi fragmenty, které podle zobrazení mohou odpovídat pixelům, ale
také může připadat více fragmentů na jeden pixel.
Pipeline se rozděluje podle modelu klient-server. Klientská část se zpracovává v hlav-
ním procesoru aplikace společně s aplikačním programem nebo ovladači. Ty zpracují data
a příkazy pro vykreslování a odešlou je serverové části na provedení. Serverová část běží
přímo na grafickém hardwaru a stará se o vykreslování na obrazovku nebo obecněji do fra-
mebufferů. Klientská a serverová část fungují asynchronně. Klientská část zpracovává bloky
kódu a dat a vkládá je do bufferů, ze kterých si je serverová část vyzvedává.
Základní část pipeline tvoří shadery, které jsou psány v jazyce GLSL (OpenGL Shading
Language). V nejjednodušší podobě jsou potřeba dva, vertex a fragment shader, v novějších
verzích je můžou doplňovat geometry shader a tessellation shadery. Kromě těchto shaderů
má pipeline další části jako je rasterizace jednotlivých primitiv nebo per-sample processing,
kde jsou na výstupu z fragment shaderu prováděny doplňující testy, například hloubkový
nebo stencil test.
Vertex shader je první stupeň do kterého vstupují data zaslaná klientskou částí apli-
kace. Je spouštěn pro každý vrchol objektu, provádí transformace pro určení polohy tohoto
vrcholu ve scéně, potencionálně provádí další operace pro zjištění barvy, osvětlení a další.
Na dnešním grafickém hardwaru je několik simultánních jednotek vykonávajících běh vertex
shaderu pro více vrcholů současně. Prostor mezi zpracovanými vrcholy primitiva je vyplněn
fragmenty, kde každý fragment je zpracován jedním během fragment shaderu, který doplní
konečnou barvu. Doplňující geometry shader byl do jádra OpenGL přidán s verzí 3.20. Je
vkládán mezi vertex a fragment shader, může přistupovat k celému primitivu a může měnit
množství dat v pipeline. Kromě ovlivňování vlastností vstupního primitiva, jako je umístění
do vrstvy nebo i typ, geometry shader totiž může přidávat i primitiva úplně nová. Od verze
4.00 jsou přístupné také tessellation control shader a tessellation evaluation shader, které
umožňují vstupní primitivum rozdělit na několik menších.
Shadery přijímají několik různých vstupů. Prvním z nich jsou atributy. Atributy se
můžou měnit pro každý vrchol a jsou předávány jako čtyřprvkové vektory, jejichž jednot-
livými prvky mohou být logické hodnoty, celá čísla nebo čísla s plovoucí řádovou čárkou.
Pokud není využit vektor celý, tak je doplněn v druhém a třetím prvku nulovou hodnotou
a ve čtvrtém hodnotou jedna. Základními atributy každého vrcholu jsou jeho souřadnice,
dalšími mohou být například barva, normála povrchu nebo souřadnice textur.
Dalším typem vstupů jsou takzvané uniformy. Ty mají stejnou hodnotu pro celý shluk
primitiv posílaných do pipeline. Dalším rozdílem oproti atributům je, že je lze posílat do
kteréhokoliv shaderu. Navíc lze posílat kromě skalárních a vektorových uniform i maticové.
Typickým využitím matic je tak posílání transformačních matic z klientské do serverové
části nebo základní barva stejná pro celý povrch.
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2.2 Phongův osvětlovací model
Phongův osvětlovací model je empirický model pro výpočet odraženého světla na povrchu
objektu. Výsledný odraz se skládá ze tří složek: ambientní, difuzní a spekulární (odlesky).
Pro každou barevnou složku z RGB modelu se počítá samostatně pomocí vztahu
I = caIa + cdId(NL) + csIs(V R)
n
kde
• I je celková intenzita barevné složky
• ca, cd a cs jsou koeficienty pro odrazivost jednotlivých složek světla a u běžných mate-
riálů leží v intervalu 〈0; 1〉, kde nulová hodnota značí, že materiál danou složku světla
a danou barvu (RGB) neodráží vůbec, naopak hodnota na druhém konci intervalu
znamená úplnou odrazivost materiálu. Každý z koeficientů se nastavuje při vytváření
materiálu a udávají barvu materiálu při osvětlení bílým světlem.
• Ia udává intenzitu ambientní složky dopadajícího světla, tedy té složky světla, která
ozařuje objekt ze všech směrů rovnoměrně a je nezávislá na vzájemné poloze tělesa,
zdroje světla a pozorovatele.
• Id udává intenzitu difúzní složky dopadajícího světla, tedy té složky světla, která
ozařuje objekt z jednoho zdroje (bodového nebo směrového) a odráží se rovnoměrně
do všech směrů.
• Is udává intenzitu spekulární složky dopadajícího světla, tedy té složky světla, která
ozařuje objekt z jednoho zdroje (bodového nebo směrového) a odráží se z větší části ve
směru, který je dán zákonem o odrazu světelných paprsků. Hodnoty všech tří intenzit
se nastavují při vytváření světelného zdroje.
• NL je součin normály k povrchu tělesa N a vektor paprsku ze zdroje k počítanému
bodu na povrchu objektu. Před provedením součinu musí být oba vektory normalizo-
vány.
• V R je součin vektor ideálně odraženého paprsku R a vektor pohledu pozorovatele do
počítaného bodu. Vektor R lze spočítat pomocí vztahu R = 2(NL)N − L
• n je index udávající lesklost tělesa. Čím je hodnota vyšší, tím jsou odlesky na menší
ploše, ale jsou intenzivnější.
(čerpáno z [9])
Obrázek 2.1 znázorňuje skládání jednotlivých složek.
2.3 Stínování
Výpočet osvětlovacího modelu pro každý zobrazovaný fragment může být příliš časově ná-
ročný, proto byly vypracovány techniky, které zjednodušují výpočty za cenu částečné ztráty
přesnosti. Tyto techniky se nazývají stínování a umožňují přirozenější vzhled zobrazova-
ných objektů. Některé z technik dokáží také zaoblit zlomy mezi jednotlivými plochami na
objektech reprezentovaných sítí rovinných plošek.
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Obrázek 2.1: Phongův osvětlovací model (převzato z [8])
Nejjednodušší z technik je konstantní stínování, někdy nazývaná také flat shading. Pro
výpočet osvětlení používá pro každou plochu pouze jednu normálu, která nemusí být ob-
sažena ve vstupních datech a je možné ji u konvexních plošek dopočítat. Pro celou plochu
se takto získá pouze jedna barva. Tato jednoduchost zajišťuje vysokou rychlost výpočtu,
nedává však moc reálný vzhled. Je vhodná pouze pro zobrazení mnohostěnů a přijatelná
pro objekty reprezentované velkým množstvím malých plošek.
Další z technik je Gouraudovo stínování. Při její implementaci určíme barvu každého
vrcholu tělesa vyhodnocením osvětlovacího modelu (per vertex). Dále se odstín vnitřních
bodů získává bilineární interpolací barev vrcholů. Protože technika interpoluje pouze barvy
a nikoliv přímo normály, počítá se často pouze s ambientní a difúzní složkou světla, specu-
lární se v některých případech nemusí projevit. Interpolace se provádí postupně pro každou
barevnou RGB složku světla. Před samotnou interpolací se složka většinou převede z roz-
sahu 〈0, 1〉 na celočíselný interval (např. 0-255), protože celočíselná bilineární interpolace je
snadno realizovatelná technickými prostředky a je vhodná pro grafické akcelerátory. Gou-
raudovo stínování zaoblí hrany při užití ploškové reprezentace tak, že tato aproximace není
zřetelná. Samotná interpolace barvy ale nemusí postihnout zvýšení jasu reprezentující za-
křivenou plochu v místech kolmých na světelné paprsky, které zastupuje speculární složka
světla.
Phongovo stínování je podobně jako Gouraudovo technika, která počítá se znalostí nor-
málových vektorů ve vrcholech. V tomto případě ovšem nevyhodnocujeme osvětlovací model
pro vrcholy, ale interpolujeme pro vnitřní body stěn přímo normálové vektory a osvětlovací
model vyhodnocujeme pro každý zobrazovaný fragment zvlášť (per fragment). To přináší
reálnější vzhled, zvyšuje ale náročnost výpočtu.
2.4 Textury
Textura je popis vlastností povrchu a její základní jednotkou je texel. Může nést například
informace o barvě, struktuře a podobně (viz například algoritmus shadow mapping 2.5.1
dále). Aplikace textur má za cenu poměrně malých technických nároků velký vliv na zvýšení
kvality scény, často je několikanásobně jednodušší použít jednoduchou geometrii se složitou
texturou než naopak. Příkladem mohou být objekty, které jsou ve scéně pouze chvíli nebo
ve velké vzdálenosti od kamery (takzvané bilboardy).
Textury dělíme podle několika kritérií. Jednou z nich je například rozměr textury, pou-
žívají se jedno- až čtyřrozměrné. Jednorozměrné definují opakující se pruhované vzory nebo
vzorky pro přerušované křivky, dvourozměrné textury jsou mapovány na povrch tělesa
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Obrázek 2.2: Srovnání konstantního, Gouraudova a Phongova stínování (převzato z [4])
a trojrozměrné neboli objemové textury se používají pro simulaci objektů vytvořených
z jednolitého bloku materiálu. Dvou- až čtyřrozměrné textury také mohou reprezentovat
změnu jedno- až třírozměrných textur v čase.
Další dělení může být podle uložení jejich reprezentace. Textury se ukládají buď
v n-rozměrné tabulce jako obrazový soubor či pole voxelů nebo jsou definovány pomocí
funkcí, pak mluvíme o procedurálních texturách (viz dále).
Aplikace textur probíhá ve dvou krocích. V prvním z nich se textura definuje a její data
se nahrají do paměti, ve druhém se textura mapuje, což znamená, že se určí na jaký objekt
a jak se použije.
Dvourozměrnou texturu definujeme jako funkci T (u, v) přiřazenou bodům [u, v] v rovině
hodnoty dané veličiny
T : DT → HT , DT ⊂ R2
Pro potřeby aplikace textury musíme také definovat funkci M [x, y, z], která přiřazuje povr-
chovým bodům objektu bod z textury T . Tuto funkci nazýváme inverzní mapování a využívá
se při nanášení textur
M : DM → DT , DM ⊂ R3
kde DM jsou body na povrchu objektu. Při vykreslování pak známe souřadnice bodu [x, y, z]
na které aplikujeme složené funkce M ◦ T . [12]
Funkci M volíme podle tvaru objektu na který texturu nanášíme. Jedná-li se o analy-
tickou plochu, volíme, pokud existuje, většinou inverzní funkci k její parametrické podobě.
Funkci M , která nedeformuje texturu, lze nalézt u ploch rozvinutelných do roviny.
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Trojrozměrné textury jsou obyčejně definovány v omezené části trojrozměrného pro-
storu, například jednotkové krychli. Zobrazovací funkce M tedy nedefinuje výstup v R2, ale
v R3. Trojrozměrné textury jsou navíc většinou reprezentovány procedurou, protože repre-
zentace tabulkou mívá příliš velké paměťové nároky a přístup k datům je časově náročný.
Je-li už trojrozměrná textura reprezentovaná tabulkou, její rozsah nebývá velký a nedefi-
nované hodnoty se dopočítávají trilineární interpolací.
Hrbolaté textury, v anglické literatuře bump texture, je metoda přidávání nerovností na
povrch bez změny jeho geometrie. Její princip je založený na osvětlovacím modelu, který
využívá normálový vektor povrchu ve vyšetřovaném bodě. Aplikace textury tento vektor
změní, čímž ovlivní odražené světlo, které pak vyvolává dojem lokálního zvrásnění povrchu.
Problémem při mapování textur, zejména v časově kritických operacích a při větším
množství mapovaných textur, může být neustálá změna měřítka podle vzdálenosti pokrý-
vaného objektu. Tato operace může spotřebovat nezanedbatelné množství výpočetního vý-
konu, protože je potřeba interpolovat hodnoty pro nedefinované fragmenty. Jednou z tech-
nik, která tento problém částečně řeší, je MIP-mapping, kde MIP je zkratka latinských slov
multum in parvo neboli mnohé v malém. Princip techniky spočívá v uložení textury do
paměti v různých rozlišeních. Při mapování se poté nemusí velikost textura měnit z roz-
lišení původního, ale vybere se nejbližší potřebné. Za zvýšenou rychlost se platí vyššími
paměťovými nároky. Spočítané hodnoty se ukládají do čtverce/obdélníku, který rozdělíme
na čtyři čtvrtiny, do třech z nich uložíme jednotlivé barevné složky původní velikosti a zby-
lou čtvrtinu dělíme obdobným způsobem, pouze s poloviční velikostí ukládaných textur.
Zobrazovaný bod je pak místo dvou souřadnic mapován třemi, kde doplněná souřadnice
značí úroveň detailů.
Problém datové náročnosti textur, zejména pak u třírozměrných, lze v některých přípa-
dech vyřešit texturami procedurálními. Tyto textury neukládají pro každý bod jeho hod-
notu, ale ta je získána výpočtem funkce v daném bodě. Lze jimi realizovat opakující se vzory,
jako můžou být například cihlové zdi, nebo za pomocí šumů simulovat náhodné efekty jako
přírodní materiály. Specifickým případem procedurální textury je pak hypertextura, která
udává změnu objektu nad jeho povrchem a která je použitelná například pro modelování
srsti nebo trávy.
2.5 Stíny
Stíny ve scéně pomáhají vnímat tvar, rozmístění a velikost objektů při přirozeném prosto-
rovém vnímání člověka a poskytují informace o vlastnostech a poloze světelných zdrojů.
Metody jako sledování paprsků a radiační metoda, které zobrazují stíny společně se scénou,
se ukázaly jako příliš výpočetně náročné pro zobrazování scény v reálném čase. Proto bylo
vyvinuto několik samostatných metod přidávání stínů do scény, které převádějí problém
geometrický, nejčastěji na algoritmy řešení viditelnosti.
Tvar a velikost světelného zdroje ovlivňují charakter stínu. Nejčastěji používané bo-
dové zdroje světla vytvářejí bez dalších efektů tzv. tvrdé stíny, jejichž okraje jsou přesně
odděleny od osvětlených oblastí. Lze totiž jednoznačně určit, jestli je mezi zdrojem světla
a zobrazovaným bodem některý z předmětů, jejichž stíny přidáváme do scény. Naproti tomu
plošné zdroje světla vrhají měkké stíny, které mají rozostřenou hranici polostínem, kdy část
zdroje bod osvětluje a část je zakrytá objektem. Tyto měkké stíny mohou mít i hlavní stín,
jenž není vůbec osvětlen a jehož existence a velikost je závislá na vzájemné poloze objektu
a světla. Rozdíl mezi stíny demonstruje obrázek 2.3.
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Obrázek 2.3: Rozdíl stínů mezi bodovým a plošným zdrojem světla (převzato z [12])
Snad všechny algoritmy zobrazují vržený stín, který dopadá na jiné předměty, ne všechny
však počítají s vlastním stínem. Tento vlastní stín je částečně na straně objektu odvráceného
od tělesa, jednak u členitějších objektů vrhají vlastní stín části bližší zdroji světla na ty
vzdálenější. Stín na odvrácené straně je většinou vyřešen již při počítání osvětlovacího
modelu, vržený stín se ale musí dopočítat pomocí algoritmů pro stíny.
2.5.1 Shadow mapping
Algoritmus shadow mapping, někdy nazývaný také shadow depth map, je jednou z mož-
ností, jak přidat stíny do zobrazované scény. Pracuje v obrazovém prostoru, což sebou nese
všechny nedostatky toho přístupu. Projevuje se zde aliasing, nepřesnosti a není adaptivní,
navíc zpracovává pouze bodové zdroje světla. Ale na rozdíl od jiných algoritmů, které umějí
pracovat například pouze s ploškovou reprezentací objektů, shadow mapping toto omezení
nemá, je vhodný pro zpracování v grafických akcelerátorech a používá prostředky pro zpra-
cování textur.
Postup algoritmu se dá rozdělit do dvou kroků. V prvním z nich se scéna zobrazí z po-
hledu zdroje světla a výsledný obraz se uloží do hloubkové mapy, kde fragmenty nenesou
informaci o barvě, ale o vzdálenosti od světelného zdroje. Pro uložení této mapy se většinou
používá textura. Ve druhém kroku se scéna zobrazí z pohledu kamery. Souřadnice zobra-
zovaného fragmentu převedeme na souřadnice z pohledu světelného zdroje a vzdálenost od
tohoto zdroje porovnáme s hodnotou uloženou v hloubkové mapě z předchozího kroku. Je-
li výsledek větší, je zobrazovaný fragment ve stínu. Pokud je světelných zdrojů více, tyto
kroky se provedou pro všechny. Princip algoritmu demonstruje obrázek 2.4.
Problémem při implementaci stínových map může být problém tzv. self-shadow alia-
sing, kdy v důsledku numerických nepřesností může být fragment, který má být osvětlen,
vyhodnocen jako vzdálenější než je hodnota v mapě a zastíněn sám sebou. Nejjednodušším
řešením je zvýšení uložené hodnoty o konstantu, která ale musí být volena s ohledem na
velikosti ve scéně. Další možností je do mapy uložit zprůměrované vzdáleností dvou nej-
bližších bodů. Pokud je v daném směru pouze jeden povrch, uloží se hodnota dostatečně
velká, aby k tomuto problému nemohlo dojít.
Další modifikací řešící self-shadow aliasing je technika označovaná jako priority buffer
shadow. Při ní se místo vzdálenosti do mapy ukládá identifikátor objektu, který je nejbližší
zdroji světla v daném směru, a tyto identifikátory se také porovnávají při zobrazování.
Tato modifikace ale připravuje algoritmus o možnost vrhat vlastní stíny, je tedy potřeba
všechny nekonvenční objekty rozdělit na jednotlivé konvenční části, kterým se přiřadí vlastní
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Obrázek 2.4: Princip algoritmu shadow mapping (převzato z [12])
identifikátory.
Dalším problémem algoritmu je aliasing způsobený užitím diskrétní mapy a Z-bufferu.
Každý zobrazovaný fragment může při nevhodně zvolených parametrech pokrýt několik
bodů mapy. Je tedy opět potřeba zvolit rozlišení mapy podle velikostí ve scéně. Další mož-
ností je uplatnit při porovnání několik okolních bodů. Nelze ale jako při mapování textur
použít pouze zprůměrované hodnoty mapy, nejprve se musí provést porovnání a zprůměro-
vat až jeho výsledek. Kromě vyřešení aliasingu vznikne také iluze měkkých stínů.
Problém aliasingu je možné minimalizovat také metodou perspective shadow map. Při ní
se stínová mapa vytváří až po perspektivním promítání v normalizovaném souřadnicovém
systému. Tím se zvýší rozlišení u objektů ležících blíže ke středu promítání. Tato modifikace
je vhodná především pro bodové zdroje světla ležící v rovině kamery nebo směrové zdroje
s paprsky rovnoběžnými s průmětnou.
Nejvhodnější je algoritmus shadow mapping pro směrové zdroje světla, jejíchž pohledové
těleso postihne jediná mapa. Osvětlí-li zdroj větší část scény, než jsme schopni namapovat
na jedno zobrazení, je potřeba vytvořit map víc. V nejhorším případě všesměrových zdrojů
světla je potřeba vytvořit šest map, kde každá odpovídá jedné stěně pohledové krychle,
která pomyslně obklopuje zpracovávaný zdroj. Existuje další metoda, která dokáže snížit
počet potřebných map a zvýšit rychlost zobrazení, založená na mapování prostředí.
2.5.2 Shadow volume
Algoritmus shadow volume (stínové těleso) je podobně jako předchozí shadow mapping
technika přidávání stínů do scény. Základním principem je vytvoření stínového tělesa pro
každý objekt, který může vrhat stín. Těleso ohraničuje prostor, ze kterého není světelný
zdroj vidět, a každý zobrazovaný fragment ležící v tomto tělese je vyhodnocen jako zastí-
něný. V základní podobě pracuje algoritmus s polygonální reprezentací objektů a bodovými
zdroji světla.
Stínové těleso se skládá z bočních stěn a předního a zadního uzávěru, které je možné
u metody depth-pass. Jako přední uzávěr se většinou používají plochy objektu přivrácené
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ke zdroji světla a je potřeba je při změně polohy objektu nebo zdroje světla opět najít
a těleso znovu vytvořit. K nalezení těchto ploch se používá podle reprezentace objektu
porovnání normálového vektoru plochy nebo vrcholů a vektor z plochy/vrcholu do zdroje
světla. Následně je možné pro každou nalezenou plochu vytvořit samostatné těleso, což
prodlouží dobu výpočtu stínů, nebo nalézt obrysové hrany osvětlené oblasti, tzv silhouette
edges, a pro ty vytvořit pouze jedno těleso, což může zpomalit vytvoření toho tělesa. Dalším
krokem je vytvoření bočních stěn, které se provádí otočením vektoru vrchol-světelný zdroj
a jeho protažení. To je podle potřeby možné provést o/na konstantní velikost podle rozměrů
ve scéně. Další možností je například protažení do průsečíku s near/far rovinou. Plochy,
které definují vrcholy obrysových hran a k nim náležící koncové body nových vektorů,
slouží jako boční stěny stínového tělesa. Zadní uzávěr se tvoří promítnutím odvrácených
ploch objektu do vzdálenosti, o kterou byly protaženy vektory tvořící hrany bočních stěn.
Obrázek 2.5: Princip algoritmu stínového tělesa metodou depth-pass a její chybné vyhod-
nocení při ořezání near rovinou (převzato z [12])
První metodou testování polohy fragmentu vůči stínům je depth-pass. Nejprve vytvoříme
hloubkovou mapu scény z pohledu kamery a uložíme ji v paměti. Poté pro každý zobrazo-
vaný fragment vytvoříme čítač, do kterého uložíme hodnotu rovnu počtu stínových těles, ve
kterých leží kamera. Určení této prvotní hodnoty nemusí být jednoduché a proto je tato me-
toda vhodná především pro situace, kdy je kamera umístěna mimo scénu. Dále provedeme
hloubkový test polygonů stínových těles vůči hodnotě uložené v hloubkové mapě. Při úspěš-
ném testu se v případě přivrácené plochy stínového tělesa čítač inkrementuje a odvrácené
dekrementuje. Po zpracování všech stínových těles jsou fragmenty s nenulovou hodnotou
v čítači ve stínu, fragmenty s nulovou hodnotou jsou osvětleny. Problémem může nastat,
pokud je těleso příliš blízko kamery a je ořezáno přední hranou. Vzniklé otvory do tělesa
mohou způsobit chybné hodnoty čítačů a tím invertují osvětlenost ploch. Řešením je přidat
dodatečné plochy do těchto otvorů.
Problémům metody depth-pass, které demonstruje obrázek 2.5, se lze vyhnout obrátíme-
li směr kontroly a počítáme navštívená tělesa paprsku z nekonečné vzdálenosti k zobrazo-
vanému povrchu. Tento postup se nazývá depth-fail a je nezávislý na poloze kamery, čítače
jsou tedy na začátku nastaveny na nulu. Metoda také nemá problémy s ořezy near rovi-
nou, ale je náchylná na ořezy far rovinou. Tomu se lze vyhnout posunem této roviny do
nekonečna. Navíc je potřeba na rozdíl od depth-pass přidat také přední a zadní uzávěry.
Algoritmus shadow volume lze využít také pro vkládání měkkých stínů. Jednou z mož-
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ností je generování stínového tělesa pro každý vrchol zdroje, jako by byl samostatným
bodovým zdrojem. Výsledné osvětlení se lineárně upravuje podle toho, v kolika stínových
tělesech vrhaných objektem zobrazovaný fragment leží a vzdáleností od těch, které jej ne-
obsahují. Toto rozšíření ale může mít razantní dopad na výkon programu.
2.6 Zrcadlení
Zrcadlení objektů na povrchu jiných zlepšuje orientaci pozorovatele ve scéně a zvyšuje
její věrohodnost. Existuje několik postupů pro jeho implementaci. Pravděpodobně nejjed-
nodušším postupem pro odraz na rovných plochách je vykreslení scény se souřadnicemi
otočenými podle polohy plochy a přidání průhlednosti pro tuto plochu. Postup má několik
problémů jako je zobrazení odražených objektů i mimo plochu nebo překrytí těchto ob-
jektů jinými s menší hloubkou. Problém se zobrazením mimo plochu lze řešit například
omezením pohyblivosti kamery nebo užitím stencil bufferu, který povolí vykreslení pouze
na stejné fragmenty, na které je plocha vykreslena. Problémy zmíněného postupu lze čás-
tečně vyřešit pomocí obrácení logiky tohoto postupu. Místo posuvu objektů obrátíme podle
plochy polohu kamery, její pohled uložíme a namapujeme jako texturu na odrážející plochu.
Odrazy na nerovných plochách řeší mapování prostředí (environment mapping), které
modeluje zrcadlení textury na objekt, čímž aproximuje odraz okolního prostředí na objekt
[12]. Odraz od povrchu je závislý na vzájemné poloze kamery, okolního prostředí a sa-
motného tělesa, proto je tato metoda někdy nazývána také pohledově závislé mapování.
Její podstatou je uzavření texturovaného objektu do jiného, který jej obklopuje, a nane-
sení textury okolí na vnitřní stěny tohoto většího objektu. Jako texturu můžeme použít
například fotografie reálného světa nebo záznamy scény z přibližné pozice objektu. Poté
je jednotlivými zobrazovanými fragmenty proložen paprsek, ten je podle normály zasažené
plochy objektu odražen a zasažený texel na větším objektu je zobrazen jako odraz. Postup
demonstruje obrázek 2.6.
Obrázek 2.6: Princip algoritmu mapování prostředí (převzato z [12])
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Kapitola 3
Zhodnocení stavu
Obecným cílem aplikace je návrh a implementace jednoduchého enginu pro deskové hry. Ten
by měl umožňovat implementaci herní logiky a umělé inteligence. Největší důraz je ovšem
kladen na implementaci vykreslovacích metod. Některé z nich jsou popsány v předchozí
kapitole.
Pro implementaci bylo vybráno OpenGL. Jak bylo uvedeno dříve, jedná se o velice
rozšířený standard. Je tedy vhodný pro tvorbu aplikací, jejíchž cílová skupina je poměrně
široká, což v případě her bezesporu je. Další výhodou OpenGL je, oproti mnohým jiným
nástrojům podobného zaměření, dostupnost výborné dokumentace a velké množství návodů
a tutoriálů. V neposlední řadě je také výhodou otevřenost kódu.
Jak bylo napsáno výše, textury jsou jen velice těžko nahraditelné. I v omezené scéně
deskové hry, kde není využití pro například bilboardy, mají nezastupitelné místo. Hlavní
využití je motiv hrací plochy. Dalšími možnostmi je texturovaní figur nebo jako nástroj pro
ostatní algoritmy.
Stínování je další z nepostradatelných algoritmů. Pro poměrně malé množství zobra-
zovaných ploch není obtížné ani výpočetně náročné implementovat pokročilejší Phongovo
stínování. Při dobré kvalitě modelů figur není problém získat poměrně reálně vypadající
osvětlení a hlavně odlesky také Gouraudovým stínováním, v případě větší plochy hrací
desky může tato technika vykazovat neuspokojivé výsledky. Konstantní stínování už kromě
speciálních případů nemá dostatečně vyhovující výsledky, aby jeho přednosti převážily.
Stíny zlepšují vizuální dojem ze scény. Pokud je světelný zdroj všesměrový a je mu umož-
něno umístění do scény, je z výše popsaných algoritmů pravděpodobně vhodnější algoritmus
stínového tělesa. Omezíme-li ale pohyb světelného zdroje nad scénu nebo implementujeme-
li jej jako směrový, algoritmus shadow mapping může vyjít vhodněji. Vytváření stínového
tělesa může být, hlavně při užití složitějších modelů, neúměrně náročné.
Jednoduché zrcadlení, například figur na hrací desce, je efekt, který zjednodušuje vní-
mání hloubky a tím zlepšuje efekt simulace prostoru, navíc příliš nezvyšuje technické ná-
roky. Pokročilejší zrcadlení, například vzájemné odrážení figur, může představovat problém,
hlavně pokud zobrazujeme složitější modely.
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Kapitola 4
Implementace
V této kapitole je popsána podrobná implementace programu a jeho částí. V první sekci
jsou popsány třídy reprezentující hrací desku a figury. Dále jsou také připojeny informace
o práci s modely. V následující sekci je popsána implementace logiky hry a její rozhraní.
Na konci této sekce jsou uvedeny i další potřebné úpravy pro jiného typu hry. V další sekci
jsou popsány shadery a základní komunikace mezi nimi a hlavním programem. Následují
sekce věnované implementaci jednotlivých vykreslovacích metod užitých v tomto programu.
Předposlední sekce se věnuje interakci s hráčem. Na konec je krátká sekce věnovaná pomocné
třídě, která je zmiňována dříve, ale nebyla popsána. Obrázek 4.1 ukazuje diagram tříd.
Obrázek 4.1: Diagram tříd programu
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4.1 Hrací desky, figury a jejich modely
Pro implementaci hrací desky slouží třída chessboardClass. Ta má jako hlavní atribut pole
odkazů na instance figur o velikosti zadané konstantou figuresCount (viz 4.2), dále má
odkaz na instanci sdílené třídy 4.9 a atributy potřebné pro uložení a vykreslení modelů.
Konstruktor třídy přijímá odkaz na instanci sdílené třídy, který si ukládá do svého atri-
butu. Pro obsluhu pole figur má třída metody setFigure, která přijímá odkaz na instanci
figury a celé číslo reprezentující pozici, na kterou se figura nastaví, a getFigure, která přijme
pozici a vrátí odkaz na instanci figury, která se na dané pozici nachází. Další metodou je
draw, která vykreslí hrací desku na obrazovku. Prvním argumentem této metody je logický
basicDraw, defaultně nastavený na false, který se využívá při vykreslování nepotřebujícím
grafiku, například při generování hloubkové mapy algoritmem shadow mapping. Dále me-
toda přijímá tři logické argumenty drawDesk, drawBorder a drawFigures, které umožňují
vykreslení jednotlivých částí modelu. Všechny tři jsou defaultně nastaveny na pravdivou
hodnotu a tedy na vykreslení všech částí. Další metody jsou pomocné pro vykreslení mo-
delu.
Figury jsou implementovány jako instance třídy chessmanClass. Ta také obsahuje odkaz
na instanci sdílené třídy, atribut typu playerColor reprezentující majitele figury, atribut typu
chessmanType, který reprezentuje typ figury, celočíselný atribut position a logický atribut
active, který vyjadřuje, jestli je figura aktivní pro tah. Další atributy jsou opět pomocné pro
uložení a vykreslení modelu. Do konstruktoru třídy se vkládá barva, typ, pozice a odkaz
na instanci sdílené třídy, které se zanesou do atributů instance. Dále je nastaven odkaz
na tuto instanci figury do pole ve třídě chessboardClass. Metody této třídy jsou getType,
getPosition, getColor, setType, setPosition a setActive, které vrací hodnotu nebo nastavují
atribut podle svého jména. Dále také obsahuje metodu pro vykreslení draw, která přijímá
logický argument basicDraw, který vykreslí model pouze černou barvou a používá se pro
rychlejší vykreslení. Další metody jsou opět pro načítání a práci s modely.
Pro načítání modelů se používají soubory typu Wavefront obj s omezením, že je možné
použít pouze modely s trojúhelníkovými stěnami. Soubory s modely jsou uloženy ve složce
models v jednom souboru pro každý typ figury pojmenovaném jako typ.obj (například
king.obj), pro desku tamtéž v souboru desk.obj a pro rámeček kolem desky v souboru
border.obj. Načítaní souborů probíhá při vytváření instance dané figury nebo desky. Pro
potřeby načítání každá z těchto tříd obsahuje pomocné atributy typu vector, které obsahují
odkazy na instance tříd coordinate, face a v případě desky textCoordinate. Třída coordi-
nate obsahuje jako atributy tři čísla s plovoucí řádovou čárkou, které se nastavují pomocí
parametrů konstruktorů nebo pomocí metody setCoords, která také nastavuje všechny tři
atributy. Dalšími metodami jsou getX, getY a getZ, které vrací jednotlivé atributy. Třída
textCoordinate je obdobná jako coordinate, má ale pouze dva atributy, které se získávají
metodami getU a getV, a nemá metodu pro jejich změnu, hodnoty se dají nastavit pouze
konstruktorem. Poslední třídou jsou samotné stěny modelu reprezentované třídou face. Ta
obsahuje devět celočíselných atributů, tři jako index vrcholů, tři indexy souřadnic textur
a tři indexy normál. Ty lze opět nastavit pouze konstruktorem, který přijímá jako parame-
try v tomto pořadí, a indexy začínají od hodnoty jedna. Metody této třídy jsou getX, getY,
getZ, getTexti a getNori, kde i je číslo 1 až 3, které vrací hodnotu daného argumentu.
Při načítání modelů se každý řádek načte do bufferu, podle prvního nebo prvních dvou
znaků se rozpozná, jakou informaci nese a předá se funkci sscanf. Pokud řádek nese in-
formaci o novém vrcholu, začíná znakem v následovaném mezerou a třemi neceločíselnými
hodnotami, které jsou souřadnicemi daného vrcholu, oddělené taktéž mezerami. Poté je
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vytvořena nová instance třídy coordinate odkaz na níž je vložen do vektoru verts. Navíc
jsou souřadnice vzájemně porovnávány, maximální hodnoty v každém směru všech os jsou
uloženy a tyto hodnoty jsou poté použity pro výpočet potenciální maximální délky v mo-
delu. Pokud řádek nese informace o normále v některém z bodů, začíná znaky vn, které
jsou následované také třemi neceločíselnými hodnotami, kde vše oddělují mezery. Stejně
jako v případě vrcholu se vytvoří nová instance třídy coordinate, odkaz na níž je tentokrát
vložen do vektoru normals. Posledním typem řádků, který je zpracován ve všech případech
je stěna modelu. Tyto řádky začínají znakem f, který je následován třemi skupinami v/t/n,
kde v je index vrcholu, t je souřadnice textury a n normála v tomto vrcholu. Každá z těchto
skupin je oddělená mezerou a indexy začínají hodnotou jedna. Hodnoty jsou pak použity
pro vytvoření nové instance třídy face. Pro uložení odkazů na tyto instance se používá
vektor faces. Jmenované vektory jsou atributy třídy chessmanClass, kde má každá instance
své vektory, a ve třídě chessboardClass. Ve třídě chessboardClass jsou navíc názvy vek-
torů doplněny o řetězec Desk nebo Border podle toho, zda tyto vektory náleží hrací desce
nebo jejímu rámečku. Pro model hrací desky jsou navíc načítány řádky začínající znaky
vt, které nesou informace o souřadnicích textury. Tato skupina znaků je následována me-
zerou a dvěma neceločíselnými hodnotami, které jsou použity pro vytvoření instance třídy
textCoordinate. Odkazy na tyto instance jsou uloženy do vektoru textCoordsDesk. Ostatní
řádky, jako jsou informace o materiálech a podobně, jsou ignorovány.
Po načtení modelu ze souboru jsou vygenerovány jména bufferů příkazem glGenBuffers
do atributů vertsArray a normalsArray, které jsou v případě třídy chessboardClass opět
doplněny o řetězec Desk nebo Border, a pro tuto třídu jsou vygenerovány také jména bufferů
textCoordsArrayDesk a mirrorBoolsArrayDesk (využití v sekci 4.7). Tyto buffery budou
následně použity pro uložení atributů odesílaných do shaderů (viz 2.1). Jména jsou následně
připojena příkazem glBindBuffer na jednotku GL ARRAY BUFFER a je jim alokována paměť
příkazem glBufferData o velikosti s * f * n * 3, kde s je velikost typu atributu, GLint
v případě mirrorBools nebo GLfloat ve všech ostatních, získaná příkazem sizeof, f je
velikost vektoru faces vyjadřující počet stěn modelu, n je počet členů daného atributu,
tedy v případě vrcholů a normál hodnota tři, souřadnic textur hodnota dva a mirrorBools
jedna, a hodnota 3 značí, že je buffer generován pro každý ze tří vrcholů stěny. Tato
paměť je dále namapována příkazem glMapBuffer na atributy vertsVector a podobně,
podle stejné jmenné konvence jako u dříve zmíněných atributů, s přetypováním na odkazy
na M3DVector3f, M3DVector2f nebo GLint, opět podle počtu atributů. V případě pohybu
figury je opětovně zaplněn vertsVector podle nové pozice.
Na modely jsou kladena určitá omezení. Počítá se s modelem desky, která má hrací
plochu čtvercového nebo obdélníkového tvaru kolmou na osu z v počátku souřadnic a hrany
rovnoběžné s ostatními osami. Dalším omezením je rozložení prvních čtyř vrcholů a dvou
stěn v souboru desk.obj, které demonstruje obrázek 4.2. Dále se počítá, že těleso herní
desky bude umístěno v prostoru s kladnými souřadnicemi z a tělesa figur se zápornými. Při
opačné orientaci by došlo k zakrytí figur a bylo by nutno otočit desku při každém spuštění
.
Pro potřeby práce byly modely získány z [10], které byly dále upraveny.
4.2 Deskové hry
Moduly pro deskové hry mohou být implementovány ve třídě gameRule, kde je v mém
případě implementace hry šachy. V hlavičkovém souboru třídy je potřeba nadefinovat ně-
kolik výčtových typů, které jsou používány pro komunikaci s ostatními třídami. Prvním
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Obrázek 4.2: Požadavek na rozložení prvních vrcholů a ploch v souboru)
z nich je playerColor, který identifikuje hráče a určuje barvu figur. V případě šachů tento
datový typ obsahuje pouze dvě hodnoty, WHITE a BLACK, ale například při implemen-
taci Člověče, nezlob se, by bylo potřeba nadefinovat více hodnot. Dalším datovým typem je
chessmanType, který značí typ figury. Opět v případě šachů je potřeba šest typů figur, na-
opak v případě Člověče, nezlob se, by stačil typ jeden. V mé implementaci jsem nadefinoval
navíc dva pomocné typy, chessColumn a chessRow, které jsou použity pro přepočet polohy
z celého čísla na dvě souřadnice odpovídající logice hry na šachovnici. Poté je potřeba určit
konstantu figuresCount, která určuje počet polí na desce a v logice programu velikost pole
odkazů na instance figur.
Dále následuje deklarace samotné třídy. Ta pro komunikaci s ostatními třídami používá
pouze metodu move, která přijímá relativní souřadnice kliku myši na hrací desku v rozsahu
〈0; 1〉 ve směru osy x i y jako své parametry. Ty dále zpracovává podle herní logiky. V případě
implementace hry na šachovnici je využitá celá plocha desky, takže není potřeba provádět
dodatečné testy, a relativní souřadnice jsou převedeny na souřadnice sloupec a řada (viz
výše). V případě jiných her, kdy hrací pole nepokrývají celou desku, by bylo potřeba ověřit,
zda poloha myši při kliku byla na některém polí.
Třída gameRule zastřešuje také atributy obsahující stav hry a případné pomocné me-
tody pro logiku hry. Prvním atributem je odkaz na instanci třídy sharedClass, atribut typu
playerColor activePlayer, která identifikuje hráče na tahu, logický atribut activeFigure,
který indikuje, jestli je některá z figur označená pro tah, a atributy activeC a acriveR, které
nesou informaci o poloze případné označené figury. Pomocné metody jsou v mé implemen-
taci possibleMove, která implementuje povolené chování jednotlivých typů figur a je volána
při pokusu o pohyb figury, který případně zakáže, pokud je proti pravidlům, a check, která
kontroluje stav hry po pokusu o tah hráče a případně jej zakáže, pokud by se hráč po tomto
tahu nacházel v šachu.
Dále by také podle hry bylo nutno upravit změnu polohy figur v metodě move a názvy
souborů s modely v metodě batchLoader třídy chessmanClass (viz 4.1). V případě potřeby
více hráčů také dodat vektory s barvami, pro zobrazení figur. V této třídě by také bylo
možno implementovat umělou inteligenci. Pro tuto možnost by ovšem bylo potřeba přidat
rozšíření, které by umožňovalo hráči reprezentovanému pouze skalárním typem playerColor
přidávat další vlastnosti.
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4.3 Vykreslování
Vykreslování scény má na starosti základní dvojice shaderů. Jak bylo řečeno dříve (viz
2.1.1), jedná se o vertex a fragment shader. V programu jsou používány shadery ve verzi
GLSL 1.20.
Základní funkcí vertex shaderu je určení polohy vykreslení vrcholu. Pro tento výpočet
přijímá jako atribut lokální souřadnice vrcholu atributem vertex, ty vynásobí maticí, přija-
tou shaderem jako uniforma mvpMatrix, a výsledek ukládá do interní proměnné gl Position
jazyka GLSL. Do atributu vertex je odeslán vektor připnutý na atribut vertsArray instance
třídy vykreslovaného objektu a uniforma mvpMatrix obsahuje násobek modelové, pohle-
dové a projekční matice. Modelovou matici reprezentuje v hlavním programu objectFrame,
atribut sdílené třídy typu GLFrame, který uchovává natáčení scény. Pohledová matice je
získána z objektu cameraFrame, který je také typu GLFrame a který obstarává pohyb ka-
mery po ose z. Poslední z matic, projekční, zajišťuje ořez zobrazované scény pohledovým
tělesem. V programu je použita perspektivní projekce, pohledové těleso má tedy tvar komo-
lého čtyřbokého jehlanu. Pro získání projekční matice je používán objekt viewFrustum typu
GLFrustum, který matici vygeneruje automaticky po zadání základních atributů projekce.
Další operace probíhající ve vertex shaderu jsou popsány u jednotlivých algoritmů, kterých
se týkají.
Fragment shader aplikuje bez zapnutých algoritmů základní barvy jednotlivých frag-
mentů. To je podle typu vykreslovaného objektu jednolitá barva v případě figur a rámečku
hrací desky nebo vzorek textury v případě hrací desky samotné. Barva je z hlavního pro-
gramu přenášena uniformou colorValue a textura pomocí textureMap. Shader rozlišuje tyto
možnosti pomocí uniformy textureFlagFrag, která má hodnotu true v případě, že se vy-
kresluje texturovaný objekt. Důležitou možností fragment shaderu je uniformou basicDraw
nastavit zjednodušené vykreslení pouze pomocí černé barvy bez aplikace dalších efektů.
Tu je možno využít pro zrychlení zobrazení bez potřeby grafiky. Další operace fragment
shaderu jsou opět popsány u algoritmů, které je využívají.
Program shaderu je uložen v třídě shaderClass, která slouží také pro komunikaci hlav-
ního programu s shadery. Při vytváření instance této třídy jsou přeloženy soubory ver-
texShader.vert a fragmentShader.frag, které obsahují kód shaderů. Přeložené shadery jsou
dále připojeny do shaderProgramu, jehož jméno je využíváno při odesílání uniform z hlav-
ního programu. Třída také obsahuje atributy nesoucí informaci o adrese jednotlivých uni-
forem a metody pro jejich získání.
4.4 Textura
V programu je využívána textura šachovnice na pokrytí hrací desky. Ta je uložena v souboru
desk.png ve složce models. Její inicializace probíhá při vytváření instance třídy chessboard-
Class. Nejprve je vygenerováno jméno textury příkazem glGenTextures. Poté je aktivována
textura příkazem glActiveTexture s parametrem GL TEXTURE2 a hodnota 2 je vložena do
atributu textureDesk třídy chessboardClass. Dále jsou textuře nastaveny parametry filtro-
vání a opakování. Následně je načtena samotná textura funkcí SOIL load image knihovny
SOIL [2]. Ta vrací odkaz na paměť, kde je obrázek uložen, a v argumentech width a height
výšku a šířku tohoto obrázku. Hodnoty jsou předány funkci glTexImage2D. Nakonec je vy-
generována MIP mapa příkazem glGenerateMipmap a uvolněna originální paměť načteného
obrázku příkazem SOIL free image data.
Při vykreslování je atribut třídy chessboardClass textCoordsArrayDesk na který je
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připnut vektor souřadnic textury odeslán jako atribut texCoordIn vertex shaderu. Skrz
něj projdou hodnoty nezměněny. Ve fragment shaderu je aplikována textura příkazem
texture2D, který tyto souřadnice využije pro aplikaci vzorku textury. Textura je zde re-
prezentována uniformou textureMap. Té je v hlavním programu dříve přiřazena hodnota
atributu textureDesk třídy chessboardClass.
4.5 Světlo a Phongovo stínování
Ve své aplikaci jsem se rozhodl pro implementaci Phongova stínování. Pro jeho potřeby,
jakož i potřeby jiných algoritmů, je vytvořena třída lightClass, která reprezentuje směrové
světlo svítící ve směru osy z. Ta obsahuje odkaz na čtyři instance třídy coordinate a jeden
atribut typu float. První z instancí třídy coordinate nese informaci o umístění světla a zbylé
tři o barevných složkách každé ze složek Phongova osvětlovacího modelu. Číselný argument
nese informaci o úhlu světla. Metody této třídy vrací jednotlivé souřadnice nebo barevné
složky a nastavují vždy celou instanci. Třída také obsahuje metodu pro nastavení a me-
todu pro získání velikosti úhlu. Při vytváření instance jsou použity konstanty definované
v souboru main.h. Ty lze změnit souborem configs/light.conf.
Pro potřeby výpočtu stínování je do vertex shaderu odesílána modelView matice uni-
formou mvMatrix, která je násobkem modelové a pohledové matice. Touto uniformou jsou
vynásobeny souřadnice vrcholu z atributu vertex, výsledek je normalizován a odečten od po-
lohy světla, která je shaderu zasílána jako uniforma lightPosition. Výsledný světelný vektor
je odeslán fragment shaderu proměnnou lightDir. Dále je vertex shaderu zaslána normálová
matice uniformou normalMatrix. Tou je násoben atribut normalIn, který obsahuje normálu
povrchu v bodě a na který je namapován vektor připnutý na atribut normalsArray instance
vykreslovaného objektu. Výsledná normála je odeslána fragment shaderu proměnnou nor-
mal.
Do fragment shaderu jsou zaslány uniformami ambientColor, diffuseColor a specular-
Color jednotlivé složky světla a uniformou phongFlag informace o spuštění efektu. Pokud je
uniforma phongFlag nastavena na true je jako k základní barvě fragmentu přičtena barva
ambientní složky. Pokud objekt neleží ve stínu (viz 4.6) vypočítáme hodnotu osvětlovacího
modelu v daném bodě podle vzorce v 2.2. Jako exponent n byla po experimentech s různými
hodnotami zvolen hodnota 50. Nakonec je barva fragmentu vydělena hodnotou 2, což značí
stejný poměr váhy původní barvy a osvětlení. Obrázek 4.3 prezentuje scénu bez aplikace
stínování a s různými hodnotami exponentu n.
4.6 Shadow mapping
Algoritmus shadow mapping je implementován za pomocí knihovního objektu GLFrame,
hloubkové 2D textury a frame bufferu. Při spuštění aplikace jsou vygenerovány dva frame
buffery, jejíž jména jsou uložena do atributů lightFrontFBO a lightBackFBO, sdílené třídy.
Dále jsou vygenerovány dvě textury s argumentem internalFormat nastaveným na
GL DEPTH COMPONENT. Textura jsou aktivovány příkazem glActiveTexture s parametrem
GL TEXTURE3, respektive GL TEXTURE4, a hodnoty 3 a 4 jsou uloženy do atributů depthFront-
Texture
a depthBackTexture sdílené třídy. Dvojice komponent jsou poté spojeny funkcí
glFramebufferTexture2DEXT, kde je atributu attachement nastavena hodnota
GL DEPTH ATTACHMENT EXT. Dále jsou nastaveny vlastnosti objektu GLFrame. Ten je vyu-
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Obrázek 4.3: Vlevo nahoře scéna bez aplikace stínování, vpravo nahoře n = 10, vlevo dole
n = 50 a vpravo dole n = 100
žíván jako reprezentace pohledového tělesa pro generování hloubkové mapy. Počátek a úhel
tělesa jsou nastaveny na hodnoty získané z instance třídy lightClass.
Před vykreslením jsou nastaveny potřebné matice a výsledná modelViewProjection je
uložena do atributu lightMVP sdílené třídy. Poté je příkazem glEnable povolen
GL CULL FACE. Nakonec jsou dvakrát vykresleny neprůhledné objekty, tedy figury a rámeček
hrací desky, které vrhají stíny. Poprvé do frame bufferu lightFrontFBO po volání příkazu
glCullFace s parametrem GL FRONT, podruhé do lightBackFBO s cullingem nastaveným
na GL FRONT. Obě vykreslení jsou prováděna ve zjednodušené verzi zapnuté uniformou ba-
sicDraw.
Ve vertex shaderu je atribut vertex vynásoben uniformou lightMvpMatrix, která ob-
sahuje dříve uloženou matici. Výsledek je odeslán proměnnou lightViewPos do fragment
shaderu. Tam, pokud je algoritmus povolen uniformou shadowMapFlag, se souřadnice x
a y užijí pro získání hodnoty z hloubkových map získaných přes uniformy depthFrontMap
a depthBackMap z atributů depthFrontTexture a depthBackTexture. Pokud je průměrná
hodnota vyšší než hodnota souřadnice z, leží vykreslovaný fragment ve stínu a nejsou na
něj promítnuta difuzní a spekulární složky světla. Aplikace algoritmu shadow mapping tedy
ztrácí smysl pokud není povoleno stínování.
Obrázek 4.4 ukazuje částečně osvětlenou scénu. V levé osvětlené části jsou patrné vlastní
stíny figur.
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Obrázek 4.4: Částečně osvětlená scéna
4.7 Zrcadlení
V mém programu jsem se rozhodl pro zrcadlení figur na hrací desce. To je implementováno
za pomocí knihovního objektu GLFrame, 2D textury a frame a render bufferu. Nejprve je
vygenerována textura obdobně jako v případě 4.4. Té je nastavena velikost určená kon-
stantami TEX WIDTH a TEX HEIGHT definovanými v souboru main.h. Textura je poté
namapována do jednotky GL TEXTURE1 a hodnota 1 je uložena do atributu mirrorTexture-
Desk. Dalším krokem je generace frame bufferu příkazem glGenFramebuffersEXT a render
bufferu pomocí glGenRenderbuffersEXT. Jméno vygenerovaného frame bufferu je uloženo
do atributu mirrorFBO instance třídy chessboardClass. Následně jsou textura a render bu-
ffer napojeny na frame buffer příkazy glFramebufferTexture2DEXT
a glFramebufferRenderbufferEXT.
Při samotném generování scény je jako čistící barva color bufferu nastavena barva s alfa
kanálem nulové hodnoty. To je následně využito ve fragment shaderu. Dále jsou nasta-
veny viewport o velikosti TEX WIDTH na TEX HEIGHT a projekční matice, připojen
frame buffer vygenerovaný při startu aplikace pro tyto účely a vyčištěny buffery. Pro ob-
jekt mirrorFrame je nastaven počátek a pohledový vektor podle objektu cameraFrame,
pouze se souřadnicemi z vynásobenými hodnotou -1, a je vypočtena modelView matice,
které jsou převráceny hodnoty souřadnic x a y příkazem glScale. Posledním krokem před
vykreslením figur je uložení současné modelViewProjection matice do atributu mirrorMVP
instance třídy chessboardClass, která je dále využita při výpočtu souřadnic textury od-
razu. Poté jsou vykresleny figury a vyzvednuty matice ze zásobníků. Figury jsou zobrazeny
s modelView maticí vypočtenou před začátkem aplikace efektu, čímž se docílí správného
výpočtu osvětlovacího modelu.
Při zobrazování desky je do vertex shaderu odeslán vektor booleovských hodnot připo-
jený na atribut mirrorBoolsArrayDesk třídy chessboardClass jako mirrorBool atribut sha-
deru. Ten by měl být nastaven na nenulovou hodnotu pouze pro horní stěnu hrací desky,
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čímž se zajistí, že nebude textura s obrazem aplikována na stěny ostatní. Pokud je tato
hodnota nenulová, jsou souřadnice vrcholů vynásobeny uniformou mirrorMvpMatrix. Tato
uniforma obsahuje atribut mirrorMVP třídy chessboardClass uložený dříve. Tímto výpoč-
tem je zjištěna poloha vrcholu z pohledu odrazu, která slouží jako souřadnice pro texturu
odrazu a je odesílána proměnnou mirrorViewPos do fragment shaderu. Pokud je hodnota
atributu mirrorBool nulová, jedná se o stěnu bez odrazu a do souřadnice w proměnné
mirrorViewPos je uložena nulová hodnota.
Ve fragment shaderu je nejprve otestována uniforma mirrorFlag, která nese informaci,
zda je efekt zrcadlení zapnut. Pokud je efekt zapnut, souřadnice w proměnné mirrorView-
Pos je nenulová a normála bodu míří ke kameře, což zajistí, že nebude zobrazena textura
pokud je stěna odvrácena, následuje aplikace textury předané uniformou mirrorMap. Barva
z textury je vynásobená hodnotou svého alfa kanálu, čímž se zajistí, že nebude odražena
barva okolí. Barva získaná násobením je zprůměrovaná s původní barvou pixelu poměrem
4:1 s větším podílem textury. Tato hodnota byla získána experimenty s vizuální kontrolou.
Srovnání scény se zapnutým a vypnutým zrcadlením demonstruje obrázek 4.5.
Obrázek 4.5: Srovnání scény se zrcadlením a bez
4.8 Uživatelské rozhraní
Pro ovládání hry se užívá myš. Klikem levého tlačítka je standardně ovládána hra. Při stisk-
nutí levého tlačítka s minimálním posunem (± 4, definováno konstantou MIN MOVE) jsou
do frame bufferu vykresleny figury a hrací deska a v místě kliku je přečtena hloubka. Pokud
má hodnotu 1, byl proveden klik mimo vykreslené objekty a obsluha se ukončí. V opačném
případě je hloubka společně s polohou kliku, zobrazovacími maticemi a viwportem předána
příkazu gluUnProject. Jeho výstupem jsou souřadnice ve scéně. Souřadnice x a y jsou
převedeny do rozsahu 〈0; 1〉 na ploše desky a jsou odeslány metodě move třídy gameRule
ke zpracování (viz 4.2). Při držení levého tlačítka a pohybu myši dochází k otáčení scény.
Rychlost otáčení je nastavena na jeden stupeň kolem osy x za každých pět pixelů pohybu
ve vertikálním směru. Obdobně je při horizontálním pohybu scéna otáčena kolem osy y.
Konečně, scénu lze také oddalovat nebo přibližovat pohybem kolečka myši.
Pro ovládání lze využít také klávesnici. Pomocí kurzorových kláves lze otáčet scénu
o úhel definovaný v souboru main.h konstantou ROTATION ANGLE. Klávesy + a - slouží
k přibližování a oddalování scény. Pro ovládání efektů slouží klávesy P, S a M. Stiskem
klávesy P se vypíná a zapíná stínování, klávesou S algoritmus shadow mapping a klávesou
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M zrcadlení. Dále lze stiskem klávesy L načíst nastavení světla ze souboru configs/light.conf.
Z toho jsou postupně načítány řádky, které mohou nést informace o novém úhlu světla nebo
barvě jednotlivých barevných složek. Řádky obsahující znaky an následované číslem jsou
interpretovány jako nastavení nového úhlu světla. Hodnota úhlu musí bát v rozsahu (0; 180).
Řádky začínající znakem a, d nebo s a následované třemi čísly oddělenými mezerou jsou
interpretovány jako barva ambientní, difuzní nebo spekulární složky světla. Hodnoty značí
kanály jednotlivých barev v pořadí červený, zelená, modrá, a musí být v rozsahu 〈0; 1〉.
Posledním typem řádků jsou řádky nesoucí informaci o nové poloze světla. Ty začínají
znakem p, který je opět následován skupinou tří čísel oddělených mezerou.
4.9 Sdílená třída
Jako pomocná třída byla implementována sharedClass. Ta slouží pro komunikaci mezi ostat-
ními třídami. Její instance je vytvořena po startu aplikace. Obsahuje odkaz na instance dříve
popsaných tříd chessboardClass, shaderClass a lightClass. Dalšími atributy jsou objekt typu
GLGeometryTransform pipeline, která se užívá pro získání transformačních matic, a objekt
typu GLFrame objectFrame, který slouží pro uchovávání modelové matice. Následují po-
mocné číselné atributy, které uchovávají hodnoty potřebné na více místech programu. Je
jím například atribut maxLength, který uchovává teoretickou nejvyšší vzdálenost ve scéně
a který je použit pro posuv far roviny vykreslování, takže by nikdy nemělo dojít k ořezu
touto rovinou. Dále uchovává jména frame bufferů a textur užívaných při implementaci sha-
dow mapping. Pro tento účel obsahuje také lightMVP, což je modelViewProjection matice
užívaná při vykreslování z pohledu světla. Tyto atributy jsou potřeba při vykreslování figur
i desky, jsou tedy přístupné přes tuto třídu. Metody třídy slouží pro nastavování a získávání
hodnot atributů.
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Kapitola 5
Závěr
Cílem bakalářské práce bylo vytvoření grafického rozhraní pro deskové hry a jednoho mo-
dulu hry. Implementovaná aplikace umožňuje hraní hry šachy hráč proti hráči, čímž byla
splněna tato část zadání. Důležitou součástí zadání bylo také nastudování a implemen-
tace vhodných grafických algoritmů. Na omezenou scénu hrací desky byly implementovány
algoritmy stínování, mapování textur, zrcadlení a vrhání stínů objekty.
Další vývoj aplikace by se mohl ubírat různými směry, Jednou z možností by mohla být
implementace dalších grafických algoritmů. Ve spojitosti s tím byl prováděn pokus o aplikaci
stínového tělesa, nebyl ovšem dopracován do prezentovatelného stavu. Další z cest vylepšení
aplikace by mohlo být rozšíření hratelnosti. To by bylo možno provést vytvořením dalších
her, implementací umělé inteligence nebo propojením více hráčů síťovou hrou.
Práce byla zajímavá, dozvěděl jsem se nové věci z oblasti počítačové grafiky a rozšířil
své znalosti týkající se programovacího jazyka C++.
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