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Abstrakt
Práce pojednává o návrhu systému pro on-line analýzu podobnosti webových stránek. Sys-
tém je sestaven ze serverové části, která je postavena na platformě Java EE a klientské
části v podobě rozšíření webového prohlížeče. Dále se práce zabývá vzájemnou komunikací
těchto dvou částí a také jejich implementací. V textu jsou popsány dva přístupy porovná-
vání zaměřené na vizuální stránku dokumentu. První je založen na analýze vyrenderovaného
obrázku dokumentu a druhý na základě analýzy zdrojového kódu.
Abstract
The work deals with the design of a system foron-line analysis of web page similarity.
The system consists of two main parts: A server part, which is based on Java EE and a
client part, which works as an extension of a web browser. The master’s thesis also solves
the communication between these two components and their implementation. There are
described two main approaches to the comparison that focus on visual features of the web
page. The first approach is based on an analysis of the rendered image of the web page and
the second one is based on the source code analysis.
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Kapitola 1
Úvod
Mým úkolem je prostudovat existující metody pro hodnocení vizuální podobnosti webo-
vých stránek počítačem, seznámit se s technologiemi umožňující tvorbu rozšiřujících mo-
dulů webových prohlížečů. Následně navrhnout architekturu systému umožňujícího analýzu
podobnosti každé stránky zobrazené v prohlížeči, vzhledem ke stránkám zobrazeným dříve.
Tento systém uživateli poskytne informace o podobných stránkách, které navštívil.
Kromě této funkce, by se dal dále využít například pro detekci phishingu, kdy by upo-
zornil uživatele na to, že určitá stránka je natolik podobná jiné, že by se mohlo jednat
o podvrh a mohl by se stát obětí podvodu. Díky tomuto, mě myšlenka vytvoření takového
systému velice zaujala. Myslím si, že taková aplikace by mohla mít svůj přínos a pomoci
méně zkušeným, ale i znalým uživatelům v bezpečnějším pohybu na internetu.
V dnešní době většina
”
moderních“ webových prohlížečů poskytuje určitou ochranu
proti podobným útokům. Například v prohlížeči Google Chrome funguje tato ochrana při-
bližně takto. Po spuštění prohlížeče je do pěti minut navázáno spojení se serverem. Účelem
je získání obsahu seznamu adres webových stránek, na kterých byl zjištěn nebezpečný ob-
sah. Tento seznam je stáhnut do počítače a je pravidelně v intervalu o délce třiceti minut
aktualizován. Poté je každá adresa zadaná v prohlížeči porovnána s tímto seznamem. Jest-
liže se stránka na tomto seznamu vyskytla, je uživateli zobrazeno upozornění o tom, že je
tato stránka podezřelá a po vstupu na tento web se můžeme stát obětí podvodu. Výhodou
takového systému je, že nezatěžuje systém příliš zložitými výpočty a není tak náročný na
čas procesoru. Naopak jeho nevýhodou je, že informace o hrozícím nebezpečí na stránce
je uživateli delegována s určitým zpožděním. To je dáno jednak dobou mezi jednotlivými
aktualizacemi databáze, a také procesem, kdy nebezpečnou stránku musí někdo objevit
a nahlásit. Navíc útočník pokud zjistí, že se nachází na výše zmíněném seznamu, může
jednoduše stránku přesunout jinam. Systém, který se budu snažit navrhnout a následně
implementovat, by měl umožnit upozornit na nebezpečnou stránku v reálném čase.
V této kapitole jsem se zmínil o tom, co je cílem práce a také o důvodech, které mě vedly
k výběru tohoto tématu. Ve druhé kapitole se zabývám srovnáním podobných doplňků. Třetí
kapitola popisuje existující metody pro hodnocení vizuální podobnosti webových stránek.
V další kapitole popisuji možnosti tvorby rozšíření pro webové prohlížeče. Pátá kapitola je
zaměřena na Java Platform, Enterprise Edition. V další kapitole se věnuji analýze a návrhu
celého systému. V sedmé a osmé se nachází popis implementace, v deváté kapitole se poté
věnuji testování vytvořeného systému. V poslední, desáté kapitole je shrnutí aktuálního
stavu systému a možnosti jeho rozšíření.
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Kapitola 2
Srovnání podobných rozšiřujících
modulů
Zároveň se studováním zadání jsem se snažil také zjistit, jestli již náhodou neexistují po-
dobná rozšíření. Pokud by taková rozšíření existovala, bylo by určitě dobré se jimi inspirovat
a stavět tento systém na jejich kladech. Podařilo se mi najít několik doplňků, které nabízejí
uživateli informace o podobných stránkách. Tyto doplňky jsou postavené úplně na jiném
základu a principu. Zatím, co mnou vytvořené rozšíření bude srovnávat jednotlivé stránky
pomocí vizuálních analýz, tak tyto rozšíření srovnávají stránky na základě obsahu a jiných
kriterií např. (návštěvnost, hodnocení stránek uživateli a další). Navíc jsou tyto doplňky vy-
tvořené pro zcela jiné využití, než bude mnou vytvořené rozšířeni. Ačkoliv nabízejí uživateli
relativně stejný výstup.
Níže v této kapitole se stručně zmíním o několika rozšířeních, které jsou v této oblasti
významné.
2.1 Similar Web
Similar Web je rozšíření, které je dostupné pro všechny známější webové prohlížeče (Inter-
net Explorer, Firefox, Chrome, Opera, Safari) [10]. Poskytuje uživateli možnost si zpestřit
prohlížení webových stránek tím, že mu nabídne seznam podobných stránek k té, kterou
zrovna prohlíží. Díky tomu, může být vyhledávání informací na internetu daleko rychlejší
a více produktivní.
Jak už bylo řečeno výše, tyto rozšíření neprovádějí vizuální analýzu jednotlivých strá-
nek, ale srovnávají webové stránky na základě jejich obsahu. Samotné srovnávání webových
stránek zajišťuje server, který si výsledky a seznam stránek uchovává v databázi. Rozšíření
již žádné porovnávání neprovádí, načítá pouze data, která jsou uložena na serveru. Uživateli
je pak zobrazen seznam navrhovaných stránek. Rozhodujícím faktorem pro srovnání jed-
notlivých stránek je hlavně text, obrázky, hustota klíčových slov, návštěvnost jednotlivých
stránek a také jejich hodnocení. Každý uživatel, který si nainstaloval tento doplněk, má
možnost hodnotit jednotlivé stránky. Díky těmto aspektům pak webové stránky stoupají,
či klesají v žebříčku navrhovaných stránek. Výpis jednotlivých stránek v podání tohoto
rozšíření, se můžete podívat na obrázek 2.1.
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Obrázek 2.1: Ukázka zobrazení tabulkay, seznamu - Similar Web
2.2 Podobné stránky Google
Je název dalšího rozšiřujícího modulu. Ten je dostupný pouze pro prohlížeč Chrome, ne-
boť za jeho vznikem je sama společnost Google. Doplněk nese označení beta a neobsahuje
žádné doplňkové funkce jako výše zmíněné rozšíření Similar Web. Jinými slovy si jednot-
livé stránky neohodnotíte a nezobrazíte si seznam nejzajímavějších stránek dle hodnocení
ostatních uživatelů.
Rozšíření má ikonu zobrazenou vedle adresního řádku. Po jejím stisknutí odešle prohlížeč
dotaz vyhledávači Google. Ten poté využívá při vyhledávání operátor (related:), který
umožní nalézt podobné stránky k té, kterou zrovna prohlížíte. Tento plugin tedy používá
funkci, která je přímo integrovaná ve vyhledávači a zobrazuje nalezené stránky uživateli.
Chvíli jsem zkoušel pracovat s oběma rozšířeními. Kdybych se měl pro jedno z nich
rozhodnout, bylo by to právě toto rozšíření. Neboť se mi zdá, že navrhované stránky jsou
pomocí Google vyhledávače daleko zajímavější a přesnější. Jak u tohoto doplňku vypadá
zobrazení podobných stránek, se můžete podívat na obrázek 2.2.
Obrázek 2.2: Ukázka zobrazení návrhu stránek - od Google
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Kapitola 3
Vizuální analýza podobnosti
webových stránek
Porovnání dvou dokumentů provádíme v případě, kdy chceme vědět, jestli se jedná o do-
kument stejný či nikoliv. U webových stránek je tato problematika složitější a jednoznačně
toto určit nelze. Z HTML stránky můžeme získat informaci jak obsahovou, tak také vizu-
ální. Její kód je směs sémantického obsahu, struktury a rozvržení stránky. Díky tomu je
v dnešní webová stránka době velikým zdrojem informací. Možnost určení podobnosti je
tak důležité například pro vyhledávače, dolování dat, testování a v neposlední řadě také
pro detekci falešných, podvržených stránek známých jako phishing.
V podstatě existují dva základní způsoby, na jejichž základech můžeme mezi sebou po-
rovnávat webové stránky. Jedna se, o metody založené na analýze obsahu dané stránky.
Druhou variantou jsou pak metody, které srovnávají vizuální prezentaci jednotlivých strá-
nek. Tento text je zaměřen především na druhou jmenovanou metodu, tou je vizuální ana-
lýza, která je založena na detekci vizuálních prvků, znaků a vlastností dané webové stránky.
Existují dva základní přístupy, pomocí nichž můžeme vizuální analýzu dělit.
U prvního přístupu je zajímavé to, že se ignoruje a nebere v úvahu zdrojový kód samotné
stránky. Analýza se snaží k zobrazené stránce přistupovat jako k celku. Využívá čistě gra-
fických funkcí a metod k získání potřebné informace o celkovém obrazu. Více o používaných
metodách, které jsou na tomto přístupu založeny se dočtete v kapitole 3.1.
Druhý přístup je přesně opakem prvního. Kde se tato analýza snaží výsledný obraz získat
a poskládat z informací právě ze zdrojového kódu. Pro více informací o těchto metodách
přístupu se můžete podívat na kapitolu 3.2.
3.1 Metody porovnávání na základě analýzy obrazu stránky
V této kapitole se budu věnovat dvěma metodám založených na grafické analýze obrazu
webových stránek, k určení jejich podobnosti. První metoda je založena na Earth Mover’s
Distance (EMD) [9]. Druhou je metoda, kde jejím základním principem je rozložení webové
stránky na menší části, zvané regiony. Podkapitola, která se touto metodou zabývá je za-
ložena na [11].
3.1.1 Analýza založena na Earth Mover’s Distance
EMD je metoda, která vyhodnocuje vzdálenost (odlišnosti) mezi dvěma signaturami. Vý-
počet Earth Mover’s Distance je založen na řešení známého problému tzv. Monge-Kantorovich
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transportation problem. Kdy je předpokládáno několik dodavatelů (suppliers), z nichž ka-
ždý dodává dané množství zboží. Je potřeba zásobovat několik spotřebitelů (consumers),
kde má každý omezenou kapacitu počtu zboží, které může odebírat. Pro každý pár (doda-
vatel, spotřebitel) je dána cena za dopravu jednotlivého zboží. Vyřešení tohoto problému
spočívá v nalezení nejméně nákladného toku zboží od dodavatelů ke spotřebitelům, které
navíc splňuje jejich poptávku [9].
Metodu výpočtu EMD můžeme využít také při detekci phishingu. Například máme
HTML stránku, kterou chceme porovnat s jinou. Nejprve si musíme HTML stránky pře-
vézt na normalizované obrázky. Poté využijeme metodu EMD na získané signatury obrázků
pro výpočet jejich podobnosti. Earth Mover’s Distance má určité výhody při řešení pro-
blému týkající se, mnohotvárných signatur, příklad je uveden níže a je převzat z [4].
Předpokládejme, že máme m producentů (producers)a každý producent přichází s odpo-
vídající vahou, která reprezentuje množství výrobků které má. Producent P je deklarován
takto:
P = {(p1, wp1), (p2, wp2), . . . , (pm, wpm)}. (3.1)
Předpokládejme také, že máme n zákazníků customers, kde každý zákazník má určitou
váhu, která říká, jaké množství výrobků potřebuje. Zákazník C je poté deklarován:
C = {(c1, wc1), (c2, wc2), . . . , (cn, wcn)}. (3.2)
Producenti chtějí mít výrobky pro své zákazníky. Předpokládejme, že vzdálenost kaž-
dého páru (výrobce, zákazník) byla dána. Ta je zastoupena v matici se vzdáleností D, která
byla definována před výpočtem EMD. To je reprezentován jako:
D = [dij ], kde 1 ≤ i ≤ m a 1 ≤ j ≤ n. (3.3)
Výrobci produkují výrobek, který zákazníci spotřebovávají. Poplatek za přepravu je
úměrný vzdálenosti a hmotnosti výrobku. Úkolem je najít tok matice F, který obsahuje
atribut zahrnující množství produktů, které se pohybovalo od výrobce k zákazníkovi.
F = [fij ], kde 1 ≤ i ≤ m a 1 ≤ j ≤ n. (3.4)
Přepravované množství výrobků z P do C by mělo být co největší, Výsledný poplatek
za přepravu by měl být naopak minimalizován a celkové náklady na dopravu lze vyjádřit
takto:
m∑
i=1
n∑
j=1
fij · dij . (3.5)
Výpočet F musí splňovat následující omezení:
s.t.

fij ≥ 0, kde 1 ≤ i ≤ m, 1 ≤ i ≤ n
n∑
j=1
fij ≤ wpi, kde 1 ≤ i ≤ m
m∑
i=1
fij ≤ wcj , kde 1 ≤ j ≤ n
m∑
i=1
n∑
j=1
fij =Min(
m∑
i=1
wpi,
n∑
j=1
wcj)
(3.6)
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Vyřešíme, dostaneme F a potom vypočítáme EMD takto:
EMD(P,Z,D) =
m∑
i=1
n∑
j=1
(fij · dij)
m∑
i=1
n∑
j=1
(fij)
(3.7)
3.1.2 Metoda založena na rozložení obrazu webové stránky
Cílem této metody je rozložení celého obrazu stránky na několik oblastí. Kde každá z nich
bude mít určité označení (text, obrázek a mix). Při analýze stránky je využit přístup zdola
nahoru, neboť tato metoda nepotřebuje žádné dodatečné informace o struktuře dokumentu.
Rozdělení na jednotlivé oblasti je poté založeno na metodě detekce hran. Tato podkapitola
je založena na [11].
Postup této analýzy založené na rozložení webové stránky lze shrnout do několika bodů:
1. Převod obrazu stránky z barevného schématu RGB do YCbCr.
2. Získat jednotlivé hrany z obrazu Y.
3. Obdržená první oblast je pojmenována S1 a spojena se sousední hranou.
4. Získaná druhá oblast je pojmenována S2 a sloučena s malými oblastmi S1, za před-
pokladu, že se jednalo o kraje.
5. Pojmenovat každou oblast v S2 jako text, nebo obrázek.
6. Sloučit sousední oblasti v S2. Pokud se spojí oblasti různého typu, je výsledná oblast
nazvána
”
mix“.
V pátém kroku se na základě roztřízení hran odhaduje typ obsahu oblasti. Pokud jsou
hrany rovnoměrně orientovány v horizontálním směru, je region označen jako
”
text“, v opa-
čném případě jako
”
obrázek“. V posledním kroku se předpokládá, že malé oblasti jako jsou
ikony, tlačítka se jeví jako skupina, která v některých případech sousedící s textovou oblastí.
Následný výpočet podobnosti dvou webových stránek je založený na výsledku této me-
tody. Oblasti získané z webových stránek jsou převedeny na úplné grafy, na které je apliko-
ván odpovídající algoritmus. Tento algoritmus se snaží najít mapování mezi listy a hranami
s minimálním počtem odpovídajících chyb.
3.2 Vizuální porovnávání na základě analýzy zdrojového kódu
V této kapitole si popíšeme dva přístupy, jakými lze získat vizuální informace ze zdrojo-
vého kódu webové stránky. První je popsán v kapitole 3.2.1, kdy se využívá tří aspektů
k zhodnocení vizuální podobnosti (Block-Level Similarity, Layout Similarity, Overall Style
Similarity). V kapitole 3.2.2 budeme popisovat vizuálně orientovaný model dokumentu.
Existuje samozřejmě daleko více metod, které se tímto problémem zabývají a úspěšně jej
řeší. Jako příklad uvádím zajímavou metodou, která analyzuje vizuální vlastnosti bloků
HTML stránky. Jedná se o metodu VIPS [3].
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3.2.1 Model využívající tří aspektů k hodnocení vizuální podobnosti
Jak už název napovídá, tato metoda využívá tří aspektů pro porovnání webových stránek
a je založena na segmentaci dokumentů. Tento přístup k hodnocení vizuální podobnosti je
základem strategie pro detekci phishingu. V následujících odstavcích si výše zmíněné tři
metriky popíšeme detailněji. Tato podkapitola je založena na [14], [6].
Block-Level Similarity
Porovnání dvou stránek touto metrikou probíhá na úrovni jednotlivých bloků stránky. Me-
toda je definován jako vážený průměr vizuálního porovnání všech porovnaných dvojic bloků
mezi dvěma stránkami. V podstatě je možné obsah bloku definovat buď to jako text, nebo
obrázek. Využívají se různé znaky pro reprezentaci textového a obrázkového bloku. Pro
definici obrázkového bloku se využívají atributy, jako jsou (jeho velikost, dominantní barva
apod.). Textový blok má atributy např. barva textu, okraje, zarovnání a další.
Nejprve se počítá podobnost z hlediska jednotlivých prvků. Poté použijeme vážený
součet každé jednotlivé vlastnosti prvku jako celkovou podobnost dvou bloků. Váha každého
prvku je důležitá pro celkovou podobnost a může mu být přiřazena empiricky.
Dva bloky jsou považovány za shodné, jestliže jejich podobnost je vyšší než prahová
hodnota. Poté, co jsme získali hodnoty všech párů
”
shodných“ bloků, najdeme odpovídající
schéma mezi bloky dvou webových stránek. Jedná se vlastně o biparitní graf odpovídajícího
problému, pro které lze získat optimální řešení.
Layout Similarity
Tato metrika je založena na podobnosti rozložení. Na začátku se najde několik bloků se
stejným obsahem, poté se použije metoda zvaná neighborhood relationship model k nalezení
ostatních, za pomoci prostorových vztahů ze všech bloků na stránce. Předpokládá se, že
dva bloky jsou shodné, pokud mají oba vysokou vizuální podobnost a splňují stejné poziční
omezení s odpovídajícími již porovnanými bloky. Hodnota porovnání je čistě binární. Jedna
náleží shodným blokům a nula různým. Vizuální podobnost se poté určí na základě poměru
nalezených shodných bloků s počtem celého počtu bloků na stránce.
Overall Style Similarity
Krom shodného obsahu je stejně důležitá také konzistence stylu na stránce. Tato vlastnost
se využívá při podvodu známem jako phishing. Zkušenosti říkají, že si uživatelé většinou
rozdílů v detailech nevšímají. Ať už se jedná o detaily textové či grafické. Pokud jsou si
stránky podobné, uživatelé mají mnohdy problém určit, která stránka je pravá a která
podvrh.
Postup výpočtu podobnosti na základě této metriky probíhá přibližně takto. Nejprve
získáme histogram hodnot vlastností stylů pro každou stránku. Pro každou hodnotu dané
vlastnosti využijeme bloky a jejich váhu jako jednotu pro výpočet distribuční hodnoty.
Celková vizuální podobnost se vypočte jako normalizovaný korelační koeficient histogramu
dvou webových stránek.
3.2.2 Vizuálně orientovaný objektový model dokumentu
Tento prototyp modelu je založen na objektově orientovaném přístupu a snaží se o vizuální
popis vlastností dokumentů bez ohledu na jeho typ. Jednotlivé části dokumentu jsou po-
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psány pomocí příslušných tříd, jejichž definice si ukážeme níže. Tato podkapitola je založena
na [1].
Například souvislý blok textu může být definován jako třída TextElement, pro kterou
definujeme také uspořádanou kolekci TextElementList.
interface TextElement {
attribute string text;
attribute string fontFamily;
attribute string fontSize;
attribute string fontWeight;
attribute string fontStyle;
attribute string fontVariant;
attribute string textDecoration;
attribute string color;
};
interface TextElementList {
TextElement item(in unsigned long index);
readonly attribute unsigned long length;
};
Vizuální oblasti jsou popsány třídou VisualArea, která obsahuje informace o její poloze
a typu pomocí atributu areaType. Kromě kořenové oblasti obsahuje každá informace o své
nadřazené oblasti.
interface VisualArea {
readonly attribute unsigned short areaType;
readonly attribute VisualArea parentArea;
readonly attribute unsigned long top;
readonly attribute unsigned long left;
readonly attribute unsigned long width;
readonly attribute unsigned long height;
};
Oblast členěná na další oblasti je reprezentována třídou ContainerArea, která obsahuje
uspořádanou kolekci vnořených oblastí.
interface ContainerArea : VisualArea {
attribute VisualAreaList childAreas;
};
interface VisualAreaList {
VisualArea item(in unsigned long index);
readonly attribute unsigned long length;
};
Poté můžeme obdobně definovat vizuální oblast obsahující text.
interface TextArea : VisualArea {
attribute TextElementList textElements;
};
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Důležitou třídou je také třída reprezentující kořenový uzel stromu Document, neboť
výsledkem tohoto modelu je strom. Kde vnitřní uzly jsou reprezentovány typem VisualArea
a listové uzly typem TextElement.
interface Document : ContainerVisualArea {
attribute string title;
};
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Kapitola 4
Tvorba rozšiřujících modulů pro
webové prohlížeče
Pokud nám základní funkce prohlížeče nestačí a chceme, potřebujeme po něm nějakou další
funkčnost. Ideální možnost, jak tohoto docílit je pomocí tzv. doplňků, pluginů. Pomocí něj
můžeme jednoduše svůj prohlížeč vylepšit, doplnit chybějící funkcionalitu, upravit obsah
zobrazené stránky a jiné. Tvorba takového rozšiřujících modulů, není úplně triviální, navíc
jeho implementace se liší v závislosti, pro který prohlížeč je vlastně určen. Různé prohlížeče
používají různá API. Díky tomu se nedá vytvořit universální doplněk, který by fungoval
všude. Navíc všechny prohlížeče tvorbu rozšíření neumožňují. Ze začátku tuto možnost
podporoval pouze jediný prohlížeč. Z
”
velké čtyřky“, do které patří (Internet Explorer,
Google Chrome, Firefox, Opera), podporoval jejich tvorbu jen třetí jmenovaný. Firefox
se díky tomu mohl těšit z velké oblíbenosti a jeho počet uživatelů rok od roku stoupal.
V dnešní době již tomu tak není, a možnost implementace a použití nového rozšiřujícího
doplňku podporují i ostatní tři jmenované prohlížeče.
Pokud jste nějaké rozšíření již do prohlížeče instalovali, určitě jste si všimli, že se jedná
o jediný soubor. Ten má určitý formát, který je opět specifický v závislosti o jaký prohlížeč
se jedná. Nejde o nic jiného, než jen o přejmenovaný archív ve formátu ZIP. Kdybyste jej
rozbalily, uviděli byste několik složek a souborů.
Když se na tvorbu rozšiřujících modulů pro prohlížeče (Chrome, Firefox, Opera) podí-
váme obecně, můžeme si všimnout určitých podobností. Základními kameny zde jsou jazyky
XML, HTML, CSS a JavaScript. Tímto veškerá podobnost končí. Když se totiž na jedno-
tlivé prohlížeče podíváme podrobněji, zjistíme, že každý z nich má různé API, jak bylo již
zmíněno výše. U některých je zapotřebí znalost i jiných jazyků než jen výše jmenovaných.
I možnosti jakými lze rozšířením ovlivnit práci prohlížeče se liší. Některý vám umožní měnit
jen základní funkčnost, jiný naopak povolí skoro vše.
Níže v textu se zmíním a přiblížím vám, jaké jsou možnosti tvorby plugin pro prohlížeče
Google Chrome, Firefox a Operu. Druhým dvěma jmenovaných se budu věnovat o něco
méně a ukážu jen základní principy tvorby doplňků. Prohlížeči Chrome se budu věnovat
detailněji. Neboť právě jej jsem si vybral jako prohlížeč, pro který bych rád rozšíření pro
online analýzu podobnosti webových stránek implementoval. Tento prohlížeč jsem si vybral
z toho důvodu, protože si myslím, že patří mezi ty nejlepší, sám jej používám a myslím si,
že pro budoucnost má největší potenciál.
Internet Explorer je v tomto ohledu naprosto odlišný. Přímou podporu doplňků tak, jak
je známa u výše jmenovaných tento prohlížeč nemá. Nicméně určitá možnost, jak tento pro-
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hlížeč o určitou funkcionalitu rozšířit existuje, bohužel není tak
”
jednoduchá“ jako u ostat-
ních. V současné době totiž není tvorba doplňků pro něj prioritou a rozšíření jsou zde
implementovány jako klasické binární DLL knihovny. Sám jsem s mnoha rozšířeními pro
Internet Explorer do styku nepřišel. To bude nejspíše důsledkem toho, že tento prohlížeč
v podstatě nepoužívám.
4.1 Chrome
Prohlížeč Google Chrome je z výše jmenovaných nejmladší a především z počátku moc extra
funkcí nenabízel. Proslavil se především svou rychlostí a
”
štíhlým“ uživatelským rozhraním
a nastolil tak nový trend, kdy se i ostatní snažili zjednodušit své uživatelské rozhraní a ma-
ximalizovat tak plochu pro zobrazení samotné stránky. Během krátké doby se mu podařilo
dosti významně rozšířit svou uživatelskou základnu. Především na úkor Internet Exploreru,
ale také Firefoxu. Chrome, přišel se zajímavými funkcemi, jakou jsou například oddělené
procesy pro jednotlivé záložky. Později, v následujících verzích se představil s konceptem
jednoduché tvorby, spravování a ladění rozšiřujících modulů.
Tvorba těchto rozšíření je založena na známých jazycích, technologiích, kterými jsou
např. (HTML, CSS, JavaScript a další). Obsahem těchto doplňků můžou být také obrázky,
různé zvukové soubory apod. Obecně by se dalo říci, že rozšíření pro Chrome jsou v pod-
statě webové stránky, které využívají API poskytované samotným prohlížečem. Celá tato
podkapitola je založena na [17].
4.1.1 Základní typy rozšíření
Každé rozšíření, které je pro Chrome tvořeno, je založeno na jednom z těchto dvou typů.
Jedním je browser action a druhým page action.
Browser action
Pro své rozšíření zvolíme tento typ v případě, pokud jej zamýšlíme využívat na většině
zobrazených stránek. Takový doplněk je poté reprezentován ikonou na hlavní liště, vedle
adresního řádku, jak můžete vidět na obrázku 4.1. Ikona může po najetí myší zobrazit
krátkou informaci, tzv. (tooltip). Případně může být přímo součástí ikony krátký text tzv.
(badge) o maximálni délce čtyři znaky. Po kliknutí na ikonu se zobrazí ve vyskakovacím
(popup) okno, ve kterém se může otevřít určitá HTML stránka. Její součásti mohou být
soubory (JavaScriptu, CSS), které nám zaručí vykonání a zobrazení požadované akce s gra-
fickým výstupem.
Obrázek 4.1: Browser action
Page action
Pokud naopak doplněk nechceme využívat na všech stránkách, ale jen ve specifických pří-
padech, v závislosti na jejím obsahu. Například, jeli na stránce RSS či foto-galerie, ze které
chceme udělat prezentaci (slideshow), zvolíme právě tento typ pro své rozšíření. Na obrázku
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4.2 můžete vidět, že v případě page action se ikona objeví přímo v adresním řádku. Stejně
jako u rozšíření typu browser action může být doplněk page action reprezentován ikonou,
která má tooltip a popup. Naopak badges podporován není.
Obrázek 4.2: Page action
4.1.2 Struktura rozšíření
Každé rozšíření je složeno s těchto souborů:
• manifest.json.
• Jeden či více HTML souborů (pokud se jedná o rozšíření pro změnu schématu).
• Volitelné: Jeden nebo více souborů s Javascriptem.
• Volitelné: Jakékoliv jiné soubory potřebné pro naše rozšíření (např. obrázky, zvykové
soubory a jiné).
Jakmile začnete vytvářet nějaké své vlastní rozšíření, je potřeba mít všechny soubory
umístěné v jedné složce. Jakmile svůj vývoj ukončíme, můžeme svůj výtvor zveřejnit pro
ostatní uživatele. To učiníme tak, že soubory sbalíme do speciálního souboru, který má
koncovku CRX. S pomocí
”
Chrome Developer Dashboard1“ můžeme automaticky tento
balíček nechat vytvořit.
manifest.json poskytuje důležité informace o samotném doplňku2. Je to nepostrada-
telný soubor, který obsahuje podrobné informace o možnostech a dalších částech, ze kterých
se rozšíření může skládat. Na obrázku 4.3 je vidět příklad, jak může takový soubor vypadat.
Background page
Důležitou součástí mnoha rozšíření je tzv. background page, tato stránka pracuje na pozadí
svého rozšíření. Z pravidla obsahuje hlavní funkčnost a loginu celého doplňku. Pro každé
rozšíření je background page spuštěna v systému jen jednou. Máme-li tedy otevřeno více
oken, které pracují s daným rozšířením, tak tyto okna mezi sebou tuto stránku sdílejí.
Background page je spuštěna pro každé rozšíření, které jej obsahuje. Díky tomu, po nains-
talování více takových doplňků, může utrpět výkon prohlížeče.
UI pages
Kromě background page obsahuje rozšíření zpravidla i další HTML stránky. Například brow-
action může mít popup okno, jak už jsem zmínil v kapitole 4.1.1, které je reprezentováno
určitou HTML stránkou. Každé rozšíření může obsahovat mimo jiné také tzv. options page
1Jedná se o aplikaci pro vývojáře, která automaticky vytvoří potřebný balíček v určitém formátu. Služba
je dostupná na https://chrome.google.com/webstore/developer/dashboard
2Zde se můžete dočíst více o možnostech a nastavení, které soubor manifest.json obsahuje http://code.
google.com/chrome/extensions/manifest.html
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{"name": "Test",
"version": "1.1",
"description": "Testovací rozšíření.",
"background_page": "bg.html",
"permissions": ["http://*/*", "https://*/*", "tabs"],
"content_scripts": [{
"matches": ["http://*/*", "https://*/*"],
"run_at": "document_end",
"js": ["jquery.js", "content.js"]
}],
"browser_action": {
"default_icon": "icon_19.png",
"default_popup": "popup.html"
}
}
Obrázek 4.3: Příklad souboru manifet.json.
a override pages. První jmenovaná umožňuje uživateli více přizpůsobit, definovat různá
nastavení a chování vytvořeného rozšíření. Využití override pages je způsob, jak nahradit
HTML stránku z rozšíření nějakou stránku, kterou má Chrome po instalaci přednastave-
nou (chrome://history, chrome://newtab apod.). V rozšíření můžeme také volat funkce
chrome.tabs.create() nebo window.open(), které nám vytvoří novou kartu se stránkou,
nebo nové okno. Důležité je vědět, že HTML stránky v rámci jednoho rozšíření mezi sebou
mají kompletní přístup k DOM stromu svých stránek, mohou si tak navzájem volat funkce.
Content script
Pokud ve svém rozšíření plánujete manipulovat s obsahem načtené stránky, tak čistě jen
s background page si nevystačíte. Pro tuto funkčnost budeme potřebovat tzv. content script.
Na obrázku 4.3 je takový skript definován. Tato definice říká, že soubory content.js, jquery.js
budou vloženy do všech stránek a budou spuštěny jakmile bude stránka načtena. Zajíma-
vostí je, že pokud již načtena stránka obsahovala jinou verzi knihovny jQuery, nedojde
ke konfliktu.
Na content script je třeba nahlížet spíše jako na součást načtené stránky, než jako na
součást rozšíření. Díky němu můžeme číst a měnit obsah načtené stránky a umožňuje nám
také změnu DOM stromu stránky. Bohužel pomocí něj nemůžeme měnit DOM strom v back-
ground page. Jinými slovy je content script zcela oddělené od svého rodičovského rozšíření.
Možnost, jak mezi sebou komunikovat mají tyto stránky pomocí cross-origin XMLHttp-
Requests3.
chrome.* APIs
Google Chrome poskytuje pro rozšíření přístup k funkcím prohlížeče pomocí API. To je po-
stupně doplňováno s každou verzí o nové a nové funkce. Nyní jsou k dispozici programová
3Informace o vzájemné komunikaci jednotlivých stránek v rozšíření jsou dostupné zde http://code.
google.com/chrome/extensions/xhr.html
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rozhraní pro panely, kontextové menu, jazykové verze, záložky, cookies a další. Pro podrob-
nější výčet se můžete podívat na tento seznam4. Pří vývoji rozšíření můžeme využít také
možnosti a výhody některých jiných API (HTML5, XMLHttpRequest, Standart JavaScript
APIs, WebKit APIs a dalších)5.
4.1.3 Google Web Toolkit
Jedna se o Java framework, který umožňuje psát jednoduše složitější AJAX aplikace. Go-
ogle Web Toolkit (GWT) je jiný způsob vytváření rozšiřujících modulů. Nejedná se přímo
o tvorbu klasických doplňků, o kterých jsem mluvil výše, ale za zmínku zde určitě stojí.
Jedná se spíše o komplexní vývojový nástroj, pro budování a optimalizaci složitých aplikací
pro prohlížeč Google Chrome.
GWT je složeno z těchto pěti základních částí:
• Emulátorem Javy.
• Komponentami pro tvorbu uživatelského rozhraní.
• Implementací asynchronního volání.
• Kompilátorem Javy do JavaScriptu.
• Vývojového shellu.
Pozitivní určitě je, že tento produkt je open source a je zcela zdarma. Pokud by Vás
vývoj na této platformě zajímal více, můžete se podívat např. zde 6, kde se nachází instrukce,
co je vše potřeba pro vývoj, různé tutoriály a také dokumentace.
4.2 Firefox
Firefox byl první, kdo umožňoval přidávat doplňky do svého prohlížeče. Na rozdíl od Opery,
která byla velice robustní a obsahovala mnoho funkcí již v základu. Firefox šel cestou
jednoduchého,
”
odlehčeného“ prohlížeče, který získá další funkcionalitu pomocí rozšiřujících
modulů.
Je tomu už řada let, co Mozilla umožnila ve svém prohlížeči využívat této výhody. Po
celou dobu se podpora pro doplňky vyvíjela a měnila. V dnešní době Firefox podporuje a
přináší dva způsoby, jak vytvářet rozšiřující moduly. Prvním konceptem je tzv.
”
tradiční“
způsob tvorby rozšíření a druhým je nově možnost využít Add-on SDK. Jedná se o sadu
nástrojů a API, které se snaží vývoj doplňků usnadnit. Tento balík je asi více známý pod
názvem JetPack, který byl takto označován po dobu testovací fáze. Vytvoření Add-on SKD
přístupu k tvorbě doplňků je reakcí Firefoxu na tvorbu rozšíření pro prohlížeč Chrome,
o kterém jsem psal v kapitole 4.1. Jaké jsou výhody či nevýhody v použití Add-on SDK
oproti
”
tradičního“ způsob tvorby rozšíření se pokusím přiblížit níže [18].
4Seznam aktuálně dostupného programového rozhraní pro vývoj rozšíření http://code.google.com/
chrome/extensions/api_index.html
5Informace o možnostech a využití API jiných knihoven jsou dostupné zde http://code.google.com/
chrome/extensions/api_other.html
6Google Web Toolkit - http://code.google.com/intl/cs-CZ/webtoolkit/overview.html
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4.2.1 Tradiční způsob tvorby rozšíření
Základem tvorby rozšíření jsou známé webové technologie (HTML, XHTML, CSS, Ja-
vaScript). Jen s nimi si při samotné tvorbě rozšíření nevystačíte. K těmto známým jazykům
je třeba přidat některé
”
interní“. Těmi jsou například jazyk XUL7, který slouží pro popis
uživatelského rozhraní, nebo XPCOM8 a jiné. Potřeba učit se nové jazyky, které využijete
jen v konkrétních případech, nemusí vyhovovat všem. Navíc v době, kdy existuje alterna-
tiva, je otázkou jestli to má vůbec smysl.
Hlavní výhodou tohoto způsobu tvorby rozšíření je v podstatě neomezená možnost,
jak ovlivnit práci prohlížeče. Neexistuje zde žádné omezující API, které by nám striktně de-
finovalo, co můžeme a co je zakázáno. Toto může být zároveň také nevýhoda v souvislosti
s bezpečností daného rozšíření. Mezi další nevýhody můžeme zařadit nutnost restarto-
vání prohlížeče po instalaci nového doplňku. Špatně napsané rozšíření může zpomalit celý
prohlížeč a problémem je také s kompatibilitou rozšíření v nových verzích prohlížeče.
4.2.2 Add-on SDK
Mezi hlavní výhody použití tohoto způsobu tvorby doplňků patří:
• Pro tvorbu využijete známé webové technologie (HTML, CSS, JavaScript apod.)
• K dispozici jsou nástroje, které usnadňují tvorbu rozšíření a testování.
• Je zaručena budoucí kompatibilita s novými verzemi Firefoxu.
• Při instalaci rozšíření není vyžadován restart prohlížeče. Toto usnadňuje a zrychluje
například testování doplňků, či sestavení prohlížeče dle svých představ.
• Rozšíření postavené na této technologii běží v samostatných procesech, tudíž pomalu
běžící doplněk nezpomalí celý prohlížeč.
Z výčtu hlavních výhod je patrné, že některé neduhy staršího
”
tradičního“ způsobu
tvorby rozšíření se podařilo eliminovat. Muset restartovat prohlížeč kvůli instalaci do-
plňku nemusí být vždy žádoucí a příjemné. Hlavně problémy s rozšířeními, které přestanou
v novější verzi Firefoxu fungovat, určitě nepotěší. Tyto problémy Add-on SDk(
”
JatPack“)
s úspěchem řeší.
Naopak mezi
”
nevýhody“ patří omezená sada dostupného API. To znamená, že ne-
máme neomezený přístup k prohlížeči, jak tomu je u tradičního způsobu. Možnosti tvorby
doplňků jsou jistým způsobem omezeny. Díky tomu jsou vytvářené rozšíření bezpečnější.
Z tohoto důvodu, bych to zařadil spíše do výhod. Navíc na API se neustále pracuje a vy-
víjí se. Díky tomu je Add-on SDK schopen pokrýt stále větší škálu typu rozšíření. Více se
o tomto projektu můžete dozvědět např. zde [19].
4.3 Opera
Opera přišla s podporou pro doplňky z této trojice jako poslední. Dlouhou dobu se po-
koušela tomuto kroku vyhnout a snažila se celou řadu pokročilých funkcí integrovat přímo
do prohlížeče. Například funkce jako jsou (ovládání pomocí gest myši, čtečka RSS a jiné)
7Pro detailní popis jazyka XUL můžete kliknout na tento odkaz https://developer.mozilla.org/en/
xul
8Pokud se chcete více dočíst o jazyku XPCOM, můžete zde https://developer.mozilla.org/en/XPCOM
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měl Firefox k dispozici díky rozšíření. V Opeře byli k dispozici hned po instalaci. Nakonec
tlaku ze strany uživatelů podlehla a doplnila prohlížeč o framework pro vytváření a použití
rozšíření. Myslím si, že se vydali správnou cestou. Neboť vždy se najde nějaká funkce, co
bude náročnému uživateli chybět a touto cestou si tuto funkčnost může jednoduše doplnit.
Doplňky Opery jsou založeny na specifikaci W3C Widgets9. Jak už jsem psal výše,
tak rozšíření je jakýsi balíček souborů, jedná se o přejmenovaný archív ZIP na koncovku
OEX. Příkladem jak může tento balíček po rozbalení vypadat, se můžete podívat níže. Tato
podkapitola je založena na [7].
• /config.xml
• /index.html
• /script/script.js
• /window.html
• /css/style.css
• /images/icon.png
Základní princip si je podobný jak s prohlížečem Chrome, tak i s Firefoxem. Zmíním
se o dvou nejdůležitějších souborech a také něco málo o architektuře. Pro více informací a
na různé příklady se můžete podívat do dokumentace10.
config.xml je jeden ze dvou povinných souborů, které musí obsahovat každé rozšíření,
i když samo o sobě moc práce neudělá. Tento konfigurační soubor poskytuje potřebná
metadata k rozšíření. Mezi ty nejdůležitější patří, název rozšíření, jméno autora, popis,
případně ikona, která je poté zobrazena u názvu v seznamu rozšíření a další.
index.html je druhým povinným souborem a stará se o procesy, které v rozšíření běží
na pozadí. Název tohoto souboru není striktní, ale jiný je třeba uvézt v souboru config.xml
pomocí <content>. Obsahem souboru může být například JavaScriptový kód, který bude
vytvářet prvky v uživatelském rozhraní prohlížeče a mnoho dalšího.
Rozhraní API a architektura
Architektura rozšíření pro Operu zahrnuje interakci čtyř základních částí. Tyto části mezi
sebou komunikují pomocí tzv. cross-document messaging11.
Vložené skripty <-> Procesy na pozadí <-> Tlačítka/nápisy <-> Popup
Typy rozšíření:
Existuje mnoho typů rozšíření, které je již možné vytvořit. Pro některá složitější potřebné
funkce zatím nemusí být k dispozici. API se neustále vyvíjí a další funkce jsou postupně
doplňovány s novými verzemi prohlížeče.
9Více o této specifikace se můžete dozvědět zde http://www.w3.org/TR/widgets/
10Zde najdete mnoho tutoriálu, podrobné informace k API, které Opera poskytuje a další užitečné infor-
mace http://dev.opera.com/addons/extensions/
11Podrobnější informace je možno nalézt zde http://www.whatwg.org/specs/web-apps/current-work/
multipage/web-messaging.html#web-messaging
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Různé typy rozšíření pak vzniknou jako permutace již výše zmíněných základ-
ních čtyř částí:
1. Vložený skript + index.html: To je prostý vložený skript, prázdný index.html +
config.xml, zabalený jako rozšíření. Bude to fungovat, ale nevyužije se výhod API
pro rozšíření ani další funkce.
2. Tlačítko + Popup: Je možné napsat rozšíření, které vytvoří tlačítko v nástrojové
liště prohlížeče, a při kliknutí na toto tlačítko se zobrazí okno se stránkou ze zadaného
URL.
3. Rozšíření bookmarklet: Je možnost vytvořit rozšíření, které při kliknutí vyvolá
bookmarklet funkci procesu na pozadí v aktuální kartě. Je to rychlejší způsob, než
kdyby byl skript napsaný pomocí javascript: URL v adresním řádku.
4. Analýza obsahu: Rozšíření by mohlo být navrženo tak, že vložený skript zpracuje
DOM a pošle výsledná data zpět procesu na pozadí, ten pak ve správný čas odešle
informace např. tlačítku či vyskakovacímu oknu.
5. Akce s obsahem: Je možné napsat rozšíření, které vytvoří tlačítko. To při aktivaci
pošle zprávu vloženému skriptu, ten provede požadované akce a pošle data zpět.
6. Automatické akce: Proces na pozadí může opakovaně vykonávat nějakou operaci
a aktualizovat informace - např. kontrolovat mail a zobrazovat počet nepřečtených
zpráv.
V pozadí dokážou skripty posílat XHR požadavky na libovolné domény, stejně jako
widgety. Více informací o XHR můžete zjistit v článku Opera Widgets and Ajax connecting
to multiple servers12.
12http://dev.opera.com/articles/view/opera-widgets-and-ajax-connecting-to-mu/
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Kapitola 5
Java Platform, Enterprise Edition
Java EE je platforma určena pro vývoj robustních, přenositelných serverových aplikací
v jazyce Java. Jde o rozšíření Java SE (Java Platform, Standard Edition), které je obohacené
o podporu tvorby webových distribuovaných aplikací. Podkapitola vychází z [15].
Tato technologie bude využita při samotné implementaci serveru. Nabízí veškeré po-
třebné funkce a možnosti, které pro jeho vývoj potřebuji. K implementaci nám vystačí
první dvě vrstvy. Prezentační vrstvu bude reprezentovat statická HTML stránka, na které
budou sepsány základní informace o serveru. Úkolem vrstvy aplikační bude zajistit veškerou
ostatní funkčnost.
5.1 Výčet specifikací pro Java EE
Součástí této platformy jsou především specifikace pro:
• vývoj webových aplikací - Java Servlets, Java Server Pages (JSP), Java Server Faces
(JSF)
• vývoj sdílené business logiky - Enterprise Java Beans (EJB), Spring
• přístup k legacy systémům - Java Connector Architecture (JCA), Hibernate
• přístup ke zprávovému middleware - Java Messaging Services (JMS)
• komponenty zajišťující integraci webových aplikací a portálů - Portlety
• podpora technologií - Webových služeb
5.2 Tří vrstvý model
Aplikace tvořené v Java EE se obecně skládají ze tří vrstev:
• Prezentační vrstva - Úkolem této vrstvy je zpřístupnit uživateli funkcionalitu apli-
kace. Nejčastěji se jedná o webovou prezentaci, případně o klasickou GUI aplikaci,
nebo také o aplikaci pro mobilní telefony.
• Aplikační vrstva - Zajišťuje vlastní funkcionalitu celého programu. Ta může být
realizována pomocí čistě pomocí vlastně navržených tříd. Případně se může využít
výhod z některých frameworků, např. (Spring, EJB).
20
• Vrstva persistence dat -Tato vrstva poskytuje možnost ukládání dat do nějakého
perzistentního úložiště. To může být reprezentováno např. relační databázi.
Obrázek 5.1: Vrstvy v Java EE (Zdroj [5])
5.3 Aplikační servery
Java EE pro svůj vývoj a běh potřebuje tzv. aplikační server. Ty se dělí na komerční a
Open Source.
Komerční aplikační servery:
• IBM WebSphere
• BEA WebLogic
• Sun Java System Application Server
• Oracle AS
Open Source aplikační servery:
• GlassFish
• JBoss
• JOnAS
• Apache Geronimo
• Apache Tomcat (částečná implementace)
Mnou vytvořený server bude hostovat jeden z Open Source aplikačních serverů, jmenovitě
jím bude GlassFish.
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Kapitola 6
Analýza a návrh systému
V předchozích kapitolách jsme mluvil o podobných existujících rozšířeních, o možnostech,
jak takové doplňky pro jednotlivé prohlížeče tvořit a o metodách pro analýzu vizuální
porovnávání webových stránek. Nyní bych se rád zmínil o návrhu svého systému, kterému
dají základ výše zmíněné a získané znalosti.
V úvodu jsem mluvil o tom, že je mým úkolem vytvořit systém (framework), který
umožní analýzu podobnosti každé stránky zobrazené v prohlížeči, vzhledem ke stránkám
zobrazeným dříve. Jelikož vizuální porovnávání není zcela triviální záležitostí a samotným
algoritmům se věnují jiné práce studentů vysokých škol. Mnou navrhovaný systém, by
měl pomoci tyto metody otestovat v praxi. Systém, je tedy hlavně určen pro pozdější
využití k otestování implementovaných metod pro vizuální porovnávání. Bylo třeba se tedy
zamyslet nad tím, jak systém vytvořit, aby nebyl závislý na konkrétní metodě. Mimo to, je
tento systém je určen také k tomu, aby jej v pozdější fázi, ve spojení s konkrétní metodou,
mohla využívat široká veřejnost a pomohl jim v bezpečnějším surfování na internetu.
Systém bude složen z více částí a to z klienta a serveru. Úkolem serveru bude zajišťovat
samotnou analýzu jednotlivých webových stránek a následně tyto výsledky posílat klientovi.
Dále bude server zajišťovat generování obrázků těchto stránek, které budou prostřednictvím
klienta zobrazeny uživateli. Systém má zajistit porovnávání stránek, se stránkami, které uži-
vatel navštívil v minulosti. Díky této skutečnosti se o srovnávání výsledků vizuálních analýz
jednotlivých stránek stará klient. Odpadá tak zasílání celých databázi mezi serverem a kli-
entem. Ten je v tomto systému reprezentován rozšířením pro prohlížeč Google Chrome,
které bude zajišťovat běh a zpracování několika důležitých funkcí. Mezi ně patří například
navazování komunikace se serverem, porovnávání výsledků analyzovaných stránek, zobra-
zovat výsledky, interakce s uživatelem. To je jen výčet některých funkcí, které bude muset
klient zpracovávat.
Funkčnost tohoto systému jako celek si představuji nějak takto. Po načtení stránky,
kterou uživatel navštívil, získá rozšíření kompletní HTML kód a odešle jej serveru. Ten
provede analýzu získaného kódu, vygeneruje obrázek stránky a výsledek spolu s odkazem
na obrázek odešle zpět klientovi. Rozšíření provede srovnání mezi jednotlivými stránkami
a výsledky uschová. Ty jsou pak zobrazeny uživateli, který s nimi může určitým způsobem
manipulovat. Detailněji si o jednotlivých funkcích obou části povíme níže.
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6.1 Klient
Při návrhu této části systému, se budu snažit co nejlépe zužitkovat informace a především
nabyté znalosti, o kterých jsem psal v kapitole 4.1. Dále bych chtěl rozšíření stavět na
moderních technologiích. Tím mám na mysli, využít především výhod HTML5 [20]. Díky
němu můžeme vytvořit databázi přímo ve webovém prohlížeči, která bude potřeba pro
uchování výsledků srovnání jednotlivých stránek. Více se o této možnosti budu věnovat
níže v kapitole 6.1.1.
Po tomto rozšiřujícím modulu požaduji, aby mi umožnil pracovat s každou stránkou
zobrazenou v prohlížeči a mohl jsme je tak mezi sebou srovnávat. Také je potřeba zajistit
určitou interakci s uživatelem. Příkladem může být zobrazení podobných stránek, možnost
smazání stránky s databáze, či označit určitou stránku, pro kterou budeme chtít kontrolu
proti phishingu. Tyto možnosti popisuje diagram případu užití, obrázek 6.1. Z toho důvodu
bude jasnou volbou pro toto rozšíření typ Browse Action (kapitola 4.1.1), který právě tyto
požadované funkce zajistí. Tento typ je reprezentován ikonou vedle adresního řádku, po
jejím stisknutí se objeví popup okno, ve kterém budou výše zmíněné funkce. Dále bude
třeba mít možnost přistupovat k HTML kódu stránky. Toto nám zajistí tzv. Content script
(kapitola 4.1.2). Option page (kapitola 4.1.2) je další částí, které bude rozšíření obsahovat.
Pomocí této stránky budeme moci měnit vlastnosti doplňku, jako např. počet zobrazených
podobných stránek a jiné. Více se těmto jednotlivým částem věnuji v kapitole 8.
Ne méně důležitou součástí tohoto rozšíření je samotná komunikace se serverem, kterou
tento doplněk bude inicializovat. Více o tomto tématu se zabývám v samostatné kapitole 6.3.
Obrázek 6.1: Diagram případu užití
6.1.1 Databáze
Rozšíření bude muset uchovávat informace o jednotlivých stránkách a výsledky jejich srov-
nání. K tomuto účelu využijeme databázi, kterou máme k dispozici díky HTML5. Součástí
HTML5 jsou dvě specifikace databází, které můžeme při práci využít. První je Web da-
tabase [12], která definuje API pro práci s daty a je rozhraním k databázi SQLite. Tato
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specifikace se již dále nevyvíjí. Navíc pro charakter dat, se kterými v mém systému budu
pracovat, není příliš vhodná. Rozšíření tedy bude založeno na druhé specifikaci, kterou je
IndexedDB [13]. Ta nabízí objektové úložiště s možností indexace dat, což je přesně ta
vlastnost, která se pro typ dat, které v systému budeme využívat hodí více. Navíc se tato
specifikace stále vyvíjí, což je také větší příslib do budoucna. Další výhodou je dle tohoto
článku [8], že práce s IndexedDB je dva krát rychlejší, než s Web database. Příklady ja-
kým způsobem se s tou to databází pracuje, uvedu až v kapitole 8.3, kde se zabývám její
implementací.
Hlavním motorem tohoto rozšíření je jazyk JavaScript, pomocí kterého bude implemen-
tována celá funkční část tohoto rozšíření. To byl také jeden z dalších důvodů, proč jsem
zvolil právě IndexedDB. Neboť krom jiného, umožňuje také uložení objektů tohoto jazyka.
Jak by mohl vypadat objekt, který bude sloužit pro uchování dat v databázi se můžete
podívat na obrázek 6.2. Na něm jsou vidět dva objekty. Objekt Page a SimilarPages.
První jmenovaný je určen pro uložení v databázi a druhý objekt je jeho částí.
Objekt Page, má atributy:
• url - adresa analyzované stránky,
• json - je pole JSON prvků, jedná se o výsledky analýzy této stránky tak, je zaslal
server,
• similarPages - jedná se o pole objektů SimilarPages, které obsahuje informaci
o podobnosti ostatních stránek s touto.
• countOfVisit - počet zhlédnutí dané stránky,
• priority - příznak, který určí, jestli má být tato stránka kontrolována na phishing,
či nikoliv,
• images - obsahuje odkaz na obrázek, který je umístěn na serveru.
Obrázek 6.2: Návrh objektů pro uložení v databázi.
Objekt SimilarPages má pouze dva atributy:
• url - adresa podobné stránky,
• indexOfSimilarity - je index určující podobnost mezi dvěma stránkami. O tom, jak
se hodnota indexu tvoří, se zmíním později v kapitole 8.4.
24
6.1.2 Návrh vyskakovacího okna
Důležitou součástí tohoto rozšíření bude také vyskakovací, tzv. popup okno, jehož úkolem
bude zajišťovat interakci mezi samotným doplňkem a uživatelem. Z toho důvodu jsem
se zamýšlel nad prvky, které budou jeho součástí a jak budou rozmístěny. Za cíl jsem si
kladl hlavně přehlednost, intuitivnost a jednoduchost. Jinými slovy jsem se snažil toto
vyskakovací okno navrhnout tak, aby nebylo přemrštěné zbytečnými prvky.
Obrázek 6.3: Komunikace mezi rozšířením a serverem
Na obrázku 6.3 se můžete podívat, jak by mnou navržené popup okno mohlo vypa-
dat. Navržené stránky by byly zobrazené dle podobnosti ke stránce, kterou uživatel právě
prohlíží. V základním nastavení by se zobrazily pouze tři výsledky. V horní části by byla
vypsána URL adresa stránky, pod ní její obrázek, který by zároveň sloužil jako odkaz. Níže
by byla zobrazená číselná hodnota, která by určovala vzájemnou podobnost. Součástí to-
hoto okna by byly také dvě tlačítka. Jedno pro mazání prohlížené stránky z databáze a
druhé pro označí stránky, která se bude hlídat proti případnému phishingu.
6.2 Server
Server je nepostradatelnou součástí navrhovaného systému. Měl by zajistit bezproblémový
chod několika důležitých funkcí. Mezi ty hlavní, patří bezesporu schopnost adekvátně re-
agovat na dotazy klienta (navrženého rozšíření). Provádět analýzu webových stránek, či
možnost generovat obrázky jednotlivých stránek, které jsou prostřednictvím rozšíření pre-
zentovány uživateli. Je tedy důležité zvolit pro implementaci serveru správné technologie.
Této otázce se věnuji více v podkapitole 5.
Při představě fungování tohoto systému v praxi, mě napadá následující situace. Server
může čelit několika stovkám dotazů za minutu. Z toho může být několik desítek dotazů
na totožnou stránku. Říkám si, jestli není zbytečné provádět tutéž kontrolu stále dokola.
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Z toho důvodu bych chtěl server doplnit o možnost, uchování výsledků analýz jednotlivých
stránek po krátký časový interval. Tím bych mohl ušetřit čas procesoru a zrychlit tak celý
proces. O implementaci tohoto návrhu se zmíním v kapitole 7.3.
Základ serveru bude tvořit třída AjaxServlet, která se bude jeho hlavním motorem.
Bude zajišťovat komunikaci mezi serverem a rozšířením, volat konkrétní metody pro ana-
lýzu webových stránek, o tom více v kapitole 7. Třída bude také využívat ostatní třídy
navrhovaného systému.
Obrázek 6.4: Návrh tříd pro daný server
Na obrázku 6.4 se můžete je znázorněn výčet navrhovaných tříd serveru. O tom, ja-
kou funkci bude plnit třída AjaxServlet jsem se již zmínil. Třída WebImage bude sloužit
por generování obrázku jednotlivých stránek. Další je třída MyCache, která by měla re-
prezentovat jakousi cache implementovanou na serveru, ta bude obsahovat objekty třídy
TemporaryObject, které obsahují výsledky analýz jednotlivých stránek. V obrázku nejsou
zahrnuty třídy pro konkrétní metodu vizuální analýzy, o těchto se zmíním v kapitole 7.1.
6.3 Vzájemná komunikace
O návrhu a požadavcích na klienta a server jsem mluvil v kapitolách výše. V této kapitole
bych se zmínil o návrhu komunikace mezi klientem a serverem. Přesněji o využívaných
technologiích a také o tom, jaká data si mezi sebou budou posílat.
Komunikaci mezi klientem a serverem bude zajišťovat technologie AJAX (Asynchro-
nous JavaScript and XML), což je obecné označení technologií pro vývoj interaktivních
webových aplikací. Nejčastěji se AJAX používá v případech, kdy chce programátor měnit
obsah stránky, bez nutnosti ji znovu načítání. Komunikace mezi serverem a prohlížečem pro-
híhá na pozadí (asynchronně). Což umožňuje XMLHttpRequest. Více se o této technologii
můžete dozvědět např. zde [16].
Konkrétně v tomto systému si budou klient a server vyměňovat data pomocí technologie
AJAJ (Asynchronous JavaScript and JSON ). Což znamená, že pro asynchronní komunikaci
nebude využívat formát XML, ale JSON1.
1Více informací o tomto formátu najdete zde http://www.json.org/
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6.3.1 Popis protokolu
Obsahem proměnných url, html, json, jsou důležitá data, která si mezi sebou klient a
server zasílají. Klient odesílá obsah proměnných url a html. Jak už název napovídá, obsahem
první jmenované proměnné je URL adresa stránky, kterou chceme analyzovat. Ve druhé je
obsažen kompletní HTML kód stránky, tak jak byl zobrazen klientovi v prohlížeči.
Přijímaná data se od odesílaných zcela liší. Obsahem proměnné json jsou data ve for-
mátu JSON, která reprezentují výsledek analýzy, která byla provedena na serveru a ten poté
tyto data odesílá zpět klientovi. Tyto data se mohou lišit v závislosti na použité metodě
pro vizuální analýzu.
6.3.2 Předávání dat mezi klientem a serverem
Klient a server využívají při komunikaci technologii AJAJ (Asynchronous JavaScript and
JSON ) s výše popsaným protokolem. Vlastní komunikace mezi oběma částmi systému by
pak mohla být implementována přibližně takto. Obrázek 6.5.
Jakmile uživatel zadá libovolnou internetovou adresu do svého prohlížeče, nebo klikne
na nějaký odkaz na stránce, kterou právě prohlížel, rozšíření po načtení stránky získá HTML
kód, URL a odešle je serveru. URL bude odesláno metodou POST jako parametr, který
bude součástí adresy pro dotaz na server. Takový dotaz poté může vypadat například takto:
xmlHttpReq.open(’POST’,
’http://localhost:8080/owsa-server/AjaxServlet?url=http://www.novinky.cz’,
true);
Samotný HTML kód využívá při odesílání vlastnost XMLHttpRequest zvanou request
payload. Je tedy odesílán jako samostatný objekt. Takový kód totiž může dosahovat délky i
několik tisíc znaků. Kdyby byl kód posílán stejně jako URL, mohl by se vyskytnout problém
s překročením maximální délky odkazu a odeslání by tak mohlo skončit s chybou.
Server tyto data příjme. URL se využije k získání potřebných dodatečných informací
o stránce. Příkladem může být získání CSS stylů, které jsou pak využity při při analýze
této webové stránky. Samotná analýza se pak provádí nad obdrženým HTML kódem, tím
zajistíme co možná nejvěrnější podobu stránky s tím, jak ji viděl sám uživatel na svém
monitoru. Výstupem analýzy je poté pole s objekty JSON, které reprezentují výsledek a
ten je poté odeslán zpět klientovi k dalšímu zpracování.
Obrázek 6.5: Komunikace mezi rozšířením a serverem
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Kapitola 7
Implementace serveru
V této kapitole se budu detailněji zabývat implementací serveru. Popíši zde způsob, ja-
kým je prováděna analýza jednotlivých webových stránek a konkrétně se zmíním o datech,
která jsou poté odeslána rozšíření. Dále se v této kapitole budu věnovat způsobu uchování
dočasných výsledků dané analýzy a tvorbě náhledů jednotlivých webových stránek.
Hlavní třídou, jak můžete vidět na obrázku 7.1 je třída AjaxServlet. Ta zajišťuje ko-
munikaci mezi rozšířením a serverem. Po navázání spojení a přijetí dat, se provede kontrola,
jestli se přijatá stránka nenachází v dočasné paměti (kapitola 7.3). Pokud ano, odešlou vý-
sledky provedené analýzy. V opačném případě se provede analýza zaslaného HTML kódu,
vygeneruje se obrázek stránky a tyto data ve formátu JSON se odešlou zpět rozšíření.
Obrázek 7.1: Kompletní diagram tříd
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7.1 Způsob analýzy jednotlivých stránek
Už v kapitole, kde jsem se zabýval návrhem celého systému (kapitola 6) jsem se zmínil
o vizuální analýze. Psal jsem, že toto není úplně triviální problém, a že na toto téma jsou
zaměřené celé projekty a vysokoškolské práce. Úkolem tohoto systému tedy není implemen-
tovat dokonalou metodu, která by vracela kompletní analýzu jednotlivých stránek.
Pro testovací účely a po dohodě s vedoucím práce jsme rozhodli, že pro testovací účely
tohoto systému využijeme existující Open Source projekt jménem CSSBox [2]. CSSBox je
(X)HTML/CSS renderovací engine napsán v jazyce Java. Jeho hlavním úkolem je poskyto-
vat kompletní informace o obsahu stránky a také o jejím uspořádání. Vstupem do rendero-
vacího enginu je DOM strom a soubor stylů odkazovaných z dokumentu (CSS). Výstupem
je objektově orientovaný model rozložení stránky. Tento model může být přímo zobrazen,
ale hlavně je vhodný pro další zpracování.
Obrázek 7.2: Hierarchie jednotlivých objektů CssBoxu (Zdroj [2])
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Vlastní analýzu poté zajišťuje třída s příznačným jménem CssBox. Jakmile server příjme
dotaz od rozšíření, je vytvořen objekt této třídy, jehož konstruktor vyžaduje URL stránky
a zaslaný HTML kód. Z kódu je vytvořen DOM strom a URL je potřeba pro získání CSS
stylů této stránky. Nejdůležitější metodou, je metoda fillCollection, která je popsána
níže.
public void fillCollection() throws IOException, SAXException {
try {
// parser pro vstupní HTML kód
DOMSource parser = new DOMSource(is);
// nastavení hlaviček
parser.setContentType("application/json; charset=UTF-8");
Document doc = parser.parse();
DOMAnalyzer da = new DOMAnalyzer(doc, url);
// nastaveni CSS stylu k danému kódu
da.attributesToStyles();
da.addStyleSheet(null, CSSNorm.stdStyleSheet());
da.addStyleSheet(null, CSSNorm.userStyleSheet());
da.getStyleSheets();
// vytvoření objetku BrowserCanvas pro získani
// aktualniho zobrazeni stránky
BrowserCanvas contentCanvas = new BrowserCanvas(da.getRoot(),
da, new java.awt.Dimension(1024, 768), url);
Viewport viewport = contentCanvas.getViewport();
// z tohoto zobrazeni vytvořit strom z objetů CssBoxu
DefaultMutableTreeNode tree = createBoxTree(viewport);
// převod stromu do kolekce objektů řídy CssBoxJson
makeCollection(tree);
} catch (MalformedURLException ex) {
Logger.getLogger(CssBox.class.getName()).log(Level.SEVERE,
null, ex);
}
}
Další zajímavou metodou je metoda makeCollection, jejímž úkolem je převést získaný
strom, který nese informaci o rozložení dané stránky, do kolekce objektů třídy CssBoxJson.
Tyto objekty jsou převedeny do formátu JSON, pomocí třídy Gson1. Potéjsou tyto data
odeslány zpět rozšíření, které s nimi dále pracuje. Obsahem takového objektu jsou určité in-
formace o jednotlivých elementech dané stránky. Pro testovací účely jsou klientovi zasílány
pouze objekty třídy BlockBox s informacemi o jejich vzájemné poloze na stránce. Na zá-
kladě těchto informací poté klient vyhodnocuje podobnost jednotlivých stránek. Výčet a
hierarchie elementů, které CSSBox vytváří je vidět obrázku 7.2.
1http://code.google.com/p/google-gson/
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7.2 Třída pro generování obrázků z webové stránky
Generování obrázků zajišťuje třída WebImage, kterou lze vidět na obrázku 7.1. Ta pro svou
funkčnost využívá již výše zmíněný CSSBox.
Konstruktor třídy zajistí, že nově vytvořený objekt obsahuje potřebná data. Hlavní
metodou této třídy, je createImage(). Metoda využije atributy url a is pro vytvoření
objektu třídy BrowseCanvas, kterou CSSBox obsahuje. Ten obsahuje metodu getImage().
Díky této metodě získáme BufferedImage požadovaného obrázku, který je nutné patřičným
způsobem upravit. Obrázky nejsou potřeba uchovávat ve velkém rozlišení a proto se všechny
následně upravují na rozlišení 640x480. Tato velikost je pro následné zobrazení uživateli
naprosto dostačující. Po úpravě rozlišení, je obrázek uložen do souboru s unikátní název.
Ten vznikne spojením aktuálního data spolu s náhodně generovaným číslem. Na konci
je vytvořen URL odkaz na tento obrázek, který využit jako návratová hodnoty metody
createImage().
Pomocí třídy WebImage jsou tvořeny obrázky, které jsou fyzicky uloženy na serveru,
rozšíření je poté poslán jen odkaz na tento obrázek. Původní implementace této třídy ob-
rázky fyzicky nikam neukládala. Výsledný obrázek byl zakódován pomocí datového formátu
Base642. Což je formát umožňující zobrazení binárních dat pomocí ASCII znaků. Jinými
slovy je obrázek zakódován do dlouhého řetězce tisknutelných znaků. Tento řetězec byl poté
poslán klientovi, který si jej uchovával v databázi. Nakonec jsem od tohoto konceptu upustil
díky problémům s výkonem. Při výpisu více obrázků, kdy bylo třeba využít posuvník, nebyl
pohyb plynulý a kazilo to výsledný dojem z rozšíření. Konečná podoba implementace sebou
nese také tu výhodu, že jsou nakonec kladeny menší nároky na prostor v databázi.
Obrázek 7.3: Ukázka vygenerovaných obrázků
7.3 Dočasná pamět
O vylepšení serveru, které by mu dalo možnost uchovávat si dočasně výsledky analýz jed-
notlivých stránek jsem se již zmínil v kapitole 6.2.
Toto vylepšení je reprezentováno třídami MyCache a TemporaryObject. Tyto metody
jsou znázorněné na obrázku 7.1. První jmenovaná třída implementuje pole o konstantní
velikosti a k němu dva ukazatele. Jeden pro určení místa, kam se má vložit nový záznam a
druhý ukazuje na poslední záznam. Toto pole se dá označit jako kruhové, neboť po naplnění,
se ukazatel, na místo pro vložení nového výsledku nuluje. Původní záznamy se začnou
postupně přepisovat novými a tím je docílena jakási simulace cache paměti. Obsahem tohoto
2Více informací o tomto formátu se můžete najít zde http://cs.wikipedia.org/wiki/Base64
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pole jsou objekty třídy TemporaryObject. Ten se skládá ze dvou atributů. Prvním je URL
stránky, druhým je kolekce. Ta obsahuje výsledky analyzované stránky ve formátu JSON.
Pro lepší názornost, jak si takové pole představit, se můžete podívat na obrázek 7.4
Obrázek 7.4: Ukázka implementovaného pole
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Kapitola 8
Implementace rozšíření
Druhou části celého systému, je rozšíření pro prohlížeč Google Chrome. V této kapitole
se budu věnovat jeho implementaci. Zmíním se, jakým způsobem celé rošížení funguje a
z jakých částí se skládá. Detailněji se budu zabývat prací s IndexedDB, popíšu metodu,
která vypočítává podobnost jednotlivých stránek a v nakonec ukážu, jakým způsobem jsou
výsledky prezentovány uživateli.
8.1 Popis výkonné části rozšíření
Toto rozšíření se skládá z několika základních kamenů. V této podkapitole se budu věnovat
těmto jednotlivým částem. Zmíním se blíže o tom, jaké funkce plní, a přiblížím způsob,
jakým tento doplněk funguje jako celek.
Základ doplňku tvoří tři části (soubory/skripty). Nejdůležitější je background page
(bg.js), dalším je tzv. content script (content.js) a posledním je popup window (po-
pup.js). První jmenovaný definuje třídu Page (obrázek 8.1), která se využívá pro uložení
dat v databázi. Obsahem tohoto souboru jsou rovněž metody pro práci s databází, dále me-
tody pro výpočet podobnosti stránek a jiné. Tento skript pracuje na pozadí rozšíření a je
načten spolu s jeho spuštěním. Jednodušeji řečeno, soubor bg.js zajišťuje veškerou hlavní
činnost tohoto rozšíření a z toho důvodu, je pro tento doplněk nepostradatelný. Soubor
content.js zajišťuje dvě funkce. Jakmile se v prohlížeči načte nová stránka, content script
získá její kompletní HTML kód a ten pošle background page, to spustí řetězec událostí,
který již je v plné kompetenci bg.js. Druhou funkcí, kterou content scrip poskytuje, je
zobrazení upozornění na možnost výskytu podvodné stránky. Jak toto upozornění vypadá,
je vidět na obrázku 8.2. Poslední částí je popup window, kterému je věnována samostatná
podkapitola 8.5.
Celé rozšíření pak funguje tímto způsobem. Jakmile je v prohlížeči načtena nová stránka
a background page obdrží její HTML kód, je volána metoda checkRecordExists. Jejím úko-
lem je ověřit, jestli se stránka nenachází v databázi. Pokud ano, provede se např. aktualizace
počtu zobrazení. V opačném případě se volá metoda checkRecordCount. Je totiž zbytečné,
uchovávat v databázi několik desítek stránek, které pocházejí se stejné domény. Metoda
hlídá počet takto uložených stránek, kdy udržuje maximálně tři záznamy z jedné domény.
Při pokusu o uložení čtvrté stránky, dojde ke smazání nejstaršího záznamu a místo něj
je uložena stránka nová. Výjimku tvoří situace, kdy je u všech uložených záznamů nasta-
vena kontrola proti phishingu, v tomto případě není žádný záznam smazán, pouze dojde ke
vložení nového.
33
Metoda za splnění určitých podmínek, volá metodu s názvem ajax. Jejím úkolem je
komunikace se serverem. Serveru je poslán HTML kód a URL zobrazené stránky. Tato
metoda vytváří nový objekt třídy Page, do kterého uloží přijatá data ze serveru. Následně
je volána metoda insertData, jejímž úkolem je uložit nově vytvořený objekt do databáze.
Po úspěšném vložení objektu do databáze, je volána metoda setSimilarPages. Ta pra-
cuje ve dvou krocích. Nejprve se provede srovnání se stránkami, u kterých je vyžadována
kontrola proti phishingu. Pokud bylo zjištěno, že by se mohlo jednat o podvodnou stránku,
je uživateli zobrazeno adekvátní upozornění (obrázek 8.2). V dalším kroku se provede srov-
nání s ostatními uloženými stránkami. Jednotlivé porovnávání je doprovázeno aktualizací
objektů již uložených v databázi. Kdy je takový objekt doplněn o výsledek srovnání s no-
vou stránkou. Po dokončení porovnávání jsou výsledky o podobnosti jednotlivých stránek
uloženy také k objektu, reprezentující zobrazenou stránku.
8.2 Třída Page
Konečná definice objektu této třídy, který se využívá pro ukládání dat do databáze, lze
vidět na obrázku 8.1. Oproti návrhu byl objekt doplněn o další tři atributy:
• hostname - slouží pro indexaci prvku v DB. Na základě něj, je získána informace
o počtu uložených stránek pocházející z jedné domény.
• date - informuje o stáří objektu. Na základě této skutečnosti, je rozhodnuto, který
objekt se nahradí v databázi novým.
• dangerousPage - obsahuje URL odkaz na stránku, se kterou byl porovnán a následně
označen, že by se mohlo jednat o podvodný web.
Obrázek 8.1: Objekty a metody background page
8.3 IndexedDB
IndexedDB je novinkou, která přišla spolu se specifikací HTML5. Poskytuje možnost ucho-
vávat perzistentní data přímo ve webovém prohlížeči. IndexedDB není jedinou poskytovanou
databází. O konkrétních typech a o důvodech výběru právě této databáze, jsem mluvil již
v kaptipole 6.1.1. V této podkapitole, tuto databázi přiblížím více z praktického hlediska.
Popíši její základní funkčnost, za pomoci třídy Page a zjednodušených náhledů kódů metod,
které jsou implementovány v rozšíření.
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Než uvedu první příklad, je třeba zdůraznit, že veškerá komunikace s touto DB, probíhá
asynchronně. Díky tomu nedochází k blokaci systému, po dobu jedné transakce. Veškeré
požadavky pro přístup k databázi, jsou řazeny do
”
fronty“, která je postupně zpracovávána.
Během této doby, lze s prohlížečem bez omezení stále pracovat.
Inicializace a vytváření databáze:
// inicializace databáze pro Chrome
if (window.webkitIndexedDB) {
window.indexedDB = window.webkitIndexedDB;
window.IDBKeyRange = window.webkitIDBKeyRange;
window.IDBTransaction = window.webkitIDBTransaction;
}
// vytváření/otevření databáze
var dbreq = window.indexedDB.open(dbName, "DB for pages");
dbreq.onsuccess = function (event) {
// spojení uloženo v globální proměnné
dbConnection = dbreq.result;
// nastaven verze DB
if (version != dbConnection.version) {
setVersionDB(version);
}
};
Po vytvoření databáze je k ní třeba vytvořit tzv. ObjectStore. Pomocí něj je možno
vkládat, upravovat, či mazat data z databáze. Vytvořit takový ObjectStore je možné
jedině při změně verze databáze (v tzv. VERSION-CHANGE transakci). Pokud by měl
systém pracovat s více metodami pro analýzu na straně serveru a všechny tyto výsledku
uchovávat. Jedinou věcí, co by bylo na straně klienta třeba udělat, by bylo změnit název
databáze. Díky tomu, by se v prohlížeči vytvořilo další databáze. Kde každá z nich, by
obsahovala jiné výsledky. Ovšem, bylo by nutné implementovat funkci, pro porovnání za-
slaných výsledků. Neboť výsledky jednotlivých metod, jsou natolik specifické a vytvořit tak
univerzální metodu nelze.
Tvorba ObjectStore:
function setVersionDB(version) {
var dbreq = dbConnection.setVersion(version);
dbreq.onsuccess = function (event) {
// pokud se verze změnila a objectStore existuje je třeba jej smazat
// a poté jej znova vytvořit
while (dbConnection.objectStoreNames.length > 0) {
dbConnection.deleteObjectStore(dbConnection.objectStoreNames[0]);
};
// vytvoření ObjectStore
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var store = dbConnection.createObjectStore(dbName + "ObjectStore", {
"keyPath": "url",
"autoIncrement": true
});
store.createIndex(dbName + "HostNameIndex",
"hostName", {unique: false});
store.createIndex(dbName + "PriorityIndex",
"priority", {unique: false});
};
}
Na ukázce výše je vidět, jak se takový ObjectStore pro objekty třídy Page tvoří,
dále příklad popisuje tvorbu indexu, které se využívají pro vyhledávání určitých objektů
v databázi. Příkladem může být jeden z těchto indexů, pomocí kterého je vykonán dotaz
nad databází a jsou získaný stránky, které mají stejnou doménu. Parametr unique: false
u takového indexu definuje to, že obsah atributu, nemusí být v databázi jedinečný. Tato
situace by se změnila, kdyby byl unique: nastaven na ture.
Vložení nového objektu do DB:
// nová transakce pro naš ObjectStore s možností zápisu
var trWrite = dbConnection.transaction([dbName + "ObjectStore"],
IDBTransaction.READ_WRITE);
// získání určitého ObjectStore
var objectStore = trWrite.objectStore(dbName + "ObjectStore");
// vložení objektu do databáze
var addResult = objectStore.add(object);
addResult.onsuccess = function (event) {
// pokud byl objetk úspěšně vložen, zjisti podobnost mezi
// jednotlivými stránkami
setSimilarPages(object, port);
};
trWrite.oncomplete = function () {
console.log("--- Transakce OK ---");
};
Na výše uvedené ukázce kódu je vidět, jakým způsobem je možno vkládat objekty
do databáze. Změna takového objektu se provádí v podstatě totožným způsobem. Jen je
místo příkazu add použit příkaz put. Ten umožní nahrazení objektu se shodnou keyPath,
která byla při vytváření ObjectStore nastavena na URL objektu. Pokud bychom naopak
chtěli objekt vymazat, nahradíme příkaz add za delete.
Čtení dat z DB
// nová transakce pro ObjectStore,
// tentokrát je transakce určena jen pro čtení
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var trRead = dbConnection.transaction([dbName + "ObjectStore"],
IDBTransaction.READ_ONLY);
// získání určitého ObjectStore
var objectStore = trRead.objectStore(dbName + "ObjectStore");
// dotaz na prvek pomocí definované "keyPath"
var getReq = objectStore.get(url);
getReq.onsuccess = function(event) {
// pokud byl hledaný prvek nalezen, je do konzole vypsána doména dotazované
//stránky
var result = getReq.result;
console.log("Výpis domény dotazovaného objektu: " + result.hostName);
};
trRead.oncomplete = function () {
console.log("--- Transakce OK ---");
};
Takto vypadá dotaz, jehož výsledkem je jediný prvek databáze. Pokud bychom výsledků
chtěli získat více, bylo by třeba použit tzv. cursor nad získanými daty. Jak takový dotaz
vypadá, se můžete podívat níže.
Čtení více záznamů z DB pomocí indexu a s použítím cursoru
var trRead = dbConnection.transaction([dbName + "ObjectStore"],
IDBTransaction.READ_ONLY);
var objectStore = trRead.objectStore(dbName+ "ObjectStore");
// ziskání potřebného indexu
var index = objectStore.index(dbName + "HostNameIndex");
// definování kliče pro dotaz do DB
var hostName = IDBKeyRange.only(hostname);
index.openCursor(hostName).onsuccess = function(event) {
var cursor = event.target.result;
if (cursor) {
console.log("Výpis domény dotazovaného objektu: " +
cursor.value.hostName);
cursor.continue();
} else {
console.log("--- zádný další prvek již neexistuje ---");
};
8.4 Porovnání podobnosti stránek
Již několikrát v textu zaznělo, že implementace metody pro porovnávání jednotlivých strá-
nek, nebyla cílem této práce. Nicméně pro otestování navrženého systému, bylo třeba něja-
kou funkci porovnávání jednotlivých stránek implementovat.
Počítání vzájemné podobnosti stránek zajišťuje metoda countSimilarity(object1,
object2). Ta pro výpočet podobnosti využívá data zaslané serverem, o kterých jsem mlu-
vil v kapitole 7.1. Těmi byli informace o vzájemné poloze jednotlivých elementů na stránce.
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Metodě countSimilarity jsou předány dva objekty třídy Page, které obsahují potřebná
data. Objekty reprezentují dvě webové stránky, které se mají mezi sebou porovnávat a
výsledkem tohoto srovnání je tzv. indexOfSimilarity. Jedná se o hodnotu udávající po-
dobnost mezi jednotlivými stránkami v rozsahu od nuly do sta procent.
Index podobnosti, je získán následující způsobem. Prochází se jednotlivé elementy strá-
nek a testuje se jejich vzájemná poloha. Pokud tedy existuje element, který je na stejné
pozici jako na porovnávané stránce, inkrementuje proměnná indexOfSimilarity. V tomto
porovnávání je počítáno s mírnou tolerancí a to plus/mínus pěti pixelů. Aby byla proměnná
indexOfSimilarity opravdu inkrementována, je třeba splnit ještě jednu podmínku. Kromě
podobné pozice, musí mít tyto elementy i podobnou velikost. U tohoto údaje je brána v po-
taz tolerance plus/mínus deset pixelů. Po dokončení cyklu porovnání obsahuje proměnná
indexOfSimilarity určitou hodnotu. Ta je dále upravena do vhodnějšího formátu 8.1.
indexOfSimilarity =
indexOfSimilarity
MAX(Object1.json.length,Object2.json.length)
· 100 (8.1)
Takto zvolená metoda nám dává orientační výsledky podobnosti jednotlivých stránek.
Tyto výsledky nejsou nejpřesnější, nicméně pro testovací účely jsou dostačující. Bohužel, při
takto zjednodušeném postupu vzájemného porovnání stránek, neexistuje bezpečný způsob,
jak ověřit, jestli se náhodou nejedná o podvrženou stránku (phishing). Nicméně systém je
pro tuto možnost připraven. Stačí pouze na určité místo doplnit podmínku, dle konkrétně
implementované metody. Jak takové upozornění na možnost, že se uživatel může stát se
objetí podvodu vypadá, je vidět na obrázku 8.2 a také viz. příloha B.
Obrázek 8.2: Ukázka upozornění na možný phishing
8.5 Zobrazení podobných webových stránek
Už dříve v kapitole 6.1.2 jsem se zabýval vizuálním návrhem vyskakovacího okna, které bude
uživatele informovat o podobných stránkách. Tímto návrhem jsem se samozřejmě inspiroval,
ale konečná podoba popup okna se dočkala menších změn. Místo URL zobrazené v horší
části je vypsaná pouze doména stánky a zbytek adresy se nachází pod obrázkem. Pod
touto adresou je vypsáno číslo, které udává podobnost mezi jednotlivými stránkami. Dále
je zobrazena také hodnota počtu zobrazení určité stránky. Jednotlivé výpisy podobných
stránek, byly doplněny o funkční tlačítko, kterým můžete danou stránku smazat z databáze.
V základu jsou zobrazeny tři návrhy podobných stránek, tento počet lze změnit v nastavení
rozšíření. Finální podoba vyskakovacího okna je reprezentována obrázkem 8.3.
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Obrázek 8.3: Ukázka implementovaného pole
Okno zobrazující podobné stránky je v rozšíření reprezentováno HTML stránkou s ná-
zvem popup.html.
<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Strict//EN"
"http://www.w3.org/TR/html4/strict.dtd">
<html>
<head>
<meta http-equiv="Content-Type" content="text/html; charset=UTF-8">
<title></title>
<link href="css/main.css" rel="stylesheet" type="text/css" />
<script type="text/javascript" src="scripts/jquery-1.7.1.min.js"></script>
<script type="text/javascript" src="scripts/popup.js"></script>
</head>
<body>
<div id="main">
</div>
</body>
</html>
Je zřejmé, že se jedná o klasickou HTML stránku, jejíž součástí jsou tři soubory. Prvním
je soubor main.ccs, který definuje vzhled celého okna a jeho jednotlivých prvků. Ne méně
důležitou součástí jsou další dva soubory, napsané v jazyce JavaScript. Jedním je knihovna
jQuery1, se kterou pracuje popup.js. Knihovna se využívá především pro vytváření, rušení
elementů ve vyskakovacím okně a také pro výsledný efekt při mazání podobné stránky. Sou-
bor popup.js se stará o veškerou funkčnost. Jeho hlavní náplní je komunikace s background
page, získání podobných stránek a výpis prezentace těchto stránek uživateli.
1http://jquery.com/
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Komunikace s background page, jejíž funkčnost zajišťuje soubor bg.js, probíhá na zá-
kladě posílání zpráv mezi těmito soubory. Konkrétně se využívá tzv. Long-lived connecti-
ons2. Kdy popup.js inicializuje spojení a dotazuje se background page na podobné stránky.
Nejprve pošle popup.js dotaz na aktuálně zobrazenou stránku. Na základě tohoto do-
tazu, je zaslán objekt této stránky, který byl uložen v databázi. Zároveň je získán přístup
k poli podobných stránek, které je součástí získaného objektu. Provede se seřazení tohoto
pole a komunikace s bg.js pokračuje dále. Seřazené pole se postupně prochází. Díky tomu
je získáno URL podobné stránky a to je poté posláno background page. Ta vrátí popup.js
objekt uložený v databázi, který je poté prezentován uživateli. Dotazy se opakují do té
doby, dokud není zobrazen požadovaný počet podobných stránek, případně když již není
k dispozici žádná další podobná stránka.
2http://code.google.com/chrome/extensions/messaging.html#connect
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Kapitola 9
Testování
Tato kapitola přináší trochu jiný pohled na systém, než předchozí kapitoly 6, 7, 8, kde jsem
se zabýval návrhem a následně také implementací tohoto systému.
Systém byl implementoval na počítači se systémem Windows 7 v jeho 64bit. verzi.
Procesorem AMD Phenom II X6 1075T o taktu 3,6Ghz a velikost RAM paměti činila
12GB. Server byl vytvořen na platformě Java EE a běžel pod Open Source aplikačním
serverem GlassFish ve verzi (3.1.1). Rozšíření bylo vytvořeno pro prohlížeči Google Chrome
verze (19.0.1084.46). Na tomto počítači, bylo provedeno rovněž testovaní implementovaného
systému.
Výsledný systém je sestaven ze dvou částí, které mezi sebou určitým způsobem ko-
munikují. Tato komunikace je popsána v kapitole 6.3. Nejprve jsem se tedy při testování
zaměřil na to, jaká je doba odezvy, mezi těmito částmi. Pro získání přesných hodnot jsem
využil nástrojů pro vývojáře, které poskytuje v základu samotný prohlížeč Chrome. Pro ka-
ždou stránku jsem provedl pět dotazů na server a průměr naměřených hodnot jsem zapsal
do tabulky.
První sloupec reprezentuje stránky, pro které byly dotazy vykonány. Druhý, reprezentuje
velikost zaslaných dat serveru. Třetí sloupec obsahuje zprůměrované hodnota doby odezvy
bez podpory dočasné paměti na serveru. Naopak sloupec čtvrtý popisuje dobu odezvy
s podporou dočasné paměti.
Doba odezvy mezi rozšířením a serverem:
webová stránka velikost dat odezva bez cache odezva s cache
www.fit.vutbr.cz.cz 6.69KB 544ms 6ms
www.idnes.cz 35.97KB 1741ms 11ms
www.novinky.cz 17.90KB 1413ms 4ms
www.seznam.cz 14.51KB 914ms 4ms
Z naměřených výsledků se dá vyčíst, že pokud server využívá dočasnou paměť, tak je
komunikace mezi rozšířením a serverem několikanásobně rychlejší. Při využiti této paměti
se neprovádí nová analýza webové stránky, pouze se odesílají uložené výsledky. Z toho také
plyne, že nejvíce času zabere právě analýza stránky. CSSBox je v tomhle ohledu docela
pomalý, neboť výjimkou nejsou dotazy, které trvají více než deset sekund (obrázek 9.1).
Systém jsem se pokusil otestovat také z hlediska stability. Jelikož prohlížeč Chrome,
pro který bylo rozšíření určeno, je zároveň mým výchozím prohlížečem, pokusil jsem se
systém otestovat v
”
běžném provozu“. Rozšíření, jsem nechal spuštěno jako kterékoliv jiné
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Obrázek 9.1: Ukázka odezvy jednotlivých dotazů
a prohlížeč jsem normálně používal. Vyhledával jsem různé informace, prohlížel zprávy, sle-
doval videa, navštěvoval různé sociální sítě a spoustu dalšího. Takto jsem prohlížeč používal
denně po dobu pěti dnů. Za tu dobu se do databáze uložilo přes tři stovky stránek a ani
jednou jsem nemusel řešit nepříjemný problém s pádem tohoto rozšíření. Na základě tohoto
testu, se dá říci, že stabilita tohoto doplňku nebude patřit mezi nejhorší.
Tímto testem se mi podařilo zjistit také něco jiného. S narůstajícím počtem objektů
v databázi a nutnosti porovnávání stále většího počtu prvků. Lze vidět určité zpomalení
systému. Toto zjištění spíše vypovídá o implementované testovací metodě pro porovnání jed-
notlivých stránek, než o systému jako takovém. Neboť největší zpoždění způsobuje právě
tato metoda. Samozřejmě metoda není jedinou věcí, která ovlivňuje výkon systému. S veli-
kostí databáze roste počet operací nad ní, to má určitý dopad na výkon. Co se tohoto týče,
zaznamenal jsem mírné zlepšení, s příchodem nové verze prohlížeče Chrome. Během vývoje
tohoto rozšíření totiž vyšla nová verze a zdá se mi, že výkon narostl. Dá se tedy odhadovat,
že by mohl být takový trend i v budoucnu a s každou novou verzí Chrome, by mohla být
práce s rozšířením rychlejší.
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Kapitola 10
Závěr
Cílem této práce bylo navrhnout a vytvořit systém pro on-line analýzu podobnosti webových
stránek. Tento systém má umožnit analýzu každé stránky zobrazené v prohlížeči, vzhledem
ke stránkám zobrazeným dříve.
S tím bylo spojeno nastudování různých metod a technik, jak tohoto cíle dosáhnout. Nej-
prve jsem studoval literaturu zabývající se vizuálním porovnáváním webových stránek, dále
jsem se seznámil s tvorbou rozšiřujících modulů pro dnešní webové prohlížeče. Důležitou
částí byl samotný návrh klienta, serveru a způsobu jejich vzájemné komunikace. Následně
tento systém implementovat.
Přínos tohoto systému vidím především v budoucím využití, kdy bude využit pro tes-
tování implementovaných metod pro porovnávání webových stránek. Společně s takovou
metodou, by jej poté mohla používat i široká veřejnost. Systém by hlídal prohlížené stránky
a při výskytu nějaké podezřele, by adekvátním způsobem informoval uživatele o tom, že by
se mohli stát obětí podvodu.
Možným vylepšením tohoto systému, by byla právě již zmíněná implementace nějaké
komplexnější, přesnější metody pro vizuální analýzu jednotlivých stránek.
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