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SAT SAT
SAT SAT SAT
SAT
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SAT
2.1 (SAT)
(satisfiability problem SAT )
F (x1, x2, ..., xn)
(variable) F
(conjunctive normal form CNF ) CNF
(clause) (literal)
CNF (Ci
C1 C2 C4 2 C3 3
) {x1, x2, x3} = {1, 1, 0} F F
F
F
F (x1, x2, x3) = C1(x1, x2, x3) ∧ C2(x1, x2, x3)∧
C3(x1, x2, x3) ∧ C4(x1, x2, x3)
C1(x1, x2, x3) = x1 ∨ x2
C2(x1, x2, x3) = x2 ∨ x3
C3(x1, x2, x3) = x1 ∨ x2 ∨ x3
C4(x1, x2, x3) = x1 ∨ x3
L L-
1 (unit clause)
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i=0 T (si, si+1) P (si)
¬P (si) ϕk = I(s0)∧
∧k−1
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k
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1. NiVER [20] SatELite Unhiding
NiVER SatELite SAT
resolution( 4.1.3.2 )
SatELite 4 Unhiding 5
2. Hypre [21] Hypre F
(l0∨ l1∨ ...∨ ln) n−1 2- (li∨ l)
(ln∨ l) F hyper-resolution (hyper-binary-resolution)
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SAT SAT
( inprocessing ) [24] DPLL
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SAT
inprocessing
12
3FPGA SAT
FPGA SAT
FPGA SAT
3.1 FPGA
Field Programmable Gate Array(FPGA) LSI
FPGA RAM
RAM
FPGA
IOB CLB CLB CLB
CLBCLBCLB
CLB CLB CLB
ハ
ー
ド
コ
ア
CLB
IOB
IOB
インターコネクト
イ
ン
タ
ー
コ
ネ
ク
ト
1: Xilinx FPGA
Xilinx [1] FPGA 1 Xilinx FPGA
(Configurable logic block CLB)
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ハードウェア記述言語
による記述
シミュレーション
仕様の策定
ツールによる論理合成・
インプリメンテーション
テスト
2: FPGA
(lookup table LUT ) 4 6
1 RAM LUT
(Interconnect)
CLB CLB I/O
CLB
SelectIO (IOB)
I/O
(Hard core)
(JTAG PCI Express DDR3 )
SRAM
RAM (block RAM )
LUT RAM
FPGA 2 FPGA
FPGA
Verilog HDL [5]
Xilinx Vivado 2014.2 [1]
FPGA
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FPGA SAT
FPGA SAT
1. SAT
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2. GPU GPU
( ) [6] SatELite Unhiding
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SAT
GPU
3. SAT
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3.2 SAT
FPGA SAT ( [26] )
[27] [28] DPLL FPGA
SAT
DPLL
FPGA
(400 )
[29] [31] FPGA /
SAT FPGA DPLL BCP
( )
[29]
[31] BCP enhanced BCP
((a∨ b∨ c)∧ (a∨ b∨ c)∧ (a∨ b∨ c)∧ (a∨ b∨ c) ≡ (b = c)) BCP
(
FPGA BCP )
FPGA (
PCI Express )
[30] FPGA DPLL
BCP FPGA (
) SAT
[32] [33] [34] [35] [36] [37] FPGA FPGA DRAM
WalkSAT SAT FPGA
WalkSAT
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CPU DRAM
DRAMFPGA
FPGAボード
ホストコンピュータ
3: FPGA SAT
3.3 SAT
3.3.1
SAT
( 3.2 ) SAT
SAT
SatELite Unhiding SAT
SatELite SAT
Unhiding
SAT SatELite
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Express FPGA
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1. FPGA SAT
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3. FPGA DRAM
4. FPGA SAT
FPGA DRAM
SAT FPGA SAT
FPGA SAT
3.3.2 SAT
FPGA
DRAM FPGA
DRAM
1: DDR3
(MHz)(
(MHz))
(GB/s)
DDR3-1333 667(1333) 10.7
DDR3-1600 800(1600) 12.8
DDR3-1866 933(1866) 14.9
DDR3-2133 1066(2133) 17.1
DDR3(DRAM ) [25] ( ) 1
1 DDR3 FPGA (
SatELite ( 4.2.3.1 )
2458GB/s )
DRAM DRAM
4 DRAM
( 4 READ) ( 4 Address0 Address1
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コマンド
アドレス
データ
R  R  R 
AAs AA AA
クロック
コマンド
アドレス
データ
R 
AAs
DD
DDs
DDs
DD DD
AA
R 
メモリアクセス遅延 メモリアクセス遅延
4: DRAM
Address2) ( 4 Data0
Data1 Data2) DRAM
DDR3 ( DDR3
)
DRAM
+DDR3
4( ) Address0 Address2
1 4( ) Address0
Address1
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DRAM
SatELite
SatELite
( )
( )
Unhiding
( )
( )
,
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4SatELite
SatELite [41] [42]
SatELite SAT
3.4 54
4.1 SatELite
SatELite [38] Niklas Ee`n Armin Biere
SatELite
SatELite SAT
( [17] [18] [40] SAT SatELite SatELite
)
2 SAT competition 2013 SatELite
2 #var
#cls #lit 2 CPU
Intel Core i7-2600 8GB 2
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2: SatELite
#var #cls #lit #var #cls #lit (sec)
AProVE07-11 1004933 4426834 11901940 85059 518554 1661277 853.23
velev-vliw-uns-4.0-9 96177 1814189 5280501 82887 1775308 5435667 140.25
11pipe q0 k 104244 3007883 8917203 61450 2916361 9452973 91.53
maxor128 200308 598619 1396775 64849 340725 1162948 69.17
8pipe k 35065 1332773 3936683 29031 1232440 3859607 65.40
blocks-blocks-
36-0.130-
NOTKNOWN
530375 9511460 20734360 377415 6570270 14369954 63.06
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SatELite 3
subsumption
self-subsumption
Resolution, Variable elimination by substitution, Hyper-
unary-resolution
4.1.1
C0 = (a∨ b), C1 = (a∨ b∨ c) F
C0 C1 c C1 F
subsumption
4.1.2
self-subsumption
Cx = (x∨a∨ b), Cx = (x∨a) F
x x Cx
x (a, b) Cx x
(a) 1 Cx (a ∨ b)
Cx x
Cx ∧ Cx ≡ (x ∨ a ∨ b) ∧ (x ∨ a)
≡ (x ∧ a) ∨ a ∨ (x ∧ b) ∨ (a ∧ b)
≡ (a ∨ b) ∧ (x ∨ a)
≡ (a ∨ b) ∧ Cx (1)
4.1.3
4
23
1.
2. Resolution
3. Variable elimination by substitution
4. Hyper-unary-resolution
4.1.3.1
(l) l (l)
F F l
l x x l x
x (l)
F l
1. l
2. l l
(a∨ b)∧ (a) (a) a
(b)
4.1.3.2 Resolution
x x C0 = (x ∨ a0 ∨ ... ∨ an), C1 =
(x∨b0∨...∨bn) resolvent (a0∨...∨an∨b0∨...∨bn)
resolution resolvent C1 ⊗ C2
Resolvent A = {a0, ..., an} B =
{b0, ..., bn} 4
1. A = true, B = true resolvent C0 ∧ C1 x
2. A = true, B = false resolvent C0 ∧C1
x
3. A = false, B = true resolvent C0 ∧C1
x
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4. A = false, B = false resolvent C0∧C1
x x C0 C1 F C0 ∧C1
resolvent F
A = {a0, ..., an} B = {b0, ..., bn} 1. 4.
F x ( 4.) F
x ( 1. 3.)
x x Nx Nx F Nx
Nx resolvent
Nx×Nx resolvent resolvent
Nx × Nx Nx + Nx (x ∨ a ∨ b)
(x∨ a) resolvent (a∨ b∨ a)
resolvent F
SatELite resolution
1. Nx Nx 10 ( 4.2.3.2
Nx +Nx ≤ 64 )
2. resolvent resolvent Nx+Nx
4.1.3.3 Variable Elimination by Substitution
Variable elimination by substitution resolution
resolvent
F (x ∨ a ∨ b) (x ∨ a) (x ∨ b)
AND
OR (x = a∧ b x = a∨ b)
x definition S x x Gx
x definition x Gx x
definition x Rx definition x
Rx definition x
S =
1
(x ∨ c) ∧
2
(x ∨ d ∨ e)︸ ︷︷ ︸
Rx
∧
3
(x ∨ a ∨ b)︸ ︷︷ ︸
Gx
∧
4
(x ∨ a) ∧
5
(x ∨ b)∧︸ ︷︷ ︸
Gx
∧
6
(x ∨ f)︸ ︷︷ ︸
Rx
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S resolvent S ′
S ′ = S ′′ ∪G′ ∪R′
S ′′ = (Rx ⊗Gx) ∪ (Rx ⊗Gx)
=
1⊗4
(a ∨ c),
1⊗5
(b ∨ c),
2⊗4
(a ∨ d ∨ e),
2⊗5
(b ∨ d ∨ e),
3⊗6
(a ∨ b ∨ f)
G′ = Gx ⊗Gx =
3⊗4
(a ∨ b ∨ a),
3⊗5
(a ∨ b ∨ b)
R′ = Rx ⊗Rx =
1⊗6
(c ∨ f),
2⊗6
(d ∨ e ∨ f)
G′ definition
R′ S ′′
[38] x resolvent S ′′
resolution variable elimination by substitution
resolution resolvent
4.1.3.4 Hyper-unary-resolution
S = (a ∨ b), (x ∨ a), (x ∨ b) F
x S x S
x
hyper-unary-resolution
4.2 FPGA
5 DRAM
data read unit
clause buffer
DRAM
Unit propagation unit Inclusion check unit
Definition detection unit
definition hyper-unary-resolution
Resolution unit resolvent
queue Occurrence list
update unit DRAM occurrence table
occurrence list
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D
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M
D
R
A
M
 I
/F
Definition
detection
unit
Clause
merge
unit
Unit
propagation
unit
Inclusion
detection
unit
Clause buffer
Data read
unit
Occurrence
list update
unit
Queue
5:
4.2.1
• clause table
• occurrence
table occurrence list
• touched
list v v touched list
4 touched list
•
single
6 (occurrence table occurrence
list clause table) Occurrence table
Occurrence table x occurrence
list x occurrence
list x Clause table
( )
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.
.
.
.
occurrence list
Ci
Cj
Ck
Cl
Cm
Cn
Cp
Cq
Cs
Ct
Cu
Cv
Ci,Cj,Ck : clauses which include x0
Cp,Cq,Cs : clauses which include x1
Cl,Cm,Cn : clauses which include x0
Ct,Cu,Cv : clauses which include x1
.
.
.
.
clause table
}Ci = (x,la,lb)
}Cj= (x,lc,ld)
}Ck= (x,le,lf)
x
la
lb
x
lc
ld
x
le
lf
x x
1
2
3
4
5
.
.
.
.
.
.
Nv
literal table
6: Occurrence table occurrence list clause table
Sx x Sx
1. Occurrence table x occurrence list
2. x occurrence list
3. Clause table
4. clause buffer
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4.2.2 Clause Buffer
Sx DRAM clause buffer
FPGA
440 block RAM clause buffer
225K (
3 ) Sx clause buffer
clause buffer (
5% Sx clause buffer
)
clause buffer
Clause buffer FPGA
clause buffer Sx
clause buffer
clause buffer
( FPGA)
Hyper-unary-resolution
l ( l) hyper-
unary-resolution l
m
clause buffer
l m l
m m
l
4.2.3
[38] [41]
touched list
1. touched list
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2. Touched list
(subsumption self-subsumption)
touched list
3. Touched list resolution
variable elimination by substitution hyper-unary-resolution
touched list
4. Touched list 2. 3.
( )
clause buffer
clause buffer
4.2.3.1
C0 = (a ∨ b) C1 = (a ∨ b ∨ c) sub-
sumption ( 4.1.1 ) C0 = (x ∨ a ∨ b)
C1 = (x∨ a∨ b∨ c) self-subsumption
( 4.1.2 ) Self-subsumption
x x
3 subsumption self-subsumption
L (L = 8, 16, 32)
3 #var #cls #lit
1.00 0.30
70% (
) 3 L 8
L 16
30
3: L
L
8 16 32
#var #cls #var #cls #var #cls
AProVE07-11 0.30 0.30 0.30 0.30 0.30 0.30
velev-vliw-uns-
4.0-9
1.01 1.00 1.01 1.00 1.01 1.00
11pipe q0 k 1.11 1.03 1.11 1.03 1.11 1.03
maxor128 1.21 1.00 1.21 1.00 1.21 1.00
8pipe k 1.09 1.15 1.09 1.15 1.09 1.15
blocks-blocks-
36-0.130-
NOTKNOWN
0.77 0.75 0.77 0.75 0.77 0.75
7 inclusion detection unit Literal inclusion checker
clause register (current) Data read unit
Clause register (next)
clause register (current) C
|C| L (
16 ) C |C|/L
4.2.3.2 Resolution Hyper-unary-resolution
hyper-unary-resolution vari-
able elimination by substitution resolution Sx Sx (Sx
x ) Nx Nx Rt
(Nx + Nx ≤ Rt) resolvent Nx + Nx
4 Rt = 32, 64, 128
(0.94 6% ) 4 Rt
Rt 64
Variable elimination by substitution resolution
definition detection unit x definition hyper-
unary-resolution
Definition (x∨a∨b), (x∨a), (x∨b)
31
lit
er
al
 in
cl
us
io
n 
ch
ec
ke
r
in
cl
us
io
n 
ch
ec
k 
un
itdata read unit
clause register
next current
7: Inclusion detection unit
2
hyper-unary-resolution (a∨b), (x∨a), (x∨b)
x
Hyper-unary-resolution definition
definition detection unit definition
(x ∨ a ∨ b), (x ∨ a), (x ∨ b) definition
Cd = (x∨ a∨ b) definition detection unit
(a∨ b), (x∨ a), (x∨ b) hyper-unary-resolution
x F
Definition hyper-unary-resolution
resolution unit resolvent
Cd
Cd
1
Cd 8 5 Cd 3, 8, 16
(0.97 3% )
5 Cd 8
32
4: Rt
Rt
32 64 128
#var #cls #var #cls #var #cls
AProVE07-11 0.30 0.30 0.30 0.30 0.30 0.30
velev-vliw-uns-
4.0-9
1.01 1.00 1.01 1.00 1.01 1.00
11pipe q0 k 1.08 1.01 1.12 1.02 1.12 1.02
maxor128 1.21 1.00 1.21 1.00 1.21 1.00
8pipe k 0.94 0.94 1.00 0.99 1.24 1.36
blocks-blocks-
36-0.130-
NOTKNOWN
0.73 0.70 0.73 0.71 0.80 0.78
8 resolution unit Definition vari-
able elimination by substitution res-
olution
clause merger C1 = (x∨ l0∨ l1∨ l2) C2 = (x∨ l
′
0∨ l
′
1∨ l
′
2)
resolvent C1⊗C2 = (l0 ∨ l1 ∨ l2 ∨ l
′
0 ∨ l
′
1 ∨ l
′
2)
l0 = v l
′
2 = v C1 ⊗ C2
1.
2. C1 C2
C1 C2 resolvent
3. 2. C1 C2 v v resol-
vent resolvent (C1 C2
1. v v
C1 C2 )
resolvent Nx +Nx resolvent
resolvent
Variable elimination by substitution resolvent Gx⊗Gx
Rx⊗Rx ( 4.1.3.3 )
33
5: |Cd|
|Cd|
3 8 16
#var #cls #var #cls #var #cls
AProVE07-11 0.17 0.15 0.22 0.21 0.30 0.30
velev-vliw-uns-4.0-
9
1.00 1.00 1.01 1.00 1.01 1.00
11pipe q0 k 1.12 1.02 1.12 1.02 1.12 1.02
maxor128 1.21 1.00 1.21 1.00 1.21 1.00
8pipe k 0.97 0.98 0.97 0.98 0.97 0.98
blocks-blocks-
36-0.130-
NOTKNOWN
0.78 0.76 0.79 0.77 0.79 0.77
clause merger definition detection unit
definition Clause merger
definition definition
resolvent resolvent
4.2.4
6
3 (#var)
(#cls) (#lit) ( 0.38 62%
) 3
1.00 1.01
0.22 6
(
)
(
) AProVE07-11
AProVE07-11
hyper-unary-resolution
6
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Resolvent
Resolvent
Inclusion check unit	
Clause buffer (Sx)
Clause buffer (Sx)
8: Resolution unit
(SatElite)
( [38] )
(
)
hyper-unary-resolution
[38] / /
0.24/0.34/0.44 ( ) 0.29/0.41/0.46 ( )
35
6:
#vars #cls #lits #vars #cls #lits
11pipe q0 k 0.54 0.96 1.18 1.10 1.01 0.9
8pipe k 0.87 0.99 1.1 0.95 0.94 0.89
9vliw m
9stages
iq3 C1 bug9
0.91 0.99 1.11 1.01 1.00 0.92
9dlx vliw
at b iq4
0.68 0.89 1.00 1.06 1.03 1.00
aaai10-
planning-ipc5-
TPP-30-step11
0.96 0.97 1.00 0.89 0.85 0.88
AProVE07-11 0.38 0.57 0.62 0.22 0.21 0.22
blocks-blocks-
36-0.130-
NOTKNOWN
0.97 0.98 1.00 0.73 0.71 0.69
E02F22 0.86 1.00 1.00 0.98 0.97 0.91
maxor128 0.27 0.57 0.80 1.21 1.00 1.04
velev-vliw-uns-
4.0-9
0.86 0.98 1.12 1.01 1.00 0.92
4.3
Xilinx Kintex-7 XC7K325T
40K FFs ( FF 10%) 53K LUTs ( LUT 26%)
445 36Kb Block RAMs ( Block RAM 100%)
1. Inclusion check unit 16 ( 7
inclusion detection unit 16 )
16
2. Resolution variable elimination by substitution Nx +Nx ≤ 64
clause merger 2
36
DRAM遅延✁
F
  F遅延✁
FPGA
✄ ✂
 ✆ ☎ ✝ ✞
 データ✠ ✟ ✡
FPGA データ✠ ✟ ✡
FPGAクロック
▲ ✕ ✗ ✒ ✘ ✙ ✔ ✗ ✙ ✚ ✔ ✒
Sﬀﬁﬂ✛ ✜ ✆ ☎ ✝ ✞
Sﬀﬁﬂ✛ ✜ ✆ ☎ ✝ ✞
❖ ✏ ✏ ✎ ✘ ✘ ✒ ❡ ✏ ✒ ✔ ✕ ✖ ✗
❈ ✔ ✙ ✎ ✖ ✒ ✗ ✙ ✚ ✔ ✒
✢ ✛ ✜ ✆ ☎ ✝ ✞
節
Touched listから変数の
読み込み
Occurrence tableの
読み込み
Occurrence listの
読み込み
ﬃﬁﬂ
Clause tableの読み込み
9: DRAM
24 (223 ) DRAM
64 64 2
(DRAM )
64
DRAM
9 DRAM
FPGA 200MHz DRAM I/F DRAM 400MHz
800MHz(400MHz )
8 ( 9
DRAM I/F ) 9 touched
list DRAM touched list FPGA
DRAM I/F + DRAM FPGA
FPGA
50 ( 250
DRAM DRAM
) occurrence table
occurrence list clause table
clause buffer
1
7
clause buffer
3.4 54.2
41.6 7
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7: ( )
Clause buffer Clause buffer
benchmark t(sec) speedup t(sec) speedup
11pipe q0 k 5.59 16.41 159.24 0.58
8pipe k 3.81 16.88 129.71 0.50
9dlx vliw at b iq4 12.29 19.30 40.30 5.89
9vliw m 9stages
iq3 C1 bug9
586.22 5.43 2556.71 1.24
aaai10-planning-
ipc5-TPP-30-step11
2.44 22.12 2.66 20.28
AProVE07-11 69.92 12.63 285.03 3.10
blocks-blocks-
36-0.130-
NOTKNOWN
18.07 3.44 21.23 2.93
E02F22 4.67 37.44 184.99 0.95
maxor128 1.24 54.15 1.62 41.57
velev-vliw-uns-4.0-9 23.3 5.88 66.40 2.06
clause buffer
DRAM
(Sx Sx L
|SL| Sx Sx |SL|/L )
10 inclusion detection unit
10
16
2
Sx 26
26 16 velev-vliw-
uns-4.0-9 60%
clause buffer
FPGA
38
020
40
60
80
100
120
140
160
180
0 5 10 15 20 25 30 35
計
算
時
間
(秒
)
ユニット数
AProVE07-11
velev-vliw-uns-4.0-9
maxor128
8pipe_k
blocks-blocks-36-0.130-NOTKNOWN
11pipe_q0_k
10: Inclusion detection unit
FPGA clause buffer 2
11 resolution unit clause merger
2 4 9
block RAM dual port access clause merger 2
9
clause merger clause merger data read unit
11
x resolution Nx + Nx
resolvent x resolution
resolvent ( ) 1
2 resolvent
Nx+Nx (Nx ≃ Nx ) resolution
2
39
010
20
30
40
50
60
70
2 3 4 5 6 7 8 9
計
算
時
間
(秒
)
ユニット数
AProVE07-11
velev-vliw-uns-4.0-9
maxor128
8pipe_k
blocks-blocks-36-0.130-NOTKNOWN
11pipe_q0_k
11: Resolution unit
inclusion detection unit
60%
(velev-vliw-uns-4.0-9 )
FPGA clause
buffer 2
8:
AProVE07-11 0.89 0.12 0.92
velev-vliw-uns-4.0-9 0.93 0.86 0.96
maxor128 0.16 0.09 0.19
8pipe k 0.81 0.82 0.80
blocks-blocks-
36-0.130-
NOTKNOWN
0.72 0.73 0.72
11pipe q0 k 0.80 0.84 0.70
8
0.89 89% 0.12
40
12%
0.92 92%
8
( AProVE07-11
9.4% )
(maxor128
)
0.4
0.6
0.8
1
1.2
1.4
1.6
1.8
2
20 30 40 50 60 70 80 90 100
計
算
時
間
の
比
率
レイテンシ
AProVE07-11
velev-vliw-uns-4.0-9
maxor128
8pipe_k
blocks-blocks-36-0.130-NOTKNOWN
11pipe_q0_k
12:
12
12 50
1 12 maxor128
15%
maxor128
9
l l
41
maxor128
( 6 maxor128 )
1. 9
2. clause buffer (maxor128
9 645/2 (
2 ) )
(hyper-unary-resolution
)
42
9: l
l
l
AProVE07-11 5.9 30.1 599402
velev-vliw-uns-4.0-9 27.4 401.3 248959
maxor128 3.5 8.5 645
8pipe k 56.1 1271.7 641454
blocks-blocks-
36-0.130-
NOTKNOWN
19.5 535.4 7996
11pipe q0 k 42.8 1227.5 553247
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5Unhiding
Unhiding [43] Un-
hiding
Unhiding
1.3 2.7
3 (
4.8 7.3 )
5.1 Unhiding
Unhiding SAT Lingeling [40] SAT
Unhiding
10 SAT competition 2014 [9]
Unhiding ( 10
CPU Intel Core i7-2600 8GB 4 8
) u.c.%
SAT
BCP 10 Unhiding
44
10: Unhiding
original preprocessed(ratio)
(×106)
(×106)
(u.c.%)
(×106) (u.c.%)
( )
SAT dat.k95-24 1 rule 2 1.54 6.04(0.79%) 15.2 0.95 0.97(49%) 0.60 5.03
9vliw m 9stages iq3 C1 bug9 0.52 13.4(0%) 39.2 0.99 1.00(54%) 0.50 7.98
blocks-blocks-
36-0.120-
NOTKNOWN
0.49 8.78 (0.016%) 19.1 1.00 1.00(51%) 0.68 5.75
SAT dat.k90.debugged 1.46 5.72(0.79%) 14.3 0.95 0.97(50%) 0.60 4.77
grid-strips-grid-y-3.065-SAT 0.48 3.97(0.016%) 9.59 1.00 0.99(23%) 0.73 2.99
45
Unhiding
5.1.1
a b a → b 2
a b 2-
(a→ b) ≡ (a ∨ b) (2)
F = (a∨ c)∧ (b∨ c)∧ (b∨ d)∧ (c∨ e)∧ (c∨ f)∧ (d∨ f)
13
binary implication graph (BIG)
a b
c d
e f
e f
c d
a b
13: Binary Implication Graph
BIG Unhiding
1
(0
) l
46
discovered (dsc(l))
l
( 1 8 )
finished (fin(l))
l
( 1 17 )
observed (obs(l))
l l
dsc(l) obs(l)
( 1
14 18 )
discovered of the root literal (root dsc(l))
discovered
parent(prt(l)) l .
F 1
[dsc(l) : fin(l) : obs(l) : root dsc(l)]
14 14 a
discovered (
) c e discovered e
finished c f
a ( 14
f)
parenthesis
theorem u v dsc(u) < dsc(v)
fin(u) > fin(v) v u 14
parenthesis theorem BIG
Parenthesis theorem
( 14 )
47
11: List root literals (RTS)
2: stamp := 0
3: for all root ∈ RTS do
4: Stamp(stamp, l, stamp)
5: end for
6: function Stamp(stamp, l, root dsc)
7: stamp := stamp+ 1
8: dsc(l) := stamp
9: root dsc(l) := root dsc
10: for all (l ∨ l′) ∈ F do
11: if dsc(l′) = 0 then
12: Stamp(stamp, l′, root dsc)
13: end if
14: obs(l′) := stamp
15: end for
16: stamp := stamp+ 1
17: fin(l) := stamp
18: obs(l) := stamp
19: end function
48
a[1:8:8:1] b[19:22:22:19]
c[2:7:19:1] d[20:21:21:19]
e[3:4:4:1] f[5:6:20:1]
e[23:24:24:23] f[9:18:18:9]
c[14:17:23:9] d[10:13:13:9]
a[15:16:16:9]b[11:12:17:9]
14:
1. Failed literal elimination (FLE )
2. Transitive reduction (TRD)
3. Equivalent literal substitution (ELS )
5.1.1.1 Failed literal elimination
(x) F F x
failed literal (l → l′) l′ l′ x
x x failed literal (l → l′)
root dsc(l) ≤ obs(l′) l′ l′
15 (root(l) → x) ∧ (x → l′) ∧ (x → l) ∧ (l → l′)
(root(l) l
).
y
...a l
...
15: Failed literal
(l → l′) Unhiding
dsc(x) ≤ obs(l′) x x dsc(x) ≤ obs(l′)
x failed literal x failed literal
49
(x) F ( x SAT
SAT BCP )
failed literal elimination (FLE )
5.1.1.2 Transitive reduction
F = (u → a) ∧ (a → v) ∧ (u → v) (u → v)
(u→ a)∧ (a→ v) ( 16) BIG
transitive edge Transitive
edge F F
F trasitive edge transitive reduction(TRD)
u
a
16: Transitive edge
5.1.1.3 Equivalent literal substitution
(l → l′) fin(l′) = 0 (l′ finished )
dsc(l′) < dsc(l) (l → l′) ∧ (l′ → l)
a
b c
l l'
a
b c
l l'
適用なし 適用後
17: ELS
50
l l′
F = (a→ l)∧(l → l′)∧(l′ →
l) ∧ (l → b) ∧ (l′ → c) 1 (l → b)
(l → c) (l′ → c) ( 17 )
l l′ (l′ → b)
( 17 )
l l′ equivalent literal equivalent literal
equivalent literal substitution(ELS )
5.1.2
1. Unhiding tautology elimination (UHTE)
2. Unhiding literal elimination (UHLE)
5.1.2.1 Unhiding Tautology Elimination
F = (a ∨ b ∨ c) ∧ (a → x) ∧ (x → b) 3
(a ∨ b ∨ c)
(a ∨ b ∨ c) ∧ (a→ x) ∧ (x→ b)
≡ ((a ∨ b ∨ c) ∧ (a→ b)) ∧ (a→ x) ∧ (x→ b)
⇒ (a→ x) ∧ (x→ b) (3)
F (a ∨ b ∨ c) hidden tautology hidden tautology
hidden tautology elimination(UHTE )
C hidden tautology
C lpos C
lneg(lneg C ) dsc(lneg) < dsc(lpos) fin(lneg) >
fin(lpos) C hidden tautology
|C| = 2 lpos = lneg prt(lpos) = lneg C
hidden tautology lpos = lneg lneg failed literal
51
((l → l) ≡ (l))
prt(lpos) = lneg (prt(lpos)→ lpos)
5.1.2.2 Unhiding Literal Elimination
F = (a∨ b∨ c∨ d)∧ (a→ b)∧ (b→ c) 4 (a∨
b∨ c∨d) a b 4 self-subsumption(
4.1.2 )
(a ∨ b ∨ c ∨ d) ∧ (a→ b) ∧ (b→ c)
≡ ((a ∨ b ∨ c ∨ d) ∧ (a ∨ b)) ∧ (b→ c)
≡ ((b ∨ c ∨ d) ∧ (b ∨ c)) ∧ (a→ b)
≡ (c ∨ d) ∧ (a→ b) ∧ (b→ c) (4)
unhiding literal elimination
(UHLE ) hidden literal
hidden literal
C l l′ dsc(l) < dsc(l′) fin(l) > fin(l′)
dsc(l) > dsc(l′) fin(l) < fin(l′) l hidden literal
5.2 FPGA
18 Stamping unit
TRD ELS FLE
Simplification unit UHTE UHLE
Time stamp cache
time stamp cache
.
5.2.1
19 Short clause table
32
52
D
R
A
M
 I/F
T
im
e
 S
ta
m
p
C
a
c
h
e
Stamping unit
Simpli cation
unit
18:
short clause table Clause list
4.2.1 clause table
Binary occurrence table l binary occurrence list
Binary occurrence list l 2-
l ( 4.2.1 occurrence
list binary occurrence list
) binary occurrence table
binary occurrence list
Time stamp map
Time stamp map
DRAM
5.2.2
1. Stamping unit
TRD ELS FLE
53
l0c0
l1c0
l0c1
l1c1
l2c1
l3c1
C0
C1
y
x
l0
l1
l2
l3
l4
l0'
l1'
l2'
l3'
dsc(l) n(l) obs(l)
dsc(l') n(l') obs(l')
Time stamp map
Binary
occurrence
list
Binary
occurrence
table
Short clause
table Clause list
prt(l)
prt(l')
19:
2. Simplification unit 1. BIG UHTE
UTLE
3
Binary occurrence list
binary occurrence list
16 8
DRAM 8
8 DRAM
54
Controller
Trans
e
ra
l
20: Stamping unit
5.2.3 Stamping unit
20 stamping unit Stamping unit
root literal finder l
l ((x → l)
) binary occurrence list
l
( 20 Stack S) Stack
1. l
2. l binary occurrence list
3. l l
4. FLE TRD
55
11: Stack S
benchmark Stack S
E00N23 23 23
blocks-blocks-36-0.120-NOTKNOWN 4 4
blocks-blocks-37-1.120-NOTKNOWN 4 4
aaai10-planning-ipc5-pipesworld-27-step14 10 12
traffic r uc sat 119 119
5. l equivalent literal
S fin()
11 Stack S
11 Stack S 128
block RAM
Stack S 256 .
2
parallel parallel if parallel else if
Stamping unit failed literal detector transitive edge detector
equivalent literal detector child node checker 4
( 2 34 39 44 56) Failed literal
detector transitive edge detector equivalent literal detector
FLE TRD ELS Child node checker
controller Stack
S
Stack ,
time stamp cache
obs(l) (
2 4 , 2 48,62 ) l
time stamp cache DRAM time stamp
cache obs(l) .
56
2
1: List root literals (RTS)
2: stamp := 0
3: while root ∈ RTS do
4: Push root to Stack
5: while Stack is not empty do
6: l is the head of Stack
7: if l does not have children then
8: Processed on Stack
9: if observed != 0 then ⊲ FLE
10: if dsc(lfailed) > observed then
11: lfailed := l
12: else
13: parallel
14: Write {lfailed}; observed := 0
15: end
16: end if
17: end if
18:
19: Processed on S
20: if is equivalent(l) == false then ⊲ ELS
21: stamp := stamp + 1
22: repeat
23: parallel
24: l′ := S.pop()
25: dsc(l′) := dsc(l)
26: fin(l′) := stamp
27: end
28:
Write l′ time stamp to DRAM
and Time stamp cache
29: until l′! = l
30: end if
31:
57
32: else ⊲ l has children
33:
Read a time stamp of l′ (one of a
l child) from DRAM or Time stamp
cache
34: parallel if
is visited ==
false&&
dsc(root(l)) ≤ obs(l′)
35: parallel ⊲ FLE
36: lfailed := l; observed := obs(l′)
37: is visited(l) := true
38: end
39: parallel else if
is visited(l) == false
&& dsc(l) < obs(l′)
40: parallel ⊲ TRD
41: Remove {l ∨ l′} from Clause table
42: is visited(l) := true
43: end
44: parallel else if
is visited(l) == false
&& dsc(l) == 0
45: parallel
46: Processed on Stack ⊲ Visit l′
47: stamp := stamp + 1
48: dsc(l′) := stamp; obs(l′) := stamp
49: is visited(l′) := false
50: is equivalent(l′) := false
51: Read l′ children
⊲ Update l time stamp
52: is visited(l) := true
53:
54: Push l′ to S
55: end
56: parallel else if
fin(l′) == 0&&
dsc(l′) < dsc(l)
57: parallel ⊲ ELS
58: dsc(l) := dsc(l′)
59: is equivalent(l) := true
60: end
61: end if
62: obs(l′) := stamp
63: end if
64: end while
65: end while
58
reader
Clause reader
s reader
21: Simplification unit
5.2.4 Simplification unit
21 simplification unit simplifi-
cation unit UHTE UHLE
UHTE UHLE dsc(lneg) < dsc(lpos) fin(lneg) > fin(lpos)
dsc(l) < dsc(l′) fin(l) > fin(l′)
( 5.1.2 )
16 Ls = 32
UHTE UHLE
Simplification unit
1. Address reader short clause table Ls( 32)
N( 16)
2. Clause reader Clause list N
3. Time stamp reader
59
12: Ls
Ls Ls = 32
16 32 64
SAT dat.k95-24 1 rule 2 0.39 0.40 0.40 1.00
9vliw m 9stages iq3 C1 bug9 0.34 0.41 0.44 0.86
blocks-blocks-
36-0.120-
NOTKNOWN
0.25 0.25 0.27 0.91
SAT dat.k90.debugged 0.39 0.40 0.40 1.00
grid-strips-grid-y-3.065-SAT 0.19 0.19 0.19 0.89
4. UHTE UHLE UHTE UHLE N
5. Clause and literal table updater
6. 1. 5. Ls
Ls 12 12
0.41 41% 12 Ls
32
( UHTE
)
Ls 32
3.
F = (a∨ b ∨ c)∧ (b∨ c∨ d)∧ (c∨ d∨ e) K = 2
DRAM
1. K = 2 (Q0 Q1) F
Q0 DRAM 0
Q1 DRAM 1
F
60
DRAM 0 {a, c, e} 1 {b, d}
Q0 {a, c, c, c, e} Q1 {b, b, d, d}
2. Q0 Q1 DRAM
{a, b, c, b, c, d, c, d, e} time stamp cache
time stamp cache
DRAM
N
time stamp reader
5.3
Xilinx Kintex-7 XC7VLX325T
DRAM I/F 32 K LUTs 340 block RAM
200MHz ( DRAM I/F )
8192 time stamp cache
UHTE UHLE 32 16
13
14
13 14 1.29 1.29
13
1.3 2.3
1. 4 8 ( 13 14
Intel Core i7-2600 3.4GHz ) 13 1
61
13:
4
8
1
1
SAT dat.k95-24 1 rule 2 3.91 1.29 1.84
9vliw m 9stages iq3 C1 bug9 3.52 2.27 4.34
blocks-blocks-
36-0.120-
NOTKNOWN
2.96 1.94 3.08
SAT dat.k90.debugged 3.70 1.29 1.82
grid-strips-grid-y-3.065-SAT 1.81 1.65 2.76
14:
4 8 1
1
SAT dat.k95-24 1 rule 2 0.69 3.68 4.85
9vliw m 9stages iq3 C1 bug9 1.30 3.49 7.31
blocks-blocks-
36-0.120-
NOTKNOWN
1.21 3.37 5.71
SAT dat.k90.debugged 0.69 3.68 4.83
grid-strips-grid-y-3.065-SAT 0.91 3.74 6.74
1 1.8 4.3
2. (8MB)
3.
14
0.69 1.30
3.4 3.7 (1
1 4.8 7.3 )
62
 0.9
 1
 1.1
 1.2
 1.3
 1.4
 1.5
 0  5  10  15  20  25  30  35
ca
lc
ul
at
io
n 
tim
e 
ra
tio
the number of clauses compared in parallel
SAT_dat.k95-24_1_rule_2
9vliw_m_9stages_iq3_C1_bug9
blocks-blocks-36-0.120-NOTKNOWN
SAT_dat.k90.debugged
grid-strips-grid-y-3.065-SAT
22: Simplification unit
22 UHTE UHLE
( 16 1 )
22
16 UHTE
UHLE
15
0.017
1.7% 0.55
55%
0.18 18% 15
stack
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15:
SAT dat.k95-24 1 rule 2 0.017 0.55 0.18
9vliw m 9stages iq3 C1 bug9 0.046 0.63 0.073
blocks-blocks-
36-0.120-
NOTKNOWN
0.043 0.63 0.067
SAT dat.k90.debugged 0.017 0.55 0.18
grid-strips-grid-y-3.065-SAT 0.026 0.60 0.12
15
time stamp cache
(
)
15
23
23 50 (250 ) 1
23
23 SAT dat.k95-24 1 rule 2
SAT dat.k90.debugged
64
 0.5
 0.6
 0.7
 0.8
 0.9
 1
 1.1
 1.2
 1.3
 20  30  40  50  60  70
ca
lc
ul
at
io
n 
tim
e 
ra
tio
latency
SAT_dat.k95-24_1_rule_2
9vliw_m_9stages_iq3_C1_bug9
blocks-blocks-36-0.120-NOTKNOWN
SAT_dat.k90.debugged
grid-strips-grid-y-3.065-SAT
23:
65
66.1
2 SAT SatELite Unhiding
SAT
FPGA
SatELite ( resol-
vent )
3.4 54
clause buffer
Unhiding
FPGA
8
DRAM 8 RAM
DRAM
66
6.2
SAT FPGA
1.
2.
2 SAT SAT
[23] [24]
SAT SAT
SAT
SAT
67
SAT
SAT
68
FPGA FPGA SAT
OB
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