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 1 Introducción
En la década de 1980 se produce un gran incremento en la cantidad de ordenadores, 
debido a la evolución de ordenadores de gran tamaño, del orden de una habitación, a 
ordenadores de pequeño tamaño que pueden colocarse en cualquier lugar y cualquiera lo  
puede utilizar,  lo  que provoca que cualquier  empresa de pequeño y mediano tamaño 
pueda disponer de uno o varios ordenadores que pueden utilizar sus empleados. Pero la  
utilización de más de un ordenador en las empresas supone un problema, que es la  
deslocalización  de  la  información  y  en  consecuencia  la  perdida  y  redundancia  de  la 
información. Se pasa de tener un ordenador por empresa, donde todo esta centralizado, a 
un  gran  número  de  ordenadores  que  necesitan  compartir  información  para  evitar  
problemas de redundancia y perdida de información. [1][2]
Para solucionar el problema, se crean redes entre ordenadores, dentro de los cuales se 
establecen una serie de ordenadores que se ponen en una sala y que se utilizan como 
servidores, que son los primeros Data Center o Centros de Procesamiento de Datos.
Con  el  surgimiento  de  internet  en  la  década  de  1990,  la  necesidad  de  mostrar  y 
almacenar información se hace más importante, lo que provoca la creación de grandes 
infraestructuras  preparadas  para  poder  contener  gran  cantidad  de  servidores  y  los 
elementos necesarios para su funcionamiento, ya sea de refrigeración, de alimentación o 
de comunicación.
Con la evolución de la última década en la utilización de internet para la distribución de 
contenidos de gran tamaño, como son los contenidos multimedia, ha supuesto un gran 
requerimiento de almacenamiento y de comunicación, lo que supone una mayor cantidad 
de servidores y CPDs que permitan la distribución rápida y para un gran público, además, 
del surgimiento del Cloud Computing y del almacenamiento en la nube en los últimos 
años,  que proporcionan un almacenamiento  y  una capacidad de cálculo  “infinito”  o  a 
demanda.
El incremento continuo que se lleva produciendo desde las últimas décadas del sector de 
las ICT en general, y de la parte que más nos preocupa, de los Centro de Procesamiento  
de  Datos,  ha  provocado  el  incremento  de  la  energía  consumida  por  parte  de  éstos. 
Consecuentemente,  debido  al  consumo de  energía,  se  genera  una  gran  cantidad  de 
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Gases de Efecto Invernadero. [3]
La previsión del consumo de energía previsto es en aumento, principalmente debido a los 
cambios  en  la  utilización  de  los  CPD.  En  los  último  años,  la  utilización  del  Cloud 
Computing, el impulso de las redes sociales y de los servicios de difusión de contenido 
multimedia, muestra una previsión de futuro de mayor utilización de los CPD.
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 2 Motivación del Proyecto
El consumo de un Centro de Procesamiento de Datos es enorme y su utilización es muy 
importante, ya sea para empresas, comunidades científicas o públicas, etc. y la reducción 
del consumo podría suponer un gran avance y un impulso para permitir que cada vez 
sean más grandes y que soporten mayor cantidad de carga, pero sobre todo que permita  
adaptarse a la demanda.
Así surge éste Proyecto Fin de Carrera, con el objetivo de la realización de éste Proyecto 
Fin de Carrera es la reducción del consumo energético de los Centros de Procesamiento  
de Datos mediante la creación de una arquitectura que realice el apagado y encendido de 
los servidores de un Centro de Procesamiento de Datos que se adapte a la demanda, de 
forma eficiente, en busca de mantener un equilibrio entre ahorro de energía y la Calidad 
de Servicio ofrecida(QoS) y la creación de un simulador que nos permita observar los 
resultados de la arquitectura y su mejor configuración.
Para maximizar el ahorro de energía evitando perjudicar la QoS al mínimo, lo que se ha  
hecho es analizar los CPD. Para el análisis del CPD, se ha observado:
• Variación de la carga: Se analizará como se comporta la carga/trabajos que se 
reciben en los CPD y como varía a lo largo del tiempo y que patrones sigue.
• Consumo del CPD: Observar como se produce el consumo de energía en un CPD 
y en que apartados se puede ahorrar y como.
• Consumo de los servidores: Observar como varía el consumo de los servidores con 
respecto a la carga y cuanto de importante es tener  un servidor  encendido en 
espera o tenerlo apagado.
Una vez analizado estos datos, el objetivo, que es la parte principal del Proyecto, consiste 
en crear un arquitectura diseñada para ahorrar la máxima energía posible, pero teniendo 
en cuenta el perjuicio que puede causar en la calidad de servicio ofrecida, buscando un 
equilibrio que permita configurar la arquitectura, ya sea para ahorrar el máximo posible, o 
ahorrar lo máximo posible que se permita sin perjudicar la calidad de servicio ofrecida o 
perjudicando de manera razonable. Está arquitectura ha sido creada teniendo en cuenta 
los puntos fuertes y débiles de lo analizado del CPD, como es la variación de la carga, los 
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consumos  fijos  que  supone  tener  un  servidor  encendido  en  espera,  o  tener  varios 
servidores con muy poca carga, etc. 
El  simulador  que  se  va  a  crear,  nos  permitirá  variar  la  configuración  y  analizar  los  
resultados de  la  utilización  de  la  arquitectura,  mediante  el  cual  podremos observar  y 
controlar  el  consumo y  la  calidad de servicio  que ofrece,  dependiendo a  que demos 
prioridad.
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 3 Planificación del Proyecto
A finales de 2010 y con vistas de que solo me quedaban para realizar las asignaturas a 
las que estaba matriculado y algunos Créditos de Libre Elección, empece a buscar un 
proyecto  que  me motivara.  La  idea  principal  era  escoger  un  Proyecto  de  los  que  la 
Facultad pone a disposición, los cuales son presentados por profesores, que buscan una 
cierta finalidad con el proyecto. 
Fue en Diciembre de 2010 cuando vi éste proyecto en la Bolsa de la Facultad, el tema me 
parecía  interesante,  y  además,  conocía  al  Director,  ya  que  estaba  realizando  una 
asignatura la cual él impartía. Pero no fue hasta Enero de 2011, cuando realizamos la  
primera reunión con el Director Germán y el Co-Director Sergio, hasta que no empezó la 
planificación.
El objetivo era realizar lo máximo posible durante el Cuatrimestre de Primavera de 2011 y 
finalizarlo en el Cuatrimestre de Otoño. Por lo que la planificación, incluía desde Enero 
hasta Octubre, teniendo en cuenta festividades de Semana Santa y un mes de descanso 
en Agosto.
La idea principal era dedicar una media de 4 a 6 horas al día al proyecto, pero debido a  
las  clases  que  realizaba  durante  el  primer  cuatrimestre,  cursos  en  final  de  Enero  y 
principios de Febrero y menos tiempo del calculado para el segundo Cuatrimestre, ha 
provocado que los plazos no siguieran lo calculado inicialmente. La desviación no ha sido 
muy grande,  dos meses(teniendo en cuenta  días  de  fiesta  y  días  que  no he  estado 
disponible).  Pero  entraba  dentro  del  margen,  que  es  presentarlo  durante  éste 
cuatrimestre.
La planificación inicial era la siguiente:
Ilustración 1: Planificación Inicial Completa
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Una vista más detallada:
Ilustración 2: Descripción Inicial Detallada (I)
Ilustración 3: Descripción Inicial Detallada (II)
Ilustración 4: Descripción Inicial Detallada (III)
Ilustración 5: Descripción Inicial Detallada (IV)
En los siguientes apartados se va a analizar proceso a proceso del Proyecto y analizar la 
duración y las variaciones de tiempo que ha sufrido y como parte final se va a analizar el 
tiempo dedicado total al proyecto.
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 3.1 Planificación y Estudio sobre la eficiencia energética y CPD
La fase de la Planificación, era establecer unas pautas y unas fechas aproximadas de la 
finalización  del  proyecto,  estimando  la  duración  de  cada  apartado  del  proyecto.  La 
planificación fue realizada durante una semana.
El estudio sobre la eficiencia energética en los CPD, consistía en analizar cuanto es el  
consumo  y  como  se  produce,  mediante  la  lectura  de  documentos  de  diversas 
universidades y de otras fuentes fiables, para así, tener una base en el momento en el  
que se empezará con la fase de creación de la arquitectura, ya que era necesario conocer 
estos datos y poder enfocar en que centrarnos y cuales son los problemas y ventajas que 
podemos encontrar de cara a mejorar el consumo del CPD.
La Planificación inicial era:
Ilustración 6: Planificación y Estudio sobre la eficiencia energética y CPD. Planificación Inicial.
El tiempo utilizado es:
Ilustración 7: Planificación y Estudio sobre la eficiencia energética y CPD. Planificación Final.
Las tareas según lo previsto y no ha sido necesario ni ampliar el plazo ni modificar fechas.
 3.2 Planteamiento de la solución
El planteamiento de la solución, consistía en crear una idea de la arquitectura que se 
creará más adelante teniendo en cuenta la información que he aprendido y observado en 
el  paso  anterior,  sabiendo  ahora,  cómo  se  puede  mejorar  los  CPD  actuales.  En  la 
realización de este paso se buscaron tres posibles soluciones:
• Selección del CPD donde ejecutar los Jobs, dependiendo de la contaminación que 
producen,  algunos  con  energías  limpias  de  diferentes  tipos,  por  lo  que  la 
16
contaminación que se puede producir no es fija y varia a lo largo del tiempo.
• Crear  una  arquitectura  que  permitiera  la  Defragmentación  de  procesos  (mover 
procesos de un servidor a otro) y la selección del mejor servidor en todo momento, 
para así poder apagar y encender servidores según la demanda. Ésta arquitectura 
se basaría en servidores que tienen tiempo de encendido y apagado cero, o lo 
equivalente a un Sleep Mode de tiempo cero.
• Crear un arquitectura que asigne los Jobs de manera que podamos encender y 
apagar  servidores  que  no  tienen  tiempo  cero(de  encendido  y  apagado), 
utilizándolos  de  manera  que  se  pueda  adaptar  la  capacidad  a  la  demanda,  y 
perjudicando lo  mínimo posible a la calidad de servicio.  Ésta es la que hemos 
seleccionado como solución y en la que nos hemos basado finalmente en éste 
Proyecto Fin de Carrera.
Una vez seleccionada la solución que vamos a aplicar comenzamos con el desarrollo.  
Cuando tenemos una idea básica y que es necesario, buscamos los datos necesarios que 
nos permitan desarrollar la solución, como puede ser consumos, comportamientos de la 
carga, tiempos, etc.
Y cuando tenemos la idea clara y los datos suficientes, se pasa a desarrollar la Solución 
que posteriormente aplicaremos.
La planificación inicial era:
Ilustración 8: Planteamiento de la solución. Planificación Inicial.
El tiempo utilizado es:
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Ilustración 9: Planteamiento de la solución. Planificación Final.
El  cambio  que  se  produce  es  debido  a  que  se  empieza  la  búsqueda  de  posibles 
soluciones durante el tiempo que se está estudiando la eficiencia energética en los CPD y 
su  comportamiento,  ya  que  nos  permite  encontrar  las  posibles  soluciones  una  vez 
tenemos la ideas principales y después profundizar más en las posibles soluciones. Una 
vez  se  ha  buscado  información  y  se  planteado,  ha  seguido  según  lo  planeado  y  ha 
permitido desarrollar durante más tiempo la arquitectura, de 12 a 20 días. Teniendo la  
semana de descanso a continuación que era Semana Santa.
 3.3 Desarrollo del Ambiente de la Solución.
El desarrollo del ambiente de la Simulación, consiste en preparar, desarrollar y comprobar 
el correcto funcionamiento del Simulador. Esta fase consiste en:
• Organizar arquitectura, crear los módulos necesarios para la simulación y crear la 
organización de clases.
• Desarrollar el simulador y las clases que pertenecen al CPD, cada una con sus 
características. También diseñar una interfaz muy básica que nos permita iniciar la 
simulación y mostrar resultados muy básicos.
• Comprobar  el  correcto  funcionamiento  del  motor  de  la  simulación,  el 
funcionamiento de la arquitectura y la simulación del CPD.
La planificación inicial era la siguiente:
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Ilustración 10: Desarrollo del Ambiente de la Solución. Planificación Inicial.
El tiempo invertido es:
Ilustración 11: Desarrollo del Ambiente de la Solución. Planificación Final.
No existe diferencia entre lo programado inicialmente y el tiempo invertido, lo que permite 
avanzar a la siguiente fase en el momento en el que estaba programado.
 3.4 Mejora del Simulador y Arquitectura, Realizar Simulaciones y  
evaluación de resultados
Esta fase consiste en la parte principal del proyecto, que es comprobar el funcionamiento 
de la Arquitectura diseñada y si encontramos posibles mejoras aplicarlas. Para llegar a 
este fin, los pasos son los siguiente:
• Crear un modelo de CPD realista con gran variedad de servidores (desde más 
potentes  a  menor  consumo  o  equilibrados),  que  nos  permita  tener  un  CPD 
heterogéneo para obtener unos resultados realistas.
• Se  mejora  la  Interfaz  para  que  nos  muestre  mejor  los  resultados,  y  podamos 
configurar cualquier parte de la configuración del CPD y la arquitectura.
• Se buscaran mejoras de la arquitectura viendo los resultados y como se produce el  
comportamiento de la arquitectura.
• Para realizar los pasos anteriores es necesario realizar pruebas para comprobar el 
funcionamiento, ya sea para mejorarlo o para observar el correcto funcionamiento.
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• Una vez tengamos la  versión  definitiva,  crearemos diferentes  configuraciones y 
analizaremos resultados, para poder obtener y comprobar mejores soluciones o 
configuraciones de la arquitectura.
• Una vez establezcamos una manera de como realizar las pruebas y modificar las 
configuraciones y que modificar primero, se realizarán las pruebas definitivas en las 
que analizaremos los resultados.
La planificación inicial era:
Ilustración 12: Mejora del Simulador y Arquitectura, Realizar Simulaciones y evaluación de 
resultados. Planificación Inicial.
El tiempo invertido es el siguiente:
Ilustración 13: Mejora del Simulador y Arquitectura, Realizar Simulaciones y evaluación de 
resultados. Planificación Final.
La duración de esta parte es la que ha provocado el retraso del proyecto. Durante la parte  
final de lo que debía ser adaptar y mejorar el Simulador, se me ocurrieron ideas para 
mejorar  la  interfaz  y  mejorar  la  accesibilidad,  así  como  permitir  la  configuración  de 
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cualquier valor desde la interfaz y no modificando el código y mejorar la eficiencia. Lo que 
provoca una duración de 15 días mas (3 semanas).
También la creación de diferentes simulaciones y analizarlas y trazar una manera para 
configurar el CPD duraron el doble de días de 5 a 10 días cada paso. También estaba 
programado comenzar a trazar la manera de realizar las pruebas y hacer pruebas que 
cuenten para los resultados, pero era preferible trazar completamente la manera a seguir  
y realizar las pruebas a continuación.
El tiempo de realización de pruebas también fue superior al planteado, de 20 a 27 días,  
debido  a  que  la  duración  de  las  simulaciones  era  un  poco  mayor  al  que  se  había 
planteado en un principio.
 3.5 Escritura de la Memoria
La  escritura  de  la  memoria,  consiste  en  ir  completando  información  de  la  memoria 
conforme se va avanzando en el proyecto.
Lo he dividido en tres fases:
• Escritura de la Memoria inicial, que consiste en plantear la base de la memoria e 
introducir información sobre los CPD, consumo, tiempo, variación de cargas, es 
decir, el estado actual de este sector.
• Ampliar la memoria, consiste en introducir información sobre la arquitectura creada, 
su funcionamiento, módulos, clases, etc.
• Escritura de la Memoria, se basa en completar la memoria y revisarla. Consiste en 
la inclusión de resultados, completar la planificación y otros apartados que no estén 
completados.
La planificación inicial era la siguiente:
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Ilustración 14: Escritura de la Memoria. Planificación Inicial.
La planificación casi definitiva:
Ilustración 15: Escritura de la Memoria. Planificación Final.
La duración programada es la misma, lo único es que se ha tenido que retrasar la última 
parte debido a que las pruebas también se tuvieron que retrasar, por lo que para finalizar  
la memoria se tenían que tener los resultados y analizarlos.
 3.6 Preparación de la Presentación
Este apartado consiste en crear las diapositivas y preparar las presentación del Proyecto. 
Consiste en dos pasos:
• Realizar las diapositivas: Incluye la preparación  y creación de las diapositivas y un 
guión para saber que se va a comentar en cada diapositiva.
• Preparar  la  presentación:  Es el  ensaño de  la  presentación,  ensañar  tiempos y 
repasar.
La planificación inicial era la siguiente:
Ilustración 16: Preparación de la Presentación. Planificación Inicial.
El tiempo a invertir será:
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Ilustración 17: Preparación de la Presentación. Planificación Final.
El tiempo pensado a invertir es el mismo que el calculado, la única diferencia es el cambio 
de fechas debido a los retrasos que ha sufrido la parte final del proyecto.
 3.7 Tiempo Proyecto
El tiempo realizado durante el proyecto, nos mostrara las horas que he invertido a lo largo  
del proyecto y como se han distribuido durante estos meses. Las horas invertidas son las  
siguientes:
        
Ilustración 18: Horas Dedicadas durante el  
Proyecto
Hay que  tener  en  cuenta  que  en  el  momento  de  realizar  este  documento  no  se  ha 
finalizado el proyecto, por lo que no se sabe exactamente las horas dedicadas en el mes  
de Diciembre, sino las aproximadas.
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Mes Días Dedicados Horas
Enero 6 22
Febrero 20 52
Marzo 23 72
Abril 10 38
Mayo 22 65
Junio 22 112
Julio 18 98
Agosto 3 18
Septiembre 22 108
Octubre 15 52
Noviembre 18 48
Diciembre(*) 18 75
Horas Totales 760
(*) Horas aproximadas
 4 State of The Art – Introducción al problema
Los  Centros  de  Procesamiento  de  Datos,  son  grandes  infraestructuras  donde  se 
concentra gran cantidad de equipamiento, ya sea material informático, como servidores, o 
material  de comunicaciones,  como routers  o switches.  Además,  éstos necesitan  otros 
componentes para su correcto funcionamiento, como los suministradores de energía (que 
garantizan el suministro continuado y el funcionamiento si se sufre un corte de la corriente 
eléctrica), refrigeración (que mantiene los servidores en temperaturas que permitan operar 
y garantizar su funcionamiento aumentando la fiabilidad), y otros dispositivos electrónicos 
necesarios.
Ilustración 19: Foto, Marenostrum-BSC 
(Barcelona) [4]
Ilustración 20: Distribución interna, Marenostrum-
BSC (Barcelona) [5]
Los CPD principalmente consisten en una gran cantidad de servidores, tanto de cálculo 
como de almacenamiento, interconectados entre sí (parar realizar cálculos conjuntamente 
o  almacenar  gran cantidad de información)  y  con el  exterior,  para  obtener  peticiones 
desde el exterior que permitan utilizar su potencial [6]:
• Almacenar Información: Los CPD pueden contener todo tipo de información, desde 
resultados científicos o datos para obtenerlos, datos de contabilidad o información 
de las empresas, o cosas más comunes como Webs, como texto, imágenes, audio, 
etc.
• Procesar Información: Teniendo en cuenta que son capaces de almacenar gran 
cantidad  de  información,  esta  información  puede  ser  procesada  para  obtener 
resultados científicos, para realizar cálculos, etc.
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El uso de los CPD se ha incrementado durante los últimos años y por lo tanto la cantidad 
de CPDs en el mundo se debe al uso de [6]:
• Aumento de transacciones electrónicas financieras (Banca Online, Bolsa, etc). Ha 
pasado de realizarse de forma más tradicional y manual, a realizarse todo de forma 
automatizada, y permitiendo realizarse desde cualquier lugar del mundo.
• Incremento de la comunicación por internet y del entretenimiento. El aumento de la 
información  en  la  red,  de  las  posibilidades  de  comunicarse  con  cualquiera  de 
cualquier  forma,  y  el  aumento  de  la  información  sobre  entretenimiento,  como 
videos o fotos, aumenta la cantidad de tráfico y el uso de los CPD.
• Incremento del comercio electrónico. Debido al nacimiento de grandes tiendas que 
suministran productos por todo el mundo, y de las tiendas tradicionales que ponen 
a disposición la venta mediante la web.
• Utilización  de  internet  para  obtener  y  publicar  información.  Los  medios  de 
comunicación ocupan una gran posición en la comunicación por internet, pero la 
utilización de blogs, y de las redes sociales, provoca un gran aumento del tráfico, 
almacenamiento y distribución de información.
• Servicios de investigación de alto rendimiento. El crecimiento de la investigación 
por parte de simulaciones y análisis de datos de grandes laboratorios o centros de 
pruebas, provoca que exista una gran cantidad de información y de demanda en 
los CPD, existiendo incluso, algunos dedicados exclusivamente a esto.
• Situaciones  más  especificas,  pero  importantes,  como  es  el  seguimiento  de 
satélites, teniendo en cuenta la cantidad de basura espacial y los peligros que esta 
conlleva, los CPD son interesantes para prevenir riesgos.
En los beneficios de los CPD frente a su contaminación es una parte muy importante, ya  
que permite  mejorar  la  eficiencia  de otros  sectores utilizando el  sector  de la  TIC.  La 
utilización de las tecnologías TIC para mejorar la eficiencia de otros sectores supondría la  
reducción del consumo Global (teniendo en cuenta la evolución actual) del 15% en 2020 
[3], lo que supone 7,8 GtCO2 equivalente y un ahorro de 600.000 Millones de Euros en 
las  empresas.  Las  principales  soluciones  apostarían  por  los  sectores  de  logística, 
edificación,  sistema  eléctrico  Grid  y  desarrollo  de  motores.  Una  propuesta  para  las 
soluciones en el sector TIC, sería el proyecto llamado SMART 2020 [3], que nos permitiría 
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ahorrar lo comentado:
• SMA: Estándares (S, Standards), Monitorización (M, Monitoring) y Contabilización 
(A, Accounting)
• R: Herramientas y Replanteamiento o reorganización (R, Rethinking)
• T: Observar como vivimos y trabajamos para la Transformación (T, Transformation)
La evolución del consumo de los CPD en el mundo es muy importante, como se ve en la 
gráfica  que  hay  a  continuación,  la  contaminación  (que  está  directamente  ligada  al  
consumo) en el año 2002 la contaminación rondaba los 76 MtCO2 equivalente, pero en el 
año  2020  con  la  evolución  actual  y  sin  aplicar  nuevas  tecnologías,  la  contaminación 
aumentaría 349 MtCO2 equivalente:
Ilustración 21: Contaminación de los CPD en 2002 y en el 2020, y su evolución si se aplican o no,  
nuevas tecnologías.
Con  aplicación  de  nuevas  tecnologías  y  nuevas  técnicas  como:  Virtualización, 
Refrigeración Inteligente y la utilización de la temperatura del entorno. Estás técnicas nos 
permitirían reducir en 166 MtCO2 equivalente en el año 2020, de los 349 MtCO2 que se 
prevé que aumentarán.
Este aumento también se ve influenciado por la utilización de las técnicas SMART antes 
comentadas, que provocan la reducción de la contaminación en otros sectores a cambio 
de aumentar consumos del sector de la ICT, se podrían ahorrar 7,8 GtCO2 equivalente.
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 4.1 El consumo del Centro de Procesamiento de Datos
El consumo de los Centros de Procesamiento de Datos esta influenciado por todos los 
equipamientos necesarios para su funcionamiento, como la refrigeración y el suministro 
de energía. El consumo de un CPD estándar de 465 m2 [7], teniendo en cuenta que lo 
que nos importa es el consumo proporcional en un CPD completo y que partes del CPD 
consumen más en un CPD estándar:
Ilustración 22: Distribución del consumo de un CPD estándar actual (año 2008).
Analizando los datos sobre el consumo de un CPD, se puede observar sobre el 52% del  
consumo de es debido al  funcionamiento de los elementos TIC, mientras que el resto 
principalmente se debe a el  suministro de energía y a la refrigeración.  Es un modelo 
teórico, pero en la realidad los valores pueden variar. En el MareNostrum, el CPD del 
Campus Nord de la Universitat Politècnica de Catalunya, los datos son los siguientes[8]:
• Equipamiento TIC: 760 KW
• Resto de la instalación: 485 KW
Donde el 64% de la energía consumida es debido a los elementos TIC. Estos datos nos 
permitirán analizar la eficiencia de los CPD en cuanto al consumo y su distribución. Lo 
que hay que tener en cuenta que cuanto menor sea el consumo de los elementos que no 
son TIC, más eficiente será el CPD, debido a que la energía consumida por elementos 
que no son TIC suponen un consumo extra al que tendría el CPD solo con los elementos 
necesarios para realizar cálculos, almacenar y comunicación.
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El consumo de los CPD a nivel mundial es considerable, teniendo en cuenta datos [9] de  
2005 comparados con otros países, donde se ve que el consumo de todos los CPDs del  
mundo prácticamente el mismo consumo que un gran país como Mexico, o la mitad del 
consumo total de Italia:
Ilustración 23: Consumo de los CPD en el mundo en 2005 comparándolo con lo  
que consumen diversos países.
Para  medir  la  eficiencia  en  los  CPD se utilizan  varias  medidas,  las  de  carácter  más 
general son las más importantes porque engloban todo el CPD [10]:
• PUE (Power  Usage Effectiveness):  Mide la  eficiencia del  CPD con respecto la 
energía consumida total divido por la energía consumida por el equipamiento TI 
(cálculo almacenamiento, enrutamiento, etc). Como medida de eficiencia, el valor 
idóneo sería  1,  que significa  que todo el  consumo esta  dedicado a las  TI,  en 
cambio cuanta más energía se gasta en refrigeración y en suministro de energía el 
número aumenta, significando que es menos eficiente.
PUE (Power Usage Effectiveness)=Consumo Total
ConsumoTI
• DCE o DCIE (Data Center Infrastructure Efficiency): El calculo es el inverso del 
PUE y se suele dar en tanto por cien. Este valor significa la cantidad en tanto por 
ciento, de energía que va dedicada  a los componentes TI. Cuanto mayor sea el 
valor más eficiente es el CPD.
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DCiE (Data Center Infrastructure Efficiency)= Consumo TI
ConsumoTotal
∗ 100%
Por ejemplo la eficiencia en el CPD MareNostrum es la siguiente:
PUE (Power Usage Effectiveness)=760
485
=1,57
       
DCiE (Data Center Infrastructure Efficiency)= 485
760
∗ 100%= 64%
El PUE a lo largo del tiempo se irá reduciendo, ya que cada vez se van investigando 
nuevas técnicas de refrigeración y de gestión de energía. Los valores que se tienen más o 
menos del PUE son los siguientes [11]:
        Ilustración 24: Datos sobre el PUE
Como podemos observar, dependiendo del tipo de eficiencia de los equipos y la eficiencia 
operacional, como buena refrigeración y buena gestión energética, la variación puede ser 
grande, siempre que se esté dentro del rango menor del PUE de 1.9.
Como muestra, también observar la evolución del PUE a lo largo del tiempo en los CPD 
[11], que va disminuyendo para acercarse cada vez más a un valor ideal cercano al 1.  
Una muestra del PUE de los servidores de Google, teniendo en cuenta el énfasis que se 
hace en la eficiencia:
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Scenario PUE
Sólo equipo eficiente 1,9
1,7
1,3
1,2
Equipos eficientes y buenas 
prácticas operacionales
Soluciones eficientes 
avanzadas
Condiciones ideales de 
eficiencia energética
Ilustración 25: Evolución del PUE a lo largo del  
tiempo
Google tiene un PUE tan  pequeño debido a la  localización  de los servidores,  lo  que 
permiten  ahorrar  mayor  energía  en  refrigeración  junto  con  las  buenas  técnicas  que 
puedan aplicar. Pero como se puede observar la mejora del PUE a lo largo del tiempo con  
el objetivo de tener un PUE cada vez más cercano al 1.
 4.1.1 Consumo de Energía de los Servidores y resto de TI
El consumo de Energía de los servidores no es constante y puede variar dependiendo del 
uso, un servidor encendido no consume lo mismo realizando un trabajo que en espera. 
Primero  vamos  a  analizar  la  utilización  de  los  servidores  y  después  como  varía  su 
consumo con respecto a su utilización.
Existen  varios tipos de CPDs,  los  que tienen una carga siempre completa y  siempre 
tienen  trabajos  (Jobs)  a  realizar,  como  pueden  ser  los  centros  de  investigación  y 
desarrollo, por poner un ejemplo esta es la carga que soporta el MareNostrum a lo largo 
de una semana[12]:
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Ilustración 26: Cola de Espera de un CPD que siempre esta completo
En cambio, hay otros CPD, que son en los que se centra este Proyecto, que son los que  
tienen una variación de carga a lo largo del  día.  Estar variación de la carga sigue el  
siguiente modelo[15]:
         
Ilustración 27: Capacidad y Demanda en un CPD con 
servidores siempre encendidos
Esta es la carga teórica de los CPD del tipo comentado, que sigue una demanda de forma 
sinusoidal, lo normal es que se produzca el momento álgido de la demanda durante el día  
y menor carga durante la noche. La situación de estos CPD provoca que la capacidad sea 
superior a la demanda sobre todo en momentos en los que menos carga hay, lo que 
provoca que existan servidores que estén encendidos y no estén desempeñando ninguna 
función.
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Este es un ejemplo de lo que consume a lo largo del día, dependiendo de la hora [13]:
Ilustración 28: Consumo de un CPD estandar sin apagar 
servidores.   
También  hay  que  tener  en  cuenta  que  el  consumo  de  un  servidor  depende  de  su 
utilización, pero tienen una componente fija, que supone que un servidor encendido esté 
consumiendo  energía.  El  consumo  dependiendo  de  la  utilización  se  produce  de  la 
siguiente forma [14]:
       
Ilustración 29: Distribución del consumo de un servidor por Utilización
Como se puede ver en la gráfica anterior, el 50% del consumo pertenece a un consumo 
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fijo, que se consume tanto si se esta realizando un trabajo o si esta esperando recibir  
algún  trabajo.  El  50%  restante  se  consume  prácticamente  de  forma  lineal.  En  los 
procesadores  que  tienen  varios  núcleos  se  dividirá  el  consumo  entre  la  cantidad  de 
núcleos. Ya que sigue siendo el mismo valor fijo que consume el procesador, el resto se 
divide entre los núcleos del procesador
Un aspecto importante es el  consumo durante el  encendido y el  apagado que puede 
suponer,  teniendo en cuenta  que  mucha  variación  de encendidos y  apagados  puede 
suponer un consumo mayor, que mantener a un servidor encendido. La duración de los 
tiempos de encendido y apagado [15] es de:
Ilustración 30: Tiempos de encendido y apagado de Servidores
Los servidores que nosotros vamos a tratar son:
• Pizzabox  form  factor:  Son  los  servidores  que  tienen  una  ranura  Rack  y  van 
contenidos directamente en un armario rack. Su tiempo de encendido es de 120 
segundos y el de apagado de 10 segundos.
• Blade Server: Se refiere a los servidores que están contenidos dentro del Blade y al 
Blade en sí. Es decir, es el tiempo de encendido de un servidor contenido dentro de 
un Blade y el Blade en caso de que este apagado el Blade. El tiempo de encendido  
es de 160 segundos y el de apagado es de 45 segundos.
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El consumo durante el encendido y el apagado no es ni el consumo de todo el servidor  
trabajando ni el consumo del servidor en espera. El consumo de arranque y apagado con 
respecto al estado de reposo [17] es de 1.8. Lo que equivale a la multiplicación del 50% 
del consumo del servidor,  que es el  coste fijo, por 1.8.  Esto significa que el consumo 
durante el encendido y apagado de un servidor equivale casi al doble del consumo en 
reposo, cosa que hay que tener en cuenta si queremos apagar un servidor para volver a 
encenderlo en poco tiempo, porque puede producir que se consuma más que si no se 
hubiera apagado.
 4.1.2 Arquitecturas y conceptos Energy-Oriented aplicadas al CPD
Una vez observada como varía el consumo, que partes consumen y cuanto, y la carga 
dentro de un CPD, el  siguiente paso es analizar  las posibles soluciones que pueden 
provocar  que  el  consumo  de  un  CPD  sea  reducido,  y  si  es  posible  aplicarlo  a  la 
arquitectura que será tomada como solución.
Hay  dos  categorías  dentro  del  CPD  que  pueden  ser  reducidas:  los  servidores  y 
refrigeración, y estas son algunas soluciones para ahorrar energía:
• Apagar Servidores no utilizados: La carga en los CPD no es constante como se ha 
visto, lo que provoca que los servidores no estén siempre en activo (ejecutando 
Jobs)  y  se puedan apagar,  ya  sea de forma completa o con Sleep Mode,  que 
permite una recuperación más rápida [15]. Esta es la principal solución en la que se 
basará el proyecto, apagar servidores que no estén siendo utilizados y encenderlos 
cuando sean necesarios, sin utilizar Sleep Mode, teniendo en cuenta que cada 
servidor  tiene  unas  características  que  se  han  de  tener  en  cuenta,  como  el 
rendimiento, el consumo, etc. El objetivo es adaptar la capacidad a la demanda,  
teniendo  en  cuenta  las  posibles  variaciones,  por  lo  que  existe  un  margen.  El 
objetivo es conseguir: 
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• Servidores  más eficientes energéticamente:  La  posibilidad de utilizar  servidores 
que  sean  más  eficientes  por  el  rendimiento  ofrecido,  no  premiar  solamente  el  
rendimiento, sino, buscar un equilibrio entre el consumo y el rendimiento.
• Mejorar Refrigeración: Utilizar técnicas de refrigeración cada vez más eficientes, ya  
sea por la optimización de las utilizadas, como de las nuevas que puedan surgir, o  
de los factores externos, como los que se analizarán más tarde. Un ejemplo de 
mejora  de  la  refrigeración,  pasando  de  utilizar  refrigeración  centralizada  a 
refrigeración individual [10]:
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Ilustración 31: Capacidad y Demanda apagando y encendiendo servidores
Ilustración 32: Diferencia entre consumos, teniendo un CPD con ventilación Individual  
de los servidores(izquierda) y ventilación general (derecha)
Como se puede observar el consumo de la refrigeración puede pasar del 54% al 
23%, solo incluyendo sistemas de refrigeración más eficientes.
En el aspecto de la parte del software y de gestión de recursos de los servidores hay 
existen varias arquitecturas o conceptos que ayudan a reducir el consumo:
• Virtualización:   es una arquitectura muy importante, ya que nos permite ejecutar 
diferentes Máquinas (Virtuales) cada una con sus funciones, programas, servicios, 
etc,  en  la  misma máquina  para  maximizar  la  utilización  de  ésta.  Además,  nos 
permite  ajustar  la  demanda  al  servicio  ofrecido,  porque  podemos  aumentar  el 
número de máquinas virtuales para satisfacer la demanda. La virtualización nos 
permite ahorrar la cantidad de servidores encendidos, ya que podemos virtualizar 
varias máquinas en una, maximizando la utilización de las máquinas encendidas y  
pudiendo apagar más servidores o soportar mayor demanda con la misma cantidad 
de servidores.
• Cloud  Computing: Computación  en  la  nube,  significa  que  podemos 
ejecutar/almacenar cosas en los CPD para poder acceder a ellos cuando queramos 
y desde donde queramos. Las ventajas son desde el punto de vista del cliente es 
que  paga  por  lo  que  utiliza,  y  permite  escalabilidad  y  capacidad  “infinita”  en 
almacenamiento y en cálculo. Desde el punto de vista Energy-Oriented nos permite 
Virtualizar,  es  decir,  maximizar  los  recursos  disponibles  y  también  nos  permite 
36
utilizar  arquitecturas  que  apaguen  o  pongan  en  Sleep  Mode  servidores  no 
utilizados, es decir, adaptar la capacidad a la demanda.
También existe soluciones que pueden reducir el  consumo cuando se tiene en cuenta 
factores externos y estos factores externo son:
• Localización: Podemos tener en cuenta donde se encuentra el servidor, para así, si  
el  clima es más fresco se necesitara menos energía para refrigerar o podemos 
importar aire directamente de fuera sin necesidad de enfriarlo. También si se coloca 
en lugares donde se utiliza en mayor medida energías renovables podemos reducir 
la huella de carbono que esta produciendo. Grandes empresas se pasan a países 
nórdicos [16]
• Arquitectura del lugar:  Se buscan o se construyen edificios, con su estructura y 
posible  distribución,  teniendo  en  cuenta  que  dentro  habrá  un  CPD  y  los 
requerimientos de refrigeración, manejo de grandes cantidades de energía y su 
almacenamiento. Por eso se buscan arquitecturas exteriores mas eficientes como 
las de la imagen que es de un CPD nuevo de Facebook:
Ilustración 33: Edificio diseñado para instalar un CPD en su interior.
También existen conceptos de CPD de cara al  futuro,  donde los servidores se 
meten  en  containers  con  refrigeración  líquida  que  es  independiente  en  los 
containers  y  que  pueden  ser  más  eficientes  energéticamente  aparte  de  otras 
ventajas, como el aumento de servidores de forma fácil, la movilidad, etc.
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Ilustración 34: Diseño de un CPD con los servidores instalados en Containers [9].
Otro concepto que también puede ayudar, ya no sea reduciendo el consumo, sino hacer el 
consumo más limpio es el concepto de Energy-Oriented, que consiste en tener en cuenta 
el  tipo  de  energía  que  se  esta  utilizando  en  el  CPD y  la  contaminación  que  puede 
producir. Pero el problema de esta arquitectura es establecer la arquitectura que permita 
utilizar  diferentes  CPD dependiendo  del  tipo  de  energía  y  su  contaminación  en  cada 
momento, ya que dependiendo del tipo de energía [15], sobre todo las renovables no son 
constantes y pueden variar con respecto al tiempo. Por eso se debería establecer unas 
métricas y tener en cuenta la calidad de servicio que se ofrece al cliente. La arquitectura 
descrita:
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Ilustración 35: Concepto Energy-Oriented para la utilización de diferentes  
CPDs.
Como  se  puede  ver,  cada  CPD  puede  tener  un  tipo  de  energía,  con  su  diferente 
contaminación que puede variar a lo largo del tiempo, como pueden ser la energía solar o 
la eólica que varía a lo largo del tiempo y dependiendo de las condiciones meteorológicas.
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 5 Solución del problema
El principal problema que tiene un CPD es el consumo, y este Proyecto se va a centrar en  
el consumo de los servidores, concretamente en crear una arquitectura que sea capaz de 
encender y apagar servidores de forma eficiente que ofrezca un equilibrio entre ahorro de 
energía y Calidad de Servicio ofrecida.
La solución propuesta se basa principalmente en:
– Predicción de la carga mediante el Histórico: Como hemos visto en los apartados 
anteriores, la demanda en un CPD sigue un patrón sinusoidal, lo que provoca que, 
de cierta manera, sea predecible su variación a lo largo del tiempo.
– Ordenación mediante una Prioridad que permita evaluar a los servidores, para que 
en el  momento del  encendido o apagado, o cuando llega un trabajo a realizar,  
saber cual es la mejor solución y a que servidores se ha de aplicar la acción.
Para el encendido y apagado de servidores se ejecutará el algoritmo de la Gestión de la 
Capacidad(se llama así porque es el que varía la capacidad del CPD, es el que indica la 
variación de servidores que se deben de encender o apagar), cada cierto Intervalo de 
tiempo, para adaptar la capacidad a la demanda y mantener una estabilidad al sistema y 
no provocar el encendido y apagado de servidores a corto plazo. 
Hay que tener en cuenta que cuanto mayor sea el intervalo, más tardará en producirse  
una variación de la capacidad del CPD, y menos predecible será el histórico, porque si el 
intervalo es demasiado grande,  se puede producir  que la  carga suba y baje entre el  
intervalo o viceversa. Para obtener el Intervalo más eficiente, se realizaran pruebas con el  
simulador y se analizarán los resultados. El valor del Intervalo ha de ser divisor de los 
segundos del día,  para que se ejecute todos los días al  mismo segundo, siendo más 
exacto el histórico porque se realiza en el mismo momento de cada día.
Como se ha visto  en  los  apartados anteriores  la  carga de un CPD sigue una forma 
sinusoidal, lo que nos permite apagar los servidores en los momentos en los que la carga 
sea inferior a la capacidad ofrecida. Para hacerlo lo que vamos ha hacer es apagar los  
servidores que no se estén utilizando y que según el histórico del día anterior no se vayan 
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a utilizar a corto plazo, ya que mediante los datos del histórico podemos prever como 
variará la carga, ya que sigue prácticamente el mismo patrón día a día. Para las posibles  
diferencias que puedan surgir y las diferencias de cargas que puedan surgir en momentos 
puntuales, se dispondrá de una serie de servidores que son un Margen de variación.
Para evaluar cual es la mejor solución para el algoritmo lo que se va ha hacer es modificar 
la configuración (Intervalo, Margen, Observaciones y Prioridad), para encontrar el valor o 
valores idóneos que nos permita ahorrar la máxima energía y ofrecer el la máxima calidad 
de servicio posible.
 5.1 Histórico
El Histórico consiste en la información de la cantidad de Jobs en marcha durante cada 
ejecución del algoritmo de variación de la capacidad, que es el que decide la cantidad de 
servidores a apagar o encender. Estos datos nos servirán para saber la variación de la  
cantidad de Jobs que se ha producido alrededor del mismo momento del día anterior. Esta 
información es importante porque mejora la Calidad de Servicio ofrecida, ya que se puede 
predecir la cantidad de servidores que deben de estar encendidos, evitando que la llegada 
de  nuevos  Jobs  no  se  puedan  ejecutar  al  estar  todos  los  servidores  ocupados.  La 
observación del histórico se realiza sobre las 24 horas anteriores, porque como hemos 
visto la carga de un CPD sigue un patrón sinusoidal que se repite cada día. Para obtener 
la variación con el histórico se ha de definir una variable llamada Observaciones, que 
consiste en la cantidad de observaciones del histórico que se han de realizar para obtener 
un valor más exacto. En el caso de que se estableciera Observaciones un valor de 3, ésta  
diferencia de Jobs, se obtiene de la siguiente forma:
         
Jobs  hace 
24H  -  4 
INTERVALO
Jobs  hace 
24H  -  3 
INTERVALO
Jobs  hace 
24H   -  2 
INTERVALO
Jobs  hace 
24H  -  1 
INTERVALO
Jobs  hace 
24H
Jobs  hace 
24H  +  1 
INTERVALO
Jobs  hace 
24H  +  2 
INTERVALO
Jobs  hace 
24H  +  3 
INTERVALO
En el  caso de que la ejecución del  algoritmo del  variación de la capacidad cada 180 
segundos, y tomamos por ejemplo, las 12 del medio día, sería lo siguiente:
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 24 horas antes
         
Jobs  a  las 
11:48  del  día 
anterior
Jobs  a  las 
11:51  del  día 
anterior
Jobs  a  las 
11:54  del  día 
anterior
Jobs  a  las 
11:57  del  día 
anterior
Jobs  a  las 
12:00  del  día 
anterior
Jobs  a  las 
12:03  del  día 
anterior
Jobs  a  las 
12:06  del  día 
anterior
Jobs  a  las 
12:09  del  día 
anterior
Para obtener la diferencia de los Históricos se tomaría la media de los que están de Verde 
y  se  restaría  la  media  de  los  que  están  en  rojo,  dividido  entre  la  cantidad  de 
Observaciones, es decir, se realiza la media del histórico 24H y sus 2 siguientes valores 
del histórico y se restaría la media de las 3 ejecuciones anteriores a las 24H anteriores,  
dividido por 3, que son la cantidad de Observaciones, ya que el valor del histórico que 
obtendríamos  sería  la  diferencia  equivalente  entre  la  muestra  central  de  los  valores 
anteriores y de los valores posteriores, que equivale a la diferencia de “Observaciones” 
Intervalos,  por  lo  que  la  división  entre  Observaciones  nos  muestra  la  evolución  a  1 
Intervaloz. En la figura de abajo del ejemplo se muestra más claro.
Las formulas del calculo de la variación teniendo en cuenta el Histórico son las siguientes:
      
Media Anterior= Suma de los valores de OBSERVACIONES estados anteriores a las 24h
OBSERVACIONES
  Media Posterior=Suma de los valoresde OBSERVACIONES posteriores a las 24h anterioresOBSERVACIONES
                           Diferencia Históricos=Media Posterior−Media AnteriorOBSERVACIONES
Este cálculo nos dará una media aproximada de la cantidad de servidores que serán 
necesarios parar ejecutar todos los Jobs que se necesiten ejecutar durante el siguiente 
intervalo,  hasta  ejecución  del  algoritmo  del  Gestión  de  Capacidad(de  encendido  y 
apagado de servidores). Un ejemplo del histórico y observar como la variación se obtiene:
1000 1010 1020 1030 1040 1050 1060 1070
El resultado de las medias de los históricos sería:
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24 horas antes
 24 horas antes
Anterior=1010+1020+1030
3
=1020
Posterior=1040+1050+1060
3
=1050
          Diferencia Históricos=1050−10203 =10
Como se ha comentado, el resultado de la media de los históricos se ha de dividir por el 
número Observaciones, es a causa de que al realizar la media estamos obteniendo el 
valor de la cantidad de servidores de la media de las Observaciones anteriores (1020), 
con las de las Observaciones actual y siguientes (1050), lo que provoca una diferencia de 
Observaciones ejecuciones entre las medias(Periodos 1020-1030-1040, hasta antes del 
inicio  del  1050,  lo  que  equivale  a  3  observaciones)  y  necesitamos  el  valor  hasta  la 
siguiente ejecución como se observa en el ejemplo.
El  valor  de  certeza  de  los  históricos  puede  variar  dependiendo  de  la  cantidad  de 
Observaciones  (también  del  intervalo  de  ejecución  del  algoritmo  de  variación  de 
capacidad,  ya  que  cuanta  más  separación  entre  el  tiempo  de  los  históricos,  mayor 
variación ha sufrido el tráfico, incluso puede que haya variado de sentido en medio) Por lo  
tanto,  si  el  número de observaciones es  mayor,  estamos perdiendo precisión  ya  que 
puede tener una mayor variación; en cambio, si es muy pequeño, posibles variaciones o 
ráfagas  de  corto  tiempo,  que  a  largo  plazo  no  son  visibles,  pueden  provocar  que  la 
variación del histórico de un día a otro sea menos precisa, ya puede que esa ráfaga no se 
produzca el día siguiente y se enciendan los servidores necesarios para esa ráfaga(el día 
siguiente), en cambio, si la cantidad de Observaciones fuera mayor, en la media obtenida 
los valores quedarían más regulares durante el tiempo, y en el caso de que se produzca 
una ráfaga, se dispone de un margen de servidores encendidos con ese objetivo.
Para  conseguir  estos  datos  necesitamos  conservar  los  datos  de  dos  días  anteriores, 
debido a que en los momentos iniciales del día, se observa, los iniciales del día anterior, 
pero también para realizar la previsión del histórico se consultan los valores del final del 
día anterior al anterior(las que son anteriores a las 24 Horas, para realizar la media)
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 5.2 Prioridad
El objetivo de la prioridad es establecer un orden entre los servidores, para saber que 
servidor es el más idóneo en el momento en el que sea necesario compararlos, como es 
el caso de la elección de que servidor encender, que servidor apagar, o en la selección de  
un servidor parar la ejecución de un nuevo Job. La Prioridad se basa en tres conceptos, 
Rendimiento, Coste Marginal o Coste de Uso y  Multiplicador AntiFragmentación, y se 
calcula por Núcleo, pero todos los Núcleos de un mismo Servidor tienen la misma.
 5.2.1 Rendimiento
Para  comparar  la  eficiencia  de  un procesador  es  muy importante  tener  en  cuenta  el  
rendimiento. Este rendimiento es el que indica cuanto tiempo tarda en realizarse un Job 
en  comparación  al  tiempo  que  tardan  otros  procesadores.   El  rendimiento  de  un 
procesador se ha obtenido del ranking de procesadores que existe de una empresa [18]  
que se dedica a hacer un software de ranking. Los test se realizan por los usuarios y por  
los creadores de los tests, y consisten en cálculos de todo tipo: Operaciones con Enteros, 
compresión  y  descompresión  de  datos,  cálculo  de  números  primos,  encriptación, 
operaciones en coma flotante, instrucciones multimedia, ordenación de Strings y cálculos  
de ecuaciones físicas. Estos datos nos permiten hacer una clasificación para las pruebas, 
pero  lo  ideal  sería  realizar  una  serie  de  test  y  observar  la  duración  en  diferentes 
servidores de Jobs similares a los que se ejecuten normalmente.
Para  crear  una  situación  igualitaria  de  todos  los  servidores  con  diferente  número  de 
núcleos y procesadores, lo que se realiza es calcular el rendimiento por núcleo, lo que 
provoca que el rendimiento del servidor se divida por la cantidad de núcleos, por lo tanto 
todos los núcleos del mismo servidor(ya tenga varios núcleos y/o varios procesadores)  
tendrán el mismo valor. Esto para todos Núcleos de todos los Procesadores de todos los  
Servidores. Esta variable hace que la Prioridad sea más alta en los servidores que tienen 
un rendimiento mayor y son capaces de completar los Jobs en menos tiempo. Los valores 
de Rendimiento están ponderados para que el valor máximo sea 1, por lo que el valor de 
esta  variable  sera  de  0<Rendimiento<=1.  Esta  variable  influirá  en  la  duración  de  la 
ejecución de los Jobs como se verá más adelante.
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 5.2.2 Coste Marginal  o Coste de Uso
Para la obtención de los consumos de los servidores,  hemos elegido una herramienta 
[19] que nos proporciona el consumo de un servidor dependiendo del servidor escogido, 
procesador, etc (otras empresas ofrecen soluciones similares, pero la elegida era más 
estable).  Estas  herramientas  muestran  el  consumo  de  los  servidores  y  con  su 
configuración, y también de los armarios y Blade Servers.
Para tener en cuenta el consumo en la prioridad, se tiene en cuenta el consumo que 
supone la utilización del núcleo en el momento de colocar un Job en ese núcleo, ese 
coste se llama Coste Marginal o Coste de Uso. Para calcular el coste marginal se tiene en  
cuenta:
• Utilización de los servidores ya encendidos por encima de los apagados: El objetivo 
es  primar  los  servidores  ya  encendidos,  que  utilizar  servidores  que  no  estén 
encendidos aunque sean un poco más eficientes, ya que hay que tener en cuenta, 
que el encendido no es instantáneo y que el encendido de un servidor supone un 
consumo, y si en la siguiente ejecución del algoritmo de Gestión de Capacidad hay 
un  exceso  de  servidores,  tendremos  que  apagar  servidores,  lo  que  también 
provoca un consumo.
• Se  tiene  en  cuenta  el  consumo  que  supone  un  Blade:  Se  tiene  en  cuenta  el 
consumo que supone encender un servidor contenido en un Blade si  éste esta 
apagado, ya que éste supone un consumo (tanto de encendido como de uso), que 
en otro servidor que pertenezca a un Blade ya encendido, o si el servidor no está 
contenido en un Blade.
• Utilización de un servidor donde se está ejecutando un Job: Un servidor que esta 
encendido, pero que no esta ejecutando ningún Job, tiene el mismo coste de un 
servidor que esta apagado. La razón es que poner un nuevo Job, supone soportar  
la parte fija del consumo de un servidor, en cambio si el Job es puesto en otro 
servidor  que  ya  está  ejecutando  uno  o  varios  Jobs,  puede  que  en  un  futuro 
podamos apagar el servidor que hemos dejado libre si este no es necesario, lo que 
nos permite ahorrar el coste fijo que supone tener un servidor encendido. Es mejor 
tener un servidor encendido con dos Jobs que tener dos servidores con un Job 
cada  uno,  porque  depende  de  la  variación  de  la  carga  podríamos  apagar  el 
servidor que no está ejecutando ningún Job.
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Cuando un servidor está apagado o ninguno de sus Núcleos tiene asignado ningún Job, el 
coste de poner un Job, sería el coste que supone utilizar el servidor para un único Job, y  
si está contenido en un Blade sucede lo mismo. Esto se debe a que el 50% del consumo 
de un servidor es un consumo fijo, como se ha visto anteriormente, y el otro 50% se divide 
entre la cantidad de Núcleos.
El coste marginal que tiene en cuenta todos las características que se ha comentado, es 
el siguiente:
           CosteMarginal = CosteNúcleo+CosteMarginalServidor + CosteMarginalBlade
Como se puede ver el Conste Marginal o Coste de Uso, depende de tres apartados:
• CosteNúcleo: Es el coste energético proporcional que supone utilizar el Núcleo, es 
decir, teniendo en cuenta que el 50% del consumo del servidor es el consumo de 
utilización(el otro 50% es fijo) y cada núcleo consume la misma parte proporcional, 
el consumo de utilizar un núcleo, que se llama CosteNúcleo, es la parte variable del 
consumo de un servidor dividido entre el número de núcleos del Servidor.
• CosteMarginalServidor: Es el coste que supone utilizar un Núcleo de un servidor si 
este servidor está apagado o no tiene ningún Núcleo utilizado. Este coste supone 
soportar el consumo fijo que tiene el servidor, que es el 50% del mismo. En el caso 
de que ya esté ejecutando un Job, el coste es 0, debido a que ya se está utilizando 
otro núcleo que esta soportando el coste fijo, y añadir un nuevo Job solo se tiene 
en cuenta el  coste variable, que lo soporta CosteNúcleo. Porque aunque no se 
añadiera ningún Job, ese servidor estaría encendido ejecutando el otro Job.
• CosteMarginalBlade: Es el mismo concepto del CosteMarginalServidor, en el caso 
de que no haya ningún Núcleo(de los servidores contenidos) realizando ningún 
Job, el coste es el Consumo del Blade, y si es un Rack o tiene algún Núcleo con un  
Job el coste es 0. La razón es la misma, si existe otro núcleo en ejecución, el coste 
fijo  ya  es  soportado  por  el  otro  núcleo  (añadamos otro  Job  o  no  ha  de  estar  
encendido, es decir, soportando el coste fijo del Blade) y añadir un nuevo Job no 
supone el coste fijo.
Los valores del Coste Marginal serán utilizados de forma normalizada, tomarán valores de 
que variaran de 0 < Coste Marginal <=1. Para realizar este calculo se tendrá en cuenta  
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cual puede ser el valor máximo que puede tener cualquier Núcleo de cualquier servidor, y 
se tomará como valor máximo. El valor de Coste Marginal, se tiene en cuenta como el 
coste que tiene que soportar poner un trabajo en un Núcleo concreto, pero hay que tener  
en cuenta, que los valores de todos los Núcleos del mismo servidor (de los Núcleos que 
están en espera o cuando el servidor está apagado) serán los mismos.
 5.2.3 Multiplicador AntiDefragmentación
El  Multiplicador  AntiDefragmentación  tiene  como  objetivo  principal,  reducir  la 
fragmentación en los servidores, es decir, aumentar la concentración en la utilización de 
los servidores. Por lo tanto los objetivos por los que se utilizá son:
• Utilizar servidores con mayor ocupación: El objetivo es premiar a los servidores que 
ya están siendo utilizados y que tengan mayor ocupación. La ocupación se tiene en 
cuenta  como cantidad de núcleos que están siendo utilizados dividido  entre  la 
cantidad de núcleos totales del servidor. La razón por la que se prefiere utilizar 
servidores que ya están siendo utilizados consiste en que es más probable apagar 
servidores  y  ahorrar  el  Coste  Fijo  que  suponen,  si  mandamos  los  Jobs  a  los 
servidores  que  ya  están  ejecutando  mayor  cantidad  de  Jobs,  porque  es  más 
probable que finalice un conjunto de Jobs antes, si  la cantidad del  conjunto es 
menor.
• Utilizar servidores con mayor cantidad de núcleos: Esta variable sirve para utilizar 
servidores que tengan una capacidad para una cantidad mayor de Jobs, lo que 
permite  tener  menos servidores  encendidos,  y  en  el  caso de que se produzca 
fragmentación la cantidad de servidores será menor. Si solo se tuviera en cuenta la 
ocupación, podría ocurrir que servidores menos eficientes y más pequeños con la 
misma cantidad de núcleos que uno grande, al tener mayor ocupación porque tiene 
menos núcleos, tuviera más prioridad que uno grande que es más eficiente, pero 
que tiene una menor ocupación en tanto por ciento a pesar de tener los mismos 
núcleos ocupados que el pequeño, por lo que esta variable ayuda a igualarlos.
Por lo que estamos primando la utilización de servidores con mayor ocupación, pero esta 
perjudica a servidores grandes, ya que con la misma cantidad de Jobs tienen menos 
ocupación, por lo que debemos primar a los servidores grandes, ya que permiten mayor  
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cantidad de Jobs por servidor, lo que nos puede permitir tener mayor concentración en los 
servidores  cuando  la  demanda  se  disminuya,  evitando  tener  una  mayor  cantidad  de 
servidores encendidos con muy pocos Jobs,  pudiendo tener un servidor más grande con 
más Jobs ejecutándose.
El objetivo de esta variable es como su nombre indica reducir la fragmentación dentro del 
CPD, es decir,  aumentar la concentración y utilización de los servidores que ya están 
siendo  usados,  para  maximizar  el  uso  de  estos  y  reducir  el  número  de  servidores 
utilizados, ya que como se ha explicado el 50% de su consumo es un coste fijo que se 
produce se esté utilizando o no. Esta variable tiene como objetivo reducir el consumo del  
CPD,  gracias  a  evitar  la  fragmentación  y  tener  una  cantidad  menor  de  servidores 
encendidos. El calculo de esta variable es de la siguiente manera:
Multiplicador AntiDefragmentación= NumNúcleosPonderado∗0,5 +OcupacionServidor∗0,5
• NumNúcleosPonderado:  Es  la  cantidad  de  Núcleos  que  dispone  el  servidor 
ponderado hasta 1, por la cantidad máxima de Núcleos que tiene un servidor en el  
CPD.  Esta  variable  beneficia  a  los  servidores  más  grandes,  ya  que  en  los 
servidores más grandes caben más Jobs y nos permite concentrarlos.
• OcupacionServidor: El objetivo de esta variable es premiar a los servidores más 
ocupados, de esta manera, hacemos que la concentración de Jobs sea mayor y 
que la fragmentación se disminuya.
Esta  variable  premia  por  igual  la  ocupación  de  los  servidores,  como  la  cantidad  de 
Núcleos del servidor. El objetivo es premiar a los servidores que permitan una cantidad de 
Jobs mayor(mayor cantidad de núcleos) y que estén más ocupados, y en el  caso de 
servidores similares utilizar los servidores más que tengan una mayor ocupación.
 5.2.4 Cálculo de la Prioridad
Para el calculo de la prioridad se tienen en cuenta las tres variables especificadas. Todas 
las variables tienen el mismo peso, ya que todas están con valores de ]0,1]. Si el objetivo 
es que la prioridad sea mejor cuanto mayor sea el valor, la formula de la prioridad es la 
siguiente:
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                      Prioridad =
Rendimiento
CosteMarginal
× MultiplicadorAntiDefragmentación
La formula de la prioridad es así, debido a que:
• Rendimiento:  Está  colocado  como  numerador,  debido  a  que  cuanto  mayor 
rendimiento tenga un servidor(o núcleo), será mejor opción para ser seleccionado.
• CosteMarginal:  Está  colocado como denominador,  ya  que cuanto  mayor  sea el 
Coste Marginal o Coste de Uso, menos eficiente es en el consumo el servidor(o 
núcleo). Por lo tanto al estar como denominador, cuanto mayor sea el valor, menos 
prioritario será.
• Multiplicador AntiDefragmentación: Está por separado, para mejorar la claridad, ya 
que  el  Rendimiento  y  el  Coste  Marginal  se  miden  por  núcleo,  en  cambio,  el 
Multiplicador AntiDefragmentación, toma valores como servidor(número de núcleos 
y ocupación). Está colocado como multiplicador, ya que cuanto mayor sea el valor,  
mayor prioridad tiene el servidor(o núcleo).
 5.3 Algoritmo de Gestión de Capacidad
El algoritmo del Gestión de Capacidad es el encargado de ordenar encender o apagar 
Armarios/Blade y servidores, y cual es la cantidad que se han de encender. El algoritmo 
analizará  el  estado del  CPD y  mediante  el  histórico  y  la  configuración,  realizará  una 
predicción de la cantidad de núcleos que deben de encenderse o apagarse para poder 
satisfacer la demanda que pueda producirse. 
El algoritmo de la Gestión de la Capacidad tendrá en cuenta los siguientes datos del CPD 
y configuración:
• Histórico:  Su  utilización  es  la  que  nos  permite  observar  las  variaciones  de  lo 
sucedido  24  horas  antes  y  en  sus  alrededores,  lo  que  nos  sirve  para  poder 
observar la evolución de la carga. Como se ha comentado en el histórico se hacen 
una media de la cantidad de Observaciones anteriores a las 24 horas y el mismo 
número de Observaciones del estado de hace 24 horas en adelante, cuyo objetivo 
es obtener un dato más real  del  estado. Se utiliza la formula comentado en el 
apartado del Histórico que es la siguiente: 
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Media Anterior= Suma de los valores de OBSERVACIONES estados anteriores a las 24h
OBSERVACIONES
Media Posterior=Suma de OBSERVACIONES valores posteriores a las 24h anteriores
OBSERVACIONES
Diferencia Históricos=Media Posterior−Media Anterior
OBSERVACIONES
• Margen: Es la cantidad de servidores que se dejan encendidos como extra, para 
poder  soportar  las  variaciones  se  pueden  producir  debido  a  la  llegada  de  un 
conjunto  de trabajos no esperados por  la  predicción.  Esta cantidad de núcleos 
permite soportar una variabilidad de la cantidad de núcleos a ejecutar, para evitar la 
perdida de Calidad de Servicio, para así permitir que exista un equilibrio entre el 
consumo y el tiempo de espera de los Jobs. Este margen viene definido en tanto 
por ciento del número de núcleos del CPD.
• Jobs en espera: Son la cantidad de Jobs que están en la cola de espera del CPD.  
Son los Jobs que están preparados para ejecutarse, pero no tienen ningún Núcleo 
libre en el que ejecutarse.  Para evitar que estén excesivo tiempo en espera, se 
encienden los núcleos necesarios para que se puedan ejecutar a corto plazo.
• Núcleos sin utilizar: Para saber la cantidad de núcleos que han estado sin utilizarse 
de media durante el último periodo entre ejecuciones del algoritmo, se realiza una 
media  de  10  muestreos  que  se  ejecutan  distribuidos  entre  ejecuciones  del 
algoritmo. Esta media de los 10 valores nos da un valor más real que tomando un 
solo muestreo en el  momento de la ejecución del  algoritmo, debido que puede 
producir a error las ráfagas de Jobs que puedan recibirse en cualquier momento.
La formula que define la cantidad de núcleos que se deben de encender o apagar es la  
siguiente:
DiferenciaNucleos = DiferenciaHistorico + Margen+ JobsEnEspera − MediaNúcleosLibres
Como se puede ver la cantidad de Núcleos a encender es, la predicción del histórico más 
lo núcleos que se deben dejar de Margen, más la cantidad de Jobs en espera para que  
existan  Núcleos  disponibles  en  los  que  ejecutarse,  todos  estos  son  los  núcleos  que 
deberían de estar libres. Después se les resta los que están actualmente libres, ya que no 
son necesarios encender, porque ya están libres y en espera.
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 6 Arquitectura
Para aplicar la solución del problema es necesario crear una arquitectura que ponga en 
funcionamiento y aplicarla para poder obtener resultados y sacar unas conclusiones útiles 
sobre la solución propuesta.
La arquitectura definirá las partes que son necesarias para aplicar la solución en un CPD 
y su interacción entre ellas, pero para poder realizar pruebas se necesitarán partes que 
sean simuladas, para así no tener que probarlo directamente en un CPD con el riesgo y  
coste que supondría.
Esta arquitectura debe de ser:
• Modular: El objetivo de que la arquitectura sea modular, es que permite que sea 
extensible y que permita realizar cambios o mejoras en otros ámbitos para que 
otras personas puedan mejorarlo o aplicar sus ideas o conceptos.
• Eficiente: Es importante que la gestión de los datos sea eficiente, ya que se esta 
controlando un gran infraestructura que supone unos grandes costes, por lo que es 
necesaria la rapidez de las acciones a ejecutar, para evitar que el CPD este en 
espera el menor tiempo posible.
• Fiable:  Es  importante  que  sea  fiable  porque  un  CPD supone  un  gran  coste  y 
cualquier  error  que  pueda  producir  un  sobrecoste  (debido  a  un  error  en  la 
arquitectura) o que deje sin funcionamiento a un CPD o que no permita el correcto  
funcionamiento que suponga tener Jobs en espera de forma innecesaria, puede 
suponer un grandísimo coste, que debe de ser evitado tomando una gran fiabilidad 
en la arquitectura.
En este apartado solo se van a definir los módulos de la arquitectura y del programa del  
simulador, pero no el funcionamiento del simulador ni como se realiza la simulación que 
se explica en el siguiente apartado (Apartado 7). Los módulos son los siguientes y se 
comunican de la siguiente forma:
• Parte interna del simulador y de la arquitectura:
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Ilustración 36: Diseño del Simulador
1. Blanco: Módulos exclusivamente de Simulación. Simulador y Logger
2. Azul: Módulos de la arquitectura. Histórico, Gestor de Capacidad y Gestor de 
Recursos.
3. Blanco y Negro: Elementos reales simulados. Carga y CPD (Armarios y Blade 
Servers, servidores y núcleos)
• Parte del entorno de Ventanas del Simulador:
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  Ilustración 37: Diseño del Entorno de Ventanas del Simulador
1. Azul Oscuro: Es el Módulo principal del simulador, es la ventana del Simulador. 
MainFrame
2. Azul Claro: Son los Módulos que pertenecen a los paneles que se muestran 
dentro de la Ventana, desde el Menú Principal, Menú de Configuración, etc.
3. Blanco  y  Negro:  Son  los  Controladores.  Nos  permiten  acceder  a  la 
configuración del Simulador, obtener datos de la simulación e iniciarla. Sirven 
para dividir la parte de entorno de ventanas del Simulador. CVistas y CGraficas
Además de los Módulos y Clases comentadas, existe una clase Globals, que contiene 
configuraciones y variables del Simulador y de la Simulación, están separadas porque no 
pertenecen  directamente  a  una  clase.  Esta  clase  es  accesible  desde  el  entorno  de 
ventanas y del Simulador.
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 6.1 Módulo Histórico
El módulo histórico, como su nombre indica, tiene la función de almacenar y tratar con los 
datos históricos del estado del CPD en cuanto a utilización. Las clases que pertenecen a  
este módulo son las siguientes:
 6.1.1 Clase Histórico
Esta  es  la  única  clase  perteneciente  al  Módulo  Histórico,  por  lo  que  será  la  única 
encargada de tratar con al información del Histórico. La información que mantendrá esta 
clase es la siguiente:
• historicoDiaActual: Como su nombre indica, almacena la cantidad de núcleos que 
estaban  ocupados  en  el  momento  de  ejecución  del  algoritmo  de  Gestión  de 
Capacidad(que es el algoritmo que indica cada Intervalo, la cantidad de núcleos 
que se deben de encender o apagar teniendo en cuenta valores del Histórico y del  
estado del CPD en el momento de la ejecución) del día actual. Es un vector de 
longitud igual a la cantidad de veces que se ejecuta el algoritmo de Gestión de 
Capacidad cada día. El objetivo de esta variable es poder observarla en el futuro 
para poder predecir la evolución del CPD.
• HistoricoDiaAnterior: Almacena la información de los históricos producidos el día 
anterior  del  día  actual.  Las  características  del  vector  son  las  mismas  que 
historicioDiaActual, ya que ese vector pasa a ser historicoDiaAnterior cuando se 
cambia  de  día.  Este  vector  es  útil  porque  es  el  vector  en  el  que  se  fija  
principalmente  el  algoritmo  de  Gestión  de  Capacidad(también  utiliza 
HistoricoDia2Anterior  como se  explicará)  y  ayuda  a  predecir  la  variación  de  la 
carga a lo largo del tiempo
• HistoricoDia2Anterior: Almacena la información de los históricos producidos el día 
anterior al día anterior del actual, o lo que es lo mismo, el histórico de hace 2 días. 
Las características y funciones son las mismas que historicoDiaAnterior, pero este 
solo es necesario cuando se está observando los inicios del día y para realizar 
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Observaciones  del  histórico,  es  necesario  observar  los  del  día  anterior  al  día 
anterior. Un ejemplo de utilización es cuando son las 00:00 del día y para realizar 
las observaciones anteriores, estamos accediendo a las observaciones finales de 
historicoDia2Anterior, ya que observamos el histórico de las 00:00 del día anterior, 
pero también Observaciones anteriores a esta hora.
• Dia: Es necesario, para en caso de escribir los históricos en ficheros, para indicar 
en el fichero a que día pertenece el histórico.
Las funciones que contiene esta clase son:
• iniciaHistorico: Es la función que inicializa los vectores del histórico con el tamaño 
necesario, que varia y tiene la misma cantidad de ejecuciones que el algoritmo de 
Gestión de la Capacidad que se ejecutan por día e inicializa la variable día, como 
día 0.
• avanzaDia: Su función es cambiar el estado cuando se produce un cambio de día.  
Es la encargada de pasar el histórico actual al día anterior, y el del día anterior al  
día anterior del anterior e inicializar un nuevo vector del histórico del día actual y 
avanzar 1 la variable día.
• getHistorico: Esta función retorna el valor de la posición del histórico indicada. Este 
valor puede ser negativo, que indicaría que pertenece a valores del día anterior del 
anterior
• setHistorico: Almacena en la posición indicada del vector del histórico del día actual  
el valor que se le es indicado, que será el la cantidad de núcleos que están siendo 
utilizados actualmente.
Existen varias funciones que nos permiten pasar a archivo y leer del archivo el histórico, 
pero no son utilizadas actualmente:
• leerHistorico: Es una función que carga los valores del día anterior del histórico 
desde un fichero. Actualmente no es necesaria, pero se deja una solución por si en 
algún  momento  es  necesaria,  no  es  necesaria  porque  la  simulación  siempre 
empieza con el CPD en el estado inicial vacío.
• pasaArchivo y pasaArchivoDia: Esta función pasa a archivo los valores del histórico 
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del  día  actual.  La  función  pasaArchivo  crea  un  fichero  que  es  el  que  lee 
leerHistorico, y pasaArchivoDia almacena en un fichero diferente por día el vector 
del histórico al finalizar el día, para poder analizarlo si es necesario o poder ver  
evoluciones, pero gracias a la interfaz que ya muestra estos datos, esta función ya 
no se utiliza.
 6.2 Módulo Gestor de Capacidad
El módulo Gestor de Capacidad es el encargado de indicar cuantos núcleos se deben de 
encender o apagar mediante el estado actual del CPD con su configuración(el Margen) y  
la  predicción del  estado teniendo en cuenta los valores del  Histórico.  Las clases que 
pertenecen a este módulo son las siguientes:
 6.2.1 Gestor de Capacidad
Esta es la única clase que pertenece al módulo Gestor de Capacidad, por lo tanto será la  
única encargada de predecir la variación de núcleos. Esta clase contiene las siguientes 
variables:
• mediaSinUsar: Esta variable es la que contiene la cantidad de núcleos libres entre  
ejecuciones del algoritmo de Gestión de Capacidad, para poder hacer una media 
más  ajustada.  Entre  ejecuciones  del  algoritmo  se  toman  10  muestreos  de  la 
cantidad de núcleos libres, para después realizar la media cuando se ejecute el 
algoritmo. Esta variable es necesaria ya que da un valor más real del estado de 
núcleos libres durante cierto periodo de tiempo, que si se toma solo un muestreo.  
Es un vector de enteros de 10 posiciones. Tiene 10 posiciones porque es necesario 
un número suficientemente grande para que el muestreo sea valido, pero no muy 
grande  porque  realizar  la  media  sería  más  costoso  y  no  es  necesaria  más 
precisión, ya que si el tiempo entre ejecuciones es pequeño o normal 10 muestreos 
es suficiente, y si el tiempo entre ejecuciones es muy grande por muchos valores 
que se añadan los datos no variarán mucho, ya que aunque la variación entre 
intervalos sea grande, son suficientes muestreos para poder realizar una media a 
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lo  largo del  tiempo,  ya  que no se  observaran posibles  variaciones puntuales(o 
quedarán disimulados) al hacer muestreos entre intervalos largos.
• numObservaciones: Es la cantidad de Observaciones que se realiza en el Histórico 
que se ha explicado en apartados anteriores. Son las Observaciones que se hacen 
del histórico anterior a las 24H, y se hace la media, que es la media anterior, y las  
Observaciones que se hacen de 24H antes en adelante que es la media posterior. 
• historicoActivo:  Es  una  variable  que  indica  si  se  utiliza  el  histórico  cuando  se 
ejecuta el algoritmo del Gestión de Capacidad, o no utiliza el histórico, por lo que 
solo tendrá en cuenta la configuración y el estado actual del CPD.
Las funciones que contiene esta clase son:
• calculaVariacionNuecleos (también llamado durante el documento Algoritmo de la 
Gestión de la  Capacidad):  Como su nombre indica,  lo  que hace es calcular  la 
cantidad de núcleos que se deben de encender o apagar. Esta cantidad de núcleos 
viene definida por la cantidad de núcleos que son necesarios parar ejecutar los 
Jobs  que se  vayan  recibiendo,  para  eso  se  tiene  en cuenta:  el  Histórico  y  su 
evolución  del  día  anterior,  el  Margen  de  servidores  que  se  deja  (se  puede 
configurar), la cantidad de Jobs que están en la cola de espera y la cantidad de 
núcleos que han estado libres de media entre ejecuciones de este algoritmo. Esta 
variación resultante es la que indicará cuantos núcleos deben de encenderse o 
apagarse para soportar la carga que se reciba y para poder apagar servidores y no 
malgastar energía.
• GetMediaSinUsar: Es una función que calcula la media de los valores del vector de 
la variable mediaSinUsar y la retorna.
 6.3 Gestor de Recursos
El módulo Gestor de Recursos es el que se encarga de ordenar los servidores por la 
prioridad  y  tener  la  información  del  estado  de  los  recursos  (CPD).  Las  clases  que 
pertenecen a este módulo son los siguientes:
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 6.3.1 Clase GRecursos
Es  la  única  clase  que  Gestiona  los  Recursos  Físicos  del  CPD,  como  los  Armarios, 
Servidores y Núcleos. Es la que almacena la información sobre el estado de estos y su 
disponibilidad, y la ordenación por prioridad de los servidores.
Las variables de esta clase son:
• listaArmarios: Contiene todos los armarios pertenecientes al CPD.
• listaServidores: Contiene todos los servidores pertenecientes al CPD.
• listaNucleos: Contiene todos los servidores pertenecientes al CPD.
• servidoresApagados. Es la lista de Servidores que están apagados a la espera de 
ser encendidos. Están ordenados por prioridad, para en el momento en el que sea 
necesario encender un servidor, elegir el primero, ya que es el más idóneo.
• ServidoresEnEspera: Es la lista de Servidores que están encendidos y tienen algún 
núcleo libre en el que pueda ser ejecutado un Job. Están ordenados por prioridad 
de los núcleos del Servidor (todos los núcleos del servidor tienen la misma, por lo 
que la tomamos como prioridad del servidor), para que en la llegada de un nuevo 
Job añadirlo a un núcleo del primer servidor.
• encendiendose: Es la variable que almacena la cantidad de núcleos que están en 
el proceso de encendido.
• NumNucleosConJobs: Es la cantidad de núcleos que están ejecutando algún Job.
• maxNucleos  y  minNucleos:  Contiene  el  máximo  y  el  mínimo  valor  posible  del 
número de núcleos de cualquier servidor dentro del CPD. El valor máximo se utiliza 
para ponderar como valor máximo de la parte que tiene en cuenta la cantidad de 
núcleos del servidor del apartado de Multiplicador AntiDefragmentación, al valor de 
1.
• maxCosteEncendido y minCosteEncendido: Contiene el máximo y el mínimo valor 
posible del Coste Marginal que puede tomar cualquier núcleo. El valor máximo se 
utiliza para ponderar como valor máximo del Coste Marginal en la prioridad el valor 
de 1.
• maxRendimiento y minRendimiento:  Contiene el máximo y el mínimo valor posible 
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del Rendimiento que puede tomar cualquier núcleo. El valor máximo se utiliza para 
ponderar como valor máximo del rendimiento en la prioridad el valor de 1.
• apagandoServidor: La variable indica si hay un Thread apagando un servidor.
Las funciones de esta clase son las siguiente:
• calculaPrioridadYOrdena: Se le pasa el id del servidor al que debe ordenar en la 
lista que debe de estar (teniendo en cuenta la prioridad), si esta apagado se le 
añade a la lista de Apagados, si está encendido y tiene algún núcleo libre, se le 
añade a la lista de servidores en espera.
• actualizaConsumo:  Manda  a  actualizar  lo  consumido  por  Armarios/Blades, 
servidores(coste  fijo  si  están  encendidos)  y  núcleos(coste  variable  si  están 
ejecutando un Job).
• ActualizaCapacidad: Se le pasa la cantidad de núcleos que se han de encender 
como mínimo(si el número es positivo) y la cantidad de núcleos que se han de 
apagar como máximo(si es negativo).
• ActualizaRendimientoMaxMin,  actualizaCosteMarginalMaxMin, 
actualizaNumNucleosMaxMin: Actualiza las variables que almacenan los valores 
máximos de Rendimiento, CosteMarginal y Número de Núcleos.
• ApagaServidores: Ordena apagar servidor teniendo en cuenta que máximo ha de 
apagar el número de núcleos indicados. Para ordenar apagar un servidor no ha de 
tener ningún núcleo ejecutando un Job y que el número de núcleos no supere a los  
que se deben apagar como máximo.
• EnciendeServidores:  Ordena  encender  los  servidores  que  están  apagados(y  el  
armario no este apagandose) hasta que se supere o iguale el valor de núcleos que 
se le ha indicado.
• apagaArmario:  Apaga  el  armario  si  no  hay  ningún  servidor  (perteneciente  al 
armario) en encendido o encendiéndose. En el caso de que sea un Blade inicia el  
proceso de apagado(pero no finaliza el apagado), lo que significa que no se puede 
encender ningún servidor de ese armario.
• FinApagadoArmario: Finaliza el apagado del Armario(si es un Blade) y pasa a estar  
completamente apagado, lo que indica que ya se pueden encender los servidores 
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al que pertenecen
• comienzaApagadoServidor: El servidor pasa a estado Apagándose, lo que significa 
no está aún disponible para encenderse.
• FinApagadoServidor: El servidor ha finalizado de apagarse y se puede encender si 
se necesita.
• ServidorEncnedido: Pasa el servidor indicado, de estado encendiéndose a estado 
encendido, por lo que pasa a estar disponible.
• EnciendeServidorInicio:  Pasa el  servidor directamente a encendido sin  tener en 
cuenta  el  consumo  de  encendido.  Esta  función  se  utiliza  para  la  creación  del 
estado inicial del CPD al inicio de la simulación.
• EnciendeServidoresStartCPD:  Indica  los  núcleos  a  encender  en  el  inicio  de  la 
simulación, para preparar el estado inicial.
• NewJob: Es la encargada de asignar un nuevo Job recibido al núcleo más indicado, 
teniendo en cuenta los servidores en espera, y se crea un evento EndJob. En el 
caso de que no existan servidores libres, se pasa un evento para que se ponga en 
la  cola de Espera.  Recalcula y  reordena el  servidor teniendo en cuenta que el  
estado del servidor ha variado.
• EndJob: Hace las gestiones para cuando se produce la finalización de un Job, lo 
indica al núcleo y al servidor, y recalcula la prioridad y la ordenación en las listas.
• ServidorActivo  y  servidorInActivo:  Indica  que  un  servidor  a  pasado  de  estado 
inactivo a activo(pasado de ejecutar  de 0 a 1 Job) y viceversa. Se lo indica al 
armario para tener en cuenta la cantidad de servidores que tiene activo el armario.
• StartCPD: Manda actualizar los valores máximos y mínimos, añade los servidores 
en la  lista  de servidores apagados ordenados,  y  enciende los servidores en el  
estado inicial de la simulación.
• LoadCPD: Ordena cargar los datos del CPD desde el archivo donde se encuentra 
la información sobre los datos del CPD.
• Clear: Limpia las variables necesarias para la preparación a una nueva simulación
Esta clase también tiene un Thread independiente con una función que pasa el servidor 
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de encendido a apagado. Se realiza en forma de Thread para que se realice la simulación 
más  rápido,  ya  que  este  proceso  se  puede  hacer  en  paralelo  mientras  se  busca  el 
siguiente servidor a apagar.
También contiene una clase que consiste en un comparador de servidores, lo que nos 
sirve  para  comparar  cuando un servidor  tiene más prioridad que otro,  para  así  pode 
ordenarlos en estructuras más eficientes en forma de Árbol.
 6.4  CPD
El módulo CPD es el que contiene la información de los elementos del CPD. Es la que  
contiene los elementos físicos reales que son simulados, como son Armarios, Servidores 
y Núcleos. Las clases pertenecientes al módulo son:
 6.4.1 Clase Armario
Esta clase es la que identifica a los Armarios del CPD y que gestiona su información. Para 
simplificar,  un  armario  es  un  contenedor  de  servidores,  que  no  tiene  consumo,  pero 
también  pueden  ser  Blade,  que  es  un  tipo  de  armario  de  servidores  en  el  que  se 
comparten elementos físicos entre los servidores que lo contienen(como puede ser la 
alimentación  y  la  infraestructura  de  red  interna).  Esta  estructura  es  principalmente 
necesaria porque los Blade tienen un consumo cuando están encendidos, mientras los 
Rack no, por lo tanto ambos serán “contenedores” de servidores. Estas son las variables 
pertenecientes al Armario:
• ID: Es el identificador del Armario.
• IdServidores: Es un array que contiene los Ids d ellos servidores pertenecientes al 
armario.
• esBlade: Es una variable booleana que indica si el armario es un Blade o no.
• encendido:  Es  una  variable  booleana  que  indica  si  el  armario  esta  en  estado 
encendido o apagado.
• Encendiendose: Es una variable que indica, si es un Blade, que está en proceso de 
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apagado, por lo que sus armarios no se pueden encender.
• UltimoTiempoContabilizado: Es una variable que indica el último tiempo en el que 
se ha contabilizado el consumo. Se utiliza para calcular el consumo del servidor, de 
esta forma se mantiene el tiempo hasta el que se ha contabilizado el consumo.
• Consumo: Es la potencia que consume el Armario. Esta potencia que consume el 
armario es necesaria para calcular el consumo, teniendo en cuenta que el consumo 
se mide en Wh, y almacenamos la potencia, solo es necesario tener en cuenta el 
tiempo en el que se esta consumiendo.
• ServidoresActivos: Son la cantidad de servidores que están ejecutando un Job o 
más.
• TiempoEncendido: Es el tiempo que dura el proceso de encendido de un Armario.  
Esta variable es necesaria para los Blade, ya que tienen un tiempo de encendido 
debido a que no es solo una estructura, ya que contiene elementos compartidos 
entre varios servidores, que deben de iniciarse.
• TiempoApagado:  Es  el  tiempo  que  del  proceso  de  apagado  del  Armario.  Esta 
variable  es  necesaria  para  los  Blade,  que  necesitan  apagar  los  componentes 
electrónicos incluidos.
Funciones:
• encender y  encenderInicio:  Esta función se ejecuta cuando un servidor  pasa a 
estar encendido, cuando ya ha completado el proceso de encendido y pasa a estar 
disponible. La diferencia entre encender y encenderInicio se utiliza para que en la 
simulación tome el estado de encendido desde el inicio y no tiene en cuenta le 
consumo  que  supone  encenderlo,  ya  que  esta  encendido  en  el  inicio  de  la 
simulación,  en  cambio,  encender,  le  indica  al  Logger  el  consumo que  tiene  el  
armario  y  el  tiempo que  tarda  en  encenderse  y  añade  el  consumo producido, 
teniendo en cuenta el factor entre el consumo en espera y el  consumo durante 
arranque.
• Apagar:  Esta  función  se  utiliza  para  iniciar  el  proceso  de  apagado,  cuando  el  
armario pasa a estar no disponible y se contabiliza el tiempo que tarda en apagarse 
indicando al Logger el consumo(teniendo en cuenta el factor de consumo entre en 
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espera y apagado) y el tiempo que tarda en apagarse.
• CosteMarginal: El coste marginal, es el coste que supone utilizar el armario en el 
estado en el  que se  encuentra.  Si  el  armario  esta  apagado o  no tiene ningún 
servidor activo, entonces el coste de utilizar el armario es el consumo, en cambio,  
si el armario ya tiene un servidor activo, el coste de utilizar el armario es 0, ya que 
ya se esta ejecutando un Job dentro del armario que esta soportando el coste fijo,  
por lo que poner un nuevo Job, no aumenta el consumo del armario, ya que añadir 
un nuevo Job o no, se seguiría consumiendo el coste del armario, por lo que el 
coste si ya se está ejecutando un Job es 0.
• servidorActivo:  Cuando  se  ejecuta,  se  le  esta  indicando  que  un  servidor  que 
perteneciente a él, ha pasado a estar activo, es decir, un servidor que estaba en 
espera ha pasado a ejecutar un Job, por lo que este servidor ha pasado a estar 
activo. Si la cantidad de servidores activos cambia de 0 a 1 y es un Blade, indica 
que el Blade ha pasado a estado activo, por lo que varía el Coste Marginal del 
Blade, por lo tanto la prioridad de los servidores pertenecientes también cambia, 
por lo que se le indica a los servidores que han de recalcular su prioridad.
• servidorInActivo:  Cuando  se  ejecuta,  se  le  esta  indicando  que  un  servidor 
perteneciente a él, ha dejado de estar activo, es decir, a pasado de ejecutar un Job  
a no ejecutar ningún trabajo. En el caso de que se pase a 0 servidores activos y es 
un  Blade,  el  Coste  Marginal  varía,  por  lo  que  la  prioridad  de  los  servidores 
pertenecientes  a  éste  también  cambia,  por  lo  que  se  les  indica  que  han  de 
recalcular su prioridad.
• actualizaConsumo: Se le pasa el tiempo actual,  y actualiza el  consumo que ha 
producido el armario hasta el tiempo indicado. Para calcular el consumo se le pasa 
el valor al Logger, donde almacena lo consumido y el armario almacena el valor del 
tiempo hasta el que se ha contabilizado el consumo, para añadir el consumo en 
momentos posteriores.
 6.4.2 Clase Servidor
Es la  clase que identifica  a  los  servidores  en el  CPD y  gestiona su  información.  Un 
servidor esta compuesto por una serie de núcleos y pertenece a un armario. El servidor se 
le aplica una prioridad lo que nos permite ordenarlo, ya que es una parte fundamental de  
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la arquitectura desarrollada. Las variables que contiene el Servidor son las siguientes:
• id: Es el identificador del servidor
• idArmario: Es el identificador del armario al que pertenece el servidor.
• Nucleos:  Es  un  vector  que  contiene  los  identificadores  de  los  núcleos 
pertenecientes  al  servidor.  Este  vector  tiene  la  longitud  de  los  núcleos  por 
procesador multiplicado por el número de procesadores del servidor.
• NucleosActivos: Es la cantidad de núcleos del servidor que están realizando algún 
Job, como su nombre indica los que están activos.
• NucleosEnEspera:  Es  una lista  con  los  núcleos de servidor  que están libres  y 
preparados  para  poder  ejecutar  un  job.  La  ordenación  de  esta  lista  no  es 
importante, ya que todos los núcleos del mismo servidor tienen la misma prioridad.
• Prioridad: Es la prioridad que tienen los núcleos del servidor.
• Rendimiento:  Es el  rendimiento  total  del  procesador  que tiene el  servidor,  si  el  
servidor tiene varios procesadores se tiene en cuenta que son iguales y tienen el 
mismo rendimiento.  Este rendimiento se asigna a los servidores repartiendo de 
forma equitativa entre el número de núcleos del procesador, en todos los núcleos 
del servidor, es decir, el rendimiento de un núcleo, es el rendimiento del procesador 
divido entre la cantidad de núcleos del procesador. Si existe otro procesador será 
igual que el primero, por lo que se asigna el mismo valor a todos los núcleos del  
servidor.
• tiempoConsumoActualizado: Es el momento de tiempo hasta que se ha contado el 
consumo del servidor, que puede ser desde que esta encendido o desde que se ha 
actualizado el consumo del servidor.
• Consumo: Es el consumo total del servidor. Hay que tener en cuenta que el 50% 
del consumo pertenece al consumo Fijo del servidor y el otro 50% pertenece al 
consumo variable del servidor.
• encendido,  encendiendose,  apagandose  y  apagado:  Son  cuatro  variables 
booleanas que indican en que estado esta el servidor, que puede ser: encendido, 
que es cuando están disponibles sus núcleos para realizar jobs; encendiéndose, 
que es cuando el servidor ha iniciado el proceso de encendido pero aún no está 
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disponible para realizar ningún job; apagándose, indica que está en el proceso de 
apagado y que no puede ser encendido; o apagado, que es el estado en el que el  
servidor  se  esta  apagando,  que  pasa  a  no  estar  disponible,  o  cuando  esta 
completamente apagado.
• tiempoEncendido  y  tiempoApagado:  Es  el  tiempo  que  tarda  el  servidor  en 
encenderse y el tiempo que tarda el servidor en apagarse. El consumo del servidor 
tanto en encendido como en apagado es diferente que el consumo máximo o el 
consumo en espera, por lo que hay qu tenerlo también en cuenta(según los datos 
comentados es un factor 1,8 del consumo en espera).
Las funciones que tiene el servidor son las siguientes:
• iniciaProcesoEncendido, encender y encenderInicio: iniciaProcesoEncendido pasa 
a estado encendiéndose, con encender, pasa a estar encendido completamente y 
encenderInicio es lo mismo que encender pero no tiene en cuenta el consumo del  
proceso de encendido, ya que es para encender el servidor como estado inicial de 
la simulación.
• Apagar: El servidor pasa a no estar disponible y se contabiliza el consumo que se 
sufre en el proceso de apagado.
• CalculaPrioridad: Es la función que recalcula la prioridad del servidor. No la retorna, 
solo la recalcula, en caso de obtenerla se hace con el getPrioridad.
• CosteMarginal:  Retorna  el  costeMarginal  del  servidor,  ya  que  va  variando  con 
respecto el estado del servidor.
• NewJob: Tiene en cuenta que núcleo se pasa a utilizar y retorna el ID del núcleo 
usado.
• EndJob:  Tiene  en  cuenta  que  núcleo  ha  finalizado  el  Job,  y  se  retorna  si  es 
necesario añadir el servidor a servidores en espera o en cambio si ya estaba como 
servidor en espera, porque ya tenia servidores libres.
• TieneNucleosEnEspera: Indica si el servidor tiene núcleos disponibles para ejecutar 
Jobs.
• ActualizarConsumo: Actualiza el consumo del servidor hasta el momento de tiempo 
de simulación introducido, es decir, se asigna al consumo del CPD en el Logger, el 
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consumo producido por el servidor hasta el instante de tiempo introducido.
 6.4.3 Clase Núcleo
Es la clase que identifica a los núcleos de los servidores y gestiona su información. Un 
núcleo pertenece a un servidor (en realidad pertenece a un procesador del servidor, pero 
generalizamos  como  núcleos  del  servidor).  Cada  núcleo  puede  ejecutar  un  Job 
simultáneamente, el núcleo puede estar ejecutando un Job o en espera, siempre que el  
servidor este encendido. Las variables del núcleo son las siguientes:
• id: Es el identificador del Núcleo
• idServidor: Es el identificador del Servidor al que pertenece el núcleo.
• Rendimiento: Es el valor de rendimiento que tiene el Núcleo. Que es el rendimiento 
del procesador al que pertenece el núcleo repartido entre el total de núcleos del 
procesador.
• ConsumoVariableNucleo: Es el consumo proporcional del Núcleo. Este consumo es 
la parte variable del consumo del Servidor que es el 50% dividido del número total  
de núcleos (ha de ser del número total de núcleos del servidor y no del procesador,  
ya que el consumo que tenemos consta del servidor con todos los procesadores 
incluidos).
• TiempoInicioJob: Es el momento de tiempo de la simulación en el que se inicio el 
Job. Se utiliza para saber la duración de los Jobs.
• trabajando:  Es  una  variable  booleana  que  indica  si  el  núcleo  esta  ocupado  y 
trabajando en un Job.
Las funciones son:
• newJob: El núcleo pasa a estar ocupado por un nuevo Job, con los cambios e 
información  a  guardar  que  conlleva.  También  calcula  y  retorna  el  tiempo  de 
finalización teniendo en cuenta el rendimiento del núcleo, para añadirselo al evento 
de la simulación que indicia la finalización del Job. Hay que tener en cuenta que se 
calcula porque es una simulación, que el núcleo, servidor y arquitectura no saben 
el momento de finalización, solo es utilizado para el evento de finalización del Job 
en la simulación.
66
• endJob: Actualiza el  estado del núcleo conforme a finalizado el Job que estaba 
realizando, y almacena la estadísticas(duración) en el Logger.
• ActualizaConsumo:  Contabiliza  el  consumo hasta  el  momento  de  la  simulación 
indicado. Es decir, contabiliza desde la última vez que se había contabilizado hasta 
el momento de tiempo que se le esta pasando, en la parte proporcional que le toca 
al núcleo. Esto se debe a que el consumo del CPD no lo estamos contando en 
tiempo real, se va actualizando cada cierto tiempo en la simulación.
 6.5 Gestor / Simulador
En este apartado vamos a comentar en que consiste la clase principal del Simulador, pero 
no  vamos  a  tener  en  cuenta  como  se  realiza  la  simulación,  ya  se  explica  más 
detalladamente en el siguiente apartado.
Para este módulo se utiliza la clase principal de la simulación, que se llama Simulador,  
pero  también  es  necesaria  una  clase  SimuladorThread,  que  crea  un  thread  que  se 
encarga de la creación de un Thread solo para la simulación. Esto ha sido necesario 
debido a que en el lenguaje Java, se le da menos prioridad a la interfaz, lo que provocaba 
que los datos de la interfaz no se actualizaran durante la simulación, ya que se dedicaba 
completamente a realizar la simulación. Con esta solución, se consigue tener el Thread 
principal del simulador encargado para el entorno de ventanas, y cuando se realiza una 
simulación, se utiliza un nuevo Thread que va realizando la simulación y actualizando el 
estado. Para la simulación, que se basa en eventos, hemos creado una clase Evento, que 
tiene información necesaria para los eventos que se producen en la simulación.
 6.5.1 SimuladorThread
Esta  clase  es  muy  simple,  solamente  manda  ejecutar  el  inicio  de  la  simulación.  No 
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contiene ningún atributo ni función, solamente la genérica del Thread, donde se ejecuta el  
inicio de la simulación. Se genera un Thread independiente de la simulación debido a que 
el  lenguaje  utilizado  (Java)  da  menos  prioridad  al  entorno  de  ventanas  y  no  se 
actualizaba, por lo que teniendo un Thread para el entorno de ventanas y otro para la 
simulación si se actualiza.
 6.5.2 Evento
Un Evento,  es una acción que se produce en el  entorno de la  simulación.  Todos los 
eventos están explicados en el aparatado de Simulación. En este apartado solo vamos a 
explicar lo que contiene. Las variables de un evento son las siguientes:
• time: Es el tiempo en el que se va a ejecutar el evento.
• timeStart: Es el tiempo de la simulación en el que se creó el evento, es útil cuando 
se quiere obtener el tiempo que ha tardado un Job desde que se debería de haber 
empezado a ejecutar, hasta el tiempo en el que es asignado a un Núcleo.
• Suceso: Es el tipo de evento, si es un newJob, endJob, etc y viene indicado por un 
string que indica que tipo de evento que es.
• VariableAdicional:  Esta variable es una variable auxiliar  que se utiliza de forma 
diferente  dependiendo  del  tipo  de  evento  que  es.  Puede  ser  utilizada  para 
almacenar el ID del núcleo en el que se finalizara el Job o también para almacenar 
un ID del servidor que se ha de encender(finalizar el proceso de encendido y pasar 
a estar disponible).
Las funciones de Evento:
• Unicamente son getters y setters, para tratar con la variable adicional tiene varios 
nombres,  se  llama  get/setID  o  get/setNúcleo,  se  hace  así  para  mejorar  la 
comprensión del código, en el momento en el que se utilice el evento dentro de un 
algoritmo, aunque traten la misma variable, ya que se sabe con que tipo de evento 
se esta tratando. 
 6.5.3 Simulador
La clase simulador es la encargada de la simulación, por lo tanto es la que contiene el  
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motor de la simulación y las variables necesarias. Las variables son:
• eventos: Lista de eventos a ejecutar ordenados por tiempo. Es la parte principal de 
la simulación, ya que son los eventos a ejecutar a lo largo de la simulación.
• time: Es el momento de la simulación, viene definida como tiempo de la simulación 
en segundos.
• finSimulacion: Es el momento de finalización de la simulación, es el tiempo de fin 
de simulación en segundos.
• colaJobs: Es una cola donde se almacenan los eventos que simulan a Jobs en 
espera. Esta cola se comporta como tal, cuando se finaliza un Job se comprueba si 
existe algún Job en espera y en caso de que esté, se manda a asignar al núcleo  
disponible.  Si  llega  un  nuevo  Job  y  todos  los  núcleos  del  CPD  están  siendo 
utilizados, se asigna al final de la cola.
• encendidos: Es la cantidad de núcleos que están encendidos en el CPD
• jobsEnEspera y jobsEnMarcha: Son la cantidad de Jobs que se están ejecutando 
en  ese  momento  y  la  cantidad  de  Jobs  que  están  en  espera  para  poder  ser 
ejecutados.
• timeCarga:  Es  el  tiempo  de  intervalo  entre  la  creación  de  carga,  es  decir,  el 
intervalo entre el  que se ejecuta el  generador de carga.  Si  el  intervalo es muy 
grande, la lista de eventos crece y ralentiza la búsqueda y tratamiento de eventos,  
y si es muy pequeño se ha de ejecutar más veces el algoritmo que genera la carga.
Las funciones del simulador son:
• iniciaSimulacion: Es la función que prepara la simulación. Manda cargar el CPD 
con el estado inicial, inicializa las variables para la simulación y crea los eventos 
necesarios  para  la  simulación  y  para  la  arquitectura(la  creación  de  la  carga, 
ejecutar algoritmo de la variación de la capacidad del CPD, realizar datos sobre la  
media de núcleos libres, etc)
• simular: Es la función que contiene el motor de la simulación, es la que realiza lo  
explicado de forma completa en el apartado Simulador (Apartado 7)
• clearAll: Limpia las variables para dejarlas preparadas para una nueva simulación.
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• addEvento: Es una función que añade a la lista de Eventos un evento y lo añade en 
la posición ordenada por el tiempo.
Para  la  ordenación de Eventos,  utilizamos una estructura  en forma de Árbol,  que es 
mucho más eficiente para la búsqueda y para la inserción de elementos ordenados, pero 
que necesita crear un comparador, que consiste en declarar como menor en caso de que 
el  valor  del  tiempo del  evento  sea  menor,  y  para  el  resto  de  casos  (igual  o  mayor) 
considera al valor mayor.
 6.6 Generador de Carga
Éste módulo es el encargado de la creación de Eventos newJob, lo que significa que es el  
encargado de crear los Jobs simulados que se "ejecutarán" dentro del CPD. Esta carga se 
genera de forma sinusoidal a lo largo del día dependiendo de la hora, tal y como hemos 
visto que se comportan los CPD reales que tienen variación a lo largo del día. Para la  
definición de una carga sinusoidal es necesario establecer un valor medio y una variación 
que se vaya a producir. La clase de este módulo es:
    
Para obtener los valores sobre los que varía la carga, nos hemos basado en el tráfico que 
soporta un Punto Neutro Español(Espanix) [22], que no es ni el mismo tipo de CPD ni el 
tráfico es exactamente la carga, pero nos da una visión de por donde pueden ir los datos. 
Además, hay que tener en cuenta que cada CPD puede tener valores distintos.
  
Ilustración 38: Distribución de la Carga en un Punto Neutro
Nos basamos en que: 
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• El punto mínimo sobre el 35-40%. Nosotros tomamos el 40%
• El punto máximo tomamos 100%.
Lo que tenemos que el  valor  medio de la  carga estará en 70%, lo  que es  0.7,  y  la  
variación será de 0.3, lo que variara a lo largo del día de 40% a 100%, siendo 100% 1  
Job/Segundo sin tener en cuenta el multiplicador de carga.
Las variables son:
• proporcionFija:  Es el  valor medio de generación de carga del  CPD, es el  valor  
medio de Jobs por segundo que se generan de media en el CPD, sin tener en 
cuenta el multiplicador. El valor elegido después de comprobar varias fuentes es 
0.7,  que  sería  que  el  70% de  la  carga,  si  tomamos en  tanto  por  1.  Después 
mediante el multiplicador se puede aumentar la cantidad generada por segundo. 
• proporcionVariable: Es la variación que se producirá de la carga generada por la  
proporcionFija. El valor de este variable definirá la variación al ser multiplicada por  
un  patrón  sinusoidal,  lo  que hará  que la  variación  sea  positiva  por  encima de 
proporcionFija o la variación sea negativa. El valor tomado es de 0.3, que sería la 
variación que sufre el CPD. Este valor sería la variación que sufre en Jobs por 
segundo generado,  sin  tener  en cuenta el  multiplicador.  Por  lo  tanto con estos 
valores, la generación de Jobs variara desde 0.4(0.7 fijo + (-0.3) variable) a 1 que 
sería la carga completa (0.7 fijo + 0.3 variable).
• Multiplicador:  Este  multiplicador,  es  el  encargado  de  aumentar  o  disminuir  la 
cantidad de núcleos generados. Su función es multiplicar la cantidad de núcleos 
generados,  teniendo  en  cuenta,  que  los  valores  de  proporcionFija  y 
proporcionVariable en el estado de máxima generación será de 1 Job por segundo, 
por lo que esta variable nos permitirá multiplicar los Jobs generados por segundo, 
teniendo en cuenta que el  valor del  multiplicador,  será la cantidad de Jobs por 
segundo generados en el momento de máxima generación.
Esta clase solo tiene una función, que es la encargada de generar los nuevos eventos 
newJob:
• GeneraCarga: Esta función recibe el segundo de Inicio y segundo de Fin, y genera 
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los Jobs para ese rango de tiempo. Esta función teniendo en cuenta la probabilidad 
de ese momento, teniendo en cuenta la variación a lo largo del día. Para cada 
milisegundo y teniendo la probabilidad y dependiendo de un factor aleatorio, asigna 
un nuevo Job o no. Si se asigna un nuevo Job, teniendo en cuenta la distribución 
de probabilidades de las duraciones y teniendo en cuenta el factor aleatorio, se 
asigna la duración del Job. Esta duración es la duración de un Job en un núcleo 
que menos Rendimiento tiene, una vez se le asigne a un núcleo, la variación se 
reducirá  teniendo en cuenta  el  rendimiento  del  núcleo(es  proporcional,  a  doble 
rendimiento, mitad de duración).
 6.7 Logger
El  Logger  es  el  encargado  de  almacenar  la  información  sobre  cantidad  de  Jobs,  
consumos, duración y tiempos de espera. Esta clase almacena la información que sucede 
durante la simulación, para después poder acceder, ya sea mediante la visión de los datos 
desde el entorno de ventanas del simulador, o desde la extracción de los ficheros que 
realiza para cada día, donde podemos pasarlos a una hoja de cálculo y poder realizar  
nuestras gráficas o nuestros cálculos. La clases de este módulo son:
Las variables de esta clase son:
• logger y loggerArray: Contienen los mismos datos, pero una esta en forma de tabla 
y otra es una lista de strings preparados para la impresión en un fichero con los 
datos  de  la  simulación  a  lo  largo  de  un  día.  Una  posición  de  la  tabla  es  por 
ejecución del algoritmo de variación de la capacidad. Los datos que incluyen son:
◦ Energía Consumida: Es la energía consumida hasta ese momento del día en 
Wh.
◦ Energía Todo Encendido:  Es la energía que se hubiera consumido si  no se 
hubiera apagado ningún servidor.
◦ Tiempo de Espera: Es el tiempo medio de espera de los Jobs que se empiezan 
a ejecutar en el intervalo.
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◦ Encendidos: Es la cantidad de Núcleos que están encendidos
◦ Jobs en Marcha: Es la cantidad de Jobs que están en ejecución
◦ Jobs en Espera: Es la cantidad de Jobs que están en la cola de espera para 
ejecutarse cuando haya núcleos libres
◦ Diferencia de Núcleos: Resultado en diferencia de núcleos como resultado del 
algoritmo de variación de capacidad.
◦ Media de Núcleos sin utilizar: Media de núcleos libres durante el  intervalo(la 
media es de 10 muestreos a lo largo del intervalo)
◦ Número de Jobs por intervalo: Es la cantidad de Jobs que inician su ejecución 
durante el intervalo.
• LoggerDia  y  LoggerDiaArray:  Es  una  lista  y  un  array  que  almacenan  logger  y 
loggerArray respectivamente, resultante de cada día.
• ConsumoTodoEncendido: Es la Potencia que consume el coste fijo de los Armarios 
y Servidores si estuviera todo encendido, esta en W, después teniendo en cuenta 
el tiempo, podemos calcular la energía consumida.
• consumoVariableTodoEncendido: Es el consumo en Wh de la parte del consumo 
variable dependiendo del uso, que es en realidad el consumo de los núcleos(es la  
parte proporcional de la parte fija del servidor) cuando realizan/están realizando un 
Job. Es el consumo producido a lo largo del día, cada día se reinicia el contador.
• EnergíaConsumida:  Es  la  energía  consumida  en  Wh  de  los  Armarios  y  los 
Servidores a lo largo del día. Cada día se reinicia.
• Day: Es el día en el que se esta, empieza por el día 0 y va aumentando conforme 
finalizan los días.
• DuracionTotalJobs:  Es  la  suma  de  la  duración  de  todos  los  Jobs,  para  poder 
dividirlo por el número de Jobs y obtener la duración media.
• JobsTotales:  Es  la  cantidad  de  Jobs  que  han  iniciado  la  ejecución  en  el  CPD 
durante todo el tiempo de la simulación hasta el momento.
• TiempoEsperaTotal: Es el tiempo de espera de todos los Jobs, mediante el cual  
una vez dividido entre el total de Jobs, obtenemos la espera media por Job.
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• NumberJobsPeriodo: Es la cantidad de Jobs que han iniciado la ejecución en el 
periodo.
• TiempoEsperaPeriodo:  Es  el  tiempo  de  espera  de  todos  los  Jobs  que  se  han 
iniciado en el periodo, que una vez dividido entre el número de Jobs iniciados en el  
periodo podemos obtener la espera media de los Jobs en el periodo.
 6.8 Globals
Es una clase donde se almacenan variables de la configuración que no son específicas de 
un módulo, por lo que lo ponemos en un módulo general para toda la simulación. La clase 
de este módulo es:
Las variables que contiene esta clase son:
• consumoBoot: Es la relación entre el consumo que se produce durante el proceso 
de Boot frente al consumo en estado de espera. Este factor, nos permite calcular el 
consumo que se produce por el proceso de encendido y apagado. Como se ha 
visto en apartados anteriores, el valor es 1.8.
• duracionSimulacion: Es los segundos de duración de la simulación.
• TiempoActualizarEstado: Es el tiempo del intervalo de ejecución del algoritmo de 
variación de capacidad.
• LongVectorHistorico: Es la longitud del vector del Histórico, que es la cantidad de 
veces que se ejecuta en un día el algoritmo de variación de capacidad.
• Margen: Es el margen en tanto por 1 de núcleos que se deben dejar como margen 
con respecto los núcleos totales.
• MultiplicadorAntiDefragActivo: Indica si para calcular la prioridad se tiene en cuenta 
el multiplicador AntiDefragmentación.
• prioridadCosteMarginal, prioridadMultiplicadoAntiDefrag y prioridadRendimiento: Es 
el peso de 0 a 1, de cada uno de los tres apartados de la prioridad. En nuestro 
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Globals
caso no afecta, ya que todos los factores se multiplican o dividen, lo que significa 
que modificar  estos valores,  lo  único que hacen es poner  una constante en la 
prioridad.
• ServidoresEncendidosInicio: Es la cantidad de núcleos (mínimos) que establecen 
como encendidos en el inicio de la simulación(en el estado inicial). 
• probJob1h,  probJob2h,  probJob4h,  probJob8h,  probJob16h,  probJob24h:  Es  la 
probabilidad de la duración de los Jobs para cada tipo de duración, de 1 hora a 24 
horas.
 6.9 Clases de la Interfaz Gráfica
Pese a no ser parte del Simulador como tal, para realizar el entorno de ventanas, son  
necesarias una serie de Clases que nos ofrecen los datos y gráficas para entender y 
poder observar mejor los resultados.
 6.9.1 CGraficas
Esta clase es un Controlador que genera las gráficas que se muestran la ventana de 
resultados de la simulación. Este controlador nos permite desvincular la capa de Vista del 
resto y nos permite concentrar la creación de los diferentes tipos de gráficas, pero que al  
tener sus similitudes era recomendable crear un controlador solo para ese fin.
 6.9.2 CView
Es el controlador que nos permite separar la capa de Vistas del resto. Es útil, porque 
cualquier variación, en cualquiera de las partes, como mucho nos obligará a cambiar el 
Controlador y no tener que ir modificando un grupo de clases por cada cambio que se 
pueda producir.
Este controlador nos ofrece una vía de comunicación desde el entorno de ventanas con el 
simulador, ya sea para asignar la configuración que se vaya seleccionando, como para 
obtener el estado de la simulación y sus resultados.
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 6.9.3 MainFrame
Es la ventana del Simulador. Dentro de esta ventana se irán modificando dependiendo del 
proceso  en  el  que  nos  encontremos  de  la  simulación(principal,  ayuda,  configurar,  
simulando, resultados) un panel diferente ya sea para mostrar información o para permitir 
cambiar la configuración de la simulación o comenzarla.
Esta pantalla esta dividida en una barra de herramientas superior, donde nos ofrece un 
acceso rápido a la configuración y al menú principal, como a las pantallas de ayuda e  
información y un panel que variará dependiendo del estado en el que nos encontremos.
 6.9.4 AboutPanel, AyudaPanel y ImagenPanel
Son tres paneles que no tienen que ver con la simulación. AyudaPanel junto con Imagen 
panel, nos va mostrando que significa cada apartado del entorno de ventanas que nos 
podemos encontrar. AboutPanel, es un panel donde muestra una pequeña información del 
proyecto.
 6.9.5 MainPanel
Es el panel de la pantalla principal, nos permite el acceso a una nueva Simulación, o a los 
apartados de ayuda e información, o salir del Simulador.
 6.9.6 ConfigurationPanel
Es  el  panel  que  nos  permite  modificar  la  configuración  de  la  simulación  para  poder 
adaptarla  a  diferentes  situaciones,  para  después  realizar  la  simulación  con  esa 
configuración.
 6.9.7 SimulationPanel
Es el panel que nos muestra información de como se encuentra la simulación mientras 
esta  se  está  realizando.  Nos muestra  tanto  el  tanto  por  ciento  de la  evolución  de la 
simulación, como los días y el tiempo ejecutado, el tiempo aproximado restante para que  
se finalice la simulación restante y la configuración actual con la que se está realizando la 
simulación.
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 6.9.8 ResultsPanel
Este panel es el que nos muestra los resultados una vez finalizada la simulación. Nos 
muestra consumos(diarios o totales), tiempos medios, cantidad de Jobs, etc. pero también 
nos  muestra  información  en  forma  de  gráfica,  desde  la  cual  podemos  observar  la 
evolución de consumos, carga, tiempos de espera, comportamiento de la arquitectura, ya 
sea de un día o de la simulación completa.
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 7 Simulador
Para poder comprobar el funcionamiento y las mejoras que supone la nueva arquitectura  
diseñada, es indispensable probarla en un entorno que no sea un CPD real, sino en una 
simulación. Para la ejecución y la comprobación se ha creado un simulador de un CPD 
que nos permite adaptar la arquitectura creada y sus funciones.
El  simulador  ha  sido  creado  en  el  lenguaje  de  programación  Java  y  se  basa  en 
reemplazar  el  gestor  central  de  un CPD por  el  simulador,  que hará  las funciones de 
gestor. Será el encargado de:
• Simular la llegada de nuevos Jobs y la finalización de estos:
• Ejecutar las funciones necesarias de la arquitectura: Como hacer muestreos de los 
servidores libres y ejecutar el algoritmo de Gestión de la Capacidad.
• Indicar al Controlador del CPD los cambios de estado del CPD que ha de realizar:  
Nuevos Jobs, Finalizar Jobs, Encender Servidores, Apagar Servidores, etc.
Para  la  Simulación  era  necesario  un  Paradigma  de  Simulación  Discreta,  ya  que  los 
elementos que estamos simulando son elementos Discretos, en concreto la elegida y la 
más eficiente en este caso es la Simulación de Eventos Discretos [20], que contiene los 
siguientes elementos:
• Reloj: Es el reloj de la simulación, que irá avanzando conforme vayan sucediendo 
los eventos y su tiempo de ejecución.
• Evento: Consiste en la ejecución de un Suceso dentro del entorno de la Simulación 
y tiene un tiempo de ejecución. Los eventos pueden ser: Nuevo Job, Finalizar Job,  
Ejecutar Algoritmo de Gestión de Capacidad, etc.
• Lista  de  Eventos  ordenados  por  el  tiempo  de  Ejecución:  Contiene  todos  los 
elementos  que  estén  pendientes  de  ejecución  ordenados  por  su  tiempo  de 
ejecución.
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El algoritmo de ejecución de la Simulación de Eventos Discretos consiste en:
 
Ilustración 39: Motor de Simulación Discreta por Eventos
Los eventos que se ejecutan en el Simulador son:
• ActualizaEstado: Es la ejecución del algoritmo principal de la arquitectura, que es el 
algoritmo  que  indica  cual  ha  de  ser  la  variación  de  la  Capacidad  del  CPD en 
número de núcleos y que se ejecuta cada Intervalo.
• NewJob: Es el evento que indica la llegada de un nuevo Job que se debe ejecutar. 
Lo que se hace es se avisa al Gestor de Recursos, que le asigna un Núcleo y 
retorna el tiempo de finalización dependiendo de la eficiencia y características de 
duración del Job.
• EndJob: Indica que se ha finalizado la ejecución de un Job, lo cual se informa al 
Gestor de Recursos. En el caso de que hubiera Jobs en la cola de Jobs que están 
en espera para ejecutarse, manda la ejecución del primer Job. 
79
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Lista de Eventos
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del evento tratado
• JobAEspera: Cuando se ejecuta un evento NewJob y no hay núcleos disponibles el  
evento pasa a llamarse JobAEspera, que almacena el tiempo en el que se debería 
de empezar a ejecutarse para saber el tiempo de espera cuando se comience a 
ejecutar.  Se añade a la Cola de Jobs en Espera hasta que se pasa a ejecutar 
cuando haya algún núcleo libre.
• EnciendeServidor:  Se  produce  cuando  un  servidor  finaliza  el  proceso  de 
encendido, se le comunica al Gestor de Recursos y pasa a estar disponible para 
poder ejecutar nuevos Jobs. Si existen disponibles en la Cola de Espera, se pasan 
a ejecutar en los disponibles del servidor recién encendido.
• FinApagadoServidor: Se produce cuando un servidor a finalizado su proceso de 
apagado y pasa a estar disponible para ser encendido.
• FinApagadoArmario:  Se produce cuando un armario a finalizado su proceso de 
apagado y pasan sus servidores a estar disponibles para ser encendidos.
• MediaSinUsar: Es para realizar un muestreo de la cantidad de núcleos libres en 
diferentes momentos durante el intervalo de ejecución del algoritmo que varía la 
capacidad, para tener un valor medio más exacto durante el intervalo.
• CreaCarga: Se ejecuta para crear los eventos que simulan la llegada de nuevos 
Jobs, durante un tiempo determinado. Esté algoritmo se irá ejecutando en periodos 
cortos de tiempo, para evitar que la lista de Eventos sea grande y perjudique a la  
eficiencia de la simulación.
Hay Eventos  que tienen un intervalo de ejecución  definida por  la  configuración de la  
simulación,  como  es  ActualizaEstado,  MediaSinUsar  y  CreaCarga,  que  se  ejecutan 
periódicamente durante toda la simulación, en cambio NewJob, EndJob, JobAEspera y  
Enciende servidor, son eventos que se pueden producir en cualquier momento, pese a 
saber el tiempo de ejecución conocido en algunos tipos de Eventos, todos los Eventos 
son tratados independientemente según estén ordenados en la lista de Eventos.
Para mejorar la usabilidad del Simulador, se ha realizado un entorno de ventanas que nos 
permite configurar fácilmente los valores con los que se realizarán la simulación, ya sean 
valores específicos de la arquitectura como valores de configuración de la simulación. Los 
valores que son modificables son los siguientes:
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Ilustración 40: Pantalla de Configuración en el Simulador
• Configuración de la Simulación:
◦ Duración: Se indica la duración en días completos.
• Configuración de la Arquitectura:
◦ Multiplicador de Carga: Indica la cantidad de Jobs por segundo que se inician 
en el momento de máxima carga.
◦ Margen: Es la cantidad de servidores medidos en tanto por cien, que se dejan 
encendidos como margen para posibles variaciones de la carga.
◦ Intervalo  Variación  Capacidad:  Es el  intervalo  entre  el  que se  producen las 
ejecuciones del  algoritmo que modifica  la  cantidad de servidores  que están 
encendidos dentro del CPD (algoritmo de Gestión de Capacidad)
◦ Número de Observaciones del Histórico: Es la cantidad de Observaciones del 
Histórico para realizar la media y obtener la evolución del Histórico.
◦ Histórico Activo:  Activa o  desactiva  la  observación del  Histórico  para que el 
Algoritmo de variación de la Capacidad tenga en cuenta la evolución del día 
anterior.
◦ Prioridad:  Permite  modificar  los  factores  en  la  multiplicación  de  los 
factores(pese a que la configuración actual de la prioridad no afecta) y permite 
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desactivar el Multiplicador AntiDefragmentación, que prioriza los servidores más 
ocupados y servidores con mayor número de núcleos.
◦ Distribución de la  duración de los Jobs:  Permite  modificar  la  distribución en 
tanto por cien, de las duraciones de los Jobs simulados dentro del CPD.
El  entorno  de  ventanas  del  simulador  nos  permite  observar  los  resultados  de  la 
simulación, para poder evaluar los datos de la simulación. La pantalla de resultados es la  
siguiente:
Ilustración 41: Pantalla de Resultados en el Simulador
Los resultados disponibles son:
• Consumo: Muestra el consumo, ya sea del día mostrado o el consumo completo, 
ya sea el consumo realizado durante la simulación o el consumo si no se hubiera 
apagado ningún servidor.
• Duración, Espera Media y cantidad de Jobs recibidos: Muestra la duración media 
de los Jobs, la espera media, desde la llegada del Job hasta la ejecución, y la 
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cantidad de Jobs que han iniciado la ejecución en el CPD.
• Gráficas: Muestra diferentes gráficas que nos permiten observar la evolución de la  
simulación, ya sea de un día especifico o de la simulación completa. Estas gráficas 
nos permiten observar diferentes características, ya sea de consumo, utilización del 
CPD, o comportamiento de la arquitectura. 
• Copiar datos a portapapeles para analizarlos en el exterior: Nos permite extraer los 
datos  más  relevantes  de  la  simulación  para  poder  extraerlos  y  analizarlos 
fácilmente en una aplicación exterior.
Todas  las  funciones  del  entorno  de  ventanas  están  mejor  explicadas  en  el  Anexo,  y  
también en el apartado de ayuda del entorno de ventanas.
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 8 Resultados de la Arquitectura
Una vez finalizada la implementación de la arquitectura y del simulador, es el momento de 
realizar las pruebas que nos permitan obtener la mejor configuración del CPD, la que nos  
permita  ahorrar  más  energía,  teniendo  en  cuenta  en  que  ocasiones  puede  ser  más 
eficiente  ahorrar  un  mínimo  consumo  perjudicando  levemente  la  calidad  de  servicio 
ofrecida,  o  cuando  es  mejor  ahorrar  gran  cantidad  de  consumo,  pero  perjudicar 
seriamente la Calidad de Servicio.
 8.1 Como se realizan las ejecuciones
El método para la realización de las pruebas consistirá en repetir la siguiente iteración 
para cada variable que se pueda configurar de la arquitectura:
• Realizar  diferentes  muestreos  de  la  variable  que  se  está  configurando  en  ese 
momento
• Analizar los resultados y como evoluciona el consumo y la Calidad de Servicio, o 
los datos que se consideren destacables para esa variable.
• Si  se  observa  que  las  configuraciones  realizadas  no  son  suficientes  y  que  la 
evolución  de  los  resultados  anteriores  necesitan  muestreos  con  otras 
configuraciones, realizarlos y volver al paso anterior.
• Una vez fijado la configuración o las configuraciones óptimas, mantenerlas para la 
obtención de las siguientes variables que faltan por  configurar.  Si  son elegidas 
varias configuraciones óptimas, se realizarán muestreos en las configuraciones de 
las variables por configurar restantes de todas las configuraciones óptimas.
Para realizar los muestreos y obtener unos datos válidos que nos permitan obtener la 
configuración óptima, se realizaran 10 simulaciones por cada configuración que se desea 
analizar.  He  seleccionado  10  muestreos  teniendo  en  cuenta  que  el  número  sea 
suficientemente grande para que el resultado obtenido sea un resultado más realista y 
acorde con el valor medio que sería el correcto, y no se han realizado más de 10, porque, 
aunque  cuanto  mayor  sean  la  cantidad  de  pruebas  realizadas,  más  “real”  será  el 
resultado, pero la variación que pueda suponer con la realización de 10 muestreos no es 
muy grande y nos permite observar la evolución, pese a que en algunos casos se pueda 
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observar una pequeña variación en cuanto a la tendencia. La configuración básica que no 
depende de la arquitectura será la siguiente:
• La duración de la simulación será de 28 días, que es un valor suficientemente 
grande para que las pequeñas variaciones no afecten. Son 4 semanas, lo que nos 
permite hace cálculos por semanas. Cuanto mayor sea el valor más exacto será el  
resultado de la simulación, pero 28 días son suficientes para obtener un resultado 
correcto.
• Distribución de la duración de los Jobs. Al no obtenerse fuentes que nos muestren 
como puede ser la distribución de la duración de los Jobs dentro de un CPD de 
este tipo, hemos tomado la evolución que sigue la duración de los Jobs en un 
Servidor  Web,  pero  extrapolandolo  a  Jobs  más  largos(de  hasta  24  horas).  La 
duración de los Jobs en un Servidor Web sigue la siguiente evolución [21]:
Ilustración 42: Distribución de la duración de Jobs en un Servidor Web
Donde PDF(Probability Density Functions) es la probabilidad, y CDF (Cummulative 
Distribution Functions) es la probabilidad acumulada. Esta es la probabilidad de un 
Servidor  Web,  pero  los  servidores  de  shell  y  de  e-mail  siguen  distribuciones 
similares  [21](cada  una  con  duraciones  diferentes),  por  eso  tomaremos  esta 
distribución como válida.
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• Se ha establecido una distribución exponencial inversa de la duración, donde es 
más probable los Jobs cortos que los largos, y cada vez menos probable cuanto 
mayor  sea  la  duración,  hemos  establecido  una  duración  mínima  de  1  hora  y 
máxima de 24 horas, pero es posible de existencia de Jobs más cortos y más 
largos(en muy pequeña proporción), pero esta distribución nos sirve para probar el 
funcionamiento correcto en el simulador, ya que utilizamos una distribución similar.  
Los datos que usaremos para las simulaciones son los siguientes:
Ilustración 43: Distribución de la 
Duración de los Jobs
La Distribución de forma gráfica es la siguiente:
Ilustración 44: Distribución sobre la duración de los Jobs en una Gráfica
Como se ve la distribución es bastante similar a las de un servidor Web pero con la 
duración mínima de 1 hora y la máxima de 24 horas,  podrían existir  de mayor 
duración pero la probabilidad sería muy pequeña como para representarlo.  Hay 
que tener  en  cuenta  que esta  distribución  y  este  tipo  de Jobs ya  nos permite 
obtener una simulación realista de un CPD que tenga una distribución similar a la  
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 8.2 Características del CPD de pruebas
Para realizar  la  Simulación era necesario  crear  un CPD que nos mostrara resultados 
equivalentes a los que encontraríamos en un CPD real.  Para conseguir  este objetivo, 
hemos creado un CPD de gran tamaño, de 5000 servidores (se toma 5000 servidores 
como CPD grande [15]), que cuenta con gran variedad de servidores y tanto los datos de 
consumo como los de rendimiento han sido obtenidos de servidores reales.
Las características del CPD son las siguientes:
• Tamaño: El CPD se ha escogido una cantidad de servidores equivalente a un CPD 
de gran tamaño,  exactamente 5000 servidores  (se toma 5000 servidores como 
CPD  grande  [15]).  La  elección  de  utilizar  un  CPD  con  una  gran  cantidad  de 
servidores  se  debe  a  que,  cuanto  mayor  sea  el  CPD,  la  diferencia  entre  los 
resultados será mayor y nos mostrará de mejor manera las diferencias, y cual es la 
mejor configuración.
• Variedad  de  Servidores:  La  gran  variedad  de  tipos  de  servidores  nos  permite 
obtener resultados donde los tipos de servidores que se estén utilizando no afecte, 
y nos permita  obtener una solución más general.  Además,  la  gran variedad de 
servidores permitirá la compaginación de servidores que tengan más prioridad en 
el  rendimiento  y  otros  que  estén  más  enfocados  en  el  consumo,  lo  que  nos 
permitirá obtener un equilibrio en el CPD.
• Tipo de servidores: Los servidores utilizados serán de diferentes tipos. Existirán los 
servidores  con  chasis  Rack,  en  el  que  son  servidores  independientes  que  se 
colocan en un armario  con chasis  Rack,  pero también contiene servidores tipo 
Blade, que son servidores que se colocan en un chasis Blade(que puede estar 
colocado dentro de un chasis  Rack),  los cuales pueden disponer  de fuente de 
alimentación, almacenamiento, infraestructura de red y refrigeración compartida, lo 
que permite reducir elementos redundantes en servidores ahorrando en consumo, 
pero teniendo en cuenta que el chasis del Blade tiene un consumo si se encuentra  
encendido.
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 8.3 Resultados de las Pruebas
Para la selección de la configuración ideal, se irán escogiendo las variables que menos 
dependen del resto, hasta llegar a las que necesitan que otras variables ya estén fijadas 
en  el  valor  más  óptimo,  por  lo  tanto  el  orden  de  búsqueda  de  las  variables  en  su 
configuración óptima es la siguiente:
• Multiplicador  de  Carga:  Es  lo  que  nos  permite  configurar  la  cantidad  de  Jobs 
generados para la ejecución en el  CPD. Este valor será ajustados con el valor 
máximo posible sin que llegue a saturar el CPD, es decir, que en los momentos de 
mayor carga no se produzca espera en los Jobs en el momento en el que todos los 
servidores están encendidos.
• Intervalo de la ejecución del algoritmo de Gestión de la Capacidad, y el Margen: 
Permite obtener el valor óptimo del tiempo en el que se debe variar la Capacidad 
que está disponible en el CPD, que consiste en la cantidad de servidores que están 
encendidos. Por lo tanto, esta variable define el intervalo en el que se decide la  
cantidad de servidores que se apagarán o se encenderán. Para cada valor del 
intervalo se realizarán muestreos para diferentes valores del Margen, que consiste 
en la cantidad de Núcleos que se dejan disponibles por una posible variación de la  
carga no esperada durante el Intervalo de actualización de la Capacidad del CPD,  
ya que para cada Intervalo, la variación puede ser mayor o menor, como se verá en 
los resultados.
• Observaciones del Histórico: Es la cantidad de observaciones que se realiza en el 
histórico para observar la variación. La selección e esta variable se comprobara 
para  distintos  valores  desde  1,  hasta  que  se  vea  la  evolución,  y  también  se 
realizarán pruebas con el histórico desactivado para ver: si produce ventajas, cómo 
son de importantes y si perjudica.
• Prioridad: Como todas las variables están unidas multiplicadas o divididas, aplicar 
un factor diferente al peso de una variable, lo único que provoca es añadir una 
constante a la prioridad de todos los servidores. Lo único que podemos variar es 
desactivar partes de la Prioridad como el Multiplicador AntiDefragmentación, que 
nos permitirá observar cuanto ahorramos y si perjudica a la Calidad de Servicio 
ofrecida.
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 8.3.1 Selección de la Carga
El Multiplicador nos permite configurar la cantidad de Jobs generados para la ejecución en 
el CPD. Este valor será seleccionado con el valor máximo posible sin que llegue a saturar 
el CPD, es decir, que en los momentos de mayor carga no se produzca espera en los 
Jobs en el momento en el que todos los servidores están encendidos. Para saber cuando 
satura el  CPD, se observa claramente cuando el  tiempo de espera aumenta en gran 
cantidad con una pequeña variación del multiplicador, que es cuando pasa de ser lineal a  
ser exponencial.
Las razones por la que buscamos el Multiplicador de Carga máximo y que no sature son 
las siguientes:
• Si satura, los resultados de las pruebas tienen en cuenta la espera que se produce 
cuando los Jobs están esperando en el proceso en el que el CPD esta completo, 
por lo que no es una espera producida por la arquitectura diseñada, es debido a 
que el CPD esta en el máximo de su capacidad.
• La máxima carga posible nos permite observar mejor las diferencias en el consumo 
y en la espera, ya que estamos maximizando el uso del CPD y no un pequeño 
subconjunto de servidores, lo que nos da una visión más real y a mayor escala del 
comportamiento de la arquitectura.
Las pruebas realizadas para la selección del Multiplicador de carga del CPD que se han 
realizado, tomando unidad a unidad, hasta el momento en el que se ha saturado, y a 
continuación realizar  un  análisis  más exhaustivo  de la  zona en la  que se produce la 
saturación. Los resultados de los análisis que se han realizado son los siguientes:
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Como se observa claramente en esta gráfica, el punto de saturación se produce entre los  
valores del Multiplicador de carga 7 y 8, para realizar una observación gráfica más sencilla 
vamos a observar detalladamente la zona en la que se produce la saturación:
En  la  observación  gráfica  se  observa  que  se  produce  saturación  en  el  valor  del  
Multiplicador  de  carga  7,5.  La  observación  de  los  datos  de  la  zona  afectada  es  la  
siguiente:
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Ilustración 45: Gráfica sobre la elección del Multiplicador
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Ilustración 46: Gráfica ampliada sobre la elección del Multiplicador
Ilustración 47: Tabla con los resultados del  
multiplicador
Como se observa, satura ya en 7,5 ya que el tiempo de espera aumenta en exceso con 
muy poca variación, lo que indica que satura en el momento de mayor carga del CPD, ya  
que entre 7,2 y 7,4 la variación del tiempo de espera es de 0,03, pero el paso a 7,5 la 
diferencia es de 0,36, lo que nos está indicando que ya satura en 7,5, por lo que haremos 
las pruebas con el  valor que no sature el  CPD, que es 7,4.  Para confirmar que está 
saturando el  CPD en los valores de 7,5 vamos a observar  las gráficas que ofrece el  
simulador de los Jobs en espera que hay a lo largo de un día de simulación.
Los resultados con el multiplicador de carga con valor 7,4 es el siguiente:
Como se observa, a lo largo del tiempo, se llegan a generar colas de Jobs, pero en ningún 
momento se producen colas continuas en lo momento de mayor carga.
Los resultados con el multiplicador de carga con valor 7,5 es el siguiente:
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Ilustración 48: Gráfica de la cantidad de Jobs en espera con el Multiplicador a 7.4
Multiplicador Espera Media (s) Consumo Job(Wh)
7,2 7,49 46,3
7,4 7,52 46,84
7,5 7,88 47,11
7,6 16,55 47,25
Como se observa, en el momento de mayor carga, que se encuentra entre el minuto 1140 
y 1200 del día, se crea una cola continua que no se llega a vaciar como sucede en otros  
momentos del día, esto es debido a la falta de servidores disponibles para ejecutar los  
Jobs en esos momentos.  Por  lo  que se ve claramente que con 7.5 llega en algunos  
momentos a saturar, pese a que la cantidad de Jobs no asciende en gran cantidad, pero 
está saturado, lo que nos obliga a que el valor utilizado sea 7.4.
En la siguiente gráfica con multiplicador  7.4,  se ve que no satura en el  momento de  
máxima carga:
Ilustración 50: Gráfica de la ocupación del CPD con el Multiplicador a 7.4
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Ilustración 49: Gráfica de la cantidad de Jobs en espera con el Multiplicador a 7.5
Los resultados con el multiplicador a 7.5 son:
Ilustración 51: Gráfica de la ocupación con el Multiplicador a 7.5
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 8.3.2 Intervalo de actualización de la Capacidad del CPD y Margen
Este intervalo, es el tiempo que se produce entre ejecuciones del algoritmo que recalcula 
la capacidad que debe tener el CPD y es el que dice cual es la cantidad de servidores que 
se han de apagar y encender a lo largo del tiempo. Este algoritmo tiene en cuenta la 
configuración  del  Margen  (que  son  la  cantidad  de  servidores  que  se  mantienen 
encendidos como extra), la diferencia entre los valores del histórico, así como el estado 
actual del CPD, núcleos libres y Jobs que están en la cola de espera para ejecutarse.
Para la obtención del intervalo y del margen idóneos, se han de realizar pruebas con 
diferentes  valores  del  Intervalo  y  con diferentes  configuraciones del  margen,  una vez 
realizadas las pruebas,   escogeremos uno o varios valores teniendo en cuenta como 
afecta a la calidad de servicio y el consumo producido.
Para la elección del intervalo, hay que tener en cuenta que los segundos del intervalo han 
de ser  divisores  de la  cantidad total  de  segundos del  día,  ya  que todos los  días  se  
realizarán los muestreos en los mismos tiempos, para así poder comparar la carga del día 
anterior y extrapolarla al mismo momento del día actual. Las elecciones de los Intervalos 
que vamos a analizar se dividirán en dos conjuntos, los que tienen un intervalo de tiempo 
grande  y  los  que  lo  tienen  medio-pequeño,  tomando  como  medida  media  160-180 
segundos,  que  es  el  tiempo máximo  que  tarda  en  encenderse  o  apagarse  cualquier 
servidor o blade.
La selección de intervalos va evolucionando con respecto a los resultados que vamos 
obteniendo, empezaremos con el primer valor divisible por los segundos del día que sea 
mayor que 160, que es el tiempo de encendido máximo de los servidores o blade, que es 
180 segundos.
Las pruebas realizadas con valores superiores con respecto a 180 segundos son, 300,  
450, 900, 1800 y 3600 segundos, no se han elegido valores mayores porque se aprecia 
claramente la evolución.
Para ver los resultados de estos valores y compararlos, vamos a analizar el  consumo 
producido con cada variación del margen y el tiempo de espera medio que se produce por 
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Job.  Cuanto  menor  sea el  consumo significa  que  estamos más  cerca  del  objetivo,  y 
cuanto menor sea el tiempo de espera, menos está perjudicando a la calidad de servicio 
ofrecida.
Los resultados del  consumo por  Job en Wh para los valores superiores o iguales de  
intervalo a 180, es la siguiente:
Ilustración 52: Gráfica sobre el consumo con los Intervalos mayores de 180
La conclusión más clara que podemos obtener de la Gráfica sobre el consumo con los 
Intervalos mayores de 180 es, cuanto mayor es el intervalo más consumo se aprecia, se 
ve claramente en los valores superiores a 450 segundos. Una ampliación que nos permite 
ver los valores del consumo por Job de los intervalos 180, 300 y 450:
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Ilustración 53: Gráfica sobre el consumo con los Intervalos mayores de 180 (ampliando los  
comprendidos entre 180-450)
En esta gráfica se observa, que cuanto menor es el Intervalo, menor es el consumo, por lo 
que nos sirve para descartar en términos de consumo, los valores del intervalo que son 
mayores a 180 segundos. La razón por la que sucede principalmente es por el apagado 
de  servidores,  ya  que  pese  a  que  un  servidor  este  libre  y  este  disponible  para  ser 
apagado, se espera como máximo el intervalo para apagarse, en cambio, si el intervalo es 
menor, el tiempo de espera para apagar el servidor es menor, por lo que el consumo es 
menor.
En el momento de analizar la calidad de servicio, se observa el tiempo de espera que se  
producide cuando los Jobs que llegan al CPD para ejecutarse no disponen de núcleos 
libres en los que ejecutarse, y deben esperar a que se quede un núcleo libre, lo que 
llamaremos Tiempo de Espera medio. Los resultados son los siguientes:
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Ilustración 54: Gráfica con el Tiempo de Espera de los Intervalos mayores de 180
La conclusión que podemos sacar es que, como pasa con el consumo, cuanto mayor es 
el intervalo, mayor es el tiempo de espera. En los intervalos más pequeños la diferencia 
es mucho menor, por lo que vamos a ver los resultados de los intervalos de 180, 300 y  
450 segundos ampliados:
Ilustración 55: Gráfica con el Tiempo de Espera de los Intervalos mayores de 180 (ampliando 
intervalos comprendidos entre 180-450)
Los resultados muestran que en todo momento el tiempo medio de espera es menor en el  
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intervalo de 180 segundos. Esto es debido, a que cuando los intervalos son mayores, el 
aumento de la carga, pese a que la arquitectura tiene en cuenta el histórico y el margen,  
si se supera, se genera una cola de Jobs en espera para ejecutarse, y en el caso de que 
cuanto mayor sea el intervalo, más tiempo es posible que este esperando un Job.
Por los resultados de las pruebas, descartamos los Intervalos mayores de 180, ya que en 
todo momento los resultados son mejores en este intervalo, ya sea en consumo, como en 
la calidad de servicio ofrecida.
Una vez descartados los intervalos mayores que 180 segundos, vamos a realizar pruebas 
con intervalos menores de 180, compararlo con éste y observar cual  o cuales de las 
configuraciones podrían ser validas o idóneas.
Los intervalos analizados menores que 180 segundos, son: 160, 144, 135, 120, 100, 80,  
60. La elección era buscar los valores menores mientras fueran mejorando los resultados 
o no fueran mucho peores que los anteriores. La gráfica con los resultados producidos de 
consumo por Job:
Ilustración 56: Gráfica con el Consumo de los Intervalos menores de 180
De esta gráfica se puede destacar:
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• Los valores 80 y 60, tienen peores resultados sobre el consumo que el resto, lo que 
hace descartar analizar un caso en el que el intervalo sea menor.
• El  único  valor  que destaca  es  el  valor  de  menos  consumo,  que  es  cuando el  
Intervalo es 0 y el margen es 180.
• El resto de valores no queda claro cual es la configuración ideal, ya que tienen 
resultados en los que no destaca ninguno.
El resultado del tiempo medio de espera de los Jobs es el siguiente:
Ilustración 57: Gráfica con el Tiempo de Espera de los Intervalos menores de 180
Los  resultados  de  esta  gráfica  muestran,  que  cuanto  mayor  es  el  intervalo  a  mismo 
margen siempre es mayor el tiempo de espera.
Teniendo en cuenta que en el  ámbito del  consumo, cuanto menor es el  intervalo con 
valores menores de 100 segundos, mayor es el consumo. Se debe a que si se actualiza 
cada menos tiempo los servidores disponibles y se encienden hasta el margen, siempre 
tendremos  un  número  de  servidores  encendidos  mayor,  y  si  se  producen  pequeñas 
ráfagas de Jobs, teniendo en cuenta una evolución de Jobs normal y el margen que debe 
de estar disponible, se encienden un número mayor de servidores para atender la ráfaga, 
lo que provoca que cuanto menor es el intervalo más afectan las posibles variaciones y se 
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encienden servidores de más. Esto se ve claramente cuando no se dispone de margen, 
donde se observa que cuanto mayor es el intervalo menos se consume, ya que si se 
produce el aumento de carga no se actualiza hasta la siguiente ejecución del algoritmo, 
pero se perjudica la Calidad de Servicio (tiempo de espera).
Viendo los resultados que hemos obtenido no tenemos una solución “ideal”, por lo que 
vamos a  elegir  3  configuraciones:  la  que consuma menor  energía,  la  que tenga una 
espera aceptable que afecte poco a la calidad de servicio y una configuración que tenga 
un tiempo de espera pequeño y razonable.
Para  la  elección  de  la  configuración  de  menor  consumo,  se  descartan  los  intervalos 
menores de 100 que tienen mayor consumo que los que van de 100 a 180, y también se  
descartan los valores mayores de 180, que como se ha visto también tienen un consumo 
mayor en todos los puntos que 180. Los resultados de consumo de las tabla de Consumo 
por Job, de los intervalos comprendidos entre 100 y 180, los resultados son Wh/Job:
Ilustración 58: Tabla sobre el consumo, para la selección de la configuración de menor consumo
La configuración que menos consumo tiene es el marcado en verde, concretamente el 
Intervalo 180 segundos y el Margen 0%, cuyo valor es de 46,8256 Wh/Job, con el tiempo 
de espera de 7,498 segundos.
Para seleccionar una configuración intermedia, buscamos una configuración equilibrada, 
que tenga una espera aceptable y dentro de las configuraciones que tengan una espera 
aceptable,  elegir  la  que  menos  consumo  tenga.  Vamos  a  descartar  todas  las 
configuraciones que supongan un tiempo de espera medio superior a los 3 segundos, lo  
que podemos considerar un tiempo de espera aceptable. Las configuraciones resultantes 
100
Margen(%) <> Intervalo(s) 100 120 135 144 160 180 Mínimo
0 46,857843 46,867834 46,850574 46,859875 46,861155 46,825644 46,825644
0,1 46,842632 46,841053 46,846000 46,850079 46,856762 46,829892 46,829892
0,2 46,843845 46,864839 46,846247 46,850012 46,866040 46,840225 46,840225
0,3 46,844597 46,869080 46,843111 46,847492 46,865090 46,862569 46,843111
0,4 46,857494 46,870995 46,851665 46,856113 46,853615 46,865823 46,851665
0,5 46,872508 46,863098 46,860355 46,882722 46,869736 46,878252 46,860355
0,6 46,880924 46,887039 46,888377 46,896292 46,894079 46,893289 46,880924
0,7 46,908247 46,897651 46,902064 46,886845 46,906666 46,900765 46,886845
0,8 46,930009 46,918540 46,923827 46,934519 46,915558 46,917536 46,915558
0,9 46,953840 46,946330 46,939443 46,942012 46,933161 46,929070 46,929070
1 46,963079 46,957100 46,967845 46,950162 46,965221 46,952157 46,950162
1,1 46,983774 46,971483 46,979756 46,978968 46,971017 46,975512 46,971017
1,2 47,008091 47,020365 47,002477 46,986777 46,977778 46,998841 46,977778
serán las siguientes:
Ilustración 59: Tabla con el Tiempo de Espera, en la selección de la configuración Equilibrada
Los  configuraciones  en  naranja  son las  que  están descartadas.  El  paso  siguiente  es 
observar cual de las configuraciones no descartadas tiene un consumo menor, la cual 
será la configuración escogida. La tabla que muestra el  consumo, en  Wh/Job,  de las 
configuraciones escogidas es:
Ilustración 60: Tabla con el Consumo, en la selección de la configuración Equilibrada
De las no descartadas, la mejor configuración es la que tiene el Intervalo 135 y el Margen 
0,3%, la cual tiene una espera media de 1,879 segundos, pese a los 3 segundos que era 
el  objetivo  para  una  configuración  equilibrada.  También  podemos  observar  de  las 
descartadas un  valor  cercano  a  los  3  segundos  que es  el  Intervalo  180 segundos y 
Margen 0,2% con  un  consumo 46,840225  Wh/Job,  con el  que se  ahorra  0,006% de 
consumo pero supone un tiempo de superior de un poco mas de 1,6 segundos de la  
elegida. Debido a las pequeñas mejoras de consumo, elegimos como mejor configuración 
intermedia la que tiene el Intervalo de 135 segundos y el  Margen de 0,3%(la primera 
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Margen(%) <> Intervalo(s) 100 120 135 144 160 180 Mínimo
0 6,084 6,614 7,152 6,902 6,976 7,498 6,084
0,1 4,348 4,994 5,379 5,081 5,429 5,329 4,348
0,2 2,625 3,234 3,530 3,104 3,626 3,525 2,625
0,3 1,449 1,738 1,879 1,725 2,170 2,282 1,449
0,4 0,801 0,943 1,017 0,990 1,306 1,457 0,801
0,5 0,477 0,549 0,627 0,612 0,775 0,975 0,477
0,6 0,306 0,370 0,415 0,392 0,509 0,639 0,306
0,7 0,220 0,270 0,296 0,295 0,367 0,453 0,220
0,8 0,173 0,209 0,228 0,220 0,273 0,319 0,173
0,9 0,149 0,179 0,196 0,189 0,221 0,268 0,149
1 0,134 0,157 0,162 0,161 0,190 0,217 0,134
1,1 0,115 0,142 0,151 0,146 0,167 0,197 0,115
1,2 0,108 0,134 0,136 0,135 0,154 0,177 0,108
100 120 135 144 160 180 Mínimo
0 46,857843 46,867834 46,850574 46,859875 46,861155 46,825644 46,825644
0,1 46,842632 46,841053 46,846000 46,850079 46,856762 46,829892 46,829892
0,2 46,843845 46,864839 46,846247 46,850012 46,866040 46,840225 46,840225
0,3 46,844597 46,869080 46,843111 46,847492 46,865090 46,862569 46,843111
0,4 46,857494 46,870995 46,851665 46,856113 46,853615 46,865823 46,851665
0,5 46,872508 46,863098 46,860355 46,882722 46,869736 46,878252 46,860355
0,6 46,880924 46,887039 46,888377 46,896292 46,894079 46,893289 46,880924
0,7 46,908247 46,897651 46,902064 46,886845 46,906666 46,900765 46,886845
0,8 46,930009 46,918540 46,923827 46,934519 46,915558 46,917536 46,915558
0,9 46,953840 46,946330 46,939443 46,942012 46,933161 46,929070 46,929070
1 46,963079 46,957100 46,967845 46,950162 46,965221 46,952157 46,950162
1,1 46,983774 46,971483 46,979756 46,978968 46,971017 46,975512 46,971017
1,2 47,008091 47,020365 47,002477 46,986777 46,977778 46,998841 46,977778
Margen(%) <> Intervalo(s)
comentada).
Para seleccionar una configuración que apenas no perjudique a la Calidad de Servicio,  
vamos a tomar las configuraciones que tengan una espera como máximo 0,3 segundos, 
ya que viendo los resultados las mejores configuraciones tienen como espera mínima 
sobre  los  0,15  segundos,  por  lo  que  tomamos  un  valor  de  0,3  segundos  como  una 
configuración que apenas afecta. Las configuraciones que no superan los 0,3 segundos 
son las siguientes:
Ilustración 61: Tabla con el Tiempo de Espera, para la selección de "Poca Espera".
No  he  descartado  las  configuraciones  que  superan  por  poco  el  limite  que  hemos 
establecido, ya que en el caso de que puede que se encuentre un valor cercano a este 
valor, que tenga un consumo sensiblemente menor a los que esta dentro del rango. Los 
consumos de las configuraciones permitidas son las siguientes:
Ilustración 62: Tabla con el Consumo, en la selección de la configuración "Poca Espera"
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Margen(%) <> Intervalo(s) 100 120 135 144 160 180
0 6,084 6,614 7,152 6,902 6,976 7,498
0,1 4,348 4,994 5,379 5,081 5,429 5,329
0,2 2,625 3,234 3,530 3,104 3,626 3,525
0,3 1,449 1,738 1,879 1,725 2,170 2,282
0,4 0,801 0,943 1,017 0,990 1,306 1,457
0,5 0,477 0,549 0,627 0,612 0,775 0,975
0,6 0,306 0,370 0,415 0,392 0,509 0,639
0,7 0,220 0,270 0,296 0,295 0,367 0,453
0,8 0,173 0,209 0,228 0,220 0,273 0,319
0,9 0,149 0,179 0,196 0,189 0,221 0,268
1 0,134 0,157 0,162 0,161 0,190 0,217
1,1 0,115 0,142 0,151 0,146 0,167 0,197
1,2 0,108 0,134 0,136 0,135 0,154 0,177
Margen(%) <> Intervalo(s) 100 120 135 144 160 180
0 46,857843 46,867834 46,850574 46,859875 46,861155 46,825644
0,1 46,842632 46,841053 46,846000 46,850079 46,856762 46,829892
0,2 46,843845 46,864839 46,846247 46,850012 46,866040 46,840225
0,3 46,844597 46,869080 46,843111 46,847492 46,865090 46,862569
0,4 46,857494 46,870995 46,851665 46,856113 46,853615 46,865823
0,5 46,872508 46,863098 46,860355 46,882722 46,869736 46,878252
0,6 46,880924 46,887039 46,888377 46,896292 46,894079 46,893289
0,7 46,908247 46,897651 46,902064 46,886845 46,906666 46,900765
0,8 46,930009 46,918540 46,923827 46,934519 46,915558 46,917536
0,9 46,953840 46,946330 46,939443 46,942012 46,933161 46,929070
1 46,963079 46,957100 46,967845 46,950162 46,965221 46,952157
1,1 46,983774 46,971483 46,979756 46,978968 46,971017 46,975512
1,2 47,008091 47,020365 47,002477 46,986777 46,977778 46,998841
La configuración seleccionada es la que tiene el Intervalo de 100 y un margen de 0,6 que 
tiene una espera que supera el límite de 0,3 segundos, exactamente 0,306 segundos. Si  
hubiéramos elegido solo valores dentro de los 0,3 segundos el elegido sería el Intervalo  
de 144 y el Margen de 0,7 con un consumo de 46,8868, lo que supone 0,006Wh más por  
Job y la mejora de solo 0,01 segundos por lo que la mejor solución es la que supera por 
poco los 0,3 segundos, Intervalo 100 y Margen 0,6 (la primera comentada).
Las configuraciones elegidas son las siguientes:
Ilustración 63: Tabla con las Configuraciones seleccionadas variando el Intervalo y Margen
Una vez elegidos 3 tipos de configuraciones válidas, se adaptará el resto de valores del a 
configuración para mejorar lo máximo posible las configuraciones seleccionadas.
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Configuración Consumo por Job(Wh) Tiempo de Espera media(s) Intervalo(s) Margen(%)
Menor Consumo 46,8256 7,498 180 0
Equilibrada 46,8431 1,879 135 0,3
Poca Espera 46,8809 0,306 100 0,6
 8.3.3 Observaciones del Histórico
El número de observaciones que se realiza en el histórico de las 24 horas anteriores, los  
cuales se realizan el número de observaciones del histórico hacia delante y hacia atrás. 
En el caso en el que se realizaran 3 observaciones se observaría como está explicado de 
forma completa en el apartado(apartado 5.1) del histórico:
Jobs  hace 
24H  -  4 
INTERVALO
Jobs  hace 
24H  -  3 
INTERVALO
Jobs  hace 
24H   -  2 
INTERVALO
Jobs  hace 
24H  -  1 
INTERVALO
Jobs  hace 
24H
Jobs  hace 
24H  +  1 
INTERVALO
Jobs  hace 
24H  +  2 
INTERVALO
Jobs hace 24H 
+  3 
INTERVALO
Un número mayor de observaciones provoca que estemos analizando la evolución a lo 
largo  de  más  tiempo,  lo  que  nos  favorece  a  evitar  tomar  una  evolución  errónea  por 
posibles ráfagas o variaciones a corto plazo, pero no nos permite observar los cambios de 
la tendencia de la carga, en el caso que se encuentre en momentos en los que varía la 
evolución, como cuando pasa de ascender la carga a llegar al punto máximo y a disminuir, 
ya que obtendremos un valor medio, y cuanto mayor sea el número de observaciones, 
mayor será el tiempo observado.
Si el número de observaciones es pequeño, observaremos las variaciones de la tendencia 
de  la  carga,  pero  posibles  ráfagas  de  variaciones  de  la  carga  del  día  anterior  nos 
mostrarán una tendencia diferente a la que se va a mostrar el día en el que se está. 
Teniendo  en  cuenta  que  un  valor  muy  grande  es  perjudicial  porque  no  nos  permite 
observar la evolución, ya que hacemos una media de las observaciones, y un número 
pequeño nos puede llevar a error debido a variaciones debido a tráfico no esperado, como 
pueden ser ráfagas en el día anterior vamos a analizar diversos casos y vamos a elegir un 
valor acorde dependiendo de la configuración que se este analizando.
Para  la  elección  del  número  de  observaciones,  realizaremos las  simulaciones  en  los 
casos de no tener en cuenta el historial y los valores de las observaciones empezando por 
1  hasta  que  se  muestre  una  evolución  de  los  resultados  a  peor,  y  esto  para  cada 
configuración de las 3 seleccionadas en el apartado anterior.
Para la Configuración de “Máximo Ahorro”  los resultados de las simulaciones son los 
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siguientes:
Ilustración 64: Tabla sobre la selección de Observaciones en la Configuración Menor Consumo
El número de observaciones 0, significa que no se tiene en cuenta el histórico. De los  
datos de las simulaciones podemos destacar:
• No utilizar histórico, como hacer solo 1 observación es muy similar. Esto se debe a 
que si  solo observamos un valor, las variaciones que se puedan producir de la 
carga "normal" puede suponer que el histórico este dando en muchos momentos 
resultados equivocados y no los que se presupone por la evolución de la carga. Y 
conforme aumentamos el número de observaciones la cosa mejora, hasta que se 
llega a un punto que la evolución es muy poca e impredecible, y a lo largo del 
tiempo empeora, ya que llegaría un momento que si el número de observaciones 
es tan grande que la media de la diferencia entres históricos resulta 0, ya que la 
evolución de un día completo es la carga media de un día, y si restamos la carga 
media de dos días el resultado es 0, por lo que si el número de observaciones 
crece la diferencia del histórico sera 0 o muy cercana a 0 y los resultados cada vez 
serán más similares a los mostrados cuando no se observa el histórico.
• Se observa que con un número pequeño de observaciones, tanto el consumo como 
el tiempo de espera ser reduce, hasta el valor de 5 observaciones, donde el tiempo 
de espera se reduce pero muy poco y el consumo del CPD no se disminuye, va 
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variando, lo que no nos da una evolución como se ve en las siguiente gráfica:
Ilustración 65: Tabla sobre la selección del Número de Observaciones de la Configuración Menor  
Consumo (Ampliada)
• Como  en  esta  configuración  estamos  observando  es  la  de  menor  consumo, 
podemos admitir  que hasta el  valor de 5 observaciones disminuye el  consumo, 
pero a partir de 5 observaciones la variabilidad es muy alta y no podemos dar por 
valido ningún valor, a pesar de que como mucho podemos reducir el tiempo de 
espera de 6.6 segundos a 5.8, pero con un consumo aparentemente mayor, por lo 
que el valor elegido será de 5 observaciones. 
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Ilustración 66: Tabla con los resultados de las 
configuraciones para Menor Consumo variando el  
número de Observaciones
He elegido como configuración ideal 5 observaciones, ya que como se ve, es de las que 
menos consume a pesar de tener un tiempo de espera mayor que otras, pero el objetivo 
de esta configuración es asegurarnos que es la que menor consumo tiene. Hay que tener 
en cuenta que las configuraciones con números de observaciones de alrededor tienen 
unos resultados muy similares. La mejora en cuanto a consumo no se puede conseguir, 
ya  que  va  aumentando,  de  forma  muy  irregular,  poco  a  poco  a  partir  de  las  5  
observaciones y el tiempo de espera puede mejorar muy poco.
Los resultados para la configuración "equilibrada" son los siguientes:
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Observaciones Consumo Job(Wh) Espera Media(s)
Sin Histórico 46,8461 11,440
1 46,8567 11,482
2 46,8404 8,517
3 46,8256 7,498
4 46,8374 6,974
5 46,8178 6,640
6 46,8305 6,473
7 46,8252 6,307
8 46,8225 6,209
9 46,8275 6,133
10 46,8341 6,072
11 46,8381 6,029
12 46,8169 5,980
13 46,8242 5,969
14 46,8268 5,980
15 46,8277 5,926
16 46,8312 5,889
17 46,8202 5,889
18 46,8212 5,909
19 46,8169 5,861
20 46,8362 5,841
21 46,8289 5,839
22 46,8285 5,848
23 46,8284 5,815
24 46,8230 5,823
25 46,8304 5,788
26 46,8227 5,820
Ilustración 67: Tabla sobre la selección del Número de Observaciones de "Equilibrada"
• Sucede lo mismo que en el caso anterior, sin histórico y con 1 observación los 
resultados son similares, debido a la variabilidad que se puede producir, el histórico 
tomando solo 1 observación nos puede dar resultados erróneos debido a posibles 
ráfagas.
• La evolución del consumo es similar al caso anterior. El consumo a partir  de 5 
observaciones  tiende  a  evolucionar  a  un  valor  mayor  pero  no  muestra  una 
evolución clara, ya que tiene mucha variabilidad, hasta que en el número final de 
observaciones, el resultado será similar a si no tuviéramos histórico. La evolución 
del tiempo de espera también es similar, tenemos que los primeros valores tienen 
una espera que se reduce de manera exponencial, hasta que se estabiliza.
• Las configuraciones con el valor de observaciones menor que 4 observaciones las 
descartamos ya que tienen un consumo y una espera menor. Las resultantes son 
las siguientes: 
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Ilustración 68: Tabla sobre la selección del Número de Observaciones de la Configuración  
Equilibrada (Ampliada)
• Pese a que hay configuraciones que han mostrado un resultado de menor tiempo 
de  espera  con  un  consumo  similar,  escogemos  la  configuración  que  tiene  4 
observaciones(la  primera  de la  gráfica),  ya  que se  encuentra  fuera  de la  zona 
donde existe mayor variabilidad y no podemos dar por validos completamente los 
resultados,  ya  que  no  nos  muestran  una  evolución  clara  como sucede  en  las 
observaciones de 1 a 4. 
Y la tabla de resultados:
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Ilustración 69: Tabla con los resultados de las 
configuraciones para Equilibrada variando el  
número de Observaciones
Pese a que el tiempo de espera se podría reducir 0.5 segundos, no podemos asegurar  
que el consumo se mantiene o no empeora, ya que como se observa hay demasiada 
variabilidad  en  el  consumo  a  partir  de  las  4  observaciones,  por  lo  que  elegimos  la  
configuración de 4 observaciones en la configuración equilibrada, la cual reducimos el 
consumo y el tiempo de espera que si elegimos menos observaciones.
Los resultados para la configuración "Poca espera" son los siguientes:
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Observaciones Consumo Job(Wh) Espera Media(s)
Sin Histórico 46,8640 3,885
1 46,8574 3,900
2 46,8490 2,336
3 46,8431 1,879
4 46,8540 1,679
5 46,8611 1,565
6 46,8496 1,540
7 46,8530 1,516
8 46,8469 1,510
9 46,8412 1,447
10 46,8478 1,454
11 46,8400 1,440
12 46,8502 1,419
13 46,8579 1,432
14 46,8514 1,427
15 46,8485 1,383
16 46,8381 1,391
18 46,8497 1,391
20 46,8672 1,387
22 46,8668 1,379
24 46,8450 1,395
26 46,8535 1,387
28 46,8485 1,394
30 46,8584 1,380
Ilustración 70: Tabla sobre la selección de Observaciones en la Configuración "Menor Espera"
• En este  caso,  los  resultados son diferentes  a  los  casos anteriores,  sobre  todo 
cuando no se tiene en cuenta el Histórico. El tiempo de espera es peor cuando no  
se tiene en cuenta el histórico, pero en consumo es mejor no tener en cuenta el  
histórico. Esto se debe a que al tener en la configuración un margen tan grande no 
es necesario tener en cuenta el histórico, ya que añade servidores de más, en el 
caso del aumento de carga y en el caso del descenso de carga, al tener también un 
intervalo menor, no afecta tanto el histórico.
• Se aprecia que a partir de 5 observaciones el tiempo de espera se estabiliza, y con 
el aumento de observaciones irá aumentando hasta llegar al nivel equivalente a no 
tener histórico.
• En el  consumo se aprecia como va aumentando si  aumentamos el  número de 
observaciones a partir  de 3 observaciones.  Esto se debe a que al  tener ya  un 
margen suficiente, que es de un 0.6%, si encima se tiene en cuenta el histórico con 
unos  valores  de  predicción  a  más  largo  plazo,  y  utilizar  un  número  menor  de 
observaciones nos da un valor más cercano y más real, sobre todo tendiendo en 
cuenta  que  el  intervalo  en  este  caso  es  más  pequeño  que  en  las  otras  dos 
configuraciones. Se muestra que el valor de 2 observaciones es el peor ya que 
tiene  mayor  tiempo  de  espera  y  consumo.  Pero  a  partir  del  valor  3  a  7 
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observaciones se observa una evolución en la que se reduce el tiempo de espera y 
aumenta el consumo. 
• La tabla de resultados es la siguiente:
Ilustración 71: Tabla con los resultados de las 
configuraciones para Menor Espera variando el  
número de Observaciones
La  configuración  elegida  es  la  que  tiene  6  observaciones.  He  elegido  esta 
configuración  porque  es  la  que  menos  consumo  tiene  después  de  haberse 
estabilizado  el  tiempo  de  espera.  Otra  configuración  posible  erá  la  de  3 
observaciones, ya que el consumo es un poco menor, pero el tiempo de espera es 
mayor, pero en esta configuración estamos buscando la que ofrece mejor Calidad 
de Servicio. Las opciones a partir de 7 observaciones estaban descartadas porque 
muestran mucha variabilidad y además, tienen un mayor consumo con un tiempo 
de espera similar a la configuración seleccionada.
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Observaciones Consumo Job(Wh) Espera Media(s)
Sin Histórico 46,8770 0,440
1 46,8816 0,454
2 46,8985 0,328
3 46,8809 0,306
4 46,8870 0,299
5 46,8930 0,287
6 46,8921 0,276
7 46,8965 0,283
8 46,8991 0,274
9 46,8974 0,279
10 46,9039 0,280
11 46,8962 0,278
12 46,8936 0,277
13 46,9033 0,276
14 46,8966 0,274
15 46,8925 0,280
16 46,9001 0,268
18 46,9024 0,275
20 46,9057 0,273
22 46,8966 0,280
24 46,9038 0,274
26 46,8973 0,277
28 46,8981 0,276
30 46,9029 0,273
 8.3.4 Prioridad
Para realizar una configuración completa, es necesario comprobar lo importante que es el 
Multiplicador AntiDefragmentación y los beneficios y perjuicios que nos puede ocasionar  
en el  consumo como en la Calidad de servicio. Por lo que en este apartado vamos a 
analizar los resultados teniendo en cuenta el Multiplicador AntiDefragmentación activado y 
desactivado para las tres configuraciones seleccionadas en los apartados anteriores.
Primero vamos a observar los resultados de las configuraciones seleccionadas con el  
Multiplicador AntiDefrgmentación desactivado, por lo que en la prioridad solo se tiene en 
cuenta el Rendimiento y el Coste Marginal. Los resultados son los siguientes:
Ilustración 72: Tabla con los resultados de las Configuraciones con el Multiplicador  
AntiDefragmentación Desactivado
De los resultados podemos observar:
• La configuración de Menor Consumo es la mejor, ya que es mejor en todos los 
apartados, excepto en el tiempo de Espera de los Jobs, que consiste en el tiempo 
desde la llegada del Job hasta que comienza su ejecución, pero este tiempo queda 
oculto, porque el tiempo total, que es el tiempo desde que llega el Job hasta que 
finaliza la ejecución de éste (es la suma del tiempo de Espera y la duración), es  
menor  que  las  otras  configuraciones.  Con  el  consumo  sucede  lo  mismo,  el 
consumo es  menor  en  la  configuración  Menor  Consumo que  en  las  otras  dos 
configuraciones. Por lo que podemos descartar las otras dos configuraciones con el 
Multiplicador AntiDefragmentación desactivado, ya que el consumo es mayor y el  
tiempo total es mayor.
Una  vez  observadas  las  configuraciones  con  el  Multiplicador  AntiDefragmentación 
desactivado,  vamos  a  comparar  las  configuraciones  con  el  Multiplicador 
AntiDefragmentación activado:
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Configuración Consumo(MWh) Espera(s) Duración(s) Tiempo Total(s) Intervalo(s) Margen(%) Observaciones
Menor Consumo Sin AntiDefrag 588,125 7,258 5950,304 5957,562 180 0 5
Equilibrado Sin AntiDefrag 588,459 3,015 5963,596 5966,611 135 0,3 4
Menor Espera Sin AntiDefrag 588,974 1,276 5968,293 5969,569 100 0,6 6
Ilustración 73: Tabla con los resultados de las Configuraciones con el Multiplicador  
AntiDefragmentación Activado
Las conclusiones que podemos sacar:
• No existe una configuración que es claramente mejor que otra. Ya que se puede 
observar que el  consumo y la duración van inversamente relacionados,  ya  que 
tenemos que la configuración de menor consumo es la que tiene un Tiempo Total 
superior, debido al tiempo de espera que es mayor que el resto de configuraciones. 
La duración de los Jobs es similar en las tres, la única diferencia es el tiempo de  
espera, que es la que influye en el tiempo total.
• Para elegir una configuración de estas tres, hay que tener en cuenta cuanto de 
importante es el  consumo y cuanto el  tiempo de ejecución. Si  5 segundos son 
importantes, se descarta la de menor consumo y de las dos restantes se busca si  
0.5 segundos es importante, sino cogemos la de menor consumo. Pero si lo que 
buscamos es el menor consumo, se elige la configuración “Menor Consumo” ya 
que  apenas  se  alarga  la  ejecución  5  segundos.  Todo  depende  que  se  quiera 
prioriza y cuanto de importante es el consumo y cuanto el tiempo.
Comparando las 4 soluciones no descartadas tenemos:
Ilustración 74: Tabla con los resultados de las Configuraciones seleccionadas
De los resultados podemos observar:
• Un objetivo del Multiplicador AntiDefragmentación se ha cumplido, que es el menor 
consumo,  ya  que  las  configuraciones  con  el  Multiplicador  AntiDefragmentación 
activado consumen más que sin el Multiplicador. 
• En  la  misma  configuración,  el  tiempo  de  espera  siempre  es  menor  con  el 
Multiplicador AntiDefragmentación activado. Como se ve en las siguientes figuras, 
el  tiempo de espera es mayor  debido a que existe  una menor linealidad de la  
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Configuración Margen(%) Observaciones
587,965 0,276 6244,426 6244,702 100 0,6 6
587,312 1,679 6243,739 6245,418 135 0,3 4
586,942 6,640 6243,705 6250,344 180 0 5
Consumo(MWh) Espera(s) Duración(s) Tiempo Total(s) Intervalo(s)
Menor Espera Con AntiDefrag
Equilibrado Con AntiDefrag
Menor Consumo Con AntiDefrag
Configuración Margen(%) Observaciones
588,125 7,258 5950,304 5957,562 180 0 5
587,965 0,276 6244,426 6244,702 100 0,6 6
587,312 1,679 6243,739 6245,418 135 0,3 4
586,942 6,640 6243,705 6250,344 180 0 5
Consumo(MWh) Espera(s) Duración(s) Tiempo Total(s) Intervalo(s)
Menor Consumo Sin AntiDefrag
Menor Espera Con AntiDefrag
Equilibrado Con AntiDefrag
Menor Consumo Con AntiDefrag
cantidad de Jobs en ejecución, lo que provoca que el histórico no haga su función,  
ya que nos puede mostrar una pequeña evolución, pero la variabilidad provoca que 
la carga sea menos predecible.
Con Multiplicador AntiDefragmentación:
 
Ilustración 75: Evolución de la Carga con el Multiplicador AntiDefragmentación  
Activado
Sin Multiplicador AntiDefragmentación:
 
Ilustración 76: Evolución de la Carga con el Multiplicador AntiDefragmentación  
Desactivado
La probabilidad de que más Jobs se acaben de ejecutar en menos tiempo y una 
prioridad que depende más de las características del servidor que en estado en el  
que  se  encuentra,  provoca  que  la  carga  del  CPD  sea  menos  lineal  y  menos 
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predecible por el histórico, lo que genera colas de Jobs más largas y el tiempo de 
espera mayor, como se puede ver en las siguientes gráficas:
Con Multiplicador AntiDefragmentación
Ilustración 77: Evolución del Tiempo de Espera con el Multiplicador AntiDefragmentación
Sin Multiplicador AntiDefragmentación:
Ilustración 78: Evolución del Tiempo de Espera sin el Multiplicador AntiDefragmentación
• El tiempo de ejecución es menor sin Multiplicador AntiDefragmentación, esto se 
debe a que se tiene en cuenta el rendimiento y el consumo, pero no se tiene en 
cuenta la cantidad de núcleos, lo que provoca que, si un servidor con más núcleos 
no tiene un rendimiento mayor por núcleo, en un caso se escojan servidores con 
mayor rendimiento ya que no afecta tanto el estado, y en otro con el Multiplicador 
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activado, se tenga en cuenta en cuenta la ocupación y la cantidad de núcleos, por  
lo que puede que tenga menos prioridad.
Teniendo en cuenta estas cualidades de los resultados, vamos a elegir cuales podrían ser 
las configuraciones idóneas para diferentes situaciones. La tabla de resultados es la de la 
Ilustración 73.
De los resultados que tenemos, elegiremos la configuración que sea mejor para la Calidad 
de Servicio ofrecida y la configuración que tenga menor consumo. Después, podemos 
destacar si existen soluciones intermedias que puedan ser validas tienen en cuenta sus 
resultados.
Como configuración que “mejor Calidad de Servicio”, elegimos la que menos tiempo Total  
tiene, que es la suma del tiempo de espera y la suma del tiempo de ejecución. Por lo que 
seleccionamos la configuración que hemos llamado “Menor Consumo” y desactivando el  
Multiplicador AntiDefragmentación.
Para las selección de la que tiene “Menor Consumo”, elegimos la que menor consumo 
tenga.  Por  lo  que  elegimos  la  configuración  “Menor  Consumo”  con  el  Multiplicador 
AntiDefragmentación activado.
El  resto  de  configuraciones,  son  configuraciones  intermedias,  están  entre  las 
configuraciones seleccionadas como “Menor  Consumo” y “Mejor  Calidad de Servicio”, 
pero no destacan ni en consumo ni en tiempo.
Ilustración 79: Tabla definitiva con las Mejores Configuraciones
La configuración Intermedia Mayor Consumo:
• Tiene  un  consumo  muy  similar  a  la  configuración  seleccionada  como  “Mejor 
Calidad de Servicio”, consume 0.2 MWh menos durante 28 días, y el tiempo total 
es casi 300 segundos más lenta.
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Configuración Margen(%) Observaciones
Mejor Calidad de Servicio 588,125 7,258 5950,304 5957,562 180 0 5
Intermedia Mayor Consumo 587,965 0,276 6244,426 6244,702 100 0,6 6
Intermedia Menor Consumo 587,312 1,679 6243,739 6245,418 135 0,3 4
Menor Consumo 586,942 6,640 6243,705 6250,344 180 0 5
Consumo(MWh) Espera(s) Duración(s) Tiempo Total(s) Intervalo(s)
• El  consumo  es  superior  en  0.5MWh,  a  la  configuración  “Intermedia  Menor 
Consumo” con el Multiplicador AntiDefragmentación, y solo es 0.4 segundos más 
rápida.
• El consumo es superior en 1 MWh a la configuración “Menor Consumo”, y solo es 5 
segundos más rápida.
La configuración Intermedia Menor Consumo:
• Tiene el consumo muy superior a “Menor Consumo” 0.4 MWh, teniendo en cuenta 
que solo mejora 5 segundos.
• Tiene un consumo un poco inferior a “Mejor Calidad de Servicio”, en 0.8 MWh, y es 
300 segundos más lento.
Como conclusiones, tenemos que si  queremos una configuración de Menor Consumo, 
elegiríamos  la  catalogada  como  “Menor  Consumo”,  ya  que  las  configuraciones 
intermedias sólo son 5 segundos más rápidas pero consumen de 0.5 a 1 MWh más, ya 
que el tiempo solo es un poco más lento por el consumo que nos ahorramos. Si queremos 
una  configuración  que  tarde  el  Menor  Tiempo  posible  utilizando  la  arquitectura, 
seleccionaríamos “Mejor Calidad de Servicio”, ya que la diferencia con el resto es de 295-
300 segundos y el consumo aumenta como mucho 1 MWh.  Por lo que lo ideal, es la 
selección  de  las  configuraciones  “Mejor  Calidad  de  Servicio”  o  “Menor  Consumo” 
dependiendo que se quiera priorizar, y en el caso de que se busque una configuración 
intermedia tenemos las otras dos, pese a que mejoran muy poco el consumo con respecto 
“Mejor  Calidad  de  Servicio”  y  mejoran  muy  poco  el  tiempo  con  respecto  “Menor 
Consumo”.
Si comparamos las dos configuraciones de los extremos(las que parecen más ideales 
dependiendo el caso), “Menor Consumo” y “Mejor Calidad de Servicio”:
Ilustración 80: Tabla con las mejores configuraciones si se busca la Mejor Calidad de Servicio o el  
Menor Consumo
Para comparar las configuraciones vamos a comparar el tiempo total de ejecución y el 
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Configuración Margen(%) Observaciones
Mejor Calidad de Servicio 588,125 7,258 5950,304 5957,562 180 0 5
Menor Consumo 586,942 6,640 6243,705 6250,344 180 0 5
Consumo(MWh) Espera(s) Duración(s) Tiempo Total(s) Intervalo(s)
consumo de cada configuración. 
La diferencia de consumos es:
Diferencia Consumos = 588,125−586,942 = 1,183MWh
Lo que equivale que la configuración “Mejor Calidad de Servicio”, tiene un consumo que 
es mayor en:
La configuraciónCalidad de Servicio consume un = 1,183
586,942
×100 = 0,2 % más
La diferencia de tiempos es:
Diferencia Tiempos=6250,049−5957,562=292,487 Segundos
Lo que supone que la configuración de Menor Consumo con respecto la de Calidad de 
servicio:
La configuración Menor Consumotiene una duración= 292,487
5957,562
×100=4,91 %más
Esto nos deduce que si  no nos importa el  tiempo, utilizamos la configuración “Menor 
Consumo”, pero si en cambio queremos un equilibrio, elegimos la configuración “Calidad 
de Servicio”, ya que por solo un 0,2% más de consumo obtenemos que la duración de un 
Job un 4,91% menor. Por lo tanto, la solución viene fijada por los objetivos que tenemos,  
ya que para el aumento de tan poco consumo, la duración es mucho mayor si nos lo 
ahorramos.
Teniendo en cuenta estos datos, parece más importante elegir la configuración “Calidad 
de Servicio”, y utilizar la “Menor Consumo”, solo en el caso en que estrictamente estemos 
obligados a utilizar el mínimo consumo posible.
 8.3.5 Beneficios de la Arquitectura
Para  establecer  el  ahorro  que  produce  la  arquitectura,  vamos  a  compararla  con  el 
119
consumo si no se utilizara la arquitectura, que sería el caso en el que no se apaga ningún 
servidor. Se ha de tener en cuenta que el consumo de un CPD, depende del tipo de 
servidores se ha utilizado en cada simulación, así como la duración de los Jobs, ya que si  
han  tardado menos  en  ejecutarse  se  han necesitado menos  servidores.  Teniendo en 
cuenta estás características, las diferencias entre las simulaciones con el Multiplicador 
AntiDefragmentación activado y desactivado, provocan una diferencia de 2MWh si no se 
hubiera  apagado  ningún  servidor  y  se  hubieran  utilizado  los  servidores  que  se  han 
utilizado en cada caso, por lo que como consumo del CPD con todo encendido, vamos ha  
hacer la media de los resultados de todo encendido de las simulaciones pertenecientes a 
las ejecuciones a las 3 configuraciones preseleccionadas en los apartados anteriores,  
tanto  con  el  Multiplicador  AntiDefragmentación  activado  y  desactivado.  Por  lo  que  el  
consumo del CPD todo encendido es el siguiente: 
    
Ilustración 81: Tabla sobre el consumo medio del CPD sin apagar  
ningún servidor
Vamos a hacer las comparaciones con las dos configuraciones de los extremos, la de 
“Mejor Calidad de Servicio” y la de “Menor Consumo”.
La reducción del consumo con “Mejor Calidad de Servicio” es:
         Reducción del consumo al=
588,125
695,22
×100=84,6 %del consumo sin la Arquitectura
Más de un 15% del consumo ahorrado.
En el ahorro al cabo de un año es el siguiente:
     Ahorro en unañocon la arquitectura=
107,095
28
×365=1396,06 MWh enun año(365)días
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Configuración Consumo Todo Encendido (MWh)
MenorConsumo ConAntiDefrag 696,355
MenorConsumo SinAntiDefrag 694,204
Equilibrado ConAntiDefrag 696,275
Equilibrado SinAntiDefrag 694,113
MenorEspera ConAntiDefrag 696,268
MenorEspera SinAntiDefrag 694,105
Media 695,22
Lo que es equivalente a un ahorro de:
           Ahorro economico=1396,6 MWh×0,1 € el KWh=139606 € al año (365 días)
La reducción del consumo con “Menor Consumo” es:
         Reducción del consumo al=
586,942
695,22
×100=84,4% del consumo sin la Arquitectura
En el ahorro al cabo de un año es el siguiente:
     Ahorro enunañocon la arquitectura=
108,278
28
×365=1411,48MWh enunaño (365)días
Lo que es equivalente a un ahorro de:
            Ahorro economico=1411,48 MWh×0,1 € el KWh=141148 € al año(365 días)
Con una diferencia entre configuraciones de:
Diferencia de ahorro=141148−139606=1542 € al año(365días)menos con Menor Consumo
O lo equivalente en consumo:
    Diferencia de Consumo=1411,48−1396,06=15,42 MWh al año(365 días)
Teniendo en cuenta que el coste del mismo CPD sin aplicar la arquitectura es de:
Coste económicosin arquitectura=(695,22
28
×365)MWh al año×0,1€ KWh=906268,9€ al año
La contaminación teniendo en cuenta la energía que nos hemos ahorrado es la siguiente 
dependiendo del tipo de energía por el que esté suministrado el CPD:
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Ilustración 82: Tabla con la contaminación de las configuraciones seleccionadas, dependiendo del  
Tipo de Energía utilizada
En los resultados,  se ha remarcado los tres tipos de Energía que más consumen. El 
ahorro en CO2 es como máximo de 1383,25 Toneladas de CO2, en el caso de que se 
utilizara  el  Tipo  de  Energía  más  contaminante(Carbón),  en  el  caso  de  seleccionar  la 
configuración de “Menor Consumo” y 1368,14 Toneladas de CO2 en la configuración de 
“Mejor  Calidad  de  Servicio”.  Pero  aún  así,  utilizando  el  Tipo  de  Energía  menos 
contaminante,  sin  tener  en  cuenta  las  Renovables,  el  ahorro  es  de  27,92  a  28,23 
Toneladas de CO2 dependiendo de la configuración.
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Tipo de Energía CO2 en Gramos/Kwh de Media
0 0 0
Nuclear 20 27,92 28,23
Geo Térmica 107 149,38 151,03
Biomasa 180 251,29 254,07
Gas Natural 370 516,54 522,25
Petroleo 880 1228,53 1242,10
Carbón 980 1368,14 1383,25
Contaminación Ahorrada Toneladas de CO2
Con “Mejor Calidad de Servicio”
Contaminación Ahorrada Toneladas de CO2
Con “Menor Consumo”
Solar(Térmica y Fotovoltaica), Eólica, 
Marea-motriz, Hidroeléctrica
 9 Conclusiones
A lo largo de este documento hemos visto como se produce el consumo en un Centro de 
Procesamiento de Datos, que partes consumen más y como se consume, con el objetivo  
de crear una arquitectura que nos permita ahorrar la máxima energía posible.
Para comprobar  el  funcionamiento de esta arquitectura,  era necesario  probarlo  en un 
simulador. Este simulador nos permitía aplicar la arquitectura diseñada, para observar el 
consumo,  tiempos  de  ejecución  y  tiempos  de  espera,  para  así,  poder  comprobar  el 
funcionamiento  de  la  arquitectura,  y  crear  varias  configuraciones  que  nos  permitan 
maximizar el ahorro y la Calidad de Servicio. Junto a este simulador, se ha diseñado un 
entorno  de  ventanas  que  nos  permite  configurar  prácticamente  cualquier  variable, 
además,  que  a  la  hora  de  mostrar  los  resultados,  nos  permite  ver  la  evolución  del 
funcionamiento a lo largo del tiempo, tanto en consumo, núcleos encendidos, Jobs en 
espera y tiempos de espera medios dependiendo del momento en el que se empiecen a 
ejecutar,  así,  como  ver  la  evolución  y  funcionamiento  del  algoritmo  principal  de  la 
arquitectura, que es el encargado de la Gestión de la Capacidad del CPD. El desarrollo 
del Simulador se ha diseñado de forma que cualquiera pueda modificar la arquitectura, 
creando la suya propia sin tener que modificar muchas cosas. 
Una vez observados los resultados de la arquitectura, hemos podido observar el consumo 
que nos permitía ahorrar en un CPD variado y de gran tamaño, de 5.000 servidores. El 
ahorro que nos supondría utilizar la arquitectura, rondaría un poco por encima del 15%, 
que en consumo significa que se ahorraría hasta (dependiendo de la configuración se 
ahorra un poco menos) 1441,48 MWh en el periodo de un año, en un CPD que sin aplicar 
la arquitectura consume 9062,68 MWh durante un año, lo que equivale a 141.148 € en un 
año, en un CPD que consume 906.268 € al año, lo cual para una empresa o para una 
institución pública puede suponer un ahorro bastante importante.
Pero  no solo  el  dinero  es  importante,  la  contaminación  que supone el  ahorro  con la 
utilización de la arquitectura también es importante, dependiendo del tipo de Energía que 
se este utilizando, podríamos ahorrar de 516 Toneladas de CO2 utilizando energía de Gas 
Natural  hasta  1383  Toneladas  de  CO2  con  Carbón.  Pero  aún  utilizando  una  de  las 
consideradas “energías limpias” como puede ser la Energía Nuclear, no puede permitir  
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ahorrar hasta 28 Toneladas de CO2.
Con este proyecto, hemos aprendido, que la evolución en el consumo de los Centros de 
Procesamiento de Datos, tiene un largo recorrido, ya sea en el apartado de los Servidores 
y los elementos de Comunicación con arquitecturas como la propuesta, o en el ámbito 
externo,  como  es  la  refrigeración  y  suministro  de  energía,  que  es  una  parte  muy 
importante del consumo. Pero también, la utilización de arquitecturas que nos permitan 
elegir el tipo de Energía que se va a consumir (dependiendo de los Tipos de Energía que 
usen los CPD), lo que no nos permite ahorrar energía pero si en contaminación, así como 
arquitecturas de Virtualización, que nos permiten maximizar la utilización de los recursos, 
como la idea de Computación a Demanda o Cloud Computing.
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 11 Anexo
 11.1 Manual de Usuario del Simulador
Para el  manual  de  Usuario  del  Simulador,  vamos a  mostrar  pantalla  por  pantalla  del  
entorno de Ventanas, que significa cada apartado y como navegar entre ellas.
 11.1.1 Menú Principal
El Menú Principal:
Esta pantalla contiene las opciones disponibles en el programa:
1. Iniciar Nueva Simulación.
2. Ayuda sobre el funcionamiento.
3. Información sobre el Simulador.
4. Salir del Simulador.
 11.1.2 Barra Superior
En la parte superior del Simulador se encuentra la Barra de Herramientas, que permite 
acceder a cualquier parte del simulador de forma rápida estemos donde estemos.
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1. Muestra el Menú Archivo que contiene:
1. Retornar al Menú Principal.
2. Iniciar una nueva simulación.
3. Salir del Simulador.
2. Menú Ayuda, para entrar en la pantalla de ayuda.
3. Menú Acerca de..., donde muestra información sobre el simulador.
Todas las funciones son accesibles también desde las teclas de acceso rápido indicadas 
en la imagen.
 11.1.3 Menú Configuración
Cuando se inicia una Nueva Simulación, se accede a la pantalla de Configuración, donde 
se puede modificar prácticamente cualquier valor:
En la pantalla Configuración encontramos:
1. Duración de la Simulación en días.
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2. Cantidad de núcleos encendidos de Margen en tanto por cien del total de núcleos.
3. Cantidad  de  Jobs  generados  por  segundo  en  el  momento  de  máxima  carga, 
también indica la cantidad de Jobs/minuto que se generarán teniendo variación 
sinusoidal.
4. Intervalo de ejecución del Algoritmo de Gestión de Capacidad: Encender/Apagar 
Servidores.
5. Número de observaciones para observar la evolución del histórico.
6. Tener en cuenta el Histórico o no, en el Algoritmo de Gestión de Capacidad.
7. Peso  en  la  Prioridad  de  cada  apartado  que  la  contiene,  y  la  posiblidad  de 
desactivar el Multiplicador AntiDefragmentación.
8. Distribución de la duración de los Jobs generados en %, donde indica el tanto por 
cien sin asignar.
9. Etiqueta  donde  muestra  los  errores  producidos,  ya  sea  que  en  el  campo  se 
introduzca una letra o que el intervalo no sea divisor de los segundos de un día.
10.Volver al menú principal.
11. Resetea los valores, por valores por defecto.
12.Permite iniciar la simulación si los valores son correctos.
 11.1.4 Pantalla de Simulación
La siguiente pantalla es cuando se está realizando la simulación:
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En esta pantalla encontramos:
1. Tanto por cien completado de la simulación.
2. Es el  tiempo de la simulación hasta el  que se ha ejecutado la simulación, y el  
tiempo restante para que se complete la simulación (tiempo real aproximado).
3. Es la configuración seleccionada con la que se está ejecutando la simulación.
4. Es para volver al menú de configuración y desechar la simulación actual.
5. Permite avanzar a resultados una vez completada la simulación.
 11.1.5 Pantalla de Resultados
Una vez completada la simulación se avanza a la pantalla de resultados:
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1. Selección  de  la  gráfica  y  resultados  del  Día  indicado,  o  la  de  la  simulación 
completa.
2. Selección del tipo de gráfica.
3. Muestra Energía Consumida, Energía Consumida si no se utilizará la arquitectura y 
el ahorro de energía.
4. Duración media de los Jobs, y espera media de los Jobs desde la llegada hasta 
que empieza a ejecutar.
5. Permite  ocultar  las  gráficas,  para  aumentar  el  rendimiento  en  la  navegación  y 
muestra la configuración.
6. Volver al Menú Principal
7. Copia la cabecera de la tabla al  portapapeles, y los resultados al  portapapeles. 
Para poder tratarlos en un programa exterior.
8. Iniciar una nueva simulación, se dirige a la pantalla de configuración de la nueva 
simulación.  Antes  pregunta  si  realmente  queremos  abandonar  la  pantalla  de 
resultados.
 11.1.6 Pantallas de Información
Además de las pantallas relacionadas con la  simulación,  dispone de las pantallas de 
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ayuda,  donde  está  explicado  lo  comentado  en  este  manual,  para  permitir  la  ayuda 
directamente si se tiene alguna duda durante la ejecución del programa:
  
Esta pantalla contiene la descripción y la imagen de la pantalla que se está observando. 
Para navegar entre las pantallas tenemos el botón de “Paso Siguiente” y “Paso Anterior”,  
y para volver al menú principal.
También  se  ha  añadido  una  pantalla  simple  que  muestra  información  del  proyecto: 
Descripción, Autor y Directores:
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 11.2 Código fuente del Simulador
 11.2.1 Clase ConvertTxtCPDToJavaCPD
/*
 * Clase ConvertTxtCPDToJavaCPD
 * ------------------------------------------
 * FUNCIONALIDADES
 * Lo que hace es convertir un CPD en un txt en formato simple en el codigo necesario para crearlo en java
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.7
 * - Versión que pasa a array las listas 
 * - Comentada parte nueva
 * ------------------------------------------
 */
package simuladorcpd;
import java.io.*;
import java.util.ArrayList;
import simuladorcpd.CPD.*;
/**
 * Clase que sirve para convertir el Diseño de un CPD en formato de fichero TXT
 * a físicamente para el simulador.
 * 
 * @author Jordi
 */
public class ConvertTxtCPDToJavaCPD {
     public void load() {
        //Se definen los ArrayList de los elementos del simulador, que se convertiran
        //en arrays para acceder en el simulador
        ArrayList<Armario> listaArmarios = new ArrayList<Armario>();
        ArrayList<Servidor> listaServidores = new ArrayList<Servidor>();
        ArrayList<Nucleo> listaNucleos = new ArrayList<Nucleo>();
        
        //Variables necesarias para la lectura del fichero
        File archivoLectura = null;
        FileReader fr = null;
        BufferedReader br = null;
        
        try {
            // Apertura del fichero y creacion de BufferedReader para poder
            // hacer lecturas del fichero
             archivoLectura = new File ("./DessignCPD.txt");
             fr = new FileReader (archivoLectura);
             br = new BufferedReader(fr);
             //Linea
             String linea;
             
             int idNucleoActual = 0; //Nucleo Actual que estamos tratando
             int idServidorActual = 0; //Servidor que estamos tratando
             int idBladeRackActual = 0; //Blade/Rack que estamos tratando
             int ultimoServidorBladeRack = 0; //Primer servidor que toca poner en el rack/blade que estamos completando
                                              //Lo que se hace es dejar el primer id perteneciente al rack actual para 
                                              //Completarlo despues
             int[] vectorAux; //Vector Auxiliar que utilizaremos para juntar ids de nucleos o servidores
             //Bucle que avanza linea a linea del fichero
             while((linea=br.readLine())!=null){
                 String[] posLinea = linea.split(";");
                 try{
                     int tipo = Integer.parseInt(posLinea[0]);//Para saber que indica esa linea
                     
                     if(tipo==0){//Es un Blade/Rack
                         int consumo = Integer.parseInt(posLinea[1]);
                         boolean isBlade = Integer.parseInt(posLinea[1])>0?true:false;
                         int tEncnedido = Integer.parseInt(posLinea[2]);
                         int tApagado = Integer.parseInt(posLinea[3]);
                         //Define el vector de ids de servidores perteneciente al blade/rack
                         vectorAux = new int[idServidorActual-ultimoServidorBladeRack];
                         for(int j=0; j<vectorAux.length;j++){
                             vectorAux[j] = ultimoServidorBladeRack;
                            ultimoServidorBladeRack++;
                         }
                         listaArmarios.add(new Armario(idBladeRackActual,isBlade,consumo,vectorAux,tEncnedido,tApagado));
                         Logger.addConsumoMaximo(consumo);//Se le dice al Logger el consumo del Blade/Rack,
                                        //para que lo tenga en cuenta en el consumo de energía
                         idBladeRackActual++;
                     }
                     else if(tipo==1){//Es un servidor
                         //Leer datos básicos
                         int consumo = Integer.parseInt(posLinea[1]);
                         int procesadores = Integer.parseInt(posLinea[2]);
                         int nucleosProcesador = Integer.parseInt(posLinea[3]);
                         int rendimiento = Integer.parseInt(posLinea[4]);
                         int tEncnedido = Integer.parseInt(posLinea[5]);
                         int tApagado = Integer.parseInt(posLinea[6]);
                         String nombreServidor = posLinea[7];
                         String nombreProcesador = posLinea[8];
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                         //Crea el vector de los nucleos de un servidor
                         vectorAux = new int[procesadores*nucleosProcesador];
                         for(int j=0; j<(procesadores*nucleosProcesador);j++){
                            vectorAux[j] = idNucleoActual+j;
                         }
                         listaServidores.add(new Servidor(idServidorActual,idBladeRackActual,vectorAux,consumo,tEncnedido,tApagado,rendimiento));
                         Logger.addConsumoMaximo(((double)consumo/2));
                         
                         //Crea los nucleos para k procesadores con j nucleos.
                         //El bucle exterior es para cada procesador
                         for(int k=0;k<procesadores;k++){
                             //El bucle interior es para crear los nucleos de cada procesador
                             for(int j=0;j<nucleosProcesador;j++){
                                 Nucleo n = new Nucleo(idNucleoActual,idServidorActual,
                                         ((double)rendimiento/nucleosProcesador),listaServidores.get(idServidorActual));
                                 listaNucleos.add(n);
                                 idNucleoActual++;
                             }
                         }
                         GRecursos.actualizaRendimientoMin(((double)rendimiento/nucleosProcesador));
                         GRecursos.actualizaNumNucleosMaxMin(procesadores*nucleosProcesador);
                         idServidorActual++;
                     }
                 }
                 catch(Exception e){
                     //No Pasa nada porque es un comentario o alguna linea extraña
                 }
             }
        }
        catch(Exception e){
        }finally{
             // En el finally cerramos el fichero, para asegurarnos
             // que se cierra tanto si todo va bien como si salta
             // una excepcion.
            try{
                if( null != fr ){
                    fr.close();
                }
            }catch (Exception e2){
            }
        }
        
        //Pasa los listas de ArrayList a Arrays
        int sizeArmarios = listaArmarios.size();
        GRecursos.initArmarios(sizeArmarios);
        for(int i=0;i<sizeArmarios;i++){
            GRecursos.setArmario(i, listaArmarios.remove(0));;
        }
        
        int sizeServidores = listaServidores.size();
        GRecursos.initServidores(sizeServidores);
        for(int i=0;i<sizeServidores;i++){
            GRecursos.setServidor(i, listaServidores.remove(0));
        }
        
        int sizeNucleos = listaNucleos.size();
        GRecursos.initNucleos(sizeNucleos);
        for(int i=0;i<sizeNucleos;i++){
            GRecursos.setNucleo(i, listaNucleos.remove(0));
        }
    }
}
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 11.2.2 Clase GCapacidad
/*
 * Clase GCapacidad
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es la clase que se encarga de saber cuantos se han de apagar o encneder
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.6
 * - Versión definitiva
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd;
import simuladorcpd.Data.*;
import simuladorcpd.View.CView;
/**
 *
 * @author Jordi
 */
public class GCapacidad {
    //Es un vector que guarda el estado de libres cada 1/10 parte del ciclo, para
    // hacer una media más real
    private static int[] mediaSinUsar = new int[10];
    
    //Tiempo de observaciones para observar la variación de la carga
    private static int numObservaciones = 3;
    
    //Indica si esta activado el historico
    private static boolean historicoActivo = true;
    
    /**
     * Esta función calcula cual es la predicción de rendimiento para los siguientes 3 minutos
     *
     * @return
     */
    public static int calculaVariacionNuecleos(){
        double minuto = (Simulador.time/60)%(60*24);//Es el minuto del día en el que se encuentra
        int numHistorico = (int)((Double)(Simulador.time%(3600*24))/Globals.getTiempoActualizarEstado());//Es el número de historico actual
        //Se hace la media del historico de hace 24 horas y de los 2 siguientes
        double historicoSiguiente =0;//Variable con el valor medio del historico actual y los 2 siguientes
        int i = 0;//Se calcula como mucho la media de los 3 siguientes
        while((i<numObservaciones)){
            historicoSiguiente+=Historico.getHistorico(numHistorico+i);
            i++;
        }
        historicoSiguiente=historicoSiguiente/i;//Se hace la media
        
        //Se calcula el historico de los 3 historicos anteriores al de hace 24 horas
        double historicoAnterior = 0; //Variable que almacenara la media
        i=0;
        while((i<numObservaciones)){
            historicoAnterior+=Historico.getHistorico(numHistorico-i);
            i++;
        }
        historicoAnterior=historicoAnterior/i;//Hace la media
        //Se hace la diferencia entre los historicos, que será la "prediccion" del
        //  historico
        int difHistoricos = 0;      //Contendrá el valor de la predicción
        if(historicoSiguiente!=0&&historicoActivo){  //Si el historico siguiente no esta definido, no se tiene en cuenta el historico,
                                    // porque es el primer día y no existe el historico
            difHistoricos =(int)(historicoSiguiente - historicoAnterior)/numObservaciones;
        }
        
        //Es la media de Nucleos libres de los 10 muestreos del periodo anterior
        int actualesSinUsar = getMediaSinUsar(); //Nucleos sin utilizar
        
        //Es el Margen de Nucleos que debemos dejar encendidos, por una posible variación
        int margenServ = ((int)(Globals.margen*GRecursos.getNumNucleos())/100);
        
        //Se calcula la variación de Nucleos que se han de realizar
        int diferenciaNucleos = difHistoricos + margenServ - actualesSinUsar - GRecursos.getEncendiendose() + Simulador.jobsEnEspera; //Diferencia con el historico mas el margen  menos los que ya 
                                                            //estan mas los necesarios para atender a todos los que están en espera
        
        //Actualiza el historico
        Historico.setHistorico(numHistorico,Simulador.jobsEnMarcha);
        
        //Muestra en la pantalla de simulación la acción a tomar
        CView.actualizaInformacion();
        return diferenciaNucleos;
    }
    /**
     * Retorna la media, del último intervalo, de nucleos que han estado sin
     * utilizarse
     * @return El valor medio de nucleos en el útlimo intervalo
     */
    public static int getMediaSinUsar(){
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        int media = 0;
        //Bucle simple que suma el valor y se divide en el return
        for(int i=0;i<mediaSinUsar.length;i++){
            media+=mediaSinUsar[i];
        }
        return (media/mediaSinUsar.length);
    }
    /**
     * Getters y setters
     */
    public static int getNumObservaciones() {
        return numObservaciones;
    }
    public static void setNumObservaciones(int numObservaciones) {
        GCapacidad.numObservaciones = numObservaciones;
    }
    public static boolean isHistoricoActivo() {
        return historicoActivo;
    }
    public static void setHistoricoActivoEnabled(boolean historicoActivo) {
        GCapacidad.historicoActivo = historicoActivo;
    }
    public static void setMediaSinUsar(int pos, int mediaSinUsar) {
        GCapacidad.mediaSinUsar[pos] = mediaSinUsar;
    }
    
}
137
 11.2.3 Clase GRecursos
/*
 * Clase GRecursos
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es el controlador de los recursos del CPD. Es el encargado de gestionar los datos del CPD
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.6
 * - Versión revisada y comentada
 * ------------------------------------------
 */
package simuladorcpd;
import com.csvreader.CsvWriter;
import java.io.File;
import java.util.Comparator;
import java.util.Iterator;
import java.util.TreeSet;
import simuladorcpd.CPD.*;
import simuladorcpd.Data.*;
/**
 *
 * @author jordi
 */
public class GRecursos {
    //Lista de todos de armarios del CPD
    private static Armario[] listaArmarios;
    //Lista de todos los servidores del CPD
    private static Servidor[] listaServidores;
    //Lista de todos los nucleos del CPD
    private static Nucleo[] listaNucleos;
    
    //Servidores que tienen núcleos disponibles que se utilizarán para hacer jobs
    private static TreeSet<Servidor> servidoresEspera = new TreeSet(new servidoresComparator());
    
    //Servidores que estan apagados y listos para poder encenderse
    private static TreeSet<Servidor> servidoresApagados = new TreeSet(new servidoresComparator());
    
    //Puntuacion de rendimiento más alta y mas baja que tiene un nucleo para 
    //      calcular el tiempo que tarda un trabajo
    private static double minRendimiento= Double.MAX_VALUE;
    private static double maxRendimiento;
    
    //Almacena la cantidad máxima y mínima de nucleos para calcular el multiplicador
    private static int maxNucleos;
    private static int minNucleos = Integer.MAX_VALUE;
    
    //Almacena el costeMarginal máximo y mínimo
    private static double maxCosteMarginal;
    private static double minCosteMarginal = Double.MAX_VALUE;
    
    //Variables para utilizar Threads
    public static boolean apagandoServidor; //Si se esta apagando un servidor
    //Número de núcleos encendidos
    private static int numNucleosEncendidos;
    //Número de núcleos que están ejecutando un Job
    private static int numNucleosConJobs;
    
    //Número de núcleos(de servidores) que están encendiendose
    private static int encendiendose;
    
    /**
     * Función que asigna el Job a un Nucleo en caso de que este disponible y
     * retorna el Evento:
     *  - EndJob: Es el evento que indica cuando se acaba el Job
     *  - jobAEspera: Es el evento que hace que se ponga a la cola porque no hay
     *      ningún nucleo disponible
     * 
     * @param timeActual Tiempo Actual en el que esta la simulación
     * @param timeStart Tiempo en el que se ha iniciado el Evento(si es diferente 
     *          al Actual significa que ha estado en la cola de espera)
     * @param duracionJob Es el tiempo que tardaria un Job en el nucleo de menor rendimiento
     * @return Evento que contiene la siguinte acción a realizar con este Job
     */
    public static Evento newJob(double timeActual, double timeStart, int duracionJob){
        //Si hay servidores con nucleos disponibles
        if(servidoresEspera.size()>0){                     
            Servidor s = servidoresEspera.first();
            Nucleo n = listaNucleos[s.newJob()];
            
            //Si no quedan nucleos en espera en el servidor, se elimina de servidores
            // en espera
            if(!s.tieneNucleosEnEspera()){
                //Se elimina el Nucleo de nucleosEspera, al ser una estructura de arbol
                // puede que no encuentre el Nucleo específico y lo tenga que buscar 1 a 1
                if(!servidoresEspera.remove(s)){ 
                            removeManualServidor(servidoresEspera,s);//Es mas lento pero lo borra de verdad
                }
138
            }
            //Al modificarse la cantidad de nucleos se modifica el Multiplicador de la
            //  prioridad y hay que recalcular lar prioridad de los nucleos del Servidor
            calculaPrioridadYOrdena(s.getId());
            //Asigna el Job al Nucleo y retorna el tiempo en el que finalizara el Job, el segundo parametro es el retraso
            //  que ha sufrido el Job desde que ha llegado hasta que se ha empezado a ejecutar
            double tiempoFinal = n.newJob(timeActual, (timeActual-timeStart),duracionJob);//Avisa al nucleo y retorna el tiempo final
            
            numNucleosConJobs++;
            
            //Retorna el nuevo evento de EndJob con el Nucleo asignado y el tiempo final indicado
            return new Evento(timeStart,tiempoFinal, "endJob", n.getId());//Retorna el evento para finalizar el job
        }
        else {
            //Crea el evento para que en esete momento se ponga el Job a espera
            //  que se activaran en orden cuando haya nucleos libres
            return new Evento(timeStart,timeActual,"jobAEspera", duracionJob);//Retorna el evento para poner en espera al job
        }
    }
    /**
     * Finalizar un job
     *
     * @param e Evento que indica el endJob
     */
    public static void endJob(Evento e){
        Nucleo n = listaNucleos[e.getNucleo()];
        n.endJob(e.getTime());
        //Si no habia ningún nucleo en espera, al haber 1 se ha de poner el servidor
        //  en espera
        if(listaServidores[n.getIdServidor()].endJob(n.getId())){
            servidoresEspera.add(listaServidores[n.getIdServidor()]);
        }
        //Al modificarse la cantidad de nucleos se modifica el Multiplicador de la
        //  prioridad y hay que recalcular lar prioridad de los nucleos del Servidor
        GRecursos.calculaPrioridadYOrdena(n.getIdServidor());
        
        //Se reduce la cantidad de Núcleos con Jobs
        numNucleosConJobs--;
    }
    /**
     * Enciende o apaga los servidores indicados
     * 
     * @param diferenciaNucleos 
     */
    public static void actualizaCapacidad(int diferenciaNucleos){
        if(diferenciaNucleos>0){//Enciende
            enciendeServidores(diferenciaNucleos);
        }
        else if(diferenciaNucleos<0){//Apaga
            apagaServidores(-diferenciaNucleos);
        }
    }
    
    /**
     * Apaga la cantidad de Núcleos indicada, como máximo. Se apagan la cantidad de servidores
     * necesarios para iniciaApagado como máximo los Núcleos indicados. Se intentan iniciaApagado los que
     * tienen menos prioridad, un servidor se puede iniciaApagado si:
     * - No tiene ningún núcleo ejecutando un Job
     * - La cantidad de núcleos no supera los núcleos que le quedan para iniciaApagado
     * Si no se puede iniciaApagado, se busca al siguiente servidor con mayor prioridad, hasta que
     * se hayan apagado los núcleos indicados o se haya recorrido toda la lista.
     *
     * @param numNucleos
     */
    public static void apagaServidores(int numNucleos){
        //Empieza por los servidores del final
        int i=servidoresEspera.size()-1;
        
        //Convierte servidoresEspera en Array, para hacerlo mas claro y eficiente
        Object[] servidoresEsperaArray = servidoresEspera.toArray();
        
        //Recorremos los servidores hasta que se manden iniciaApagado los núcleos indicados o se recorra toda la lista
        while((i>=0)&&numNucleos>0){
            Servidor s= (Servidor)servidoresEsperaArray[i];
            
            //Si no tiene ningún núcleo ocupado
            if(s.getOcupacion()==0){
                numNucleos-=s.getNucleos().length;
                
                while(apagandoServidor);//Si aún se está apagando un sevidor espera
                                        // para evita concurrencias
                
                apagandoServidor = true;//Indica que se esta apagando un servidor
                
                //Apaga el servidor, con un Thread independiente, para así poder buscar otro servidor que se
                //  pueda iniciaApagado
                apagaServidorThread apagaServidor = new apagaServidorThread();
                apagaServidor.run(s.getId());
            }
            i--;
        }
        while(apagandoServidor);//Si aún se está apagando un sevidor espera
                                        // para evita concurrencias
    }
    /**
     * Enciende la cantidad de núcleos(servidores cuyos núcleos sumen la cantidad) indicada, como mínimo
     *
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     * @param numNucleos
     */
    public static void enciendeServidores(int numNucleos){
        int encendidos = 0; //Cantidad de servidores encendidos
        
        //Se convierte nucleosApagados en Array para un trato más claro y eficiente
        Object[] servidoresApagadosArray = servidoresApagados.toArray();
        
        int i = 0;
        //Encendemos servidores hasta que no haya más para encender o se hayan encendido los indicados como mínimo
        while((i<servidoresApagados.size())&&(encendidos<numNucleos)){
            Servidor s = (Servidor)servidoresApagadosArray[i];
            //Si el armario está apagandose no se puede encender ningún servidor
            if(!listaArmarios[s.getIdArmario()].isApagandose()){
                //Calculamos el tiempo de encendido, que se basa en:
                // - Rack Server: se enciende en lo que tarda en encenderse el server, encender el Rack es instantaneo
                // - Blade Server: se enciende en lo que tarda en encenderse el blade, cuando se enciende el blade ya se inician
                //      los servidores que queramos, si ya esta encnedido es lo que tarda ese server
                double tiempoEncendido;
                //Si no esta enccendido y es un Blade el tiempo de encendido del servidor será el tiempo de encender
                //  el Blade(que enciende el servidor que quieras cuando se inicia), sino el tiempo que tarda en encenderse
                //  el Servidor
                if(!listaArmarios[s.getIdArmario()].isEncendido()&&listaArmarios[s.getIdArmario()].isBlade()){
                    tiempoEncendido = listaArmarios[s.getIdArmario()].getTiempoEncendido();
                }
                else tiempoEncendido = s.getTiempoEncendido();
                //Mandamos que se encienda completamente en el tiempo que tarda en encenderse
                Simulador.addEvento(new Evento(0,Simulador.time+tiempoEncendido, "enciendeServidor", s.getId()));//Añade el evento para iniciaApagado el servidor
                //Eliminamos el servidor de la lista de apagados
                if(!servidoresApagados.remove(s)){
                    removeManualServidor(servidoresApagados,s);//Es mas lento pero lo borra de verdad
                }
                //Inicia el proceso de encendido del servidor, pasa de estar apagado a encendiendose(pero sin estar encendido completamente)
                s.iniciaProcesoEncendido();
                encendiendose++;
                //Sumamos la cantidad de nucleos para avanzar por nucleosApagados
                int[] nucleos = s.getNucleos();
                encendidos+=nucleos.length; 
            }
            
            
            i++;
        }
    }
    /**
     * Enciende la cantidad de servidores indicada, como mínimo, esta función
     * esta dedicada a la inicialización del CPD, ya que se encienden en el 0
     *
     * @param numServidores
     */
    public static void enciendeServidoresStartCPD(int numServidores){
        int encendidos = 0; //Cantidad de servidores encendidos
        //Recorrer la lisa mientras no se acaba y no se hayan encendido como mínimo ese número de servidores
        while((0<servidoresApagados.size())&&(encendidos<numServidores)){
            Servidor s = (Servidor)servidoresApagados.pollFirst();
            //Encendemos el servidor ya, porque esta funcion es para el inicio de la simulación
            enciendeServidorInicio(s.getId());
            //Sumamos la cantidad de nucleos a la cantidad de nucleos encendidos
            int[] nucleos = s.getNucleos();
            encendidos+=nucleos.length;
        }
    }
    
    /**
     * Retorna la cantidad de nucleos que estan disponibles para ser utilizados,
     * es decir, encendidos, pero que no tienen ningún Job
     *
     * @return
     */
    public static int getNumeroEncendidosSinUsar(){
        return numNucleosEncendidos-numNucleosConJobs;
    }
    /**
     * Apaga el armario si no hay ningún servidor en marcha
     * @param idArmario
     */
    private static void apagaArmario(int idArmario) {
        //Contiene el armario
        Armario a = listaArmarios[idArmario]; 
        //El vector de servidores pertenecientes al armario
        int[] idServidores = a.getIdServidores();
        
        int i = 0;
        //Se supone que todos los servidores están estan apagados
        boolean apagados = true; 
        
        //Comprueba que todos esten apagados(ni encendidos ni encendiendose), si todos estan apagados, la suposición es cierta y se apaga
        //  el armario, sino no se apaga porque hay un servidor encendido
        while((i<idServidores.length)&&apagados){
            apagados=apagados&&(!listaServidores[idServidores[i]].isEncendido()&&!listaServidores[idServidores[i]].isEncendiendose());
            i++;
        }
        
        //Si están todos apagados se inicia el proceso de apagado del armario
        if(apagados) {
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            a.iniciaApagado(Simulador.time);
            //Si es un Blade, tarda un tiempo el proceso de apagado, en el que no es posible encender un servidor perteneciente
            if(a.isBlade()) Simulador.addEvento(new Evento(0, Simulador.time+a.getTiempoApagado(), "finApagadoArmario", idArmario));
        }
    }
    /**
     * Recalcula la prioridad de del servidor indicado
     *
     * @param id
     */
     public static void calculaPrioridadYOrdena(int idServidor) {
        //Obtiene los nucleos del servidor
        Servidor s = listaServidores[idServidor];
        //Calcula la prioridad del servidor
        s.calculaPrioridad();
        
        //Si esta encendido
        if(s.isEncendido()){
            //Si esta encendido y tiene nucleos en espera
            if(s.tieneNucleosEnEspera()){
                //Elimina el servidor de la lista para añadirlo después ordenado con la nueva prioridad
                if(!servidoresEspera.remove(s)){
                    removeManualServidor(servidoresEspera,s);//Es mas lento pero lo borra de verdad
                }
                servidoresEspera.add(s);
            }
        }
        //Si esta apagado
        else if(!s.isEncendiendoseOApagandose()){ 
            //Elimina el servidor de la lista para añadirlo después ordenado con la nueva prioridad
            if(!servidoresApagados.remove(s)){
                removeManualServidor(servidoresApagados,s);//Es mas lento pero lo borra de verdad
            }
            servidoresApagados.add(s);
        }
    }
    /**
     * Indica al armario que se ha activado un servidor, que esta siendo utilizado
     *
     * @param idArmario
     */
    public static void servidorActivo(int idArmario) {
        //Indica al armario indicado que se ha activado un servidor 
        listaArmarios[idArmario].servidorActivo();
    }
    /**
     * Indica al armario que se ha dejado de utilizar un servidor
     *
     * @param idArmario
     */
    public static void servidorInActivo(int idArmario) {
        //Indica al armario indicado que un servidor a pasado a Inactivo 
        listaArmarios[idArmario].servidorInActivo();
    }
    /**
     * Retorna la cantidad de nucleos que estan realizando algún trabajo
     *
     * @return
     */
    public static int nucleosEncendidos(){
        //Retorna la cantidad de nucleos que estan activos(con un job en marcha)
        return numNucleosConJobs;
    }
    /**
     * Actualiza la energía consumida en el logger
     */
    static void actualizaConsumo() {
        //Actualiza cada Armario
        for(int i = 0;i<listaArmarios.length;i++){
            listaArmarios[i].actualizaConsumo(Simulador.time);
        }
        //Actualiza cada Servidor
        for(int i = 0;i<listaServidores.length;i++){
            listaServidores[i].actualizaConsumo(Simulador.time);
        }
        //Actualizad cada Nucleo
        for(int i = 0;i<listaNucleos.length;i++){
            listaNucleos[i].actualizaConsumo(Simulador.time);
        }
    }
    /**
     * Inicializa las listas de los nucleos con sus prioridades e inicia los indicados
     */
    public static void startCPD(){
        //Actualiza el Coste Marginal en el peor caso, que es cuando esta apagado
        for(int i=0;i<listaNucleos.length;i++){
            actualizaCosteMarginalMaxMin(listaNucleos[i].getCosteMarginal());
        }
        //Calcula la prioridad de los servidores y se añade a la lista de apagados
        for(int i=0;i<listaServidores.length;i++){
            listaServidores[i].calculaPrioridad();
            servidoresApagados.add(listaServidores[i]);
        }
        //Encender los Servidores para el estado inicial
        enciendeServidoresStartCPD(Globals.servidoresEncendidosInicio);
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    }
    /**
     * Enciende todos los servidores para hacer pruebas
     *
     */
    public static void loadCPD(){
        //Limpia y carga las estructuras de datos de los elementos del CPD
        GRecursos.clear();
        ConvertTxtCPDToJavaCPD loadCPD = new ConvertTxtCPDToJavaCPD();
        loadCPD.load();
    }
    /**
     * Es la función que indica que el servidor ha pasado de estado encendiendose a
     * encendido y que ya esta disponible. Retorna el número de núcleos del servidor
     * 
     * @param id Id del servidor que pasa a estado Encendido
     * @return 
     */
    public static int servidorEncendido(int id) {
        //Elimina un servidor de encendiendose
        encendiendose--;
        //Obtiene el servidor y lo enciende
        Servidor s = listaServidores[id];
        s.encender(Simulador.time);
        
        //Enciende el armario si estaba apagado. En el caso de que estuviera apagado
        //  ya hemos esperado más tiempo para que se encienda
        listaArmarios[s.getIdArmario()].encender(Simulador.time);
        
        //Añadimos el servidor a la lista de encendidos
        servidoresEspera.add(s);
        
        //Recalcula la prioridad, porque ha cambiado de estado
        calculaPrioridadYOrdena(id);
        //Añadimos la cantidad de encendidos
        Simulador.encendidos+=s.getNucleos().length;
        numNucleosEncendidos=Simulador.encendidos;
        return s.getNucleos().length;
    }
    /**
     * Es la función que enciende el servidor instantaneamente sin contar el
     * tiempo y el consumo del servidor
     * @param id 
     */
    private static void enciendeServidorInicio(int id) {
        //Enciende el servidor
        Servidor s = listaServidores[id];
        s.encenderInicio(Simulador.time);
        //Enciende el armario, porque es al inicio
        listaArmarios[s.getIdArmario()].encenderInicio(Simulador.time);
        //Eliminamos el servidor de la lista de apagados
        if(!servidoresApagados.remove(s)){
            removeManualServidor(servidoresApagados,s);//Es mas lento pero lo borra de verdad
        }
        
        //Añadimos el servidor a la lista de encendidos
        servidoresEspera.add(s);
        
        //Recalcula la prioridad, porque ha cambiado de estado
        calculaPrioridadYOrdena(id);
        //Añadimos la cantidad de encendidos
        Simulador.encendidos+=s.getNucleos().length;
        numNucleosEncendidos=Simulador.encendidos;
    }
    /**
     * Función que apaga el servidor indicado
     * 
     * @param id Id del servidor que se apaga
     */
    static void comienzaApagadoServidor(int id) {
        Servidor s = listaServidores[id];
        //Apagamos el servidor
        s.apagar(Simulador.time);
        //Apagamos el armario si se puede o inicia el proceso de apagado si es un Blade
        apagaArmario(s.getIdArmario());
        
        //Eliminamos el servidor de la lista de Espera
        if(!servidoresEspera.remove(s)){
            removeManualServidor(servidoresEspera,s);//Es mas lento pero lo borra de verdad
        }
        s.setApagandose(true);
        //Recalcula la prioridad, porque ha cambiado de estado
        calculaPrioridadYOrdena(id);
        //Resta la cantidad de apagados
        Simulador.encendidos-=s.getNucleos().length;
        numNucleosEncendidos=Simulador.encendidos;
        //Añade un evento que se ejecutara cuando pase el servidor a estar disponible
        Simulador.addEvento(new Evento(0, Simulador.time+s.getTiempoApagado(), "finApagadoServidor", id));
    }
    
    /**
     * Finaliza el proceso de apagado de un servidor y pasa a estar en estado apagado
     * 
     * @param id 
     */
    public static void finApagadoServidor(int id){
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        //Indica que se ha finalizado de iniciaApagado
        Servidor s = listaServidores[id];
        s.setApagandose(false);
        //Añadimos el servidor a la lista de apagados
        servidoresApagados.add(s);
    }
    
    /**
     * Finaliza de apagar una armario, y pasa a tener sus servidores con la posiblidad de encenderse
     * Solo se utiliza si es un Blade.
     * 
     * @param id 
     */
    public static void finApagadoArmario(int id){
        //Indica que se ha finalizado de iniciaApagado
        listaArmarios[id].setApagandose(false);
    }
    /**
     * Guarda el rendimiento del servidor en caso de que sea el mínimo o el
     * máximo del servidor
     * @param actual 
     */
    public static void actualizaRendimientoMin(double actual) {
        //Actualizamos el maxRendimiento si existe otro mayor
        if(minRendimiento>actual) minRendimiento = actual;
        if(maxRendimiento<actual) maxRendimiento = actual;
    }
    
    /**
     * Almacena el número de nucleos del servidor que tiene más nucleos y del que
     * tiene menos nucleos
     * @param nucleosActual 
     */
    public static void actualizaNumNucleosMaxMin(int nucleosActual) {
        //Comprueba si es el máximo o el mínimo
        if(minNucleos>nucleosActual) minNucleos=nucleosActual;
        if(maxNucleos<nucleosActual) maxNucleos=nucleosActual;
    }
    
    /**
     * Almacena el máximo y mínimo coste marginal
     * @param costeMarginal 
     */
    private static void actualizaCosteMarginalMaxMin(double costeMarginal) {
        //Comprueba si es máximo o mínimo
        if(minCosteMarginal>costeMarginal) minCosteMarginal = costeMarginal;
        if(maxCosteMarginal<costeMarginal) maxCosteMarginal = costeMarginal;
    }
    
    /**
     * Recorre una TreeSet elemento a elemento para eliminar el elemento
     * Se utiliza en el caso de que no lo encuentre por la forma de arbol, ya que
     * hay elementos con la misma prioridad
     * @param list
     * @param n 
     */
    private static void removeManualServidor(TreeSet<Servidor> list, Servidor s) {
        Iterator iterator = list.iterator(); //Iterador para recorrer el TreeSet
        boolean borrado = false;   //Si no lo ha borrrad
        //Recorre la lista buscando el elemento y cuando lo encuentra lo elimina y finaliza
        while(!borrado&&iterator.hasNext()){
            Servidor aux = (Servidor)iterator.next();
            if(aux.getId()==s.getId()) {
                iterator.remove();
                borrado = true;
            }
        }
    }
    
    /**
     * Printa la ocupación de los servidores en el momento actual en un fichero 
     * @param minuto 
     */
    public static void printaOcupacion(double minuto){
        //Crea las carpetas si son necesarias y abre el fichero
        File carpeta = new File("Logs" + File.separator + "ocupacion");
            carpeta.mkdirs();
            CsvWriter writer = new CsvWriter ("Logs"+ File.separator + "ocupacion"+ File.separator + "ocupacion" + minuto + ".csv");
        try
        {
            //Crea la cabecera del fichero, donde indica que hay
            writer.write("ID");
            writer.write("Ocupacion");
            writer.write("Prioridad");
            writer.write("Nucleos");
            writer.endRecord();
            
            //Printa la linea a fichero
            for (int i = 0; i < listaServidores.length; i++){
                //Printa el servidor si esta encendido o los nucleosActivos es > 0, se cumplen las 2 siempre
                if(listaServidores[i].isEncendido()||listaServidores[i].nucleosActivos()>0)
{writer.write(Double.toString(((double)listaServidores[i].nucleosActivos()/listaServidores[i].getNucleos().length)*100));
                    writer.write(Integer.toString(i));
                    writer.write(Double.toString(listaServidores[i].getPrioridad()));
                    writer.write(Integer.toString(listaServidores[i].getNucleos().length));
                    writer.endRecord();
                }
            }
        } catch (Exception e) {
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            e.printStackTrace();
        } finally {
            //Cierra el fichero
           writer.close();
        }
        
        
    }
    /**
     * Limpia las variables antes de inicializar una 
     */
    public static void clear() {
        apagandoServidor=false;
        numNucleosConJobs=0;
        numNucleosEncendidos=0;
        servidoresApagados.clear();
        servidoresEspera.clear();
    }
    public static Armario getArmario(int id){
        return listaArmarios[id];
    }
    public static void initArmarios(int size){
        listaArmarios = new Armario[size];
    }
    public static void setArmario(int pos, Armario ar){
        listaArmarios[pos] = ar;
    }
    
    public static Servidor getServidor(int id){
        return listaServidores[id];
    }
    public static void initServidores(int size){
        listaServidores = new Servidor[size];
    }
    public static void setServidor(int pos, Servidor se){
        listaServidores[pos] = se;
    }
    
    public static Nucleo getNucleo(int id){
        return listaNucleos[id];
    }
    public static void initNucleos(int size){
        listaNucleos = new Nucleo[size];
    }
    public static void setNucleo(int pos, Nucleo nu){
        listaNucleos[pos] = nu;
    }
    
    public static int getNumNucleos(){
        return listaNucleos.length;
    }
    public static double getMaxRendimiento() {
        return maxRendimiento;
    }
    public static double getMinRendimiento() {
        return minRendimiento;
    }
    public static int getMaxNucleos() {
        return maxNucleos;
    }
    public static double getMaxCosteMarginal() {
        return maxCosteMarginal;
    }
    public static double getMinCosteMarginal() {
        return minCosteMarginal;
    }
    public static int getEncendiendose() {
        return encendiendose;
    }
    
    
}
/**
 * Es un Thread para iniciaApagado el servidor de forma paralela mientras se busca el siguiente
 * servidor para iniciaApagado
 */
class apagaServidorThread extends Thread {
    public void run(int id) {
        GRecursos.comienzaApagadoServidor(id);//Apaga el servidor
        GRecursos.apagandoServidor=false;//Indica que lo ha apagado
        }
}
/**
 * Clase necesaria para el comparador del TreeSet para los servidores
 */
class servidoresComparator implements Comparator
{
    public int compare(Object o1, Object o2) {
        //Obtiene los objetos y sus prioridades
        Servidor s1 = (Servidor)o1;
        Servidor s2 = (Servidor)o2;
        double p1 = s1.getPrioridad();
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        double p2 = s2.getPrioridad();
        //Si encuentra un objeto con la misma id -> no lo añade / lo ha encontrado en caso de que este en una busqueda
        if(s1.getId()==s2.getId()) return 0;
        else if(p1>p2) return -1;//Si tiene menos prioridad
        else if (p1<p2) return 1;//Si tiene más prioridad
        else if (s1.getId()>s2.getId())return 1;//Misma prioridad pero id mayor
        else if (s1.getId()<s2.getId())return -1;//Misma prioridad pero id menor
        else return 0;//No tiene porque ejecutarse
    }
    
}
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 11.2.4 Clase Globals
/*
 * Clase Globals
 * ------------------------------------------
 * FUNCIONALIDADES
 * Contiene una serie de datos que se consideran globales de la simulación
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.1
 * - Versión completa y con comentarios
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd;
/**
 *
 * @author Jordi
 */
public class Globals {
    //Consumo en relación a Idle durante el boot y el apagado
    public static double consumoBoot = 1.8;
    
    //Cantidad de nucleos encendidos de inicio en caso de que no haya ninguna
    //  simulación realizada antes, sino se cogerá la cantidad final de la simulación
    //  anterior
    public static int servidoresEncendidosInicio = 500;
    
    //Probabilidades de duración de los jobs, sobre 1
    public static double probJob1h = 0.36; //Jobs de 1 hora
    public static double probJob2h = 0.25; //Jobs de 2 hora
    public static double probJob4h = 0.18; //Jobs de 4 hora
    public static double probJob8h = 0.12; //Jobs de 8 hora
    public static double probJob16h = 0.06; //Jobs de 16 hora
    public static double probJob24h = 0.03; //Jobs de 24 hora
    
    //Margen de nucleos encendidos que se quiere mantener en %
    public static double margen = 0.1;
    
    //Tiempo de actulización del estado-> encender/apagar servidores
    private static int tiempoActualizarEstado = 180;//Cambiar vector historico si se modifica ->longVectorHistorico tambien
    
    //Longitud del vector del historico
    private static int longVectorHistorico = ((int)((double)24*3600/180));
    
    //Tiempo de duración de la simulación en segundos
    public static int duracionSimulacion = 3600*24*28;//Simular 28 dias
    
    //Configuración de la Prioridad
    public static double prioridadRendimiento = 1;
    public static double prioridadCosteMarginal = 1;
    public static double prioridadMultiplicadorAntiDefrag = 1;
    public static boolean multiplicadorAntiDefragActivo = true;
    
    public static void setTiempoActualizarEstado(int _tiempoActualizarEstado){
        tiempoActualizarEstado = _tiempoActualizarEstado;
        longVectorHistorico = ((int)((double)24*3600/_tiempoActualizarEstado));
        
    }
    
    public static int getTiempoActualizarEstado(){
        return tiempoActualizarEstado;
    }
    public static int getLongVectorHistorico() {
        return longVectorHistorico;
    }
}
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 11.2.5 Clase Logger
/*
 * Clase Logger
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es la clase encargada de almacenar los datos relativos a los resultados.
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.5
 * - Versión practicamente completa
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd;
import java.io.File;
import java.io.FileWriter;
import java.io.PrintWriter;
import java.util.ArrayList;
/**
 *
 * @author Jordi
 */
public class Logger {
    //Información a lo largo del día actual, tanto en forma de Array como de String
    private static ArrayList<String> logger = new ArrayList<String>();
    private static ArrayList<double[]> loggerArray = new ArrayList<double[]>();
    
    //Listas de loggers de cada día, tanto en forma de string como de Array
    private static ArrayList<ArrayList<double[]>> loggerDiaArray = new ArrayList<ArrayList<double[]>>();
    private static ArrayList<ArrayList<String>> loggerDia = new ArrayList<ArrayList<String>>();
    
    private static double consumoTodoEncendido = 0;         //El consumo en W, falta saber por tiempo
    private static double consumoVariableTodoEncendido = 0; //Consumo de los nucleos, para sumar al fijo
    private static double energiaConsumida = 0;             //La energía consumida en WH
    private static double tiempoEsperaPeriodo = 0;          //Tiempo que tienen que esperar los jobs para coger un nucleo, en total
    private static int day = 0;                             //El día en el que se encuentra la simulación
    private static double numberJobsPeriodo = 0;            //Numero de Jobs que se han ejecutado en el último periodo(entre llamadas al Core)
    
    private static double jobsTotales;          //Jobs Totales de toda la simulación
    private static double tiempoEsperaTotal;    //Espera total de todos los Jobs
    private static double duracionTotalJobs;    //Duración total de todos los Jobs
    /**
     * Realiza los calculos necesarios cuando se enciende un armario
     * 
     * @param idArmario
     * @param time
     * @param consumo
     * @param tiempoencendido 
     */
    public static void enciendeArmario(int idArmario, double time, double consumo, double tiempoencendido) {
        //Calcula el consumo que tendrá al encenderse el servidor y lo añade a energía consumida
        energiaConsumida+=(consumo*Globals.consumoBoot*(tiempoencendido/3600));
    }
    /**
     * Realiza los calculos necesarios cuando se apaga un armario
     * 
     * @param idArmario
     * @param time
     * @param diferenciaTiempo
     * @param consumo 
     */
    public static void apagaArmario(int idArmario, double time, double diferenciaTiempo, double consumo,double tiempoApagado) {
        //Calcula el consumo que se a producido desde la última vez que se ha contado y lo añade a energiaConsumida
        energiaConsumida+=(consumo*(diferenciaTiempo/3600));
        //Calcula el consumo que se realiza cuando se apaga el armario
        energiaConsumida+=(consumo*Globals.consumoBoot*(tiempoApagado/3600));
    }
    /**
     * Realiza los calculos necesarios cuando se enciende un servidor
     * 
     * @param idServidor
     * @param time
     * @param tiempoEncendido
     * @param consumoServidor 
     */
    public static void enciendeServidor(int idServidor, double time, double tiempoEncendido, double consumoServidor) {
        //Tiene en cuenta el consumo producido durante el Boot y lo añade a energíaConsumida
        double consumo = consumoServidor*Globals.consumoBoot;//Es el consumo en Idle multiplicado por consumoBoot
        energiaConsumida+=(consumo*(tiempoEncendido/3600));//Energia consumida durante el Boot
    }
    /**
     * Realiza los calculos necesarios cuando se apaga un servidor
     * 
     * @param idServidor
     * @param time
     * @param diferenciaTiempo - Incluye el tiempo que tarda en apagarse
     * @param consumo 
     */
    public static void apagaServidor(int idServidor, double time, double diferenciaTiempo, double tiempoApagado, double consumo) {
        //Energia consumida durante el funcionamiento del servidor
        energiaConsumida+=(consumo*(diferenciaTiempo/3600));
        //Energía que se consume mientras se apaga
        energiaConsumida+=(consumo*(tiempoApagado/3600));
    }
    /**
     * Realiza los calculos necesarios para tener en cuenta de que se ha empezado a ejecutadar un nuevo Job
     * 
     * @param idNucleo
     * @param tiempoInicioJob
     * @param diferenciaPeticionInicio
     * @param prioridad 
     */
    public static void newJob(int idNucleo, double duracionJob, double diferenciaPeticionInicio, double prioridad) {
        //Aumenta en uno la cantidad de Jobs iniciados durante el último periodo
        numberJobsPeriodo++;
        //Sume al tiempo de espera que ha sufrido el Job, para hacer la media de la espera en el último periodo
        tiempoEsperaPeriodo+=diferenciaPeticionInicio;
        
        //Se añade el tiempo de duración del Job
        duracionTotalJobs+=duracionJob;
    }
    /**
     * Realiza los calculos necesarios para tener en cuenta de que se ha finalizado de ejecutadar un Job
     * 
     * @param idNucleo
     * @param time
     * @param diferenciaTiempo
     * @param consumo
     * @param prioridad 
     */
    public static void endJob(int idNucleo, double time, double diferenciaTiempo, double consumo, double prioridad) {
        //Calcula la energía consumida duratne el tiempo de ejecución tanto en energíaConsumida como en la variableT
        energiaConsumida+=(consumo*(diferenciaTiempo/3600));
        consumoVariableTodoEncendido+=(consumo*(diferenciaTiempo/3600));
    }
    /**
     * Calcula el consumo y lo suma con el tiempo indicado, sabiendo si es un Armario o Servidor, o si es un Nucleo
     * Si es un nucleo tiene en cuenta que es consumo variable(en caso de que estuviera todo encendido)
     * 
     * @param consumo
     * @param diferenciaTiempo
     * @param isNucleo 
     */
    public static void actualizaConsumo(double consumo, double diferenciaTiempo, boolean isNucleo){
        //Calcula la energía consumida y la suma.
        energiaConsumida+=(consumo*(diferenciaTiempo/3600));
        //Si es un Nucleo es energía que se consumiría si estuviera todo encendido, ya que es consumo variable
        if(isNucleo){
            consumoVariableTodoEncendido+=(consumo*(diferenciaTiempo/3600));
        }
    }
    /**
     * Para inicializar el consumo máximo del CPD, para saber después cuanto ahorramos
     * 
     * @param consumo
     */
    public static void addConsumoMaximo(double consumo){
       //Suma el consumo en W, al consumo total(de la parte fija) del CPD
       consumoTodoEncendido+=consumo;
    }
    /**
     * Función que guarda en los logs la información facilitada
     *  Esta función es ejecutada cada vez que se ejecuta el algoritmo de Gestión de Capacidad
     * 
     * @param time
     * @param encendidos
     * @param jobsEnMarcha
     * @param jobsEnEspera
     * @param diferenciaNucleos
     * @param mediaSinUsar
     * @param changeDay 
     */
    public static void guardaLogger(double time, int encendidos, int jobsEnMarcha,
            int jobsEnEspera, int diferenciaNucleos, int mediaSinUsar, boolean changeDay){
        if(!changeDay){
            //Lo ultimo que printa en el fichero con los siguientes datos: EnergiaConsumida,EnergiaTodoEncendido,tiempoEspera,Encendidos,
                            //jobsEnMarcha,jobsEnEspera,diferenciaNucleos,mediaSinUsar,numeroJobsPeriodo
            logger.add(energiaConsumida + "," + (consumoTodoEncendido*((time%(24*3600))/3600)+consumoVariableTodoEncendido) 
                    + "," + (tiempoEsperaPeriodo/numberJobsPeriodo) + "," + encendidos + "," + jobsEnMarcha + ","
                    + jobsEnEspera + "," + diferenciaNucleos + "," + mediaSinUsar + "," + numberJobsPeriodo);
            //Lo guarda también en forma de Array
            double doubleArray[] = {energiaConsumida,(consumoTodoEncendido*((time%(24*3600))/3600)+consumoVariableTodoEncendido),
                    (tiempoEsperaPeriodo/numberJobsPeriodo),encendidos,jobsEnMarcha,jobsEnEspera,diferenciaNucleos,mediaSinUsar,numberJobsPeriodo};
            loggerArray.add(doubleArray);
        }
        else{
            //Lo ultimo que printa en el fichero con los siguientes datos: EnergiaConsumida,EnergiaTodoEncendido,tiempoEspera,Encendidos,
                            //jobsEnMarcha,jobsEnEspera,diferenciaNucleos,mediaSinUsar,numeroJobsPeriodo
            logger.add(energiaConsumida + "," + (consumoTodoEncendido*24+consumoVariableTodoEncendido) 
                    + "," + (tiempoEsperaPeriodo/numberJobsPeriodo) + "," + encendidos + "," + jobsEnMarcha + ","
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                    + jobsEnEspera + "," + diferenciaNucleos + "," + mediaSinUsar + "," + numberJobsPeriodo);
            double doubleArray[] = {energiaConsumida,(consumoTodoEncendido*24+consumoVariableTodoEncendido),
                    (tiempoEsperaPeriodo/numberJobsPeriodo),encendidos,jobsEnMarcha,jobsEnEspera,diferenciaNucleos,mediaSinUsar,numberJobsPeriodo};
            //Lo guarda también en forma de Array
            loggerArray.add(doubleArray);
        }
        
        //Suma tiempos y Jobs del periodo a los totales
        tiempoEsperaTotal+=tiempoEsperaPeriodo;
        jobsTotales+=numberJobsPeriodo;
        
        //Variables que se reinician cada periodo
        tiempoEsperaPeriodo=0;
        numberJobsPeriodo=0;
    }
    
    /**
     * Pasa a un fichero todos los Logs producidos por el último día.
     *  Esta función se ejecuta cuando se finaliza el día
     */
    public static void pasaArchivoDay(){
        FileWriter fichero = null;
        PrintWriter pw = null;
        try
        {
            File carpeta = new File("Logs");
            carpeta.mkdir();
            //Crea el fichero
            fichero = new FileWriter("Logs"+ File.separator + "logger" + day + ".csv");
            pw = new PrintWriter(fichero);
            //Printa la cabecera del fichero, donde indica que es cada campo
            pw.println("EnergiaConsumida,EnergiaTodoEncendido,tiempoEspera,Encendidos,jobsEnMarcha,"
                    + "jobsEnEspera,diferenciaNucleos,mediaSinUsar,numeroJobsPeriodo");
            for (int i = 0; i < logger.size(); i++){
                //Printa la linea a fichero
                pw.println(logger.get(i));
            }
        } catch (Exception e) {
            e.printStackTrace();
        } finally {
           try {
           // Se cierra el fichero
           if (null != fichero)
              fichero.close();
           } catch (Exception e2) {
              e2.printStackTrace();
           }
        }
    }
    /**
     * Realiza las modificaciones en los Logs y en las variables necesarias
     *  cuando se avanza un día
     */
    static void nextDay() {
        //Se pasan los Logs a un fichero
        pasaArchivoDay();
        
        //Se avanza un día
        day++;
        
        //Se añade a la lista de logs, donde ocupa una posición cada log de cada día
        loggerDia.add(logger);
        loggerDiaArray.add(loggerArray);
        
        //Se inica una nueva lista del nuevo día
        logger = new ArrayList<String>();
        loggerArray = new ArrayList<double[]>();
        
        //Se reinician los valore necesarios en el cambio de día
        consumoVariableTodoEncendido = 0; //Consumo de los nucleos, para sumar al fijo
        energiaConsumida = 0; //La energía consumida en WH
        tiempoEsperaPeriodo = 0; //Tiempo que tienen que esperar los jobs para coger un nucleo, en total
    }
    /**
     * Retorna los logs del día indicado
     * @param i
     * @return 
     */
    public static ArrayList<double[]> getLoggerDia(int i) {
        return loggerDiaArray.get(i);
    }
    
    /**
     * Retorna la cantidad de Logs de días completos que hay
     * @return 
     */
    public static int getNumDays(){
        return loggerDia.size();
    }
    public static double getDuracionMedia() {
        return ((double)duracionTotalJobs/jobsTotales);
    }
    public static double getEsperaMedia() {
        return ((double)tiempoEsperaTotal/jobsTotales);
    }
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    public static double getJobsTotales() {
        return jobsTotales;
    }
    /**
     * Limpia los datos de otra simulación
     */
    static void clear() {
        consumoTodoEncendido=0;
        consumoVariableTodoEncendido=0;
        day=0;
        duracionTotalJobs=0;
        energiaConsumida=0;
        jobsTotales=0;
        logger.clear();
        loggerArray.clear();
        loggerDia.clear();
        loggerDiaArray.clear();
        numberJobsPeriodo=0;
        tiempoEsperaPeriodo=0;
        tiempoEsperaTotal=0;
    }
}
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 11.2.6 Clase Simulador
/*
 * Clase Simulador
 * ------------------------------------------
 * FUNCIONALIDADES
 * Contiene la inicialización de la simulacion y la simulación
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 1.0
 * - Simulador completo
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd;
import simuladorcpd.Data.*;
import java.util.ArrayList;
import java.util.Calendar;
import java.util.Comparator;
import java.util.TreeSet;
import simuladorcpd.View.CView;
/**
 *
 * @author Jordi
 * 
 */
public class Simulador {
    //Es el tiempo de la simulación
    public static double time = 0 ;
    //Tiempo que se crea la carga, es decir, la carga se genera en la cola de eventos
    //  cada tiempo puesto en segundos cada esos segundos, reduciendolo en cierto 
    //  grado, mejoras la eficiencia de la simulacion
    private static double timeCarga = 0.2;
    
    
    //Lista de eventos a ejecutar ordenados por tiempo.
    private static TreeSet<Evento> eventos = new TreeSet(new eventosComparator());
    //Es un arrayList que tiene los Jobs(que son eventos) mientras esperan a optar por un nucleo
    private static ArrayList<Evento> colaJobs = new ArrayList<Evento>();
    
    //jobs en espera
    public static int jobsEnEspera=0;
    //jobs en marcha
    public static int jobsEnMarcha=0;
    //Cantidad de nucleos que estan encendidos
    public static int encendidos=0;
    
    //Es el tiempo de finalización de esta ejecucion
    public static int finSimulacion=0;
    
    //Variable que indica si se ha finalizado al simulacion
    public static boolean simulacionFinalizada=true;
    /**
     * Es la función que inicia esa simulación
     */
    public static void iniciaSimulacion() {
        /*
         * Limpieza
         */
        clearAll();
        /*
         * Inicialización
         */
        //Inicialización de la carga
        Carga.generaCarga(0,timeCarga);//La carga empieza en el segundo 0 y se crea durante para timeCarga segundos
        addEvento(new Evento(timeCarga,timeCarga,"creaCarga",-1));//Se añade el evento para que en timeCarga segundos se creen
            //eventos para otros timeCarga segundos
        
        //Llamada al GCapacidad se ejecuta por primera vez en el segundo indicado
        addEvento(new Evento(Globals.getTiempoActualizarEstado(),Globals.getTiempoActualizarEstado(),"ActualizaEstado",-1));
        //Se actualiza mediaSinUsar, que se toman 10 muestras entre ejecución del
        // ActualizaEstado para que sea más realista y menos puntual
        addEvento(new Evento(Globals.getTiempoActualizarEstado()*0.1,Globals.getTiempoActualizarEstado()*0.1,"mediaSinUsar",0));
        //Carga el resto de eventos
        Historico.iniciaHistorico();
        //Se carga el CPD y se inicializan los servidores que estan encendidos
        GRecursos.loadCPD();
        GRecursos.startCPD();
        //Empieza la simulación
        simular();
    }
    /**
     * Esta funcion es la que se ejecuta la simulación
     */
    public static void simular(){
        //Inicializa variables
        finSimulacion = Globals.duracionSimulacion;
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        simulacionFinalizada=false;
        
        //Tiempo de actualización y tomar decisiones
        double intervaloAlgoritmoGestionCapacidad = Globals.getTiempoActualizarEstado();
        
        //Mientras no se supere el fin de la simulación se ejecuta
        while(time<=finSimulacion){
            //Se coge el primer evento y se elimina de la lista
            Evento actual = eventos.pollFirst();
            
            //Si es un suceso que actualiza el estado del CPD
            if(actual.getSuceso().equals("ActualizaEstado")){
                time = actual.getTime();//Se actualiza el tiempo de la simulación
                
                //Si es el cambio de día
                if(time%(86400)==0){//3600*24=86400
                    Historico.avanzaDia();
                }
                
                //Se calcula el nuevo estado y se obtiene la diferencia del estado actual al nuevo
                int diferenciaNucleos=GCapacidad.calculaVariacionNuecleos();
                
                //Añade el evento para que se ejecute el siguiente GCapacidad
                addEvento(new Evento(0,time+intervaloAlgoritmoGestionCapacidad,"ActualizaEstado",-1));
                
                //Actualiza el consumo de todos los elementos del CPD
                GRecursos.actualizaConsumo();
                
                //Printa en la pantalla de informacion del usuario
                CView.actualizaInformacion();
                //Actualiza la barra de progreso
                CView.completed = (time/Globals.duracionSimulacion);
                
                //Actualiza el Logger, se ha de hacer después de haber actualizado el consumo
                if(time%(3600*24)==0){//3600*24=86400
                    //Si cambia de día
                    Logger.guardaLogger(time,encendidos,jobsEnMarcha,jobsEnEspera,diferenciaNucleos,GCapacidad.getMediaSinUsar(),true);
                    Logger.nextDay();
                }
                else Logger.guardaLogger(time,encendidos,jobsEnMarcha,jobsEnEspera,diferenciaNucleos,GCapacidad.getMediaSinUsar(),false);
                
                //Una vez realizado todo, enciende o apaga los nucleos indicados, si puede
                GRecursos.actualizaCapacidad(diferenciaNucleos);
                
                //Printa la ocupación de los servidores en este momento
                //CCpd.printaOcupacion(time);
            }
            //Si se va a realizar un nuevo Job
            else if(actual.getSuceso().equals("newJob")){
                time = actual.getTime();
                //Se busca un nucleo, si hay disponibles el evento que retorna es
                //  un endJob, sino, es un evento de jobAEspera
                Evento newJob = GRecursos.newJob(time,actual.getTimeStart(),actual.getNucleo());
                if(newJob.getSuceso().equals("endJob")) {//Si se le ha asignado un nucleo, es que se realiza
                    jobsEnMarcha++;
                }
                //Se añade el evento en la lista de eventos
                addEvento(newJob);
            }
            //Si se finiliza un Job
            else if(actual.getSuceso().equals("endJob")){
                time = actual.getTime();
                //Se resta un jobEnMarcha
                jobsEnMarcha--;
                //Finaliza el trabajo
                GRecursos.endJob(actual);
                
                //Si hay jobs en espera
                if(jobsEnEspera>0){
                    //Se resta los eventos en espera
                    jobsEnEspera--;
                    //Se actualiza el Evento conforme el cambio de tipo de evento
                    colaJobs.get(0).setTime(time);//Sirve para saber el tiempo de espera
                    colaJobs.get(0).setSuceso("newJob");
                    //Se añade a la cola de evento newJob y se quita de la de espera
                    addEvento(colaJobs.remove(0));
                }
            }
            //Si se pone un Job a la cola de Espera
            else if(actual.getSuceso().equals("jobAEspera")){
                //Se pone un job a espera
                time = actual.getTime();
                jobsEnEspera++;
                //Es la cola que tiene los eventos que estan a la espera de un nucleo libre
                colaJobs.add(colaJobs.size(),actual);
            }
            //Si se finaliza el encendido de un servidor
            else if(actual.getSuceso().equals("enciendeServidor")){
                //Enciende un servidor y pasa a estar disponible
                time = actual.getTime();
                //Enciende el servidor indicado y retorna el número de núcleos, para poder ejecutar esos Jobs
                // en espera si existen
                int nucleosLibres=GRecursos.servidorEncendido(actual.getID());
                //Si hay jobs en espera ponen como eventos New Job, para que se ejecuten en el servidor encendido
                while(jobsEnEspera>0&&nucleosLibres>0){
                    //Se resta los eventos en espera
                    jobsEnEspera--;
                    //Se actualiza el Evento conforme el cambio de tipo de evento
                    colaJobs.get(0).setTime(time);//Sirve para saber el tiempo de espera
                    colaJobs.get(0).setSuceso("newJob");
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                    //Se añade a la cola de evento newJob y se quita de la de espera
                    addEvento(colaJobs.remove(0));
                    nucleosLibres--;
                }
            }
            //Si se finaliza el apagado de un Servidor
            else if(actual.getSuceso().equals("finApagadoServidor")){
                //Enciende un nucleo y pasa a estar disponible
                time = actual.getTime();
                //Indica que se ha finalizado de apagar el servidor y pasa a estar disponible
                GRecursos.finApagadoServidor(actual.getID());
            }
            //Si se finaliza el apagado de un Armario
            else if(actual.getSuceso().equals("finApagadoArmario")){
                //Enciende un nucleo y pasa a estar disponible
                time = actual.getTime();
                //Indica que se ha finalizado de apagar el servidor y pasa a estar disponible
                GRecursos.finApagadoArmario(actual.getID());
            }
            //Realiza un muestreo de la Media de servidors sin utilizar
            else if(actual.getSuceso().equals("mediaSinUsar")){
                //Sirve para realizar la media más exacta de la cantidad de servidores
                //  que esta sin usar durante el último periodo
                time = actual.getTime();
                //Se almacenan el numero de encendidos en la posición correspondiente
                GCapacidad.setMediaSinUsar(actual.getNumeroEjecucion(), GRecursos.getNumeroEncendidosSinUsar());
                actual.setTime(time+(intervaloAlgoritmoGestionCapacidad*0.1));//Se han de tomar 10 muestreos
                actual.setNumeroEjecucion((actual.getNumeroEjecucion()+1)%10);//Se suma 1 para indicar que es el siguiente muestreo de los 10
                addEvento(actual);
            }
            //Indica que se ha de crear nuevos eventos NewJob
            else if(actual.getSuceso().equals("creaCarga")){
                //Evento que crea la carga de un tiempo indicado
                time = actual.getTime();
                //Crea la carga
                Carga.generaCarga(time,time+timeCarga);
                //Se añade el evento para que cree la carga dentro de timeCarga
                addEvento(new Evento(time+timeCarga,time+timeCarga,"creaCarga",-1));
            }
            
        }
        //Avisa a la Interfaz de que se ha acabado la información
        simulacionFinalizada = true;
        CView.finalizaSimulacion();
    }
    /**
     * Función que añade al TreeSet de Eventos el newEvento
     *
     * @param newEvento
     */
    public static void addEvento(Evento newEvento){
        eventos.add(newEvento);
    }
    /**
     * Inicia las variables para la posibilidad de iniciar una nueva simulación
     */
    public static void clearAll() {
        //Incializa las variables
        time=0;
        colaJobs.clear();
        encendidos=0;
        eventos.clear();
        jobsEnEspera=0;
        jobsEnMarcha=0;
        GRecursos.clear();
        Logger.clear();
        Historico.clear();
    }
}
/**
 * Es el comparador para ordenar los Eventos
 * Los ordena por el tiempo
 */
class eventosComparator implements Comparator
{
    public int compare(Object o1, Object o2) {
        Evento e1 = (Evento)o1;
        Evento e2 = (Evento)o2;
        double t1 = e1.getTime();//Obtiene el tiempo de ejecución del Evento 1
        double t2 = e2.getTime();//Obtiene el tiempo de ejecución del Evento 2
        if(t1<t2) return -1;//Si es menor, se pone antes
        else return 1; //Si es mayor o igual se pone detrás
    }
}
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 11.2.7 Clase SimuladorThread
/*
 * Clase SimuladorThread
 * ------------------------------------------
 * FUNCIONALIDADES
 * Crea un Thread independiente que ejecuta la simulación
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.1
 * - Versión completa
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd;
/**
 * Es una clase(que es un Thread) que solo ejecuta la Simulación
 */
public class SimulationThread extends Thread {
    @Override
    public void run() {
        Simulador.iniciaSimulacion();
    }
}
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 11.2.8 Clase Armario
/*
 * Clase Armario
 * ------------------------------------------
 * FUNCIONALIDADES
 * Tiene la información de los datos de un armario.
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.5
 * - Version Completa
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.CPD;
import simuladorcpd.GRecursos;
import simuladorcpd.Logger;
/**
 *
 * @author Jordi
 */
public class Armario {
    int id;             //ID del Armario
    int[]idServidores;  //IDs de los servidores contenidos en el armario
    boolean esBlade;      //Indica si es un blade
    double consumo;     //Indica su consumo, en el caso de que sea un blade
    int servidoresActivos;  //Cantidad de servidores que tienen 1 nucleo usandose
    boolean encendido;  //Estado del armario
    double ultimoMomentoContabilizado;   //Tiempo desde que esta encendido o se calculó la energía consumida
    double tiempoEncendido; //Tiempo que tarda en encenderse
    double tiempoApagado;   //Tiempo que tarda en apagarse
    boolean apagandose;     //El armario esta en el proceso apagandose y no se puede encender(sirve para los Blade
    /**
     * Creadora
     *
     * @param newID
     * @param b Es un blade
     * @param c Consumo, en caso de que sea blade
     * @param servidores Id de los servidores
     */
    public Armario(int newID, boolean esUnBlade, double consumoArmario, int[]servidores, double tiempoEnc, double tiempoAp){
        id = newID;
        esBlade = esUnBlade;
        consumo = consumoArmario; //Solo es el consumo del armario
        idServidores = servidores;
        servidoresActivos=0;
        tiempoEncendido = tiempoEnc;
        tiempoApagado = tiempoAp;
    }
    /**
     * Enciende el armario
     *
     * @param time
     */
    public void encender(double time){
        //Manda a logger que se enciende y el consumo el tiempo de encendido
        Logger.enciendeArmario(id,time,consumo,tiempoEncendido);
        ultimoMomentoContabilizado = time;
        encendido = true;
    }
    
    /**
     * Enciende el armario, pero sin tener en cuenta el consumo de encendido, ya que se utiliza
     * para encender servidores en el estado inicial de la simulación.
     * @param time 
     */
    public void encenderInicio(double time) {
        //Manda al logger que esta encendido pero el consumo es 0, porque es el
        //  estado inicial y se supone que ya está encendido
        Logger.enciendeArmario(id,time,0,0);
        ultimoMomentoContabilizado = time;
        encendido = true;
    }
    /**
     * Apaga el armario, se ha de comprobar que no hay ningún ningún servidor encendido o encendiendose
     * 
     * @param time
     */
    public void iniciaApagado(double time){
        encendido = false;
        Logger.apagaArmario(id,time,time-ultimoMomentoContabilizado,consumo, tiempoApagado);
        if(isBlade()) apagandose = true;
    }
    /**
     * Calcula el coste marginal que supone el armario
     *
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     * El valor es el consumo del armario si no esta encendido o ningún servidor
     * del armario esta realizando ningún job, sino 0.
     *
     * @return
     */
    public double costeMarginal(){
        double coste=0;
        //Si no esta encendido y no tiene ningúan servidor activo es el consumo
        if(!encendido||servidoresActivos==0) coste = consumo;
        return coste;
    }
    /**
     * Función que se ejecuta cuando se pone en estado "activo" un servidor,
     * cuando pasa de tener 0 nucleos activos a tener 1 nucleo activo
     *
     */
    public void servidorActivo() {
        servidoresActivos++;
        if((servidoresActivos==1)&&esBlade) {//Si es un blade se modifica la prioridad al modificar el Coste Marginal
            for(int i = 0; i<idServidores.length;i++){
                GRecursos.calculaPrioridadYOrdena(idServidores[i]);//Recalcula las prioridades de todos los Servidores del Armario
            }
        }
    }
    /**
     * Función que se ejecuta cuando un servidor deja de ser activo, es decir,
     * cuando pasa de tener 1 nucleo activo a tener 0 nucleos activos
     */
    public void servidorInActivo() {
        servidoresActivos--;
        if((servidoresActivos==0)&&esBlade) {//Si es un blade se modifica la prioridad al modificar el Coste Marginal
            for(int i = 0; i<idServidores.length;i++){
                GRecursos.calculaPrioridadYOrdena(idServidores[i]);//Recalcula las prioridades de todos los nucleos del servidor
            }
        }
    }
    /**
     * Actualizar el consumo del armario al consumidoTotal
     *
     * @param time
     */
    public void actualizaConsumo(double time){
        if(esBlade&&encendido){//Si es un blade y esta encendido consume, sino, no
            Logger.actualizaConsumo(consumo, (time-ultimoMomentoContabilizado),false);
        }
        ultimoMomentoContabilizado = time;
    }
    /**
     *
     * Getters y setters
     */
    public boolean isBlade() {
        return esBlade;
    }
    public void setBlade(boolean blade) {
        this.esBlade = blade;
    }
    public double getConsumo() {
        return consumo;
    }
    public void setConsumo(double consumo) {
        this.consumo = consumo;
    }
    public int getId() {
        return id;
    }
    public void setId(int id) {
        this.id = id;
    }
    public int[] getIdServidores() {
        return idServidores;
    }
    public boolean isEncendido() {
        return encendido;
    }
    public double getTimeEncendido() {
        return ultimoMomentoContabilizado;
    }
    public double getTiempoEncendido() {
        return tiempoEncendido;
    }
    public void setApagandose(boolean b) {
        apagandose=b;
    }
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    public boolean isApagandose(){
        return apagandose;
    }
    public double getTiempoApagado() {
        return tiempoApagado;
    }
}
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 11.2.9 Clase Servidor
/*
 * Clase Servidor
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es la clase que contiene un servidor con toda su información que es necesaria,
 * y las funcioanlidades para obtener datos,... relacionadas con el servidor
 * ------------------------------------------
 * FUNCIONES
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.6
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.CPD;
import java.util.concurrent.ConcurrentLinkedQueue;
import simuladorcpd.GRecursos;
import simuladorcpd.Globals;
import simuladorcpd.Logger;
/**
 *
 * @author Jordi
 */
public class Servidor {
    
    //Datos del servidor
    int id;                 //ID del servidor
    int idArmario;          //ID del Armario al que pertenece
    int[] nucleos;          //IDs de los nucleos de este servidor
    double consumo;         //Consumo total del servidor, el 50% fijo, el 50% variable
    int nucleosActivos;     //Saber la cantidad de nucleos que estan realizando un trabajo
    private boolean encendido;      //Para saber si esta encendido
    private boolean encendiendose;  //El servidor esta en el proceso de encendido y no esta disponible
    private boolean apagandose;     //El servidor esta en el proceso de apagado
    private double tiempoConsumoActualizado;     //Tiempo de encendido o tiempo desde que se ha contado el consumo
    private double tiempoEncendido; //Tiempo que tarda en encenderse el servidor
    private double tiempoApagado;   //Tiempo que tarda en apagarse el servidor
    private double rendimiento;     //Rendimiento que tiene el servidor
    private double prioridad;       //Almacena la prioridad desde que se ha calculado la última vez
    private ConcurrentLinkedQueue<Integer> nucleosEnEspera = new ConcurrentLinkedQueue<Integer>(); //LIsta con los nucleos que estan libres
    
    
    /**
     * Creadora de Servidor
     * 
     * @param idServidor
     * @param idA
     * @param nucl
     * @param con
     * @param tEncendido
     * @param tApagado
     * @param rend 
     */
    public Servidor (int idServidor, int idA, int[]nucl, double con, double tEncendido, double tApagado, double rend){
        id = idServidor;            //ID del Servidor
        idArmario = idA;            //ID del Armario al que pertenece
        nucleos = nucl;             //Array de IDs de los Nucleos que contiene el Servidor
        consumo = con;              //Consumo total del servidor al máximo
        tiempoEncendido = tEncendido;   //Tiempo que tarda en encenderse el servidor
        tiempoApagado = tApagado;       //Tiempo que tarda en apagarse el servidor
        rendimiento = rend;             //Rendimiento del Servidor
    }
    /**
     * Calcula el coste marginal del servidor
     *
     * @return
     */
    public double costeMarginal(){
        double costeMarginal=0;
        //Si no esta encendido o no hay nigún nucleo activo, se le suma el coste fijo
        if(!encendido||(nucleosActivos==0)) costeMarginal = costeMarginal+ consumo*0.5;
        Armario a = GRecursos.getArmario(idArmario);
        
        //Sumamos el coste marginal del Armario
        costeMarginal = costeMarginal+ a.costeMarginal();
        return costeMarginal;
    }
    /**
     * Tiene en cuenta de se está utilizando un nucleo más
     * 
     */
    public int newJob(){
        //Aumenta en 1 los nucleos activos
        nucleosActivos++;
        
        //Si pasa de 0 a 1 nucleo activo, el servidor pasa a ser activo
        if(nucleosActivos==1) {
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            GRecursos.servidorActivo(idArmario);
        }
        return nucleosEnEspera.remove();
    }
    /**
     * Se ejecuta cuando un nucleo de este servidor deja de ejecutarse.
     * Retorna cierto si se ha de añadir a la lista de servidores en espera o falso si ya estaba
     * @param idNucleo
     * @return Cierto si se ha de añadir a la lista de servidores en espera o falso si ya estaba
     */
    public boolean endJob(int idNucleo){
        nucleosActivos--;
        //Si se pasa de 1 a 0 nucleos activos pasa a ser un Servidor Inactivo
        if(nucleosActivos==0) {
            GRecursos.servidorInActivo(idArmario);
        } 
        //Se añade el nucleo a nucleos en espera
        nucleosEnEspera.add(idNucleo);
        //Si solo esta como nucleo disponible el que acaba de terminar, se pone en la lista de espera,
        //  sino, es que ya estaba y no hace falta ponerlo a la lista.
        return (nucleosEnEspera.size()==1)?true:false;
    }
    
    /**
     * Retorna si existen nucleos en espera disponibles
     * @return 
     */
    public boolean tieneNucleosEnEspera(){
        return nucleosEnEspera.size()==0?false:true;
    }
    /**
     * Enciende el servidor y envia los datos al logger para teniendo en cuenta
     * el consumo que se produce al iniciar.
     *
     * @param time
     */
    public void encender(double time){
        //Indica que se ha encendido y el tiempo desde el que se ha encendido
        encendido = true;
        encendiendose = false;
        tiempoConsumoActualizado = time;
        Logger.enciendeServidor(id,time,tiempoEncendido,consumo/2);//Se le pasa el consumo en idle
        
        //Añade a nucleos en espera los nucleos del servidor
        for(int i=0; i<nucleos.length;i++){
            nucleosEnEspera.add(nucleos[i]);
        }
    }
    
    /**
     * Enciende el servidor sin tener en cuenta el tiempo que tarda en iniciarse
     * porque solo se utiliza para crear el estado inicial de la simulación
     *
     * @param time
     */
    public void encenderInicio(double time){
        //Indica que se ha encendido y el tiempo desde el que se ha encendido
        encendido = true;
        tiempoConsumoActualizado = time;
        
        //Añade a nucleos en espera los nucleos del servidor
        for(int i=0; i<nucleos.length;i++){
            nucleosEnEspera.add(nucleos[i]);
        }
    }
    
    /**
     * Apaga el servidor y envia los datos al logger tieniendo en cuenta el
     * consumo hasta el fin de utilización y durante el apagado
     *
     * @param time
     */
    public void apagar(double time){
        //Se pone en apagado y se avisa al Logger para que cuente el consumo del apagado
        encendido = false;
        Logger.apagaServidor(id,time, (time-tiempoConsumoActualizado),tiempoApagado, consumo/2);//El consumo del 50% fijo
        //Se pone en negativo para evitar problemas
        tiempoConsumoActualizado = -time;
        nucleosEnEspera.clear();
    }
    /**
     * Actualiza el consumo del servidor, se utiliza para
     * realizar estadisticas del consumo en cierto momento
     */
    public void actualizaConsumo(double time){
        //Se comprueba que sea mayor, porque igual se esta encendiendo
        if(encendido&&time>tiempoConsumoActualizado){
            Logger.actualizaConsumo(consumo/2, (time-tiempoConsumoActualizado),false);//Consumo de la parte fija
            tiempoConsumoActualizado = time;
        }
    }
    
    /**
     * Retorna el multiplicador de la Prioridad
     * 
     * Retorna #NucleosNormalizado*0.5+(NucleosUtilizados/NucleosTotales)*0.5
     * 
     * @return 
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     */
    public double getMultiplicador(){
        double multiplicador;
        multiplicador = ((double)nucleos.length/GRecursos.getMaxNucleos())*0.5+getOcupacion()*0.5;
        return multiplicador;
    }
    
    /**
     * Retorna la ocupación de los nucleos del servidor
     * @return 
     */
    public double getOcupacion(){
        return ((double)nucleosActivos/nucleos.length);
    }
    
    /**
     * Calcula la prioridad del Servidor
     */
    public void calculaPrioridad(){
        Nucleo n = GRecursos.getNucleo(nucleos[0]);
        //Calculo de prioridad que es: (rendimiendto/costeMarginal)*Multiplicador, normalizadas las 3 variables a 1
        prioridad = ((double)n.getRendimiento()*Globals.prioridadRendimiento/GRecursos.getMaxRendimiento())
                /((double)n.getCosteMarginal()*Globals.prioridadCosteMarginal/GRecursos.getMaxCosteMarginal());
        //Si se tiene el Multiplicador activado se cuenta, sino, no se tiene en cuenta
        if(Globals.multiplicadorAntiDefragActivo) prioridad = prioridad*getMultiplicador()*Globals.prioridadMultiplicadorAntiDefrag;
    }
    
    /**
     * Retorna lo que sería la prioridad de un nucleo del servidor
     * Si es necesario, se ha de recalcular antes.
     * 
     * @return Retorna lo que sería la prioridad de un nucleo del servidor
     */
    public double getPrioridad(){
        return prioridad;
    }
    
    
    
    /*
     * Getters y setters
     */
    public int[] getNucleos() {
        return nucleos;
    }
    public int getIdArmario() {
        return idArmario;
    }
    
    public int nucleosActivos(){
        return nucleosActivos;
    }
    
    public boolean isEncendido() {
        return encendido;
    }
    public double getTiempoEncendido() {
        return tiempoEncendido;
    }
    
    public double getTiempoApagado() {
        return tiempoApagado;
    }
    public int getId() {
        return id;
    }
    public void iniciaProcesoEncendido() {
        encendiendose = true;
    }
    
    public boolean isEncendiendoseOApagandose(){
        return encendiendose||apagandose;
    }
    public void setApagandose(boolean b) {
        apagandose = b;
    }
    public boolean isEncendiendose() {
        return encendiendose;
    }
}
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 11.2.10 Clase Núcleo
/*
 * Clase Nucleo
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es la clase que tiene toda la información de un Nucleo.
 *
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.7
 * - Versión Final
 * ------------------------------------------
 */
package simuladorcpd.CPD;
import simuladorcpd.*;
public class Nucleo {
    int id;                 //ID del Nucleo
    int idServidor;         //ID del Servidor al que pertenece el Nucleo
    boolean trabajando;        //Indica si esta realizando un job
    double prioridad;       //Indica la prioridad del Nucleo
    double rendimiento;     //Indica el rendimiento de un nucleo
    double tiempoInicioJob; //Indica en caso de que se este ejecutando un job, el tiempo de inicio o tiempo desde
                    //que se calculo el gasto de energía, sirve para conocer la energía consumida
    double consumoVariableNucleo; //Es la parte de consumo variable que representa este nucleo
    /**
     * Creadora
     *
     * @param idNucleo
     * @param idP
     */
    public Nucleo(int idNucleo, int idS, double rend, Servidor s){
        id = idNucleo;
        idServidor = idS;
        trabajando = false;
        prioridad = 0;
        rendimiento = rend;
        consumoVariableNucleo = (double)((double)s.consumo/2)/
                ((double)s.nucleos.length);//Parte fija es 50%, el resto se reparte equitativamente
    }
    /**
     * Esta función inicia un trabajo al procesador y retorna el tiempo de finalización
     *
     * @param tiempoActual Tiempo actual de la simulación
     * @param carga Carga que tiene el trabajo
     * @return El tiempo de finalización del trabajo
     */
    public double newJob(double tiempoActual, double difTiempos, double duracionMinRendimiento){
        //Actualiza las variables de tiempoInciioJob y indica que esta trabajando
        tiempoInicioJob = tiempoActual;
        trabajando = true;
        
        //El tiempo Final tiene en cuenta el rendimiento. El tiempo indicado es en
        //  el servidor menos potente, y cuanto más potente es más rápido es en proporción
        double duracionJob = duracionMinRendimiento*(GRecursos.getMinRendimiento()/rendimiento);
        double tiempoFinal = tiempoActual+duracionJob;
        //Avisa al logger que ha iniciado un Job
        Logger.newJob(id,duracionJob,difTiempos,prioridad);
        return tiempoFinal;
    }
    /**
     * Funcion que termina un trabajo
     *
     * @return
     */
    public void endJob(double time){
        //Indica que ha dejado de estar trabajando
        trabajando = false;
        //Avisa al Logger que ha finalizado el Job
        Logger.endJob(id,time,(time-tiempoInicioJob),consumoVariableNucleo,prioridad);
    }
    
    /**
     * Retorna el Coste Marginal, que es el coste variable proporcional de este Nucleo,
     * mas la suma del Coste Marginal del Servidor (que incluye el de el armario)
     * 
     * @return 
     */
    public double getCosteMarginal(){
        Servidor s = GRecursos.getServidor(idServidor);
        double costeMarginal = consumoVariableNucleo;
        //Suma el Coste Marginal del Servidor (y del Armario)
        costeMarginal += s.costeMarginal();
        return costeMarginal;
    }
    /**
     * Actualiza el consumo del nucleo en el consumoTotal, sirve para conocer el consumo
     */
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    public void actualizaConsumo(double time){
        //Si esta ejecutando un Job, cuenta el consumo
        if(trabajando){
            Logger.actualizaConsumo(consumoVariableNucleo, (time-tiempoInicioJob),true);//Consumo de la parte fija
        }
        tiempoInicioJob=time; //Reactualiza el tiemppo
    }
    /*
     * Getters y Setters
     */
    public double getPrioridad() {
        return prioridad;
    }
    public int getIdServidor() {
        return idServidor;
    }
    public int getId() {
        return id;
    }
    public boolean isWorking() {
        return trabajando;
    }
    public double getRendimiento() {
        return rendimiento;
    }
}
162
 11.2.11 Clase Carga
/*
 * Clase Carga
 * ------------------------------------------
 * FUNCIONALIDADES
 * Clase que inicializa la carga
 *
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.7
 * - Versión Completa
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.Data;
import simuladorcpd.Globals;
import simuladorcpd.Simulador;
/**
 *
 * @author Jordi
 */
public class Carga {
    //La suma del proporcionVariable+parteFija ha de ser 1, ya que está en tanto por ciento
    private static double porcentualFija = 0.7;     //Es la cantidad de Jobs/seg medios durante el día(sin tener en cuenta el multiplicador
    private static double porcentualVariable = 0.3; //Es la parte variable que suma y resta a la parte fija, de forma sinusoidal
    private static double multiplicador = 7.4; //Multiplicador del valor, para aumentar la cantidad de jobs, pero manteniendo la proprocion
    /**
     * Crea la carga duratne el tiempo indicado
     * 
     * @param segundoInicio
     * @param segundoFin 
     */
    public static void generaCarga(double segundoInicio,double segundoFin){
        //Es el milisegundo de finalización de la generación de la carga
        double miliSegundoFin=((double)segundoFin*1000);
        
        //Para cada milisegundo comprueba si entra un proceso o no
        for(double i=((double)segundoInicio*1000);i<miliSegundoFin;i++){//Para cada milisegundo comprueba si entra un proceso o no
            //Calcula el día y el momento del día en el que se encuentra(para calcular la carga)
            double momentoDia= ((double)i/(3600000*24));//3600000*24 es la cantidad de milisegundos de un dia,
            double parteSin = momentoDia*2*Math.PI;//Convierte la parte de 1 dia a parte de una circunferencia(al ser 1 día 1 circunferencia
            //Se pasa a Seno, que es la variabilidad de ese momento del día
            double sin = Math.sin(parteSin);
            double parteVariable=-(float)sin;//De -1 a 1
            //Variable aleatoria que decidirá si se ejecuta un Job o no, dependiendo de la probabilidad
            double random = Math.random();
            //Es el objetivo para que se cree un Job en ese momento: (parteFija+ParteVariable)*multiplicador, y como se mira para cada milisegundo
            // se ha de dividir por 1000, ya que (parteFija+ParteVariable)*multiplicador es la probabilidad por segundo
            double objetivoJob = ((parteVariable*porcentualVariable+porcentualFija)*multiplicador/1000);//Equivalente a probabilidad
            //Meidante las probabilidad indicada, comprueba aleatoriamente si se inicia un job o no en ese milisegundo
            if(objetivoJob>(random)) { 
                //Milisegundo en el que empieza el Job
                double mili = (((double)i)*0.001);
                
                //Se decide la duración del Job, mediante la probabilidad de cada tipo de duración
                double probNecesaria = Globals.probJob1h;
                double prob = Math.random();
                if(probNecesaria>prob){ //Para 1
                    Simulador.addEvento(new Evento(mili,mili,"newJob",3600));
                }
                else{
                    probNecesaria+=Globals.probJob2h;
                    if(probNecesaria>prob){ //Para 2
                        Simulador.addEvento(new Evento(mili,mili,"newJob",3600*2));
                    }
                    else{
                        probNecesaria+=Globals.probJob4h;
                        if(probNecesaria>prob){ //Para 4
                            Simulador.addEvento(new Evento(mili,mili,"newJob",3600*4));
                        }
                        else{
                            probNecesaria+=Globals.probJob8h;
                            if(probNecesaria>prob){ //Para 8
                                Simulador.addEvento(new Evento(mili,mili,"newJob",3600*8));
                            }
                            else{
                                probNecesaria+=Globals.probJob16h;
                                if(probNecesaria>prob){//Para 16
                                    Simulador.addEvento(new Evento(mili,mili,"newJob",3600*16));
                                }
                                else{
                                    //Para 24
                                    Simulador.addEvento(new Evento(mili,mili,"newJob",3600*24));
                                }
                            }
                        }
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                    }
                }
            }
        }
    }
    /*
     * Getters y Setters
     */
    public static double getPorcentualFijaPC() {
        return porcentualFija;
    }
    public static double getPorcentualVariablePC() {
        return porcentualVariable;
    }
    public static double getMultiplicador() {
        return multiplicador;
    }
    public static void setMultiplicador(double multiplicador) {
        Carga.multiplicador = multiplicador;
    }
}
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 11.2.12 Clase Evento
/*
 * Clase Evento
 * ------------------------------------------
 * FUNCIONALIDADES
 * Tiene la información de un evento
 *
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.3
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.Data;
/**
 *
 * @author Jordi
 */
public class Evento {
    private double timeStart; //Tiempo de inicio del Evento
    private double time; //Tiempo en el que se ha de ejecutra el evento
    private String suceso; //Información de que es el evento - un ID de suceso
    private int variableAdicional; //Nucleo que esta utilizando el Evento en caso de ser un job
    public Evento (double tStart, double t, String s, int add){
        timeStart = tStart;
        time = t;
        suceso = s;
        variableAdicional = add;
    }
    /*
     * Getters y setters
     */
    public String getSuceso() {
        return suceso;
    }
    public void setSuceso(String suceso) {
        this.suceso = suceso;
    }
    public double getTime() {
        return time;
    }
    public void setTime(double time) {
        this.time = time;
    }
    public int getNucleo() {
        return variableAdicional;
    }
    
    public int getNumeroEjecucion() {
        return variableAdicional;
    }
    
    public void setNumeroEjecucion(int numEjecucion) {
        this.variableAdicional = numEjecucion;
    }
    public void setNucleo(int nucleo) {
        this.variableAdicional = nucleo;
    }
    
    public int getID() {
        return variableAdicional;
    }
    public void setID(int ID) {
        this.variableAdicional = ID;
    }
    public double getTimeStart() {
        return timeStart;
    }
}
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 11.2.13 Clase Histórico
/*
 * Clase Historico
 * ------------------------------------------
 * FUNCIONALIDADES
 * La clase que almacena el historico y datos relevantes que se muestran en el
 * fichero.
 *
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 1.2
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.Data;
import java.io.File;
import java.io.FileWriter;
import java.io.PrintWriter;
import simuladorcpd.Globals;
/**
 *
 * @author Jordi
 */
public class Historico {
    //Dia en el que nos encontramos de la simulación
    private static int day = 0;
    //Historico de dos días anteriores
    private static int historico2DiasAnterior[];
    //Historico del dia anterior
    private static int historicoDiaAnterior[];
    //Historico del dia actual
    private static int historicoDiaActual[];
    public static void iniciaHistorico(){
        //Inicializa los vectores del historico
        historicoDiaActual = new int[Globals.getLongVectorHistorico()];
        historicoDiaAnterior = new int[Globals.getLongVectorHistorico()];
        historico2DiasAnterior = new int[Globals.getLongVectorHistorico()];
        //Inicia el dia, como día 0
        day=0;
    }
    
    /**
     * Pasa el historial a un archivo
     *
     */
    private static void pasaArchivoDia(){
        FileWriter fichero = null;
        PrintWriter pw = null;
        try
        {
            //Crea la carpeta si no existe
            File carpeta = new File("Logs");
            carpeta.mkdir();
            //Crea el fichero
            fichero = new FileWriter("Logs"+ File.separator + "historico" + day + ".csv");
            pw = new PrintWriter(fichero);
            
            //Printa la linea a fichero
            for (int i = 0; i < historicoDiaActual.length; i++)
                pw.println(historicoDiaActual[i]);
        } catch (Exception e) {
            e.printStackTrace();
        } finally {
           try {
           // Aprovechamos el finally para cerrar el fichero
           if (null != fichero)
              fichero.close();
           } catch (Exception e2) {
              e2.printStackTrace();
           }
        }
    }
    /**
     * Lo que hace esta función es copiar lo del día actual a un fichero y lo
     * pone como el historico actual
     *
     * @param day
     */
    public static void avanzaDia(){
        pasaArchivoDia();
        day++;
        //El historico del dia anterior pasa a ser el de hace 2 dias
        historico2DiasAnterior = historicoDiaAnterior;
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        //El histórico del día actual completado, pasa a ser el histórico del día anterior
        historicoDiaAnterior = historicoDiaActual;
        //Re-inicialización del vector
        historicoDiaActual = new int[Globals.getLongVectorHistorico()];
    }
    
    /**
     * Retorna el historico indicado. Tiene en cuenta:
     * - Si es menor que 0, es de hace 2 días(posiciones finales de hace 2 días, depende del número de observaciones)
     * - Si es mayor que la longitud empiezar por el principio del día actual(depende del número de observaciones)
     * 
     * @param numHistorico
     * @return 
     */
    public static int getHistorico(int numHistorico){
        int resultado;
        //En el caso de que se este accediendo al día siguiente del historico que es el inicio del día actual
        if(numHistorico>=historicoDiaAnterior.length) resultado = historicoDiaActual[numHistorico-historicoDiaAnterior.length];
        //En el caso de que se acceda antes del inicio del día anterior, es decir, 2 dias antes
        else if(numHistorico<0) resultado = historico2DiasAnterior[historico2DiasAnterior.length-(-numHistorico)];
        else resultado = historicoDiaAnterior[numHistorico];
        return resultado;
    }
    
    /**
     * Añade la posición indicada del histórico
     * 
     * @param numHistorico
     * @param jobsEnMarcha 
     */
    public static void setHistorico(int numHistorico, int jobsEnMarcha) {
        historicoDiaActual[numHistorico] = jobsEnMarcha;
    }
    /**
     * Limpia los datos de otra simulación
     */
    public static void clear() {
        day=0;
    }
}
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 11.2.14 Clase AboutPanel
/*
 * Clase AboutPanel
 * ------------------------------------------
 * FUNCIONALIDADES
 * Muestra la pantalla "Acerca de..." con información del proyecto
 *
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.2
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
/**
 *
 * @author Jordi
 */
public class AboutPanel extends javax.swing.JPanel {
    /**
     * Inicializa el panel
     */
    public AboutPanel() {
        initComponents();
    }
    /** 
     * Código de inicialización de la pantalla
     */
    @SuppressWarnings("unchecked")
    // <editor-fold defaultstate="collapsed" desc="Generated Code">                          
    private void initComponents() {
        lTitulo = new javax.swing.JLabel();
        lDescripcion = new javax.swing.JLabel();
        spDescripcion = new javax.swing.JScrollPane();
        tDescripcion = new javax.swing.JTextArea();
        bMenuPrincipal = new javax.swing.JButton();
        lAutor = new javax.swing.JLabel();
        lAutorR = new javax.swing.JLabel();
        lDirector = new javax.swing.JLabel();
        lDirectorR = new javax.swing.JLabel();
        lCodirector = new javax.swing.JLabel();
        lCodirectorR = new javax.swing.JLabel();
        setMinimumSize(new java.awt.Dimension(770, 550));
        setPreferredSize(new java.awt.Dimension(770, 550));
        lTitulo.setFont(new java.awt.Font("Tahoma", 0, 18)); // NOI18N
        lTitulo.setText("Acerca de...");
        lDescripcion.setText("Descripción: ");
        tDescripcion.setColumns(20);
        tDescripcion.setEditable(false);
        tDescripcion.setLineWrap(true);
        tDescripcion.setRows(5);
        tDescripcion.setText("Este Simulador es un Proyecto Fin de Carrera realizado en la Universitat Politécnica de Catalunya por Jordi Perendreu Guerrero. \nEl objetivo es obtener resultados de la  
ejecución de una nueva arquitectura que permite ahorrar energía en un Centro de Procesmaiento de Datos, mediante el apagado y encendido de Servidores de forma eficiente que nos permita, tanto 
ahorrar energía como mantener una Calidad de Servicio aceptable.");
        tDescripcion.setWrapStyleWord(true);
        tDescripcion.setMargin(new java.awt.Insets(4, 4, 4, 4));
        spDescripcion.setViewportView(tDescripcion);
        bMenuPrincipal.setText("Volver al Menu Principal");
        bMenuPrincipal.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bMenuPrincipalActionPerformed(evt);
            }
        });
        lAutor.setFont(new java.awt.Font("Tahoma", 1, 14)); // NOI18N
        lAutor.setText("Autor:");
        lAutorR.setFont(new java.awt.Font("Tahoma", 1, 14)); // NOI18N
        lAutorR.setText("Jordi Perendreu Guerrero");
        lDirector.setText("Director del Proyecto:");
        lDirectorR.setText("Germán Santos");
        lCodirector.setText("Codirector del Proyecto:");
        lCodirectorR.setText("Sergio Ricciardi");
        javax.swing.GroupLayout layout = new javax.swing.GroupLayout(this);
        this.setLayout(layout);
        layout.setHorizontalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
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                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addComponent(lDescripcion, javax.swing.GroupLayout.PREFERRED_SIZE, 105, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addGroup(layout.createSequentialGroup()
                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(bMenuPrincipal)
                            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, layout.createSequentialGroup()
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lAutor, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lDirector, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lCodirector, javax.swing.GroupLayout.DEFAULT_SIZE, 173, Short.MAX_VALUE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                                    .addComponent(lAutorR, javax.swing.GroupLayout.DEFAULT_SIZE, 539, Short.MAX_VALUE)
                                    .addComponent(lDirectorR, javax.swing.GroupLayout.DEFAULT_SIZE, 539, Short.MAX_VALUE)
                                    .addComponent(lCodirectorR, javax.swing.GroupLayout.DEFAULT_SIZE, 539, Short.MAX_VALUE))))
                        .addGap(32, 32, 32))
                    .addComponent(spDescripcion, javax.swing.GroupLayout.DEFAULT_SIZE, 750, Short.MAX_VALUE)
                    .addComponent(lTitulo, javax.swing.GroupLayout.DEFAULT_SIZE, 750, Short.MAX_VALUE))
                .addContainerGap())
        );
        layout.setVerticalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addComponent(lTitulo)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(lDescripcion)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(spDescripcion, javax.swing.GroupLayout.PREFERRED_SIZE, 120, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addGap(18, 18, 18)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lAutor)
                    .addComponent(lAutorR, javax.swing.GroupLayout.PREFERRED_SIZE, 17, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addGap(18, 18, 18)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lDirector, javax.swing.GroupLayout.PREFERRED_SIZE, 14, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(lDirectorR))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lCodirector, javax.swing.GroupLayout.PREFERRED_SIZE, 14, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(lCodirectorR))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 250, Short.MAX_VALUE)
                .addComponent(bMenuPrincipal)
                .addContainerGap())
        );
    }// </editor-fold>                        
    /**
     * Evento para volver al menú principal
     * @param evt 
     */
private void bMenuPrincipalActionPerformed(java.awt.event.ActionEvent evt) {                                               
    //Manda al Frame cambiar al panel principal
    MainFrame.getInstancia().cambiaPanel("MainPanel");
}                                              
    // Variables declaration - do not modify                     
    private javax.swing.JButton bMenuPrincipal;
    private javax.swing.JLabel lAutor;
    private javax.swing.JLabel lAutorR;
    private javax.swing.JLabel lCodirector;
    private javax.swing.JLabel lCodirectorR;
    private javax.swing.JLabel lDescripcion;
    private javax.swing.JLabel lDirector;
    private javax.swing.JLabel lDirectorR;
    private javax.swing.JLabel lTitulo;
    private javax.swing.JScrollPane spDescripcion;
    private javax.swing.JTextArea tDescripcion;
    // End of variables declaration                   
    /**
     * Indica como boton seleccionado por defecto, el boton de volver al Menú Principal
     */
    void setBotonDefecto() {
        bMenuPrincipal.requestFocusInWindow();
    }
}
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 11.2.15 Clase AyudaPanel
/*
 * Clase AyudaPanel
 * ------------------------------------------
 * FUNCIONALIDADES
 * Muestra la pantalla "Ayuda", que es un manual sobre la interfaz
 *
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.4
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
/**
 *
 * @author Jordi
 */
public class AyudaPanel extends javax.swing.JPanel {
    //String que indica cual es la imagen actual(o paso actual) que se esta mostrando
    private String imagenActual;
    
    //Descripción de la Ayuda de la pantalla del Menu Principal
    private String dMainMenu = "Esta pantalla contiene las opciones disponibles en el programa: \n\n"
            + "1) Iniciar Nueva Simulación \n"
            + "2) Ayuda sobre el funcionamiento \n"
            + "3) Información sobre el Simulador \n"
            + "4) Salir del Simulador";
    
    //Descripción de la Ayuda de la pantalla de configuración
    private String dConfiguracion = "Esta pantalla contiene valores para la configuración de la simulación:\n\n"
            + "1) Duración de la Simulación en días\n"
            + "2) Cantidad de núcleos encendidos de Margen en tanto por cien del total de núcleos\n"
            + "3) Cantidad de Jobs generados por segundo en el momento de máxima carga, también indica"
            + " la cantidad de Jobs/Minuto que se generarán teniendo variación sinusoidal\n"
            + "4) Intervalo de ejecución del Algoritmo de Gestión de Capacidad: Encender/Apagar Servidores\n"
            + "5) Número de observaciones para observar la evolución del histórico\n"
            + "6) Tener en cuenta el Histórico o no, en el Algoritmo de Gestión de Capacidad\n"
            + "7) Peso en la Prioridad de cada apartado que la contiene, y la posiblidad de desactivar"
            + " el Multiplicador AntiDefragmentación\n"
            + "8) Distribución de la duración de los Jobs generados en %, donde indica el % sin asignar\n"
            + "9) Etiqueta donde muestra los errores producidos, ya sea que en el campo se introduzca una letra"
            + " o que el intervalo no sea divisor de los segundos de un día\n"
            + "10) Volver al menú principal\n"
            + "11) Resetea los valores, por valores por defecto\n"
            + "12) Permite iniciar la simulación si los valores son correctos\n";
    
    //Descripción de la Ayuda de la pantalla de Simulando
    private String dSimulando = "Esta pantalla muestra el avance de la Simulación:\n\n"
            + "1) % completado de la simulación\n"
            + "2) Es el tiempo de la simulación hasta el que se ha ejecutado la simulación, y el tiempo restante"
            + " para que se complete la simulación (tiempo real aproximado)\n"
            + "3) Es la configuración seleccionada con la que se está ejecutando la simulación\n"
            + "4) Es para volver al menú de configuración y desechar la simulación actual\n"
            + "5) Permite avanzar a resultados una vez completada la simulación\n";
    
    //Descripción de la Ayuda de la pantalla que muestra los Resultados
    private String dResultados = "Esta pantalla muestra los resultados de la Simulación:\n\n"
            + "1) Selección de la gráfica y resultados del Día indicado, o la de la simulación completa\n"
            + "2) Selección del tipo de gráfica\n"
            + "3) Muestra Energía Consumida, Energía Consumida si no se utilizará la arquitectura"
            + " y el ahorro de energía\n"
            + "4) Duración media de los Jobs, y espera media de los Jobs desde la llegada"
            + " hasta que empieza a ejecutar\n"
            + "5) Permite ocultar las gráficas, para aumentar el rendimiento en la navegación y muestra la configuración\n"
            + "6) Volver al Menu Principal\n"
            + "7) Copia la cabecera de la tabla al portapapeles, y los resultados al portapapeles\n"
            + "8) Iniciar una nueva simulación\n";
    
    //Descripción de la Ayuda de la pantalla que muestra información sobre la barra superior de tareas
    private String dToolbar = "Esta pantalla muestra información de acceso rapido de la barra superior\n\n"
            + "1) Muestra el Menú Archivo que contiene\n"
            + " 1.1)Retornar al Menú Principal\n"
            + " 1.2)Iniciar una nueva simulación\n"
            + " 1.3)Salir del Simulador\n"
            + "2) Menu Ayuda, para entrar en la pantalla de ayuda\n"
            + "3) Menú Acerca de..., donde muestra información sobre el simulador\n"
            + "Todas las funciones son accesibles también desde las teclas de acceso rápido indicadas"
            + "en la imagen";
    
    /** 
     * Crea la clase AyudaPanel e inicia valores
     */
    public AyudaPanel() {
        //Inicia el panel actual como Main Menu
        imagenActual = "imagenMainMenu";
        
        //Pinta la pantalla
        initComponents();
        lPantalla.setText("Pantalla:   Pantalla Principal");
        tDescripcion.setText(dMainMenu);
    }
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    /**
     * Cambia la pantalla de ayuda al paso siguiente o al paso anterior
     * @param avance Si >0 es siguiente, sino es menor
     */
    private void cambiaImagen(int avance){
        //Si el avance es mayor que 0, se avanza al paso siguiente
        if(avance>0){
            if(imagenActual.equals("imagenMainMenu")){
                imagenActual = "imagenToolbar";
            }
            else if(imagenActual.equals("imagenToolbar")){
                imagenActual = "imagenConfiguracion";
            }
            else if(imagenActual.equals("imagenConfiguracion")){
                imagenActual = "imagenSimulando";
            }
            else if(imagenActual.equals("imagenSimulando")){
                imagenActual = "imagenResultados";
            }
            else if(imagenActual.equals("imagenResultados")){
                imagenActual = "imagenMainMenu";
            }
        }
        else {
            if(imagenActual.equals("imagenMainMenu")){
                imagenActual = "imagenResultados";
            }
            else if(imagenActual.equals("imagenToolbar")){
                imagenActual = "imagenMainMenu";
            }
            else if(imagenActual.equals("imagenConfiguracion")){
                imagenActual = "imagenToolbar";
            }
            else if(imagenActual.equals("imagenSimulando")){
                imagenActual = "imagenConfiguracion";
            }
            else if(imagenActual.equals("imagenResultados")){
                imagenActual = "imagenSimulando";
            }
        }
        //Una vez se sabe cual es el siguiente paso, se modifica la descripción y la imagen
        if(imagenActual.equals("imagenMainMenu")){
            lPantalla.setText("Pantalla:   Pantalla Principal");
            tDescripcion.setText(dMainMenu);
        }
        else if(imagenActual.equals("imagenToolbar")){
            lPantalla.setText("Pantalla:   Barra superior de acceso rápido");
            tDescripcion.setText(dToolbar);
        }
        else if(imagenActual.equals("imagenConfiguracion")){
            lPantalla.setText("Pantalla:   Configuración de la Simulación");
            tDescripcion.setText(dConfiguracion);
        }
        else if(imagenActual.equals("imagenSimulando")){
            lPantalla.setText("Pantalla:   Pantalla de Simulación");
            tDescripcion.setText(dSimulando);
        }
        else if(imagenActual.equals("imagenResultados")){
            lPantalla.setText("Pantalla:   Resultados de la Simulación");
            tDescripcion.setText(dResultados);
        }
        ((ImagenPanel)pImagen).setImagen(imagenActual);
    }
    /** 
     * Inicialización de la interfa
     */
    @SuppressWarnings("unchecked")
    // <editor-fold defaultstate="collapsed" desc="Generated Code">                          
    private void initComponents() {
        lTitulo = new javax.swing.JLabel();
        lPantalla = new javax.swing.JLabel();
        lDescripcion = new javax.swing.JLabel();
        spDescripcion = new javax.swing.JScrollPane();
        tDescripcion = new javax.swing.JTextArea();
        bMenuPrincipal = new javax.swing.JButton();
        pImagen = new ImagenPanel();
        bPasoAnterior = new javax.swing.JButton();
        bPasoSiguiente = new javax.swing.JButton();
        setMinimumSize(new java.awt.Dimension(770, 550));
        setPreferredSize(new java.awt.Dimension(770, 550));
        lTitulo.setFont(new java.awt.Font("Tahoma", 0, 18)); // NOI18N
        lTitulo.setText("Ayuda - Utilización del Simulador Paso a Paso");
        lPantalla.setText("Pantalla: ");
        lDescripcion.setText("Descripción:");
        tDescripcion.setColumns(20);
        tDescripcion.setEditable(false);
        tDescripcion.setLineWrap(true);
        tDescripcion.setRows(5);
        tDescripcion.setWrapStyleWord(true);
        tDescripcion.setFocusable(false);
        spDescripcion.setViewportView(tDescripcion);
        bMenuPrincipal.setText("Volver al Menu Principal");
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        bMenuPrincipal.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bMenuPrincipalActionPerformed(evt);
            }
        });
        javax.swing.GroupLayout pImagenLayout = new javax.swing.GroupLayout(pImagen);
        pImagen.setLayout(pImagenLayout);
        pImagenLayout.setHorizontalGroup(
            pImagenLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGap(0, 524, Short.MAX_VALUE)
        );
        pImagenLayout.setVerticalGroup(
            pImagenLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGap(0, 431, Short.MAX_VALUE)
        );
        bPasoAnterior.setText("Paso Anterior");
        bPasoAnterior.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bPasoAnteriorActionPerformed(evt);
            }
        });
        bPasoSiguiente.setText("Paso Siguiente");
        bPasoSiguiente.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bPasoSiguienteActionPerformed(evt);
            }
        });
        javax.swing.GroupLayout layout = new javax.swing.GroupLayout(this);
        this.setLayout(layout);
        layout.setHorizontalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(spDescripcion, javax.swing.GroupLayout.PREFERRED_SIZE, 220, javax.swing.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(pImagen, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                        .addContainerGap())
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(lTitulo, javax.swing.GroupLayout.DEFAULT_SIZE, 587, Short.MAX_VALUE)
                        .addGap(173, 173, 173))
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(bMenuPrincipal)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 233, Short.MAX_VALUE)
                        .addComponent(bPasoAnterior)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(bPasoSiguiente)
                        .addContainerGap(176, Short.MAX_VALUE))
                    .addGroup(layout.createSequentialGroup()
                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING, false)
                            .addComponent(lDescripcion, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                            .addComponent(lPantalla, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 426, Short.MAX_VALUE))
                        .addContainerGap())))
        );
        layout.setVerticalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addComponent(lTitulo)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(lPantalla)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(lDescripcion)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addComponent(pImagen, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                    .addComponent(spDescripcion, javax.swing.GroupLayout.DEFAULT_SIZE, 431, Short.MAX_VALUE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(bMenuPrincipal)
                    .addComponent(bPasoAnterior)
                    .addComponent(bPasoSiguiente))
                .addContainerGap())
        );
    }// </editor-fold>                        
    /**
     * Evento para Volver al Menú Principal
     * @param evt 
     */
private void bMenuPrincipalActionPerformed(java.awt.event.ActionEvent evt) {                                               
    MainFrame.getInstancia().cambiaPanel("MainPanel");
}                                              
    /**
     * Evento que indica que se ha de pasar al siguiente paso
     * @param evt 
     */
private void bPasoSiguienteActionPerformed(java.awt.event.ActionEvent evt) {                                               
    //Cambia a la siguiente imagen
    cambiaImagen(1);
}                                              
    /**
     * Evento que indica que se ha de volver al paso anterior
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     * @param evt 
     */
private void bPasoAnteriorActionPerformed(java.awt.event.ActionEvent evt) {                                              
    //Cambia a la imagen anterior
    cambiaImagen(-1);
}                                             
    // Variables declaration - do not modify                     
    private javax.swing.JButton bMenuPrincipal;
    private javax.swing.JButton bPasoAnterior;
    private javax.swing.JButton bPasoSiguiente;
    private javax.swing.JLabel lDescripcion;
    private javax.swing.JLabel lPantalla;
    private javax.swing.JLabel lTitulo;
    private javax.swing.JPanel pImagen;
    private javax.swing.JScrollPane spDescripcion;
    private javax.swing.JTextArea tDescripcion;
    // End of variables declaration                   
    /**
     * Añade el botón por defecto, el botón de volver al Menú Principal
     */
    void setBotonDefecto() {
        bMenuPrincipal.requestFocusInWindow();
    }
}
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 11.2.16 Clase CGraficas
/*
 * Clase CGraficas
 * ------------------------------------------
 * FUNCIONALIDADES
 * Retorna las gráficas y resultados que son mostrados en el panel de resultados
 * 
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 1.8
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
import java.awt.Font;
import java.util.ArrayList;
import javax.swing.JPanel;
import org.jfree.chart.ChartFactory;
import org.jfree.chart.ChartPanel;
import org.jfree.chart.JFreeChart;
import org.jfree.chart.axis.CategoryAxis;
import org.jfree.chart.axis.CategoryLabelPositions;
import org.jfree.chart.axis.NumberAxis;
import org.jfree.chart.plot.CategoryPlot;
import org.jfree.chart.plot.PlotOrientation;
import org.jfree.chart.renderer.category.AreaRenderer;
import org.jfree.data.category.DefaultCategoryDataset;
import simuladorcpd.GRecursos;
import simuladorcpd.Globals;
import simuladorcpd.Logger;
/**
 *
 * @author Jordi
 */
public class CGraficas {
    
    //Almacena la última gráfica creada
    private static JPanel ultimaGrafica;
    
    /**
     * Retorna la gráfica del día indicado, que retorna la gráfica que muestre al cnosumo y el ahorro
     * a lo largo del día
     * @param dia
     * @return 
     */
    public static ChartPanel getAhorroConsumo(int dia){
        //Se crea la estructura de datos de la gráfica
        DefaultCategoryDataset dataset= new DefaultCategoryDataset();
        //Se obtienen los datos del logger
        ArrayList<double[]> lista = Logger.getLoggerDia(dia);
        double consumoAnterior=0;
        double consumoAnteriorTodoEncendido=0;
        //Cogemos los primeros datos para obtener las diferencias y calcular el consumo
        double[] datos = lista.get(0);
        consumoAnterior = datos[0];
        consumoAnteriorTodoEncendido = datos[1];
        
        //Se calcula el minuto
        double minuto = ((double)Globals.getTiempoActualizarEstado()/60);
        //Para cada posición de la lista se calcula los valores de la gráfica
        for(int i = 1; i<lista.size()-1;i++){
            datos = lista.get(i);
            //En el intervalo consume esto
            double consumoTodoEncendido = (datos[1]-consumoAnteriorTodoEncendido);
            double consumido = (datos[0]-consumoAnterior);
            //Se pasa el consumo a W y se añade a la Gráfica
            //Por ejemplo: 3 min * 20 = 1 h -> Wh/h = W
            consumoTodoEncendido = consumoTodoEncendido * (3600/Globals.getTiempoActualizarEstado());
            consumido = consumido * (3600/Globals.getTiempoActualizarEstado());
            double consumoAhorrado = consumoTodoEncendido - consumido;
            dataset.setValue(consumoTodoEncendido, "Consumo Todo Encendido", Double.toString(minuto));
            dataset.setValue(consumido, "Consumido", Double.toString(minuto));
            dataset.setValue(consumoAhorrado, "Consumo Ahorrado", Double.toString(minuto)); 
            
            //Se actualizan los datos para realizar el siguiente cálculo
            consumoAnterior = datos[0];
            consumoAnteriorTodoEncendido = datos[1];
            //Sa aumenta el tiempo
            minuto+=((double)Globals.getTiempoActualizarEstado()/60);
            minuto = Math.rint(minuto*100)/100;
        }
        //Se crea la gráfica
        JFreeChart chart = ChartFactory.createAreaChart("Consumo y Ahorro", "Minuto",
       "Consumo(W)", dataset, PlotOrientation.VERTICAL, true,
       true, false);
        CategoryPlot p = chart.getCategoryPlot(); 
        p.setForegroundAlpha(0.5f);
        
        //Poner las etiquetas de la fila de dominio
        CategoryAxis abscisse = p.getDomainAxis();
        abscisse.setCategoryLabelPositions(CategoryLabelPositions.UP_45);
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        for (int i = 0; i < dataset.getColumnCount(); i++) {
            if (!((i+1) % (3600/Globals.getTiempoActualizarEstado()) == 0)){
                abscisse.setTickLabelFont(dataset.getColumnKey(i), new Font("SansSerif", Font.ITALIC, 0));
            }
        }
        
        //Se crea el panel con la gráfica y lo retorna
        ChartPanel panel=new ChartPanel(chart);
        ultimaGrafica = panel;
        return panel;
    }
    /**
     * Retorna la gráfica que muestra los núcleos encendidos, usados, totales y en espera
     * a lo largo del día indicado
     * 
     * @param dia
     * @return 
     */
    public static JPanel getEncendidosUsados(int dia) {
        //Se crea la estructura de datos de la gráfica
        DefaultCategoryDataset dataset= new DefaultCategoryDataset();
        //Se obtienen los datos del logger
        ArrayList<double[]> lista = Logger.getLoggerDia(dia);
        //Se calcula el minuto
        double minuto = 0;
        //Para cada posición de la lista se calcula los valores de la gráfica
        for(int i = 0; i<lista.size()-1;i++){
            double[] datos = lista.get(i);
            //Se pasan los datos a la gráfica
            dataset.setValue(GRecursos.getNumNucleos(), "Nucleos Totales", Double.toString(minuto));
            dataset.setValue(datos[3], "Nucleos Encendidos", Double.toString(minuto));
            dataset.setValue(datos[4], "Nucleos Utilizandose", Double.toString(minuto));
            dataset.setValue(datos[5], "Jobs En Espera", Double.toString(minuto));
            //Sa aumenta el tiempo
            minuto+=((double)Globals.getTiempoActualizarEstado()/60);
            minuto = Math.rint(minuto*100)/100;
        }
        //Se crea la gráfica
        JFreeChart chart = ChartFactory.createAreaChart("Ocupación y Jobs en espera", "Minuto",
       "Nucleos o Jobs", dataset, PlotOrientation.VERTICAL, true,
       true, false);
        CategoryPlot p = chart.getCategoryPlot(); 
        p.setForegroundAlpha(0.5f);
        //Poner las etiquetas de la fila de dominio
        CategoryAxis abscisse = p.getDomainAxis();
        abscisse.setCategoryLabelPositions(CategoryLabelPositions.UP_45);
        for (int i = 0; i < dataset.getColumnCount(); i++) {
            if (!(i % (3600/Globals.getTiempoActualizarEstado()) == 0)){
                abscisse.setTickLabelFont(dataset.getColumnKey(i), new Font("SansSerif", Font.ITALIC, 0));
            }
        }
        //Se crea el panel con la gráfica y lo retorna
        ChartPanel panel=new ChartPanel(chart);
        panel.setSize(100, 100);
        ultimaGrafica = panel;
        return panel;
    }
    
    /**
     * Retorna la grafica que muestra la propuesta del Algoritmo de Gestión de Capaciadad y los núcleos libres del día indicado
     * @param dia
     * @return 
     */
    public static JPanel getMediaSinUsarPropuestoAlgoritmo(int dia) {
        //Se crea la estructura de datos de la gráfica
        DefaultCategoryDataset dataset= new DefaultCategoryDataset();
        //Se obtienen los datos del logger
        ArrayList<double[]> lista = Logger.getLoggerDia(dia);
        
        double minuto = 0;
        //Para cada posición de la lista se calcula los valores de la gráfica
        
        for(int i = 0; i<lista.size()-1;i++){
            //Se pasan los datos a la gráfica
            double[] datos = lista.get(i);
            dataset.setValue(datos[6], "Propuesto Algoritmo", Double.toString(minuto));
            dataset.setValue(datos[7], "Sin utilizar", Double.toString(minuto));
            minuto+=(Globals.getTiempoActualizarEstado()/60);
            minuto = Math.rint(minuto*100)/100;
        }
        //Se crea la gráfica
        JFreeChart chart = ChartFactory.createAreaChart("Núcleos extra y acción propuesta por el algoritmo", "Minutos",
       "Nucleos", dataset, PlotOrientation.VERTICAL, true,
       true, false);
        CategoryPlot p = chart.getCategoryPlot(); 
        p.setForegroundAlpha(0.5f);
        
        //Poner las etiquetas de la fila de dominio
        CategoryAxis abscisse = p.getDomainAxis();
        abscisse.setCategoryLabelPositions(CategoryLabelPositions.UP_45);
        for (int i = 0; i < dataset.getColumnCount(); i++) {
            if (!(i % (3600/Globals.getTiempoActualizarEstado()) == 0)){
                abscisse.setTickLabelFont(dataset.getColumnKey(i), new Font("SansSerif", Font.ITALIC, 0));
            }
        }
        //Se crea el panel con la gráfica y lo retorna
        ChartPanel panel=new ChartPanel(chart);
        panel.setSize(100, 100);
        ultimaGrafica = panel;
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        return panel;
    }
    
    /**
     * Retorna la gráfica de la simulación completa sobre lo consumido y ahorrado en todo momento
     * @return 
     */
    public static JPanel getAhorroConsumoCompleto() {
        //Se crea la estructura de datos de la gráfica
        DefaultCategoryDataset dataset= new DefaultCategoryDataset();
        double consumoAnterior=0;
        double consumoAnteriorTodoEncendido=0;
        
        //Se calcula el minuto
        double minuto = ((double)Globals.getTiempoActualizarEstado()/60);
        int numDias = Logger.getNumDays();
        //Para cada día
        for(int dia = 0;dia<numDias;dia++){
            ArrayList<double[]> lista = Logger.getLoggerDia(dia);
            //Cogemos los primero datos del día
            double[] datos = lista.get(0);
            consumoAnterior = datos[0];
            consumoAnteriorTodoEncendido = datos[1];
            //Para cada posición de la lista se calcula los valores de la gráfica
            for(int i = 1; i<lista.size()-1;i++){
                datos = lista.get(i);
                //En el intervalo consume esto
            
                double consumoTodoEncendido = (datos[1]-consumoAnteriorTodoEncendido);
                double consumido = (datos[0]-consumoAnterior);
                consumoTodoEncendido = consumoTodoEncendido * (3600/Globals.getTiempoActualizarEstado());
                consumido = consumido * (3600/Globals.getTiempoActualizarEstado());
                double consumoAhorrado = consumoTodoEncendido - consumido;
                //Solo se mostrara 1/Días Valores en la gráfica, para mejorar la eficiencia(y casi no pierde calidad)
                if(i%numDias==0){
                    dataset.setValue(consumoTodoEncendido, "Consumo Todo Encendido", Double.toString(minuto));
                    dataset.setValue(consumido, "Consumido", Double.toString(minuto));
                    dataset.setValue(consumoAhorrado, "Consumo Ahorrado", Double.toString(minuto)); 
                }
                consumoAnterior = datos[0];
                consumoAnteriorTodoEncendido = datos[1];
                minuto+=(Globals.getTiempoActualizarEstado()/60);
                minuto = Math.rint(minuto*100)/100;
            }
        }
        //Se crea la gráfica 
        JFreeChart chart = ChartFactory.createAreaChart("Consumo y Ahorro", "Minuto",
       "Consumo(W)", dataset, PlotOrientation.VERTICAL, true,
       true, false);
        CategoryPlot p = chart.getCategoryPlot(); 
        p.setForegroundAlpha(0.5f);
        
        //Poner las etiquetas de la fila de dominio
        CategoryAxis abscisse = p.getDomainAxis();
        abscisse.setCategoryLabelPositions(CategoryLabelPositions.UP_45);
        for (int i = 0; i < dataset.getColumnCount(); i++) {
            if (!((i) % (dataset.getColumnCount()/Logger.getNumDays()) == 0)){
                abscisse.setTickLabelFont(dataset.getColumnKey(i), new Font("SansSerif", Font.ITALIC, 0));
            }
        }
        //Se crea el panel con la gráfica y lo retorna
        ChartPanel panel=new ChartPanel(chart);
        ultimaGrafica = panel;
        return panel;
    }
    
    /**
     * Retorna la gráfica que muestra los núcleos encendidos, usados, totales y en espera de toda la simulación
     * @return 
     */
    public static JPanel getEncendidosUsadosCompleto() {
        //Se crea la estructura de datos de la gráfica
        DefaultCategoryDataset dataset= new DefaultCategoryDataset();
        
        double minuto = ((double)Globals.getTiempoActualizarEstado()/60);
        //Para cada día
        for(int dia = 0;dia<Logger.getNumDays();dia++){
            ArrayList<double[]> lista = Logger.getLoggerDia(dia);
            //Para cada posición de la lista se calcula los valores de la gráfica
            for(int i = 1; i<lista.size()-1;i++){
                double[] split = lista.get(i);
                //Solo se mostrara 1/Días Valores en la gráfica, para mejorar la eficiencia(y casi no pierde calidad)
                if(i%Logger.getNumDays()==0){
                    dataset.setValue(GRecursos.getNumNucleos(), "Nucleos Totales", Double.toString(minuto));
                    dataset.setValue(split[3], "Nucleos Encendidos", Double.toString(minuto));
                    dataset.setValue(split[4], "Nucleos Utilizandose", Double.toString(minuto));
                    dataset.setValue(split[5], "Jobs En Espera", Double.toString(minuto));
                }
                minuto+=(Globals.getTiempoActualizarEstado()/60);
                minuto = Math.rint(minuto*100)/100;
            }
        }
        //Se crea la gráfica  
        JFreeChart chart = ChartFactory.createAreaChart("Ocupación y Jobs en espera", "Minuto",
       "Nucleos o Jobs", dataset, PlotOrientation.VERTICAL, true,
       true, false);
        CategoryPlot p = chart.getCategoryPlot(); 
        p.setForegroundAlpha(0.5f);
        
        //Poner las etiquetas de la fila de dominio
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        CategoryAxis abscisse = p.getDomainAxis();
        abscisse.setCategoryLabelPositions(CategoryLabelPositions.UP_45);
        for (int i = 0; i < dataset.getColumnCount(); i++) {
            if (!((i) % (dataset.getColumnCount()/Logger.getNumDays()) == 0)){
                abscisse.setTickLabelFont(dataset.getColumnKey(i), new Font("SansSerif", Font.ITALIC, 0));
            }
        }
        //Se crea el panel con la gráfica y lo retorna
        ChartPanel panel=new ChartPanel(chart);
        ultimaGrafica = panel;
        return panel;
    }
    
    /**
     * Retorna la grafica que muestra la propuesta del Algoritmo de Gestión de Capaciadad y los núcleos libres de la simulación completa
     * @return 
     */
    public static JPanel getMediaSinUsarPropuestoAlgoritmoCompleto() {
        //Se crea la estructura de datos de la gráfica
        DefaultCategoryDataset dataset= new DefaultCategoryDataset();
        
        double minuto = ((double)Globals.getTiempoActualizarEstado()/60);
        //Para cada día
        for(int dia = 0;dia<Logger.getNumDays();dia++){
            ArrayList<double[]> lista = Logger.getLoggerDia(dia);
            //Para cada posición de la lista se calcula los valores de la gráfica
            for(int i = 1; i<lista.size()-1;i++){
                double[] split = lista.get(i);
                if(i%Logger.getNumDays()==0){
                    dataset.setValue(split[6], "Propuesto Algoritmo", Double.toString(minuto));
                    dataset.setValue(split[7], "Sin utilizar", Double.toString(minuto));
                }
                minuto+=(Globals.getTiempoActualizarEstado()/60);
                minuto = Math.rint(minuto*100)/100;
            }
        }
        //Se crea la gráfica
        JFreeChart chart = ChartFactory.createAreaChart("Núcleos extra y acción propuesta por el algoritmo", "Minutos",
       "Nucleos", dataset,
       PlotOrientation.VERTICAL, true, true, false);
        CategoryPlot p = chart.getCategoryPlot(); 
        p.setForegroundAlpha(0.5f);
        
        //Poner las etiquetas de la fila de dominio
        CategoryAxis abscisse = p.getDomainAxis();
        abscisse.setCategoryLabelPositions(CategoryLabelPositions.UP_45);
        for (int i = 0; i < dataset.getColumnCount(); i++) {
            if (!((i) % (dataset.getColumnCount()/Logger.getNumDays()) == 0)){
                abscisse.setTickLabelFont(dataset.getColumnKey(i), new Font("SansSerif", Font.ITALIC, 0));
            }
        }
        //Se crea el panel con la gráfica y lo retorna
        ChartPanel panel=new ChartPanel(chart);
        ultimaGrafica = panel;
        return panel;
    }
    
    /**
     * Retorna la gráfica que muestra los núcleos libres y el tiempo de espera medio de los Jobs del día indicado
     * @param dia
     * @return 
     */
    public static JPanel getEncendidosTiempoEspera(int dia) {
        //Se crean las estructuras de Datos
        DefaultCategoryDataset dataset= new DefaultCategoryDataset();
        DefaultCategoryDataset dataset2= new DefaultCategoryDataset();
        ArrayList<double[]> lista = Logger.getLoggerDia(dia);
        
        double minuto = 0;
        //Para cada posición de la lista se calcula los valores de la gráfica
        for(int i = 0; i<lista.size()-1;i++){
            double[] split = lista.get(i);
            dataset.setValue(split[7], "Sin Utilizar", Double.toString(minuto));
            dataset2.setValue(((int)split[2]), "Tiempos Espera", Double.toString(minuto));
            minuto+=(Globals.getTiempoActualizarEstado()/60);
            minuto = Math.rint(minuto*100)/100;
        }
        //Se crea la gráfica
        JFreeChart chart = ChartFactory.createAreaChart("Núcleos extra y tiempo de espera para la ejecución", "Minuto",
       "Nucleos", dataset, PlotOrientation.VERTICAL, true,
       true, false);
        CategoryPlot p = chart.getCategoryPlot(); 
        p.setForegroundAlpha(0.5f);
        NumberAxis axis2 = new NumberAxis("Segundos");
        axis2.setAutoRangeIncludesZero(false);
        p.setRangeAxis(1, axis2);
        p.setDataset(1, dataset2);
        p.mapDatasetToRangeAxis(1, 1);
        
        AreaRenderer renderer2 = new AreaRenderer();
        p.setRenderer(1, renderer2);
        
        //Poner las etiquetas de la fila de dominio
        CategoryAxis abscisse = p.getDomainAxis();
        abscisse.setCategoryLabelPositions(CategoryLabelPositions.UP_45);
        for (int i = 0; i < dataset.getColumnCount(); i++) {
            if (!(i % (3600/Globals.getTiempoActualizarEstado()) == 0)){
                abscisse.setTickLabelFont(dataset.getColumnKey(i), new Font("SansSerif", Font.ITALIC, 0));
            }
        }
        //Se crea el panel con la gráfica y lo retorna
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        ChartPanel panel=new ChartPanel(chart);
        ultimaGrafica = panel;
        return panel;
    }
    /**
     * Retorna la gráfica que muestra los núcleos libres y el tiempo de espera medio de los Jobs de la simulación completa
     * @return 
     */
    public static JPanel getEncendidosTiempoEsperaCompleto() {
        //Se crean las estructuras de Datos
        DefaultCategoryDataset dataset= new DefaultCategoryDataset();
        DefaultCategoryDataset dataset2= new DefaultCategoryDataset();
        double minuto = ((double)Globals.getTiempoActualizarEstado()/60);
        //Para cada día
        for(int dia = 0;dia<Logger.getNumDays();dia++){
            ArrayList<double[]> lista = Logger.getLoggerDia(dia);
            for(int i = 1; i<lista.size()-1;i++){
                double[] split = lista.get(i);
                //Para cada posición de la lista se calcula los valores de la gráfica
                if(i%Logger.getNumDays()==0){
                    dataset.setValue(split[7], "Sin Utilizar", Double.toString(minuto));
                    dataset2.setValue(((int)split[2]), "Tiempos Espera", Double.toString(minuto));
                }
                minuto+=(Globals.getTiempoActualizarEstado()/60);
                minuto = Math.rint(minuto*100)/100;
            }
        }
        //Se crea la gráfica
        JFreeChart chart = ChartFactory.createAreaChart("Núcleos extra y tiempo de espera para la ejecución", "Minuto",
       "Nucleos", dataset, PlotOrientation.VERTICAL, true,
       true, false);
        CategoryPlot p = chart.getCategoryPlot(); 
        p.setForegroundAlpha(0.5f);
        
        NumberAxis axis2 = new NumberAxis("Segundos");
        axis2.setAutoRangeIncludesZero(false);
        p.setRangeAxis(1, axis2);
        p.setDataset(1, dataset2);
        p.mapDatasetToRangeAxis(1, 1);
        
        AreaRenderer renderer2 = new AreaRenderer();
        p.setRenderer(1, renderer2);
        
        //Poner las etiquetas de la fila de dominio
        CategoryAxis abscisse = p.getDomainAxis();
        abscisse.setCategoryLabelPositions(CategoryLabelPositions.UP_45);
        for (int i = 0; i < dataset.getColumnCount(); i++) {
            if (!((i) % (dataset.getColumnCount()/Logger.getNumDays()) == 0)){
                abscisse.setTickLabelFont(dataset.getColumnKey(i), new Font("SansSerif", Font.ITALIC, 0));
            }
        }
        
        //Se crea el panel con la gráfica y lo retorna
        ChartPanel panel=new ChartPanel(chart);
        ultimaGrafica = panel;
        return panel;
    }
    
    /**
     * Retorna la ultima gráfica creada, es útil por si se refresca la pantalla, no hace falta
     * calcular la gráfica otra vez
     * @return 
     */
    public static JPanel getUltimaGrafica() {
        return ultimaGrafica;
    }
}
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 11.2.17 Clase CView
/*
 * Clase CView
 * ------------------------------------------
 * FUNCIONALIDADES
 * Clase que hace de intermediaro entre interfaz y simulador
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 1.2
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
import java.util.ArrayList;
import simuladorcpd.Logger;
import simuladorcpd.Simulador;
/**
 *
 * @author Jordi
 */
public class CView {
    
    //Almacena el tanto en tanto por 1 lo completado
    public static double completed;
    /**
     * Manda actualizar a la interfaz la información que muestra (tiempo simulación) y tiempo restante
     * Y después manda actualizar la barra de progreso de la simulación
     */
    public static void actualizaInformacion() {
        MainFrame.SimulationPanel.actualizaInformacion(Simulador.time);
        MainFrame.SimulationPanel.actualizaCompletado(completed);
    }
    
    /**
     * Manda actualiza la pantalla de simulando una vez s eha completado la simulación, actualizando tiempos y la
     * barra de progreso
     */
    public static void finalizaSimulacion(){
        MainFrame.SimulationPanel.actualizaInformacion(Simulador.time);
        MainFrame.SimulationPanel.actualizaCompletado(1);
        
    }
    /**
     * Retorna la duración media de los Jobs en formato adecuado
     * @return 
     */
    public static String getDuracionMedia() {
        java.text.DecimalFormat formateador = new java.text.DecimalFormat("##.##");
        return formateador.format(Logger.getDuracionMedia());
    }
    /**
     * Retorna la espera media de los Jobs en Espera Media
     * @return 
     */
    public static String getEsperaMedia() {
        java.text.DecimalFormat formateador = new java.text.DecimalFormat("##.##");
        return formateador.format(Logger.getEsperaMedia());
    }
    
    /**
     * Retorna los consumos del día indicado
     * @param diaSeleccionado
     * @return 
     */
    static String[] getConsumoDia(String diaSeleccionado) {
        ArrayList<double[]> lista = Logger.getLoggerDia(Integer.parseInt(diaSeleccionado));
        double[] split = lista.get(lista.size()-1);
        double consumo = split[0];
        double consumoTodo = split[1];
        String[] returnArray = new String[3];
        returnArray[0] = pasaMedidasConsumo(consumo);
        returnArray[1] = pasaMedidasConsumo(consumoTodo);
        returnArray[2] = pasaMedidasConsumo(consumoTodo-consumo);
        return returnArray;
    }
    
    /**
     * Retorna los consumos de todos los días
     * @return 
     */
    public static String[] getConsumoCompleto(){
        double consumo = 0;
        double consumoTodo = 0;
        for(int dia=0;dia<Logger.getNumDays();dia++){
            ArrayList<double[]> lista = Logger.getLoggerDia(dia);
            double[] split = lista.get(lista.size()-1);
            consumo += split[0];
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            consumoTodo += split[1];
        }
        String[] returnArray = new String[3];
        returnArray[0] = pasaMedidasConsumo(consumo);
        returnArray[1] = pasaMedidasConsumo(consumoTodo);
        returnArray[2] = pasaMedidasConsumo(consumoTodo-consumo);
        return returnArray;
    }
    /**
     * Calcula las medidas en las que se encuentra el consumo, para hacerlo más fácil a la vista
     * @param consumo
     * @return 
     */
    private static String pasaMedidasConsumo(double consumo) {
        String unidad = "Wh";
        if(consumo/1000000000000.0>1) {
            //TWh
            unidad = "TWh";
            consumo = consumo / 1000000000000.0;
        }
        else if(consumo/1000000000>1){
            //GWh
            unidad = "GWh";
            consumo = consumo / 1000000000;
        }
        else if(consumo/1000000>1){
            //MWh
            unidad = "MWh";
            consumo = consumo / 1000000;
        }
        else if(consumo/1000>1){
            //KWh
            unidad = "KWh";
            consumo = consumo / 1000;
        }
        java.text.DecimalFormat formateador = new java.text.DecimalFormat("##.##");
        return formateador.format(consumo) + " " + unidad;
    }
}
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 11.2.18 Clase ConfigurationPanel
/*
 * Clase ConfigurationPanel
 * ------------------------------------------
 * FUNCIONALIDADES
 * Clase que muestra la Pantalla de Configuración
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 1.1
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
import java.awt.Color;
import java.text.DecimalFormat;
import simuladorcpd.GCapacidad;
import simuladorcpd.Data.Carga;
import simuladorcpd.Globals;
/**
 *
 * @author Jordi
 */
public class ConfigurationPanel extends javax.swing.JPanel {
    //Inicializa la pantalla de Configuración
    public ConfigurationPanel() {
        initComponents();
        getValoresDefecto();
    }
    /**
     * Inicializa la interfaz
     */
    @SuppressWarnings("unchecked")
    // <editor-fold defaultstate="collapsed" desc="Generated Code">
    private void initComponents() {
        lTitulo = new javax.swing.JLabel();
        lDuracion = new javax.swing.JLabel();
        tDuracion = new javax.swing.JTextField();
        lMargen = new javax.swing.JLabel();
        sMargen = new javax.swing.JSpinner();
        lMargen2 = new javax.swing.JLabel();
        lDuracionJobs = new javax.swing.JLabel();
        lHoras = new javax.swing.JLabel();
        lPorCien = new javax.swing.JLabel();
        lHora1 = new javax.swing.JLabel();
        sHora1 = new javax.swing.JSpinner();
        lHora2 = new javax.swing.JLabel();
        sHora2 = new javax.swing.JSpinner();
        lHora4 = new javax.swing.JLabel();
        sHora4 = new javax.swing.JSpinner();
        lHora8 = new javax.swing.JLabel();
        sHora8 = new javax.swing.JSpinner();
        lHora16 = new javax.swing.JLabel();
        sHora16 = new javax.swing.JSpinner();
        lHora24 = new javax.swing.JLabel();
        sHora24 = new javax.swing.JSpinner();
        lSinAsignarFijo = new javax.swing.JLabel();
        lSinAsignar = new javax.swing.JLabel();
        bComenzar = new javax.swing.JButton();
        bReset = new javax.swing.JButton();
        lError = new javax.swing.JLabel();
        SeparadorMedio = new javax.swing.Box.Filler(new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0));
        lMultiplicador = new javax.swing.JLabel();
        sMultiplicador = new javax.swing.JSpinner();
        SeparadorIzqAbajo = new javax.swing.Box.Filler(new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 32767));
        bMenuPrincipal = new javax.swing.JButton();
        lTiempoActualizarEstado = new javax.swing.JLabel();
        sTiempoActualizarEstado = new javax.swing.JSpinner();
        lUnidadTiempoActualizarEstado = new javax.swing.JLabel();
        l2Observaciones = new javax.swing.JLabel();
        sObservaciones = new javax.swing.JSpinner();
        lObservaciones = new javax.swing.JLabel();
        lErrorActualizarEstado = new javax.swing.JLabel();
        SeparadorMedioDerecha = new javax.swing.Box.Filler(new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 32767));
        SeparadorDerAbajo = new javax.swing.Box.Filler(new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 32767));
        lHistorico = new javax.swing.JLabel();
        cHistorico = new javax.swing.JCheckBox();
        lDias = new javax.swing.JLabel();
        panelPrioridad = new javax.swing.JPanel();
        lPrioridad = new javax.swing.JLabel();
        lRendimiento = new javax.swing.JLabel();
        sRendimiento = new javax.swing.JSpinner();
        lCosteMarginal = new javax.swing.JLabel();
        sCosteMarginal = new javax.swing.JSpinner();
        lMAntiDefragmentacion = new javax.swing.JLabel();
        sPMultiplicador = new javax.swing.JSpinner();
        cMultiplicadorAntiDActivo = new javax.swing.JCheckBox();
        nJobsMinMax = new javax.swing.JLabel();
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        setMinimumSize(new java.awt.Dimension(770, 550));
        setPreferredSize(new java.awt.Dimension(770, 550));
        lTitulo.setFont(new java.awt.Font("Tahoma", 0, 18));
        lTitulo.setText("Seleccona la configuración para la Simulación");
        lDuracion.setText("Duración de la simulación:");
        lDuracion.setToolTipText("Duración de la simulación");
        lDuracion.setFocusable(false);
        tDuracion.setHorizontalAlignment(javax.swing.JTextField.RIGHT);
        tDuracion.setText(Integer.toString(Globals.duracionSimulacion/(24*3600)));
        tDuracion.setToolTipText("Duración de la simulación");
        tDuracion.addKeyListener(new java.awt.event.KeyAdapter() {
            public void keyReleased(java.awt.event.KeyEvent evt) {
                tDuracionKeyReleased(evt);
            }
        });
        lMargen.setText("Margén de servidores:");
        lMargen.setToolTipText("Margén de servidores encendidos");
        lMargen.setFocusable(false);
        sMargen.setModel(new javax.swing.SpinnerNumberModel(1.0d, 0.0d, 100.0d, 0.01d));
        sMargen.setToolTipText("Margén de servidores encendidos");
        sMargen.setValue(Globals.margen);
        sMargen.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sMargenStateChanged(evt);
            }
        });
        lMargen2.setText("%");
        lMargen2.setFocusable(false);
        lDuracionJobs.setText("Duración de los Jobs");
        lDuracionJobs.setToolTipText("Duración de los Jobs que recibe el CPD");
        lDuracionJobs.setFocusable(false);
        lHoras.setText("Horas");
        lHoras.setFocusable(false);
        lPorCien.setText("%");
        lPorCien.setFocusable(false);
        lHora1.setText("1");
        lHora1.setFocusable(false);
        sHora1.setModel(new javax.swing.SpinnerNumberModel(100, 0, 100, 1));
        sHora1.setValue((int)(Globals.probJob1h*100));
        sHora1.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sHora1StateChanged(evt);
            }
        });
        lHora2.setText("2");
        lHora2.setFocusable(false);
        sHora2.setModel(new javax.swing.SpinnerNumberModel(0, 0, 100, 1));
        sHora2.setValue((int)(Globals.probJob2h*100));
        sHora2.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sHora2StateChanged(evt);
            }
        });
        lHora4.setText("4");
        lHora4.setFocusable(false);
        sHora4.setModel(new javax.swing.SpinnerNumberModel(0, 0, 100, 1));
        sHora4.setValue((int)(Globals.probJob4h*100));
        sHora4.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sHora4StateChanged(evt);
            }
        });
        lHora8.setText("8");
        lHora8.setFocusable(false);
        sHora8.setModel(new javax.swing.SpinnerNumberModel(0, 0, 100, 1));
        sHora8.setValue((int)(Globals.probJob8h*100));
        sHora8.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sHora8StateChanged(evt);
            }
        });
        lHora16.setText("16");
        lHora16.setFocusable(false);
        sHora16.setModel(new javax.swing.SpinnerNumberModel(0, 0, 100, 1));
        sHora16.setValue((int)(Globals.probJob16h*100));
        sHora16.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sHora16StateChanged(evt);
            }
        });
        lHora24.setText("24");
182
        lHora24.setFocusable(false);
        sHora24.setModel(new javax.swing.SpinnerNumberModel(0, 0, 100, 1));
        sHora24.setValue((int)(Globals.probJob24h*100));
        sHora24.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sHora24StateChanged(evt);
            }
        });
        lSinAsignarFijo.setText("% sin asignar");
        lSinAsignarFijo.setFocusable(false);
        lSinAsignar.setText("0");
        lSinAsignar.setToolTipText("% de Jobs sin asignar");
        lSinAsignar.setFocusable(false);
        bComenzar.setText("Comenzar Simulación");
        bComenzar.setToolTipText("Comenzar la simulación");
        bComenzar.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bComenzarActionPerformed(evt);
            }
        });
        bReset.setText("Reset");
        bReset.setToolTipText("Resetear los valores, a los de defecto");
        bReset.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bResetActionPerformed(evt);
            }
        });
        lError.setForeground(new java.awt.Color(255, 0, 51));
        lError.setFocusable(false);
        lMultiplicador.setText("Multiplicador de Carga:");
        lMultiplicador.setToolTipText("Multiplicador de carga, el valor son los Jobs que se crean por segundo en el momento de menos carga");
        lMultiplicador.setFocusable(false);
        sMultiplicador.setModel(new javax.swing.SpinnerNumberModel(Double.valueOf(0.1d), Double.valueOf(0.0d), null, Double.valueOf(0.10000000000000009d)));
        sMultiplicador.setToolTipText("Multiplicador de carga, el valor son los Jobs que se crean por segundo en el momento de menos carga");
        sMultiplicador.setValue(Carga.getMultiplicador());
        sMultiplicador.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sMultiplicadorStateChanged(evt);
            }
        });
        bMenuPrincipal.setText("Volver al Menu Principal");
        bMenuPrincipal.setToolTipText("Volver al Menu Principal");
        bMenuPrincipal.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bMenuPrincipalActionPerformed(evt);
            }
        });
        lTiempoActualizarEstado.setText("Intervalo de ejecución del algorítmo (encender/apagar): ");
        lTiempoActualizarEstado.setToolTipText("(Segundos de un dia) Módulo (Intervalo) ha de ser 0");
        lTiempoActualizarEstado.setFocusable(false);
        sTiempoActualizarEstado.setModel(new javax.swing.SpinnerNumberModel(1, 1, 86400, 1));
        sTiempoActualizarEstado.setToolTipText("(Segundos de un dia) Módulo (Intervalo) ha de ser 0");
        sTiempoActualizarEstado.setValue(Globals.getTiempoActualizarEstado());
        sTiempoActualizarEstado.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sTiempoActualizarEstadoStateChanged(evt);
            }
        });
        lUnidadTiempoActualizarEstado.setText("s");
        lUnidadTiempoActualizarEstado.setFocusable(false);
        l2Observaciones.setText("Observaciones");
        l2Observaciones.setFocusable(false);
        sObservaciones.setModel(new javax.swing.SpinnerNumberModel(Integer.valueOf(1), Integer.valueOf(1), null, Integer.valueOf(1)));
        sObservaciones.setToolTipText("Número de observaciones del Histórico para observar la evolución de la carga");
        sObservaciones.setValue(simuladorcpd.GCapacidad.getNumObservaciones());
        sObservaciones.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sObservacionesStateChanged(evt);
            }
        });
        lObservaciones.setText("Número de observaciones del histórico para ver la evolución:");
        lObservaciones.setToolTipText("Número de observaciones del Histórico para observar la evolución de la carga");
        lObservaciones.setFocusable(false);
        lErrorActualizarEstado.setForeground(new java.awt.Color(255, 0, 51));
        lErrorActualizarEstado.setFocusable(false);
        lHistorico.setText("Historico:");
        lHistorico.setToolTipText("Utilización del Histórico");
        lHistorico.setFocusable(false);
        cHistorico.setSelected(true);
        cHistorico.setText("Activo");
        cHistorico.setToolTipText("Activar o desactivar la utilización del histórico");
        cHistorico.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
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                cHistoricoStateChanged(evt);
            }
        });
        lDias.setText("días");
        lDias.setFocusable(false);
        lPrioridad.setText("Prioridad:");
        lPrioridad.setFocusable(false);
        lRendimiento.setText("Rendimiento");
        lRendimiento.setFocusable(false);
        sRendimiento.setModel(new javax.swing.SpinnerNumberModel(Double.valueOf(0.0d), Double.valueOf(0.0d), null, Double.valueOf(0.01d)));
        sRendimiento.setValue(Globals.prioridadRendimiento);
        sRendimiento.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sRendimientoStateChanged(evt);
            }
        });
        lCosteMarginal.setText("Coste Marginal");
        lCosteMarginal.setFocusable(false);
        sCosteMarginal.setModel(new javax.swing.SpinnerNumberModel(Double.valueOf(1.0d), Double.valueOf(0.01d), null, Double.valueOf(0.01d)));
        sCosteMarginal.setValue(Globals.prioridadCosteMarginal);
        sCosteMarginal.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sCosteMarginalStateChanged(evt);
            }
        });
        lMAntiDefragmentacion.setText("Multiplicador AntiDefragmentación");
        lMAntiDefragmentacion.setFocusable(false);
        sPMultiplicador.setModel(new javax.swing.SpinnerNumberModel(Double.valueOf(0.0d), Double.valueOf(0.0d), null, Double.valueOf(0.01d)));
        sPMultiplicador.setValue(Globals.prioridadMultiplicadorAntiDefrag);
        sPMultiplicador.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                sPMultiplicadorStateChanged(evt);
            }
        });
        cMultiplicadorAntiDActivo.setSelected(true);
        cMultiplicadorAntiDActivo.setText("Activo");
        cMultiplicadorAntiDActivo.addChangeListener(new javax.swing.event.ChangeListener() {
            public void stateChanged(javax.swing.event.ChangeEvent evt) {
                cMultiplicadorAntiDActivoStateChanged(evt);
            }
        });
        javax.swing.GroupLayout panelPrioridadLayout = new javax.swing.GroupLayout(panelPrioridad);
        panelPrioridad.setLayout(panelPrioridadLayout);
        panelPrioridadLayout.setHorizontalGroup(
            panelPrioridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(panelPrioridadLayout.createSequentialGroup()
                .addComponent(lPrioridad, javax.swing.GroupLayout.PREFERRED_SIZE, 89, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(panelPrioridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addComponent(lMAntiDefragmentacion, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, 199, Short.MAX_VALUE)
                    .addComponent(lCosteMarginal, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, 199, Short.MAX_VALUE)
                    .addComponent(lRendimiento, javax.swing.GroupLayout.DEFAULT_SIZE, 199, Short.MAX_VALUE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(panelPrioridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addComponent(sRendimiento, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED_SIZE, 81, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(sCosteMarginal, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED_SIZE, 81, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(sPMultiplicador, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED_SIZE, 81, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)
                .addComponent(cMultiplicadorAntiDActivo)
                .addGap(310, 310, 310))
        );
        panelPrioridadLayout.setVerticalGroup(
            panelPrioridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(panelPrioridadLayout.createSequentialGroup()
                .addGroup(panelPrioridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lPrioridad)
                    .addComponent(lRendimiento)
                    .addComponent(sRendimiento, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(panelPrioridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lCosteMarginal)
                    .addComponent(sCosteMarginal, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 6, Short.MAX_VALUE)
                .addGroup(panelPrioridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lMAntiDefragmentacion)
                    .addComponent(sPMultiplicador, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(cMultiplicadorAntiDActivo))
                .addContainerGap())
        );
        nJobsMinMax.setText("(Nº Jobs por minuto) min y max");
        javax.swing.GroupLayout layout = new javax.swing.GroupLayout(this);
        this.setLayout(layout);
        layout.setHorizontalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(panelPrioridad, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
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                        .addContainerGap())
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(SeparadorIzqAbajo, javax.swing.GroupLayout.PREFERRED_SIZE, 373, javax.swing.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                            .addComponent(lErrorActualizarEstado, javax.swing.GroupLayout.DEFAULT_SIZE, 373, Short.MAX_VALUE)
                            .addComponent(lError, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 373, Short.MAX_VALUE))
                        .addContainerGap())
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(SeparadorMedio, javax.swing.GroupLayout.PREFERRED_SIZE, 669, javax.swing.GroupLayout.PREFERRED_SIZE)
                        .addContainerGap())
                    .addGroup(layout.createSequentialGroup()
                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addGroup(layout.createSequentialGroup()
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                                    .addComponent(lDuracionJobs)
                                    .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                        .addComponent(lPorCien, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                        .addComponent(lHoras, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                        .addComponent(lSinAsignarFijo)))
                                .addGap(18, 18, 18)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lSinAsignar, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lHora1, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(sHora1, javax.swing.GroupLayout.PREFERRED_SIZE, 50, javax.swing.GroupLayout.PREFERRED_SIZE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lHora2, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(sHora2, javax.swing.GroupLayout.PREFERRED_SIZE, 50, javax.swing.GroupLayout.PREFERRED_SIZE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lHora4, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(sHora4, javax.swing.GroupLayout.PREFERRED_SIZE, 50, javax.swing.GroupLayout.PREFERRED_SIZE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lHora8, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(sHora8, javax.swing.GroupLayout.PREFERRED_SIZE, 50, javax.swing.GroupLayout.PREFERRED_SIZE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lHora16, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(sHora16, javax.swing.GroupLayout.PREFERRED_SIZE, 50, javax.swing.GroupLayout.PREFERRED_SIZE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lHora24, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(sHora24, javax.swing.GroupLayout.PREFERRED_SIZE, 50, javax.swing.GroupLayout.PREFERRED_SIZE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(SeparadorMedioDerecha, javax.swing.GroupLayout.DEFAULT_SIZE, 298, Short.MAX_VALUE))
                            .addGroup(layout.createSequentialGroup()
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING, false)
                                    .addComponent(lMargen, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                                    .addComponent(lDuracion, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 172, Short.MAX_VALUE)
                                    .addComponent(lMultiplicador, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                                    .addComponent(lTiempoActualizarEstado, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lObservaciones, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 393, Short.MAX_VALUE)
                                    .addComponent(lHistorico, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(tDuracion)
                                    .addComponent(sMargen)
                                    .addComponent(sMultiplicador)
                                    .addComponent(sTiempoActualizarEstado)
                                    .addComponent(sObservaciones, javax.swing.GroupLayout.DEFAULT_SIZE, 108, Short.MAX_VALUE)
                                    .addComponent(cHistorico, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                                    .addGroup(layout.createSequentialGroup()
                                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                            .addComponent(lDias, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                            .addComponent(lMargen2, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                            .addComponent(lUnidadTiempoActualizarEstado, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                            .addComponent(l2Observaciones, javax.swing.GroupLayout.DEFAULT_SIZE, 147, Short.MAX_VALUE))
                                        .addGap(3, 3, 3))
                                    .addComponent(nJobsMinMax, javax.swing.GroupLayout.DEFAULT_SIZE, 241, Short.MAX_VALUE)))
                            .addComponent(lTitulo, javax.swing.GroupLayout.DEFAULT_SIZE, 750, Short.MAX_VALUE)
                            .addGroup(layout.createSequentialGroup()
                                .addComponent(bMenuPrincipal)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(bReset)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 405, Short.MAX_VALUE)
                                .addComponent(bComenzar)))
                        .addContainerGap())
                    .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, layout.createSequentialGroup()
                        .addComponent(SeparadorDerAbajo, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                        .addGap(21, 21, 21))))
        );
        layout.setVerticalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addComponent(lTitulo, javax.swing.GroupLayout.PREFERRED_SIZE, 22, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addGap(18, 18, 18)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lDuracion)
                    .addComponent(tDuracion, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(lDias))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
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                    .addComponent(lMargen)
                    .addComponent(sMargen, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(lMargen2))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lMultiplicador)
                    .addComponent(sMultiplicador, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(nJobsMinMax))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lTiempoActualizarEstado)
                    .addComponent(sTiempoActualizarEstado, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(lUnidadTiempoActualizarEstado))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                    .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                        .addComponent(lObservaciones)
                        .addComponent(sObservaciones, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                    .addComponent(l2Observaciones))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lHistorico)
                    .addComponent(cHistorico))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(SeparadorMedio, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(panelPrioridad, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(layout.createSequentialGroup()
                        .addGap(34, 34, 34)
                        .addComponent(SeparadorMedioDerecha, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.PREFERRED_SIZE))
                    .addGroup(layout.createSequentialGroup()
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(lDuracionJobs)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addGroup(layout.createSequentialGroup()
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                                    .addComponent(lHoras)
                                    .addComponent(lHora1))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                                    .addComponent(lPorCien)
                                    .addComponent(sHora1, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)))
                            .addGroup(layout.createSequentialGroup()
                                .addComponent(lHora2)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(sHora2, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                            .addGroup(layout.createSequentialGroup()
                                .addComponent(lHora4)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(sHora4, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                            .addGroup(layout.createSequentialGroup()
                                .addComponent(lHora8)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(sHora8, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                            .addGroup(layout.createSequentialGroup()
                                .addComponent(lHora16)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(sHora16, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                            .addGroup(layout.createSequentialGroup()
                                .addComponent(lHora24)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(sHora24, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lSinAsignarFijo)
                            .addComponent(lSinAsignar))))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(lError, javax.swing.GroupLayout.PREFERRED_SIZE, 16, javax.swing.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(lErrorActualizarEstado, javax.swing.GroupLayout.PREFERRED_SIZE, 16, javax.swing.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 88, Short.MAX_VALUE)
                        .addComponent(SeparadorDerAbajo, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                    .addComponent(SeparadorIzqAbajo, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 126, Short.MAX_VALUE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(bMenuPrincipal)
                    .addComponent(bReset)
                    .addComponent(bComenzar))
                .addContainerGap())
        );
    }// </editor-fold>
    /**
     * Evento que se ejecuta si se modifica la duración de la Simulación
     * @param evt 
     */
    private void tDuracionKeyReleased(java.awt.event.KeyEvent evt) {                                      
        try {
            //Modifica la duración de la simulación
            int duracionSimulacion = Integer.parseInt(tDuracion.getText());
            //Si la duración es menor que 1, pasa a ser 1 días
            if(duracionSimulacion<1) {
                duracionSimulacion=1;
                tDuracion.setText("1");
            }
            //Se ha superado el máximo de Días permitidos
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            else if(duracionSimulacion>Integer.MAX_VALUE/(3600*24)){
                throw new Exception("Se ha superado el máximo de Días permitidos");
            }
            //Se actualiza la duración de la simulación
            Globals.duracionSimulacion = duracionSimulacion*3600*24;
            
            lError.setText("");
        } catch (Exception e) {
            //Si ha lanzado la excepción es que no es un número o el número es negativo
            lError.setText("Introduce un entero y positivo en la duración, menor que " + (Integer.MAX_VALUE/(3600*24)));
        }
        //Comprueba si se puede activar el boton de comenzar la simulación
        compruebaComenzar();
    }                                     
    /**
     * Evento que se ejecuta si se cambia el margen
     * @param evt 
     */
    private void sMargenStateChanged(javax.swing.event.ChangeEvent evt) {                                     
        Globals.margen = Double.parseDouble(sMargen.getValue().toString());
        //Redondeo por falta de precision en Java
        Globals.margen = Math.rint(Globals.margen*100)/100;
    }                                    
    /**
     * Evento que se ejecuta cuando se presiona el boton para empezar la simulación
     * @param evt 
     */
    private void bComenzarActionPerformed(java.awt.event.ActionEvent evt) {                                          
        //Indica cambiar de ventana e iniciar la simulación
        MainFrame.getInstancia().cambiaPanel("SimulationPanel");
    }                                         
    /**
     * Evento que se ejecuta cuando se cambia la probabilidad de los Jobs de 1 hora
     * @param evt 
     */
    private void sHora1StateChanged(javax.swing.event.ChangeEvent evt) {                                    
        Globals.probJob1h = Double.parseDouble(sHora1.getValue().toString())/100;
        recalculaProbabilidadRestante();
    }                                   
    /**
     * Evento que se ejecuta cuando se cambia la probabilidad de los Jobs de 2 hora
     * @param evt 
     */
    private void sHora2StateChanged(javax.swing.event.ChangeEvent evt) {                                    
        Globals.probJob2h = Double.parseDouble(sHora2.getValue().toString())/100;
        recalculaProbabilidadRestante();
    }                                   
    /**
     * Evento que se ejecuta cuando se cambia la probabilidad de los Jobs de 4 hora
     * @param evt 
     */
    private void sHora4StateChanged(javax.swing.event.ChangeEvent evt) {                                    
        Globals.probJob4h = Double.parseDouble(sHora4.getValue().toString())/100;
        recalculaProbabilidadRestante();
    }                                   
    /**
     * Evento que se ejecuta cuando se cambia la probabilidad de los Jobs de 8 hora
     * @param evt 
     */
    private void sHora8StateChanged(javax.swing.event.ChangeEvent evt) {                                    
        Globals.probJob8h = Double.parseDouble(sHora8.getValue().toString())/100;
        recalculaProbabilidadRestante();
    }                                   
    /**
     * Evento que se ejecuta cuando se cambia la probabilidad de los Jobs de 16 hora
     * @param evt 
     */
    private void sHora16StateChanged(javax.swing.event.ChangeEvent evt) {                                     
        Globals.probJob16h = Double.parseDouble(sHora16.getValue().toString())/100;
        recalculaProbabilidadRestante();
    }                                    
    /**
     * Evento que se ejecuta cuando se cambia la probabilidad de los Jobs de 24 hora
     * @param evt 
     */
    private void sHora24StateChanged(javax.swing.event.ChangeEvent evt) {                                     
        Globals.probJob24h = Double.parseDouble(sHora24.getValue().toString())/100;
        recalculaProbabilidadRestante();
    }                                    
    /**
     * Evento que se ejecuta cuando se cambia el Multiplicador
     * @param evt 
     */
    private void sMultiplicadorStateChanged(javax.swing.event.ChangeEvent evt) {                                            
        double multiplicador = Double.parseDouble(sMultiplicador.getValue().toString());
        //Redondeo por falta de precision en Java
        multiplicador = Math.rint(multiplicador*10)/10;
        Carga.setMultiplicador(multiplicador);
        //Se pone el formato y se muestra la cantidad de Jobs que se crearan en los periodos de mínima y máxima carga
        DecimalFormat format = new DecimalFormat("#.#");
        //Indica los Jobs creados por minuto, mínimos y máximo
        String minMax = "Máximo: " +format.format((Carga.getPorcentualFijaPC()+Carga.getPorcentualVariablePC())
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                *multiplicador*60) + " Jobs/Min"
                + " y Mínimo: " + format.format((Carga.getPorcentualFijaPC()-Carga.getPorcentualVariablePC())
                *multiplicador*60) + " Jobs/Min";
        nJobsMinMax.setText(minMax);
    }                                           
    /**
     * Evento que se ejecuta cuando se quiere volver al Menú Principal
     * @param evt 
     */
private void bMenuPrincipalActionPerformed(java.awt.event.ActionEvent evt) {                                         
    MainFrame.getInstancia().cambiaPanel("MainPanel");
}                                        
/**
 * Evento para resetear por los valores por defecto
 * @param evt 
 */
private void bResetActionPerformed(java.awt.event.ActionEvent evt) {                                       
    setValoresDefecto();
}                                      
/**
 * Evento que se ejecuta si se modifica el Intervalo de ejecución del Algoritmo de variación de Capacidad
 * @param evt 
 */
private void sTiempoActualizarEstadoStateChanged(javax.swing.event.ChangeEvent evt) {                                                     
    //Ha de ser multiplo de 24 Horas
    int tiempoActualizar = Integer.parseInt(sTiempoActualizarEstado.getValue().toString());
    if((3600*24)%tiempoActualizar!=0) lErrorActualizarEstado.setText("(Segundos de un día)%(Tiempo actualizar algoritmo) ha de ser 0");
    else lErrorActualizarEstado.setText("");
    compruebaComenzar();
    Globals.setTiempoActualizarEstado(tiempoActualizar);
    changeObservaciones(Integer.parseInt(sObservaciones.getValue().toString()));
}                                                    
/**
 * Evento que se produce cuadno se cambia el número de observaciones del histórico
 * @param evt 
 */
private void sObservacionesStateChanged(javax.swing.event.ChangeEvent evt) {                                            
    changeObservaciones(Integer.parseInt(sObservaciones.getValue().toString()));
}                                           
/**
 * Evento que se produce cuando se activa o desactiva la observación del histórico
 * @param evt 
 */
    private void cHistoricoStateChanged(javax.swing.event.ChangeEvent evt) {                                        
        GCapacidad.setHistoricoActivoEnabled(cHistorico.isSelected());
    }                                       
    /**
     * Evento que se produce cuando se modifica el peso del Rendimiento en la Prioridad
     * @param evt 
     */
    private void sRendimientoStateChanged(javax.swing.event.ChangeEvent evt) {                                          
        Globals.prioridadRendimiento = Double.parseDouble(sRendimiento.getValue().toString());
    }                                         
    /**
     * Evento que se produce cuando se modifica el peso del Coste Marginal de la Prioridad
     * @param evt 
     */
    private void sCosteMarginalStateChanged(javax.swing.event.ChangeEvent evt) {                                            
        Globals.prioridadCosteMarginal = Double.parseDouble(sCosteMarginal.getValue().toString());
    }                                           
    /**
     * Evento que se produce cuando se modifica el peso del Multiplicador AntiDefragmentación de la Prioridad
     * @param evt 
     */
    private void sPMultiplicadorStateChanged(javax.swing.event.ChangeEvent evt) {                                             
        Globals.prioridadMultiplicadorAntiDefrag = Double.parseDouble(sPMultiplicador.getValue().toString());
    }                                            
    /**
     * Evento que se produce cuando se activa o desactiva la observación del Multiplicador AntiDefragmentación
     * en el momento de calcular la Prioridad
     * @param evt 
     */
    private void cMultiplicadorAntiDActivoStateChanged(javax.swing.event.ChangeEvent evt) {                                                       
        Globals.multiplicadorAntiDefragActivo = cMultiplicadorAntiDActivo.isSelected();
    }                                                      
    /**
     * Comprueba el número de Observaciones indicada es válida, si es mayor, se pone el
     * valor máximo posible. Y se añade.
     * @param observaciones 
     */
    private void changeObservaciones(int observaciones){
        if(observaciones>Globals.getLongVectorHistorico()){
            observaciones = Globals.getLongVectorHistorico();
            sObservaciones.setValue(observaciones);
        }
        GCapacidad.setNumObservaciones(observaciones);
    }
    /**
     * Función qeu comprueba que la suma del tanto por cien repartido en las probabilidades de la
     * duración de los Jobs es 100, y muestra la diferencia en la variable diseñada para ello.
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     * Después manda comprobar si se puede comenzar la simulación o no.
     */
    private void recalculaProbabilidadRestante() {
        int asignado = (int)(Globals.probJob1h*100 +Globals.probJob2h*100 +Globals.probJob4h*100 +
                Globals.probJob8h*100 +Globals.probJob16h*100 +Globals.probJob24h*100);
        lSinAsignar.setText(String.valueOf(100-asignado));
        if(asignado!=100) {
            lSinAsignar.setForeground(Color.red);
        }
        else {
            lSinAsignar.setForeground(Color.BLACK);
        }
        compruebaComenzar();
    }
    
    // Variables declaration - do not modify
    private javax.swing.Box.Filler SeparadorDerAbajo;
    private javax.swing.Box.Filler SeparadorIzqAbajo;
    private javax.swing.Box.Filler SeparadorMedio;
    private javax.swing.Box.Filler SeparadorMedioDerecha;
    private javax.swing.JButton bComenzar;
    private javax.swing.JButton bMenuPrincipal;
    private javax.swing.JButton bReset;
    private javax.swing.JCheckBox cHistorico;
    private javax.swing.JCheckBox cMultiplicadorAntiDActivo;
    private javax.swing.JLabel l2Observaciones;
    private javax.swing.JLabel lCosteMarginal;
    private javax.swing.JLabel lDias;
    private javax.swing.JLabel lDuracion;
    private javax.swing.JLabel lDuracionJobs;
    private javax.swing.JLabel lError;
    private javax.swing.JLabel lErrorActualizarEstado;
    private javax.swing.JLabel lHistorico;
    private javax.swing.JLabel lHora1;
    private javax.swing.JLabel lHora16;
    private javax.swing.JLabel lHora2;
    private javax.swing.JLabel lHora24;
    private javax.swing.JLabel lHora4;
    private javax.swing.JLabel lHora8;
    private javax.swing.JLabel lHoras;
    private javax.swing.JLabel lMAntiDefragmentacion;
    private javax.swing.JLabel lMargen;
    private javax.swing.JLabel lMargen2;
    private javax.swing.JLabel lMultiplicador;
    private javax.swing.JLabel lObservaciones;
    private javax.swing.JLabel lPorCien;
    private javax.swing.JLabel lPrioridad;
    private javax.swing.JLabel lRendimiento;
    private javax.swing.JLabel lSinAsignar;
    private javax.swing.JLabel lSinAsignarFijo;
    private javax.swing.JLabel lTiempoActualizarEstado;
    private javax.swing.JLabel lTitulo;
    private javax.swing.JLabel lUnidadTiempoActualizarEstado;
    private javax.swing.JLabel nJobsMinMax;
    private javax.swing.JPanel panelPrioridad;
    private javax.swing.JSpinner sCosteMarginal;
    private javax.swing.JSpinner sHora1;
    private javax.swing.JSpinner sHora16;
    private javax.swing.JSpinner sHora2;
    private javax.swing.JSpinner sHora24;
    private javax.swing.JSpinner sHora4;
    private javax.swing.JSpinner sHora8;
    private javax.swing.JSpinner sMargen;
    private javax.swing.JSpinner sMultiplicador;
    private javax.swing.JSpinner sObservaciones;
    private javax.swing.JSpinner sPMultiplicador;
    private javax.swing.JSpinner sRendimiento;
    private javax.swing.JSpinner sTiempoActualizarEstado;
    private javax.swing.JTextField tDuracion;
    // End of variables declaration
    private static int duracionDef; //Duración por defecto
    private static double multiplicadorDef; //Multiplicador por defecto
    private static double margenDef;    //Margen por Defecto
    public static double probJob1hDef;  //Jobs de 1 hora por Defecto
    public static double probJob2hDef;  //Jobs de 2 hora por Defecto
    public static double probJob4hDef;  //Jobs de 4 hora por Defecto
    public static double probJob8hDef;  //Jobs de 8 hora por Defecto
    public static double probJob16hDef; //Jobs de 16 hora por Defecto
    public static double probJob24hDef; //Jobs de 24 hora por Defecto
    public static int timeCoreDef; //Tiempo de ejecución del algoritmo por defecto
    public static int numeroObservacionesDef; //Número de observaciones en el histórico por defecto
    private static boolean setDefecto=false; //Indica si ya se han tomado las variables por defecto
    /**
     * Comprueba que no haya ningún error en la configuración, y si no lo hay, activa el boton para comenzar
     */
    private void compruebaComenzar() {
        if(lError.getText().equals("")&&(lSinAsignar.getText().equals("0")&&lErrorActualizarEstado.getText().equals(""))) bComenzar.setEnabled(true);
        else {
            bComenzar.setEnabled(false);
        }
    }
    /**
     * Añade los valores seleccionados actualmente a valores por defecto
     */
    private void getValoresDefecto() {
        if(!setDefecto){ //Si no estan los valores por defecto se añaden
            duracionDef = Integer.parseInt(tDuracion.getText());
            multiplicadorDef = (Double)sMultiplicador.getValue();
            margenDef = (Double)sMargen.getValue();
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            probJob1hDef = ((double)((Integer)sHora1.getValue())/100);
            probJob2hDef = ((double)((Integer)sHora2.getValue())/100);
            probJob4hDef = ((double)((Integer)sHora4.getValue())/100);
            probJob8hDef = ((double)((Integer)sHora8.getValue())/100);
            probJob16hDef = ((double)((Integer)sHora16.getValue())/100);
            probJob24hDef = ((double)((Integer)sHora24.getValue())/100);
            timeCoreDef = Integer.parseInt(sObservaciones.getValue().toString());
            numeroObservacionesDef = Integer.parseInt(sObservaciones.getValue().toString());
            //Indica los Jobs creados por minuto, mínimos y máximo
            DecimalFormat format = new DecimalFormat("#.#");
            String minMax = "Máximo: " +format.format((Carga.getPorcentualFijaPC()+Carga.getPorcentualVariablePC())
                    *Carga.getMultiplicador()*60) + " Jobs/Min"
                    + " y Mínimo: " + format.format((Carga.getPorcentualFijaPC()-Carga.getPorcentualVariablePC())
                    *Carga.getMultiplicador()*60) + " Jobs/Min";
            nJobsMinMax.setText(minMax);
            setDefecto=true;
        }
    }
    
    /**
     * Añade los valores por defecto a la configuración actual
     */
    private void setValoresDefecto() {
        Globals.duracionSimulacion = duracionDef*24*3600;
        tDuracion.setText(Integer.toString(duracionDef));
        Carga.setMultiplicador(multiplicadorDef);
        sMultiplicador.setValue(multiplicadorDef);
        Globals.margen=margenDef;
        sMargen.setValue(margenDef);
        Globals.probJob1h = probJob1hDef;
        sHora1.setValue((int)(probJob1hDef*100));
        Globals.probJob2h = probJob2hDef;
        sHora2.setValue((int)(probJob2hDef*100));
        Globals.probJob4h = probJob4hDef;
        sHora4.setValue((int)(probJob4hDef*100));
        Globals.probJob8h = probJob8hDef;
        sHora8.setValue((int)(probJob8hDef*100));
        Globals.probJob16h = probJob16hDef;
        sHora16.setValue((int)(probJob16hDef*100));
        Globals.probJob24h = probJob24hDef;
        sHora24.setValue((int)(probJob24hDef*100));
        sTiempoActualizarEstado.setValue(timeCoreDef);
        sObservaciones.setValue(numeroObservacionesDef);
        lError.setText("");
        lErrorActualizarEstado.setText("");
        cHistorico.setSelected(true);
        GCapacidad.setHistoricoActivoEnabled(true);
        compruebaComenzar();
    }
    
    /**
     * Añade el boton por defecto a Empezar la simulación
     */
    public void setBotonDefecto(){
        bComenzar.requestFocusInWindow();
        if(MainFrame.simularDirecto) MainFrame.getInstancia().cambiaPanel("SimulationPanel");
    }
}
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 11.2.19 Clase ImagenPanel
/*
 * Clase ImagenPanel
 * ------------------------------------------
 * FUNCIONALIDADES
 * ES un panel que muestra una imagen
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.4
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
import java.awt.Graphics;
import java.awt.Image;
import java.io.File;
import javax.imageio.ImageIO;
/**
 *
 * @author Jordi
 */
public class ImagenPanel extends javax.swing.JPanel {
    //Imagenes de cada paso
    private Image imagenMainMenu;
    private Image imagenConfiguracion;
    private Image imagenSimulando;
    private Image imagenResultados;
    private Image imagenActual;
    private Image imagenToolbar;
    
    //Nombre de la imagen actual
    private String nombreImagenActual;
    
    /** 
     * Inicialización del Panel, con la imagen inicial y carga el resto de imagenes
     */
    public ImagenPanel() {
        nombreImagenActual = "imagenMainMenu";
        cargaImagenes();
        imagenActual = imagenMainMenu;
        initComponents();
    }
    /**
     * Reescripción del Metodo Paint, para que inserte la imagen actual
     * @param g 
     */
    @Override
    public void paint(Graphics g) {
        g.drawImage(imagenActual, 0, 0, getWidth(), getHeight(),this);
        setOpaque(false);
        super.paint(g);
    }
    
    /**
     * Se muestra la imagen indicada
     * @param nuevaImagen 
     */
    public void setImagen(String nuevaImagen) {
        if(nuevaImagen.equals("imagenMainMenu")) imagenActual = imagenMainMenu;
        else if(nuevaImagen.equals("imagenToolbar")) imagenActual = imagenToolbar;
        else if(nuevaImagen.equals("imagenConfiguracion")) imagenActual = imagenConfiguracion;
        else if(nuevaImagen.equals("imagenSimulando")) imagenActual = imagenSimulando;
        else if(nuevaImagen.equals("imagenResultados")) imagenActual = imagenResultados;
        repaint();
    }
    /**
     * Printa la interfaz
     */
    @SuppressWarnings("unchecked")
    // <editor-fold defaultstate="collapsed" desc="Generated Code">                          
    private void initComponents() {
        javax.swing.GroupLayout layout = new javax.swing.GroupLayout(this);
        this.setLayout(layout);
        layout.setHorizontalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGap(0, 400, Short.MAX_VALUE)
        );
        layout.setVerticalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGap(0, 300, Short.MAX_VALUE)
        );
    }// </editor-fold>                        
    // Variables declaration - do not modify                     
    // End of variables declaration                   
    /**
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     * Carga las imagenes por si se utilizan después
     */
    private void cargaImagenes() {
        try {
            File imagen = new File("Imagenes" + File.separator +"MainMenu.png");
            imagenMainMenu = ImageIO.read(imagen);
            imagen = new File("Imagenes" + File.separator +"Toolbar.png");
            imagenToolbar = ImageIO.read(imagen);
            imagen = new File("Imagenes" + File.separator +"Configuracion.png");
            imagenConfiguracion = ImageIO.read(imagen);
            imagen = new File("Imagenes" + File.separator +"Simulando.png");
            imagenSimulando = ImageIO.read(imagen);
            imagen = new File("Imagenes" + File.separator +"Resultados.png");
            imagenResultados = ImageIO.read(imagen);
        } catch (Exception ex) {
            System.out.println("Error en la carga de las imagenes en la pantalla de ayuda; " + ex.getMessage());
        }
    }
}
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 11.2.20 Clase MainFrame
/*
 * Clase MainFrame
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es la Ventana del Entorno de Ventanas, es la que contiene el metodo principal
 * y la que gestiona los cambios de paneles en la ventana
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 1.9
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
import java.awt.Dimension;
import javax.swing.UIManager;
import simuladorcpd.GCapacidad;
import simuladorcpd.Data.Carga;
import simuladorcpd.Globals;
import simuladorcpd.Simulador;
import simuladorcpd.SimulationThread;
/**
 *
 * @author Jordi
 */
public class MainFrame extends javax.swing.JFrame {
    /** 
     * Crea la ventana y añade el panel principal
     */
    public MainFrame() {
        
        initComponents();
        this.setLayout(new java.awt.FlowLayout());
        panelActual = "MainPanel";
        //Creamos una nueva instancia de panel
        MainPanel = new MainPanel();
        //Agregamos la instancia al JFrame, con un layout al centro
        this.add(MainPanel, java.awt.BorderLayout.CENTER);
        //Hacemos que el JFrame tenga el tamaño de todos sus elementos
        this.pack();
        //Guardamos la instancia para tratar con la instancia
        instancia = this;
    }
    /**
     * Retorna la instancia
     * @return 
     */
    public static MainFrame getInstancia() {
        return instancia;
    }
    /**
     * Printa la ventana
     */
    @SuppressWarnings("unchecked")
    // <editor-fold defaultstate="collapsed" desc="Generated Code">
    private void initComponents() {
        barraSuperior = new javax.swing.JMenuBar();
        mArchivo = new javax.swing.JMenu();
        aMenuPrincipal = new javax.swing.JMenuItem();
        aNuevaSimulacion = new javax.swing.JMenuItem();
        aSalir = new javax.swing.JMenuItem();
        mAyuda = new javax.swing.JMenu();
        aAyuda = new javax.swing.JMenuItem();
        mAcerca = new javax.swing.JMenu();
        aAcerca = new javax.swing.JMenuItem();
        setDefaultCloseOperation(javax.swing.WindowConstants.EXIT_ON_CLOSE);
        setTitle("Simulador CPD");
        setMinimumSize(new java.awt.Dimension(800, 620));
        addComponentListener(new java.awt.event.ComponentAdapter() {
            public void componentResized(java.awt.event.ComponentEvent evt) {
                formComponentResized(evt);
            }
        });
        getContentPane().setLayout(null);
        mArchivo.setText("Archivo");
        aMenuPrincipal.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent.VK_M, java.awt.event.InputEvent.CTRL_MASK));
        aMenuPrincipal.setText("Menu Principal");
        aMenuPrincipal.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                aMenuPrincipalActionPerformed(evt);
            }
        });
        mArchivo.add(aMenuPrincipal);
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        aNuevaSimulacion.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent.VK_N, java.awt.event.InputEvent.CTRL_MASK));
        aNuevaSimulacion.setText("Nueva Simulación");
        aNuevaSimulacion.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                aNuevaSimulacionActionPerformed(evt);
            }
        });
        mArchivo.add(aNuevaSimulacion);
        aSalir.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent.VK_Q, java.awt.event.InputEvent.CTRL_MASK));
        aSalir.setText("Salir");
        aSalir.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                aSalirActionPerformed(evt);
            }
        });
        mArchivo.add(aSalir);
        barraSuperior.add(mArchivo);
        mAyuda.setText("Ayuda");
        aAyuda.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent.VK_H, java.awt.event.InputEvent.CTRL_MASK));
        aAyuda.setText("Ayuda");
        aAyuda.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                aAyudaActionPerformed(evt);
            }
        });
        mAyuda.add(aAyuda);
        barraSuperior.add(mAyuda);
        mAcerca.setText("Acerca");
        aAcerca.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent.VK_A, java.awt.event.InputEvent.CTRL_MASK));
        aAcerca.setText("Acerca de...");
        aAcerca.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                aAcercaActionPerformed(evt);
            }
        });
        mAcerca.add(aAcerca);
        barraSuperior.add(mAcerca);
        setJMenuBar(barraSuperior);
        pack();
    }// </editor-fold>
    /**
     * Evento que se ejecuta cuando se modifica el tamaño de la ventana. Lo que hace
     * es actualizar el tamaño del panel que lo contiene
     * @param evt 
     */
    private void formComponentResized(java.awt.event.ComponentEvent evt) {                                      
        actualizaSize();
    }                                     
    /**
     * Evento que se ejecuta cuando se aprieta en la Barra Superior -> Archivo -> Salir
     * @param evt 
     */
    private void aSalirActionPerformed(java.awt.event.ActionEvent evt) {                                           
        System.exit(0);
    }                                          
    /**
     * Evento que se ejecuta cuando se aprieta en la Barra Superior -> Archivo -> Nueva Simulación
     * Ordena cambiar al panel ConfigurationPanel para iniciar una nueva Simulación
     * @param evt 
     */
    private void aNuevaSimulacionActionPerformed(java.awt.event.ActionEvent evt) {                                           
        cambiaPanel("ConfigurationPanel");
    }                                          
    /**
     * Evento que se ejecuta cuando se aprieta en la Barra Superior -> Ayuda -> Ayuda
     * @param evt 
     */
private void aAyudaActionPerformed(java.awt.event.ActionEvent evt) {                                           
        cambiaPanel("AyudaPanel");
}                                          
/**
 * Evento que se ejecuta cuando se aprieta en la Barra Superior -> Archivo -> Menu Principal
 * Cambia al Menu Principal
 * @param evt 
 */
private void aMenuPrincipalActionPerformed(java.awt.event.ActionEvent evt) {                                           
        cambiaPanel("MainPanel");
}                                          
/**
 * Evento que se ejecuta cuando se aprieta en la Barra Superior -> Acerca -> Acerca de...
 * Cambia al panel About
 * @param evt 
 */
private void aAcercaActionPerformed(java.awt.event.ActionEvent evt) {                                           
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        cambiaPanel("AboutPanel");
}                                          
    /**
     * Actualiza el tamaño del Panel que se esta mostrando teniendo en cuenta el tamño de la ventana
     */
    public static void actualizaSize(){
        //Es la dimensión con la que se ha de mostrar el Panel
        Dimension size = new Dimension(instancia.getSize().width-20, instancia.getSize().height-65);
        //Para cada panel, se le pasa el tamaño, se pinta, y se añade el boton que ha de estar seleccionado por defecto
        if(panelActual.equals("MainPanel")){
            MainPanel.setPreferredSize(size);
            MainPanel.revalidate();
            MainPanel.setBotonDefecto();
        }
        else if(panelActual.equals("ConfigurationPanel")){
            ConfigurationPanel.setPreferredSize(size);
            ConfigurationPanel.revalidate();
            ConfigurationPanel.setBotonDefecto();
        }
        else if(panelActual.equals("SimulationPanel")){
            SimulationPanel.setPreferredSize(size);
            SimulationPanel.revalidate();
            SimulationPanel.setBotonDefecto();
        }
        else if(panelActual.equals("ResultsPanel")){
            ResultsPanel.setPreferredSize(size);
            ResultsPanel.revalidate();
            ResultsPanel.setBotonDefecto();
        }
        else if(panelActual.equals("AyudaPanel")){
            AyudaPanel.setPreferredSize(size);
            AyudaPanel.revalidate();
            AyudaPanel.setBotonDefecto();
        }
        else if(panelActual.equals("AboutPanel")){
            AboutPanel.setPreferredSize(size);
            AboutPanel.revalidate();
            AboutPanel.setBotonDefecto();
        }
    }
    
    /**
     * Es la función Inicial del Entorno de Ventanas
     * @param args por linea de comandos
     */
    public static void main(String args[]) {
        //Permite el inicio rápido y printado de resultados en un fichero
        if(args.length>0){
            //Si se simula directamente con la configuración por defecto y lso valores indicados
            simularDirecto=true;
            //Parametros que se pueden modificar de la configuración
            for(int i=0; i<args.length;i++){
                if(args[i].equals("-M")) Globals.margen = Double.parseDouble(args[++i]);
                if(args[i].equals("-I")) Globals.setTiempoActualizarEstado(Integer.parseInt(args[++i]));;
                if(args[i].equals("-C")) Carga.setMultiplicador(Double.parseDouble(args[++i]));
                if(args[i].equals("-O")) GCapacidad.setNumObservaciones(Integer.parseInt(args[++i]));
                if(args[i].equals("-H")) GCapacidad.setHistoricoActivoEnabled(Integer.parseInt(args[++i])!=0);
                if(args[i].equals("-R")) Globals.prioridadRendimiento = Double.parseDouble(args[++i]);
                if(args[i].equals("-CM")) Globals.prioridadCosteMarginal = Double.parseDouble(args[++i]);
                if(args[i].equals("-MA")) {
                    Globals.prioridadMultiplicadorAntiDefrag = Double.parseDouble(args[++i]);
                    Globals.multiplicadorAntiDefragActivo = (Globals.prioridadMultiplicadorAntiDefrag>=0);
                }
            }
        }
        try {
            //Cambia el estilo de ventanas, al estilo del sistema operativo
            UIManager.setLookAndFeel(UIManager.getSystemLookAndFeelClassName());
} catch (Exception e) {
e.printStackTrace();
}
        java.awt.EventQueue.invokeLater(new Runnable() {
            //Inicia la ventana
            public void run() {
                new MainFrame().setVisible(true);
                
            }
        });
    }
    
    /**
     * Espera a que finalice la simulación antigua
     */
    private void esperaFinalizaSimulacion(){
        //Finalizamos al simulación antigua
        if(!Simulador.simulacionFinalizada){
            Simulador.finSimulacion=0;
            //Aprovechamos el tiempo que tarda en finalizar la Simulacion en
            //  pasar el garbage collector, por elementos que ocupan sitio en memoria
            //  Pese a que esta función se realiza de forma periodica, pero como vamos a
            //  realizar una limpieza de datos, es mejor tener sitio libre y preparado
            System.gc();
            //Espera a que finalice la simulación
            while(!Simulador.simulacionFinalizada);
        }
    }
    
    /**
     * Cambia el panel que se está viendo
     * 
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     * @param panel 
     */
    public void cambiaPanel(String panel){
        //Eliminamos el panel que esta actualmente
        eliminaPanel();
        
        Simulador.finSimulacion=0; //Manda finalizar la simulación, en el caso de que
            //Se cambie el panel, o se ha finalizado la simulación(para ir a resultados), 
            //o se ha cancelado, que es lo que se busca
        if(panel.equals("MainPanel")){
            panelActual = "MainPanel";
            //Creamos una nueva instancia de panel
            MainPanel = new MainPanel();
            //Agregamos la instancia al JFrame, con un layout al centro
            instancia.add(MainPanel, java.awt.BorderLayout.CENTER);
        }
        else if(panel.equals("ConfigurationPanel")){
            //Espera a que finalice la simulación que se está finalizando
            esperaFinalizaSimulacion();
            panelActual = "ConfigurationPanel";
            //Creamos una nueva instancia de panel
            ConfigurationPanel = new ConfigurationPanel();
            //Agregamos la instancia al JFrame, con un layout al centro
            instancia.add(ConfigurationPanel, java.awt.BorderLayout.CENTER);
        }
        else if(panel.equals("SimulationPanel")){
            panelActual = "SimulationPanel";
            //Creamos una nueva instancia de panel
            SimulationPanel = new SimulationPanel();
            //Agregamos la instancia al JFrame, con un layout al centro
            instancia.add(SimulationPanel, java.awt.BorderLayout.CENTER);
            //Inicia la simulación
            simulationThread = new SimulationThread();
            simulationThread.start();
        }
        else if(panel.equals("ResultsPanel")){
            panelActual = "ResultsPanel";
            //Creamos una nueva instancia de panel
            ResultsPanel = new ResultsPanel();
            //Agregamos la instancia al JFrame, con un layout al centro
            instancia.add(ResultsPanel, java.awt.BorderLayout.CENTER);
        }
        else if(panel.equals("AyudaPanel")){
            panelActual = "AyudaPanel";
            //Creamos una nueva instancia de panel
            AyudaPanel = new AyudaPanel();
            //Agregamos la instancia al JFrame, con un layout al centro
            instancia.add(AyudaPanel, java.awt.BorderLayout.CENTER);
        }
        else if(panel.equals("AboutPanel")){
            panelActual = "AboutPanel";
            //Creamos una nueva instancia de panel
            AboutPanel = new AboutPanel();
            //Agregamos la instancia al JFrame, con un layout al centro
            instancia.add(AboutPanel, java.awt.BorderLayout.CENTER);
        }
        //Hacemos que el JFrame tenga el tamaño de todos sus elementos
        actualizaSize();
        //Resetea la información mostrada en el titulo de la aplicación
        addTitle("");
    }
    
    /**
     * Elimina el panel que es está viendo actualmente
     * 
     */
    private static void eliminaPanel() {
        if(panelActual.equals("MainPanel")){
            instancia.remove(MainPanel);
        }
        else if(panelActual.equals("ConfigurationPanel")){
            instancia.remove(ConfigurationPanel);
        }
        else if(panelActual.equals("SimulationPanel")){
            instancia.remove(SimulationPanel);
        }
        else if(panelActual.equals("ResultsPanel")){
            instancia.remove(ResultsPanel);
        }
        else if(panelActual.equals("AyudaPanel")){
            instancia.remove(AyudaPanel);
        }
        else if(panelActual.equals("AboutPanel")){
            instancia.remove(AboutPanel);
        }
    }
    
    /**
     * Añade al titulo de la ventana con los datos que se le pasan
     * @param info 
     */
    public static void addTitle(String info) {
        if(panelActual.equals("SimulationPanel")) instancia.setTitle("Simulador CPD - " + info);
        else instancia.setTitle("Simulador CPD");
    }
    // Variables declaration - do not modify
    private javax.swing.JMenuItem aAcerca;
    private javax.swing.JMenuItem aAyuda;
    private javax.swing.JMenuItem aMenuPrincipal;
    private javax.swing.JMenuItem aNuevaSimulacion;
    private javax.swing.JMenuItem aSalir;
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    private javax.swing.JMenuBar barraSuperior;
    private javax.swing.JMenu mAcerca;
    private javax.swing.JMenu mArchivo;
    private javax.swing.JMenu mAyuda;
    // End of variables declaration
    //Instancia
    protected static MainFrame instancia;
    
    //Panel Actual
    private static String panelActual;
    
    //Paneles
    private static MainPanel MainPanel;
    private static ConfigurationPanel ConfigurationPanel;
    public static SimulationPanel SimulationPanel;
    private static ResultsPanel ResultsPanel;
    private static SimulationThread simulationThread;
    private static AyudaPanel AyudaPanel;
    private static AboutPanel AboutPanel;
    
    //Variable que indica se simula directamente y solo se muestra la pantalla de Simulación
    public static boolean simularDirecto;
}
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 11.2.21 Clase MainPanel
/*
 * Clase MainPanel
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es la Interfaz del Menu Principal
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 0.3
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
/**
 *
 * @author Jordi
 */
public class MainPanel extends javax.swing.JPanel {
    /**
     * Inicializa el Panel
     */
    public MainPanel() {
        initComponents();
    }
    /**
     * Printa el Panel
     */
    @SuppressWarnings("unchecked")
    // <editor-fold defaultstate="collapsed" desc="Generated Code">                          
    private void initComponents() {
        Panel = new javax.swing.JPanel();
        bNuevaSimulacion = new javax.swing.JButton();
        bAyuda = new javax.swing.JButton();
        bAbout = new javax.swing.JButton();
        bSalir = new javax.swing.JButton();
        sIzquierdo = new javax.swing.Box.Filler(new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0), new java.awt.Dimension(32767, 0));
        sDerecho = new javax.swing.Box.Filler(new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0), new java.awt.Dimension(32767, 0));
        lTitulo1 = new javax.swing.JLabel();
        lTitulo2 = new javax.swing.JLabel();
        sArriba = new javax.swing.Box.Filler(new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 32767));
        sAbajo = new javax.swing.Box.Filler(new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 0), new java.awt.Dimension(0, 32767));
        Panel.setCursor(new java.awt.Cursor(java.awt.Cursor.DEFAULT_CURSOR));
        Panel.setMinimumSize(new java.awt.Dimension(500, 300));
        Panel.setPreferredSize(new java.awt.Dimension(32767, 32767));
        bNuevaSimulacion.setText("Nueva Simualcion");
        bNuevaSimulacion.setToolTipText("Iniciar una nueva Simulación");
        bNuevaSimulacion.setMaximumSize(new java.awt.Dimension(100, 23));
        bNuevaSimulacion.setMinimumSize(new java.awt.Dimension(200, 23));
        bNuevaSimulacion.setPreferredSize(new java.awt.Dimension(100, 23));
        bNuevaSimulacion.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bNuevaSimulacionActionPerformed(evt);
            }
        });
        bAyuda.setText("Ayuda");
        bAyuda.setToolTipText("Pantallas de ayuda que explican el funcionamiento");
        bAyuda.setMaximumSize(new java.awt.Dimension(100, 23));
        bAyuda.setMinimumSize(new java.awt.Dimension(200, 23));
        bAyuda.setPreferredSize(new java.awt.Dimension(100, 23));
        bAyuda.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bAyudaActionPerformed(evt);
            }
        });
        bAbout.setText("Acerca de...");
        bAbout.setToolTipText("Información acerca del Proyecto");
        bAbout.setMaximumSize(new java.awt.Dimension(100, 23));
        bAbout.setMinimumSize(new java.awt.Dimension(200, 23));
        bAbout.setPreferredSize(new java.awt.Dimension(100, 23));
        bAbout.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bAboutActionPerformed(evt);
            }
        });
        bSalir.setText("Salir");
        bSalir.setToolTipText("Salir");
        bSalir.setInheritsPopupMenu(true);
        bSalir.setMaximumSize(new java.awt.Dimension(100, 23));
        bSalir.setMinimumSize(new java.awt.Dimension(200, 23));
        bSalir.setPreferredSize(new java.awt.Dimension(100, 23));
        bSalir.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bSalirActionPerformed(evt);
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            }
        });
        lTitulo1.setFont(new java.awt.Font("Tahoma", 0, 14));
        lTitulo1.setForeground(new java.awt.Color(0, 153, 255));
        lTitulo1.setHorizontalAlignment(javax.swing.SwingConstants.CENTER);
        lTitulo1.setText("Simulador");
        lTitulo1.setHorizontalTextPosition(javax.swing.SwingConstants.CENTER);
        lTitulo2.setFont(new java.awt.Font("Tahoma", 0, 14));
        lTitulo2.setForeground(new java.awt.Color(0, 153, 255));
        lTitulo2.setHorizontalAlignment(javax.swing.SwingConstants.CENTER);
        lTitulo2.setText("Eficiencia Energética en un CPD");
        lTitulo2.setHorizontalTextPosition(javax.swing.SwingConstants.CENTER);
        org.jdesktop.layout.GroupLayout PanelLayout = new org.jdesktop.layout.GroupLayout(Panel);
        Panel.setLayout(PanelLayout);
        PanelLayout.setHorizontalGroup(
            PanelLayout.createParallelGroup(org.jdesktop.layout.GroupLayout.LEADING)
            .add(PanelLayout.createSequentialGroup()
                .addContainerGap()
                .add(sIzquierdo, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 74, Short.MAX_VALUE)
                .addPreferredGap(org.jdesktop.layout.LayoutStyle.RELATED)
                .add(PanelLayout.createParallelGroup(org.jdesktop.layout.GroupLayout.LEADING)
                    .add(bSalir, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 320, Short.MAX_VALUE)
                    .add(sArriba, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 320, Short.MAX_VALUE)
                    .add(sAbajo, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 320, Short.MAX_VALUE)
                    .add(lTitulo1, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 320, Short.MAX_VALUE)
                    .add(org.jdesktop.layout.GroupLayout.TRAILING, bNuevaSimulacion, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 320, Short.MAX_VALUE)
                    .add(org.jdesktop.layout.GroupLayout.TRAILING, lTitulo2, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 320, Short.MAX_VALUE)
                    .add(bAyuda, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 320, Short.MAX_VALUE)
                    .add(bAbout, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 320, Short.MAX_VALUE))
                .addPreferredGap(org.jdesktop.layout.LayoutStyle.RELATED)
                .add(sDerecho, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 74, Short.MAX_VALUE)
                .addContainerGap())
        );
        PanelLayout.setVerticalGroup(
            PanelLayout.createParallelGroup(org.jdesktop.layout.GroupLayout.LEADING)
            .add(org.jdesktop.layout.GroupLayout.TRAILING, PanelLayout.createSequentialGroup()
                .addContainerGap()
                .add(PanelLayout.createParallelGroup(org.jdesktop.layout.GroupLayout.TRAILING)
                    .add(sDerecho, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 278, Short.MAX_VALUE)
                    .add(org.jdesktop.layout.GroupLayout.LEADING, PanelLayout.createSequentialGroup()
                        .add(lTitulo1, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE, 23, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(org.jdesktop.layout.LayoutStyle.RELATED)
                        .add(lTitulo2, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE, 23, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(org.jdesktop.layout.LayoutStyle.RELATED)
                        .add(sArriba, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 41, Short.MAX_VALUE)
                        .addPreferredGap(org.jdesktop.layout.LayoutStyle.RELATED)
                        .add(bNuevaSimulacion, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 
org.jdesktop.layout.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(org.jdesktop.layout.LayoutStyle.RELATED)
                        .add(bAyuda, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(org.jdesktop.layout.LayoutStyle.RELATED)
                        .add(bAbout, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE)
                        .addPreferredGap(org.jdesktop.layout.LayoutStyle.RELATED)
                        .add(bSalir, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, org.jdesktop.layout.GroupLayout.PREFERRED_SIZE)
                        .add(10, 10, 10)
                        .add(sAbajo, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 53, Short.MAX_VALUE))
                    .add(sIzquierdo, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 278, Short.MAX_VALUE))
                .addContainerGap())
        );
        org.jdesktop.layout.GroupLayout layout = new org.jdesktop.layout.GroupLayout(this);
        this.setLayout(layout);
        layout.setHorizontalGroup(
            layout.createParallelGroup(org.jdesktop.layout.GroupLayout.LEADING)
            .add(Panel, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 500, Short.MAX_VALUE)
        );
        layout.setVerticalGroup(
            layout.createParallelGroup(org.jdesktop.layout.GroupLayout.LEADING)
            .add(Panel, org.jdesktop.layout.GroupLayout.DEFAULT_SIZE, 300, Short.MAX_VALUE)
        );
    }// </editor-fold>                        
    /**
     * Evento que se ejecuta cuando se quiere acceder a una Nueva Simulación
     * @param evt 
     */
    private void bNuevaSimulacionActionPerformed(java.awt.event.ActionEvent evt) {                                                 
        MainFrame.getInstancia().cambiaPanel("ConfigurationPanel");
    }                                                
    /**
     * Evento que se ejecuta cuando se apreta el boton de Salir
     * @param evt 
     */
    private void bSalirActionPerformed(java.awt.event.ActionEvent evt) {                                       
        System.exit(0);
    }                                      
    /**
     * Evento que se ejecuta cuando se quiere acceder al Panel de Ayuda
     * @param evt 
     */
private void bAyudaActionPerformed(java.awt.event.ActionEvent evt) {                                       
        MainFrame.getInstancia().cambiaPanel("AyudaPanel");
}                                      
/**
 * Evento que se ejecuta cuando se quiere acceder al Panel de About
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 * @param evt 
 */
private void bAboutActionPerformed(java.awt.event.ActionEvent evt) {                                       
        MainFrame.getInstancia().cambiaPanel("AboutPanel");
}                                      
    // Variables declaration - do not modify                     
    private javax.swing.JPanel Panel;
    private javax.swing.JButton bAbout;
    private javax.swing.JButton bAyuda;
    private javax.swing.JButton bNuevaSimulacion;
    private javax.swing.JButton bSalir;
    private javax.swing.JLabel lTitulo1;
    private javax.swing.JLabel lTitulo2;
    private javax.swing.Box.Filler sAbajo;
    private javax.swing.Box.Filler sArriba;
    private javax.swing.Box.Filler sDerecho;
    private javax.swing.Box.Filler sIzquierdo;
    // End of variables declaration                   
    /**
     * Añade como boton por defecto el boton de acceder a Nueva Configuración
     */
    public void setBotonDefecto() {
        bNuevaSimulacion.requestFocusInWindow();
        if(MainFrame.simularDirecto) MainFrame.getInstancia().cambiaPanel("ConfigurationPanel");
    }
}
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 11.2.22 Clase ResultsPanel
/*
 * Clase ResultsPanel
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es la Interfaz del Panel que muestra los Resultados
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 1.3
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
import java.awt.Color;
import java.awt.Dimension;
import java.awt.Toolkit;
import java.awt.datatransfer.Clipboard;
import java.awt.datatransfer.StringSelection;
import javax.swing.BorderFactory;
import javax.swing.JOptionPane;
import javax.swing.JPanel;
import simuladorcpd.GCapacidad;
import simuladorcpd.Data.Carga;
import simuladorcpd.Globals;
import simuladorcpd.Logger;
/**
 *
 * @author Jordi
 */
public class ResultsPanel extends javax.swing.JPanel {
    /** 
     * Inicializa el Panel de Resultados
     */
    public ResultsPanel() {
        initComponents();
        configurationPanel.setVisible(ocultaGrafica);
    }
    /**
     * Printa el Panel de Resultados
     */
    @SuppressWarnings("unchecked")
    // <editor-fold defaultstate="collapsed" desc="Generated Code">
    private void initComponents() {
        dia_completo = new javax.swing.ButtonGroup();
        graficaConsumoAhorro = retornaGraficaActual();
        configurationPanel = new javax.swing.JPanel();
        lHora8 = new javax.swing.JLabel();
        lDuracionJobs = new javax.swing.JLabel();
        lHoras = new javax.swing.JLabel();
        lDiasInfo = new javax.swing.JLabel();
        lInfoCongif = new javax.swing.JLabel();
        cHistorico1 = new javax.swing.JCheckBox();
        lRendimientoInfo = new javax.swing.JLabel();
        lRendimiento = new javax.swing.JLabel();
        lMultiplicadorAntiInfo = new javax.swing.JLabel();
        lMultiplicadorAnti = new javax.swing.JLabel();
        lCosteMarginalInfo = new javax.swing.JLabel();
        lCosteMarginal = new javax.swing.JLabel();
        lHora16 = new javax.swing.JLabel();
        lMargenConfig = new javax.swing.JLabel();
        lHora24 = new javax.swing.JLabel();
        lMultiplicador = new javax.swing.JLabel();
        lHora4 = new javax.swing.JLabel();
        lMargen = new javax.swing.JLabel();
        lHora2 = new javax.swing.JLabel();
        lMargen2 = new javax.swing.JLabel();
        lH4 = new javax.swing.JLabel();
        lDuracion = new javax.swing.JLabel();
        lH8 = new javax.swing.JLabel();
        lDuracionConfig = new javax.swing.JLabel();
        lH1 = new javax.swing.JLabel();
        lH2 = new javax.swing.JLabel();
        lUnidadTiempoActualizarEstado = new javax.swing.JLabel();
        lTiempoActualizarEstado = new javax.swing.JLabel();
        lIntervaloConfig = new javax.swing.JLabel();
        lMultiplicadorConfig = new javax.swing.JLabel();
        jLabel27 = new javax.swing.JLabel();
        lObservaciones = new javax.swing.JLabel();
        l2Observaciones = new javax.swing.JLabel();
        lObservacionesConfig = new javax.swing.JLabel();
        lHistorico = new javax.swing.JLabel();
        cHistorico = new javax.swing.JCheckBox();
        lH16 = new javax.swing.JLabel();
        lHora1 = new javax.swing.JLabel();
        lH24 = new javax.swing.JLabel();
        lPorCien = new javax.swing.JLabel();
        bSeleccion = new javax.swing.JLabel();
        bSeleccionGráfica = new javax.swing.JLabel();
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        cBoxCambiaGrafica = new javax.swing.JComboBox();
        bNuevaSimulacion = new javax.swing.JButton();
        bCopiarResultados = new javax.swing.JButton();
        bMenuPrincipal = new javax.swing.JButton();
        bCopiarCabeceras = new javax.swing.JButton();
        lTitulo = new javax.swing.JLabel();
        pSeleccionDiaOCompleto = new javax.swing.JPanel();
        rDia = new javax.swing.JRadioButton();
        rCompleto = new javax.swing.JRadioButton();
        cSeleccionDia = new javax.swing.JComboBox();
        pMostrarResultados = new javax.swing.JPanel();
        lConsumo2 = new javax.swing.JLabel();
        lConsumo = new javax.swing.JLabel();
        lConsumoSin = new javax.swing.JLabel();
        lConsumo1 = new javax.swing.JLabel();
        lAhorro = new javax.swing.JLabel();
        lEConsumida = new javax.swing.JLabel();
        lDatosDeQue = new javax.swing.JLabel();
        lConsumoDe = new javax.swing.JLabel();
        lResultadosDe = new javax.swing.JLabel();
        lDuracionInfo = new javax.swing.JLabel();
        lDuracionMedia = new javax.swing.JLabel();
        lEsperaInfo = new javax.swing.JLabel();
        lEsperaMedia = new javax.swing.JLabel();
        separadorResultados = new javax.swing.JSeparator();
        lJobsInfo = new javax.swing.JLabel();
        lJobs = new javax.swing.JLabel();
        lGraficaDeQue = new javax.swing.JLabel();
        cOcultaGrafica = new javax.swing.JCheckBox();
        setPreferredSize(new java.awt.Dimension(770, 550));
        lHora8.setText("8");
        lDuracionJobs.setText("Duración de los Jobs");
        lDuracionJobs.setToolTipText("Duración de los Jobs que recibe el CPD");
        lHoras.setText("Horas");
        lDiasInfo.setText("días");
        lInfoCongif.setText("Se está ejecutando la simulación con estos datos: ");
        cHistorico1.setSelected(Globals.multiplicadorAntiDefragActivo);
        cHistorico1.setText("Activo");
        cHistorico1.setToolTipText("Activar o desactivar la utilización del histórico");
        cHistorico1.setEnabled(false);
        lRendimientoInfo.setText("Rendimiento");
        lRendimiento.setText(String.valueOf(Globals.prioridadRendimiento));
        lMultiplicadorAntiInfo.setText("Multiplicador AntiDefragmentación: ");
        lMultiplicadorAnti.setText(String.valueOf(Globals.prioridadMultiplicadorAntiDefrag));
        lCosteMarginalInfo.setText("Coste Marginal");
        lCosteMarginal.setText(String.valueOf(Globals.prioridadCosteMarginal));
        lHora16.setText("16");
        lMargenConfig.setText(Double.toString(Globals.margen));
        lHora24.setText("24");
        lMultiplicador.setText("Multiplicador de Carga:");
        lMultiplicador.setToolTipText("Multiplicador de carga, el valor son los Jobs que se crean por segundo en el momento de menos carga");
        lHora4.setText("4");
        lMargen.setText("Margén de servidores:");
        lMargen.setToolTipText("Margén de servidores encendidos");
        lHora2.setText("2");
        lMargen2.setText("%");
        lH4.setText(String.valueOf((int)(Globals.probJob4h*100)));
        lDuracion.setText("Duración de la simulación:");
        lDuracion.setToolTipText("Duración de la simulación");
        lH8.setText(String.valueOf((int)(Globals.probJob8h*100)));
        lDuracionConfig.setText(Integer.toString(Globals.duracionSimulacion/(24*3600)));
        lH1.setText(String.valueOf((int)(Globals.probJob1h*100)));
        lH2.setText(String.valueOf((int)(Globals.probJob2h*100)));
        lUnidadTiempoActualizarEstado.setText("s");
        lTiempoActualizarEstado.setText("Intervalo de ejecución del algorítmo (encender/apagar): ");
        lTiempoActualizarEstado.setToolTipText("(Segundos de un dia) Módulo (Intervalo) ha de ser 0");
        lIntervaloConfig.setText(String.valueOf(Globals.getTiempoActualizarEstado()));
        lMultiplicadorConfig.setText(Double.toString(Carga.getMultiplicador()));
        jLabel27.setText("Prioridad: ");
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        lObservaciones.setText("Número de observaciones del histórico para ver la evolución:");
        lObservaciones.setToolTipText("Número de observaciones del Histórico para observar la evolución de la carga");
        l2Observaciones.setText("Observaciones");
        lObservacionesConfig.setText(String.valueOf(simuladorcpd.GCapacidad.getNumObservaciones()));
        lHistorico.setText("Historico:");
        lHistorico.setToolTipText("Utilización del Histórico");
        cHistorico.setSelected(simuladorcpd.GCapacidad.isHistoricoActivo());
        cHistorico.setText("Activo");
        cHistorico.setToolTipText("Activar o desactivar la utilización del histórico");
        cHistorico.setEnabled(false);
        lH16.setText(String.valueOf((int)(Globals.probJob16h*100)));
        lHora1.setText("1");
        lH24.setText(String.valueOf((int)(Globals.probJob24h*100)));
        lPorCien.setText("%");
        javax.swing.GroupLayout configurationPanelLayout = new javax.swing.GroupLayout(configurationPanel);
        configurationPanel.setLayout(configurationPanelLayout);
        configurationPanelLayout.setHorizontalGroup(
            configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(configurationPanelLayout.createSequentialGroup()
                .addContainerGap()
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addComponent(lInfoCongif, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, 730, Short.MAX_VALUE)
                    .addGroup(configurationPanelLayout.createSequentialGroup()
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addGroup(configurationPanelLayout.createSequentialGroup()
                                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lHistorico, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lDuracion, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lMargen, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lMultiplicador, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lTiempoActualizarEstado, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lObservaciones, javax.swing.GroupLayout.DEFAULT_SIZE, 346, Short.MAX_VALUE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED))
                            .addGroup(configurationPanelLayout.createSequentialGroup()
                                .addComponent(jLabel27)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 104, Short.MAX_VALUE)
                                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lCosteMarginalInfo, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, 89, Short.MAX_VALUE)
                                    .addComponent(lRendimientoInfo, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                                    .addComponent(lMultiplicadorAntiInfo))
                                .addGap(28, 28, 28)))
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addGroup(configurationPanelLayout.createSequentialGroup()
                                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lCosteMarginal, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lMultiplicadorAnti, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)
                                .addComponent(cHistorico1, javax.swing.GroupLayout.PREFERRED_SIZE, 113, javax.swing.GroupLayout.PREFERRED_SIZE))
                            .addComponent(lRendimiento, javax.swing.GroupLayout.DEFAULT_SIZE, 379, Short.MAX_VALUE)
                            .addComponent(cHistorico, javax.swing.GroupLayout.PREFERRED_SIZE, 202, javax.swing.GroupLayout.PREFERRED_SIZE)
                            .addGroup(configurationPanelLayout.createSequentialGroup()
                                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lMultiplicadorConfig, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lObservacionesConfig, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lIntervaloConfig, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lMargenConfig, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lDuracionConfig, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
                                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addGroup(configurationPanelLayout.createSequentialGroup()
                                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                                            .addComponent(lUnidadTiempoActualizarEstado, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                            .addComponent(lMargen2, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 102, Short.MAX_VALUE)
                                            .addComponent(lDiasInfo, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 102, Short.MAX_VALUE)))
                                    .addGroup(configurationPanelLayout.createSequentialGroup()
                                        .addGap(7, 7, 7)
                                        .addComponent(l2Observaciones, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))))))
                    .addGroup(configurationPanelLayout.createSequentialGroup()
                        .addGap(70, 70, 70)
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                            .addComponent(lPorCien, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                            .addComponent(lHoras))
                        .addGap(18, 18, 18)
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lH1)
                            .addComponent(lHora1))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora2)
                            .addComponent(lH2))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora4)
                            .addComponent(lH4))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora8)
                            .addComponent(lH8))
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                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora16)
                            .addComponent(lH16))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora24)
                            .addComponent(lH24)))
                    .addComponent(lDuracionJobs, javax.swing.GroupLayout.DEFAULT_SIZE, 730, Short.MAX_VALUE))
                .addContainerGap())
        );
        configurationPanelLayout.setVerticalGroup(
            configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(configurationPanelLayout.createSequentialGroup()
                .addContainerGap()
                .addComponent(lInfoCongif)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lDuracion)
                    .addComponent(lDiasInfo)
                    .addComponent(lDuracionConfig))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lMargen)
                    .addComponent(lMargenConfig)
                    .addComponent(lMargen2))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lMultiplicador)
                    .addComponent(lMultiplicadorConfig))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lTiempoActualizarEstado)
                    .addComponent(lIntervaloConfig)
                    .addComponent(lUnidadTiempoActualizarEstado))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                    .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                        .addComponent(lObservaciones)
                        .addComponent(lObservacionesConfig))
                    .addComponent(l2Observaciones))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lHistorico)
                    .addComponent(cHistorico))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(configurationPanelLayout.createSequentialGroup()
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                            .addComponent(jLabel27)
                            .addComponent(lRendimiento))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(lCosteMarginal)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                            .addComponent(lMultiplicadorAnti)
                            .addComponent(cHistorico1)))
                    .addGroup(configurationPanelLayout.createSequentialGroup()
                        .addComponent(lRendimientoInfo)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(lCosteMarginalInfo)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(lMultiplicadorAntiInfo)))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(lDuracionJobs)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                    .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                        .addComponent(lHoras)
                        .addComponent(lHora1))
                    .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                        .addComponent(lHora24)
                        .addComponent(lHora16)
                        .addComponent(lHora8)
                        .addComponent(lHora4)
                        .addComponent(lHora2)))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(configurationPanelLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lPorCien)
                    .addComponent(lH1)
                    .addComponent(lH2)
                    .addComponent(lH4)
                    .addComponent(lH8)
                    .addComponent(lH16)
                    .addComponent(lH24))
                .addContainerGap(89, Short.MAX_VALUE))
        );
        javax.swing.GroupLayout graficaConsumoAhorroLayout = new javax.swing.GroupLayout(graficaConsumoAhorro);
        graficaConsumoAhorro.setLayout(graficaConsumoAhorroLayout);
        graficaConsumoAhorroLayout.setHorizontalGroup(
            graficaConsumoAhorroLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGap(0, 750, Short.MAX_VALUE)
            .addGroup(graficaConsumoAhorroLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                .addComponent(configurationPanel, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
        );
        graficaConsumoAhorroLayout.setVerticalGroup(
            graficaConsumoAhorroLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGap(0, 356, Short.MAX_VALUE)
            .addGroup(graficaConsumoAhorroLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                .addComponent(configurationPanel, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
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        );
        bSeleccion.setText("De que quieres la gráfica-información");
        bSeleccionGráfica.setText("Qué gráfica deseas ver:");
        cBoxCambiaGrafica.setModel(new javax.swing.DefaultComboBoxModel(new String[] { "Consumo y Ahorro", "Ocupación y Jobs en Espera", "Núcleos extra y acción propuesta por el 
algoritmo", "Núcleos extra y tiempo de espera para la ejecución" }));
        cBoxCambiaGrafica.setSelectedItem(graficaActual);
        cBoxCambiaGrafica.addItemListener(new java.awt.event.ItemListener() {
            public void itemStateChanged(java.awt.event.ItemEvent evt) {
                cBoxCambiaGraficaItemStateChanged(evt);
            }
        });
        bNuevaSimulacion.setText("Nueva Simulacion");
        bNuevaSimulacion.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bNuevaSimulacionActionPerformed(evt);
            }
        });
        bCopiarResultados.setText("Resultados a Portapapeles");
        bCopiarResultados.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bCopiarResultadosActionPerformed(evt);
            }
        });
        bMenuPrincipal.setText("Volver al Menu Principal");
        bMenuPrincipal.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bMenuPrincipalActionPerformed(evt);
            }
        });
        bCopiarCabeceras.setText("Cabeceras a Portapapeles");
        bCopiarCabeceras.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bCopiarCabecerasActionPerformed(evt);
            }
        });
        lTitulo.setFont(new java.awt.Font("Tahoma", 0, 18)); // NOI18N
        lTitulo.setText("Seleccona la configuración para la Simulación");
        pSeleccionDiaOCompleto.setBorder(javax.swing.BorderFactory.createLineBorder(new java.awt.Color(0, 0, 0)));
        dia_completo.add(rDia);
        rDia.setSelected(!completo);
        rDia.setText("Dia");
        rDia.addItemListener(new java.awt.event.ItemListener() {
            public void itemStateChanged(java.awt.event.ItemEvent evt) {
                rDiaItemStateChanged(evt);
            }
        });
        dia_completo.add(rCompleto);
        rCompleto.setSelected(completo);
        rCompleto.setText("Completo");
        for(int i=0;i<Logger.getNumDays();i++){
            cSeleccionDia.addItem(String.valueOf(i));
        }
        cSeleccionDia.setSelectedItem(diaSeleccionado);
        cSeleccionDia.addItemListener(new java.awt.event.ItemListener() {
            public void itemStateChanged(java.awt.event.ItemEvent evt) {
                cSeleccionDiaItemStateChanged(evt);
            }
        });
        javax.swing.GroupLayout pSeleccionDiaOCompletoLayout = new javax.swing.GroupLayout(pSeleccionDiaOCompleto);
        pSeleccionDiaOCompleto.setLayout(pSeleccionDiaOCompletoLayout);
        pSeleccionDiaOCompletoLayout.setHorizontalGroup(
            pSeleccionDiaOCompletoLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(pSeleccionDiaOCompletoLayout.createSequentialGroup()
                .addContainerGap()
                .addGroup(pSeleccionDiaOCompletoLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(pSeleccionDiaOCompletoLayout.createSequentialGroup()
                        .addComponent(rDia, javax.swing.GroupLayout.PREFERRED_SIZE, 63, javax.swing.GroupLayout.PREFERRED_SIZE)
                        .addGap(18, 18, 18)
                        .addComponent(cSeleccionDia, javax.swing.GroupLayout.PREFERRED_SIZE, 63, javax.swing.GroupLayout.PREFERRED_SIZE))
                    .addComponent(rCompleto))
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
        );
        pSeleccionDiaOCompletoLayout.setVerticalGroup(
            pSeleccionDiaOCompletoLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(pSeleccionDiaOCompletoLayout.createSequentialGroup()
                .addGroup(pSeleccionDiaOCompletoLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(rDia)
                    .addComponent(cSeleccionDia, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(rCompleto))
        );
        pMostrarResultados.setBorder(javax.swing.BorderFactory.createLineBorder(new java.awt.Color(0, 0, 0)));
        String ahorro;
        if(completo) ahorro = CView.getConsumoCompleto()[2];
        else ahorro = CView.getConsumoDia(diaSeleccionado)[2];
        lConsumo2.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
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        lConsumo2.setText(ahorro);
        String consumido;
        if(completo) consumido = CView.getConsumoCompleto()[0];
        else consumido = CView.getConsumoDia(diaSeleccionado)[0];
        lConsumo.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lConsumo.setText(consumido);
        lConsumo.setHorizontalTextPosition(javax.swing.SwingConstants.CENTER);
        lConsumoSin.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lConsumoSin.setText("Consumo sin algoritmo:");
        String consumidoSinAlg;
        if(completo) consumidoSinAlg = CView.getConsumoCompleto()[1];
        else consumidoSinAlg = CView.getConsumoDia(diaSeleccionado)[1];
        lConsumo1.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lConsumo1.setText(consumidoSinAlg);
        lConsumo1.setHorizontalTextPosition(javax.swing.SwingConstants.CENTER);
        lAhorro.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lAhorro.setText("Ahorro:");
        lEConsumida.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lEConsumida.setText("Energía consumida");
        lDatosDeQue.setFont(new java.awt.Font("Tahoma", 1, 12)); // NOI18N
        String textolDatosDeQue;
        if(completo) textolDatosDeQue="Completo";
        else textolDatosDeQue="Día " + diaSeleccionado;
        lDatosDeQue.setText(textolDatosDeQue);
        lConsumoDe.setFont(new java.awt.Font("Tahoma", 1, 11)); // NOI18N
        lConsumoDe.setText("Consumo de:");
        lResultadosDe.setFont(new java.awt.Font("Tahoma", 1, 11)); // NOI18N
        lResultadosDe.setText("Resultados de la simulación:");
        lDuracionInfo.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lDuracionInfo.setText("Duración Media:");
        lDuracionMedia.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lDuracionMedia.setText(CView.getDuracionMedia());
        lEsperaInfo.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lEsperaInfo.setText("Esp. Media:");
        lEsperaMedia.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lEsperaMedia.setText(CView.getEsperaMedia());
        separadorResultados.setOrientation(javax.swing.SwingConstants.VERTICAL);
        lJobsInfo.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        lJobsInfo.setText("Jobs ejecutados: ");
        lJobs.setFont(new java.awt.Font("Tahoma", 0, 10)); // NOI18N
        java.text.DecimalFormat formateador = new java.text.DecimalFormat("##");
        lJobs.setText(formateador.format(Logger.getJobsTotales()));
        javax.swing.GroupLayout pMostrarResultadosLayout = new javax.swing.GroupLayout(pMostrarResultados);
        pMostrarResultados.setLayout(pMostrarResultadosLayout);
        pMostrarResultadosLayout.setHorizontalGroup(
            pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(pMostrarResultadosLayout.createSequentialGroup()
                .addContainerGap()
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                    .addComponent(lConsumoDe, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                    .addComponent(lEConsumida, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                    .addComponent(lConsumoSin, javax.swing.GroupLayout.DEFAULT_SIZE, 136, Short.MAX_VALUE)
                    .addComponent(lAhorro, javax.swing.GroupLayout.PREFERRED_SIZE, 47, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addGap(9, 9, 9)
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING, false)
                    .addComponent(lDatosDeQue, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                    .addComponent(lConsumo2, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                    .addComponent(lConsumo, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 141, Short.MAX_VALUE)
                    .addComponent(lConsumo1, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(separadorResultados, javax.swing.GroupLayout.PREFERRED_SIZE, 2, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addComponent(lResultadosDe, javax.swing.GroupLayout.DEFAULT_SIZE, 201, Short.MAX_VALUE)
                    .addGroup(pMostrarResultadosLayout.createSequentialGroup()
                        .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING, false)
                            .addComponent(lJobsInfo, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                            .addComponent(lEsperaInfo, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                            .addComponent(lDuracionInfo, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 99, Short.MAX_VALUE))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lEsperaMedia, javax.swing.GroupLayout.DEFAULT_SIZE, 96, Short.MAX_VALUE)
                            .addComponent(lDuracionMedia, javax.swing.GroupLayout.DEFAULT_SIZE, 96, Short.MAX_VALUE)
                            .addComponent(lJobs, javax.swing.GroupLayout.DEFAULT_SIZE, 96, Short.MAX_VALUE))))
                .addContainerGap())
        );
        pMostrarResultadosLayout.setVerticalGroup(
            pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(pMostrarResultadosLayout.createSequentialGroup()
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
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                    .addComponent(lConsumoDe)
                    .addComponent(lDatosDeQue))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lEConsumida)
                    .addComponent(lConsumo))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lConsumoSin)
                    .addComponent(lConsumo1))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                    .addComponent(lConsumo2, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                    .addComponent(lAhorro, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
            .addComponent(separadorResultados, javax.swing.GroupLayout.DEFAULT_SIZE, 83, Short.MAX_VALUE)
            .addGroup(pMostrarResultadosLayout.createSequentialGroup()
                .addComponent(lResultadosDe, javax.swing.GroupLayout.PREFERRED_SIZE, 14, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lDuracionInfo)
                    .addComponent(lDuracionMedia))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lEsperaInfo)
                    .addComponent(lEsperaMedia))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(pMostrarResultadosLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lJobsInfo)
                    .addComponent(lJobs, javax.swing.GroupLayout.PREFERRED_SIZE, 14, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
        );
        String textolGraficaDeQue;
        if(completo) textolGraficaDeQue="Completa";
        else textolGraficaDeQue="del Día " + diaSeleccionado;
        lGraficaDeQue.setText(textolGraficaDeQue);
        cOcultaGrafica.setSelected(ocultaGrafica);
        cOcultaGrafica.setText("Oculta Gráfica /  Muestra Configuración");
        cOcultaGrafica.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                cOcultaGraficaActionPerformed(evt);
            }
        });
        javax.swing.GroupLayout layout = new javax.swing.GroupLayout(this);
        this.setLayout(layout);
        layout.setHorizontalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(graficaConsumoAhorro, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                        .addContainerGap())
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(lTitulo, javax.swing.GroupLayout.PREFERRED_SIZE, 380, javax.swing.GroupLayout.PREFERRED_SIZE)
                        .addContainerGap(380, Short.MAX_VALUE))
                    .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, layout.createSequentialGroup()
                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                            .addGroup(javax.swing.GroupLayout.Alignment.LEADING, layout.createSequentialGroup()
                                .addComponent(bSeleccionGráfica, javax.swing.GroupLayout.PREFERRED_SIZE, 154, javax.swing.GroupLayout.PREFERRED_SIZE)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(cBoxCambiaGrafica, javax.swing.GroupLayout.PREFERRED_SIZE, 231, javax.swing.GroupLayout.PREFERRED_SIZE)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(lGraficaDeQue, javax.swing.GroupLayout.DEFAULT_SIZE, 118, Short.MAX_VALUE)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(cOcultaGrafica, javax.swing.GroupLayout.PREFERRED_SIZE, 239, javax.swing.GroupLayout.PREFERRED_SIZE))
                            .addGroup(javax.swing.GroupLayout.Alignment.LEADING, layout.createSequentialGroup()
                                .addComponent(bMenuPrincipal)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 158, Short.MAX_VALUE)
                                .addComponent(bCopiarCabeceras)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(bCopiarResultados)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(bNuevaSimulacion))
                            .addGroup(javax.swing.GroupLayout.Alignment.LEADING, layout.createSequentialGroup()
                                .addGap(2, 2, 2)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                                    .addComponent(bSeleccion, javax.swing.GroupLayout.PREFERRED_SIZE, 223, javax.swing.GroupLayout.PREFERRED_SIZE)
                                    .addComponent(pSeleccionDiaOCompleto, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.PREFERRED_SIZE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addComponent(pMostrarResultados, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)))
                        .addGap(10, 10, 10))))
        );
        layout.setVerticalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addComponent(lTitulo)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(bSeleccion)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(pSeleccionDiaOCompleto, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.PREFERRED_SIZE))
                    .addComponent(pMostrarResultados, javax.swing.GroupLayout.PREFERRED_SIZE, 83, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
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                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(bSeleccionGráfica)
                    .addComponent(cBoxCambiaGrafica, javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)
                    .addComponent(cOcultaGrafica)
                    .addComponent(lGraficaDeQue))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(graficaConsumoAhorro, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(bMenuPrincipal)
                    .addComponent(bNuevaSimulacion)
                    .addComponent(bCopiarResultados)
                    .addComponent(bCopiarCabeceras))
                .addContainerGap())
        );
    }// </editor-fold>
    /**
     * Evento que se ejecuta cuando se quiere cambiar de Gráfica
     * @param evt 
     */
    private void cBoxCambiaGraficaItemStateChanged(java.awt.event.ItemEvent evt) {                                                   
        //Lee la gráfica seleccionada
        String tipoGrafica = (String)evt.getItem();
        
        //Selecciona como gráfica actual la seleccionada
        if(tipoGrafica.equals("Consumo y Ahorro")){
            graficaActual = tipoGrafica;
        }
        else if(tipoGrafica.equals("Ocupación y Jobs en Espera")){
            graficaActual = tipoGrafica;
        }
        else if(tipoGrafica.equals("Núcleos extra y acción propuesta por el algoritmo")){
            graficaActual = tipoGrafica;
        }
        else if(tipoGrafica.equals("Núcleos extra y tiempo de espera para la ejecución")){
            graficaActual = tipoGrafica;
        }
        //Cambia de panel para que se reinicie la Pantalla y se muestre con la nueva gráfica
        MainFrame.getInstancia().cambiaPanel("ResultsPanel");
    }                                                  
    /**
     * Evento que se ejecuta cuando se quiere mostrar la gráfica y los resultados o de un día o
     * de la simulación completa
     * @param evt 
     */
    private void rDiaItemStateChanged(java.awt.event.ItemEvent evt) {                                      
        completo = !completo;
        MainFrame.getInstancia().cambiaPanel("ResultsPanel");
    }                                     
    /**
     * Evento que se ejecuta cuando se cambia el día a mostra en la gráfica y los resultados
     * @param evt 
     */
    private void cSeleccionDiaItemStateChanged(java.awt.event.ItemEvent evt) {                                               
        diaSeleccionado = (String) evt.getItem();
        MainFrame.getInstancia().cambiaPanel("ResultsPanel");
    }                                              
    /**
     * Evento que se ejecuta cuando se quiere volver al Menú Principal
     * @param evt 
     */
private void bMenuPrincipalActionPerformed(java.awt.event.ActionEvent evt) {                                         
    MainFrame.getInstancia().cambiaPanel("MainPanel");
}                                        
/**
 * Evento que guarda en el protapapeles los resultados de la simulación
 * @param evt 
 */
private void bCopiarResultadosActionPerformed(java.awt.event.ActionEvent evt) {                                         
    portapapeles=Toolkit.getDefaultToolkit().getSystemClipboard();
    java.text.DecimalFormat formateadorEntero = new java.text.DecimalFormat("##");
    StringSelection texto=new StringSelection((Globals.duracionSimulacion/(24*3600)) + "\t"+
            String.valueOf(Globals.margen).replace(".",",") + "\t" +
            String.valueOf(Carga.getMultiplicador()).replace(".",",") + "\t" +
            Globals.probJob1h + "/" + Globals.probJob2h + "/" + Globals.probJob4h + "/" + Globals.probJob8h + "/" +
            Globals.probJob16h + "/" + Globals.probJob24h+ "\t" +
            Globals.getTiempoActualizarEstado() + "\t" +
            GCapacidad.getNumObservaciones() + "\t" +
            GCapacidad.isHistoricoActivo() + "/" + Globals.multiplicadorAntiDefragActivo + "\t" +
            Globals.prioridadRendimiento + "/" + Globals.prioridadCosteMarginal + "/" + Globals.prioridadMultiplicadorAntiDefrag + "\t" +
            CView.getConsumoCompleto()[0] + "\t" +
            CView.getConsumoCompleto()[1] + "\t" +
            CView.getConsumoCompleto()[2] + "\t" +
            CView.getDuracionMedia().replace(".",",") + "\t" +
            CView.getEsperaMedia().replace(".",",") + "\t" +
            formateadorEntero.format(Logger.getJobsTotales()));
    portapapeles.setContents(texto, texto);
}                                        
/**
 * Evento que almacena en el portapapeles las cabeceras de los datos.
 * @param evt 
 */
private void bCopiarCabecerasActionPerformed(java.awt.event.ActionEvent evt) {                                         
    portapapeles=Toolkit.getDefaultToolkit().getSystemClipboard();
    StringSelection texto=new StringSelection("Duracion(Dias)\t"+
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            "Margen\t" +
            "Multiplicador\t" +
            "Probabilidades\t" +
            "Intervalo Algoritmo\t" +
            "Observaciones \t" +
            "Historico / Multiplicador AntiDefragmentación Activo \t" +
            "Prioridad (Rendimiento/Coste Marginal/Mutiplicador AntiDefrag) \t" +
            "Consumido\t" +
            "Consumido Sin Apagar\t" +
            "Ahorro\t" +
            "Duración Media(s)\t" +
            "Espera Media(s)\t" +
            "Jobs Iniciados");
    portapapeles.setContents(texto, texto);
}                                        
/**
 * Evento que oculta la gráfica y muestra la configuración o viceversa
 * @param evt 
 */
private void cOcultaGraficaActionPerformed(java.awt.event.ActionEvent evt) {                                           
    ocultaGrafica = !ocultaGrafica;
    MainFrame.getInstancia().cambiaPanel("ResultsPanel");
}                                          
/**
 * Evento que se ejecuta cuando se quiere iniciar una nueva Simulación
 * @param evt 
 */
    private void bNuevaSimulacionActionPerformed(java.awt.event.ActionEvent evt) {                                         
        //Metodo para evitar salir de los resultados una vez realizada la simulación
        int i =JOptionPane.showConfirmDialog(this,"¿Estas seguro que quieres iniciar una nueva simulación? \n "
                + " Aviso: perderás los resultados de la última simulación","Confirmación para iniciar una nueva simulación",JOptionPane.YES_NO_OPTION);
        if(i==0){
            MainFrame.getInstancia().cambiaPanel("ConfigurationPanel");
        }
    }                                        
    /**
     * Muestra la gráfica que está seleccionada
     * @return 
     */
    private static javax.swing.JPanel retornaGraficaActual(){
        //Si no hay ninguna gráfica se muestra un panel vacio para mostrar resultados
        if(ocultaGrafica){
            JPanel panelVacio = new JPanel();
            panelVacio.setPreferredSize(new Dimension(400, 0));
            panelVacio.setBorder(BorderFactory.createLineBorder (Color.black, 2));
            panelVacio.setBackground(Color.white);
            return panelVacio;
        }
        //Muestra la gráfica actual, ya sea completa o del día seleccionado
        if(graficaActual.equals("Consumo y Ahorro")){
            if(!completo){
                return CGraficas.getAhorroConsumo(Integer.parseInt(diaSeleccionado));
            }
            else return CGraficas.getAhorroConsumoCompleto();
        }
        else if(graficaActual.equals("Ocupación y Jobs en Espera")){
            if(!completo) return CGraficas.getEncendidosUsados(Integer.parseInt(diaSeleccionado));
            else return CGraficas.getEncendidosUsadosCompleto();
        }
        else if(graficaActual.equals("Núcleos extra y acción propuesta por el algoritmo")){
            if(!completo) return CGraficas.getMediaSinUsarPropuestoAlgoritmo(Integer.parseInt(diaSeleccionado));
            else return CGraficas.getMediaSinUsarPropuestoAlgoritmoCompleto();
        }
        else if(graficaActual.equals("Núcleos extra y tiempo de espera para la ejecución")){
            if(!completo) return CGraficas.getEncendidosTiempoEspera(Integer.parseInt(diaSeleccionado));
            else return CGraficas.getEncendidosTiempoEsperaCompleto();
        }
        return CGraficas.getAhorroConsumo(Integer.parseInt(diaSeleccionado));//Retorna esta grafica por defecto
    } 
    
    // Variables declaration - do not modify
    private javax.swing.JButton bCopiarCabeceras;
    private javax.swing.JButton bCopiarResultados;
    private javax.swing.JButton bMenuPrincipal;
    private javax.swing.JButton bNuevaSimulacion;
    private javax.swing.JLabel bSeleccion;
    private javax.swing.JLabel bSeleccionGráfica;
    private javax.swing.JComboBox cBoxCambiaGrafica;
    private javax.swing.JCheckBox cHistorico;
    private javax.swing.JCheckBox cHistorico1;
    private javax.swing.JCheckBox cOcultaGrafica;
    private javax.swing.JComboBox cSeleccionDia;
    private javax.swing.JPanel configurationPanel;
    private javax.swing.ButtonGroup dia_completo;
    private javax.swing.JPanel graficaConsumoAhorro;
    private javax.swing.JLabel jLabel27;
    private javax.swing.JLabel l2Observaciones;
    private javax.swing.JLabel lAhorro;
    private javax.swing.JLabel lConsumo;
    private javax.swing.JLabel lConsumo1;
    private javax.swing.JLabel lConsumo2;
    private javax.swing.JLabel lConsumoDe;
    private javax.swing.JLabel lConsumoSin;
    private javax.swing.JLabel lCosteMarginal;
    private javax.swing.JLabel lCosteMarginalInfo;
    private javax.swing.JLabel lDatosDeQue;
    private javax.swing.JLabel lDiasInfo;
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    private javax.swing.JLabel lDuracion;
    private javax.swing.JLabel lDuracionConfig;
    private javax.swing.JLabel lDuracionInfo;
    private javax.swing.JLabel lDuracionJobs;
    private javax.swing.JLabel lDuracionMedia;
    private javax.swing.JLabel lEConsumida;
    private javax.swing.JLabel lEsperaInfo;
    private javax.swing.JLabel lEsperaMedia;
    private javax.swing.JLabel lGraficaDeQue;
    private javax.swing.JLabel lH1;
    private javax.swing.JLabel lH16;
    private javax.swing.JLabel lH2;
    private javax.swing.JLabel lH24;
    private javax.swing.JLabel lH4;
    private javax.swing.JLabel lH8;
    private javax.swing.JLabel lHistorico;
    private javax.swing.JLabel lHora1;
    private javax.swing.JLabel lHora16;
    private javax.swing.JLabel lHora2;
    private javax.swing.JLabel lHora24;
    private javax.swing.JLabel lHora4;
    private javax.swing.JLabel lHora8;
    private javax.swing.JLabel lHoras;
    private javax.swing.JLabel lInfoCongif;
    private javax.swing.JLabel lIntervaloConfig;
    private javax.swing.JLabel lJobs;
    private javax.swing.JLabel lJobsInfo;
    private javax.swing.JLabel lMargen;
    private javax.swing.JLabel lMargen2;
    private javax.swing.JLabel lMargenConfig;
    private javax.swing.JLabel lMultiplicador;
    private javax.swing.JLabel lMultiplicadorAnti;
    private javax.swing.JLabel lMultiplicadorAntiInfo;
    private javax.swing.JLabel lMultiplicadorConfig;
    private javax.swing.JLabel lObservaciones;
    private javax.swing.JLabel lObservacionesConfig;
    private javax.swing.JLabel lPorCien;
    private javax.swing.JLabel lRendimiento;
    private javax.swing.JLabel lRendimientoInfo;
    private javax.swing.JLabel lResultadosDe;
    private javax.swing.JLabel lTiempoActualizarEstado;
    private javax.swing.JLabel lTitulo;
    private javax.swing.JLabel lUnidadTiempoActualizarEstado;
    private javax.swing.JPanel pMostrarResultados;
    private javax.swing.JPanel pSeleccionDiaOCompleto;
    private javax.swing.JRadioButton rCompleto;
    private javax.swing.JRadioButton rDia;
    private javax.swing.JSeparator separadorResultados;
    // End of variables declaration
    private static String graficaActual = "Consumo y Ahorro";   //Gráfica actual
    private static String diaSeleccionado = "0";    //Día seleccionado
    private static boolean completo = false;        //Si se muestran resultados y gráfica completa o del día seleccionado
    Clipboard portapapeles;     //Es el portapapeles donde se pondrán los datos si se requiere
    private static boolean ocultaGrafica = false;   //Variable que indica si se oculta la gráfica y se muestra la configuración o viceversa
    /**
     * Selecciona el boton por defecto, el boton de copiar los resultados al portapapeles
     */
    void setBotonDefecto() {
        bCopiarResultados.requestFocusInWindow();
    }
}
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 11.2.23 Clase SimulationPanel
/*
 * Clase SimulationPanel
 * ------------------------------------------
 * FUNCIONALIDADES
 * Es la Interfaz del Panel que el proceso de simulación y la configuración
 * ------------------------------------------
 * FUNCIONALIDADES FALTANTES O BUGS
 * ------------------------------------------
 * VERSIONES
 * ----------------------
 * 1.1
 * - Versión Final
 * ----------------------
 * ------------------------------------------
 */
package simuladorcpd.View;
import java.io.File;
import java.io.FileWriter;
import java.io.IOException;
import java.io.PrintWriter;
import simuladorcpd.GCapacidad;
import simuladorcpd.Data.Carga;
import simuladorcpd.Globals;
import simuladorcpd.Logger;
/**
 *
 * @author Jordi
 */
public class SimulationPanel extends javax.swing.JPanel {
    /**
     * Inicializa el Panel Simulación
     */
    public SimulationPanel() {
        java.text.DecimalFormat formateador = new java.text.DecimalFormat("##.#");
        diasSimulacion = formateador.format(Globals.duracionSimulacion/(3600*24));
        tiempoInicio = System.currentTimeMillis()- 1000;//Factor de correción del tiempo restante, porque inicio de simulación
                                            //es muy rápido
        initComponents();
    }
    
    /**
     * Actualiza los valores del Panel, conforme el estado de la Simulación
     * @param completado 
     */
    public void actualizaCompletado(double completado){
        //Actualiza la barra de progreso
        int progreso = (int)((double)completado*10000);
        pBarCompletado.setValue(progreso);//Tiene en cuenta 2 decimales
        pBarCompletado.paintImmediately(pBarCompletado.getBounds());
        java.text.DecimalFormat formateador = new java.text.DecimalFormat("0.0");
        String completadoFinal = formateador.format((completado*100)) + "%";
        pBarCompletado.setString(completadoFinal);
        //Se actualiza el nombre de la ventana con tanto por ciento compledo
        MainFrame.addTitle(completadoFinal);
        
        //Si se ha completado
        if(completado==1){
            //Se permite avanzar a la siguiente pantalla
            bContinuar.setEnabled(true);
            //Si es la simulación directo, se pasan los resultados al fichero y se cierra la ventana
            if(MainFrame.simularDirecto) {
                FileWriter fichero = null;
                PrintWriter pw = null;
                File carpeta = new File("Resultados");
                    carpeta.mkdir();
                try {
                    //Crea el fichero
                    fichero = new FileWriter("Resultados"+ File.separator + "Resultados.txt",true);
                    pw = new PrintWriter(fichero);
                    java.text.DecimalFormat formateadorEntero = new java.text.DecimalFormat("##");
                    String texto=(Globals.duracionSimulacion/(24*3600)) + "\t"+
                        String.valueOf(Globals.margen).replace(".",",") + "\t" +
                        String.valueOf(Carga.getMultiplicador()).replace(".",",") + "\t" +
                        Globals.probJob1h + "/" + Globals.probJob2h + "/" + Globals.probJob4h + "/" + Globals.probJob8h + "/" +
                        Globals.probJob16h + "/" + Globals.probJob24h+ "\t" +
                        Globals.getTiempoActualizarEstado() + "\t" +
                        GCapacidad.getNumObservaciones() + "\t" +
                        GCapacidad.isHistoricoActivo() + "/" + Globals.multiplicadorAntiDefragActivo + "\t" +
                        Globals.prioridadRendimiento + "/" + Globals.prioridadCosteMarginal + "/" + Globals.prioridadMultiplicadorAntiDefrag + "\t" +
                        CView.getConsumoCompleto()[0] + "\t" +
                        CView.getConsumoCompleto()[1] + "\t" +
                        CView.getConsumoCompleto()[2] + "\t" +
                        CView.getDuracionMedia().replace(".",",") + "\t" +
                        CView.getEsperaMedia().replace(".",",") + "\t" +
                        formateadorEntero.format(Logger.getJobsTotales()) + "\n";
                    pw.append(texto);
                    fichero.close();
                } catch (IOException ex) {
                    System.out.println("error fichero");
                }
                System.exit(0);
            }
        }
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        //Se actualiza el tiempo restante
        //Se hace una extrapolación del tiempo que se lleva realizando al simulación con el tanto completado
        // y tenemos en cuenta cuanto tardará lo restante
        java.text.DecimalFormat formateadorTimepoRestante = new java.text.DecimalFormat("##");
        double segundosRestantes = ((1-completado)*(System.currentTimeMillis()-tiempoInicio)/completado)/1000;
        //Si se pasan de 60 segundos, se muestra en minutos
        if(segundosRestantes>60){
            if(segundosRestantes>3600) lRestante.setText(">" + formateadorTimepoRestante.format(segundosRestantes/3600) + " hor.");
            else lRestante.setText(">" + formateadorTimepoRestante.format(segundosRestantes/60) + " min.");
        }
        else lRestante.setText(formateadorTimepoRestante.format(segundosRestantes) + " seg.");
    
    }
    
    /**
     * Actualiza el tiempo de la simulación completado
     * @param timeSimulacion 
     */
    public void actualizaInformacion(double timeSimulacion){
        java.text.DecimalFormat formateadorDia = new java.text.DecimalFormat("##");
        int diasEjecutados = ((int)timeSimulacion/(3600*24));
        String stringCompletado;
        if(Integer.parseInt(diasSimulacion)>1) stringCompletado=diasEjecutados + " de " + diasSimulacion + " Días";
        else stringCompletado=diasEjecutados + " de " + diasSimulacion + " Día";
        java.text.DecimalFormat formateadorHora = new java.text.DecimalFormat("00");
        java.text.DecimalFormat formateadorMinuto = new java.text.DecimalFormat("00");
        java.text.DecimalFormat formateadorSegundo = new java.text.DecimalFormat("00");
        stringCompletado+=" y " +formateadorHora.format((int)(timeSimulacion%(3600*24))/3600)+":" 
                +formateadorMinuto.format((int)((timeSimulacion%(3600*24))/60)%60) + ":" 
                +formateadorSegundo.format((timeSimulacion%(3600*24))%60);
        lDiasSimulacion.setText(stringCompletado);
    }
    /** 
     * Se printa la pantalla
     */
    @SuppressWarnings("unchecked")
    // <editor-fold defaultstate="collapsed" desc="Generated Code">
    private void initComponents() {
        lInicio = new javax.swing.JLabel();
        pBarCompletado = new javax.swing.JProgressBar();
        lInformacion = new javax.swing.JLabel();
        bContinuar = new javax.swing.JButton();
        bVolverConfiguracion = new javax.swing.JButton();
        lCompletadoInfo = new javax.swing.JLabel();
        lDiasSimulacion = new javax.swing.JLabel();
        lRestanteInfo = new javax.swing.JLabel();
        lRestante = new javax.swing.JLabel();
        lConfig = new javax.swing.JPanel();
        lConfInfo = new javax.swing.JLabel();
        lDiasConf = new javax.swing.JLabel();
        lDuracion = new javax.swing.JLabel();
        jLabel7 = new javax.swing.JLabel();
        lMargenConf = new javax.swing.JLabel();
        lMargenConf2 = new javax.swing.JLabel();
        lMargen = new javax.swing.JLabel();
        lMultiplicadorConf = new javax.swing.JLabel();
        lTiempoActualizarEstadoConf = new javax.swing.JLabel();
        lUnidadTiempoActualizarEstado = new javax.swing.JLabel();
        lMultiplicador = new javax.swing.JLabel();
        lIntervalo = new javax.swing.JLabel();
        lObservacionesConf = new javax.swing.JLabel();
        l2Observaciones = new javax.swing.JLabel();
        lObservaciones = new javax.swing.JLabel();
        lHistorico = new javax.swing.JLabel();
        cHistorico = new javax.swing.JCheckBox();
        lHora1 = new javax.swing.JLabel();
        lPorCien = new javax.swing.JLabel();
        lHoras = new javax.swing.JLabel();
        lDuracionJobs = new javax.swing.JLabel();
        lHora8 = new javax.swing.JLabel();
        lHora4 = new javax.swing.JLabel();
        lHora2 = new javax.swing.JLabel();
        lHora16 = new javax.swing.JLabel();
        lHora24 = new javax.swing.JLabel();
        lH1 = new javax.swing.JLabel();
        lH2 = new javax.swing.JLabel();
        lH4 = new javax.swing.JLabel();
        lH8 = new javax.swing.JLabel();
        lH16 = new javax.swing.JLabel();
        lH24 = new javax.swing.JLabel();
        lPrioridad = new javax.swing.JLabel();
        lRendimientoConf = new javax.swing.JLabel();
        lRendimiento = new javax.swing.JLabel();
        lCosteMConf = new javax.swing.JLabel();
        lCosteM = new javax.swing.JLabel();
        lMAntiDefragCon = new javax.swing.JLabel();
        lMAntDefrag = new javax.swing.JLabel();
        cMultiplicador = new javax.swing.JCheckBox();
        lInicio.setText("La simulación esta en Marcha");
        pBarCompletado.setMaximum(10000);
        pBarCompletado.setToolTipText("Progresión de la simulación");
        pBarCompletado.setMaximumSize(new java.awt.Dimension(32767, 30));
        pBarCompletado.setMinimumSize(new java.awt.Dimension(750, 30));
        pBarCompletado.setOpaque(true);
        pBarCompletado.setPreferredSize(new java.awt.Dimension(750, 30));
        pBarCompletado.setStringPainted(true);
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        lInformacion.setText("La Simulación se esta procesando:");
        bContinuar.setText("Continuar");
        bContinuar.setToolTipText("Acceder a la pantalla de resultados");
        bContinuar.setEnabled(false);
        bContinuar.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bContinuarActionPerformed(evt);
            }
        });
        bVolverConfiguracion.setText("Volver a Configuración");
        bVolverConfiguracion.setToolTipText("Volver a la configuración para una nueva simulación");
        bVolverConfiguracion.addActionListener(new java.awt.event.ActionListener() {
            public void actionPerformed(java.awt.event.ActionEvent evt) {
                bVolverConfiguracionActionPerformed(evt);
            }
        });
        lCompletadoInfo.setText("Completado:");
        lDiasSimulacion.setText("Cargando CPD");
        lDiasSimulacion.setToolTipText("Cantidad de días completados en la ejecución");
        lRestanteInfo.setText("Tiempo restante aproximado: ");
        lRestante.setText("Cargando CPD");
        lRestante.setToolTipText("Tiempo restante de la simulación");
        lConfig.setBorder(javax.swing.BorderFactory.createLineBorder(new java.awt.Color(0, 0, 0)));
        lConfig.setMinimumSize(new java.awt.Dimension(0, 0));
        lConfig.setPreferredSize(new java.awt.Dimension(0, 0));
        lConfInfo.setText("Se está ejecutando la simulación con estos datos: ");
        lDiasConf.setText("días");
        lDuracion.setText("Duración de la simulación:");
        lDuracion.setToolTipText("Duración de la simulación");
        jLabel7.setText(Integer.toString(Globals.duracionSimulacion/(24*3600)));
        lMargenConf.setText("Margén de servidores:");
        lMargenConf.setToolTipText("Margén de servidores encendidos");
        lMargenConf2.setText("%");
        lMargen.setText(String.valueOf(Globals.margen));
        lMultiplicadorConf.setText("Multiplicador de Carga:");
        lMultiplicadorConf.setToolTipText("Multiplicador de carga, el valor son los Jobs que se crean por segundo en el momento de menos carga");
        lTiempoActualizarEstadoConf.setText("Intervalo de ejecución del algorítmo (encender/apagar): ");
        lTiempoActualizarEstadoConf.setToolTipText("(Segundos de un dia) Módulo (Intervalo) ha de ser 0");
        lUnidadTiempoActualizarEstado.setText("s");
        lMultiplicador.setText(String.valueOf(Carga.getMultiplicador()));
        lIntervalo.setText(String.valueOf(Globals.getTiempoActualizarEstado()));
        lObservacionesConf.setText("Número de observaciones del histórico para ver la evolución:");
        lObservacionesConf.setToolTipText("Número de observaciones del Histórico para observar la evolución de la carga");
        l2Observaciones.setText("Observaciones");
        lObservaciones.setText(String.valueOf(simuladorcpd.GCapacidad.getNumObservaciones()));
        lHistorico.setText("Historico:");
        lHistorico.setToolTipText("Utilización del Histórico");
        cHistorico.setSelected(simuladorcpd.GCapacidad.isHistoricoActivo());
        cHistorico.setText("Activo");
        cHistorico.setToolTipText("Activar o desactivar la utilización del histórico");
        cHistorico.setEnabled(false);
        lHora1.setText("1");
        lPorCien.setText("%");
        lHoras.setText("Horas");
        lDuracionJobs.setText("Duración de los Jobs");
        lDuracionJobs.setToolTipText("Duración de los Jobs que recibe el CPD");
        lHora8.setText("8");
        lHora4.setText("4");
        lHora2.setText("2");
        lHora16.setText("16");
        lHora24.setText("24");
        lH1.setText(String.valueOf((int)(Globals.probJob1h*100)));
        lH2.setText(String.valueOf((int)(Globals.probJob2h*100)));
        lH4.setText(String.valueOf((int)(Globals.probJob4h*100)));
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        lH8.setText(String.valueOf((int)(Globals.probJob8h*100)));
        lH16.setText(String.valueOf((int)(Globals.probJob16h*100)));
        lH24.setText(String.valueOf((int)(Globals.probJob24h*100)));
        lPrioridad.setText("Prioridad: ");
        lRendimientoConf.setText("Rendimiento");
        lRendimiento.setText(String.valueOf(Globals.prioridadRendimiento));
        lCosteMConf.setText("Coste Marginal");
        lCosteM.setText(String.valueOf(Globals.prioridadCosteMarginal));
        lMAntiDefragCon.setText("Multiplicador AntiDefragmentación: ");
        lMAntDefrag.setText(String.valueOf(Globals.prioridadMultiplicadorAntiDefrag));
        cMultiplicador.setSelected(Globals.multiplicadorAntiDefragActivo);
        cMultiplicador.setText("Activo");
        cMultiplicador.setToolTipText("Activar o desactivar la utilización del histórico");
        cMultiplicador.setEnabled(false);
        javax.swing.GroupLayout lConfigLayout = new javax.swing.GroupLayout(lConfig);
        lConfig.setLayout(lConfigLayout);
        lConfigLayout.setHorizontalGroup(
            lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(lConfigLayout.createSequentialGroup()
                .addContainerGap()
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addComponent(lConfInfo, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, 760, Short.MAX_VALUE)
                    .addGroup(lConfigLayout.createSequentialGroup()
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addGroup(lConfigLayout.createSequentialGroup()
                                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lHistorico, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lDuracion, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lMargenConf, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lMultiplicadorConf, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lTiempoActualizarEstadoConf, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lObservacionesConf, javax.swing.GroupLayout.DEFAULT_SIZE, 346, Short.MAX_VALUE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED))
                            .addGroup(lConfigLayout.createSequentialGroup()
                                .addComponent(lPrioridad)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 105, Short.MAX_VALUE)
                                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lCosteMConf, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, 89, Short.MAX_VALUE)
                                    .addComponent(lRendimientoConf, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE)
                                    .addComponent(lMAntiDefragCon))
                                .addGap(28, 28, 28)))
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addGroup(lConfigLayout.createSequentialGroup()
                                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lCosteM, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lMAntDefrag, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE))
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)
                                .addComponent(cMultiplicador, javax.swing.GroupLayout.PREFERRED_SIZE, 113, javax.swing.GroupLayout.PREFERRED_SIZE))
                            .addComponent(lRendimiento, javax.swing.GroupLayout.DEFAULT_SIZE, 408, Short.MAX_VALUE)
                            .addComponent(cHistorico, javax.swing.GroupLayout.PREFERRED_SIZE, 202, javax.swing.GroupLayout.PREFERRED_SIZE)
                            .addGroup(lConfigLayout.createSequentialGroup()
                                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addComponent(lMultiplicador, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lObservaciones, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lIntervalo, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(lMargen, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                    .addComponent(jLabel7, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))
                                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                                    .addGroup(lConfigLayout.createSequentialGroup()
                                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                                            .addComponent(lUnidadTiempoActualizarEstado, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                                            .addComponent(lMargenConf2, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 102, Short.MAX_VALUE)
                                            .addComponent(lDiasConf, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT_SIZE, 102, Short.MAX_VALUE)))
                                    .addGroup(lConfigLayout.createSequentialGroup()
                                        .addGap(7, 7, 7)
                                        .addComponent(l2Observaciones, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE))))))
                    .addGroup(lConfigLayout.createSequentialGroup()
                        .addGap(70, 70, 70)
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)
                            .addComponent(lPorCien, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)
                            .addComponent(lHoras))
                        .addGap(18, 18, 18)
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lH1)
                            .addComponent(lHora1))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora2)
                            .addComponent(lH2))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora4)
                            .addComponent(lH4))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora8)
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                            .addComponent(lH8))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora16)
                            .addComponent(lH16))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lHora24)
                            .addComponent(lH24)))
                    .addComponent(lDuracionJobs, javax.swing.GroupLayout.DEFAULT_SIZE, 760, Short.MAX_VALUE))
                .addContainerGap())
        );
        lConfigLayout.setVerticalGroup(
            lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(lConfigLayout.createSequentialGroup()
                .addContainerGap()
                .addComponent(lConfInfo)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lDuracion)
                    .addComponent(lDiasConf)
                    .addComponent(jLabel7))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lMargenConf)
                    .addComponent(lMargen)
                    .addComponent(lMargenConf2))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lMultiplicadorConf)
                    .addComponent(lMultiplicador))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lTiempoActualizarEstadoConf)
                    .addComponent(lIntervalo)
                    .addComponent(lUnidadTiempoActualizarEstado))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                    .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                        .addComponent(lObservacionesConf)
                        .addComponent(lObservaciones))
                    .addComponent(l2Observaciones))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lHistorico)
                    .addComponent(cHistorico))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(lConfigLayout.createSequentialGroup()
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                            .addComponent(lPrioridad)
                            .addComponent(lRendimiento))
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(lCosteM)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                            .addComponent(lMAntDefrag)
                            .addComponent(cMultiplicador)))
                    .addGroup(lConfigLayout.createSequentialGroup()
                        .addComponent(lRendimientoConf)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(lCosteMConf)
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                        .addComponent(lMAntiDefragCon)))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(lDuracionJobs)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)
                    .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                        .addComponent(lHoras)
                        .addComponent(lHora1))
                    .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                        .addComponent(lHora24)
                        .addComponent(lHora16)
                        .addComponent(lHora8)
                        .addComponent(lHora4)
                        .addComponent(lHora2)))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(lConfigLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lPorCien)
                    .addComponent(lH1)
                    .addComponent(lH2)
                    .addComponent(lH4)
                    .addComponent(lH8)
                    .addComponent(lH16)
                    .addComponent(lH24))
                .addContainerGap(68, Short.MAX_VALUE))
        );
        javax.swing.GroupLayout layout = new javax.swing.GroupLayout(this);
        this.setLayout(layout);
        layout.setHorizontalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addGroup(layout.createSequentialGroup()
                        .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                            .addComponent(lConfig, javax.swing.GroupLayout.DEFAULT_SIZE, 782, Short.MAX_VALUE)
                            .addComponent(pBarCompletado, javax.swing.GroupLayout.DEFAULT_SIZE, 782, Short.MAX_VALUE)
                            .addComponent(lInicio, javax.swing.GroupLayout.PREFERRED_SIZE, 261, javax.swing.GroupLayout.PREFERRED_SIZE)
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                            .addComponent(lInformacion, javax.swing.GroupLayout.DEFAULT_SIZE, 782, Short.MAX_VALUE)
                            .addGroup(layout.createSequentialGroup()
                                .addComponent(bVolverConfiguracion)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 539, Short.MAX_VALUE)
                                .addComponent(bContinuar, javax.swing.GroupLayout.PREFERRED_SIZE, 102, javax.swing.GroupLayout.PREFERRED_SIZE))
                            .addGroup(layout.createSequentialGroup()
                                .addComponent(lCompletadoInfo, javax.swing.GroupLayout.PREFERRED_SIZE, 174, javax.swing.GroupLayout.PREFERRED_SIZE)
                                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                                    .addComponent(lDiasSimulacion, javax.swing.GroupLayout.DEFAULT_SIZE, 602, Short.MAX_VALUE)
                                    .addComponent(lRestante, javax.swing.GroupLayout.DEFAULT_SIZE, 602, Short.MAX_VALUE))))
                        .addContainerGap())
                    .addGroup(layout.createSequentialGroup()
                        .addComponent(lRestanteInfo, javax.swing.GroupLayout.DEFAULT_SIZE, 246, Short.MAX_VALUE)
                        .addGap(546, 546, 546))))
        );
        layout.setVerticalGroup(
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
            .addGroup(layout.createSequentialGroup()
                .addContainerGap()
                .addComponent(lInicio, javax.swing.GroupLayout.PREFERRED_SIZE, 28, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addComponent(pBarCompletado, javax.swing.GroupLayout.PREFERRED_SIZE, 30, javax.swing.GroupLayout.PREFERRED_SIZE)
                .addGap(18, 18, 18)
                .addComponent(lInformacion)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)
                    .addComponent(lCompletadoInfo)
                    .addComponent(lDiasSimulacion))
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(lRestanteInfo)
                    .addComponent(lRestante, javax.swing.GroupLayout.PREFERRED_SIZE, 14, javax.swing.GroupLayout.PREFERRED_SIZE))
                .addGap(26, 26, 26)
                .addComponent(lConfig, javax.swing.GroupLayout.DEFAULT_SIZE, 337, Short.MAX_VALUE)
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)
                .addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)
                    .addComponent(bVolverConfiguracion)
                    .addComponent(bContinuar))
                .addContainerGap())
        );
    }// </editor-fold>
    /**
     * Si se presiona el boton para avanzar al panel de Resultados
     * @param evt 
     */
    private void bContinuarActionPerformed(java.awt.event.ActionEvent evt) {                                           
        MainFrame.getInstancia().cambiaPanel("ResultsPanel");
        CView.completed=0;
    }                                          
    /**
     * Evento si se acciona el boton de desechar la simulación actual y volver al panel de configuración
     * @param evt 
     */
    private void bVolverConfiguracionActionPerformed(java.awt.event.ActionEvent evt) {                                         
        MainFrame.getInstancia().cambiaPanel("ConfigurationPanel");
    }                                        
    // Variables declaration - do not modify
    private javax.swing.JButton bContinuar;
    private javax.swing.JButton bVolverConfiguracion;
    private javax.swing.JCheckBox cHistorico;
    private javax.swing.JCheckBox cMultiplicador;
    private javax.swing.JLabel jLabel7;
    private javax.swing.JLabel l2Observaciones;
    private javax.swing.JLabel lCompletadoInfo;
    private javax.swing.JLabel lConfInfo;
    private javax.swing.JPanel lConfig;
    private javax.swing.JLabel lCosteM;
    private javax.swing.JLabel lCosteMConf;
    private javax.swing.JLabel lDiasConf;
    private javax.swing.JLabel lDiasSimulacion;
    private javax.swing.JLabel lDuracion;
    private javax.swing.JLabel lDuracionJobs;
    private javax.swing.JLabel lH1;
    private javax.swing.JLabel lH16;
    private javax.swing.JLabel lH2;
    private javax.swing.JLabel lH24;
    private javax.swing.JLabel lH4;
    private javax.swing.JLabel lH8;
    private javax.swing.JLabel lHistorico;
    private javax.swing.JLabel lHora1;
    private javax.swing.JLabel lHora16;
    private javax.swing.JLabel lHora2;
    private javax.swing.JLabel lHora24;
    private javax.swing.JLabel lHora4;
    private javax.swing.JLabel lHora8;
    private javax.swing.JLabel lHoras;
    private javax.swing.JLabel lInformacion;
    private javax.swing.JLabel lInicio;
    private javax.swing.JLabel lIntervalo;
    private javax.swing.JLabel lMAntDefrag;
    private javax.swing.JLabel lMAntiDefragCon;
    private javax.swing.JLabel lMargen;
    private javax.swing.JLabel lMargenConf;
    private javax.swing.JLabel lMargenConf2;
    private javax.swing.JLabel lMultiplicador;
    private javax.swing.JLabel lMultiplicadorConf;
    private javax.swing.JLabel lObservaciones;
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    private javax.swing.JLabel lObservacionesConf;
    private javax.swing.JLabel lPorCien;
    private javax.swing.JLabel lPrioridad;
    private javax.swing.JLabel lRendimiento;
    private javax.swing.JLabel lRendimientoConf;
    private javax.swing.JLabel lRestante;
    private javax.swing.JLabel lRestanteInfo;
    private javax.swing.JLabel lTiempoActualizarEstadoConf;
    private javax.swing.JLabel lUnidadTiempoActualizarEstado;
    private javax.swing.JProgressBar pBarCompletado;
    // End of variables declaration
    //Almacena el tiempo en el que se ha iniciado la simulación para obtener el tiempo restante aproximado
    private static double tiempoInicio;
    //Almacena los días completados de la simulación
    private static String diasSimulacion;
    //Añade el boton por defecto como el boton continuar a resultados
    public void setBotonDefecto() {
        bContinuar.requestFocusInWindow();
    }
}
 11.3 Diseño del CPD utilizado
El fichero de lectura donde se encuentra el CPD sigue la siguiente estructura:
Si  empieza por  0,  es  un Blade/Rack,  si  es  1,  es  un servidor  dentro  del  Blade/Rack. 
Primero se añaden los servidores pertenecientes al Blade/Rack y después se añade a 
continuación  el  Blade/Rack,  lo  que  indica,  que  todos  los  servidores  no  asignados 
anteriormente pertenecen a ese Blade/Rack.
La estructura del Servidor es la siguiente: 
1;Consumo;NumProcesadores;NucleosProcesador;RendimientoProcesador;NombreServidor;NombreProces
ador
Y la del Blade/Rack es:
0;Consumo;Blade>0 o Rack<0
El CPD que se utiliza para las pruebas es el siguiente (contiene 5000 servidores y tiene 
variados, aquí solo una muestra):
//Rack 1
//Blade Mas Eficiente
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
0;218;1;Es un blade
//
...
//Rack 7
//Alto Rendimiento – Mas Eficiente
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
0;218;1;Es un blade
//
...
//Rack 13
//Blade Equilibrado
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
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1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
0;218;1;Es un blade
//
...
//Rack 19
//Blade Poco eficiente
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
0;218;1;Es un blade
//
...
//Rack 49
//Rack – Tipo Alto Rendimiento 1
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
0;0;-1;0;0;Es un rack
//
...
//Rack 55
//Rack – Tipo Alto Rendimiento 2
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
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1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
0;0;-1;0;0;Es un rack
//
...
//Rack 61
//Rack – Rack Alto Rendimiento Variado
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;338;2;6;9860;120;10;Dell PowerEdge R610;Intel® Xeon® X5680, 3.33Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
0;0;-1;0;0;Es un rack
//
...
//Rack 67
//Rack Eficiente
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
219
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
0;0;-1;0;0;Es un rack
//
...
//Rack 73
//Rack Eficiente 2
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
0;0;-1;0;0;Es un rack
//
...
//Rack 79
//Rack Eficiente Variado
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
1;93;2;2;2848;120;10;Dell PowerEdge R210;Intel® Core™ I3 540 3.06GHz, 4M Cache, 2C/4T
0;0;-1;0;0;Es un rack
//
...
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//Rack 85
//Rack Medio 1
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
0;0;-1;0;0;Es un rack
//
...
//Rack 91
//Rack Medio 2
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
1;93;2;2;2052;120;10;Dell PowerEdge R210;Intel® Pentium® G6950 2.80GHz, 3M Cache, 2C/2T, 1066MHz Max Mem
0;0;-1;0;0;Es un rack
//
...
//Rack 97
//Rack Medio 3
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
1;275;2;12;5928;120;10;Dell PowerEdge R815;AMD Opteron™ 6168, 1.9GHz, 12C, 6M L2/12M L3, 1333Mhz Max Mem 
0;0;-1;0;0;Es un rack
//
...
//Rack 109
//Rack Poco Eficiente 1
221
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
1;550;2;8;8591;120;10;Dell PowerEdge R910;Intel® Xeon® X7560 2.26GHz, 24M cache, 6.40 GT/s QPI, Turbo, HT, 8C, 1066MHz Max mem 
0;0;-1;0;0;Es un rack
//
...
//Rack 115
//Rack Poco Eficiente 2
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
0;0;-1;0;0;Es un rack
//
...
//Rack 121
//Rack Variado 1
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;338;1;6;10764;120;10;Dell PowerEdge R610;Intel® Xeon® X5690 3.46GHz, 12M Cache, 6.40 GT/s QPI, 6C
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;225;2;8;5147;120;10;Dell PowerEdge R815;AMD Opteron™ 6128HE, 2.0GHz, 8C, 4M L2/12M L3, 1333Mhz Max Mem 
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;113;2;4;3753;120;10;Dell PowerEdge R210;Intel® Xeon® X3430, 2.4 GHz, 8M Cache, Turbo
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
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1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
1;291;2;4;9432;120;10;Dell PowerEdge R610;Intel® Xeon® X5647 2.93GHz, 12M Cache, 5.86 GT/s QPI, 4C 
0;0;-1;0;0;Es un rack
//
...
//Rack 127
//Rack Blade Variado
//Blade Variado 1
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
0;218;1;Es un blade
//Blade Variado 2
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
0;218;1;Es un blade
//Blade Variado 3
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
0;218;1;Es un blade
//Blade Variado 4
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;226;2;4;4643;160;45;PowerEdge M610;2x Intel® Xeon® E5620 2.4Ghz, 12M Cache,Turbo, HT, 1066MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;360;2;4;6245;160;45;PowerEdge M710HD;Intel® Xeon® X5667, 3.06Ghz, 12M Cache,Turbo, HT, 1333MHz Max Mem
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;230;2;4;4012;160;45;PowerEdge M710HD;2xIntel® Xeon® L5609 1.86Ghz
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
1;300;2;4;4308;160;45;PowerEdge M710HD;Intel Xeon E5530, 2.4Ghz, 8M Cache, 5.86 GT/s QPI, Turbo, HT
0;218;1;Es un blade
//
...
223
