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RESUMEN 
Se aborda  el estudio  de los videojuegos como herramienta tecnológica, incluyendo 
las plataformas que facilitan su construcción, el análisis comparativo, criterios de 
selección de las mismas, proceso de desarrollo y principios que rigen su creación.  
Dado que el proyecto se enmarca en el interés del grupo de investigación GIA, en el 
uso de videojuegos como instrumento que  coadyuvan en los procesos formativos y a 
generar conciencia y cultura en torno al uso de políticas públicas y comportamientos 
sociales, el estudio se enfoca en estudiar los criterios enunciados pero teniendo en la 
mira la  viabilidad de construir un videojuego serio, para la enseñanza de políticas 
ambientales en grupos sociales independientes de su rango de edad y nivel cultural. 
Se parte de aceptar la afirmación de (Prado, 2001), en el sentido  que las 
herramientas tecnológicas se han convertido en una de las formas de comunicación 
más importantes para la sociedad del siglo XXI. Dichas herramientas tienen como 
principal forma de identidad los medios de comunicación, ya que son usados como un 
mecanismo para transmitir y difundir conocimiento, pensamientos, valores, 
informaciones, etc., por lo cual, se considera a estas herramientas como un elemento 
fundamental al servicio de toda la sociedad para la comunicación educativa, política, 
étnica, económica, etc. Además, dichas herramientas son usadas cada día en todos 
los ámbitos educativos de la sociedad, en especial los videojuegos, ya que como se 
muestra en el documento, son una buena fuente de enseñanza. 
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1. CAPITULO 1  
1.1. INTRODUCCIÓN 
El instituto de estadística UNESCO en su análisis regional de la integración de las TIC 
en la educación y la aptitud general, menciona: “se plantea la necesidad de dar mayor 
prioridad a la calidad de la educación, al aprendizaje a lo largo de la vida y a la 
igualdad de oportunidades para todos”, es por esto que se han encargado de 
incorporar las TIC en la educación, expresando: “se ha adoptado una postura común 
en el sentido de que un mejor acceso a las TIC en la educación brinda a las personas 
una mejor oportunidad de competir en la economía global, promoviendo el desarrollo 
de una fuerza de trabajo calificada y facilitando la movilidad social”. Con base a lo 
mencionado anteriormente se puede deducir que el correcto uso de las TIC en la 
educación tiene un efecto positivo ya que ponen énfasis en el aprendizaje y brinda a 
los estudiantes nuevas competencias y habilidades; partiendo del hecho de que, “Las 
TICs son un conjunto de tecnologías que permiten el acceso, producción, tratamiento 
y comunicación de información presentada en diferentes códigos (texto, imagen, 
sonido,…)” (Belloch, 2010), es por ello que las TICs se han convertido en una 
herramienta fundamental en la enseñanza, permitiendo que la comunicación entre las 
personas sea mucho más rápida y eficiente lo cual permite una adecuada 
transferencia de conocimiento. 
La enseñanza ha evolucionado a medida que las TIC están siendo involucradas junto 
a estas, siendo la UNESCO una de las organizaciones internacionales quien lo 
demuestra, afirmando que la enseñanza asistida por computador y asistida por 
internet ofrecen una gran oportunidad de interacción entre los maestros y los alumnos, 
mediante los cuales se puede entregar material didáctico a través de una 
computadora o de otros tipos de dispositivos, de acuerdo a las necesidades 
pedagógicas; de igual manera, estos tienen acceso a la red de informática mundial 
(WWW), lo cual permite una comunicación bidireccional con otros usuarios de internet 
y/o el maestro. Como lo evidencia (IICD, 2008), “Existen claras indicaciones que 
muestran que los proyectos TIC que se describen en el presente estudio han logrado 
hacer contribuciones positivas al logro del acceso universal a la educación. Este es el 
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resultado del impacto tangible que las TICs han logrado en la calidad y eficiencia de 
los procesos de enseñanza y aprendizaje de los niveles primario, secundario, terciario 
y también de la capacitación docente.”, mostrando que los participantes en dichas 
actividades desarrollaron mayor conciencia, al igual que se sienten más empoderados 
para usar lo aprendido, experimentado así una mejora directa en los procesos del 
aprendizaje. 
Dentro de las grandes posibilidades didácticas que ofrecen las TIC, se habla del 
potencial educativo de los videojuegos como una herramienta motivacional para el 
aprendizaje (Pérez y Ortega, 2011). Como lo expresa el (Przybylski, 2014) en su 
artículo “Electronic Gaming And Psychosocial Adjustment”, los videojuegos son una 
herramienta tecnológica que permiten transmitir información de una manera diferente, 
mostrando que los jóvenes que juegan videojuegos de PC o consola, en promedio una 
hora y media, son mucho más sociables que aquellos que no lo hacen, al igual que se 
muestran mucho más felices y presentando una disminución considerable en la 
hiperactividad. Otro de los factores en los que se hace hincapié es el hecho de cómo 
los videojuegos son positivos para el desarrollo de las habilidades mentales de los 
jóvenes, “Los videojuegos proveen una gran variedad de desafíos cognitivos, 
oportunidades para la exploraciones, relajación y socialismo con sus compañeros” 
agrega el autor. 
Aunque atribuir el hecho de que el completo uso de los videojuegos será un 
reemplazo para maestros o textos de enseñanza, es todavía un pensamiento erróneo 
(Malykhina, 2014), ya que estos pueden ser un factor determinante en la enseñanza 
siendo guiados por profesionales que ayuden a transmitir él conocimientos. Muchos 
de estos juegos ya son utilizados en varias aulas de clase para promover el desarrollo 
intelectual de los estudiantes (Malykhina, 2014); muchos de los videojuegos utilizados 
son educacionales, un 5% comerciales y un 8% videojuegos híbridos (Shapiro, 2014). 
Algunos ejemplos de estos videojuegos son Plan it Green, MineCraftEdu, SimcityEdu: 
Pollutionchallenge, entre otros, los cuales se enfocan en una o varias áreas del 
conocimiento, buscando transmitirlo mediante diferentes actividades dentro del mismo. 
Plan It Green: The Big Switch es un videojuego de simulación donde los estudiantes 
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encuentran una gran oportunidad para tomar decisiones complejas sobre problemas 
actuales de la humanidad, tales como el incremento de la población y la 
industrialización, los cuales hacen uso de los recursos energéticos, así como muchos 
desafíos que se presentan en la vida hoy en día, afectando directamente el 
ecosistema del planeta como lo son la polución y la quema de combustibles fósiles 
(National Geographic Education Programs, 2013). MineCraftEdu, es una versión del 
juego Minecraft, orientado a promover la imaginación del jugador permitiéndole 
construir varias estructuras usando cubos, así como que los estudiantes aprenden 
conceptos matemáticos incluyendo perímetro, área y probabilidad, además de 
lenguajes extranjeros. SimcityEdu: Pollutionchallenge, una versión del popular 
videojuego de construcción de ciudades (SimCity), es también una herramienta que 
hace que el aprendizaje tome vida para los estudiantes; en el juego los estudiantes, 
son el alcalde de una ciudad, donde deben resolver el impacto ambiental mientras 
balancean las necesidades y la felicidad de la ciudad (GlassLab, 2013). 
Al realizar una evaluación superficial sobre los videojuegos mencionados 
anteriormente, se puede resaltar el hecho de la existencia de un subgénero, 
(denominado de esta manera debido a que pertenece a un género mayor que es el de 
Videojuegos Serios o enfocados a la enseñanza) el cual está enfocado en la 
enseñanza de temas ambientales, entre estos están PlantIt Green: The Big Switch y 
SimCityEdu: PollutionChallenge. El subgénero de videojuegos educativos con 
temática ambiental ha sido un tema vastamente explorado por diferentes 
desarrolladores que buscan implementar el aprendizaje del cuidado del medio 
ambiente a través de los videojuegos (Ecogamer.org, 2015), pero pocos de estos son 
conocidos en un ambiente comercial o la mayoría están ligados a la enseñanza en 
salones de clase, utilizados por maestros con deseo de utilizar nuevas metodologías 
de enseñanza (Shapiro, 2014). Pero el crecimiento y existencia de estos es un hecho 
que se está dando en la actualidad, al igual que la posibilidad de lograr enseñar el 
cuidado del medio ambiente a través de videojuegos, pero esto solo se puede lograr 
soportados en el correcto uso de principios de enseñanza (Springer, 2011) y ciertos 
mecanismo de jugabilidad de videojuegos (Shawna and Boonnie, 2014), para lograr 
una experiencia agradable y educativa. 
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Con la fundamentación anterior, en el Grupo de Investigación GIA de la UTP se ha 
planteado la necesidad de construir un videojuego, del género videojuegos serios, con 
el propósito de coadyuvar en la enseñanza de la política ambiental.  
Un primer paso en este proceso es la determinación y selección de las opciones 
tecnológicas y metodológicas que se encuentran disponibles. Este reto es el asumido 
en nuestro trabajo y se ha estructurado de la siguiente manera, en este capítulo se 
presenta un marco conceptual que permite presentar un estudio de  las características 
generales de los videojuegos. El capítulo 2, presenta los elementos estructurales y 
arquitecturales  de los videojuegos en general. En el capítulo 3, se hace una selección 
de las principales plataformas tecnológicas para el desarrollo de videojuegos, y se 
realiza una comparación, seleccionando previamente los criterios de comparación. El 
Capítulo 4, sirve para presentar los criterios de diseño, y una metodología corta para 
el desarrollo de un videojuego. Finalmente, se presentan las conclusiones y 
recomendaciones en el capítulo 5.   
1.2. PROBLEMA 
¿Es posible determinar y formalizar los elementos teóricos y tecnológicos requeridos 
para desarrollar un videojuego, que pueda ser usado como medio que coadyuva en el 
proceso de enseñanza - aprendizaje de políticas públicas ambientales? 
1.3. JUSTIFICACIÓN 
Existen diferentes formas en la que se ha podido enseñar diferentes temas 
académicos, desde libros de textos hasta herramienta totalmente didácticas; pero ¿Se 
pueden utilizar otras herramientas, que no son enfocadas para la enseñanza, como 
una forma diferente de enseñar? Es el caso de los videojuegos que, hasta hace varios 
años solamente se habían observado como una fuente de entretenimiento y 
distracción para personas de todas las edades, pero con el inicio del siglo XXI, los 
videojuegos se han convertido en una forma de aprendizaje para las personas. “La 
implantación de las Nuevas Tecnologías en la sociedad ha creado la necesidad de 
contenidos interactivos que aprovechen todas las potencialidades que brindan estos 
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avances tecnológicos. Los Serious Games se enmarcan dentro de este contexto y los 
podemos definir como videojuegos o aplicaciones interactivas cuya finalidad principal 
no es el ocio sino la formación, la salud o al marketing” (Miguel, 2012).  
Es por esto que la utilización de un videojuego como medio que facilita y complementa 
los procesos de  enseñanza – aprendizaje de políticas públicas ambientales es 
posible, soportándose en los antecedentes que se expresaron en el numeral 1.2 del 
presente documento, los cuales parten del hecho de que se puede llegar a enseñar 
las temáticas ambientales usando videojuegos interactivos, al igual que mediante el 
correcto uso de las tecnologías presentes en la actualidad para la creación de 
videojuegos y la correcta combinación de los principios enfocados a la enseñanza con 
videojuegos, lo cual permitirá una inserción de la temática de política ambiental al 
proceso de enseñanza. 
El resto del documento se concentra en la presentación de los criterios tecnológicos, 
el análisis de las tecnologías, las arquitecturas de referencia y las guías metodológicas 
propuestas. 
1.4. DELIMITACIÓN 
Como se ha expresado durante el transcurso del presente documento, el proyecto 
está delimitado a “determinar y formalizar los elementos teóricos y tecnológicos 
requeridos para desarrollar un videojuego”.  Debido a la gran variedad de motores de 
videojuegos que existen en el mercado, tanto pagos como libres, diferentes en las 
características que brindan para su uso y variedad de lenguajes de programación en 
los que están desarrollados, hemos tenido que hacer un esfuerzo para filtrar y 
seleccionar algunos de los motores. Quizá el criterio ha sido sesgado por la 
popularidad de los motores seleccionados, de ellos  se tomaran solo 3 motores para 
realizar el análisis correspondiente sobre sus características, ventajas y desventajas 
que presenta a la hora de ser usado, centrándose en la curva de aprendizaje 
necesaria para poder utilizarlo.  
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El desarrollo del proyecto aborda, los siguientes ejes temáticos, distribuidos en 
capítulos: 
 Estructura y arquitectura de los motores en general 
 Selección de los criterios de comparación y comparación de los motores 
seleccionados 
 Propuesta de diseño y metodología de desarrollo 
1.5. OBJETIVOS 
1.5.1. Objetivo General 
Determinar y formalizar los elementos teóricos y tecnológicos requeridos para 
desarrollar un videojuego serio. 
1.5.2. Objetivos Específicos 
 Determinar los criterios de comparación de motores de videojuegos. 
 Presentar las características, ventajas y desventajas de los motores de 
videojuegos basándose en los criterios determinados 
 Determinar los conceptos y etapas a ejecutar en el desarrollo de un 
videojuego. 
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1.6. APRENDIZAJE BASADO EN JUEGOS 
Figura 1. Mapa mental del aprendizaje basado en juegos 
 
El aprendizaje basado en juegos se fomenta en el uso de juegos interactivos con el fin 
de facilitar el proceso de aprendizaje, como lo expresa National Geographic Education 
(NatGeoEd) en la guía de maestros para el videojuego Plan It Green, “Para muchos 
estudiantes, los juegos son fuertemente atractivos y motivadores. Los juegos proveen 
una retroalimentación inmediata y metas incorporadas, como niveles de juegos, los 
cuales motivan a los estudiantes a mejorar. Adicionalmente, juegos más complejos, 
como construcciones de ciudades y/o juegos de simulación, pueden proveer una 
aprendizaje más elevado.”, esto expresa que los juegos pueden ser grandes 
motivadores que las personas pueden utilizar, mediante los cuales llegan a mejorar 
cada vez más a través del juego. 
Los juegos serios (Serious Games) son un claro ejemplo del aprendizaje mediante 
juegos, ya que están enfocados en combinar lo mejor del entretenimiento de los 
videojuegos con un contenido sólido de aprendizaje, los cuales sirven como 
herramienta para el aprendizaje y de entrenamiento en diferentes contextos. “Estos 
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juegos obligan a los usuarios a hacer mucho más que memorizar hechos o 
comprender información; Estos les exigen aplicar conocimientos, habilidades y 
estrategias para resolver problemas. Dichos juegos proveen un rico entorno que 
promueve la colaboración, solución de problemas, pensamiento crítico y 
comunicación” (National Geographic Educational Program, 2013).  
Los juegos de simulación y la construcción de ciudades son un claro ejemplo de los 
juegos formativos, los cuales proveen un mundo simulado, en el cual los usuarios 
pueden explorar y analizar información durante una línea de tiempo, durante el cual 
toman decisiones con respecto a una situación dada y, posteriormente, pueden ver las 
consecuencias de dichas decisiones. En un entorno educativo, “Estos juegos pueden 
proveer un camino a los estudiantes para experimentar, explorar y tomar riesgos 
tomando múltiples soluciones dependiendo del contexto de un entorno de bajo riesgo 
donde fallar es aceptable - e incluso esperado - como parte del proceso.” (National 
Geographic Educational Program, 2013). 
1.7. GLOSARIO 
 API (Application Programming Interfaces): Conjunto de rutinas, protocolos y 
herramienta para construir aplicaciones. 
 Asset: Es cualquier elemento utilizado para la creación de animaciones. 
 Blog: Sitio web donde se encuentran artículos con contenidos de interés, 
actualizados con frecuencia y a menudo comentados por los lectores. 
 Blueprint: Es el lenguaje Script utilizado por Unreal Engine para la creación de 
videojuegos. 
 Boo: Es un lenguaje de programación de propósito general orientado a objetos, de 
tipado estático. 
 Box2D: Es un motor de simulación de física en 2 dimensiones. 
 C#: Es un lenguaje de computación multi-paradigma de tipado fuerte, imperativo, 
declarativo, funcional, genérico, orientado a objetos, y orientado a componentes. 
 CubeMaps (Cube Mapping): Es un método de Environment Mapping que utiliza 6 
caras de un cubo como la figura o forma para realizar el mapeo.  
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 DirectX: Es una colección de APIs para el manejo de tareas relacionadas con 
multimedia, especialmente en videojuegos y videos,  sobre plataformas de 
Microsoft. 
 Environment Mapping (Mapeo de Entorno): Es una técnica de iluminación 
basada en imágenes la cual se utiliza para aproximar la apariencia de superficies 
reflectivas haciendo uso de textura de imágenes. 
 eXtensible Markup Language (XML): Es un lenguaje muy similar a HTML pero su 
función principal es describir datos y no mostrarlos como es el caso de HTML. 
 FAQ (Frequently Asked Questions): Es una lista de preguntas y respuestas que 
surgen frecuentemente dentro de un mismo contexto y para un tema en particular. 
 Foro: Sitio web donde se da soporte a discusiones u opiniones en línea 
organizada por categorías. 
 Graphic User Interface (GUI): Una interfaz gráfica de usuario es la cual permite la 
comunicación entre el usuario y un sistema.  
 High dynamic range (HDR): Término en fotografía que describe aplicaciones de 
medios tales como producciones de imágenes digitales y audio digital. 
 IES: Illuminating Engineering Society of North America (Sociedad de la Ingeniería 
de Iluminación de Norte América). 
 Iluminación: La iluminación permite que los objetos se vean brillantes en la 
dirección de la luz y oscuros en el lado opuesto. 
 JavaDoc: Sitio web donde se puede encontrar las definiciones extendidas de los 
objetos usados dentro de una librería, tanto sus propiedades como sus métodos. 
 JavaScript: Lenguaje de programación interpretado usado comúnmente en su 
forma de lado del cliente (client-side) el desarrollo web. Es un lenguaje orientado a 
objetos, prototipado, débilmente tipado, imperativo y dinámico. 
 LOD (Level of Detail): El nivel de detalle sobre un objeto 3D. 
 Marketplace: Sitio web donde se pueden comprar componentes y proyectos 
completos desarrollados por la empresa para ser usados dentro del desarrollo 
 NVIDIA® PhysX® 3.3: En un kit de desarrollo de software o SDK (Software 
development Kit) de un motor de física en tiempo real. En el momento pertenece  a 
la empresa NVIDIA®. 
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 Occlusion Culling: Es una característica que deshabilita la renderización de 
objetos cuando estos no están visibles porque están siendo bloqueados por otros 
objetos (Unity3D, 2015). 
 Open-source: Hace referencia a Software que puede ser libremente usado, 
modificado y compartido (de forma modificada o no) por cualquier persona. 
 Parallel-Split Shadow Map (PSSM): Es un proceso mediante el cual se agregan 
las sombras a los gráficos 3D, donde la vista de la luz es renderizada, 
almacenando la profundidad de cada superficie vista desde el punto de luz, 
generando el shadow map. Luego de la creación del mapa, una escena es 
renderizada comparando la profundidad de cada punto dibujado. 
 PathFinding: Es el trazado, hecho por una aplicación de computadora, de la ruta 
más corta entre 2 puntos. 
 Perforce: Es una herramienta control de versionamiento comercial desarrollado 
por Perforce Software. 
 Physics Asset: Son los elementos físicos que posee un assets. 
 Physics Assets Tool (PhAT): Es un editor integrado en UnrealEngine Editor 
diseñado específicamente para la manipulación de los Physics Assets para los 
Skeletal Meshes. 
 Plastic SCM: Es una herramienta de control de versión multiplataforma y 
comercial y de distribución. 
 Reycaster: Es el uso de una línea de sondeo para detectar objetos en un mismo 
eje. 
 Screen space ambient occlusion (SSAO): Es una técnica de renderización la 
cual permite calcular que tan expuesto se encuentra un píxel de un punto de luz, 
afectando el efecto de sombreado sobre cada píxel. 
 Script: Es una conjunto de instrucciones simples que son interpretadas por 
programas especialmente diseñados para interpretarlos. 
 SDK (Software development Kit): Es un conjunto de herramientas de desarrollo 
de software que permite la creación de aplicaciones para un sistema. Las SDK son 
la implementación de una o varias APIs normalmente agrupadas en librerías que 
interactúan con un lenguaje de programación en particular, o están incluidos en 
22 
hardware sofisticados los cuales se comunican con sistemas embebidos 
particulares.  
 Seguidor de errores (Issue Tracker): Sitio web donde se puede hacer el 
seguimiento de bugs encontrados en un aplicativo. 
 Shader: Shader es un programa que permite realizar el proceso de sombreado 
sobre un objeto, dependiendo de la ubicación de la fuente de luz. 
 Showcase: Sitio web donde se muestran proyectos ya realizados. 
 Skeletal Meshes: un método de animación por computadora usado para la 
simulación de animales vertebrados o movimientos musculares principalmente en 
la industria cine.  
 Skybox: Es un método para crear ambientes para los mundos en los videojuegos, 
lo cual permite que estos se vea mucho más grande de lo que realmente son. 
 Sombras: La sombra de un objeto es la representación de la silueta del mismo en 
una superficie, efecto provocado por la iluminación sobre el objeto. 
 Spatial Subdivision (Subdivisión del espacio): Es el proceso de subdividir un 
espacio en una o más partes. 
 UNESCO (United Nations Educational, Scientific and Cultural Organization): 
Organización de las Naciones Unidas para la Educación y Diversificación, la 
Ciencia y la Cultura. 
 Wiki: Sitio web donde se muestra gran cantidad de documentación útil para los 
usuarios relacionadas con un tema en específico. 
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2. CAPITULO 2 – MOTOR DE VIDEOJUEGOS 
Figura 2. IDE Motor de videojuego 
 
Un Game Engine es “Un sistema creado exclusivamente para el desarrollo de videojuegos 
para facilitar y agilizar el proceso de la creación de un videojuego. Este software provee 
toda la funcionalidad que se necesita para renderizar gráficos, detectar colisiones, simular 
física, administrar la comunicación con periféricos, manipular sonido, crear inteligencia 
artificial, manejar memoria, etc., sin que el programador tenga que comenzar desde cero 
cada vez que empieza un desarrollo” (Alebrije Estudios, 2011). Un Game Engine es 
entonces una suite de herramientas y componentes en tiempo de ejecución las cuales, 
utilizadas en conjunto, permiten el desarrollo de un videojuego.  
Ya que el motor de videojuegos contiene una gran variedad de componentes, este puede 
ser catalogado como un sistema complejo los cuales, normalmente, se encuentran 
diseñados en diferentes capas internas, siendo distinguidas dos tipos capas superiores e 
inferiores, siendo las superiores dependientes de las inferiores, pero no viceversa. Para 
un motor de videojuegos se tienen las siguientes capas: 
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2.1. Hardware (Plataformas) 
Figura 3. Representación de la capa Hardware 
 
El Hardware es una herramienta necesaria y fundamental para todo videojuego, ya 
que este será el contenedor donde se podrá desplegar dicho videojuego, es por esto 
que es necesario saber en qué plataforma se  pretende hacer el desarrollo buscando 
siempre que el videojuego aproveche al máximo las características que esta le 
brindará; esto determina un punto vital en la selección del motor de videojuego que se 
pretende utilizar para la creación del videojuego.  
En el momento existen muchos motores de videojuegos que soportan el desarrollo en 
múltiples plataformas,  facilitando la selección de una de estas, ya que el videojuego 
puede ser desarrollado de forma genérica sin estar enfocado a una plataforma en 
especial, gracias a que estos motores permiten exportarlo a todas las plataformas 
ofrecidas por estos. 
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Figura 4. Iconos representativos de diferentes plataformas 
 
2.2. Sistema Operativo (OS) 
Figura 5. Representación de la capa Sistema Operativo 
 
El sistema operativo es el que se encarga de administrar todos los recursos hardware 
y software del sistema, distribuyéndolos acorde a la disponibilidad, prioridad y solicitud 
que los programas dentro de este demanden. Esto hace que el SO se convierta en un 
criterio, aunque no fundamental en el desarrollo del videojuego, relevante a la hora de 
elegir un motor de videojuegos, ya que un videojuego es otro programa que también 
demanda solicitudes de recursos dentro del sistema donde se está ejecutando. El 
motor de videojuegos debe ofrecer la compatibilidad necesario con el SO, esto con el 
fin de que el videojuego desarrollado pueda aprovechar al máximo las características 
que este le brinda. Algunos ejemplos pueden ser observados en el Figura 5. 
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Figura 6. Ejemplos sistemas operativos 
 
2.3. SDK Externos 
Figura 7. Representación de la capa SDK Externos 
 
Los SDK son un conjunto de herramientas de desarrollo de software que permite la 
creación de aplicaciones para un sistema, siendo estos utilizados dentro de los 
motores de videojuegos como interfaces de comunicación entre las plataformas y el 
software que se está desarrollando, sin la necesidad de escribir código específico de 
hardware. Cuando se elige un motor de videojuegos se busca que este contenga la 
mayor cantidad de SDK disponibles, con el fin de tener acceso a las características 
que provee la plataforma a través de estos. 
Figura 8. Representación gráfica de los SDK 
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2.3.1. Video 
El SDK Gráfico, también conocido como las librerías gráficas, son una 
herramientas utilizada para el renderizado de imágenes en una pantalla ofreciendo 
elementos que facilitan al desarrollador el no tener que escribir código de bajo 
nivel, como lo expresa (Bandara, 2004) “Las API gráficas proveen una plataforma 
estándar que permite a desarrolladores de software acceder a características de 
hardware especializado (especialmente hardware gráfico) sin tener que escribir 
código específico de hardware.” . Algunos ejemplos de SDK son: 
• OpenGL: Es una API para el manejo de gráficos 2D y 3D, la cual 
incorpora un amplio conjunto de funciones de renderizado, efectos 
especiales, entre otras. Además, como se menciona (Yasko y 
Gumbel, 2011), “OpenGL es independiente de las características 
visuales de cada sistema operativo, pero provee funciones 
especiales de “acoplamiento” para cada sistema operativo lo cual 
permite a OpenGL trabajar en el ambiente gráfico de dicho sistema” 
• Microsoft DirectX: Es una suite avanzada de APIs de multimedia 
creada para los SO Microsoft Windows® usada para la creación de 
videojuegos y otra aplicaciones multimedia de alto rendimiento. 
DirectX hace uso de sus diferentes API para lograr esto, tal como se 
expresa en (Bandara, 2004) “La API [DirectX] controlan un conjunto 
de funciones de bajo nivel para acceder al hardware o para realizar 
emulación de este, si no existe. Estas funciones incluyen 
compatibilidad para aceleración de gráficos 2D y 3D, control sobre 
dispositivos de entrada, funciones para mezcla y muestreo de 
música y sonido, control sobre conectividad y multijugador, al igual 
que control sobre otros formatos de multimedia. ” 
• Glide: Glide es un SDK de gráficos 3D creado por 3dfx Interactive y 
diseñado exclusivamente para las tarjetas aceleradoras 3D Voodoo 
creadas por la misma empresa, haciéndola poco compatible con 
otro tipo de tarjetas aceleradoras. 
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• libGCM: Es una librería de manejo de gráficos por comando 
(Graphics Command Management Library - libGCM) como su 
nombre lo indica. Lo especial que ofrece esta librería es que no 
posee una capa de abstracción, lo cual permite enviar directamente 
los comandos gráficos al hardware sin hacerlo mediante una 
interfaz, permitiendo tener un control total sobre este. “Esta librería 
es utilizada para el hardware gráfico RSX de la PS3, la cual provee 
por Sony como una alternativa más eficiente a OpenGL.” (Gregory, 
2009). 
2.3.2. Físicos 
Los SDK Físicos son un conjunto de herramientas que permiten hacer 
simulaciones de acontecimientos físicos naturales con los cuales se convive en el 
diario vivir, permitiendo que la experiencia entre la plataforma y la persona sea 
mucho más real. Como lo expresa (Corona Labs Inc, 2015), “La física es 
normalmente usada por las aplicaciones que envuelven simulaciones de objetos 
que se mueven, colisionan e interactúan bajo diferentes fuerzas físicas, como lo es 
la gravedad”. Algunos ejemplos de SDKs son Havok, PhysX, Bullet Physic y ODE 
(Open Dynamic Engine). 
2.3.3. Animación 
Los SDK de animación permite la creación de movimientos sobre los objetos del 
sistema permitiendo hacer una adecuada administración de cuáles deben ser 
enviados al SDK gráfico para su correcta renderización, es por esto que ambos 
SDKs se encuentran muy ligados, debido a que el SDK de animación contiene 
todos los movimientos posibles que el objeto podrá realizar, pero estos sólo serán 
renderizados una vez sean enviado hacia la SDK gráfica (The CAL3D Team, 
2006). Algunos ejemplos de esta SDK son CAL3D, Granny, DANCE, Havok 
Animation. 
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2.3.4. Conectividad 
Las SDK de conectividad permiten que dos plataformas puedan interconectarse 
entre sí, como lo dice (Mitchell, 2015) “La programación de la red es un tipo de 
desarrollo de software para aplicaciones que se conectan y comunican a través de 
las redes locales, incluyendo el internet. Las APIs de red proveen puntos de 
entrada a los protocolos y librerías de software reutilizables. Las APIs de red 
soportan navegadores web, bases de datos en la web y muchas aplicaciones 
móviles. Igualmente, son ampliamente compatibles con muchos lenguajes de 
programación y sistemas operativos.”. Lo anterior permite utilizar todos los 
protocolos de comunicación que en la actualidad pueden ser utilizados para la 
comunicación entre diferentes plataformas (TCP, UDP, SOAP, REST, entre otras). 
Algunos ejemplos son: PUN (Photon Unity Networking), Java Networking. 
2.3.5. Inteligencia Artificial (IA) 
La IA es usada para brindarle inteligencia a los jugadores del sistema a menudo 
simulando acciones humanas. Se hacen uso de algoritmos que incluyen técnicas 
de la teoría de control, robótica, gráfica computacional o ciencias de la 
computación en general. Esto permite que los jugadores puedan interactuar 
activamente con los jugadores del sistema, donde normalmente hacen más difícil 
el avance del jugador, representados como enemigos u obstáculos durante la 
historia. Inicialmente la IA se construía de forma personalizada dependiendo de las 
necesidades que se tuvieran dentro del juego, es por ello que los motores de 
videojuegos incorporaron varios algoritmos de IA dentro de su estructura, con el fin 
de facilitar al desarrollador el uso de los mismos. Algunos algoritmos utilizados 
son: Algoritmo A*. 
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2.4. CORE (Herramientas Básicas del Motor) 
Figura 9. Representación de la capa CORE 
 
Todos los motores de videojuegos, como se ha mencionado, son softwares extensos y 
complejos, por lo cual es necesario que este disponga de una amplia gama de 
utilidades de software, las cuales permiten que el desarrollo sea mucho más fácil para 
el desarrollador. Algunas de estas son: Manejo de memoria, librerías matemáticas, 
aserciones, lenguaje de programación, entre otros. 
Figura 10. Representación gráfica del CORE 
 
2.5. ADMINISTRACIÓN DE RECURSOS 
Figura 11. Representación de la capa Administración de Recursos 
 
Desde su terminología empresarial, el administrador de recursos se define como: “Es 
el eficiente y eficaz despliegue y ubicación de los recursos de una organización, 
cuando y donde estos son necesitados” (Tenrox, 2015). Aplicando lo anterior a los 
motores de videojuegos, el administrador de recursos es quien se encarga de 
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desplegar eficaz y eficientemente todos los assets que serán utilizados dentro del 
videojuego, permitiendo que estos sean utilizados inmediatamente cuando son 
requeridos, sin tener que cargarlos cada vez, lo cual permite que la carga en tiempo 
de ejecución sea más óptimo. 
Figura 12. Administración de los recursos 
 
2.6. MOTOR DE RENDERIZACIÓN 
Figura 13. Representación de la capa del motor de renderización 
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El motor de renderización es el encargado de hacer que todos los objetos del 
videojuego sean renderizados en la pantalla de la plataforma, (Patton, 2015) define 
unas responsabilidades que tiene el motor,  las cuales mejoran el rendimiento del 
videojuego; dichas responsabilidades son: 
• Transformar, procesar y presentar la información del escenario del mundo 
en un formato digital o una imagen de mapa de bits en un dispositivo de 
salida de imagen. 
• Ocultar las partes de un objeto que no son visibles desde la perspectiva del 
observador, evitando que estas sean enviadas al proceso de renderización 
y por ende optimizando el rendimiento de dicho proceso. 
• Controlar el LOD sobre los objetos, reduciendo la complejidad de la 
presentación de un objeto 3D a medida que este se aleja del observador  o 
de acuerdo a otras métricas como son la importancia sobre otros objetos, 
su velocidad o su posición relativa al observador. 
• Tener la posibilidad de hacer subdivisión de Espacios (del inglés, Spatial 
Subdivision), lo cual es el proceso matemático de subdividir un espacio en 
diferentes conjuntos de espacios disjuntos; en la computación gráfica esta 
técnica es utilizada para la optimización del renderizado sobre videojuegos 
los cuales poseen ambientes o mundos muy extensos los cuales requieren 
de dicha subdivisión para lograr una optimización en el proceso de 
renderizado, algunas estructuras comúnmente utilizados son lo BSP (Binary 
Space Partitioning), kd-tres y gráficos de escenarios (del inglés, Scenes 
Graphs).  
Figura 14. Representación de la capa Optimización del motor de 
renderización 
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• Tener la posibilidad de usar efectos visuales sobre los objetos que serán 
renderizados. Algunos de los efectos visuales que se utilizan son: Sistema 
de partículas, Sistema de calcomanías, mapeo de luz y ambientes, 
sombras dinámicas, entre otras. 
Figura 15. Representación de la capa de Efectos Visuales en el motor de 
renderización 
 
Figura 16. Comparación entre dos funcionalidades de un motor de renderización 
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2.7. AUDIO 
Figura 17. Representación de la capa Audio 
 
El audio hace que la experiencia del jugador sea mucho más realista, permitiendo que 
según la situación se cree un ambiente de inmersión intenso para este. Un efecto 
adicional del audio conocido como audio 3D, a diferencia del audio normal, tiene la 
particularidad de poder ubicar fuentes de audio en un mundo o espacio tridimensional, 
por lo cual si un jugador se acerca a una fuente de audio, el sonido será mucho más 
fuerte. Lo anterior es posible de realizar mediante las características que los SDK de 
audio brindan, como lo expresa (Microsoft2, 2015), “Las APIs de audio proveen los 
medios para que las aplicaciones de audio accedan a dispositivos finales como los 
auriculares y micrófonos ... Muchas aplicaciones se comunican con APIs de  alto nivel, 
pero algunas aplicaciones, con requerimientos especiales, pueden necesitar 
comunicarse directamente con la API de audio”, esto permite al desarrollador tener 
control total sobre las diferentes características de audio que ofrece un sistema. 
Algunos ejemplos son: Core Audio (Windows), Core Audio (Apple), Audio Mixer, 
OpenAL.). 
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Figura 18. Representación gráfica del audio 
 
2.8. MULTIJUGADOR ONLINE / CONECTIVIDAD 
Figura 19. Representación gráfica de la capa Multijugador Online / Conectividad 
 
 
El módulo de red de un motor de videojuego es el encargado de mantener en 
constante comunicación a todos los jugadores que se encuentran conectados dentro 
de una misma red, tal como lo expresa (Ramez, 2015) “El módulo de red es 
responsable de administrar los estados de todos los actores del videojuego en una 
red. Otra responsabilidad es el mantener el estado de juego consistente en ambas 
plataformas y evitar interferencias en la unidad de movimiento de red.”. Este módulo 
se usa principalmente en aquellos videojuegos con multijugador, donde se debe 
procurar que todos los jugadores interactúen entre sí sin que se presenten 
interferencias en tiempo de ejecución, así como mantener información actualizada 
sobre todos los demás jugadores presentes. 
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Figura 20. Representación gráfica de la conectividad entre varios dispositivos 
 
2.9. MOTOR DE FÍSICA 
Figura 21. Representación de la capa Física y de Colisiones 
 
El motor de física es el encargado de simular todos los eventos físicos presentes 
dentro de un sistema gráfico, incluyendo un sistema de detección de colisión que 
permite detectar qué objetos están cercanos a otros y saber que se debe hacer, como 
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lo expresa (McShaffry, 2009), “La colisión es un cálculo puramente matemático para 
determinar relación espacial entre objetos como puntos, líneas, planos o modelos 
poligonales”. Este mismo autor expresa que “Una simulación de la física en su 
videojuego hace posible apilar objetos uno encima del otro, bajar por pendientes y 
escaleras adecuadamente, e interactuar con otros objetos dinámicos de una forma 
realista”... “Este [motor de física] define desde como los objetos se mueven cuando 
caen debido a la gravedad hasta que hacen estos cuando caen alrededor” permitiendo 
que la interacción que el jugador tiene con el videojuego y sus objetos sea mucho más 
realista. 
Figura 22. Muestra de los efectos físicos sobre una pirámide de cubos 
 
Un elemento esencial en un motor de física es el poder detectar colisiones entre los 
objetos que se tienen en un mundo virtual, ya que el motor de física depende 
directamente de la detección de colisiones para ejercer los eventos físicos sobre 
dichos objetos. Esta detección está dividida en dos partes: la colisión y la respuesta, 
siendo esta última la entrada para el motor de física. Normalmente la detección de la 
colisión puede ser realizada de dos maneras: a priori (continua - antes de que la 
colisión ocurra) o a posteriori (discreta - después de que la colisión ocurra), siendo 
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esta última la normalmente utilizada debido a subo consumo de recursos (Middleditch, 
2012). Este puede observarse en la Figura 22, donde se muestra lo que sucede 
cuando una bola colisiona contra una pared de cubos apilados. 
Cuando se hace la elección de un motor de física, se deben tener las siguientes 
características: 
• Permitir que la información del usuario pueda relacionar los objetos físicos 
creados con los objetos del videojuego, ya que por cada objeto visual se 
crea un objeto físico dentro del motor de física, el cual será el encargado de 
manejar la lógica física correspondiente. 
• Optimizar las colisiones para actores o geometrías estáticas, con el fin de 
mejorar la velocidad de cálculos dinámicos sobre los objetos. 
• Detectar y reportar los eventos de colisión, con el fin de capturar la mayor 
cantidad de información relevante a la colisión entre los objetos, para saber 
qué se debe hacer. 
• Proveer un raycaster rápido, que permita agilizar la detección de objetos en 
la línea de visión de un objeto. 
• Mostrar la información de depuración visualmente, lo cual permite 
renderizar información como objetos en colisión, vectores de aceleración y 
puntos de contacto con el fin de poder visualizar información relevante de 
los eventos físicos. 
• Mostrar racionalmente los errores que se presenten. 
• Sobrescribir memoria reservada, con el fin de que la memoria que este 
necesite no entre en conflicto con otros subsistemas que requieran reservar 
memoria. 
• Agregar y remover objetos, o partes de objetos, del simulador físico para 
optimizar el uso de la CPU. 
• Cargar y guardar los estados de los objetos en un momento determinado 
en tiempo de ejecución. 
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2.10. ANIMACIÓN 
Figura 23. Representación de la capa de Animación 
 
La animación es el proceso de crear la ilusión de movimiento a partir de la 
presentación sucesiva de un conjunto de imágenes estáticas las cuales tienen 
diferencias sustanciales entre ellas, como se observa en la Figura 24. La Animación 
es un proceso necesario para todo personaje (humano, animal, artificial, etc.) que 
requiere realizar movimientos debido al paso del tiempo (desplazamiento, interacción 
con el ambiente, etc.) o de acciones provocadas por agentes externos a este 
(Colisiones). 
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Figura 24. Secuencia de animación estaticas por frames 
 
El proceso de animación está directamente ligado con el motor de renderización 
debido a que la animación genera una serie de posturas sobre un personaje, las 
cuales son enviadas al motor de renderización para ser mostradas en un dispositivo 
de salida visual.  
A su vez, dicho proceso también se ve relacionado con el motor de física cuando se 
hace uso del proceso de animación conocido como física de ragdoll, el cual consiste 
en determinar la posición y orientación de varias partes del personaje causadas por un 
efecto físico determinando qué imágenes representan dicho movimiento, siendo 
enviadas al motor de renderización para ser mostradas. 
Para lograr crear la animación sobre los objetos estático se implementan diferentes 
técnicas las cuales usan un enfoque diferente para lograr esto. Las técnicas 
normalmente utilizadas en el área de los videojuegos (Gregory, 2009): 
• Animación por secuencia (Sprite/texture animation). 
• Animación de Cuerpo Rígido o de Sólidos (Rigid Body hierarchy animation). 
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• Skeletal Animation (Animación sobre el esqueleto) 
• Vertex Animation (Animación por vértices) 
• Morph Target Animation (Animación por Deformación gradual) 
2.11. GAMEPLAY 
Figura 25. Representación de la capa Gameplay 
 
El gameplay es definido por Gregory (2009) como: “El término gameplay se refiere a la 
acciones que toman lugar dentro del juego, las reglas que gobiernan el mundo virtual 
donde este toma lugar, las habilidades que el (los) personaje (s) principal (es) y otros 
personas y objetos del mundo, al igual que las metas y los objetivos de (los) personaje 
(es)”. Esto puede ser evidenciado en la Figura 26, donde se muestra al personaje 
Zelda en un escenario determinado, en el cual es podrá realizar acciones como saltar, 
correr, utilizar su espada, entre otras. 
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Figura 26. Imagen de Legenda de Zelda: Ocarina del tiempo por Nintendo® 
 
Los motores de videojuegos para ofrecer una experiencia amigable y completa para el 
desarrollador, debería ofrecer la posibilidad de utilizar los siguientes subsistemas: 
• Modelado de objetos en tiempo de ejecución. 
o Generar y destruir objetos del juego dinámicamente. 
o Enlazarse con el sistema de bajo nivel. 
o Simulación en tiempo real de los comportamientos de los objetos. 
o Habilidad para definir nuevos tipos de objetos del juego. 
o IDs únicos de los objetos. 
o Consulta / búsqueda de objetos del juego. 
o Referencias a de objetos del juego. 
o Uso de máquinas de estados finitas. 
o Replicación de información en red. 
o Guardar y cargar estados del juego y objetos 
• Administrador de niveles y transmisión de información. 
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• Actualización del modelado de objetos en tiempo real. 
• Manejo de mensajes y eventos. 
• Lenguaje de Scripting. 
• Administrador de objetos y flujo del juego. 
2.12. DOCUMENTACIÓN DISPONIBLE 
Figura 27. Representación gráfica de la documentación disponible por parte de los 
motores 
 
Existen muchos recursos elaborados por los creadores enfocados para los usuarios 
como documentación, tutoriales y ejemplos, los cuales son vitales para el 
desarrollador de videojuegos para resolver posibles inconvenientes encontrados 
durante el desarrollo y hacer que el este no se torne perturbador. También se usa con 
mucha frecuencia las comunidades de cada uno de los motores, donde los usuarios 
realizan tutoriales, ejemplos o comentarios a quienes tienen algún inconveniente. 
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2.13. AMBIENTE DE TRABAJO INTEGRADO (IDE) 
Figura 28. Representación del flujo de trabajo de un IDE 
 
Los IDEs son una herramienta usada para el desarrollo de cualquier aplicación, ya que 
permite tener un editor de código fuente, herramientas de construcción automáticas y 
un depurador integrado, lo cual facilita el desarrollo. Los motores de videojuego 
comúnmente poseen un IDE especializado, el cual integra todas las herramientas que 
este brinda para la eficiente creación de un videojuego. 
2.14. TIPO DE LICENCIA 
Figura 29. Representación gráfica de las licencias de software legales 
 
En la industria de desarrollo de videojuegos son usados una gran variedad de 
herramientas tecnológicas, las cuales permiten agilizar los procesos de desarrollo; 
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muchas de estas herramientas son de uso comercial así como open-source, 
permitiendo a los desarrolladores elegir entre una gran gama de opciones, teniendo en 
cuenta que, normalmente, las herramientas open-source tienen la característica de 
tener contenido limitado con respecto a las comerciales. 
2.15. LENGUAJE DE PRGROGRAMACIÓN 
Figura 30. Mapa mental con la mayoría de los lenguajes de programación existentes 
 
Cada motor de videojuego está construido en base a un lenguaje de programación, lo 
cual facilita o complica el desarrollo de un videojuego, ya que cada uno de estos 
puede estar enfocado en una paradigma de programación diferente, por lo cual su 
curva de aprendizaje dependerá de dicho paradigma al igual que el conocimiento que 
el desarrollador tenga sobre dicho lenguaje. 
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3. CAPITULO 3 – COMPARACIÓN DE MOTORES DE VIDEOJUEGOS 
Figura 31. Motores seleccionados para realizar la comparación 
 
En la industria de los videojuegos se hace uso de los motores como herramientas 
tecnológicas para el desarrollo de un proyecto, cada uno de estos ofrece un conjunto de 
componentes haciendo que la complejidad de los procesos de desarrollo sea menor; 
Estos componentes poseen diferentes implementaciones en cada uno de los motores, 
haciendo que estas diferencian creen una mirada objetiva sobre el uso de estos a partir 
de las necesidades que se presenten en los proyectos. Para este proyecto en específico, 
se plantea una pequeña comparación entre 3 motores de videojuegos existentes en la 
industria, uno de ellos (Unity) con dos licencias en el mercado, una software libre y la otra 
de uso comercial, otro de estos (Unreal) es de tipo privativa con un EULA y por último otro 
(jMonkey) con licencia open-source, lo cual permite generar un criterio de selección de un 
motor de videojuego que pueda ser utilizado en el desarrollo de un serious game en corto 
plazo. Los motores seleccionados son: Unity Engine, UnrealEngine y JMonkeyEngine 
desarrollados por Unity Thecnologies, EpicGames y jME core team respectivamente, 
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siendo estos seleccionados sobre todos los demás debido a que para hacer uso de los 
motores solo basta con entrar a la página oficial de cada uno de estos y descargar la 
versión requerida, instalarla en un computador y hacer uso del mismo, sin tener que pagar 
o hacer procedimientos extras para poderlos ejecutar, en el caso de UnrealEngine es 
necesario crear una cuenta en Epic Game para poder tener en acceso al instalador; otro 
de los motivos radica en el reconocimiento que estos tienen en el mercado, ya que por su 
parte Unity es uno de los más utilizados en el mercado (Unity Technologies, 2015), así 
como lo es Unreal, mientras que JMonkey aunque no es tan reconocida entre todos los 
programadores, si lo es en el amplio frente del desarrollo de videojuegos basados en 
Java; otro factor que se tuvo en cuenta fue la facilidad de desarrollo con las tres 
herramientas, ya que gracias a los IDEs que estos proveen optimizan el tiempo de 
desarrollo en la creación del videojuego; y finalmente se eligieron estos motores debido a 
que los tres presentan licencias de software, aunque parecidas, diferentes en su trasfondo 
como se mencionó anteriormente, por su parte Unity brinda una licencia de uso gratuito 
pero no de código abierto, Unreal lo hace con una licencia privativa que aunque es 
gratuita cuenta con unas condiciones especiales para el uso de esta de forma comercial 
después de unos topes de ganancia y por último JMonkey lo hace de forma open-source 
con una gran comunidad que aporta para que el motor pueda crecer. 
A continuación se hace la correspondiente descripción de cada uno de los motores 
seleccionados mostrando la mayor cantidad de características que estos pueden brindar a 
los desarrolladores: 
3.1. MOTORES DE VIDEOJUEGOS 
3.1.1. JMonkey 
Es un motor de videojuego 3D de código abierto desarrollado en el lenguaje de 
programación Java, el cual cuenta con un IDE propio basado en la plataforma 
Netbeans, esto permite la edición gráfica y la posibilidad de incorporar plugins 
necesarios para el desarrollo, convirtiéndolo en un entorno de desarrollo de alto 
nivel con múltiples componentes gráficos. Este motor cuenta con la posibilidad de 
que los videojuegos creados puedan ser exportados a todas las principales 
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plataformas usadas por estos en la actualidad, como los son Windows, Mac, Linux, 
Android y iOS, contando a su vez con una amplia wiki donde se puede encontrar 
información suficiente para el desarrollo de un videojuego, además de tener un 
foro dedicado a resolver situaciones contraproducentes durante el desarrollo entre 
los miles de usuarios que han hecho y están haciendo uso del motor. 
3.1.1.1. Características 
Como todo motor de videojuegos, jMonkey cuenta con una serie de 
características usadas para el desarrollo del videojuego. Estas son: 
o Gráficos 
 Iluminación y Sombras: Se cuenta con procesos de 
iluminación, los cuales puede llegar a simular la luz de 
una vela, del sol y linternas, así como luces globales 
dentro del videojuego. Las sombras son creadas con 
técnicas como PSSM y SSAO. 
 Shaders y Materiales: El proceso de sombreado está 
presentado como un módulo independiente, el cual 
puede ser editado de una forma visual, permitiendo un 
mejor manejo de los materiales. 
 Filtros y Efectos: Se cuenta con un gran abanico de 
efectos especiales, mediante el uso de filtros post 
procesos y emisión de partículas. Como lo son “El humo 
y los espejos”, los cuales permiten simular efectos de la 
naturaleza, como el agua, niebla, dispersión de luz y 
explosiones. 
o Lógica del juego 
 Estados de la aplicación: AppState son bloques de 
código de la aplicación, lo cual permite separar la 
aplicación en partes lógicas, las cuales pueden ser 
usadas de forma rápida en otras partes de la misma, así 
como pueden ser reutilizadas en otras aplicaciones. 
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 Controles Modificables: Esto permite agregar 
funcionalidades en el escenario gráfico para animar, 
controlar e integrar los objetos durante el flujo de juego.  
 Entradas: Las entradas son muy importantes, y jMonkey 
lo hace de una forma fácil, usando convenciones 
unificadas para esto, permitiendo tener una amplia gama 
de plataformas a las cuales apuntar. 
o Utilidades 
 Audio: JMonkeyEngine utiliza la librería de OpenAL para 
el manejo de audio. OpenAL es un API de audio 
multiplataforma. Está diseñado para una eficiente 
renderizado de audio posicional multicanal  en tres 
dimensiones, ciclos y ambientes de sonidos, 
direccionamiento 3D, manejos de ambientes de audio y 
generar pregrabados. 
 Física: Para el motor de física, jMonkey utiliza un puerto 
Java llamado  jBullet, el cual le permite utilizar la librería 
Bullet physics, la cual es una herramienta muy utilizada 
en la industria de desarrollo. 
 Superficies: El SDK provee un editor interno de 
superficies llamado TerraMonkey. Este permite esculpir y 
pintar terrenos, importar mapas, incluir Skybox y aplicar 
luces sobre estos. 
 Cinematografía: Posee una herramienta para hacer sus 
propios videos cortos usados como cut scene dentro del 
juego.  
 Conectividad: SpiderMonkey es una herramienta usada 
para intercomunicar diferentes usuarios de forma 
simultánea. 
 Inteligencia Artificial (IA): JMonkeyEngine ofrece la 
posibilidad de adicionar plugins que implementen 
algoritmos de IA, ya que no cuenta con una librería 
dedicada a esto. 
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 GUI: jMonkey tiene integrada la librería NiftyGUI como la 
herramienta GUI por defecto, lo cual permite construir 
interfaces en XML o Java. 
3.1.2. Unreal Engine 4 
UnrealEngine es un paquete (Suite) de herramientas para el desarrollo de 
Videojuegos creado por desarrolladores de videojuegos (los creadores de Unreal), 
para desarrolladores de videojuegos. Ofreciendo la posibilidad de crear 
videojuegos desde plataforma 2D hasta VR. 
Ofrece desarrollo móvil, un lenguaje gráfico de basado en scripts sin la necesidad 
de escribir líneas de código de lenguaje de programación, varias herramientas de 
edición de aspectos visuales, acceso al código fuente en lenguaje de 
programación C++, ofrece la posibilidad de desarrollo VR (Virtual Reality), y un 
amplio mercado para adquirir diferentes aspectos del videojuego creados por la 
comunidad. UnrealEngine maneja un solo flujo de trabajo, lo cual le permite un 
flujo único de trabajo orientado a diferentes plataformas como iOS Android, Html5, 
Linux, OSX, PlayStation, Steam, Windows y Xbox. 
Una de las característica de UnrealEngine es que es de uso gratuito, pero posee la 
siguiente políticas de regalías: Una regalía del 5% sobre los ingresos brutos del 
producto a partir de los primeros USD$ 3,000 por juego por trimestre sobre los 
productos comercializados. 
3.1.2.1. Características 
Algunas de las características que ofrece UnrealEngine son las siguientes: 
o Características de renderización de DirectX 11 y 12: Soporta 
características animadas de renderización de DirectX 11 y 12, 
tales como reflejos HDR de escenas completas, miles de luces 
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dinámicas, desplazamiento y mosaicos programables, 
sombreados, perfiles de luz IES y mucho más. 
o Física: El motor hace uso de del SDK Physx 3.3 de Nvidia para 
la emulación de la física en 3D, mientras que hace uso de Paper 
2D para la creación de escenas 2D. 
o Efectos Visuales en cascada: Ofrece las herramientas para 
crear fuego, humo, nieve, polvo, escombros de forma detallada. 
o Segmentación (Pipeline) de Materiales: Esta característica 
hace uso de un sombreado físico, el cual ofrece un control sobre 
la apariencia de personajes u objetos, esto realizado mediante 
el editor de material. 
o Lenguaje de Script - Blueprint: Es un lenguaje visual basado 
en grafos y nodos que permite que cualquiera pueda realizar 
prototipos y construir rápidamente contenido sin tocar el 
lenguaje de programación. Con esta herramienta se puede 
controlar los comportamientos del videojuego, modificar 
interfaces, ajustar controles de entrada y mucho más. 
o Depuración de Blueprints en tiempo real: El Lenguaje de 
Script - Blueprints  posee una herramienta interna de 
depuración, la cual permite realizar un control sobre las 
propiedades del videojuego mientras este se prueba, al igual 
que revisar los estados en los diferentes nodos del grafo 
Blueprints. 
o Contenido de Navegación: UnrealEngine permite importar, 
organizar, buscar, etiquetar, filtrar y modificar cantidades de 
componentes para el videojuego. 
o Animación de Personas: Se utiliza la herramienta de 
animación para modificar estructuras y mallas esqueléticas. 
Igualmente se puede modificar las propiedades de colisión de 
las mallas esqueléticas utilizando herramientas de edición 
Physics Assets (PhAT). 
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o Cinemáticas Matiné: Herramienta que permite un control a 
nivel de director sobre las escenas de animación. Muy parecida 
a un editor de videos. 
o Terreno y Follaje: Se puede crear ambientes grandes y 
extensos de exploración con el sistema de panoramas. El cual 
permite pintar terrenos a grandes magnitudes gracias al 
poderoso sistema LOD (Level of Detail) y el uso eficiente de 
memoria. 
o Efecto Post-procesamiento: La característica de post 
procesamiento permite ajustar la apariencia de las escenas 
como por ejemplo,  tecnología cubemaps para el ambiente 
(comúnmente utilizado en Skyboxes), el sombreado de 
ambiente, degradado de colores, profundidad de campo, entre 
otras. 
o Acceso al código fuente, control sobre el código, editor de 
código fuente y función de recarga en caliente: 
UnrealEngine permite el acceso al código fuente de cada objeto 
y las características que este ofrece, igualmente permite total 
control sobre el código, un editor de código de C++ integrado y 
permite la actualización en caliente a cualquier modificación 
realizada en el código fuente. 
o Pre-vista instantánea del videojuego: Permite visualizar los 
cambios realizados al juego de forma instantánea sin necesidad 
de compilación con la herramienta de pre-vista que ofrece 
UnrealEngine. 
o Inteligencia Artificial: Permite agregarle mayor conciencia a 
los personajes controlados por IA del ambiente que los rodea. El 
motor hace uso de dos tipos de IA, la cuales son: 
 Árboles de Comportamiento: Es una herramienta 
poderosa que combina dos tipos de assets, el 
Blackboard almacena las decisiones pre-configuradas 
que utiliza el árbol de comportamiento y esta toma 
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decisiones a partir de las situaciones basándose en las 
decisiones almacenadas. 
 Sistema de Consulta del Entorno: Permite la 
recolección de información realizando preguntas a los 
datos a través de pruebas, retornando el mejor objeto 
que mejor se adapte a la pregunta realizada. 
o Audio: UnrealEngine ofrece un editor de audio (Sound Cue 
Editor) para construir la segmentación del audio así como la 
definición del audio que se va  a utilizar en el videojuego. 
o Escalabilidad: Ofrece la posibilidad de adaptar el tamaño de 
los gráficos dependiendo de las necesidades del hardware y 
rendimiento de donde se encuentre el videojuego. 
o Tienda de Assets: UnrealEngine ofrece una tienda la cual 
ofrece diferentes assets que se puede utilizar en la creación del 
Videojuego. 
3.1.3. Unity 5 
Unity es una plataforma de desarrollo flexible y poderoso para la creación de 
videojuegos 2Dy 3D, al igual que experiencias interactivas. 
3.1.3.1. Características 
El editor de Unity es reconocido en la industria de los videojuegos por la 
calidad y dedicación a las optimizaciones que posee, al igual que la velocidad y 
eficacia del flujo de trabajo que ofrece; permitiendo a los usuarios crear 
contenido de manera rápida y de alta calidad. El editor ofrece las siguientes 
herramientas: 
o Animación 
 Retargetable Animations, Unity permite usar un mismo 
conjunto de animaciones para diferentes modelos de 
personajes. 
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 Control sobre la importancia de las capas de animación 
en tiempo de ejecución. 
 Llamada a eventos desde la propia animación 
 Jerarquías  y transacciones sofisticadas sobre máquinas 
de estado. 
 Combinación de figuras para el uso en animaciones 
faciales. 
o Gráfica 
 Iluminación global en tiempo real. 
 Sombreado basado en física. 
 Sondas de reflexión o conductos de reflexión 
 Sistema modular de partículas, curvo e impulsado por 
gradientes. 
 Herramientas intuitivas para el usuario. 
 Utilización de Skybox para la creación de entornos 
lejanos. 
o Optimización 
 Perfilaje avanzado de memoria o análisis de rendimiento 
de memoria. 
 Motor de sombreado para occlusion culling. 
 Agrupación de assets. 
 Soporte sobre Nivel de Detalle (LOD - Level of Detail). 
 Reducción del tamaño del archivo compilado. 
 Sistema de multi-hilos. 
o Audio 
 Mezclas y masterización de sonidos en tiempo real. 
 Jerarquías en las mezclas, copias instantáneas y efectos 
predeterminados. 
o Física en 2D y 3D. 
 Box2D con una amplia gama de efectores, las 
articulaciones y colisionadores 
 NVIDIA® PhysX® 3.3 
o Scripting 
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 Se puede realizar en lenguajes como C#, JavaScript y 
Boo. 
 IA con un avanzado algoritmo de PathFinding 
automatizado y mallas de navegación. 
o Control de Versiones 
 Integración total sobre Perforce y Plastic SCM. 
o Networking y Multijugador 
 Unity3D ofrece dos formas de manejar la modalidad 
multijugador en línea: Networking o High level API para 
un manejo multijugador básico y Network Transport API 
para infraestructuras de red y multijugador avanzado. 
o Unity tiene soporte de diferentes tipos de formatos de los Assets 
(Componentes y/o elementos usados en los videojuegos tales 
como modelos de personajes, follaje, edificios, entre otros)  
usados en lo videojuegos. Para los formatos de:  
 Imagines que soporta (.psd, .jpg, .png, .gif, .bmp, .tga, 
.tiff, .iff, .pict, .dds). 
 Tipo de audio  que soporta (.mp3, .ogg, .aiff, .wav, .mod, 
.it, .sm3). 
 Video soporta (.mov, .avi, .asf, .mpg, .mpeg, .mp4). 
 Texto soporta (.txt, .htm, .html, .xml, .bytes). 
o Unity está diseñado para ser multiplataforma, seleccionando las 
plataformas líderes en la industria de videojuegos hasta el 
momento. La plataforma que soporta Unity son: 
 Móvil: Android OS, iOS, Windows Phone 8, BlackBerry 
10 y Tizen. 
 Escritorio: Windows, Windows Store Apps, Mac, Linux, 
y Steam OS. 
 Consolas de Videojuegos: PS3, PS4, PSVITA, Xbox 
360, Xbox One y WiiU. 
 Web: WebPlayer (Firefox, Chrome, IE, Safari, etc) y 
WebGL. 
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 Realidad Virtual: Oculus Rift, Gear VR y Microsoft 
Hololens. 
o Unity ofrece una tienda de Assets donde se pueden conseguir 
elementos de diseño necesarios para adicionar a cualquier 
proyecto que lo requiera. Se ofrecen assets gratis y de pago. 
o Unity ofrece 2 versiones con las cuales se puede trabajar: 
 Personal: Es gratis, y ofrece las características mínimas 
con varias limitaciones. 
 Profesional: Es de pago mensual (Desde USD$75), y 
ofrece todas las características disponibles de la versión 
más reciente. 
3.2. APLICACIÓN DE CRITERIOS DE COMPARACIÓN 
La especificación anteriormente realizada de cada uno de los motores seleccionados 
para esta comparación, presenta un conjunto de características que cada uno de los 
motores posee y aunque en algunos casos parecen similares, estos utilizan 
arquitecturas diferentes para sacar el mayor potencial de dichas características para la 
creación de videojuegos. La comparación que se realizará a continuación tiene como 
objetivo resaltar las ventajas que cada motor posee en el desarrollo de videojuegos 
serios, utilizando un conjunto de criterios basados en la definición por capas que, 
como se mencionó en el capítulo anterior, deben componer un motor de Videojuegos, 
incorporando además ciertos criterios adicionales recolectados durante la 
investigación de los componentes que conforman un motor. 
Para hacer más clara la comparación y poder lograr una conclusión más concisa, se 
realiza una separación en categorías de los criterios que serán usados, las cuales se 
agrupan de acuerdo a las similitudes estos criterios poseen entre sí, las cuales se 
presentan a continuación: 
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3.2.1. Plataformas 
Las plataformas hacia donde están dirigidos los videojuegos juegan un papel 
relevante en el desarrollo, estas plataformas poseen dos factores importantes: el 
hardware y el software. Es por ello que los motores de videojuegos deben proveer 
soporte a una variedad de plataformas en las cuales los videojuegos puedan ser 
desplegados. Esto se ve reflejado en la tabla “Tabla No. 1” donde cada uno de los 
motores escogidos presenta una cantidad considerable de plataformas soportadas. 
 
 
Tabla 1 Comparación de las Plataformas 
Criterio/Motor JMonkeyEngine Unity 3D Unreal Engine 
Hardware 
(Plataformas) 
- PC (Personal 
Computer) 
- NoteBook/Laptop 
- Mobile 
- PC (Personal Computer) 
- NoteBook/Laptop 
- Mobile 
- Consola de videojuegos 
- Web Platform 
- Realidad Virtual 
- PC (Personal 
Computer) 
- NoteBook/Laptop 
- Mobile 
- Consola de 
videojuegos 
(Desarrolladores 
Registrados) 
- Realidad Virtual 
SO (Sistema 
Operativo) 
- Microsoft 
Windows 
- Mac OS 
- Linux 
- Android OS 
- iOS (3.1 Beta) 
- VR (3,1 Beta) 
- Android OS 
- iOS 
- Windows 
Phone 8  
- BlackBerry 
10  
- Tizen 
- Windows  
- Windows 
Store Apps  
- Oculus Rift 
Gear VR  
- Microsoft 
Hololens 
- PS3  
- PS4  
- PSVITA  
- Xbox 360  
- Xbox One  
- Windows 
- Mac OS X 
- iOS 
- Android 
- VR OS 
- Linux 
- Steam OS 
- HTML5 
- Xbox ONE 
(Desarrolladores 
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- Mac  
- Linux  
- Steam OS 
- WiiU Registrados) 
- PlayStation 4 
(Desarrolladores 
Registrados) 
- Ouya 
 
 
Como se observa, los tres motores abarcan algunas de las principales plataformas 
que se usan en el mercado como lo son los Computadores personales (Windows, 
Mac, Linux) y los Smartphones (Android OS), adicionalmente se observa que tanto 
Unity como Unreal se encuentran a la vanguardia de las nuevas tecnologías 
dedicadas al entretenimiento de las personas, ofreciendo soporte a consolas de 
última generación y plataformas exclusivas, inclusive yendo más allá con las 
tecnologías de realidad virtual. Aunque jMonkey no cuenta con soporte para dichas 
tecnologías, actualmente se encuentra incursionando en estas con el fin de llegar 
a darles soporte, lo cual puede ser evidenciado en su versión 3.1 Alpha 1 liberada 
el 21 de Agosto del 2015 (Vainer, 2015). 
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3.2.2. SDK (Software Development Kit) 
Los SDKs son una parte importante para los motores de videojuegos ya que con estos se hace la interacción entre el 
videojuego y la plataforma donde este se encuentra desplegado; algunas de estas SDKs son implementadas por cada 
motor buscando optimizar la interacción videojuego-plataforma, además de que estos se ajusten a las necesidades 
internas que tiene el motor. Lo anterior puede ser visualizado en la tabla “Tabla No. 2”, donde cada motor cuenta con 
una implementación propia de algunos SDKs, a su vez utilizan implementaciones realizadas por terceros, como por 
ejemplo OpenGL y NVIDIA® PhysX® 3.3 en el SDK de Video y Física respectivamente. 
 
 
Tabla 2 Comparación de SDKs 
Criterio/Motor JMonkeyEngine Unity 3D Unreal Engine 
SDKs (Software Development Kits) Conjunto de SDK Utilizados 
  
Video 
- OpenGL 
- TerraMonkey SDK 
(Terrain Editor) 
- OpenGL ES 
- Lightweight Java Game 
Library (LWJGL) 
- Direct3D 
- OpenGL 
- OpenGL ES 
- API Propietarias (Consolas) 
- DirectX 11 - 12 (Wiki) 
- OpenGL 
- JavaScript/WebGL 
Física Bullet Physics 
- Box 2D 
- NVIDIA® PhysX® 3.3 
- NVIDIA® PhysX® 3.3 
- Paper 2D 
60 
Animación 
Skeletal Animation (Solo 
reproduce Animación, 
recomienda el uso de 
Blender) 
- Mecanim (Integrado) 
- AssetDatabase API 
- Persona Editor ToolSet 
Conectividad SpiderMonkey 
- Networking High Level API 
- NetworkTransport 
- FSocket (Socket API C++) 
- Replication (Unreal Engine 
Implemetation) 
Inteligencia Artificial 
Adición de IA con el 
sistema de Plugins 
- IA Avanzada. 
- Algoritmos PathFinding 
automatizados. 
- Mallas de navegación. 
- Arboles de 
Comportamiento  
- Sistema de Consulta del 
Entorno 
 
 
Como se observa, cada motor cuenta con una variedad de SDKs para cada uno de las sub-categorías presentadas en 
la tabla, donde se concluye que cada motor puede llegar a tener implementaciones variadas de cada una de estas, sin 
importar si es propia o elaborada por un tercero, tratando de que cada una aporte positivamente a la optimización de la 
interacción videojuego-plataforma. Adicional a esto, se observa como tanto Unity como Unreal cuentan con todas las 
implementaciones de los SDK incorporadas en sus ambientes de desarrollo, mientras que jMonkey ofrece la capacidad 
de incorporar implementaciones de algunos de los SDK como lo son el de Animación y el de Inteligencia artificial, donde 
estos pueden ser incorporados como plugins o assets a su ambiente de desarrollo. 
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3.2.3. Funcionalidades y Administración Interna 
Cada uno de los motores define cómo será la administración de los objetos del juego y los recursos (assets) que serán 
utilizados por el videojuego, lo cual se basa en el tipo de lenguaje de programación utilizado para el desarrollo del 
motor, ya que dicho lenguaje le permite tener acceso a una variedad considerable de funcionalidades implementadas 
por este y, por ende, definir de qué manera se realizará dicha administración. En la tabla “Tabla No. 3” se presenta 
cada una de las librerías de los lenguajes de programación sobre el cual está basada la construcción del motor, así 
como las estructuras de los administradores de los recursos (assets) y objetos del juego que utiliza cada motor durante 
la creación del videojuego al igual que en el tiempo de ejecución del mismo. 
 
 
Tabla 3 Comparación de Funcionalidades y Administración Interna 
Criterio/Motor JMonkeyEngine Unity 3D Unreal Engine 
Core (Funcionalidad 
Interna) 
- Java Programing Language 
- JDK 1.7+ 
- JMonkeyEngine SDKs 
- C# Libraries. 
- JavaScript Libreries. 
- C++ Libraries. 
- Bluiprints Libraries. 
Administración de 
Recursos 
AssetManager 
Asset Bundle, Resource 
Folders 
Asynchronous Asset Loading. 
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GamePlay 
- Estructura de Nodos 
- Estados de Aplicación. 
- Controles (controladores) 
Modificables 
- Convenciones de Entrada (Input) 
Unificadas 
- Prefabs (Prefabricados) y 
Transforms. 
- Convenciones de Entrada 
(Input) Unificadas. 
- UObjetcs y Actores. 
- Clases especializadas para el 
manejo del gameplay. 
- Timers. 
- Ciclo de Vida de los Actores. 
 
 
Como se observa, cada motor hace uso de las librerías nativas que el lenguaje de programación que lo constituye le 
ofrece, pero en algunos casos como el de Unreal y Unity, también se tiene acceso a las librerías nativa de los lenguajes 
adicionales que ofrece el motor para el desarrollo de videojuegos como lo es Boo y Blueprints utilizados por Unreal y 
Unity respectivamente. Adicionalmente, cada motor utiliza procesos propios para la administración de los recursos así 
como estructuras definidas para el manejo de los objetos del videojuego tanto en el proceso de creación como en 
tiempo de ejecución, como por ejemplo, Unreal hace uso de los UObjects y Actores para controlar los objetos dentro del 
escenario del videojuego, Unity lo hace mediante los Prefabs y Transforms y jMonkey utiliza una estructura de árbol 
para manejar los objetos. 
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3.2.4. Componentes Vitales 
Un motor de videojuego para poder ser utilizado como una herramienta tecnológica en el desarrollo de videojuegos, 
tiene que ofrecer como mínimo la posibilidad de presentar los objetos digitales de un videojuego en un dispositivo de 
salida visual y dar atributos a estos objetos para que interactúen con el ambiente virtual en el que se desenvuelven; en 
términos generales, este debe brindar la posibilidad de modificar y transformar el mundo digital creado en una 
experiencia real para la persona que está interactuando con dicho mundo. Es por esto que los motores de videojuegos 
deben proveer ciertos mecanismos para renderizar los objetos creadas, darle realismos a dichos objetos mediante la 
animación y haciendo que estos sean afectados por la simulación de física generada en el entorno, crear agentes 
inteligentes los cuales interactúen con el jugador y que todo lo anterior pueda ser rodeado de un ambiente sonoro que 
permita una inmersión auditiva del jugador, esto con el fin de la que la interacción que el jugador tendrá sea lo más 
realista posible. A estos criterios se decide atribuirle el nombre de componentes vitales debido a que las características 
que estos poseen entre si le permiten al desarrollador poder crear el contenido necesario para el videojuego, como se 
muestra en la tabla “Tabla No. 4” estos componentes serán los usados en el motor de videojuego para realizar el 
desarrollo. 
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Tabla 4 Comparación de Componentes Vitales 
Criterio/Motor JMonkeyEngine Unity 3D Unreal Engine 
Renderización 
- Iluminación de Sombras 
(PSSM y SSAO). 
- Shaders y Materiales. 
- Herramientas GUI: 
NiftyGUI. 
- Skybox 
- Cinematografía (Edición de 
cortometrajes) 
- Filtros y Efectos. 
- Iluminación Global en tiempo real. 
- Sombreado a base de física 
- Conducto de Reflexión  
- UI Intuitivo 
- Skybox 
- Combinación de Figuras para 
expresiones Faciales 
- Soporte sobre LOD. 
- Motor de sombreado para occlusion 
culling. 
- Sistema Modular de partículas 
- DirectX 11 y 12 
- Editor de Materiales 
- Animación de personas 
- Cinemática Matinée 
- Terrenos y Follaje 
- Efecto post-procesamiento 
- Escalabilidad 
- Efectos Visuales en Cascada 
Física - Bullet Physics (jBullet port) 
- PhysX 3.3 
- Box2D 
- PhysX 3.3 
- Paper 2D 
Animación 
- Reproduce Animación 
importadas desde Blender. 
- Retargetable Animation. 
- Transiciones Sofisticadas 
- Jerarquía de Maquinas de Estado 
- Importe de animaciones. 
- Animation Clips 
Skeletal-based deformation of 
meshes with morph-based 
vertex deformation. 
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Audio 
- OpenAL 
-Posicional multicanal  3D 
-Ciclos y ambientes de 
sonidos 
Direccionamiento 3D 
- Manejos de ambientes de 
audio 
-Generación de pregrabados 
- Mezcla y Masterización de Sonidos. 
- Jerarquías de mezcla, grabaciones 
instantáneas y  
   efectos predeterminados. 
Sound Cue Editor 
Multijugador / 
Conectividad 
Modelo Cliente Servidor Modelo Cliente Servidor Modelo Cliente Servidor 
 
 
Como se observa, cada motor presenta una variedad de características que son usadas por el desarrollador para la 
creación de un videojuego, aunque estos cuentan con características similares que normalmente son usadas como el 
occlusion culling, el uso de terrenos, sombreado, etc, algunos de los motores ofrecen características especiales que 
hacen de este único con respecto a los demás, como por ejemplo el editor de materiales o el sistema modular de 
partículas de Unreal y Unity respectivamente, lo cual permite que todas las necesidades que se tienen en un proyecto 
determinado pueden ser satisfechas, no sólo por las características básicas con las que cuentan los motores, sino 
adicionalmente por las características que los vuelven únicos. Además, dichas características determinan el alcance 
que puede llegar a tener el desarrollador utilizando uno de los motores en específico, ya que al seleccionar uno de 
estos, el desarrollador conoce el alcance que puede llegar a tener el proyecto debido a las características que este 
presenta, como por ejemplo jBullet y Physx, los cuales determinan las características físicas que pueden ser agregadas 
a los objetos dentro de un videojuego. 
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3.2.5. Características Adicionales 
Los motores de videojuegos poseen un conjunto de características que, aunque no son esenciales para el desarrollo, 
pueden llegar a ser un factor importante en la selección de uno de estos, ya que algunos de estos son factores 
relevantes que tienen un impacto durante el desarrollo de un videojuego ofreciendo un soporte constante para el 
desarrollador, no sólo para consultas relacionadas a la solución de problemas o necesidades encontradas, sino también 
para disminuir los tiempos de desarrollo; mientras que otras características tienen un rol importante durante la selección 
del motor, debido a que son determinantes iniciales sobre las posibilidades que se tienen al usar el motor, 
estableciendo alcances y límites en etapas iniciales de la creación de un videojuego. En la “Tabla No. 5” se listan cada 
uno de las características adicionales que se definieron para la comparación de estos tres motores. 
 
 
Tabla 5 Comparación de Características Adicionales 
Criterio/Motor JMonkeyEngine Unity 3D Unreal Engine 
Documentación 
Disponible 
- Showcase. 
- Wiki. 
- Foro. 
- Blog. 
- Javadoc. 
- Showcase (Everyplay). 
- Wiki. 
- Foro. 
- Video tutoriales. 
- FAQ. 
- Seguidor de errores. 
- Manual de uso. 
- Chat (Mensajería Instantánea). 
- Showcase. 
- Wiki. 
- Foro. 
- Noticias (Blog). 
- Marketplace. 
- Video tutoriales. 
- FAQ. 
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- Aprendizaje en vivo. 
IDE 
IDE propio (Basado en 
Netbeans) con Plugins 
adicionales 
Editor propietario con 
características integradas 
Editor propio con 
características integradas 
Lenguaje 
Programación 
Java Programming 
Language 
C#, JavaScript, Boo 
Blueprint Visual Scripting 
Language, C++ 
Tipo de Licencia Open-source Software Libre Privativa con EULA 
 
 
Como se observa, cada motor cuenta con unas características adicionales  que soportan de cierta manera todo el 
proceso del desarrollo, sea al inicio o durante su ejecución, por ejemplo, el tipo de licencia determina un factor 
importante al inicio del proceso debido a que, sabiendo que tipo de licencia tiene el motor se pueden llegar a saber las 
limitantes que este posee y por ende determinar los alcances que el proyecto tendrá, caso como el de jMonkey, que al 
ser un open-source se sabe que muchas de sus características están limitadas a la comunidad que soporta su 
desarrollo, mientras que Unity y Unreal, al ser privativas, tienen un respaldo completo de todas las características que 
ofrece el proveedor del software. Adicionalmente, los motores cuentan con una variada documentación disponible a la 
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cual se puede acceder durante todo el proceso de desarrollo, ofreciendo desde la documentación de las 
implementaciones hasta tutoriales y guías en los usos de las características que estos proveen. Otra característica 
relevante con la que cuentan los motores, es el hecho de que cada uno de estos cuenta con un IDE propio, lo cual le  
permite al desarrollador tener disponibles todas las características que el motor provee. 
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3.2.6. Criterios Agregados 
Los criterios que serán agregados a continuación se encuentran basados en la 
experiencia con la que cuentan los integrantes del presente proyecto, ya que no 
son parte íntegra de los motores de videojuegos pero si constituyen factores 
externos que afectan el rendimiento de los procesos de desarrollo de un proyecto 
determinado. Dichos criterios son: 
3.2.6.1. Curva de Aprendizaje 
La curva de aprendizaje, como lo define el diccionario de la universidad de 
(Oxford Dictionaries Curve, 2015), “Es la tasa de progreso de una personas en 
adquirir experiencia o nuevas habilidades” es por ello que en el proceso de 
aprendizaje de una nueva tecnología se debe tener en cuenta el factor que 
determina la dificultad que tomara aprender este, en el caso de los motores de 
videojuegos, se han escogido dos factores relevantes que influyen en el uso de 
estos, el primer factor son los lenguajes de programación que cada motor 
provee para el desarrollo ya que para hacer uso de cada lenguaje se debe 
entender lo mejor posible su estructura, sintaxis y paradigma, lo cual, si no se 
cuenta con la experiencia necesaria, será un trabajo arduo de aprender. El 
segundo factor que se elige es el uso de la herramienta de desarrollo que cada 
motor provee ya que, como se ha explicado en los puntos anteriores, estos 
cuentan con una serie de características que son implementadas de formas 
diferentes y por ende la inclusión de dichas características en la herramienta 
de desarrollo también lo es, por lo cual el aprendizaje del uso de esta 
dependerá de qué tan usable sea desarrollada dicha herramienta. Para realizar 
una comparación coherente entre los 3 motores seleccionados, se decide 
ponderar la curva de aprendizaje de la siguiente manera: 
o bajo-bajo: Los dos factores utilizados son de fácil aprendizaje. 
o bajo-alto: El primer factor es de fácil aprendizaje, mientras que 
el segundo es de difícil aprendizaje. 
o alto-bajo: El segundo factor es de fácil aprendizaje, mientras 
que el primero es de difícil aprendizaje. 
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o alto-alto: Los dos factores utilizados son de difícil aprendizaje. 
 
En la tabla “Tabla No. 6” se realiza la correspondiente ponderación de la curva 
de aprendizaje de cada uno de los motores seleccionados. 
 
 
Tabla 6 Comparación de Curva de Aprendizaje 
Criterio/Motor JMonkeyEngine Unity 3D Unreal Engine 
Curva de 
Aprendizaje 
Lenguaje IDE Lenguaje IDE Lenguaje IDE 
BAJA BAJA BAJA ALTA BAJA ALTA 
 
 
Como se observa, cada motor cuenta con el mismo nivel de aprendizaje, esto 
se debe a que todos están basados en un mismo paradigma de programación 
(Orientado a Objetos para este caso), y aunque cada uno posea una estructura 
y sintaxis diferente, el tener el mismo paradigma hace que todos se ubiquen a 
un mismo nivel de aprendizaje haciendo que el aprendizaje de uno de estos 
sea igual al de los demás y por ende ofreciendo las mismas ventajas y 
desventajas a la hora de aprenderlo. Adicionalmente, se observa que para el 
segundo factor ponderado, en el caso de Unity y Unreal, el nivel de aprendizaje 
es el mismo, ya que al hacer uso del ambiente de desarrollo de estos, se 
encontró que para hacer un correcto uso de este se debe tener un 
conocimiento previo sobre ambientes similares o, en su defecto, tener una 
documentación constante que lo guíe en el uso del ambiente durante el 
proceso de desarrollo, ya que la distribución de herramientas y componentes 
no es lo suficientemente intuitiva si no se cuenta con dicho conocimiento y por 
ende el usar la herramienta se vuelve complicado; caso contrario se tiene con 
el ambiente de desarrollo que provee jMonkey, ya que dicho ambiente tiene un 
alto grado de similitud con otro ambiente de desarrollo muy utilizado por los 
desarrolladores llamado netbeans, lo cual facilita en gran medida la 
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identificación de componentes y herramientas que este provee y, por ende, su 
aprendizaje es mucho más sencillo. 
 
3.2.6.2. Requisitos de Uso 
Como se definió en el capítulo anterior, los motores de videojuegos son 
catalogados como un programa de computación para la creación de 
videojuegos, y como todo programa requiere una serie de requisitos mínimos 
de hardware y de software para su correcto y estable funcionamiento, dichos 
requisitos normalmente son proporcionados por los propietarios de este, con el 
fin de garantizar a los usuarios finales que el programa no presentará 
inconvenientes a la hora de su funcionamiento. Para los tres motores 
seleccionados, cada propietario definió una serie de requisitos mínimos para el 
correcto funcionamiento de su motor, lo cual se muestra en la tabla “Tabla No. 
7”. 
 
 
Tabla 7 Comparación de Requisitos de Uso 
Criterio/Motor JMonkeyEngine Unity 3D Unreal Engine 
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Requisitos de uso OS: Mac OS X, 
Microsoft Windows, 
Linux, Solaris 
Memoria: >40 MB + 
Memoria para Assets 
CPU: >1GHz 
Tarjeta Gráfica: 
AMD/ATI Radeon 
9500, NVIDIA GeForce 
5FX, Intel GMA 4500, o 
mejores que soporten 
OpenGL 2.0 o mejor 
JDK: > JDK 6 
OS: Microsoft Windows 
XP SP2+, 7 SP1+, 8, 
10; Mac OS X 10.8+ 
Tarjeta Gráfica: Tarjeta 
Gráfica con soporte 
DX9 (Shader Model 
2.0). 
iOS: Computador MAC 
con OSX 10.9.4 y 
Xcode 6.x. 
Android: Andorid SDK 
y JDK. 
Windows 8/8.1 Phone  
/ Windows 8/8.1 Store 
App: Windows 8.1 Pro 
(64 Bits) y Visual Studio 
2013 Update 2+ 
WebGL:  Mac OS X 
10.8+ o Windows 7 
SP1+ (64 Bits) 
OS: Mac OS X 
10.9.2, Microsoft 
Windows 7/8 (64 
bits), Linux 
(Ubuntu 15.04 o 
cualquier 
distribución de 
Linux razonable) 
Memoria: 8 - 16 
GB 
CPU: Quad-core 
Intel (Solo en 
Mac) o AMD, 2.5 
GHz o superior. 
Tarjeta Gráfica: 
DirectX 11 
Soportado 
(Windows, Mac), 
NVIDIA GeForce 
470 GTX o 
superior (Linux)  
 
 
Como se observa en la tabla, cada uno de los propietarios ha definido una 
serie de características que cada uno ha considerado necesario para que el 
motor de videojuegos pueda funcionar correcta y establemente. 
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4. CAPITULO 4 – CREACIÓN DE UN VIDEOJUEGO 
Figura 32. Mapa mental sobre los términos relacionados con la creación de videojuego 
 
4.1. ESTRUCTURA UN VIDEOJUEGO 
4.1.1. Genero 
El género es un término mundialmente utilizado para clasificar diferentes clases de 
artes existentes, las cuales reúnen ciertas características que permiten agruparlas 
entre sí. En los videojuegos, esta categorización está basada en el gameplay 
(Dinámica de juego) con el que este cuenta, más que en su historia o estilo visual, 
ya que es el gameplay quien determina los retos presentes en la jugabilidad. El 
género es un determinante en la denotación de la mecánica (jugabilidad) que 
contendrá el videojuego, dicho género atribuye una estructura narrativa distinta y 
unos elementos de juego que determinan el sentido que tomará la historia y los 
personajes que se encontraran en esta. 
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4.1.2. Personajes y entorno 
Los personajes de un videojuego son seres (Humanos, animales o de cualquier 
naturaleza, reales o imaginarios) que aparecen en la historia de este, siendo los 
encargados de realizar las acciones que permiten el desarrollo de dicha historia. 
Normalmente estos personajes representan diferentes roles durante la historia que 
el videojuego tiene,  lo cual define la importancia que estos tienen en esta. En las 
historias se cuenta con una variada clasificación de los personajes pero, 
normalmente, resaltan los personajes principales y secundarios, donde los 
principales “Son aquellos que llevan el peso de la acción, siendo sus actos quienes 
marcarán el desarrollo de la misma... Por otra parte, su caracterización, tanto 
psicológica como física, siempre será más completa que la del resto de 
personajes.”, mientras que los secundarios “Son personajes subordinados al 
personaje principal. Su caracterización es siempre más escueta, sobre todo en los 
relatos, y su objetivo es tanto contribuir al color de la narración como, a veces, 
generar los conflictos a los que se debe enfrentar el personaje principal. Son, 
además, personajes más estáticos, menos sujetos a cambios internos, aunque sí 
suelen intervenir activamente en la construcción de los giros argumentales 
necesarios en el desarrollo de la trama.” (Sinjania, 2011) ya que la interacción 
entre estos tipos de personajes permite el avance en la historia del videojuego. 
En la creación de los personajes se hace uso de los perfiles de cada personaje, en 
el cual se tiene en cuenta aspectos físicos, antecedentes y rasgos de 
personalidad, con el fin de darle credibilidad y autenticidad al este dentro de la 
historia. Cada personaje dentro de la historia es afectado por el entorno que lo 
rodea, siendo el entorno “El espacio físico y social en el que evoluciona un relato 
tiene una primera importante función de marco y sostén del mundo narrado ... Pero 
con mucha frecuencia el entorno se convierte en un lugar de convergencia de los 
valores temáticos y simbólicos del relato en una suerte de síntesis de la 
significación del personaje” (Pimentel, 1998), ya que es el entorno quien determina 
las acciones que puede realizar el personaje, como lo menciona (Pimentel, 1998), 
“El entorno tiene entonces un valor sintético, pero también analítico, pues con 
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frecuencia el espacio se funge como una prolongación casi como una explicación 
del personaje” teniendo en cuenta lo anterior, al crear un personaje se debe tener 
presente la interacción que este tendrá con el entorno, como lo menciona 
(Restrepo, 2014), se tiene lo que el personaje quiere y la acción que realiza para 
conseguirlo, el obstáculo que se le presenta para ello o un estímulo que lo afecta y 
la reacción del personaje a esos obstáculos o estímulos, lo anterior se usa para 
realizar una mayor descripción del personaje y de su entorno. 
4.1.3. Historia 
La historia es cualquier reporte de eventos conectados que cuentan una historia 
siendo presentados en palabras escritas o habladas o de una secuencia de 
imágenes, esta narrativa puede ser atribuida a eventos reales o imaginarios 
plasmados en cualquier obra de arte (Oxford Dictionaries2, 2015). La historia en 
los videojuegos, como opina (Dexomega, 2014) en el blog “Talk Amongst 
Yourselves”, “Es una noción abstracta de la narrativa dentro de un videojuego, ya 
sea escrito por un jugador o por un desarrollador. Básicamente existe una 
secuencia que relata los eventos que eventualmente culminan en un resultado. 
Esta definición es extremadamente versátil y es aplicada básicamente a todos los 
videojuegos en la historia”, la cual narra todas los sucesos ocurridos antes, 
durante y después dentro del videojuego, en la cual se ven involucrados los 
personajes y su entorno. 
Para la creación de una historia en un videojuego, se debe tener una estructura, lo 
cual sirva de guía para definir los eventos que se llevarán a cabo en esta; una 
estructura simple usada por (González, 2007) define: 
 Sucesos: Son los hechos que se anteponen a la historia principal, con el 
fin de darle precedencia a esta. 
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 Implicación: Son las acciones que conllevan al personaje principal a 
involucrarse en la historia, buscando generar una atracción en el jugador 
para que continúe esta. 
 Argumento: Son todos los sucesos que componen la historia principal, 
posiblemente uno diferente de otro, lo cual puede estar constituido de 
diferente sub-historias lo cual afecta directa o indirectamente la historia 
principal, estas pueden ser resueltas por el jugador de diversas maneras y 
orden. 
 Sorpresa: Es el factor sorpresa que se debe tener en el videojuego, donde 
se hace que la historia principal tome un vuelco completo y se le dé inicio a 
una nueva historia, esto permitirá que el jugador se sienta engañado y 
motivado para continuar con la nueva historia, agregando horas adicionales 
de juego. 
 Desenlace: Es darle el toque final a la historia del videojuego, generando 
en el jugador la satisfacción de haberla completado, inclusive generando 
además el deseo de volver a disfrutar de esta. 
Cuando se tiene definida cuál será la estructura que tendrá la historia del 
videojuego, se procede a crear lo que contendrá dicha  historia, normalmente el 
proceso para la creación de la narrativa puede llegar a variar  dependiendo de la 
persona quien lo realiza, pero se pueden tener ciertas pautas básicas para la 
construcción de dicha historia, como lo menciona (Gómez, 2014) estas pueden 
ser: 
 Storyline (Trama de la historia): Es construir la trama de la historia a 
partir de la presentación del conflicto, desarrollo del conflicto y solución del 
conflicto. La idea de hacer esto, es hacerlo de una manera corta para tener 
la idea básica de toda la historia. 
 Sinopsis: Es realizar un resumen general de la historia del videojuego 
donde se incluyan los puntos fundamentales de la esta. 
 Step outline (Escaleta): Es ordenar de forma secuencial todas las 
escenas, sucesos o acciones cruciales de la historia, explicando a fondo 
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cada uno de estos, incluyendo además detalles importantes transversales y 
específicos a la historia. (Sánchez, 2015). 
 Personajes: Se definen o detallan los perfiles de los personajes 
involucrados en la historia, siempre y cuando esto no se haya realizado con 
anterioridad en los puntos anteriores. 
 Tratamiento: Es elegir cada uno de los elementos de la escaleta con el fin 
de profundizar y expandir la narración de cada uno de estos. 
4.1.4. Niveles y escenarios 
Los niveles y escenarios de un videojuego son los encargados de presentar y 
relatar de forma visual e interactiva la historia que se desenvuelve durante el 
progreso de todo el videojuego. (Velilla, 2015) ofrece una definición para estos dos 
elementos de la siguiente manera: Un Escenario “Es el área donde se ubican 
todos los elementos visuales de un nivel, que a su vez interactúan entre sí. En 
otras palabras el escenario es el área física de un nivel y sirve como contenedor 
de todo lo que podemos visualizar.” mientras que el nivel “Es un área concreta 
dentro de un mundo virtual, donde el o los jugadores deben enfrentar desafíos 
interactuando con los elementos dados en el escenario, en busca de completar un 
objetivo. Entonces podemos destacar que un nivel no lo conforma solo el área 
donde se desarrollan las acciones del videojuego, es todo aquello que interactúa 
en él también, incluyendo la dificultad que presentemos para poder completar los 
objetivos, además de los elementos o herramientas a las que tengamos acceso 
para terminarlo”.  Velilla también resalta el hecho de que los escenarios son 
contenedores de niveles, basándose en la premisa de que un videojuego es en 
esencia un escenario donde el jugador puede explorar y en el cual puede 
encontrar diferentes niveles con diferentes objetivos, esto se puede encontrar en 
videojuegos asociados al género de open world (Encyclopedia Gamia, 2015) en el 
cual se presenta al jugador un mundo (escenario) el cual contiene variedad de 
misiones (niveles) a las que se puede acceder en un determinado momento. Pero 
como se mencionó, el género juega un rol en cómo el videojuego está 
estructurado, por ende los escenarios y los niveles también lo están. 
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En el diseño de niveles, los diseñadores tienen control sobre cómo cada escenario 
y nivel será creado, pero para ser considerado un buen diseño este debe tener 
ciertas características que lo rijan; (Taylor, 2013) define un conjunto de principios 
que pueden ser utilizados en el diseño de un buen nivel y escenario, estos son: 
 Es divertido para explorar - El nivel usa un claro lenguaje visual para 
guiar al jugador a través de la ruta principal, y crear interés permitiendo que 
el jugador tenga libertad de movimiento en el escenario, rutas secundarias, 
áreas escondidas y elementos de laberinto. 
 No basarse en palabras para contar una historia - A parte de la 
narración explícita dada por una historia y unos objetivos, un buen diseño 
de nivel da una narración implícita a través del ambiente, dándole al 
jugador la posibilidad de tomar decisiones para crear una propia narración 
emergente. 
 Decir al jugador que hacer, mas no como hacerlo - Asegurar que los 
objetivos de las misiones sean transmitidos de forma clara, pero dejar que 
el jugador los complete a su manera y si es posible, en cualquier orden. 
 Constantemente enseñar al jugador algo nuevo - Mantiene al jugador 
absorto al introducir de manera continua nuevas mecánicas en el 
videojuegos a medida que este avanza, evitando que la mecánicas 
conocidas hasta el momento no se conviertan monótonas al agregar 
modificaciones inusuales a estas. 
 Es sorprendente - No siempre es apropiado una narrativa que utilice 
siempre el mismo modelo, un buen diseño de nivel no se atemoriza al 
tomar riesgos con el nivel de avance, la estética, lugares u otros elementos 
que pueden crear una nueva experiencia. 
 Darle poder al jugador - Los videojuegos son un escape, y como tal, no 
deberían caber en lo genérico. Por lo tanto, un buen diseño en el nivel 
refuerza el poder que tiene el jugador el jugador, al permitirle experimentar 
la consecuencias de la acciones realizadas en el videojuego, ya sea de 
manera inmediata o a largo plazo, a través de un diseño integrado de todos 
los niveles. 
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 Permitir al jugador controlar la dificultad - Prepara el camino principal 
para los jugadores con habilidades básicas, presentando a jugadores más 
avanzados con retos opcionales informando las oportunidades de riesgo y 
recompensa. 
 Es eficiente - Los recursos son limitados. Un buen diseño de nivel crea 
eficiencia a través de la modularidad, mecánicas bidireccionales e 
integradas, objetivos de navegación adicionales que hacen uso de todo el 
espacio de juego. 
 Crea emoción - comienza al final con la respuesta emocional que se 
espera, trabajando en retroceso, escogiendo las mecánicas apropiadas en 
el videojuego, las métricas espaciales de cada escenario y los elementos 
narrativos en la historia los cuales buscan provocar dicha respuesta. 
 Es manejado por las mecánicas del juego - Sobre todo, el nivel muestra 
las mecánicas del juego a través del nivel, con el fin de reforzar la 
naturaleza única de la interacción del videojuego. 
4.1.5. Mecánicas del juego 
Las mecánicas del juego son todas las reglas por la cuales está regido un 
personaje dentro de un videojuego, como lo concluye (Jiménez, 2013), “En los 
libros de diseño de juegos, escritos por profesionales reconocidos, encontramos 
definiciones diferentes para describir el mismo concepto, pero lo cierto es que casi 
todas ellas concluyen en que una mecánica es una regla de juego con una entrada 
y una salida que produce cambios en el sistema.”, por lo cual se puede decir que 
las mecánicas de juegos son funcionalidades que reciben una determinada 
entrada, la cual es atribuida a una acción hecha por un personaje dentro de un 
videojuego, generando una respuesta o salida a partir de dicha entrada, viéndose 
reflejada sobre el personaje o su entorno. Esto puede ser observado en la Figura 
32, donde teniendo una acción de entrada a una mecánica de juego se procede 
una salida o consecuencia. 
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Figura 33. Ejemplo Mecánicas de Juego por Sergio Jiménez 
 
(Siang, 2005), en su tesis, menciona una serie de clasificaciones en las que las 
reglas dentro de los videojuegos pueden ser abarcadas, basándose en los 
estudios realizados por Susana Tosca, Karl Kjaer Johnsenl y Caillois; estas 
clasificaciones se basan en cómo estas reglas impactan la mecánica de todo el 
videojuego. Siang presenta dos clasificaciones iniciales, como lo son las reglas 
fuertes y las reglas débiles, donde las fuertes son las reglas que definen la 
mecánica de todo el juego, como por ejemplo propiedades de los objetos, 
comportamientos y la dinámica del videojuego, mientras que las reglas débiles 
hacen referencia a una pequeña cadena de acciones para completar objetivos 
concretos en momentos determinados dentro del juego, un ejemplo de estos en el 
videojuego SUPER MARIOS BROS 3 es que los comportamientos que tiene el 
personaje de Mario, como lo son saltar, correr y nadar son reglas fuertes, mientras 
que la secuencia de acciones que el mismo personaje debe realizar para aumentar 
su poder, lo cual consiste en saltar para romper un bloque de interrogación y tocar 
el hongo que sale de este, es una de las reglas débiles que se presentan en el 
videojuego. Adicional a estas dos reglas, Siang presenta tres reglas derivadas de 
estas, las cuales son reglas del mundo, reglas del juego y las reglas de la 
narración, donde las reglas del mundo están relacionadas con la lógica y los 
mecanismos del mundo, las reglas narrativas son más específicas y cuentan con 
una calidad semántica mientras que las reglas del juego son reglas débiles sin una 
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calidad semántica, es decir, las reglas que determinan cómo el juego es jugado, un 
ejemplo para estas puede ser tomado del videojuego Arkanoid, donde el 
movimiento que se realiza de la plataforma inferior para desviar la bola es una 
regla de mundo, golpear un bloque especial para obtener una habilidad adicional 
es una regla de narración y el aumento del puntaje del jugador cada vez que se 
golpea un bloque es una regla del juego. 
Siang también realiza una menciona sobre unas clasificaciones que pueden ser 
dadas a los videojuegos con base a la cantidad de reglas que este tenga 
incorporado, como lo son ludus y paidea, donde ludus es un videojuego donde sus 
reglas son más complejas, mientras que paidea las reglas que el videojuego 
contiene son más simples. Estas clasificaciones pueden ser utilizadas como base 
para la realización un buen diseño de toda la mecánica que un videojuego tendrá. 
4.2. ARQUITECTURA DE UN VIDEOJUEGO 
La arquitectura que posee un videojuego determina el proceso que este va a realizar 
durante toda su ejecución. El ejecutar estos pasos de forma correcta aumenta la 
posibilidad de una ejecución fluida, asegurando una carga y descarga de los recursos 
(assets) necesarios en el videojuegos al igual que la presentación  o renderización que 
se presenta ante el jugador. Normalmente esta arquitectura se basa en un diagrama 
de flujo “Imagen”, este contiene en su interior un ciclo donde se realiza el 
procesamiento complejo que requiere el videojuego para causar en el jugador la 
sensación de realismo en el este. (Rabin, 2005) 
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Figura 34. Ejemplo de la arquitectura básica de un videojuego 
 
La arquitectura básica y general para todo videojuego que plantea Rabin está 
compuesta de la siguiente manera: 
4.2.1. Inicialización (Initialization) 
En esta etapa se hará la inicialización de todos los elementos necesarios que 
serán usados posteriormente en el ciclo de videojuego y se reserva memoria para 
los objetos que intervienen en el proceso. 
4.2.2. Ciclo de juego (Game loop) 
El game loop es una serie de pasos que son repetidos hasta que cierta condición 
es alcanzada o un evento importante toma lugar en tal punto que la lógica del 
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juego se modifica con respecto a este (Foltz, 2011). El game loop está conformado 
por una serie de tareas que tienen como función capturar, procesar, actualizar y 
presentar los datos presentes en el videojuego (Duchi  y Tejedor, 2012). Estas 
tareas son: 
 Recolectar datos en entrada. 
En esta tarea se realiza la verificación de las entradas que realiza el 
jugador a través de dispositivos físicos, estos dispositivos pueden ser un 
gamepad, un mouse, un teclado, una dirección para conducción, una 
cámara de video o cualquier dispositivo que genere una  entrada. Lo más 
importante de esta tarea es el de reconocer correctamente la entrada del 
jugador y hacerlo ver lo más instantáneo posible para el jugador. 
 Recolectar datos de la red. 
Otro tipo de entrada que puede existir son los paquetes de información los 
cuales provienen de una red de datos, esto es común en los videojuegos 
que requieren conexión por red. Estos paquetes son procesados de 
acuerdo a su naturaleza, ya sea haciendo cambios en el juego o creando 
una nueva entrada para enviar. Es importante no bloquear el sistema 
esperando paquetes, si no trabajar con los que se tiene a disposición  
(Duchi  y Tejedor, 2012). 
 Recolectar datos de la IA. 
En este paso se recolecta la información relacionada con los agentes 
inteligentes dentro del videojuego, obteniendo información relacionada con 
los nuevos movimientos y/o acciones que cada agente se dispone a 
realizar. 
 Procesar todos los datos recolectados. 
Es este paso es donde se realiza el procesamiento de toda la información 
que fue recolectada en pasos anteriores. Duchi  y Tejedor proponen una 
subdivisión de este punto en dos fases adicionales: 
o Control de las Reglas del juego. 
Se realiza toda el procesamiento y verificación de la reglas del 
juego, con el fin de determinar si se están cumpliendo conforme 
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fueron establecidas. Es este paso igualmente se verifica si el juego 
llegó a su final, de lo contrario se realizan los cambios pertinentes al 
estado actual del videojuego actualizando la variables globales que 
controlan el videojuego.  
o Control de la Física y Colisión. 
Se realizan los cálculos físicos pertinentes a todos los objetos que 
interactúan con los datos recolectados, así como los procesos de 
colisiones a estos. Esta fase tiene como salida las nuevas 
posiciones en las cuales cada objeto se presentará. 
 Tareas Misceláneas. 
Rabin resalta el hecho de que se debe realizar un procesamiento de todas 
las tareas adicionales que cada uno de los desarrolladores haya 
considerado necesario adicionar al videojuego y que además requiere ser 
incluido en el game loop. 
 Actualización de los objetos 
Al terminar el procesamiento lógico de todos los valores que se deben 
aplicar a cada uno de los objetos, se procede hacer la actualización de 
estos y los sub-objetos que contiene. En el caso de tener un mundo con 
una estructura de en forma de grafo, se realiza la propagación de los 
estados utilizado a través de todo el árbol. 
 Renderizar 
Luego de haber recolectado toda la información, haberle realizado el 
correspondiente procesamiento y actualizado todos los objetos pertinentes, 
se procede a realizar el renderizado de dichos objetos, es importante 
recordar que no se puede enviar todo el escenario a través del motor 
gráfico y esperar que este tenga un excelente rendimiento. Puede ser 
necesario que se tenga que realizar unos cálculos extras, como por 
ejemplo ajustar la posición cámara o verificar que objetos pueden ser 
visibles por esta, esto con el fin de que el rendimiento del motor gráfico sea 
más óptimo al no renderizar todo el escenario. 
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4.2.3. Finalización (Shutdown) 
En esta etapa se hace lo contrario al proceso de inicialización, es decir, 
eliminamos de memoria todos los objetos que se crearon, se cierran todos los 
sistemas que se usaron en el juego y se guardan los datos pertinentes que el 
jugador consiguió en el juego, si se tiene. Esto se debe realizar de forma inversa al 
proceso de inicialización con el fin de evitar problemas de dependencia entre los 
procesos que se están terminando. 
4.3. PROCESO CORTO PARA EL DESARROLLO DE UN VIDEOJUEGO 
Como lo mencionan (Mendoza y Figueroa, 2013) en su artículo presentado en el 
8CCC (VIII Congreso Colombiano de Computación) del 2013, el desarrollo de un 
videojuego es un proyecto que requiere un trabajo coordinado de profesionales de 
diferentes ramas, particularmente de ingenieros de sistemas, los cuales buscan 
aprovechar al máximo el hardware que el videojuego tendrá a su disposición y poder 
ofrecer una experiencia fluida y memorable para los jugadores, donde no sólo es 
importante los componentes técnicos, sino que además los equipos de trabajos 
requieren una variedad de disciplinas y estar en constante aprendizaje de diversos 
temas involucrados durante los procesos de desarrollo. 
Figura 35. Modelado de proceso de negocios (BPM) del proceso corto para el 
desarrollo de un videojuego 
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Como se muestra en Figura 35, mediante un BPM, un proceso corto de desarrollo de 
un videojuego está basado en 4 etapas, donde no se da lugar a ciclos debido a que se 
busca que el desarrollo de este sea de corta duración. Las etapas utilizadas son: 
4.3.1. Desarrollo creativo 
En esta etapa el equipo de trabajo debe aterrizar la idea que se tenga del 
videojuego, buscando que todo el equipo esté de acuerdo en todos los aspectos 
que serán plasmados. Esto se hará en dos documentos que permitirán al equipo 
de trabajo tener la información plasmada de lo que se quiere tener en el 
videojuego. Adicionalmente, la construcción de estos documentos permite 
identificar si hace falta personal o roles en el equipo que fue establecido 
inicialmente. Los dos documentos son: 
 Pitch Document: Documento donde se ilustra de forma muy gráfica la idea 
principal y las características importantes del juego, donde se plasmen los 
puntos claves del juego, factores diferenciadores y razones por las cuales 
este sería un proyecto rentable. Un objetivo de este documento es ser 
presentado ante posibles inversionistas, en búsqueda de financiación. 
 One Pager: Documento donde se reúne una descripción que ilustre el 
juego en términos generales, incluyendo el Pitch Document 
complementado con información que brinde una idea inicial del desarrollo. 
Este documento debe contener el género del juego, descripción del 
gameplay, características principales, el ambiente, la historia de forma 
general, usuario objetivo, plataformas objetivo, calendario de desarrollo 
estimado, análisis de mercado, equipo de trabajo requerido y análisis del 
riesgo.  
Una vez se tenga aprobada la idea principal del videojuego, se procede a realizar 
un prototipo digital en el menor tiempo posible, esto con el fin de poder probarlo 
con posibles usuarios y recolectar información pertinente cuando se entre en la 
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etapa de desarrollo. Para finalizar esta etapa se genera el documento Game 
Design Document (GDD) donde se almacena toda la información generada y 
recopilada hasta el momento, donde se tendrán las bases para describir el 
gameplay, historia, personajes, historia, aspectos técnicos y los assets necesarios 
para el desarrollo del videojuego. 
4.3.2. Producción 
En esta etapa es donde se llevará a cabo el desarrollo del videojuego, teniendo en 
cuenta todos los documentos que se realizaron en la primera parte. Buscando 
optimizar el proceso, el equipo de trabajo se divide en 4 grupos: artistas, 
programadores, músicos y equipo de game design, pero recordando que todo el 
equipo debe sincronizarse durante todo el proceso. 
Se inicia profundizando el GDD en sus detalles de diseño del juego por parte del 
grupo de diseño, distinguiendo tres niveles: diseño de nivel, diseño de gameplay y 
diseño de HUD, buscando que todo el equipo de desarrollo comprenda lo que se 
debe hacer. Una vez se tenga el GDD terminado, se produce una Media List, 
donde se incorporan todos los assets detallados necesarios para la producción del 
juego. 
Utilizando la Media List, el equipo de producción musical se encarga de producir 
los assets sonoros necesarios. Posterior a esto el equipo de trabajo genera un 
release del videojuego para ver todos los assets producidos en ejecución. 
Al igual que el grupo de producción musical, el grupo de producción de gráficos 
procede a realizar la creación correspondiente de lo que se requiere en el 
videojuego, separándolas de cierta manera para optimizar el tiempo. Esta 
separación puede realizarse en: creación de personajes, escenarios, elementos 
complementarios, animaciones y arte para HUD, realizando la verificación, 
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integración y generación del ejecutable para ser probado por todo el equipo de 
trabajo. 
El grupo de programadores se encargan de realizar la programación del gameplay 
y del HUD en el videojuego. Una vez terminado este, se procede a realizar una 
prueba con el fin de verificar que el funcionamiento sea correcto. Finalmente esta 
etapa se da por finalizada con la generación de una versión oficial estable por 
parte del grupo de game design. 
4.3.3. Testing (Pruebas) 
En esta etapa se realizan las correspondientes pruebas sobre el videojuego, con el 
fin de probar que todas sus funcionalidades estén correctas y que el producto 
cuente con la calidad que el equipo estimó. Como se plantea el hecho de que el 
desarrollo del videojuego se realizará en un tiempo corto, es probable que no se 
pueden realizar pruebas sobre todos los escenarios posibles, por eso se 
recomienda que realicen pruebas sobre las mecánicas más importantes del 
videojuego. Una vez identificados los errores o bug encontrados, estos deben ser 
documentados y analizados, con el fin de identificar posibles causas y los 
encargados de realizar las respectivas correcciones. 
4.3.4. Despliegue y mantenimiento 
En este punto, el equipo ya cuenta con un producto terminado sin ser publicado, 
Mendoza y Figueroa recomienda que se incorpore en el videojuego la herramienta 
analytics, esto con el fin de analizar cómo las personas que hacen uso del 
videojuego lo están usando y poder identificar posibles fallos durante su ejecución 
y mejoras para futuras entregas. 
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Se procede a realizar la correspondiente publicación del videojuego, ya sea en una 
tienda virtual o dándosela a conocer a allegados, con el fin de poder recolectar 
información a partir del analytics. 
El anterior proceso descrito sirve de guía para la realización de un videojuego en un 
tiempo corto, ya que esboza los procesos mínimos que debería tener un proceso de 
desarrollo. 
4.4. PRINCIPIOS EN LA CREACIÓN DE UN JUEGO SERIO 
Los videojuegos serios, como se mencionó anteriormente, ofrecen la capacidad de 
presentar un ambiente de aprendizaje al mismo tiempo que se hace uso del 
entretenimiento que normalmente posee un videojuego. Pero al observar que es lo 
que hace importante o cuál es el factor diferenciador que posee un videojuego serio 
sobre un videojuego orientado al entretenimiento, (Mitgutsch y Alvarado, 2013) en su 
artículo,  propone una definición de juegos serios que da alusión a esta tónica; “Los 
juegos serios son ambientes didácticos orientados por un propósito que tienen como 
intención generar un impacto más allá del que posee el juego” donde se expone el 
hecho de que la definición del propósito del videojuego tiene un efecto fundamental en 
el diseño del videojuego como un todo. Mitgutsch y Alvarado igualmente definen el 
propósito del videojuego como el motivo adicional en el diseño del videojuego con el 
fin de impactar al jugador, en pocas palabras, si el videojuego falla en crear este 
impacto, este pierde su propósito como juego serio.  
(Springer, 2011) define una serie de principios que están orientados como buenas 
prácticas en la creación de videojuegos serios, las cuales permiten que el videojuego 
desarrollado impacte o genere conciencia en el jugador de una determinada situación 
presentada en el videojuego. Los principios son los siguientes: 
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Figura 36. Representación gráfica de principios 
 
4.4.1. El principio de aprendizaje crítico y activo se basa en que todos los 
ambientes de aprendizaje desarrollados dentro de un videojuego (incluyendo 
la forma en cómo las señales de los dominios son diseñadas y presentadas) 
están diseñados para alentar en los jugadores un aprendizaje crítico y activo 
sobre un determinado tema. 
4.4.2. Considerar que el videojuego fomente un pensamiento meta nivel de este y 
que los jugadores sean alentados a pensar si las acciones que se realizan en 
el videojuego se relacionan con otras señales de los dominios establecidos 
en este, es decir,  como el aprendizaje dentro del videojuego influencia a los 
jugadores en tener conciencia sobre problemas más grandes relacionados 
con los ambientes o situaciones mostradas en videojuego. 
4.4.3. El principio de régimen de competencia se basa en cómo el videojuego 
requiere que los jugadores se desempeñen más allá de sus habilidades, 
buscando retar de cada vez más a estos haciéndolos compenetrarse más 
con el videojuego.  
4.4.4. El principio incremental plantea que las situaciones de aprendizaje que se 
le presentan al jugador deben ser ordenadas desde niveles iniciales, 
buscando que unas situaciones básicas se generalicen y puedan ser útiles en 
situaciones posteriores, no sólo dentro del videojuego sino también en 
situaciones cotidianas. 
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4.4.5. La utilización de retórica y marcos ideológicos inmersos en el videojuego 
hacen que el jugador se vea alentado de cierta manera a actuar en su vida 
cotidiana como lo haría dentro del videojuego. 
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5. CAPITULO 5 – CONCLUSIONES, RECOMENDACIÓN Y TRBAJOS FUTUROS 
Al finalizar el presente documento se ha logrado alcanzar el objetivo que se planteó en 
sus inicios, lo cual deja una serie de contribuciones, no sólo para el actual trabajo, sino 
para posibles trabajos futuros que se enfoquen en el desarrollo de un videojuego 
serio, igualmente se pueda utilizar en el desarrollo de cualquier otro tipo de 
videojuego, así como posibles líneas derivadas creadas a partir de lo que en el 
presente documento se plantea o se describe. También se dan una serie de 
recomendaciones para posibles trabajos futuros que puedan surgir a partir del 
presente documento. 
5.1. CONCLUSIONES 
 El proceso de investigación realizado sobre los elementos teóricos y tecnológicos 
requeridos para desarrollar un videojuego ha permitido identificar dentro de todos 
los géneros que poseen los videojuegos aquellos que son de tipo serios, los 
cuales ayudan a los usuarios a aprender un tema determinado acompañado del 
entretenimiento que imparten los videojuegos naturalmente,  por tanto es correcto 
afirmar que el uso de este género puede ser usado como medio que coadyuve en 
el proceso de enseñanza – aprendizaje de políticas publicas ambientales 
 El uso de una herramienta tecnológica utilizada para el desarrollo de un 
videojuego, en este caso un motor de videojuegos,  facilita en gran medida todo el 
proceso de desarrollo, gracias a que esta herramienta optimiza los tiempos de 
ejecución de las tareas que son requeridas en dicho proceso. 
 El proceso de creación de un videojuego es un proceso complejo y extenso en 
comparación con un proceso de software normal, esto debido a que dentro del 
proceso intervienen muchas personas de muchas áreas diferentes a la ingeniería 
en sistemas, las cuales toman un rol importante durante dicho proceso. 
 Existen dos formas de poder seleccionar adecuadamente un motor de 
videojuegos, una es seleccionar un motor que se adapte a las necesidades que 
plantee el proyecto mientras que la segunda es ajustar las necesidades del 
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proyecto a las características que el motor brinda para la realización de un 
videojuego. 
 Los tres motores de videojuegos utilizados en el presente documento pueden ser 
usados para iniciar un desarrollo de un videojuego serio ya que estos pueden ser 
descargados sin ningún costo y además ofrecen las características básicas para 
hacer dicho desarrollo. 
 El crear un videojuego serio no solo depende del hecho de tener una idea para 
crear un videojuego, se necesita además determinar las pautas correctas que se 
desean transmitir al jugador, siendo estas incluidas en el propósito del videojuego. 
 El diseño de un videojuego puede llegar a ser muy variable dependiendo del 
proyecto, equipo y experiencia con la que se cuenta al momento de realizarlo, pero 
es posible acotarlo a unos lineamientos básicos en el diseño de videojuegos. 
5.2. RECOMENDACIONES 
 Se debe dar el tiempo pertinente al aprendizaje de las tecnologías que serán 
utilizadas en este, ya que si no se toma este tiempo, durante dicho proceso se 
empleará un doble esfuerzo debido a que se tendrá que aprender y hacer al 
mismo tiempo. 
 Hacer una adecuada investigación acerca del tema que se desea transmitir 
mediante el videojuego serio, con el fin de que este pueda ser incorporado 
adecuadamente en los lineamientos de este. 
 Elegir un equipo de trabajo adecuado y competente para cada una de las áreas 
requeridas en el proceso de desarrollo de un videojuego, con el fin de no generar 
retrasos o sobrecarga de tareas en los procesos de este. 
 Tener definidos  los requerimientos y alcances del videojuego con el fin de elegir el 
motor adecuado para el proceso de desarrollo, ya que si no se hace la elección 
correcta se puede incurrir en posibles retrasos o incumplimientos con 
requerimientos por culpa de dicha selección. 
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5.3. TRABAJOS FUTUROS 
 El presente trabajo servirá de guía para trabajos futuros realizados en la 
universidad, los cuales contengan el mismo lineamiento del desarrollo de un 
videojuego serio. 
 En el ámbito personal de los integrantes, el presente documento servirá de 
pilar para la posible realización de un prototipo de un videojuego serio así 
como la incursión del desarrollo de videojuegos a su línea de trabajo. 
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