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Resumen
La implantación del EEES ha supuesto la entrada de la
evaluación continua, que exige un seguimiento cuida-
doso de la evolución del aprendizaje de los alumnos.
Esto supone un esfuerzo extra por parte del profesora-
do, tanto por la necesidad de preparar las actividades
como por su corrección. En este artículo describimos
la experiencia de utilizar software de gestión de con-
cursos de programación para automatizar la evaluación
de los alumnos en la asignatura Estructura de Datos y
Algoritmos, y extraemos algunas conclusiones intere-
santes que van más allá de la propia asignatura.
Abstract
The introduction of the European Higher Education
Area led to the apparition of the continuous assesment,
forcing teachers on thorough monitoring students. This
imposes an extra task into our already full workload
that involves not only the creation of new activities,
but also their assesment itself. The paper presents our
experience using pre-existing software designed to be
used in programming contests. It took place while
teaching a subject about data structures and algorithms.
Moreover, the paper draws some interesting conclu-
sions that are beyond the subject itself.
Palabras clave
Evaluación continua, corrección automática, concur-
sos de programación.
1. Introducción
Desde la implantación del Espacio Europeo de Edu-
cación Superior, la carga de trabajo de los docentes se
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ha visto incrementada entre otras cosas por la aparición
de la evaluación continua. Para intentar minimizar el
esfuerzo adicional necesario, los docentes nos hemos
puesto a buscar mecanismos que consigan reducir el
tiempo total necesario [10]. Herramientas de correc-
ción automática, test de unidad o autoevaluación son
distintos ejemplos que se están utilizando hoy en día.
Por otro lado, mucho antes de que el EEES fuera ni
siquiera una idea, aparecieron los primeros concursos
de programación. En ellos los estudiantes se enfrentan
a una serie de problemas relacionados con algoritmia y
compiten entre sí (ya sea en equipos o de forma in-
dividual) para ver quién de ellos resuelve un mayor
número de ejercicios en el tiempo disponible.
En este artículo presentamos una experiencia llevada
a cabo en la Universidad Complutense de Madrid que
junta ambas cosas. En concreto los alumnos son en-
frentados todas las semanas a un ejercicio que sigue el
esquema habitual de los que se utilizan en los concur-
sos de programación y cuyo resultado es incorporado a
la nota final del estudiante en la parte correspondiente
a la evaluación continua. El software disponible para la
organización de concursos es utilizado para un fin bien
distinto: la corrección automática de esos ejercicios.
La sección siguiente describe la historia y fun-
cionamiento habitual de los concursos de progra-
mación. Después, se comentan algunas de las alternati-
vas que se han utilizado, o se están utilizando, en nues-
tras universidades para aliviar la labor de la evaluación
continua. La sección 4 describe nuestra experiencia de
evaluación continua a través de software de gestión de
concursos de programación. Las secciones 5 y 6 deta-
llan los resultados y reflexionan sobre ellos. El artículo
acaba con una conclusiones y trabajo futuro.
2. Concursos de programación
Existen a nivel mundial numerosos concursos de
programación dirigidos a estudiantes de informática,
tanto en el ámbito universitario como en el ámbito
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de la educación secundaria. Aunque a nivel nacional
este tipo de concursos no es demasiado conocido, en
otros países las universidades llegan incluso a ofer-
tar asignaturas optativas cuyo objetivo es preparar a
los alumnos para enfrentarse a los problemas típicos
que aparecen en ellos. El concurso más conocido inter-
nacionalmente es el ACM-ICPC (International Colle-
giate Programming Contest) cuyos orígenes se remon-
tan a 1970 [8] en el que la resolución de los proble-
mas implica conocimientos avanzados de estructuras
de datos, algoritmos sobre grafos o geometría com-
putacional entre otros.
La relevancia a nivel mundial de este concurso es-
tá fuera de toda duda. En el año 2009, los concursos
asociados al ICPC (final mundial y regionales) involu-
craron a 7.109 equipos de 1.838 universidades distin-
tas. Y estos datos son sólo la punta del iceberg. Cada
concurso regional engloba a un territorio que puede lle-
gar a incluir una gran cantidad de Universidades. Dado
que el aforo en los concursos regionales está limita-
do, muchas de ellas se ven forzadas a realizar clasifi-
caciones locales para decidir qué equipos las represen-
tarán acudiendo a los concursos regionales oficiales.
Skiena estima que al menos 85.000 estudiantes partici-
paron en 2009 en esas competiciones locales ([1], pre-
facio). A estos datos hay que sumarles los del resto de
concursos de programación no directamente relaciona-
dos con ICPC, como las olimpiadas internacionales de
informática (IOI) o los concursos organizados por en-
tidades privadas como Google o Tuenti.
El tipo de problemas en los concursos tipo ICPC
es siempre similar: se basan en realizar programas
que lean de la entrada estándar datos que se proce-
san para escribir por la salida estándar la respuesta.
Así por ejemplo, el programa puede leer la descrip-
ción de un grafo (vértices y sus aristas) y escribir el
número de componentes fuertemente conexas que con-
tiene. El enunciado suele incluir un ejemplo de entrada
y un ejemplo de salida para complementar la descrip-
ción textual. En el momento en el que el equipo envía
su solución, ésta es compilada y ejecutada contra un
conjunto de casos de prueba (grafos, en el ejemplo) que
se mantienen en secreto y que validan la solución apor-
tada. Dado que el objetivo principal es poner a prueba
el conocimiento de algoritmia y estructuras de datos, la
ejecución se puede restringir tanto en tiempo como en
memoria, para forzar a realizar implementaciones de
algoritmos con complejidades específicas. No se val-
ora, sin embargo, la calidad del código; el uso de va-
riables globales, la ausencia de sangrado o de comen-
tarios en el código, o el uso intensivo de macros son
pasados por alto.
Aunque originalmente los problemas eran entrega-
dos a través de dispositivos de almacenamiento extraí-
bles, hoy en día se hace uso de sistemas de gestión de
concursos, que son aplicaciones software que facilitan
el control. PC2 (Programming Contest Control1) ha
sido la aplicación de referencia durante años; hoy hay
otras alternativas, basadas en Web, como DOMJudge2
o Mooshak3, ambos con licencias abiertas.
Los gestores de concursos permiten a los jueces hu-
manos definir los problemas del concurso, así como
los casos de prueba que utilizará cada uno y configu-
rar sus límites de ejecución. Durante el concurso, los
participantes envían sus soluciones a través de la red,
y reciben los veredictos automáticamente. Los jueces
humanos pueden en todo momento controlar el estado
del concurso, ver el código fuente de los envíos, con-
testar aclaraciones y, en algunos casos, modificar, si
hay algún problema, los veredictos automáticos.
La disponibilidad de este tipo de aplicaciones per-
mite a cualquier institución organizar un concurso
de programación sin tener que preocuparse de la
infraestructura software. Sin embargo, es necesario
poblarlos de contenido, añadiéndoles los problemas y
casos de prueba correspondientes.
Una alternativa a instalar un juez propio es hacer uso
de las páginas y portales de distintas instituciones que
proporcionan colecciones de problemas y evaluadores
automáticos previo registro. El más conocido mundial-
mente es español, mantenido en la Universidad de Va-
lladolid4 y que a día de hoy supera los 3.000 problemas
en su colección, tiene más de 11 millones de envíos
y más de 500.000 usuarios con algún problema solu-
cionado.
3. Evaluación continua
Con las nuevas titulaciones de grados, parcial o to-
talmente implantadas en nuestras universidades, se ha
adoptado un enfoque de evaluación que, al estar ori-
entada al proceso, debe ser continua, lo que permite
a los estudiantes (y profesores) tener información per-
manente sobre su progreso.
Esta evaluación continua tiene como consecuencia
directa un aumento en la carga de trabajo de los pro-
fesores, que tienen que dedicar tiempo y esfuerzo no
sólo a la preparación de las clases, sino también a esas
actividades de evaluación continua y a su calificación.
Con los años, han sido muchas las alternativas que
distintas experiencias docentes han puesto a prueba.
En el entorno de las asignaturas de programación, la
corrección automática de prácticas está muy extendi-
da [3, 9]. Otras estrategias pasan por utilizar wikis [2],
autoevaluación [7] o concursos [4, 6].
1http://www.ecs.csus.edu/pc2/
2http://domjudge.sourceforge.net/
3http://mooshak.dcc.fc.up.pt/
4http://uva.onlinejudge.org/
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La experiencia que describimos en este artículo está
ligada con los concursos de programación descritos an-
teriormente. Es en realidad argüible si introducir a los
alumnos en un entorno competitivo es bueno o no; de
hecho todo parece indicar que depende del método de
aprendizaje particular de cada alumno y lo preparado
que se esté para la competición [5, 12].
Para evitar la polémica y la posible queja por parte
de los alumnos más desfavorecidos en un entorno com-
petitivo, nuestra aproximación no es la de realizar con-
cursos durante la clase y utilizar sus resultados co-
mo método de evaluación, sino utilizar únicamente los
tipos de ejercicios y las herramientas disponibles para
su organización.
En concreto, y como veremos con detalle en la sec-
ción siguiente, lo que hemos hecho ha sido traducir
ejercicios que típicamente se encuentran en las ho-
jas de problemas asociados a un tema teórico de pro-
gramación al estilo de los concursos de programación
(con su entrada y salida bien especificada). Utilizando
DOMJudge como herramienta de gestión de los casos
de prueba y de los envíos, enfrentamos a los alumnos
a esos problemas y evaluamos su rendimiento no en el
contexto de competición contra otros alumnos, sino en
el de elaboración y entrega de ejercicios.
4. Experiencia en Estructuras de
Datos y Algoritmos
En segundo curso del plan de estudios de los tres
grados relacionados con informática de nuestra univer-
sidad aparece como asignatura Estructura de Datos y
Algoritmos (EDA). Se trata de una asignatura anual de
9 créditos. El primer cuatrimestre versa fundamental-
mente sobre análisis de la eficiencia de los algoritmos,
diseño y análisis de algoritmos iterativos y recursivos
y algoritmos de ordenación.
Durante el segundo cuatrimestre (donde se sitúa
nuestra experiencia) se abordan los tipos abstractos de
datos (TAD), implementación y uso de tipos de datos
lineales, arborescentes, tablas asociativas y dos últimos
temas sobre divide y vencerás y vuelta atrás.
Para todo lo anterior utilizamos C++ como soporte
de forma que, sin perder de vista la componente más
formal, se implementan los distintos algoritmos y TAD
para que los alumnos puedan trasladar lo visto en clase
a un ejecutable funcionando.
Para la evaluación, se realiza un examen parcial en
Febrero, con el que los alumnos pueden liberar los
contenidos del primer cuatrimestre, y un examen fi-
nal en Junio. Además, un tercio de la calificación fi-
nal proviene de las notas sacadas de las actividades de
evaluación continua realizadas durante el año.
Desde el punto de vista de infraestructura, los 9
créditos suponen tres horas de clase a la semana. Dos
de ellas se imparten de forma colectiva mediante las
tradicionales clases magistrales; la tercera hora sema-
nal queda para clases de problemas, ya sea en aula o en
un laboratorio.
De cara a la evaluación continua del segundo cua-
trimestre existen alternativas variopintas que han sido
puestas en marcha por los profesores de los distintos
grupos y que van desde la resolución en casa y so-
bre papel de ejercicios, hasta la elaboración y entrega
de pequeñas prácticas en grupos como la generación y
análisis de gráficas de tiempos de algoritmos de orde-
nación. Otros ejemplos son la resolución individual de
problemas en la pizarra o pequeños exámenes periódi-
cos realizados en el laboratorio.
En nuestro caso, y siguiendo con la máxima de que
es preferible que la evaluación continua esté forma-
da por pequeñas actividades de no más de una hora
y entregas frecuentes [11], para la evaluación continua
hemos recogido datos todas las semanas aprovechan-
do esa tercera hora de laboratorio. A final de curso
habíamos realizado así doce actividades de evaluación
continua independientes.
Para poder evaluar esas doce actividades a más de
60 alumnos sin que el tiempo dedicado a ello se dispare
hemos utilizado las técnicas de concursos mencionadas
antes. El funcionamiento general es el siguiente:
• Al comienzo de cada tema de la asignatura se de-
jan disponibles los apuntes del tema desarrollados
por el equipo de profesores, así como una hoja de
ejercicios relacionados.
• Durante las clases teóricas se va haciendo refe-
rencia a esos ejercicios e incluso resolviendo (en
C++) algunos de ellos, y se empuja a los alumnos
a que intenten los demás. Aquellos que intentan
hacer los ejercicios sobre el papel y tienen du-
das pueden preguntar sobre ellos por anticipado
(antes de verlos en clase) en tutorías.
• Cada semana alguno de esos ejercicios menciona-
do en clase es traducido al formato de ejercicios
típico de concurso. Los alumnos no conocen de
antemano cuál de ellos será, pero tienen la certeza
de que el problema al que se enfrentarán en el la-
boratorio aparece en la hoja.
• Durante la hora de laboratorio, los alumnos in-
tentan solucionar, en grupos de dos, el ejercicio
en C++. Para ello pueden/deben utilizar los TADs
implementados en clase. Para entregar la solución
utilizan DOMJudge que evalúa inmediatamente la
validez de la solución.
• El profesor, durante esa hora, está comproban-
do los envíos para hacer una inspección manual
del código y dar el visto bueno final a la mis-
ma. Además, a pesar de ser una actividad evalua-
da, responde dudas y soluciona problemas que los
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alumnos puedan tener, pues consideramos que es
en el momento en el que el alumno se enfrenta a
un problema cuando más posibilidades hay de que
asimile los conceptos necesarios para su solución.
• Los primeros minutos de la clase de teoría si-
guiente es utilizada para comentar la solución
correcta al ejercicio. La aplicación web utiliza-
da para los envíos se deja abierta de forma que,
aunque fuera ya de la evaluación continua, los
alumnos puedan enviar soluciones alternativas o
intentar enviar una solución correcta si no lo-
graron a tiempo.
Dado que al final del cuatrimestre se termina con
doce notas (hay alguna semana más de clase, pero se
pierden algunos días de laboratorio por fiestas y otras
causas) y la evaluación continua constituye un tercio
de la nota final, cada uno de los ejercicios repercute en
algo menos de tres décimas en la nota final del cua-
trimestre o menos de décima y media en la nota final
del curso. Es por esto que no nos planteamos la evalua-
ción fina de cada ejercicio: el problema está bien (pasa
los casos de prueba y el código cumple unos mínimos,
utilizando los TAD vistos en clase, etc.) o está mal.
Esto hace que el esfuerzo que el profesor tiene que
realizar para cada una de estas actividades ocurre siem-
pre antes de la propia actividad. Es en la fase de
preparación cuando se debe traducir el ejercicio a un
formato apto para el juez, creando la solución de refe-
rencia y generando unos casos de prueba lo suficien-
temente exhaustivos como para estar seguros de que
una solución es correcta si funciona con todos ellos.
Dependiendo del problema concreto, esto puede lle-
var más o menos tiempo, pero en nuestra experiencia
nunca supuso más de dos horas (y en general nece-
sitabamos menos de una).
Veamos de forma detallada uno de los ejercicios uti-
lizados para comprender mejor el proceso. El problema
se sitúa dentro del tema de TAD arborescentes, que se
centra en la implementación y uso de árboles binarios
implementados utilizando una estructura jerárquica de
nodos y manejando punteros. En la parte de teoría se
explican los conceptos relacionados y se desarrolla el
código C++ que gestiona esa estructura así como reco-
rridos de pre/in/post-orden y por niveles; el tema termi-
na con los conceptos e implementación de árboles de
búsqueda. Pues bien, uno de los ejercicios que apare-
cen al final del tema dice lo siguiente:
Implementa una operación en los árboles de
búsqueda que balancee el árbol. Se permite
el uso de estructuras de datos auxiliares.
El enunciado utilizado en la evaluación continua
(Figura 1) parte de una lista de elementos ordenados
(lo que serían las claves del árbol de búsqueda ori-
ginal en el ejercicio de la hoja de problemas) y debe
construir un árbol balanceado. La forma de comprobar
que esa construcción es correcta consiste en pedirles
que escriban su recorrido en preorden y postorden lo
que determina de manera unívoca la estructura del ár-
bol construido (para los casos en los que los elementos
no están repetidos).
En frío, el ejercicio parece demasiado complejo para
afrontar su programación completa en tan sólo una ho-
ra. Sin embargo, los alumnos tienen a su disposición
implementado el TAD lista y el TAD árbol (con sus re-
corridos). La solución únicamente debe por tanto preo-
cuparse de hacer un uso correcto de esas estructuras, lo
que requiere menos de 100 líneas de código.
Plantear problemas cuya solución sea corta no es só-
lo importante para que los alumnos puedan realizar-
los en el tiempo asignado, sino para que la carga por
parte del profesor no sea excesiva. Como se ha dicho,
antes de realizar la actividad es necesario implemen-
tar la solución de referencia que, en este caso, no llevó
más de 10 minutos. Algo más laboriosa es la creación
de los casos de prueba que deben discernir entre las
soluciones correctas e incorrectas. Para poder crear ca-
sos de prueba exhaustivos, normalmente se programan
generadores que los construyen. En este caso, la apli-
cación contenía 80 líneas de código, y escribía lis-
tas desde 1 hasta 50 elementos, luego algunas listas
con números repetidos, y terminaba con dos listas de
números grandes de más de 50.000 elementos.
Como referencia, a continuación se describen breve-
mente los ejercicios realizados en todas las sesiones de
ejercicios durante el cuatrimestre, y su objetivo dentro
del curso:
1. Dígitos: dado un número escribir sus dígitos sepa-
rados y la suma de los mismos. Por ejemplo para
el 3433, escribir 3 + 4 + 3 + 3 = 13. No
se permitía usar recursión, de forma que obliga-
toriamente tenían que hacer uso del TAD Pila
visto en clase.
2. Paréntesis balanceados: dada una cadena con
paréntesis, corchetes y llaves, decir si éstos están
perfectamente balanceados o no. También exige
el uso de pilas.
3. ¿Quién empieza?: el problema tiene una ambien-
tación en la que estamos al frente de un grupo de
niños colocados en círculo. Debemos elegir a uno
de ellos, y usamos el procedimiento de ir retiran-
do del círculo uno de cada n hasta dejar sólo a
uno, que será el elegido (y la salida del progra-
ma). La solución pone a prueba el uso de colas.
4. Números afortunados: una variación del anterior
también utilizando colas. Se quita uno de cada
dos, luego uno de cada tres, uno de cada cuatro,
etc., hasta que sólo queda uno.
5. James Bond: se describe un algoritmo de cifrado
y descifrado de mensajes y se pide, dado un men-
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Balanceo
Es sabido que para ciertos algoritmos sobre a´rboles binarios es preferible que e´stos este´n balanceados. Se
entiende por un a´rbol balanceado aque´l en el que la talla de sus dos hijos no difiere en ma´s de una unidad
y, adema´s, los dos hijos esta´n a su vez balanceados.
Tan importante es la propiedad de estar balanceado que ciertos a´rboles garantizan que se mantienen
balanceados ante inserciones reestructura´ndose si es necesario. En el momento en el que se detecta que la
insercio´n de un nuevo elemento ha desbalanceado el a´rbol, modifica su posicio´n y la de sus nodos cercanos
para que, manteniendo el mismo recorrido en inorden, el a´rbol siga estando balanceado.
Una alternativa ma´s costosa es realizar ese balanceo a posteriori en vez de hacerlo de forma incremental
en el momento de las inserciones. Esta operacio´n, que requiere memoria adicional, consiste en obtener el
recorrido en inorden del a´rbol y construir desde cero un a´rbol nuevo de forma que el resultado final este´
balanceado (y mantenga el mismo recorrido en inorden).
Entrada
Cada caso de prueba consiste en una u´nica l´ınea de nu´meros enteros terminados con un -1. La lista
de nu´meros representa el recorrido en inorden de un a´rbol que hay que balancear. Ten en cuenta que el
recorrido no incluye el -1.
La entrada terminara´ con un recorrido en inorden vac´ıo, que no generara´ salida.
Salida
Para cada caso de prueba se escribira´n dos l´ıneas, una con el recorrido en preorden y otra con el recorrido
en postorden del a´rbol balanceado.
Si existen varias opciones para obtener el a´rbol balanceado, se elegira´ aquella en la que el hijo izquierdo
tenga un nodo ma´s que el hijo derecho.
Pon una l´ınea en blanco para separar cada caso de prueba.
Entrada de ejemplo
1 2 3 4 -1
1 2 3 4 5 -1
-1
Salida de ejemplo
3 2 1 4
1 2 4 3
3 2 1 5 4
1 2 4 5 3
Figura 1: Enunciado utilizado en la evaluación continua adaptado de un problema de la hoja de ejercicios.
saje cifrado, descrifrarlo. El método exige el uso
de pilas y colas de caracteres.
6. Árboles de Fibonacci: se definen los árboles de
Fibonacci y se pide, dado un n pintar (utilizan-
do un formato parecido al utilizado por coman-
dos tipo tree) el árbol asociado a ese n. Pone
a prueba los conceptos de árboles binarios y su
construcción recursiva.
7. De-reconstrucción: dados los recorridos en preor-
den e inorden de un árbol de enteros no repeti-
dos, escribir su recorrido en postorden. Requiere
la construcción del árbol a partir de los dos reco-
rridos (manejando listas y recursión).
8. Ductilidad de árboles binarios: igual que el ante-
rior, pero en vez de darles preorden e inorden, se
les daba inorden y postorden.
9. Me pilló el toro: ejercicio para utilizar árboles de
búsqueda, almacenando en él las notas agregadas
de la evaluación continua de distintos alumnos
para generar la lista final por orden alfabético.
10. Balanceo: explicado anteriormente (Figura 1).
11. Elévame: implementar la exponenciación rápida
utilizando divide y vencerás. Para evitar el des-
bordamiento, debía calcularsemódulo 31543 (que
es un número primo).
12. Números de Fibonacci: parecido al anterior pero
con exponenciación de matrices 2x2 para el cál-
culo rápido de números de Fibonacci.
5. Resultados
Desde el punto de vista del trabajo del profesor
creemos que este método de evaluación continua es
cómodo, en el sentido de que el cuatrimestre termina
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con doce actividades evaluadas sin suponer una carga
de trabajo excesiva. De hecho, la carga de trabajo es
la misma independientemente del número de alumnos
por lo que desde un punto de vista estadístico, es más
eficiente cuantos más alumnos haya matriculados.
Sin embargo, los resultados para los alumnos no
han sido todo lo positivos que nos gustaría. La expe-
riencia nos ha presentado una realidad abrumadora y
preocupante: nuestros alumnos de los grados en infor-
mática no están acostumbrados a programar. Todos
los alumnos eran de segundo curso por lo que se les
supone al menos un curso de Fundamentos de la Pro-
gramación. Somos conscientes de que algunos de ellos
podían no tenerla aprobada, pero al menos deberían
tener la soltura suficiente como para poder enfrentarse
a las pequeñas aplicaciones que les pedíamos (en nues-
tras titulaciones en primero también se utiliza C++).
Muchos de ellos tenían problemas para hacer compilar
su código o incluso en el uso del entorno de desarro-
llo. Alguno incluso llegaba a rebelarse porque, al no
ser capaces de poner correctamente condiciones de bu-
cles, alegaban que eso era temario “del año pasado” y
no de éste. Ni siquiera la primera actividad evaluada
que consistía en escribir los dígitos de un número fue
resuelta por todos los alumnos.
Otro aspecto que también nos llamó la atención fue
el poco esmero y dedicación en hacer aplicaciones que
funcionen en todos los casos. Dada la masificación
de los grupos de primero, en la asignatura de pro-
gramación se dedica poco tiempo en comprobaciones
exhaustivas de casos límite o gestión de errores. Eso
hace que lleguen a segundo con la filosofía de hacer
aplicaciones que funcionen para los casos “normales”
(en nuestro caso aquellos que aparecen como ejem-
plo en el enunciado) sin preocuparse de los casos es-
peciales o conflictivos (aquellos ocultos en los casos
de prueba del juez). Era normal tener que defender la
validez de los casos de prueba para hacerles entender
que el problema no estaba en ellos sino en su solución.
Los comentarios de los alumnos llegaron a extremos
sorprendentes. Los ejercicios 7 (De-reconstrucción) y
8 (Ductilidad de árboles binarios) son muy similares,
y en lugar de ver el segundo como una oportunidad
de conseguir una buena puntuación, muchos lo vieron
como una decisión intencionada para perjudicarles.
Pese a esa apreciación negativa por parte de los
alumnos, creemos que la experiencia ha sido positiva
y pretendemos repetirla a lo largo del presente cur-
so. En el aula se les hará más hincapié en la necesi-
dad de que programen las cosas que se ven en clase.
Además, dado que ya contamos con la colección de
ejercicios utilizada el año pasado, es nuestra intención
dejarla disponible para que puedan practicar con ella
para preparse para las pruebas.
La Figura 2 muestra una vista parcial de la tabla con
los envíos de los alumnos a lo largo de todas las evalua-
ciones. Cada fila representa a uno de los equipos y cada
columna a un problema. Los problemas evaluables es-
tán numerados del 1 al 12 con la salvedad de que el pro-
blema número 2 es en realidad el llamado Parentes.
A continuación aparece una columna Train?? por
cada problema, lo que les permitía hacer envíos tardíos
de los ejercicios para probar sus soluciones. El orden
de los equipos no debe interpretarse de ninguna forma
(están ordenados por número de problemas resueltos
en total, incluyendo los de entrenamiento, que quedan
fuera de la imagen).
Las celdas en verde marcan que el equipo consiguió
enviar una solución correcta (los números interiores
tienen sentido en el contexto de un concurso pero no
son usados en nuestro caso). Las celdas rojas indican
equipos que hicieron algún intento de resolver el pro-
blema pero no lo consiguieron. Como puede verse, in-
cluso en la “zona alta de la tabla” hay muchas celdas
en blanco, lo que implica que el grupo no fue capaz de
tener una solución que pasara los casos de ejemplo del
enunciado y por tanto no intentaron ningún envío.
6. Evaluación de la evaluación
contínua
Aunque de manera imprevista, la experiencia ha
servido para poner de manifiesto que desde primero
debería acercarse a los alumnos mucho más hacia los
ordenadores. En general la mayor parte de nuestros
alumnos tiene poca o ninguna simpatía a estar de-
lante del ordenador poniendo a prueba los conceptos
adquiridos. Creemos que es algo que deberían hacer
por ellos mismos sin necesidad de empujarles, pero da-
do que no parecen tener esa tendencia, tenemos que en-
contrar los mecanismos para que lo hagan. Una posi-
ble vía es el uso de los jueces en línea como el de la
Universidad de Valladolid comentado anteriormente.
A pesar de que muchos de los problemas que hay en
él tienen una dificultad que escapa a lo que un alum-
no de primero puede resolver, es cierto que hay mu-
chos (tal vez unos pocos cientos) que sí están a su al-
cance. Además, contienen enunciados motivadores o
entretenidos, que los hacen mucho más apetecibles que
los habituales en las hojas de ejercicios de primero.
La evaluación continua consiste, como decíamos al
principio del artículo, en un cambio de paradigma en el
que pasamos a evaluar el proceso. La evaluación con-
tinua pura, por tanto, utilizaría directamente las prue-
bas incrementales semanales para calificar a los alum-
nos. Nosotros hemos utilizado sin embargo una aproxi-
mación mixta en el que la calificación conseguida con
la evaluación continua es un complemento a la nota fi-
nal alcanzada mediante un examen tradicional.
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Figura 2: Tabla (parcial) con los envíos realizados por los alumnos.
Curiosamente, esto pone a prueba a la propia evalua-
ción continua, que debe estar de alguna manera rela-
cionada con el resto de mecanismos de evaluación y ser
coherente con ellos. En concreto, debería medir aspec-
tos similares de la disciplina a los que mide el examen
final, aunque sea mediante herramientas diferentes. Di-
cho de otro modo, la evaluación continua debería per-
mitir predecir la nota final de los alumnos; en otro caso,
no estaríamos diseñando correctamente los mecanis-
mos de evaluación. A modo de ejemplo, si en nuestra
asignatura, a pesar de haberles pedido programar en
C++ durante las pruebas de evaluación continua, en el
examen les pidiéramos, por ejemplo, verificación for-
mal de los algoritmos implementados, la relación de
ambas calificaciones sería, presumiblemente, muy pe-
queña.
El número de alumnos no es lo suficientemente
grande como para que los resultados sean estadística-
mente significativos, por lo que no hemos realizado un
análisis en profundidad de la relación entre las notas
de la evaluación continua y la del examen final. En
cualquier caso, sí es posible identificar un gran grupo
de alumnos que mantienen un resultado similar en am-
bas calificaciones, aprobando (o suspendiendo) las dos
con notas similares.
También hay algunos casos en los que se observa
un ascenso en la nota conseguida en el examen final
frente a la de los ejercicios semanales. Suponemos que
esto es debido a que, sencillamente, hay alumnos que
estudian al final e ignoran la evaluación continua. Nor-
malmente son los alumnos más capacitados los que se
pueden permitir el lujo de dejar para el final prepararse
las asignaturas y, aun así, aprobar. Curiosamente son
ellos los grandes perjudicados por el EEES y el Plan
Bolonia, dado que la manera de evaluar les exige un
trabajo contínuo que ellos no hacen por preferir (y ser
capaces de) concentrar todo el esfuerzo al final del cua-
trimestre y aun así superar las asignaturas.
Queda un tercer grupo de alumnos que, habiendo
conseguido calificaciones positivas durante la evalua-
ción continua, suspenden en el examen final. Son estos
alumnos los que ponen en duda si los ejercicios se-
manales y el examen final sirven realmente para com-
probar las mismas capacidades o si, por el contrario,
los profesores hemos planteado mal alguna de las dos
cosas.
Analizando nuestros resultados, hemos encontrado
a tres alumnos en esa situación, dos de ellos con di-
ferencias de calificación extremadamente altas. Un es-
tudio un poco más cuidadoso desvela la causa. Como
se ha comentado, los ejercicios semanales son resuel-
tos por grupos de dos alumnos. En los tres casos, el
compañero había sacado una calificación en el examen
acorde a la conseguida en la evaluación continua.
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7. Conclusiones y trabajo futuro
El artículo ha descrito el uso de software de gestión
de concursos de programación, disponible de forma
gratuíta, para la evaluación continua de los alumnos
en la asignatura de Estructuras de Datos y Algorit-
mos, en segundo de Grado. Obviando la puesta en
marcha del sistema (instalación y registro de los usua-
rios), el esfuerzo por parte del profesor es manejable, y
escala perfectamente independientemente del número
de alumnos matriculados. Es necesaria una dedicación
previa a cada tarea planteada a los estudiantes que en
ninguno de los 12 ejercicios planteados durante la ex-
periencia ha supuesto más de dos horas.
Los resultados han sido satisfactorios en lo referente
a la utilidad de la evaluación y a la relación con el
resultado de los alumnos en el examen final. Aunque
de manera informal, se ha comprobado que en gene-
ral aquellos alumnos que demostraban haber dedicado
tiempo a los ejercicios semanales se veían compensa-
dos con una calificación positiva en el examen final. En
los casos que no ha sido así, los datos han demostra-
do que se ha debido a que la calificación positiva con-
seguida durante la evaluación continua era debida al
compañero de grupo.
A pesar de estos resultados, la recepción de este
mecanismo de evaluación por parte de los alumnos
ha sido desigual. Las mayores quejas han puesto de
manifiesto una falta de agilidad programando que de-
berían haber adquirido en primero. Esto nos lleva a
plantearnos la idea de generalizar el uso de sistemas
de gestión de concursos de programación con ejer-
cicios pensados específicamente para los alumnos de
los primeros cursos. En esta línea estamos creando
un sistema similar al juez de la Universidad de Va-
lladolid, pero que contendrá una colección de ejer-
cicios en español pensados para la docencia. En él,
dejaremos disponibles los enunciados de los ejerci-
cios desarrollados durante esta experiencia y durante
la organización de las diferentes ediciones del concur-
so de programación para ciclos formativos Progra-
maMe5. Esperamos con él animar a los alumnos, des-
de primero, a aprender a programar programando, de
manera autónoma gracias a la corrección automática
de sus soluciones.
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