Implementing genetics and reproduction for artificial life involves a set of tasks that are only loosely dependent on the type of agent or the method of reproduction. Créatúr is a software framework for automating experiments with artificial life, and a library of modules that can be used to implement agents. In this paper we describe how Créatúr uses Haskell features such as monads, domain-specific embedded languages, and datatype-generic programming to simplify the implementation of genetics and reproduction. We discuss the possibility that type families could support duplicate instance declarations in appropriate circumstances.
Introduction
Artificial life (ALife) is a field which attempts to create life-like behaviour using software, hardware, biochemistry or other media; in this paper we focus on software. Whereas biology is the study of "life-as-we-know-it", ALife is the study of "life-as-it-could-be" [1] . ALife is not only used as a simplified model of biological life and ecosystems; it is also increasingly applied to real-world problems as diverse as data mining[2], music composition [3] , and management of dam operations in multi-reservoir river systems [4] .
The recipe for evolution is simple; the ingredients are[5]:
1. variation: a continuing abundance of different elements, 2. heredity or replication: the capacity to create copies of elements, and 3. differential fitness: the number of copies created depends on the interaction between the features of an element with features of the environment.
All of the complexity and variation of biological life arises from this mechanism, even though "the only thing that changes in evolution is the genes"[6]. Although the process of evolution is normally associated with biological organisms, it can occur with any substrate as long as those three conditions are met. Hence, evolution is often used in ALife.
To explore how evolution of ALife might be implemented, consider the agent below. This is of course a very simple example. There is only one genetic trait, plantFlowerColour; it is specified by the plantGenome, which is encoded as a sequence of Bools. (The field plantEnergy is not genetic; it is set to the same initial value for all Plants at "birth".)
Our Plant type has only one strand of genetic material; this illustrates a common approach[7, p. 10f] in evolutionary computation that we will refer to as simplified sexual reproduction. During reproduction, the strands from two parents are recombined to produce two new strands. Two offspring can be created from the new strands. Alternatively, one strand may be chosen at random to create a child, and the other strand discarded. In either case, each parent contributes approximately half of its genetic information to the offspring.
Compare the definition of Plant with the following definition. This agent, called Bug, uses an approach that more closely models sexual reproduction in biology. In this case, there are two strands of genetic information, represented by a tuple containing two sequences of Word8s. During reproduction, the two strands from one parent are recombined to produce two new strands. One of those strands is chosen at random to become that parent's contribution to the child's genome. This is analogous to the production of a gamete (ovum or sperm) in biology. The process is repeated for the other parent. Thus the child has two strands of genetic information, one contributed by each parent. As before, each parent contributes approximately half of its genetic information to the offspring.
Although there are differences in the details, the task of implementing either style of reproduction is very similar. The programmer must design a genome, implement recombination of genetic information, support occasional mutation of
