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Ⅰ. Introduction
Concolic testin [1, 2] is receiving attention because of its ability to explore the path space exhaustively to achieve full path coverage. It combines symbolic and concrete execution to generate test data to explore all feasible execution paths. A concrete execution is performed on a program with random inputs and the path constraints are then collected along the executed path. These constraints are systematically negated to generate new test inputs that drive the program along alternative paths.
However, concolic testing can be ineffective when testing a particular targeted section of a program. For example, consider one key regression testing activity, referred to as test suite augmentation to test whether or not modifications are made as intended [3] . [4] . This paper presents a goal-oriented approach for automated test data generation based on concolic testing, referred to as GCT (Goal-oriented Concolic
Testing) that generates test inputs which execute a specific target. From the viewpoint of goal-oriented testing, concolic testing can be seen as the brute force approach to search the space of all possible feasible paths until a required test input is found. Even though searching the path space exhaustively enables all statements vital to reaching the target to be executed, the execution of statements not required to reach the target can be performed needlessly. This can make testing intractable when the search space is large. This paper revises the GCT procedure in [5] and adds some experimental results.
GCT is applied to programs with flag variables to
show its effectiveness for test data generation. Most of the goal-oriented techniques rely on a distance function to discriminate between candidate test inputs in terms of the cost required to achieve the test goal. However, the distance function becomes a near constant function that returns a constant value for a wide range of inputs when Boolean-valued (flag) variables are used in branch predicates. Thus, it is very difficult to direct the search of the required test data for those programs with flag variables [6] [7] . This is of great benefit to saving the cost of testing because it is impossible to know whether a given target is infeasible in advance.
The paper isorganized as follows. Section 2 gives a brief description about concolic testing. Section 3 gives the GCT procedure with some basic definitions. Section 4 gives experimental results to show that the GCT approach is promising for a certain class of programs and is also efficient even when encountering infeasible targets. Section 5 gives related works and Section 6
gives the conclusion and future works. Ⅲ. Goal-oriented concolic testing which is adapted from Ferguson and Korel [8] . We call a branch bi a guiding branch with respect to an execution path and a target point t if for bi, bi exists on and there exists a path leading to t through paired(bi). In other words, a guiding branch is a candidate branch leading to a target by negating it. includes the statements dominated by bi [9] . We say that statement si affects statement sj iff there exists a path <s1, s2,…, sn> such that for some v, v∊ D(si)∩U (sj) and for all k, i≤k≤j, v∉D(sk). 
Ⅱ. Concolic Testing

GBt(π)
An example
We now revisit the C program and its flow graph shown in Fig. 1 along with their associated derived computational trees shown in Fig. 2 to illustrate the GCT strategy. Suppose that the target is the branch (15, 16). In order to execute the target, at least one of the elements of array a must be a constant 'k' while all elements of array b equal the value of 'k'.
Assuming that the initial execution is on inputs, 0≤i
,k=5 the target is not executed, but its paired branch (15, 17) is executed ( Fig. 2(a) ). This We are now in a position to identify and execute the statements affecting the branch predicate, i.e., fa==1.
The assignment at line 6, i.e., 'fa=1' affects the branch predicate and then the execution is forced through the branch (5, 6) 
Ⅳ. Experimental results
GCT has been implemented in CREST [2] which is open source software for generating test data for C with concolic testing. In order to extract data flow information from source code, we have also extended CIL which CREST uses to perform the code instrumentation for symbolic execution. We have conducted the experiments on a Linux machine with a 2.8 GHz Pentium 4 processor. 
. Experimental results
We used CREST to evaluate concolic testing on several programs from the literature [6] [7] . These programs introduce particular technical difficulties for tackling the flag variable problem even though they are relatively small programs. CREST was able to generate required test inputs for all programs used in the experimental study in less than one hundred milliseconds. In addition, the time required to search targets is nearly identical for both CREST and GCT.
The results show that concolic testing can be successfully applicable to test data generation for programs with flag variables.
We took a closer look at programs included in the printf ( The differences between GCT and CREST are manifest in Fig. 4(d) where for the foo4 function, the search time taken by GCT is almost a constant value even though the array size increases. In this case, GCT does notdepend on the number of execution paths prior to the target. GCT needs to explore just one execution path setting one array value of a and one array value of b to set to five whereas CREST explores all possible execution paths. The size ratio of the search spaces to be explored by GCT and CREST is 1/2 m+n when the array size of a is m and the array size of b is n.
In addition, it is worth observing how GCT and CREST work when a target point is infeasible. One important goal of automated test data generation is not to search test data needlessly when they could not be found. We conducted another experiments to demonstrate how GCT and CREST address an infeasible target point with the program in Fig. 5 . 
Ⅴ. Concluding remarks
The proposed GCT seeks the solution with far fewer trials by restricting the number of program paths that are explored. GCT uses data flow information to identify statements that should be executed beforehand in order for the target to be executed. We conducted experiments to evaluate the performance of GCT.
Results demonstrate that GCT can be effective for certain classes of programs. Unlike concolic testing, GCT is directed in that its process for test data generation is biased towards a particular goal. Further
work is needed to demonstrate that GCT will be effective on large-scale programs.
