Abstract-Software architecture erosion is a general problem in legacy software. To fight this trend, component models and languages are designed to try to make explicit, and automatically enforceable, the architectural decisions in terms of components, interfaces, and allowed communication channels between component interfaces. To help maintainers work on existing object-oriented systems, we explore the possibility of extracting architectural elements (components, communications, services, . . . ) from the source code. We designed a tool based on some heuristics for extracting component information from Java source code.
I. INTRODUCTION
Architectural erosion is the process by which a system's architecture gradually degrade as maintainers make changes to the system that violate the original architectural intents. The result is that the system becomes gradually more difficult to maintain as communication channels (e.g. method calls) are established among all parts of the system. To fight this trend, new languages and development methods are proposed that make explicit some architectural decisions in the source code (for the benefit of the programmers) and allow automatic verification and enforcement of these decisions, either at compile or execution time. For example, initiatives like ArchJava [1] extend the Java language with architectural component types, in and out ports on the components, that allow to establish explicit connections between the components, . . . One interesting property is to be able to statically check communication integrity [2] , that is to say, ensure that implemented components do not communicate between themselves in ways that would violate the intended control flow rules of the architecture.
We explore the possibility of automatic reverseengineering a formal model from a conventional Java legacy application by extracting the component types it contains and making explicit the communication channels between them. This paper describe the main rules and the associated tool support.
II. ABSTRACTION FROM SOURCE CODE
A full component based architectural model can include: Components, required and provided services of the components, composition structure of the components (composite components and sub-components), communication channels between components, and data circulating on the communication channels.
We aim at extracting these informations from a traditional object oriented application. We are currently working on Java code, but our hypotheses could apply to any ObjectOriented language. Classes and Java interfaces are called types of interest. A type of interest may be either a component type or a data type. Component types are created from these types of interest, we do not group variables, routines or object to create components as traditional component recovery would do (e.g. see [3] ). We pay more attention to the components because they are semantically richer from an architectural point of view: they have provided and required interfaces, they communicate, etc. We made the decision to favour precision of components over recall, this means, we prefer recover fewer components, with lower probability of false positive, rather than trying to extract "all" components at the cost of having many false positive. Therefore, we use strict rules for components.
A. Main Heuristics for Recovering
The first rule concerns component types extraction: If a type of interest is passed as parameter of a method or returned by a method it is considered a data type, otherwise it is considered a component type. The idea is that static checking of communication integrity is possible only when all uses of a component are explicit (as opposed to accessing the component through a pointer). This is a standard assumption in component based developpement (e.g. [1] , [4] ). The main exception to the first heuristic is that component may be passed to or returned by constructor. Consequently of this first rule, a sub-type of a data type is also considered a data type, since instances of the sub-type could be used as parameters according to sub-typing rules.
We chose to ignore all types of interest not defined in the Java project considered. That is to say we ignore external libraries as java.io. * . One reason is that we want to extract the provided services of the components, and their structure and we need to analyze the source code for this. Another reason is that we cannot hope to restructure the entire world and want to limit ourselves to the application at hand.
After extracting the component types, the composite structure can be retrieved. This is our second rule: The composition structure of components is extracted from the fields (component that is part of another component). We choose to consider the maximal structure, that is collecting the attributes defined and inherited.
Since components should communicate we have a third rule for extracting communications: There is a communication between two component types if a method of one component type makes a call to a method of the other. If the method "returns" void it is a one way communication, otherwise, it is a two ways communication. Other communications means are possible, for example in Java using the reflective API. We did not consider these cases as they require more advanced knowledge of an application to know how communications are implemented in it.
We also consider that sub-typing could exist between component types, this defines the fourth rule: Sub-typing relationships are computed from the language inheritance relationships. In Java, there are two such relationships: extends and implements. Component types may inherit from component types but not data types. Data type may inherit from data types or component types.
The fifth rule extracts provided and required services: The required services of a component type are those methods that are called in it. Provided services are all the publicly available methods defined in the component type. In Java, these methods are the public and default package ones.
B. Tool support
Our tool support is an Eclipse plugin based on the JDT parser to analyse Java projects. The program is a source code (binary Java code could be analysed in more or less the same way, either directly or after decompiling). The plugin processes the rules describe previously and extracts the information. The information recovered is available on two modes. Basically several textual views provides the results of the extraction and some metrics. 
III. CONCLUSION
One possibility to fight against the erosion of a system's architecture is to make it explicit in the source code. Component Based Software Engineering proposes tools and approaches that allow this. We propose a component recovery tool that extracts component types, data types, provided and required services, structure of composite component types, and communication channels between components. This tool is intended to help its user compare (and map) a concrete implementation with an abstract model. The prototype was tested on various implementations of the same system (CoCoME implementations), in one case, it showed a lack of mapping between the implementation and the abstract model. It could also be used to check the good state of the architecture of a system by indicating when one components is used improperly (e.g. passed as parameter, or communicating with the wrong other component), something that is typically not possible with existing industrial approaches. The tool may also be used to hint at possible problems in the implementation: component passed as parameters, cycle in the structure of (composite) components, boundary analysis checking, etc. We believe the tool could be used to help restructuring an application into a componentized one. It could help the user identify components or check that what he thinks are components really respect the typical rules of the kind.
