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Abstract. Applications that make use of multi-agent systems have received great
interest from the artificial intelligence community on the last few years, due to
the potential of this paradigm to handle distributed applications with dynamic
environments and entities. In this paper, we describe an application for the ma-
nagement of autonomous drivers, based on the multi-agent systems paradigm.
This paradigm proves itself suitable for the development of the proposed appli-
cation, having features and facilities for the development of scalability techni-
ques, which are the focus of this paper. On the simulations performed, optimistic
results were obtained with respect to the waiting time of the clients for a taxi. It
has been obtained times under 15 minutes for at most one passenger for each
taxi, and times under 30 minutes for a rate of 5 passengers for each taxi.
Resumo. Aplicac¸o˜es utilizando sistemas multiagentes ganharam grande inte-
resse da comunidade de inteligeˆncia artificial nos u´ltimos anos, devido ao
grande potencial do paradigma em tratar aplicac¸o˜es distribuı´das com ambi-
entes e entidades dinaˆmicas. Neste trabalho descrevemos uma aplicac¸a˜o para
gerenciamento de motoristas autoˆnomos, baseada no paradigma de sistemas
multiagentes. O paradigma de sistemas multiagentes mostra-se bem adequado
para o desenvolvimento da aplicac¸a˜o proposta, possuindo caracterı´stica e faci-
lidades no desenvolvimento de te´cnicas de escalabilidade, as quais sa˜o o foco
deste trabalho. Nas simulac¸o˜es realizadas, foram obtidos resultados otimistas
com relac¸a˜o ao tempo de espera me´dio de um cliente por um taxi. Foram ob-
tidos tempos abaixo de 15 minutos para no ma´ximo um passageiro por taxi, e
tempos abaixo de 30 minutos para uma taxa de ate´ 5 passageiros por taxi.
1. Introduc¸a˜o
Dentre as diversas te´cnicas estudadas pela grande a´rea de Inteligeˆncia Artificial (IA), a
a´rea de Sistemas Multiagentes (SMA) tem ganho grande foco em pesquisas relacionadas a`
aplicac¸o˜es distribuı´das e soluc¸o˜es de problemas complexos. Isso se deve as caracterı´sticas
desse paradigma, onde as entidades envolvidas apresentam comportamento autoˆnomo,
possibilitando ainda que elas colaborem para soluc¸a˜o de problemas [Wooldridge 2009].
Ale´m disso, existe um grande esforc¸o no desenvolvimento de ferramentas e plataformas
que sa˜o utilizadas para desenvolver sistemas multiagentes. Por exemplo, o Framework
de programac¸a˜o multiagente JaCaMo [Boissier et al. 2013], tem sido desenvolvido por
va´rios anos e e´ resultado de desenvolvimentos anteriores e paralelos das plataformas Ja-
son [Bordini et al. 2007], utilizada para o desenvolvimento de agentes autoˆnomos, CAr-
tAgO [Ricci et al. 2011], utilizada para o desenvolvimento de ambientes compartilha-
dos, e o modelo para organizac¸o˜es multiagentes Moise [Hubner et al. 2007]. Juntas,
as plataformas descritas, fornecem um framework completo para o desenvolvimento de
aplicac¸o˜es sobre o paradigma de sistemas multiagentes. Exemplos de aplicac¸o˜es ja´ de-
senvolvidas utilizando JaCaMo podem ser encontradas na literatura [Santos et al. 2016,
Sorici et al. 2011, Schmidt et al. 2016, Panisson et al. 2015a]. Ainda, a plataforma tem
sido utilizada para o desenvolvimento de soluc¸o˜es que venceram, por alguns anos, a
competic¸a˜o de sistemas multiagentes Multi-agent Programming Contest Competition1,
incluindo o novo cena´rio proposto em 2016.
Com o grande potencial do paradigma de sistemas multiagente, neste trabalho e´
proposto a utilizac¸a˜o desse paradigma na implementac¸a˜o de um servic¸o para o gerencia-
mento de motoristas autoˆnomos. O cena´rio investigado nesse trabalho tem caracterı´sticas
altamente dinaˆmicas, incluindo das entidades envolvidas, do ambiente, e da distribuic¸a˜o
das entidades pelo ambiente. Dessa forma, o paradigma se mostra bem adequado para
tal desenvolvimento. Ale´m disso, aplicac¸o˜es desse tipo tem ganho grande popularidade
nos u´ltimos anos, por exemplo, empresas focadas em servic¸os de taxis, como a aplicac¸a˜o
EasyTaxi2, que opera em 30 paı´ses, incluindo 420 cidades e e´ particularmente popular no
Brasil. Outra aplicac¸a˜o, tambe´m relacionada ao servic¸o de taxis e´ 99Taxis3, atualmente
trabalhando em mais de 300 cidades brasileiras. Por fim, a aplicac¸a˜o Uber4 (umas das
mais populares na atualidade), em setembro de 2016 estava operando em mais de 500
cidades ao redor do mundo, tornando-se modelo padra˜o para esse tipo de nego´cios5.
Neste trabalho, e´ proposta uma arquitetura multiagente para sistemas que visem
solucionar problemas encontrados na conduc¸a˜o cla´ssica desse tipo de nego´cio, onde tare-
fas como alocac¸a˜o de motoristas nem sempre sa˜o triviais, devido a existeˆncia de inu´meros
fatores imprevisı´veis a serem considerados em uma aplicac¸a˜o como esta no mundo real.
Entre elas, a dificuldade em prever congestionamentos de tra´fego, acidentes, falhas em
veı´culos, etc. Ale´m disso, fatores como o momento e o lugar da cidade em que clientes
e motoristas podem surgir podem ser assumidos como aleato´rios na pra´tica. Estes e ou-
tros problemas levam as companhias de transportes a frequentemente delegar esta tarefa
de alocac¸a˜o para operadores humanos [Glaschenko et al. 2009]. Como esta abordagem
depende de mais ma˜o de obra, ela induz altos custos para o servic¸o, ale´m de ser baixa
escalabilidade, ja´ que a companhia dificilmente podera´ contratar e demitir funciona´rios
de acordo com as variac¸o˜es na demanda pelo servic¸o. A maioria desses problemas podem
ser sanados com a utilizac¸a˜o de sistemas multiagentes, os quais sa˜o altamente escala´veis
(como sera´ descrito nesse artigo) e as entidades envolvidas podem constantemente ser
atualizadas com novas te´cnicas de predic¸a˜o, estatı´stica, otimizac¸a˜o, etc.
1https://multiagentcontest.org
2http://www.easytaxi.com/
3http://www.99taxis.com/
4https://www.uber.com
5Dados disponı´veis no site oficial de cada aplicac¸a˜o.
2. Linguagem de Programac¸a˜o Orientada a` Agentes
Entre as muitas linguagens de programac¸a˜o orientadas a` agentes, tais como Ja-
son, Jadex, Jack, AgentFactory, 2APL, GOAL, Golog, and MetateM, como
discutido em [Bordini et al. 2009], nesse trabalho foi utilizada a plataforma
Jason [Bordini et al. 2007], em particular o Framework de programac¸a˜o Ja-
CaMo [Boissier et al. 2013]. Jason estende AgentSpeak(L), uma linguagem de
programac¸a˜o orientada a agentes baseada em lo´gica abstrata introduzida por [Rao 1996],
a qual e´ uma das mais bem conhecidas linguagens inspirada pela arquitetura BDI (Beliefs-
Desires-Intentions), uma das mais estudadas arquiteturas para agentes cognitivos.
Uma das caracterı´sticas mais importantes na Plataforma Jason
[Bordini et al. 2007], relacionada a aplicac¸a˜o aqui proposta, e´ a abordagem utili-
zada na comunicac¸a˜o entre agentes. A comunicac¸a˜o entre agentes em Jason e´ feita
atrave´s de ac¸o˜es (internas) predefinidas. A sintaxe mais comum para essas ac¸o˜es e´:
.send(receiver,illocutionary force,content)
onde receiver representa o identificador (nome) do agente que vai receber a mensa-
gem, content representa um literal que pode representar um evento, um plano, ou uma
lista de literais ou planos, e illocutionary force representa o ato de fala (ou per-
formativa) que pode ser utilizado para comunicac¸a˜o. As performativas ja´ disponı´veis em
Jason [Bordini et al. 2007], utilizadas nesse trabalho, sa˜o listadas abaixo com uma breve
explicac¸a˜o6
• tell: e´ utilizado quando o agente o qual envia a mensagem deseja que o agente que
recebe a mensagem acredite no literal, o qual e´ conteu´do da mensagem.
• achieve: e´ utilizado quando o agente o qual envia a mensagem deseja que o agente
que recebe a mensagem tente alcanc¸ar algum objetivo.
• askOne: e´ utilizado quando o agente o qual envia a mensagem deseja saber se o
conteu´do da mensagem e´ verdadeiro para o agente que recebe a mensagem.
Ale´m das caracterı´sticas descritas, Jason permite a definic¸a˜o de novas performati-
vas, incluindo a possibilidade de dar significado especial para elas. Por exemplo, os au-
tores em [Panisson et al. 2015b], definiram novas performativas em Jason para dia´logos
baseados em argumentac¸a˜o. Neste trabalho, utilizamos somente as performativas existen-
tes, as quais sa˜o suficientes para a nossa necessidade.
Jason tambe´m permite a implementac¸a˜o de ac¸o˜es internas em Java para va´rios
outros propo´sitos ale´m de comunicac¸a˜o. Por exemplo, na criac¸a˜o de uma interface
para co´digo legado, regras de nego´cio, operac¸o˜es matema´ticas complexas, hardware, etc.
Neste trabalho, entre outras ac¸o˜es internas, foi implementado uma ac¸a˜o interna para calcu-
lar o quanto um motorista e´ adequado para uma requisic¸a˜o de cliente, ou seja, ela calcula
o melhor motorista para uma requisic¸a˜o. Nessa primeira versa˜o do trabalho, utilizou-
se uma distaˆncia simples entre o motorista e o cliente. Ca´lculos mais refinados va˜o ser
utilizados em verso˜es futuras da aplicac¸a˜o.
3. Rede e Ambiente Distribuı´do
Um ambiente multiagente e´ uma abstrac¸a˜o de um ambiente real ou virtual, o qual pode
ser percebido e manipulado pelos agentes. Para o desenvolvimento de aplicac¸o˜es mul-
tiagente em Jason, normalmente e´ utilizada a plataforma CArtAgO [Ricci et al. 2011],
6Similarmente, agentes podem executar um broadcast.
devido ao Framework JaCaMo [Boissier et al. 2013], que combina a plataforma Ja-
son [Bordini et al. 2007] para o desenvolvimento de agentes, a plataforma CAr-
tAgO [Ricci et al. 2011] para o desenvolvimento de ambientes multiagente e o modelo
Moise [Hannoun et al. 2000] para especificac¸a˜o organizacional. Para o desenvolvimento
de aplicac¸o˜es mo´veis, o Framework JaCa-Android7 [Santi et al. 2010] pode ser utilizado.
Ele proveˆ um nı´vel de abstrac¸a˜o orientado a agentes para a modelagem e programac¸a˜o
de aplicac¸o˜es mo´veis para a plataforma Android utilizando uma combinac¸a˜o de Jason e
CArtAgO.
4. Servic¸o para Motoristas Autoˆnomos
Neste trabalho e´ proposta uma arquitetura inspirada no paradigma multiagentes, a ser em-
pregada em sistemas de alocac¸a˜o de motoristas autoˆnomos. De maneira breve, a aplicac¸a˜o
funciona com 3 tipos de agentes:
(i) o primeiro deles, agentes que rodam em dispositivos mo´veis dos clientes e sa˜o
responsa´veis por coletar informac¸o˜es do usua´rio cliente, interagir com o usua´rio
e comunicar-se com demais agentes do sistema. Esse agente, mantem a posic¸a˜o
do usua´rio de maneira atualizada em sua base de crenc¸as e, sempre que o cliente
requisitar uma viagem, ele interage com o usua´rio requisitando o ponto de destino.
O agente cliente tambe´m e´ responsa´vel por comunicar tais informac¸o˜es (posic¸a˜o
inicial e final da viagem) para agentes chamados de agencias, e interagir com
agentes que representam os motoristas na aplicac¸a˜o, com a finalidade de informar
ao usua´rio a posic¸a˜o do motorista alocado para ele;
(ii) o segundo tipo de agente corresponde aos motoristas na aplicac¸a˜o. O agente que
representa um motorista tambe´m e´ embarcado em dispositivos mo´veis e e´ res-
ponsa´vel por coletar a posic¸a˜o atual do motorista representado por ele e informar
quando o mesmo esta´ disponı´vel para novas viagens. Ele tambe´m e´ responsa´vel
por informar o cliente que for alocado para ele, a sua atual posic¸a˜o no percurso
realizado para coletar o cliente no ponto de partida da viagem;
(iii) o u´ltimo agente utilizado, corresponde a`s chamadas agencias, que mantem o maior
poder de processamento da aplicac¸a˜o, e sa˜o responsa´veis por gerenciar a alocac¸a˜o
de motoristas disponı´veis com requisic¸o˜es de clientes.
De forma geral, a aplicac¸a˜o funciona da seguinte forma: quando um motorista
esta´ disponı´vel (informac¸a˜o fornecida pelo usua´rio motorista ao seu agente rodando no
dispositivo mo´vel), o agente informa todas as ageˆncias do sistema sobre a disponibili-
dade daquele particular motorista, atrave´s da ac¸a˜o tell: available, como mos-
trado na Figura 1. Quando uma ageˆncia recebe tal informac¸a˜o, ela filtra esta informac¸a˜o,
verificando se aquele motorista pertence a` a´rea da qual aquela ageˆncia em particular e´ res-
ponsa´vel, e caso pertencer, uma crenc¸a e´ criada, armazenando aquele motorista como uma
das opc¸o˜es entre os motoristas disponı´veis desta ageˆncia, caso contra´rio, a informac¸a˜o e´
descartada. Cada ageˆncia e´ responsa´vel por uma u´nica a´rea de cobertura de motoristas, e
estas a´reas na˜o se sobrepo˜e, isso significa que a informac¸a˜o de cada motorista disponı´vel
na aplicac¸a˜o vai estar armazenada em apenas uma ageˆncia em um dado momento. Deslo-
camentos significativos dos motoristas sa˜o tambe´m informados as ageˆncias, para que es-
tas crenc¸as sejam atualizadas. Conforme sera´ analisado adiante, a extensa˜o e localizac¸a˜o
destas a´reas podem se comportar dinamicamente no sistema.
7http://jaca-android.sourceforge.net/
Figura 1. Diagrama Prometheus.
Quando um cliente requisita uma viagem, utilizando seu dispositivo mo´vel, o
agente rodando em seu dispositivo solicita o local de destino e faz uma requisic¸a˜o a` todas
as ageˆncias do sistema, atrave´s da ac¸a˜o achieve: travel, como mostrado na Fi-
gura 1. Quando as ageˆncias recebem tal requisic¸a˜o, ela tambe´m e´ filtrada, analisando se
esta requisic¸a˜o foi realizada em uma a´rea que e´ monitorada por aquela ageˆncia ou na˜o. Se
a a´rea e´ monitorada pela agencia, ela localiza sua melhor opc¸a˜o de motorista e informa as
demais ageˆncias tambe´m responsa´veis por requisic¸o˜es de clientes naquela a´rea (as a´reas
de requisic¸a˜o de clientes sa˜o sobrepostas, de modo a encontrar o melhor motorista de
forma global, conforme sera´ melhor detalhado adiante).
Quando todas as ageˆncias localizarem sua melhor opc¸a˜o e comunicaram as de-
mais, a ageˆncia que possui a melhor opc¸a˜o global comunica o agente do respectivo
motorista, e aquele cliente e´ alocado para tal motorista, atrave´s da ac¸a˜o achieve:
pick passenger (Figura 1), e remove a crenc¸a informando que este motorista es-
tava disponı´vel em sua a´rea. Em seguida, as devidas interac¸o˜es com os usua´rios ocorrem.
O agente do motorista passa a ser capaz de comunicar sua posic¸a˜o ao agente do cliente
alocado para ele. Uma visa˜o geral da aplicac¸a˜o pode ser vista na Figura 2, e a interac¸a˜o
entre os agentes do sistema, bem como das ac¸o˜es realizadas por eles pode ser vista no
diagrama Prometheus da Figura 1.
Figura 2. Visa˜o Geral da Aplicac¸a˜o.
Entre diversas caracterı´sticas interessantes na utilizac¸a˜o do paradigma de sistemas
multiagentes em nossa aplicac¸a˜o, neste trabalhos descrevemos as questo˜es relacionadas a
escalabilidade do sistema. Para esse fim, dividimos as pro´ximas subsec¸o˜es para explicar a
escalabilidade de agentes em relac¸a˜o a capacidade deles se auto-replicarem para melhorar
o desempenho da aplicac¸a˜o, bem como a capacidade deles se moverem para servidores
diferentes, com o objetivo de reduzir a sobrecarga na rede.
4.1. Escalabilidade de Agentes
Na aplicac¸a˜o de servic¸o para motoristas autoˆnomos proposta neste trabalho, os agentes
responsa´veis pelo maior processamento (as ageˆncias) sa˜o organizados de maneira que
eles tratem o espac¸o geogra´fico de forma diferente para a disponibilidade de motoristas e
requisic¸o˜es de clientes. Como descrito, cada motorista disponı´vel e´ registrado em apenas
uma ageˆncia, portanto, as a´reas tratadas por cada ageˆncia na˜o se sobrepo˜em. Requisic¸o˜es
de clientes sa˜o tratadas, possivelmente, por va´rias ageˆncias, dado que as a´reas de tra-
tamento de requisic¸o˜es de cada ageˆncia sobrepo˜e as a´reas de ageˆncias adjacentes (elas
correspondem a uma porcentagem varia´vel de acre´scimo a` a´rea tratada para motoristas).
No decorrer do dia, neste tipo de cena´rio, ja´ e´ conhecido que a quantidade de mo-
toristas disponı´veis em cada regia˜o e a quantidade de requisic¸o˜es de clientes pode variar.
Por exemplo, tendo-se poucos motoristas e requisic¸o˜es em perı´odos noturnos, e gran-
des quantidades de motoristas e requisic¸o˜es de clientes em horas de pico durante o dia.
Com base nisso, e´ proposto uma arquitetura que permite a criac¸a˜o e destruic¸a˜o de agentes
do tipo ageˆncia, conforme a necessidade da aplicac¸a˜o, de acordo com a quantidade de
motoristas e requisic¸o˜es de clientes. Com a utilizac¸a˜o da plataforma Jason, a criac¸a˜o e
destruic¸a˜o de agentes pode ser feita facilmente em tempo de execuc¸a˜o do sistema.
Na aplicac¸a˜o proposta, ha´ uma numerac¸a˜o sequencial de ageˆncias, por exemplo
agencia03 para a terceira ageˆncia criada no sistema, e o co´digo de todas as ageˆncias
e´ o mesmo (agencia.asl). As ageˆncias sa˜o diferenciadas pela a´rea a` qual sa˜o res-
ponsa´veis, e pelos motoristas disponı´veis em sua a´rea, ou seja, suas crenc¸as. Portanto,
quando uma ageˆncia esta´ sobrecarregada com muitas requisic¸o˜es e/ou motoristas cadas-
trados em sua a´rea, essa ageˆncia executa a ac¸a˜o interna de criac¸a˜o de uma nova ageˆncia,
seguindo a ordenac¸a˜o de nomes. Apo´s a criac¸a˜o dessa nova ageˆncia, a ageˆncia a qual
a criou divide a sua a´rea de cobertura em duas partes, ficando esta responsa´vel por uma
destas partes, e informando a nova ageˆncia que esta sera´ responsa´vel pela outra parte, e
pelos motoristas que estiverem disponı´veis nesta respectiva parte (a ageˆncia criadora en-
via para a ageˆncia criada as crenc¸as referentes aos motoristas da nova a´rea, e as remove
de seu conjunto de crenc¸as). Este processo reduz o nu´mero de motoristas cadastrados
e requisic¸o˜es em uma u´nica a´rea. Caso ainda exista uma concentrac¸a˜o de motoristas e
requisic¸o˜es em uma dessas novas a´reas, as ageˆncias sa˜o capazes de subdividir tal a´rea no-
vamente, ate´ que a sobrecarga seja eliminada. Da mesma forma, quando as ageˆncias esta˜o
com poucos motoristas registrados e requisic¸o˜es de clientes, elas sa˜o capazes de reagrupar
uma a´rea, passando as informac¸o˜es para uma u´nica agencia, que se torna responsa´vel pela
a´rea maior, e as demais deixando de executar.
4.2. Escalabilidade da Rede
Outra questa˜o bastante interessante neste tipo de aplicac¸a˜o e´ a escalabilidade da rede, onde
muitas vezes existe a necessidade de redistribuir processamento, devido a sobrecarga de
servidores. Ainda, existe a possibilidade de servidores ficarem offline devido a proble-
mas de infraestrutura, etc. A abordagem proposta neste trabalho, e´ capaz de lidar com
as situac¸o˜es mencionadas de maneira eficiente e transparente para os usua´rios do servic¸o,
onde uma ageˆncia originada de uma replicac¸a˜o (como descrito na subsec¸a˜o anterior) pode
ser instanciada em um servidor diferente da ageˆncia que originou a replicac¸a˜o, permitindo
uma distribuic¸a˜o adequada de processamento na rede. Tambe´m, em relac¸a˜o a inatividade
de servidores, e´ possı´vel utilizar te´cnicas de toleraˆncia a` falhas, com o objetivo de mo-
Figura 3. Tempo me´dio de espera para uma frota de 50 taxis
nitorar ageˆncias que deixarem de responder, criando ageˆncias substitutas com o mesmo
estado mental (crenc¸as) de ageˆncias que se tornarem inativas, e capazes de assumir as
tarefas de ageˆncias localizadas servidores faltosos de forma totalmente transparente para
os outros agentes e para os usua´rios do servic¸o.
Como na˜o existe restric¸a˜o, em sistemas multiagente, sobre em que servidor um
agente deva rodar, a aplicac¸a˜o pode funcionar de forma totalmente distribuı´da. Nesta
situac¸a˜o, a abordagem de criar novas ageˆncias para suprir demandas de carga e´ capaz
de tirar proveito dos paradigmas de computac¸a˜o paralela e distribuı´da, permitindo na˜o
apenas uma maior escalabilidade no sistema, mas tambe´m um melhor balanceamento de
carga e um melhor aproveitamento dos recursos computacionais.
5. Testes
Uma versa˜o inicial do sistema, ainda na˜o distribuı´da em dispositivos mo´veis, foi avaliada
utilizando uma cidade simulada que consiste de um grid quadrado de 40 ruas horizontais
e 40 ruas verticais, totalizando 1600 intersecc¸o˜es. Por motivos de simplificac¸a˜o, foi as-
sumido que um veı´culo normal trafegando em hora´rio normal leva aproximadamente 6
segundos para percorrer uma quadra, portanto, a velocidade assumida para todos os taxis
do sistema e´ de 6 segundos por unidade de distaˆncia no grid.
Foram realizados testes considerando uma frota de 50 taxis e variando-se o
nu´mero clientes. O sistema foi avaliado em quantidades de clientes mu´ltiplas de 10 mai-
ores que 0 e menores ou iguais a 500 (10, 20, .., 490, 500). Todos os taxis iniciam ao
mesmo tempo no centro do grid, enquanto os passageiros possuem tanto a posic¸a˜o inicial
quanto o destino gerados aleatoriamente. Todos os clientes sa˜o instanciados ao mesmo
tempo e esta˜o codificados para requisitar a viagem imediatamente (com a limitac¸a˜o de
cada um executar como uma thread na simulac¸a˜o, e portanto, na˜o ha´ garantia de que as
requisic¸o˜es sejam feitas exatamente ao mesmo tempo).
Para cada simulac¸a˜o, foi registrado o tempo me´dio de espera dos clientes, ou seja,
o tempo decorrido do momento em que o cliente efetua a requisic¸a˜o ate´ o momento em
que o taxi chega para atendeˆ-lo. Os resultados sa˜o mostrados na Figura 3. Como e´
possı´vel observar, o tempo de espera se mante´m abaixo de 15 minutos para quantidade de
passageiros menores que a quantidade de carros. Ale´m disso, o tempo se mante´m abaixo
de 30 minutos para ate´ 250 passageiros, o que pode ser considerado um tempo de es-
pera aceita´vel, considerando a taxa de 5 passageiros para cada motorista, e considerando
a independeˆncia de operadores humanos nesta alocac¸a˜o. E´ importante lembrar que, em
um ambiente real, existe ainda a lateˆncia de comunicac¸a˜o entre os dispositivos mo´veis
dos clientes, motoristas, e os servidores encarregados da execuc¸a˜o das ageˆncias. Entre-
tanto, considerando a constante evoluc¸a˜o das tecnologias de redes mo´veis atualmente,
este tempo foi desconsiderado para efeitos de simulac¸a˜o.
6. Trabalhos Relacionados
[Alshamsi et al. 2009] propo˜e uma abordagem multiagente auto-organiza´vel para tratar a
tarefa de associar taxis com clientes, com o objetivo de melhorar a performance da atual
abordagem em uma companhia de taxis real. A companhia opera dividindo a cidade em
regio˜es, e chamadas realizadas por clientes de dentro de qualquer destas regio˜es deve ser
atendida, preferencialmente, por um taxi disponı´vel que estiver atualmente localizado na
mesma regia˜o da chamada. Esta estrate´gia busca reduzir na˜o apenas o tempo de espera
do passageiro, mas tambe´m o tempo de deslocamento do motorista. No caso de na˜o haver
taxis disponı´veis na mesma regia˜o da chamada, o sistema busca por taxis disponı´veis
em regio˜es adjacentes, onde estas relac¸o˜es de adjaceˆncia entre regio˜es sa˜o esta´ticas e
precisam ser manualmente especificadas no sistema. A abordagem multiagente auto-
organiza´vel implementada na companhia busca estabelecer dinamicamente as relac¸o˜es de
adjaceˆncia entre as regio˜es buscando fazer um melhor uso de informac¸o˜es sobre a atual
distribuic¸a˜o dos taxis pelas regio˜es e alterac¸o˜es nos padro˜es de tra´fego. Isto e´ alcanc¸ado
atrave´s do tratando as regio˜es como agentes no sistema, as chamadas e os taxis como
recursos. Neste trabalho, a companhia foi capaz de reduzir significativamente o tempo
de espera, e aumentar a utilizac¸a˜o dos taxis (possivelmente maximizando os lucros da
companhia).
[Seow et al. 2010] propo˜e um sistema multiagente onde agentes, associados com
taxis, sa˜o capazes de negociar suas requisic¸o˜es depois destas terem sido entregues a eles
pelo sistema, permitindo que os taxis “troquem” passageiros que ainda na˜o tiverem sido
atendidos, de forma a maximizar a satisfac¸a˜o me´dia de grupos de requisic¸o˜es. O sis-
tema opera agrupando as requisic¸o˜es dos clientes que ocorrem dentro de um determinado
intervalo de tempo e disponibilizando a cada um destes grupos o conjunto de taxis que
estiverem disponı´veis no final de cada intervalo. O sistema enta˜o aplica um algoritmo des-
centralizado chamado MA3-LM, o qual funciona dividindo o seu processo de raciocı´nio
em um nu´mero de rounds de negociac¸a˜o entre os agentes. Nestes rounds os taxis sa˜o ca-
pazes de trocar suas requisic¸o˜es de forma a aumentar o somato´rio da qualidade de servic¸o
(QoS) dentre todas as requisic¸o˜es. O ponto principal desta abordagem e´ maximizar a
me´dia de satisfac¸a˜o dos clientes de forma global em um grupo, em oposic¸a˜o as abor-
dagens existentes que visam maximizar a satisfac¸a˜o local para cada das requisic¸o˜es de
forma serial. Maximizando globalmente a satisfac¸a˜o, e´ esperado que um maior nu´mero
de clientes possa ser bem satisfeito. Simulac¸o˜es experimentais mostraram que o sistema
e´ capaz de reduzir o tempo de espera dos clientes, e o tempo de viagem sem passageiros.
Em [Glaschenko et al. 2009], foi implementado um sistema multiagente para a
tarefa de associar taxis com clientes em uma grande companhia de taxis operando em
Londres. Ate´ enta˜o, a companhia tratava manualmente as requisic¸o˜es de clientes e o ge-
renciamento da frota, precisando manter uma equipe de 130 funciona´rios para esta finali-
dade. Devido ao sistema ter sido aplicado na pra´tica (no mundo real), os autores tiveram
que lidar com eventos complexos, como por exemplo: pode-se assumir o momento das
requisic¸o˜es e a localizac¸a˜o atual dos taxis como eventos imprevisı´veis; existem diferentes
tipos de clientes com diferentes necessidades (normal, deficiente, necessitando cadeira
para crianc¸a, transportando pets, carregando bagagem, etc...); uma grande e dinaˆmica va-
riedade de veı´culos, sendo que nem todos sa˜o capazes de satisfazer todas as situac¸o˜es
anteriores; existem motoristas freelancers que sa˜o permitidos a usarem seus veı´culos para
seus pro´prios clientes, entrando e deixando o sistema a qualquer momento; imprevisibili-
dade de congestionamentos, falhas no veı´culo, acidentes e situac¸o˜es similares. O sistema
e´ composto por um nu´mero de mo´dulos interconectados por filas de eventos, e faz uso
de uma abordagem conhecida como “adaptative scheduling”. O ponto principal desta
te´cnica e´ o fato de que, a cada evento (surgimento de um cliente ou mudanc¸a no status
de um motorista), o sistema na˜o precisa reconstruir toda a distribuic¸a˜o entre taxis e cli-
entes do inı´cio, mas apenas as partes desta organizac¸a˜o que forem afetadas pelo evento.
O sistema e´ capaz de estabelecer o mapeamento entre clientes e taxis baseado em va´rios
crite´rios, tais como a distaˆncia fı´sica ate´ o cliente, tra´fego, tipo de cliente, bem como lidar
com situac¸o˜es como um eventual cancelamento de uma requisic¸a˜o e gerenciar o tempo
ocioso dos motoristas, sendo capaz de melhorar a satisfac¸a˜o tanto do cliente como do
motorista. O sistema tambe´m implementa te´cnicas para penalizar motoristas que tenta-
rem trapacear no sistema provendo informac¸o˜es erradas para benefı´cio pro´prio. Com esta
implementac¸a˜o, a companhia foi capaz de tratar automaticamente 98,5% das requisic¸o˜es
(sem qualquer interfereˆncia humana), ale´m de reduzir o nu´mero de requisic¸o˜es perdidas
e o nu´mero de viagens ociosas.
A abordagem proposta nesse trabalho, difere de [Alshamsi et al. 2009] nas
questo˜es de escalabilidade descritas, inclusive no tratamento de requisic¸o˜es de clien-
tes. No´s acreditamos que o trabalho descrito em [Alshamsi et al. 2009] poderia se be-
neficiar com nossa abordagem. Ale´m disso, o foco aqui e´ diferente do apresentado
em [Seow et al. 2010], onde na˜o existe o tratamento de questo˜es relacionadas a` escalabili-
dade do sistema, e esse trabalho tambe´m poderia se beneficiar com a proposta apresentada
aqui para escalabilidade. Finalmente, esse trabalho visou atacar os problemas descritos
em [Glaschenko et al. 2009]. Da mesma forma que esse u´ltimo trabalho pode usufruir
da escalabilidade de nossa abordagem, a nossa aplicac¸a˜o pode incorporar os ca´lculos e
te´cnicas utilizadas em [Glaschenko et al. 2009].
7. Conclusa˜o
Neste trabalho descrevemos uma abordagem para servic¸o de motoristas autoˆnomos ba-
seada no paradigma de sistemas multiagentes, o qual permite tratar de forma eficiente e
transparente, os problemas de escalabilidade de tal aplicac¸a˜o.
As contribuic¸o˜es deste trabalho foram no sentido de propor uma abordagem para
um problema real, com alta escalabilidade, e por ser uma abordagem essencialmente dis-
tribuı´da, capaz de tirar proveito dos benefı´cios das te´cnicas de computac¸a˜o distribuı´da.
A proposta tambe´m e´ eficiente no sentido de balanceamento de carga, sendo automati-
camente capaz de se redimensionar em caso de sobrecarga. A arquitetura da aplicac¸a˜o
tambe´m e´ capaz de tirar proveito da recente popularizac¸a˜o de tecnologias mo´veis, como
smarthphones e redes sem fio. A arquitetura implementada e simulada se mostra acei-
tavelmente eficiente, e de bom custo-benefı´cio, pois e´ capaz de atender os requisitos do
sistema de forma automatizada, eliminando a necessidade de operadores humanos.
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