






























































































































































El  proyecto  que  se  presenta  es  un  trabajo  en  el  marco  de  la  simulación  y  de  los 
autómatas celulares, propuesta de Pau Fonseca, director del proyecto y profesor del 
departamento  de  Estadística  e  Investigación  Operativa  (EIO),  con  el  objetivo  de 
modelar el comportamiento de los incendios forestales en lenguaje SDL (basado en el 
modelo ya existente de Behave) y en base a esto elaborar  la  infraestructura para  la 




forestales  ya  que  tienen  gran  importancia  ecológica  y  económica.  En  las  últimas 
décadas como consecuencia del desarrollo y  la evolución de  la sociedad  los  incendios 
implican pérdidas muy valiosas e importantes.  
La pérdida de bosques y áreas forestales provoca la disminución de reservas naturales, 
cambios  climáticos,  falta  de  espacios  que  generen  oxígeno,  extinción  de  animales, 
entre otras… e  incluso  la más  importante que no debemos de olvidar,  la pérdida de 
vidas humanas.  
Todo esto afecta a la vida en el planeta y disminuye la calidad de vida, humana, animal 
y vegetal. Como existe este  riesgo es necesario conocer el  fenómeno,  identificarlo y 
entender los elementos que intervienen en los incendios forestales. 
Este conocimiento contribuirá a  la  lucha contra  los  incendios principalmente de  tres 
maneras. La primera, se podrán tomar medidas preventivas, de esta manera se podrá 
tomar medidas  antes de que  suceda,  con  la  consecuencia de  reducir el  impacto.  La 
segunda,  se  mejorara  la  efectividad  en  la  lucha  del  frente  del  fuego  durante  un 
incendio  y  la  tercera  contribución  será que  se podrán obtener mapas de  riesgos de 


















A  pesar  que  hay  algunos  simuladores  de  incendios,  no  hay  ninguno  que  utilice  el 









por ejemplo en  los  superordenadores que hay  repartidos por  todo el mundo,  como 
ejemplo el que tenemos en Barcelona el Mare Nostrum. 
El último problema que nos encontramos es que al realizar este proyecto se utilizarán 
herramientas  desarrolladas,  incluso  aún  en  desarrollo  de  otros  proyectos  de  la 











La primera  tarea  sería  la de buscar y analizar  toda  la  información necesaria  sobre el 
comportamiento del fuego, pero no de un modelo cualquiera, ni un modelo realizado 
desde cero, sino que utilizaremos un modelo sobre el comportamiento del fuego que 
ya existe, y es muy usado en  las simulaciones de  incendios  forestales más comunes, 
más en concreto el modelo elegido será el modelo de Behave. 
El segundo objetivo sería coger este modelo de Behave y transformarlo al lenguaje SDL 
y a  su vez,  comprobar que el  comportamiento  tanto en el modelo Behave  como en 
nuestro modelo en lenguaje SDL es el mismo.  
Para  finalizar, el último objetivo que pretendemos  alcanzar,  será el de  implementar 
este modelo en  lenguaje SDL, estructurándolo de  tal manera que  se pueda ejecutar 
una simulación de manera distribuida, en varias maquinas a la vez. 













Los  simuladores  son herramientas que nos permiten  la emulación de un  sistema, es 
decir,  reproducir el  comportamiento de un  sistema,  reproducen  sensaciones que en 
realidad  no  están  sucediendo.  Por  lo  general  se  basan  en  que  tienen  unas  ciertas 





otros  factores.  Los  simuladores  nos  permiten  predecir  los  fenómenos,  si  tenemos 
hecha  una  simulación  podemos  entender  su  proceso,  tomar  medidas  y  actuar  en 
consecuencia.  El  estudio  de  estos  fenómenos,  no  entraña  efectos  negativos  al 
reproducirlos  ya  que  son  simulaciones  y  podemos  reproducirlo  tantas  veces  como 
queramos y bajo los efectos que se deseen, sin ningún tipo de límite. 





















las  llamas.  La  principal  fuente  de  incendios  son:  los  rayos,  las  negligencias,  causas 




ramas  caídas,  etc.),  en  este  tipo  de  incendio  el  fuego  suele  propagarse  rápido.  Los 
incendios de copas, son  los que se propagan a través de  las copas de  los arboles, en 
estos  las  llamas alcanzan grandes alturas y se propagan de  la copa de un árbol a otro 
mediante  la  conducción.  Por  último  estaría  los  incendios  de  subsuelo,  el  cual  se 
propaga por debajo de la superficie del terreno, el fuego quema y se propaga a través 
de las raíces y materia orgánica seca.  
Para  cada  tipo  de  incendio  tenemos  características  tanto  de  propagación  como 




el  fuego  en  un  incendio  forestal,  tomando  características  del  ambiente  donde  se 
desarrolla el incendio en un determinado momento y lo que hacen es tratar de simular 
como se propagará en un instante de tiempo posterior. 
Anteriormente  explique  los  tres  tipos  de  incendios  que  podían  suceder  en  un  área 
forestal,  de  superficie,  de  copas  y  subterráneas.  Aunque  los  tres  tipos  podrían 
desarrollase simultáneamente (eso significa que podrían influir entre ellos) en nuestro 
caso solo se contemplara un tipo, los de superficie. Esto es porque el modelo definido 
por Behave que  será el que modelemos  se  centra  solo en este  tipo de  incendio  sin 
tener en cuenta el resto. Al  igual que en el momento de un  incendio se hay muchos 
factores  que  determinan  como  se  va  a  propagar  el  incendio,  como  puede  ser  la 
pendiente,  la  vegetación,  el  clima,  la  humedad,  etc.  Todos  estos  factores  y muchos 










Behave  que  está más  simplificado.  Además  si  se  quisiera  obtener  resultados  en  un 
tiempo razonable en un simulador completo, por su complejidad nos sería  imposible 
por  lo  que  por  lo  general  se  suele  optar  por  simular  solo  un  tipo  de  incendio  (y 
asumiendo ciertas características del entorno), esto nos hace que  los simuladores no 
sean  tan precisos  como  realmente  se desea,  intentado en  todo momento buscar  la 
máxima precisión‐tiempo más conveniente.  





La cantidad y  tipo de combustible  inflamable que  rodea el  incendio se conoce como 
carga (cantidad de combustible por unidad de área), a más carga el fuego se propagará 
más rápido y con una mayor intensidad. 







absorbe  el  calor  del  fuego  haciendo  más  difícil  su  propagación).  Por  ejemplo  las 
temporadas  de  altas  precipitaciones  provocarán  que  haya  un  alto  contenido  de 
humedad lo que hará que sea más difícil que se propague el fuego, por el contrario si 










más  o  menos  calientes,  secos  o  menos  secos,  dependiendo  si  es  época  de 
temperaturas altas o no. 
 El viento tiene gran importancia también porque determina la forma en que avanza el 





La  pendiente  del  terreno  afecta  porque  determina  la  velocidad  y  dirección  de 
propagación del fuego. El fuego se propaga más rápidamente subiendo  la pendiente, 

























Actualmente  se  utilizan  trece  modelos  para  describir  los  tipos  de  combustible, 
divididos a  su  vez en  cuatro  clases: pastos, arbustos,  leñosos  y  ramas. Cada uno de 
estas  clases  propaga  el  fuego  de  forma  distinta.  Estos  modelos  describen  las 

















Saber  si  realmente es posible predecir el  comportamiento del  fuego, depende de  la 
precisión que se busca en  la predicción, hay tantos  factores a tener en cuenta y que 





próximo  al  fuego  y  la  energía  absorbida  por  el  combustible,  se  consideran  los 









el  tamaño  de  la  partículas  del  combustible,  etc.  Todo  esto  determina  la  forma  y 
velocidad en que el  fuego se propaga. No se considera ni modela el  fuego de copas, 
torbellinos de fuego y la creación de más focos de fuego. 
El  modelo  de  Rothermel  es  uno  de  los  más  utilizados  para  la  predicción  del 










comportamiento del  fuego,  su entorno y  sus efectos. Es un programa  recomendado 
para  usuarios  experimentados  o  al  menos  familiarizados  con  el  problema,  aunque 
tiene  la  opción  de  utilizar  una  serie  de  ventanas  que  permiten  el  ingreso  de  los 
parámetros y muestra los resultados de una forma amigable y fácil de utilizar. Muestra 
relaciones  entre  humedades,  viento,  pendiente  e  índice  de  propagación  de  forma 























el  viento  y  el  combustible,  este  simulador  incluye  modelos  de  propagación  en 
superficie,  en  copas  y  spotting,  realiza  las  simulaciones  en  dos  dimensiones.  Es  un 
modelo para  la simulación en tiempo y espacio de  la propagación y comportamiento 
de fuegos bajo condiciones de terreno, combustible y clima heterogéneas. Está basado 
en  un  principio  de  propagación  de  ondas  propuesto  por  Huyens.  Su  salida  es  la 
proyección  del  perímetro  del  frente  del  fuego  y  el  comportamiento  del  fuego, 
pudiéndose exportar a otras aplicaciones o sistemas de información geográfica. Es una 




Nexus:  es  una  aplicación  que  conecta modelos  de  predicción  de  fuegos  de  copas  y 
superficies, es útil para estudiar el riesgo de copas potencial y formas alternativas de 
tratarlos.  Contiene  también  herramientas  visuales  que  son  útiles  para  entender  la 
interacción  entre  los  incendios  de  copas  y  superficies.  Está  destinado  a  usuarios 
























Después  de  ver  unos  cuantos  simuladores  que  están  actualmente  en  el  mercado, 
podemos ver que todas  las aplicaciones necesitan que el usuario tenga un alto grado 
de  conocimiento  sobre  el  comportamiento  del  fuego  y  conocer  los  modelos  que 
utilizan estas aplicaciones. El resultado de  las simulaciones, en general, son bastante 
pobres gráficamente y la simulación se tiene que realizar en una única computadora. 





‐ El  resultado de  la  simulación  se podrá  ver en VRML ó en Google  Earth, más 
visual que las tablas y gráficos que muestran las aplicaciones actuales. 













Uno de  los  lenguajes que encontramos para  formalizar modelos de  simulación es el 
lenguaje SDL (Telecommunication standardization sector of  ITU 1999), es un  lenguaje 
orientado  a  la  especificación  y  diseño  de  sistemas  de  telecomunicaciones  que 
funcionan en tiempo real. 
Existen dos  formas  sintácticas diferentes para  representación de  sistemas mediante  
SDL, la primera es SDL/GR (Graphical Representation), la cual es un leguaje gráfico que 
define  la estructura y  flujos del control del sistema. La segunda  representación es  la 
SDL/PR (Phrase Representation), donde este es un  lenguaje de programación. Para  la 
realización  de  este  proyecto  hemos  usado  la  representación  SDL/GR  ya  que  nos 












Los  bloques  tienen  una  o  más  definiciones  de  procesos  del  sistema.  El  bloque  se 










máquina de estados  finita extendida,  la  cual  contiene unos  ciertos estados  finitos  y 
existen transiciones para pasar de un estado a otro. Cada  transición viene producida 
por  una  señal  que  viene  de  otro  proceso  o  del  entorno  y  que  permiten manipular 
variables locales del proceso, enviar señales o incluso ejecutar procedimientos. Pueden 
existir  varias  instancias  de  un mismo  proceso  ejecutándose  concurrentemente  o  de 
instancias de procesos distintos,  los procesos  tienen acceso al  tiempo absoluto para 
realizar cálculos de tiempos. Hay señales de entrada y de salida, para  la recepción de 





















































Un Sistema de  Información Geográfica  (SIG o GIS, en  su acrónimo  inglés Geographic 
Information  System)  es  una  integración  organizada  de  hardware,  software  y  datos 
geográficos  diseñado  para  capturar,  almacenar,  manipular,  analizar  y  desplegar  en 
todas  sus  formas  la  información geográficamente  referenciada con el  fin de  resolver 
problemas  complejos  de  planificación  y  gestión.  También  puede  definirse  como  un 
modelo de una parte de  la realidad referido a un sistema de coordenadas terrestre y 
construido para  satisfacer unas necesidades concretas de  información. En el  sentido 
más estricto, es cualquier sistema de información capaz de integrar, almacenar, editar, 
analizar,  compartir  y  mostrar  la  información  geográficamente  referenciada.  En  un 
sentido  más  genérico,  los  SIG  son  herramientas  que  permiten  a  los  usuarios  crear 
consultas interactivas, analizar la información espacial, editar datos, mapas y presentar 
los resultados de todas estas operaciones. 
La  tecnología  de  los  Sistemas  de  Información  Geográfica  puede  ser  utilizada  para 
investigaciones  científicas,  la  gestión  de  los  recursos,  gestión  de  activos,  la 
arqueología,  la  evaluación  del  impacto  ambiental,  la  planificación  urbana,  la 
cartografía,  la sociología,  la geografía histórica, el marketing,  la  logística por nombrar 
unos pocos. Por ejemplo, un SIG podría permitir a  los grupos de emergencia calcular 
fácilmente los tiempos de respuesta en caso de un desastre natural. 
El  SIG  funciona  como  una  base  de  datos  con  información  geográfica  (datos 








gráficos  de  un  mapa  digital.  De  esta  forma,  señalando  un  objeto  se  conocen  sus 
atributos e,  inversamente, preguntando por un registro de  la base de datos se puede 
saber su localización en la cartografía. 
La  razón  fundamental  para  utilizar  un  SIG  es  la  gestión  de  información  espacial.  El 
sistema permite separar  la  información en diferentes capas temáticas y  las almacena 
independientemente,  permitiendo  trabajar  con  ellas  de manera  rápida  y  sencilla,  y 
facilitando al profesional  la posibilidad de relacionar  la  información existente a través 
de  la  topología  de  los  objetos,  con  el  fin  de  generar  otra  nueva  que  no  podríamos 
obtener de otra forma. 





en  mallas.  El  modelo  de  SIG  raster  o  de  retícula  se  centra  en  las  propiedades  del 
espacio más que en la precisión de la localización. Divide el espacio en celdas regulares 
donde cada una de ellas representa un único valor. 
En un SIG,  las  características geográficas  se expresan  con  frecuencia  como vectores, 
manteniendo las características geométricas de las figuras. En los datos vectoriales, el 
interés  de  las  representaciones  se  centra  en  la  precisión  de  localización  de  los 



















hay una codificación eficiente de  la  topología y  las operaciones espaciales,  tiene una 
buena  salida  grafica,  tienen mayor  compatibilidad  con  entornos  de  bases  de  datos 
relacionales y permite una mayor capacidad de análisis. 
Las  desventajas  de  los  datos  vectoriales  son  que  la  estructura  de  datos  es  más 







Idrisi23  es  un  sistema  de  información  geográfica  principalmente  de  datos  raster, 
aunque  se puede  incorporar  información vectorial, pero que posiblemente,  según el 
problema, también se acabará transformando en datos raster. 
Este sistema se basa en dos tipos de ficheros, uno para dos y otro para metadatos. Los 
ficheros de datos  contienen  la  tabla bidimensional  coordenada –  valor del  atributo, 
mientras  que  los  fichero  de  metadatos  contienen  la  información  sobre  los  propios 
datos, el nombre, su origen, la precisión, etc., viene a ser como la documentación del 












El fichero de metadatos es el que se encarga guardar  la  información de  los datos, de 
decir cuántas filas y columnas tiene la tabla y de cómo se han de representar la tabla 
de manera bidimensional. 
 Respecto a  la manera que tiene  idrisi32 de representar  los datos de modo vectorial, 
decir que como  tiene que  reconocer, puntos,  líneas y polígonos,  todos estos han de 





tiempo en  los modelos de  simulación. Esta definición  completa del  comportamiento 













Firelib  (Bevins  s.f.)  es  una  librería  desarrollada  en  lenguaje  c  para  la  simulación  de 
incendios forestales basados en algoritmos de Behave para predecir la propagación del 
fuego  en  dos  dimensiones.  Esta  librería  a  grandes  rasgos  calcula  el  índice  de 
propagación, la intensidad, la longitud de la llama y la altura de la brasa para incendios 
de superficie. 
Contiene  trece  funciones, pero  con  cuatro de ellas  se  tiene  suficiente para  crear un 
simulador simple pero a la vez eficiente y funcional, tal y como necesitamos para este 
proyecto. 
Este  simulador  recibe  como  entradas,  el mapa  con  el  frente  del  fuego  inicial  y  los 












divididos en  celdas y cada  celda contiene el momento en el que el  fuego alcanza el 
centro de la misma (un valor de cero significa que nunca fue alcanzada). 












En el momento de  la simulación, el simulador  itera sobre cada una de  las celdas del 








































En  el  segundo  paso,  se  tiene  como  salida  el  índice  de  propagación  sin  considerar 
todavía la influencia del viento y de la pendiente. Lo que determina en este proceso la 
intensidad de propagación es el  tipo de combustible y el contenido de humedad del 
combustible  (las  características  se  describen  en  el  paso  uno  y  la  información  del 
contenido de humedad es la entrada de este proceso). 
El  tercer  paso  obtiene  el  índice  de  la máxima  propagación  y  la  dirección  en  la  que 
ocurre esta máxima propagación. Para obtener estos dos datos es necesario considerar 






En el último paso, el cuarto,   se obtiene  la  intensidad y el  índice de propagación para 
cada  una  de  las  ocho direcciones principales  (norte,  noroeste,  oeste,  sudoeste,  sur, 
sudeste, este  y noreste). En este paso  se obtiene en qué momento el  fuego  llega a 
cada  una  de  las  celdas  vecinas,  en  el  caso  de  llegar  claro,  dependiendo  de  la 






tiempo,  como  el  espacio  y  los  estados  son discretos,  creado originalmente por Von 
Newman y S. Ulam. 
Un  autómata  celular  es  un  conjunto  infinito  n‐dimensional  de  celdas  ubicadas 
geométricamente en una parrilla y cada celda tiene un estado elegido de un alfabeto 
que es  finito. Cada celda contiene el mismo mecanismo de cálculo que  las otras y se 













el  instante previo  y de  los estados de  sus  vecinos en ese  instante previo.  Todas  las 
celdas se actualizan de manera sincronizada, pero el estado de toda la celda avanza en 













restricción  importante  en  la  actividad  simultánea:  todas  cambian  de  estado 



































Para  modelar  el  comportamiento  del  fuego  este  proyecto  se  basará  en  el  modelo 







La pendiente del terreno se considera uniforme a  lo  largo del terreno y a  lo  largo de 
toda la simulación. 
Un  parámetro  dinámico  como  es  el  viento,  que  seguro  que  varía  y  sigue  un 
comportamiento difícil de determinar a  lo  largo de un  incendio  forestal, en nuestro 
modelo de simulación también lo contabilizaremos como estático. 
Todas  estas  restricciones  y  que  a  veces  los  datos  tampoco  pueden  ser  medidos 








datos  de  entrada,  aunque  para  el  caso  de  los  incendios  forestales  seguro  que  la 
simulación nos da un resultado aproximado a la realidad. 




Gracias  a  dos  extensiones  extras  al  lenguaje  SDL  conseguiremos  definir  nuestro 




El  formalismo  Cell‐DEVS  (Javier  Ameghino  s.f.)  resuelve  los  problemas  que  tiene  el 
autómata  celular  cuando  se usa para  simular  sistemas  complejos,  ya que el uso del 





















permitimos  que  una  celda  pueda  propagar  el  fuego  a  sus  celdas más  próximas,  su 
vecindad, que en nuestro caso puede llegar a un máximo de ocho celdas vecinas. 
En  este  caso  la  extensión  forma  parte  del  lenguaje  SDL,  aunque  todavía  no  se  ha 









utilizado para diseñar  sistemas distribuidos  y que  se utiliza  y  se  aplica mucho en el 
campo de la simulación. 
Una de las principales características que dan ventaja al lenguaje SDL respecto a otros 
lenguajes  como  puede  ser  el  UML,  es  que  este  es  más  versátil,  manejable  y  su 
especificación  en SDL/GR se realiza de manera gráfica, lo que hace que sea más legible 
y  factible  para  cualquier  persona  que  cualquier  otro  lenguaje.  La  especificación  se 
realiza de una manera más natural, lo que facilita que personas ajenas a la informática 
también  puedan  entender  y  aportar  información  a  los  modelos  diseñados  con  el 
lenguaje SDL. 
3.3 Especificación del modelo 
Mediante  el  lenguaje  SDL  se  especificará  el modelo  de  simulación  de  los  incendios 
forestales, el comportamiento de sus celdas y de todos  los componentes que forman 
parte de este sistema. 





















Después  de  ver  que  los  resultados  del  primer modelo  eran  satisfactorios  se  pasó  a 
modificarlo para hacer que en lugar de trabajar como un conjunto se trabajara a nivel 
de celda, permitiendo así un modelo distribuido que era el objetivo de este proyecto. 







el  entorno.  La  instancia  de  BlockCelda  es  la  diferencia  respecto  al  modelo  final. 
BlockCelda  se  corresponde  con  toda  la  zona  de  terreno  a  simular  ó  incendiar, 
tratándola  globalmente  como  una  unidad  de  terreno  y  en  este  primer  modelo  sin 
distinguir celdas ni parcelas de  terreno. El  resto de  instancias, el motor, el  reloj y el 
















El  sistema  del  modelo  final  está  compuesto  por  diversas  instancias,  referentes  al 
autómata  celular,  el  motor,  el  reloj  y  el  entorno.  En  este  modelo  final  habrá  N 
instancias que  representaran  los bloques del autómata  celular,  según el  tamaño del 




empezar,  realizar  la  simulación paso a paso y  también es el  responsable de parar  la 
simulación, mostrando de una manera u otra  la salida ó resultado de  la simulación al 
usuario.  
El motor es el que guía al proceso de  la  simulación desde el estado  inicial al estado 
final y el reloj es el que marcará al motor cuando ha de actuar. 
El autómata celular, que es una extensión del lenguaje SDL, está compuesto por una ó 












respecto  al modelo  anterior,  en este  caso  los datos de  las  capas que necesita  cada 










donde cada una  se corresponde con una parcela del  terreno a  simular. A este nivel, 
tenemos que definir  las dimensiones del autómata celular, es decir,  las dimensiones 
del terreno a incendiar y lo expresamos de la siguiente forma: 
















 Cada  instancia de celda ha de contener ya, toda  la  información necesaria para poder 
realizar  todos  los  cálculos  necesarios  en  su  simulación,  por  lo  que  aquí  es  donde 
tenemos que declarar todas  las capas con  la  información relativa cada celda, que son 
la siguiente: 























































Vecinity(int  ignMap,  double  m1Map,  double  m10Map,  double  m100Map,  double 
mherbMap,  double mwoodMap,  double  slpMap,  double  aspMap,  double wspdMap, 











Al  llamar  a  este  procedimiento  nos  encontramos  en  una  celda  en  concreto  que  se 
encontrará dentro de una matriz en la fila i, columna j. Lo que pretendemos es obtener 












































A  continuación  se obtiene  toda  la  información de  las  capas  (con  funciones del  SDK) 











Ahora nos  falta obtener  la  información de  las  celdas vecinas, por  lo que a partir de 





la  fila y columna de  la celda hasta  llevarla a una celda vecina  (según  la vecindad de 





en  la posición 2575 de  la parrilla de  celdas  (de 101  x 101  celdas), de este modo el 
procedimiento funcionaría así: 
Obtengo  la  posición  con  la  función mncaGetCurrentCell,  por  lo  tanto  en  la  variable 
tmpCell tengo la posición 2575. 














Vecinity(int ignMap, double m1Map, double m10Map, double m100Map, double mherbMap, double mwoodMap, double slpMap, 
double aspMap, double wspdMap, double wdirMap, double ignM0, double ignM1, double ignM2, double ignM3, double ignM4, 















nrow = getPosicion(currCell,0) + 1;ncol = getPosicion(currCell,1) + 0;tmpCell = ncol + nrow*Cols;
mncaGetCellValue(“BlockCelda”, tmpCell, ignM1);







nrow = getPosicion(currCell,0) + 1;ncol = getPosicion(currCell,1) + 0;tmpCell = ncol + nrow*Cols;
nrow = getPosicion(currCell,0) + 1;ncol = getPosicion(currCell,1) + 0;tmpCell = ncol + nrow*Cols;
nrow = getPosicion(currCell,0) + 1;ncol = getPosicion(currCell,1) + 0;tmpCell = ncol + nrow*Cols;
nrow = getPosicion(currCell,0) + 1;ncol = getPosicion(currCell,1) + 0;tmpCell = ncol + nrow*Cols;
nrow = getPosicion(currCell,0) + 1;ncol = getPosicion(currCell,1) + 0;tmpCell = ncol + nrow*Cols;











































































nrow = getPosicion(currCell ,0) + 1;ncol = getPosicion(currCell ,1) + 0;tmpCell = ncol + nrow*Cols;
mncaSetCellValue(“BlockCelda”, tmpCell, ignM1);







nrow = getPosicion(currCell ,0) + 1;ncol = getPosicion(currCell ,1) + 0;tmpCell = ncol + nrow*Cols;
nrow = getPosicion(currCell ,0) + 1;ncol = getPosicion(currCell ,1) + 0;tmpCell = ncol + nrow*Cols;
nrow = getPosicion(currCell ,0) + 1;ncol = getPosicion(currCell ,1) + 0;tmpCell = ncol + nrow*Cols;
nrow = getPosicion(currCell ,0) + 1;ncol = getPosicion(currCell ,1) + 0;tmpCell = ncol + nrow*Cols;
nrow = getPosicion(currCell ,0) + 1;ncol = getPosicion(currCell ,1) + 0;tmpCell = ncol + nrow*Cols;





que  nos  representa  en  este  punto  un  único  proceso,  en  la  primera  versión 














capaz  de  realizar  sus  modificaciones  y  sus  cálculos  necesarios  para  avanzar  en  la 
simulación, por eso no necesita conocer y de hecho no conoce, la información relativa 
al resto de las otras celdas. 
En  nuestro  caso,  los  bloques  se  ejecutan  de  manera  paralela,  ya  que  cada  bloque 
podría ejecutarse en una computadora diferente, es decir, los bloques se ejecutarían a 
la vez en maquinas distintas. Para el caso de los procesos que hay dentro del bloque es 
diferente  porque  estos  se  ejecutarán  de manera  concurrente,  es  decir,  una misma 










estados no  varía del primer modelo  al modelo  final,  lo único que hay que  tener en 








versión  final  representa a cada celda de  terreno, con  lo que explicaré este diagrama 
para versión definitiva y para el primer modelo es  igual, solo hay que cambiar  lo que 
comento a nivel de celda por el nivel de terreno. 






















que  la  celda  reciba  el  evento  de  Arder  (significará  que  la  celda  está  ardiendo), 







































































































Vecinity(ignMap, m1Map, m10Map, m100Map, 
mherbMap, mwoodMap, slpMap, aspMap, wspdMap, 




A  continuación  ejecutará  una  tarea  que  contiene  la  función  de  PropagarFuego  que 








obtendremos  el  valor  del  tiempo  de  ignición  de  estas  celdas  vecinas  mediante  la 













































































Una  vez  conocemos  toda  la  información  relativa a  la  celda  y a  sus  vecinas pasará a 
ejecutarse una tarea donde la primera función PropagarFuego nos calculará que celdas 
vecinas  empiezan  a  incendiarse  y  en  qué  tiempo  y  después  con  la  función 
ObtenerCeldasIncendiadas  sabremos  las  celdas  vecinas  que  se  les  ha  propagado  el 
fuego y por ultimo con las funciones gerPtopagar y getExtinguir podremos saber si la 
celda propaga el fuego a otra celda y si se extingue el fuego de esta celda, guardando 
































Si  por  el  contrario,  no  se  ha  extinguido,  significa  que  el  fuego  podría  propagarse  a 
alguna de  sus  celdas  vecinas, por eso  se  le ha de enviar el evento Propagar,  con  la 






























Guardaremos  los  resultados  obtenidos  en  las  capas  de  información  con  el 

























































Vecinity(ignMap, m1Map, m10Map, m100Map, 
mherbMap, mwoodMap, slpMap, aspMap, wspdMap, 
wdirMap, ignM0, ignM1, ignM2, ignM3, ignM4, ignM5,
ignM6, ignM7);
Nucleus(ignMap, ignM0, ignM1, ignM2, 
ignM3, ignM4, ignM5, ignM6, ignM7);
Vecinity(ignMap, m1Map, m10Map, m100Map, 
mherbMap, mwoodMap, slpMap, aspMap, wspdMap, 
wdirMap, ignM0, ignM1, ignM2, ignM3, ignM4, ignM5,
ignM6, ignM7);
Nucleus(ignMap, ignM0, ignM1, ignM2, 


























flMap,  int  cell,  double  i0,double  i1,double  i2,double  i3,double  i4,double  i5,double 
i6,double i7 ); 
















Todas  estas  funciones  están  explicadas  en  su  totalidad  y  en  detalle,  junto  con  el 
diagrama de clases en su apartado correspondiente. 
3.4 Generación XML 
Una  vez  realizada  la  especificación,  se procedió  a  traducir  el modelo obtenido para 
pasarlo  a  un  formato  xml  que  el  software  SDLPS  pudiese  entender  para  probar  la 
simulación. La relación entre los diagramas del modelo y el xml es directa por lo que no 










Inmediatamente  después  se  encuentra  la  etiqueta  “process”  que  nos  permite 
especificar el diagrama de Procesos de nuestro modelo, detallando en todo momento 

















Uno  de  lo  que  había  que  decidir  era  que  lenguaje  de  programación  elegir  para 
implementar  el  modelo,  había  varios  lenguajes,  C,  C++,  .NET,  Java…  llegando  a  la 
conclusión  que  el  lenguaje  más  adecuado  era  el  lenguaje  C,  por  la  razones  que 
explicaré a continuación. 
Una de  las grandes ventajas que tiene este  lenguaje C respecto a otro como Java por 
ejemplo es  la gran eficiencia que  tiene a  la hora de  tratar mucha  información y a  la 
hora realizar los cálculos de esta información. 
Se tenía que utilizar parte de código de  la librería externa firelib, la cual está realizada 
en C, cosa que nos  facilitaría el  trabajo, aunque pasarla a C++  también hubiera  sido 
posible. 
También se han tenido que dejar de  lado otros aspectos como  la portabilidad, puede 
que  en  este  aspecto  Java  sea  mucho  más  portable  que  cualquiera  de  los  otros 
lenguajes, pero  en  el  caso de  este proyecto mi proyecto  viene  condicionado  con  la 
utilización  del  programa  SDLPS,  que  está  desarrollado  en  C++,  por  lo  que  quedaba 
descartado el lenguaje Java. Finalmente nos quedaban dos lenguajes C++  y C, lo lógico 





































































































































































































































































































































































































tipo, pero en muchos  casos  la ejecución de estas  simulaciones es poco eficiente. El 
principal  problema  de  es  la  velocidad,  ya  que  tiene  que manejar  gran  cantidad  de 
información,  además  de  la  complejidad  de  los  modelos  y  cálculos.  Para  que  sea 
significativa una simulación debe de generar un número suficiente de evoluciones del 
sistema. 
Por  eso  tenemos  que  obtener  una  simulación  más  rápida  y  a  primera  vista  eso  lo 
podemos hacer dedicando más recursos, se puede ver claro que podemos acelerar  la 
simulación utilizando un sistema de multiprocesador en  lugar de un solo procesador, 
pero  claro  para  una  simulación,  en  la  que  son  sistemas  que  tienen  muchos 
componentes operando en paralelo, lo más razonable sería explotar esto y dar un gran  





Además de  la velocidad, a veces el  sistema puede que no  tenga  suficiente memoria 
para manejar toda la simulación, de esta manera distribuida, haciendo que la memoria 
no sea compartida, también arreglamos este problema.  
Llegados  a  este  punto,  hace  falta  hacerse  una  pregunta  ¿Cómo  hacer  la  simulación 
distribuida? Para realiza estoy hay varias formas: 
Hacer replicaciones independientes de una simulación existente en computadoras por 
separado  y  luego  recoger  los  resultados.  Aunque  parezca  que  sea  muy  eficiente 
porque  cada  computadora  ejecuta  una  simulación  diferente  requiere  que  cada  una 





















comunes,  permitiendo  incluso  lanzar  muchas  simulaciones  a  la  vez  con  los  datos 
diferentes para estudiar  y  comparar  sus  resultados,  cosa que  con una  computadora 
común se hace inviable. 
Gracias  la  simulación  distribuida  podemos  organizar  los  diferentes  componentes  de 
una  simulación  en  diferentes  máquinas,  por  ejemplo,  en  una  maquina  el  mapa  de 
vientos, en otra el mapa de  la  lluvia, etc. De esta manera no solo sirve cada máquina 
para  una  única  simulación,  sino  una  maquina  que  contiene  un  componente  como 
puede  ser  el  mapa  de  lluvias,  puede  ser  aprovechada  por  otras  simulaciones  que 
también necesiten datos de este mapa.  
4.4.1 Ley de Amdahl 


































Según  los  resultados  obtenidos  se  puede  ver  que  cuantos  más  computadoras 
tengamos disponibles para la simulación distribuida, mejor será el tiempo de ejecución 
de la simulación (más ganancia), pero no solo eso, sino que, el aspecto más relevante 





























simulación  un  fichero  llamado  trace.csv  que  contiene  todos  los  pasos  que  se  han 
realizado en la simulación y que sirve para debugar. 
Dentro de la capeta raíz tenemos cuatro subcarpetas: 









































Behave, por  lo  tanto se puede decir que nuestro modelo es  fiable, que ha pasado  la 
verificación y la validación. 















donde  se  ha  propagado  el  fuego.  El  resultado  que  hemos  obtenido  por  ambas 
simulaciones es una matriz con  los  tiempos en que  se  inicia el  fuego en  la celda  (se 
puede  encontrar  en  los  anexos)  aunque para un  entendimiento más  claro,  como  el 
SDLPS también muestra el resultado gráfico, se decidió pasar el resultado obtenido por 
el modelo de Behave a gráfico también.   











código  externo    es  prácticamente  el  mismo,  añadiendo  las  extensiones  al  SDL  ya 
explicadas anteriormente.  
Este simulador te permitiría crear varios inicios de fuegos en el mismo terreno, lo único 
















































La  fase de modelado y diseño,  comprende entre  los meses Noviembre y Diciembre, 
esta es una de las fases más importantes y en la cual había que tratar lo siguiente: 
‐ La  especificación  del  Modelo,  donde  había  que  diseñar  el  modelo  en 




esperar, durante  la  implementación ha habido puntos  conflictivos que no  se habían 
tenido  en  cuenta,  producidos  por  la  inexperiencia  en  este  terreno,  y  eso  ha  hecho 













del proyecto y por eso ninguna  tarea  se hace  simultáneamente, hasta no  tener una 
clara no se pasó a la siguiente. 
6.3 Fase Implementación 


























































Los  costes  de  este  proyecto  están  divididos  en  dos  partes,  por  un  lado  los  costes 











Fase  Días  Coste por día (€)  Coste fase (€) 
Documentación  33  480  15840 
Diseño  58  480  27840 
Implementación  70  320  22400 
Experimentación   16  320  5120 



















tecnologías  y  las  diferentes  herramientas  como  el  SDLPS,  que  permiten  crear 
simuladores  complejos  a  partir  de  diagramas  especificados  en  lenguaje  SDL 





que  se  puedan  ejecutar más  simulaciones  a  la  vez  y  poder  recoger más  resultados 
diferentes para poder tomar las decisiones adecuadas. 





simulaciones de  incendios  forestales,  los  resultados  se mostraban mediante  tablas ó 


































‐ Se podrían añadir  los otros modelos de  incendios, ya que hemos visto que 
en este proyecto solo trata los incendios de superficie, por ejemplo tratar el 
incendio de copas, incluso como interactuarían entre ellos. 
‐ Respecto a  la salida de  la simulación se podría mejorar haciéndola de una 





















Muchos  de  los  problemas  que  me  he  encontrado  al  realizar  este  proyecto,  vienen 
sobretodo porque es un proyecto real y derivan de la colaboración con otros proyectos 
que actualmente se están desarrollando (uno con dos estudiantes de la UPC y otro con 
un  estudiante  de  otra  universidad),  por  lo  que  he  tenido  que  ir  sorteando  estos 
problemas y solucionándolos como he podido. 
El paso de  los diagramas a xml se podía hacer mediante un plugin del Microsoft Visio 





























Los  valores  raster  pueden  ser  enteros  o  números  con  coma  flotante  y  los  archivos 
serán  de  tipo  ASCII,  donde  cada  información  raster  estará  compuesta  por  un 
documento  “.doc”  con  la  información  relativa  a  los  datos  raster  y  los  datos  raster 





<system id="0" name="SystemCelda" implementation="" 
IP="192.168.0.137" portRead="8695" version="1.0"> 
 <channels> 
 </channels> 
    <mnca id="1" name="MNCA_FUEGO" implementation="" 
IP="192.168.0.137" portRead="8689"> 
 <DCLS> 
  <DCL name="mnca_DIM" type="int" value="2"/> 
  <DCL name="mnca_D1" type="int" value="101"/> 
  <DCL name="mnca_D2" type="int" value="101"/> 
    <DCL name="mnca_M1[]" type="double" value=""/> 
    <DCL name="mnca_M10[]" type="double" value=""/> 
    <DCL name="mnca_M100[]" type="double" value=""/> 
    <DCL name="mnca_Mapa[]" type="double" value=""/> 
    <DCL name="mnca_MDirVents[]" type="double" value=""/> 
    <DCL name="mnca_MFusta[]" type="double" value=""/> 
    <DCL name="mnca_MHerba[]" type="double" value=""/> 
    <DCL name="mnca_MOrientacio[]" type="double" value=""/> 
    <DCL name="mnca_MPendent[]" type="double" value=""/> 
    <DCL name="mnca_MVelVents[]" type="double" value=""/> 
    <DCL name="mnca_Model[]" type="double" value=""/> 













  <channels> 
  </channels> 
  <process id="1" name="ProcessCelda" 
implementation="" IP="192.168.0.137" portRead="8690"> 
   <DCLS> 
    <DCL name="PROPAGA" type="int" 
value="0"></DCL> 
    <DCL name="EXTINGUIDO" type="int" 
value="0"></DCL> 
    <DCL name="ProcessCelda_t" 
type="double" value="0"></DCL> 
        <DCL name="currCell" type="int" value="0"></DCL> 
        <DCL name="tmpCell" type="int" value=""></DCL> 
        <DCL name="sum" type="double" value="0"></DCL> 
        <DCL name="tmp1" type="double" value="0"></DCL> 
        <DCL name="tmp2" type="double" value="0"></DCL> 
        <DCL name="nrow" type="int" value="0"></DCL> 
        <DCL name="ncol" type="int" value="0"></DCL> 
        <DCL name="Rows" type="int" value="101"></DCL> 
        <DCL name="Cols" type="int" value="101"></DCL> 
        <DCL name="ignMap" type="int" value="1"></DCL> 
        <DCL name="timeNext" type="double" value="0"></DCL> 
        <DCL name="nTimes" type="int" value="0"></DCL> 
        <DCL name="atEdge" type="int" value="0"></DCL> 
        <DCL name="fuelMap" type="int" value="1"></DCL> 
        <DCL name="m1Map" type="double" value=".10"></DCL> 
        <DCL name="m10Map" type="double" value=".10"></DCL> 
        <DCL name="m100Map" type="double" 
value=".10"></DCL> 
        <DCL name="mherbMap" type="double" 
value="1."></DCL> 
        <DCL name="mwoodMap" type="double" 
value="1.50"></DCL> 
        <DCL name="slpMap" type="double" value="0"></DCL> 
        <DCL name="aspMap" type="double" value="0"></DCL> 
        <DCL name="wspdMap" type="double" value="4."></DCL> 
        <DCL name="wdirMap" type="double" value="0"></DCL> 
        <DCL name="flMap" type="double" value="0"></DCL> 
        <DCL name="ignM0" type="double" value="9999"></DCL> 
        <DCL name="ignM1" type="double" value="9999"></DCL> 
        <DCL name="ignM2" type="double" value="9999"></DCL> 
        <DCL name="ignM3" type="double" value="9999"></DCL> 
        <DCL name="ignM4" type="double" value="9999"></DCL> 
        <DCL name="ignM5" type="double" value="9999"></DCL> 
        <DCL name="ignM6" type="double" value="9999"></DCL> 
        <DCL name="ignM7" type="double" value="9999"></DCL> 
        <DCL name="propCell1" type="int" value="-1"></DCL> 
        <DCL name="propCell2" type="int" value="-1"></DCL> 
        <DCL name="propCell3" type="int" value="-1"></DCL> 








        <DCL name="propCell5" type="int" value="-1"></DCL> 
        <DCL name="propCell6" type="int" value="-1"></DCL> 
        <DCL name="propCell7" type="int" value="-1"></DCL> 
        <DCL name="propCell8" type="int" value="-1"></DCL> 
        <DCL name="delayCell" type="int" value="-1"></DCL> 
      </DCLS> 
   <procedures> 
    <procedure id="1" name="ArrivalTime" 
implementation=""> 
     <params> 
      <param name="ArrivalTime_t" 
type="double" defvalue="" ref="yes"></param> 
     </params> 
     <body> 
      <task id="1" 
name="">ArrivalTime_t=1;</task> 
     </body> 
    </procedure> 
    <procedure id="2" name="PropagarFuego" 
implementation=""> 
     <body> 
     </body> 
    </procedure> 
        <procedure id="3" name="InicializarFuego" 
implementation=""> 
          <body> 
          </body> 
        </procedure> 
        <procedure id="4" name="mncaGetCurrentCell" 
implementation="CSDLOperationProcedureCallmncaGetCurrentCel
l"> 
          <params> 
            <param name="MNCA_CURR_CELL" type="int" 
defvalue="" ref="yes"></param> 
          </params> 
        </procedure> 
        <procedure id="5" name="mncaGetCellValue" 
implementation="CSDLOperationProcedureCallmncaGetCellValue"
> 
          <params> 
            <param name="MNCA_GET_LAYER" type="char*" 
defvalue="" ref="yes"></param> 
            <param name="MNCA_GET_CELL" type="int" 
defvalue="" ref="yes"></param> 
            <param name="MNCA_GET_VALUE" type="double" 
defvalue="" ref="yes"></param> 
          </params> 








        <procedure id="6" name="mncaSetCellValue" 
implementation="CSDLOperationProcedureCallmncaSetCellValue"
> 
          <params> 
            <param name="MNCA_SET_LAYER" type="char*" 
defvalue="" ref="yes"></param> 
            <param name="MNCA_SET_CELL" type="int" 
defvalue="" ref="yes"></param> 
            <param name="MNCA_SET_VALUE" type="double" 
defvalue="" ref="yes"></param> 
          </params> 
        </procedure> 
        <procedure id="6" name="FindDestination" 
implementation="CSDLOperationProcedureCallFindDestination"> 
          <params> 
            <param name="nextCell" type="int" defvalue="" 
ref="yes"></param> 
          </params> 
        </procedure> 
        <procedure id="7" name="CalcProperties" 
implementation="CSDLOperationProcedureCallCalcProperties"> 
          <params> 
            <param name="Strength_1" type="double" 
defvalue="" ref="yes"></param> 
            <param name="Thickness_1" type="double" 
defvalue="" ref="yes"></param> 
            <param name="Speed_1" type="double" defvalue="" 
ref="yes"></param> 
            <param name="Time_1" type="double" defvalue="" 
ref="yes"></param> 
            <param name="Strength_2" type="double" 
defvalue="" ref="yes"></param> 
            <param name="Thickness_2" type="double" 
defvalue="" ref="yes"></param> 
            <param name="Speed_2" type="double" defvalue="" 
ref="yes"></param> 
            <param name="Time_2" type="double" defvalue="" 
ref="yes"></param> 
          </params> 
        </procedure> 
        <procedure id="8" name="CalculaDestiFrac" 
implementation="CSDLOperationProcedureCallCalculaDestiFrac"
> 
          <params> 
            <param name="nextCell" type="int" defvalue="" 
ref="yes"></param> 
            <param name="alcMin" type="double" defvalue="" 
ref="yes"></param> 
          </params> 








        <procedure id="4" name="Vicinity" 
implementation=""> 
          <params> 
            <param name="ignMap" type="int" defvalue="" 
ref="yes"></param> 
            <param name="m1Map" type="double" defvalue="" 
ref="yes"></param> 
            <param name="m10Map" type="double" defvalue="" 
ref="yes"></param> 
            <param name="m100Map" type="double" defvalue="" 
ref="yes"></param> 
            <param name="mherbMap" type="double" 
defvalue="" ref="yes"></param> 
            <param name="mwoodMap" type="double" 
defvalue="" ref="yes"></param> 
            <param name="slpMap" type="double" defvalue="" 
ref="yes"></param> 
            <param name="aspMap" type="double" defvalue="" 
ref="yes"></param> 
            <param name="wspdMap" type="double" defvalue="" 
ref="yes"></param> 
            <param name="wdirMap" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM0" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM1" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM2" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM3" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM4" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM5" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM6" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM7" type="double" defvalue="" 
ref="yes"></param> 
          </params> 
          <body> 
            <procedurecall id="1" 
name="mncaGetCurrentCell"> 
              <param name="MNCA_CURR_CELL" 
value="tmpCell"></param> 
            </procedurecall> 
            <procedurecall id="2" name="mncaGetCellValue"> 









              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="ignMap"></param> 
            </procedurecall> 
            <procedurecall id="3" 
name="mncaGetCellValue"><!-- NO FUNCIONA CON TODAS LAS 
CAPAS !!!--> 
              <param name="MNCA_SET_LAYER" 
value="'M1'"></param> 
              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="m1Map"></param> 
            </procedurecall> 
            <procedurecall id="4" name="mncaGetCellValue"> 
              <param name="MNCA_SET_LAYER" 
value="'M10'"></param> 
              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="m10Map"></param> 
            </procedurecall> 
            <procedurecall id="5" name="mncaGetCellValue"> 
              <param name="MNCA_SET_LAYER" 
value="'M100'"></param> 
              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="m100Map"></param> 
            </procedurecall> 
            <procedurecall id="6" name="mncaGetCellValue"> 
              <param name="MNCA_SET_LAYER" 
value="'MHerba'"></param> 
              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="mherbMap"></param> 
            </procedurecall> 
            <procedurecall id="7" name="mncaGetCellValue"> 
              <param name="MNCA_SET_LAYER" 
value="'MFusta'"></param> 
              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="mwoodMap"></param> 
            </procedurecall> 
            <procedurecall id="8" name="mncaGetCellValue"> 









              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="slpMap"></param> 
            </procedurecall> 
            <procedurecall id="9" name="mncaGetCellValue"> 
              <param name="MNCA_SET_LAYER" 
value="'MOrientacio'"></param> 
              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="aspMap"></param> 
            </procedurecall> 
            <procedurecall id="10" name="mncaGetCellValue"> 
              <param name="MNCA_SET_LAYER" 
value="'MVelVents'"></param> 
              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="wspdMap"></param> 
            </procedurecall> 
            <procedurecall id="11" name="mncaGetCellValue"> 
              <param name="MNCA_SET_LAYER" 
value="'MDirVents'"></param> 
              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="wdirMap"></param> 
            </procedurecall> 
            <task id="12" name="">currCell=tmoCell;nrow = 
getPosicion(tmpCell,0) + 1;ncol = getPosicion(tmpCell,1) + 
0;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="13" name="mncaGetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="ignM0"></param> 
            </procedurecall> 
            <task id="14" name="">nrow = 
getPosicion(tmpCell,0) + 1;ncol = getPosicion(tmpCell,1) + 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="15" name="mncaGetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 









            </procedurecall> 
            <task id="16" name="">nrow = 
getPosicion(tmpCell,0) + 0;ncol = getPosicion(tmpCell,1) + 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="17" name="mncaGetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="ignM2"></param> 
            </procedurecall> 
            <task id="18" name="">nrow = 
getPosicion(tmpCell,0) - 1;ncol = getPosicion(tmpCell,1) + 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="19" name="mncaGetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="ignM3"></param> 
            </procedurecall> 
            <task id="20" name="">nrow = 
getPosicion(tmpCell,0) - 1;ncol = getPosicion(tmpCell,1) + 
0;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="21" name="mncaGetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="ignM4"></param> 
            </procedurecall> 
            <task id="22" name="">nrow = 
getPosicion(tmpCell,0) - 1;ncol = getPosicion(tmpCell,1) 1 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="23" name="mncaGetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="ignM5"></param> 
            </procedurecall> 
            <task id="24" name="">nrow = 
getPosicion(tmpCell,0) + 0;ncol = getPosicion(tmpCell,1) - 
1;tmpCell = ncol + nrow*Cols;</task> 








              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="ignM6"></param> 
            </procedurecall> 
            <task id="26" name="">nrow = 
getPosicion(tmpCell,0) + 1;ncol = getPosicion(tmpCell,1) - 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="27" name="mncaGetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="ignM7"></param> 
            </procedurecall> 
          </body> 
        </procedure> 
        <procedure id="5" name="Nucleus" implementation=""> 
          <params> 
            <param name="ignMap" type="int" defvalue="" 
ref="yes"></param> 
            <param name="ignM0" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM1" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM2" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM3" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM4" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM5" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM6" type="double" defvalue="" 
ref="yes"></param> 
            <param name="ignM7" type="double" defvalue="" 
ref="yes"></param> 
          </params> 
          <body> 
            <procedurecall id="1" 
name="mncaGetCurrentCell"> 
              <param name="MNCA_CURR_CELL" 
value="tmpCell"></param> 
            </procedurecall> 
            <procedurecall id="2" name="mncaSetCellValue"> 









              <param name="MNCA_SET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_SET_VALUE" 
value="ignMap"></param> 
            </procedurecall> 
            <task id="3" name="">nrow = 
getPosicion(tmpCell,0) + 1;ncol = getPosicion(tmpCell,1) + 
0;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="4" name="mncaSetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="propCell0"></param> 
            </procedurecall> 
            <task id="5" name="">nrow = 
getPosicion(tmpCell,0) + 1;ncol = getPosicion(tmpCell,1) + 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="6" name="mncaSetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="propCell1"></param> 
            </procedurecall> 
            <task id="7" name="">nrow = 
getPosicion(tmpCell,0) + 0;ncol = getPosicion(tmpCell,1) + 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="8" name="mncaSetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="propCell2"></param> 
            </procedurecall> 
            <task id="9" name="">nrow = 
getPosicion(tmpCell,0) - 1;ncol = getPosicion(tmpCell,1) + 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="10" name="mncaSetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="propCell3"></param> 








            <task id="11" name="">nrow = 
getPosicion(tmpCell,0) - 1;ncol = getPosicion(tmpCell,1) + 
0;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="12" name="mncaSetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="propCell4"></param> 
            </procedurecall> 
            <task id="13" name="">nrow = 
getPosicion(tmpCell,0) - 1;ncol = getPosicion(tmpCell,1) 1 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="14" name="mncaSetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="propCell5"></param> 
            </procedurecall> 
            <task id="15" name="">nrow = 
getPosicion(tmpCell,0) + 0;ncol = getPosicion(tmpCell,1) - 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="16" name="mncaSetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="propCell6"></param> 
            </procedurecall> 
            <task id="17" name="">nrow = 
getPosicion(tmpCell,0) + 1;ncol = getPosicion(tmpCell,1) - 
1;tmpCell = ncol + nrow*Cols;</task> 
            <procedurecall id="18" name="mncaSetCellValue"> 
              <param name="MNCA_GET_LAYER" 
value="'BlockCelda'"></param> 
              <param name="MNCA_GET_CELL" 
value="tmpCell"></param> 
              <param name="MNCA_GET_VALUE" 
value="propCell7"></param> 
            </procedurecall> 
          </body> 
        </procedure> 
      </procedures> 
   <start> 








          <param name="ArrivalTime_t" 
value="ProcessCelda_t"></param> 
        </procedurecall> 
        <task id="2" 
name="">currCell=getCeldaInicio(Rows,Cols);InicializarFuego
(Rows,Cols,ignMap);</task> 
        <output id="3" name="Arder" self="yes" to="" 
via=""> 
            <param name="creationtime" value="0"></param> 
            <param name="executiontime" 
value="ProcessCelda_t"></param> 
            <param name="delay" 
value="ProcessCelda_t"></param> 
            <param name="priority" value="0"></param> 
            <param name="type" value="Arder"></param> 
            <param name="mnca_cell[]" 
value="{currCell}"></param> 
            <userparam name="currCell" 
value="currCell"></userparam> 
        </output> 
        <setstate id="4" name="NoQuemado"></setstate> 
   </start>                                                 
   <state name="NoQuemado"> 
    <input id="1" name="Arder"></input> 
        <procedurecall id="2" name="Vicinity"> 
          <param name="ignMap" value="ignMap"></param> 
          <param name="m1Map" value="m1Map"></param> 
          <param name="m10Map" value="m10Map"></param> 
          <param name="m100Map" value="m100Map"></param> 
          <param name="mherbMap" value="mherbMap"></param> 
          <param name="mwoodMap" value="mwoodMap"></param> 
          <param name="slpMap" value="slpMap"></param> 
          <param name="aspMap" value="aspMap"></param> 
          <param name="wspdMap" value="wspdMap"></param> 
          <param name="wdirMap" value="wdirMap"></param> 
          <param name="ignM0" value="ignM0"></param> 
          <param name="ignM1" value="ignM1"></param> 
          <param name="ignM2" value="ignM2"></param> 
          <param name="ignM3" value="ignM3"></param> 
          <param name="ignM4" value="ignM4"></param> 
          <param name="ignM5" value="ignM5"></param> 
          <param name="ignM6" value="ignM6"></param> 
          <param name="ignM7" value="ignM7"></param> 
        </procedurecall> 

















        <procedurecall id="4" name="Nucleus"><!-- NO SALVAR 
CELDAS -1 --> 
          <param name="CellValue" value="ignMap"></param> 
          <param name="ignM0" value="ignM0"></param> 
          <param name="ignM1" value="ignM1"></param> 
          <param name="ignM2" value="ignM2"></param> 
          <param name="ignM3" value="ignM3"></param> 
          <param name="ignM4" value="ignM4"></param> 
          <param name="ignM5" value="ignM5"></param> 
          <param name="ignM6" value="ignM6"></param> 
          <param name="ignM7" value="ignM7"></param> 
        </procedurecall> 
    <procedurecall id="5" 
name="ArrivalTime"> 
     <param name="ArrivalTime_t" 
value="ProcessCelda_t"></param> 
    </procedurecall> 
    <task id="6" name=""></task> 
    <output id="7" name="Propagar" 
self="yes" to="" via=""><!-- NO ENVIAR A LAS CELDAS -1 --> 
          <param name="delay" 
value="ProcessCelda_t"></param> 
     <param name="priority" 
value="0"></param> 
          <param name="mnca_cell[]" 
value="{propCell1,propCell2,propCell3,propCell4,propCell5,p
ropCell6,propCell7,propCell8}"></param> 
          <userparam name="delayCell" 
value="ProcessCelda_t"></userparam> 
          <userparam name="propCell1" 
value="propCell1"></userparam> 
    </output> 
    <setstate id="8" 
name="Ardiendo"></setstate> 
        <input id="9" name="Propagar"></input> 
        <procedurecall id="10" name="ArrivalTime"> 
          <param name="ArrivalTime_t" 
value="ProcessCelda_t"></param> 
        </procedurecall> 
        <output id="11" name="Propagar" self="yes" to="" 
via=""> 
          <param name="delay" 
value="ProcessCelda_t"></param> 
          <param name="priority" value="0"></param> 
        </output> 








   </state> 
   <state name="Quemado"> 
    <input id="1" name="Arder"></input> 
    <procedurecall id="2" 
name="ArrivalTime"> 
     <param name="ArrivalTime_t" 
value="ProcessCelda_t"></param> 
    </procedurecall> 
    <output id="2" name="" self="yes" to="" 
via=""> 
     <param name="delay" 
value="ProcessCelda_t"></param> 
     <param name="priority" 
value="0"></param> 
    </output> 
    <setstate id="3" 
name="Quemado"></setstate> 
   </state> 
   <state name="Ardiendo"> 
    <input id="1" name="Arder"></input> 
    <procedurecall id="2" 
name="ArrivalTime"> 
     <param name="ArrivalTime_t" 
value="ProcessCelda_t"></param> 
    </procedurecall> 
    <output id="3" name="" self="yes" to="" 
via=""> 
     <param name="delay" 
value="ProcessCelda_t"></param> 
     <param name="priority" 
value="0"></param> 
    </output> 
    <setstate id="4" 
name="Ardiendo"></setstate> 
    <input id="5" name="Extinguir"></input> 
    <procedurecall id="6" 
name="ArrivalTime"> 
     <param name="ArrivalTime_t" 
value="ProcessCelda_t"></param> 
    </procedurecall> 
    <output id="6" name="" self="yes" to="" 
via=""> 
     <param name="delay" 
value="ProcessCelda_t"></param> 
     <param name="priority" 
value="0"></param> 
    </output> 
    <setstate id="7" 
name="Quemado"></setstate> 








    <procedurecall id="9" 
name="ArrivalTime"> 
     <param name="ArrivalTime_t" 
value="ProcessCelda_t"></param> 
    </procedurecall> 
        <procedurecall id="10" name="Vicinity"> 
          <param name="ignMap" value="ignMap"></param> 
          <param name="m1Map" value="m1Map"></param> 
          <param name="m10Map" value="m10Map"></param> 
          <param name="m100Map" value="m100Map"></param> 
          <param name="mherbMap" value="mherbMap"></param> 
          <param name="mwoodMap" value="mwoodMap"></param> 
          <param name="slpMap" value="slpMap"></param> 
          <param name="aspMap" value="aspMap"></param> 
          <param name="wspdMap" value="wspdMap"></param> 
          <param name="wdirMap" value="wdirMap"></param> 
          <param name="ignM0" value="ignM0"></param> 
          <param name="ignM1" value="ignM1"></param> 
          <param name="ignM2" value="ignM2"></param> 
          <param name="ignM3" value="ignM3"></param> 
          <param name="ignM4" value="ignM4"></param> 
          <param name="ignM5" value="ignM5"></param> 
          <param name="ignM6" value="ignM6"></param> 
          <param name="ignM7" value="ignM7"></param> 
        </procedurecall> 










        <procedurecall id="12" name="Nucleus"> 
          <!-- NO SALVAR CELDAS -1 --> 
          <param name="CellValue" value="ignMap"></param> 
          <param name="ignM0" value="ignM0"></param> 
          <param name="ignM1" value="ignM1"></param> 
          <param name="ignM2" value="ignM2"></param> 
          <param name="ignM3" value="ignM3"></param> 
          <param name="ignM4" value="ignM4"></param> 
          <param name="ignM5" value="ignM5"></param> 
          <param name="ignM6" value="ignM6"></param> 
          <param name="ignM7" value="ignM7"></param> 
        </procedurecall> 









    <decision id="14" name="EXTINGUIDO" 
iftrue="23" iffalse="15">EXTINGUIDO==1</decision>   
        <output id="15" name="Propagar" self="yes" to="" 
via=""> 
          <param name="delay" 
value="ProcessCelda_t"></param> 
          <param name="priority" value="0"></param> 
          <param name="mnca_cell[]" 
value="{propCell1,propCell2,propCell3,propCell4,propCell5,p
ropCell6,propCell7,propCell8}"></param> 
          <userparam name="delayCell" 
value="ProcessCelda_t"></userparam> 
          <userparam name="propCell1" 
value="propCell1"></userparam> 
    </output> 
    <setstate id="16" 
name="Ardiendo"></setstate> 
    <output id="17" name="Extinguir" 
self="yes" to="" via=""> 
     <param name="delay" 
value="ProcessCelda_t"></param> 
     <param name="priority" 
value="0"></param> 
    </output> 
    <setstate id="18" 
name="Quemado"></setstate> 
    <output id="19" name="Arder" self="yes" 
to="" via=""> 
     <param name="delay" 
value="ProcessCelda_t"></param> 
     <param name="priority" 
value="0"></param> 
    </output> 
    <decision id="20" iftrue="23" 
name="EXTINGUIDO" iffalse="21">EXTINGUIDO==1</decision> 
    <output id="21" name="Propagar" 
self="yes" to="" via=""> 
     <param name="delay" 
value="ProcessCelda_t"></param> 
     <param name="priority" 
value="0"></param> 
          <param name="mnca_cell[]" 
value="{propCell1,propCell2,propCell3,propCell4,propCell5,p
ropCell6,propCell7,propCell8}"></param> 
          <userparam name="delayCell" 
value="ProcessCelda_t"></userparam> 
          <userparam name="propCell1" 
value="propCell1"></userparam> 








    <setstate id="22" 
name="Ardiendo"></setstate> 
    <output id="23" name="Extinguir" 
self="yes" to="" via=""> 
     <param name="delay" 
value="ProcessCelda_t"></param> 
     <param name="priority" 
value="0"></param> 
    </output> 
    <setstate id="24" 
name="Quemado"></setstate> 
    <input id="25" 
name="ActualizarDatos"></input> 
    <procedurecall id="26" 
name="ArrivalTime"> 
     <param name="ArrivalTime_t" 
value="ProcessCelda_t"></param> 
    </procedurecall> 
        <procedurecall id="27" name="Vicinity"> 
          <param name="ignMap" value="ignMap"></param> 
          <param name="m1Map" value="m1Map"></param> 
          <param name="m10Map" value="m10Map"></param> 
          <param name="m100Map" value="m100Map"></param> 
          <param name="mherbMap" value="mherbMap"></param> 
          <param name="mwoodMap" value="mwoodMap"></param> 
          <param name="slpMap" value="slpMap"></param> 
          <param name="aspMap" value="aspMap"></param> 
          <param name="wspdMap" value="wspdMap"></param> 
          <param name="wdirMap" value="wdirMap"></param> 
          <param name="ignM0" value="ignM0"></param> 
          <param name="ignM1" value="ignM1"></param> 
          <param name="ignM2" value="ignM2"></param> 
          <param name="ignM3" value="ignM3"></param> 
          <param name="ignM4" value="ignM4"></param> 
          <param name="ignM5" value="ignM5"></param> 
          <param name="ignM6" value="ignM6"></param> 
          <param name="ignM7" value="ignM7"></param> 
        </procedurecall> 










        <procedurecall id="29" name="Nucleus"> 








          <param name="CellValue" value="ignMap"></param> 
          <param name="ignM0" value="ignM0"></param> 
          <param name="ignM1" value="ignM1"></param> 
          <param name="ignM2" value="ignM2"></param> 
          <param name="ignM3" value="ignM3"></param> 
          <param name="ignM4" value="ignM4"></param> 
          <param name="ignM5" value="ignM5"></param> 
          <param name="ignM6" value="ignM6"></param> 
          <param name="ignM7" value="ignM7"></param> 
        </procedurecall>         
        <output id="30" name="Propagar" self="yes" to="" 
via=""> 
          <param name="delay" 
value="ProcessCelda_t"></param> 
          <param name="priority" value="0"></param> 
          <param name="mnca_cell[]" 
value="{propCell1,propCell2,propCell3,propCell4,propCell5,p
ropCell6,propCell7,propCell8}"></param> 
          <userparam name="delayCell" 
value="ProcessCelda_t"></userparam> 
          <userparam name="propCell1" 
value="propCell1"></userparam> 
    </output> 
    <setstate id="31" 
name="Ardiendo"></setstate> 
   </state> 







<?xml version="1.0" encoding="utf-8" ?> 






  <xs:element name="system"> 
    <xs:complexType> 
      <xs:complexContent mixed="false"> 
        <xs:extension base="blockType"> 









        </xs:extension> 
      </xs:complexContent> 
    </xs:complexType> 
  </xs:element> 
  <xs:complexType name="processType"> 
    <xs:sequence> 
      <xs:element minOccurs="0" name="DCLS"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="DCL"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="type" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" name="procedures"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="procedure"> 
              <xs:complexType> 
                <xs:complexContent mixed="false"> 
                  <xs:extension base="procedureType" /> 
                </xs:complexContent> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" name="start" 
type="startType" /> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="state"> 
        <xs:complexType> 
          <xs:complexContent mixed="false"> 
            <xs:extension base="stateType"> 
              <xs:attribute name="name" type="xs:string" 
use="optional" /> 
            </xs:extension> 
          </xs:complexContent> 
        </xs:complexType> 








    </xs:sequence> 
    <xs:attribute name="id" type="xs:unsignedByte" 
use="required" /> 
    <xs:attribute name="name" type="xs:string" 
use="required" /> 
    <xs:attribute name="implementation" type="xs:string" 
use="required" /> 
    <xs:attribute name="IP" type="xs:string" use="required" 
/> 
    <xs:attribute name="portRead" type="xs:unsignedShort" 
use="required" /> 
  </xs:complexType> 
  <xs:complexType name="blockType"> 
    <xs:sequence> 
      <xs:element minOccurs="0" name="representations"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" 
name="representation"> 
              <xs:complexType> 
                <xs:sequence> 
                  <xs:element minOccurs="0" name="mesh" 
type="xs:string" /> 
                  <xs:element minOccurs="0" name="position" 
/> 
                </xs:sequence> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" name="channels"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="channel"> 
              <xs:complexType> 
                <xs:sequence> 
                  <xs:element minOccurs="0" 
maxOccurs="unbounded" name="event"> 
                    <xs:complexType> 
                      <xs:attribute name="name" 
type="xs:string" use="optional" /> 
                    </xs:complexType> 
                  </xs:element> 
                </xs:sequence> 









                <xs:attribute name="start" type="xs:string" 
use="optional" /> 
                <xs:attribute name="end" type="xs:string" 
use="optional" /> 
                <xs:attribute name="dual" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
        </xs:complexType> 
      </xs:element> 
      <xs:choice> 
        <xs:sequence> 
          <xs:element minOccurs="0" maxOccurs="unbounded" 
name="mnca" type="mncaType" /> 
          <xs:element minOccurs="0" maxOccurs="unbounded" 
name="block" type="blockType" /> 
        </xs:sequence> 
        <xs:element maxOccurs="unbounded" name="process" 
type="processType" /> 
      </xs:choice> 
    </xs:sequence> 
    <xs:attribute name="id" type="xs:unsignedByte" 
use="required" /> 
    <xs:attribute name="name" type="xs:string" 
use="required" /> 
    <xs:attribute name="implementation" type="xs:string" 
use="required" /> 
    <xs:attribute name="IP" type="xs:string" use="required" 
/> 
    <xs:attribute name="portRead" type="xs:unsignedShort" 
use="required" /> 
  </xs:complexType> 
  <xs:complexType name="mncaType"> 
    <xs:sequence> 
      <xs:element minOccurs="0" maxOccurs="1" name="dim"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="size" type="xs:unsignedByte" /> 
          </xs:sequence> 
          <xs:attribute name="size" type="xs:unsignedByte" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" name="channels"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" name="channel"> 








                <xs:sequence> 
                  <xs:element minOccurs="0" 
maxOccurs="unbounded" name="event"> 
                    <xs:complexType> 
                      <xs:attribute name="name" 
type="xs:string" use="optional" /> 
                    </xs:complexType> 
                  </xs:element> 
                </xs:sequence> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="start" type="xs:string" 
use="optional" /> 
                <xs:attribute name="end" type="xs:string" 
use="optional" /> 
                <xs:attribute name="dual" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" name="block" 
type="blockType" /> 
      <xs:element minOccurs="0" name="representations"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" 
name="representation"> 
              <xs:complexType> 
                <xs:sequence> 
                  <xs:element minOccurs="0" name="mesh" 
type="xs:string" /> 
                  <xs:element minOccurs="0" name="position" 
/> 
                </xs:sequence> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
        </xs:complexType> 
      </xs:element> 
    </xs:sequence> 
    <xs:attribute name="id" type="xs:unsignedByte" 
use="required" /> 
    <xs:attribute name="name" type="xs:string" 
use="required" /> 









    <xs:attribute name="IP" type="xs:string" use="required" 
/> 
    <xs:attribute name="portRead" type="xs:string" 
use="required" /> 
  </xs:complexType> 
  <xs:complexType name="procedureType"> 
    <xs:sequence> 
      <xs:element minOccurs="0" name="params"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" name="param"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="type" type="xs:string" 
use="optional" /> 
                <xs:attribute name="defvalue" 
type="xs:string" use="optional" /> 
                <xs:attribute name="ref" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" name="body" type="bodyType" 
/> 
    </xs:sequence> 
    <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
    <xs:attribute name="name" type="xs:string" 
use="optional" /> 
    <xs:attribute name="implementation" type="xs:string" 
use="optional" /> 
  </xs:complexType> 
  <xs:complexType name="stateType"> 
    <xs:choice maxOccurs="unbounded"> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="decision"> 
        <xs:complexType> 
          <xs:simpleContent> 
            <xs:extension base="xs:string"> 
              <xs:attribute name="id" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="name" type="xs:string" 
use="optional" /> 
              <xs:attribute name="iftrue" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="iffalse" 








            </xs:extension> 
          </xs:simpleContent> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="create"> 
        <xs:complexType> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
          <xs:attribute name="target" type="xs:string" 
use="optional" /> 
          <xs:attribute name="qtt" type="xs:unsignedByte" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="output"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="param"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="userparam"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
          <xs:attribute name="self" type="xs:string" 
use="optional" /> 
          <xs:attribute name="to" type="xs:string" 
use="optional" /> 









        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="procedurecall"> 
        <xs:complexType mixed="true"> 
          <xs:sequence minOccurs="0"> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="param"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="task"> 
        <xs:complexType> 
          <xs:simpleContent> 
            <xs:extension base="xs:string"> 
              <xs:attribute name="id" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="name" type="xs:string" 
use="optional" /> 
            </xs:extension> 
          </xs:simpleContent> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="setstate"> 
        <xs:complexType> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="input"> 
        <xs:complexType> 
          <xs:sequence minOccurs="0"> 
            <xs:element minOccurs="0" name="param"> 








                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
    </xs:choice> 
  </xs:complexType> 
  <xs:complexType name="bodyType"> 
    <xs:choice maxOccurs="unbounded"> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="decision"> 
        <xs:complexType> 
          <xs:simpleContent> 
            <xs:extension base="xs:string"> 
              <xs:attribute name="id" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="name" type="xs:string" 
use="optional" /> 
              <xs:attribute name="iftrue" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="iffalse" 
type="xs:unsignedByte" use="optional" /> 
            </xs:extension> 
          </xs:simpleContent> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="create"> 
        <xs:complexType> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
          <xs:attribute name="target" type="xs:string" 
use="optional" /> 
          <xs:attribute name="qtt" type="xs:unsignedByte" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="output"> 








          <xs:sequence> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="param"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="userparam"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
          <xs:attribute name="self" type="xs:string" 
use="optional" /> 
          <xs:attribute name="to" type="xs:string" 
use="optional" /> 
          <xs:attribute name="via" type="xs:string" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="procedurecall"> 
        <xs:complexType mixed="true"> 
          <xs:sequence minOccurs="0"> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="param"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 









        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="task"> 
        <xs:complexType> 
          <xs:simpleContent> 
            <xs:extension base="xs:string"> 
              <xs:attribute name="id" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="name" type="xs:string" 
use="optional" /> 
            </xs:extension> 
          </xs:simpleContent> 
        </xs:complexType> 
      </xs:element> 
    </xs:choice> 
  </xs:complexType> 
  <xs:complexType name="startType"> 
    <xs:choice maxOccurs="unbounded"> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="decision"> 
        <xs:complexType> 
          <xs:simpleContent> 
            <xs:extension base="xs:string"> 
              <xs:attribute name="id" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="name" type="xs:string" 
use="optional" /> 
              <xs:attribute name="iftrue" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="iffalse" 
type="xs:unsignedByte" use="optional" /> 
            </xs:extension> 
          </xs:simpleContent> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="create"> 
        <xs:complexType> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
          <xs:attribute name="target" type="xs:string" 
use="optional" /> 
          <xs:attribute name="qtt" type="xs:unsignedByte" 
use="optional" /> 
        </xs:complexType> 








      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="output"> 
        <xs:complexType> 
          <xs:sequence> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="param"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="userparam"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 
          </xs:sequence> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
          <xs:attribute name="self" type="xs:string" 
use="optional" /> 
          <xs:attribute name="to" type="xs:string" 
use="optional" /> 
          <xs:attribute name="via" type="xs:string" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="procedurecall"> 
        <xs:complexType mixed="true"> 
          <xs:sequence minOccurs="0"> 
            <xs:element minOccurs="0" maxOccurs="unbounded" 
name="param"> 
              <xs:complexType> 
                <xs:attribute name="name" type="xs:string" 
use="optional" /> 
                <xs:attribute name="value" type="xs:string" 
use="optional" /> 
              </xs:complexType> 
            </xs:element> 








          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="task"> 
        <xs:complexType> 
          <xs:simpleContent> 
            <xs:extension base="xs:string"> 
              <xs:attribute name="id" 
type="xs:unsignedByte" use="optional" /> 
              <xs:attribute name="name" type="xs:string" 
use="optional" /> 
            </xs:extension> 
          </xs:simpleContent> 
        </xs:complexType> 
      </xs:element> 
      <xs:element minOccurs="0" maxOccurs="unbounded" 
name="setstate"> 
        <xs:complexType> 
          <xs:attribute name="id" type="xs:unsignedByte" 
use="optional" /> 
          <xs:attribute name="name" type="xs:string" 
use="optional" /> 
        </xs:complexType> 
      </xs:element> 
    </xs:choice> 























































































































































































































































































































































































































































































































































































































































































































































































































































ha  de  empezar  con  una  letra  minúscula  y  si  está  compuesta  por  dos  palabras,  la 
segunda tendrá que empezar con mayúscula. 
tipo ejemploVariable;    
Variables auxiliares:  se  representan  también con caracteres alfanuméricos y  siempre 







 Clases:  las  clases estarán  formadas por nombres que  la  identifiquen  y  tanto  si está 













































Propagación  del  fuego:  Comportamiento  que  sigue  el  fuego  a  lo  largo  de  una 
superficie. 
Sandrila: Software para la creación de diagramas SDL con Microsoft Office Visio. 
SDK:  Software  Develpment  Kit,  es  un  kit  de  desarrollo  de  software  proporcionado 
normalmente por el creador del software, que ayuda al desarrollo de aplicaciones. 
SDL: Lenguaje para formalizar modelos de simulación. 
SDLPS:  Software  para  la  ejecución  de  simulaciones  distribuidas  a  partir  de modelos 
formalizados en lenguaje SDL. 










































































































































Telecommunication  standardization  sector  of  ITU.  "Specification  and  Description 
Language  (SDL)."  Series  Z:  Languages  and  general  software  aspects  for 












Z.100,  UIT‐T.  "Técnicas  de  descripción  formal  –  Lenguaje  de  especificación  y 
descripción." 
 
 
