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Abstrakt
Tato práce se zabývá detekcí televízních reklam v nahraných streamech z TV karet anebo
samotného nahraného videa v kvalitním formátu. Poskytuje náhled a porovnává různé
techniky jak řešit tento problém. Mnou vybrané řešení používá jen OpenSource nástroje
a knihovny jako je OpenCV. Práce dále popisuje implementaci aplikace a její následné
testovaní.
Abstract
This thesis deals with detection of television adverisement in recorded streams from TV
cards, or other recorded high-quality videos. It provides a view and compares different
technics ,how to solve this problem. My solution uses only OpenSource tools and libraries,
such as OpenCV. Moreover the thesis describes the implementation of application and its
further testing.
Klíčová slova
video, reklama, OpenCV, detekce, stream, příznaky
Keywords
video, adverisement, OpenCV, detecion, stream, features
Citace
Michal Turoň: Detekce televizních reklam, bakalářská práce, Brno, FIT VUT v Brně, 2010
Detekce televizních reklam
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatne pod vedením pana Ing.
Aleše Láníka.
. . . . . . . . . . . . . . . . . . . . . . .
Michal Turoň
12. mája 2010
Poděkování
Tímto by jsem chtěl poděkovat svému vedoucímu bakalářské práce Ing. Aleši Láníkovi za
spolupráci, cenné rady a návrhy.
c© Michal Turoň, 2010.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 3
2 Metódy a terminológia detekcie príznakov vo videu 4
2.1 Klasifikátory . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Formát dát . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.3 Metódy detekcie príznakov . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3 Návrh programu 17
3.1 Načítanie reklamy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.2 Porovnávanie histogramov . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.3 Upútavky . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
4 Implementácia aplikácie 22
4.1 OpenCV . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
4.2 Implementácia detekcie loga . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
4.3 Histogramy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
4.4 Celková energia . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4.5 Funkcia porovnávania histogramov . . . . . . . . . . . . . . . . . . . . . . . 27
4.6 Viacnásobná detekcia rovnakej reklamy . . . . . . . . . . . . . . . . . . . . 28
5 Testovanie 29
5.1 Testy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
5.2 Hodnotenie testov . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
5.3 Návrhy na vylepšenie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
6 Záver 32
1
A Testy 36
A.1 Testovanie metódy celkovej energie obrazu . . . . . . . . . . . . . . . . . . . 36
A.2 Testovanie metódy histogramov . . . . . . . . . . . . . . . . . . . . . . . . . 37
A.3 Chybné / Správne snímky . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
2
Kapitola 1
Úvod
Začiatky televízneho vysielania sú už dávno za nami. Hlavné požiadavky užívateľov, ako je
stabilný, kvalitný a neprerušovaný príjem obrazu padnú prechodom na digitálne vysielanie.
Tento prechod znamená progres v kvalite televízneho príjmu. Preto sa vynára otázka, čo
budú užívatelia vyžadovať od týchto technológií v budúcnosti.
V dnešnom svete nás obklopuje reklama takmer všade a televízia je ňou úplne prepl-
nená. Tento stav ma priviedol na myšlienku detekcie a následného odstránenia televíznych
reklám z vysielania. V súčastnosti zaberajú reklamy obrovský vysielací čas televízneho vy-
sielania a neustále prerušujú obľúbené filmy, seriály alebo programy. Týmto kazia divácky
zážitok zo sledovania, čím unavujú diváka. Myslím, že v budúcnosti bude táto situácia už
neúnosná a diváci budú hľadať uspokojivé riešenie ako reklamu odstrániť. Už dnes existujú
zaujímavé riešenia tohto problému, ako sú napríklad Showview a podobne. Podrobne sa
týmto riešeniam budem venovať v následujúcej kapitole 2.
Táto bakalárska práca si kladie za cieľ nájsť vhodné OpenSource riešenie daného prob-
lému a teda dosiahnuť, čo najvyššiu úspešnosť detekcie reklám rôznych televíznych staníc.
Detekcia sa tak stane prvým stupňom na ceste k odstráneniu tohto nepríjemného fenoménu
dnešnej doby.
V prvej časti práce je popísané možné riešenie detekcie reklám v nahranom videu. Sú
popísané ich výhody a nevýhody, aby bola následne vybraná vhodná metóda. Ďalej sú
popísané nástroje a knižnica, ktorá bude potrebná pre riešenie danej problematiky. V ďalšej
časti sa bude práca venovať samotnému prevedeniu a problémom, ktoré sa vyskytli alebo
môžu vyskytnúť pri prevádzke aplikácie. Budú načrtnuté postupy riešenia týchto problémov
tak, aby vyhovovali cieľu práce. Následne bude prevedené testovanie a porovnanie rôznych
metód. Na záver budú zhodnotené dosiahnuté ciele a možné pokračovania aplikácie.
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Kapitola 2
Metódy a terminológia detekcie
príznakov vo videu
V tejto kapitole budú prebrané rôzne metódy detekcie reklám, ktoré sa používajú v súčast-
nosti. Bude načrtnuté používanie niektorých príznakov z videa, ktoré sa budú dať využiť
pre daný problém. Tiež budú podrobne popísané možnosti knižnice, ktorá bude pre riešenie
potrebná. Súčasne bude popísané názvoslovie potrebné pre túto prácu.
2.1 Klasifikátory
V dnešnej dobe sa počítačové videnie nezaobíde bez rozpoznávania identity. Nachádza sa
v rôznych oblastiach, ako sú napríklad otlačky prstov, rozpoznávanie reči, identifikácia DNA
a mnohých iných. Rozpoznávanie vzorov sa teda používa na klasifikáciu objektov. Ak chcem
nejaký objekt odlíšiť od iných, musím poznať jeho typické vlastnosti (charakteristiky) a črty.
Tieto charakteristiky by mali byť čo najpodobnejšie pre objekty rovnakej kategórie a čo
najrôznejšie pre objekty z rôznych kategórií. Najideálnejšie vlastnosti sú také, ktoré sú in-
variantné na rotácie alebo vzdialenosť pozorovateľa. Pre predstavenie načrtnem jednoduchý
príklad.
Na stole je položených niekoľko rožkov a chlebov. Teraz ich treba rozlíšiť pomocou
nejakých vlastností (charakteristík). Majú napríklad inú chuť. Táto vlastnosť sa však v po-
čítačovom svete môže použiť len veľmi ťažko. Preto sa treba zamerať na vizuálnu charakte-
ristiku objektu. Na prvý pohľad je rožok menší, má viac-menej rovný tvar a svetlejšiu farbu.
Naproti tomu chleba má hnedú farbu, oválny tvar, a je väčší. Týmito charakteristickými
vlastnosťami je možné jednoznačne rozlíšiť tieto dva objekty. To je znázornené na obrázku
2.1, kde boli použité len dve vlastnosti a síce veľkosť a farba.
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Obr. 2.1: Rozpoznanie rožkov a chleba, ak máme charakteristiky veľkosť a farbu
Klasifikátor rozhoduje o zaradení do tried podľa príslušných vlastností. Klasifikátor môže
mať až n vstupov a jeden výstup. Ak sa toto všetko aplikuje na predchádzajúci príklad,
vznikne výsledok aký je vidieť na 2.2.
Pri takomto rozpoznávaní môžu nastať aj problémy. Napríklad ak jedna vlastnosť je sú-
časťou definície viac tried. Vtedy môžu nastať situácie, keď sa objekt zaradí do nesprávnej
triedy. V tomto prípade bude úspešnosť menšia. Preto je veľmi dôležité nastavenie optimál-
nej pravdepodobnosti, podľa ktorej sa určí príslušnosť do jednotlivých tried.
Tento postup sa nazýva učením klasifikátora. Množina, kde sa uskutočňuje učenie klasi-
fikátora sa nazýva trénovacia sada. Mala by byť optimálna, aby bol dosiahnutý relevantný
výsledok. Existuje niekoľko klasifikačných metód:
• Učenie bez učiteľa (Unsupervised learning) - nevyžaduje trénovaciu sadu, sys-
tém sám formuje tzv. klustery alebo prirodzené skupiny vzorov na základe určitých
opakujúcich sa vlastností
• Učenie s učiteľom (Supervised learning) - vyžaduje trénovaciu sadu. Učiteľ po-
skytuje každému objektu množinu vstupných hodnôt a množinu požadovaných vý-
stupných hodnôt
T = {(−→i1 ,−→d1), (−→i2 ,−→d2), ..., (−→ip ,−→dp)} (2.1)
kde:
−→
ii . . . i -tý vstupný vektor
−→
di . . . i -tý výstupný vektor
• Posilované učenie(Reinforcement learning) - spočíva v tom, že klasifikátor na
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základe svojho pokusu na zaradenie do triedy získa pozitívne alebo negatívne ohod-
notenie, podľa požadovaného výsledku
Existuje niekoľko už implementovaných druhov klasifikátorov ako napríklad Support
Vector Machine alebo Gaussian Mixture Model. Podrobnejšie sa tejto problematike venuje
kniha [2].
Preprocessing - Potrebné úpravy obrázkov
            (napr.odstránenie pozadia)
Extrakcia príznakov
 (volíme optimálne príznaky ako napr. farba)
Klasifikácia
Rožok Chlieb
Obr. 2.2: Cyklus klasifikácie obrázka
Na obrázku 2.2 je zakreslená aj časť preprocessing. Pod týmto názvom sa rozumie
spracovanie obrázka na rovnaký základ tak, aby sa dal porovnávať. To znamená, že sa musí
previesť na rovnaký typ.
Pre potreby aplikácie bude podstatné hlavne prevedenie na rovnakú farebnú hĺbku. Táto
hĺbka sa bude nazývať stupeň šedi. V dnešnej dobe sa práca s viacerými farebnými hĺbkami
nevyužíva kvôli jej zložitosti implementácie a náročnosti na výkon. Táto hĺbka môže mať
rôzny počet hodnôt, ako napríklad 64 alebo 256. V tejto práci budem používať prevod na
stupeň šedi s 256 hodnotami, teda rozsah bude 8-bitov. Na prevod na stupne šedi sa používa
nasledovný vzorec z rovnice (2.1).
GRAY = −0.299 ∗R+ 0.587 ∗G+ 0.114 ∗B, (2.2)
kde R,G,B (červená, zelená, modrá) sú farebné zložky a GRAY je výsledný stupeň šedi.
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2.2 Formát dát
Jeden z problémov, s ktorým sa treba zaoberať pri detekcii ktorejkoľvek veci je formát dát.
Ide o formát, ktorý bude do aplikácie poslaný na vstupe.
V súčasnej praxi existuje nespočetné množstvo formátov videa. Táto práca bude kvôli
jednoduchosti zameraná len na niektoré z nich.
V prvom rade sa musí vychádzať zo základu, ako dnes fungujú technológie v DVB.
To znamená technológie, ktoré sa používajú v súčasnom digitálnom vysielaní. Sú to teda
formáty MPEG-2, MPEG-4 a bude popísaný aj základný formát MPEG-1.
2.2.1 MPEG-1
Je to štandard stratovej kompresie videa aj audia [9]. Skladá sa z 5 častí. Je navrhnutý pre
kompresiu VHS kvality na základný digitálny formát.
• I. časť - Systém: Táto časť sa zaoberá problémom kombinovania 2 streamov (audio,
video) do jedného, s dobrým načasovaním.
• II. časť - Video: Táto časť špecifikuje spôsob kódovania, ktorý sa používa na video
kompresiu. Prenosová rýchlosť pri takejto kompresii sa pohybuje približne okolo 1.5
Mbit/s.
2.2.2 MPEG-2
Formát MPEG-2 [10] [4] je využívaný v digitálnom vysielaní, ktoré je šírené terestriálne,
káblom alebo inými systémami. Takisto sa využíva pri vysoko kvalitnom videu, ktoré sa
ukladá na DVD. Je to štandardný formát. Podľa normy ISO/IEC 13818 sa tento formát
skladá z 11 častí [7]. V ďalšom bude uvedený popis len prvých troch častí, pretože tie sú
najpodstatnejšie pre potreby tejto práce.
• I. časť - Systém: Systém MPEG-2 sa skladá z 2 kontajnerových formátov. Prvý sa
nazýva MPEG transport stream, ktorý je navrhnutý na prenos digitálneho videa a
audia cez médiá, kde nemusí byť identifikovaný začiatok a koniec streamu. Druhým
formátom je MPEG program stream, ktorý je navrhnutý pre mediá založené na súbo-
roch, ako sú napríklad HDD, Flash disk a podobne. Obrázok 2.3, znázorňuje systém
MPEG-2.
• II. časť - Video: Táto časť je založená na technológii formátu MPEG-1. To zna-
mená, že je s týmto formátom spätne kompatibilná. Oproti tomuto formátu navyše
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Obr. 2.3: Model systému MPEG-2. PES znamená napaketovaný základný
stream. PS a TS znamená paketový stream a transportný stream.Zdroj: [7]
podporuje tzv. prekladané(interlaced) video, ktoré sa využíva v analógovom vysielaní.
Vyžaduje väčšiu prenosovú rýchlosť ako 1 Mbit/s v štandardnom rozlíšení. Najvýhod-
nejší tok pre tento formát ide od 3 Mbit/s a vyššie.
• III. časť - Audio: Táto časť je tiež spätne kompatibilná s predchádzajúcou techno-
lógiou MPEG-1. Rozdiel je v tom že podporuje od 2 kanály až do 5.1.
2.2.3 MPEG-4
Druhý typ formátu, ktorý sa bude používať je MPEG-4 [8] [14]. Je to štandardný kompresný
formát, vydaný podľa normy ISO/IEC 14496. Používa sa na vysielanie digitálnych dát. Sú
to hlavne streamovacie služby, video-telefóny a aj v televíznom vysielaní. Je používaný tiež
v interaktívnych grafických aplikáciách, kvôli väčšej interaktivite s konečným užívateľom.
Samozrejme v rámci obmedzení daných autorom.
Bol navrhnutý tak, aby bol schopný doručiť DVD kvalitu(MPEG-2) v menších súboroch
a pri nižších prenosových rýchlostiach. Tento štandard je rozdelený až do 27 častí. Podobne
ako v prechádzajúcom prípade, bude uvedený popis len prvých troch a desiatej časti.
• I. časť - Systém: Podobne ako u MPEG-2. Popisuje synchronizáciu audia a videa.
• II. časť - Video (Visual): Podobne ako u MPEG-2. Popisuje kompresiu pre vizuálne
dáta. Niekoľko známych kodekov ako napríklad DivX sú súčasťou tohto štandardu.
Na rozdiel od MPEG-2 bežne podporuje dátový tok pod 1 Mbit/s.
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• III. časť - Audio: Táto časť špecifikuje audio kódovanie. Toto kódovanie pozos-
táva z rôznych audio technológií ako napríklad AAC. Hlavnou výhodou je integrácii
mnohých týchto kódovaní.
• X. časť - Advanced Video Coding (AVC): Štandard pre video kompresiu[6]. Má
rovnaký technický popis ako H.264, preto sa dnes používa súhrnný názov H.264/AVC.
Zámerom štandardu je poskytnúť dobrú kvalitu videa, pri nižšej prenosovej rýchlosti,
ako sa používa v predchádzajúcich štandardoch (napr MPEG-2, MPEG-4 part 2).
V súčasnosti používa pre BlueRay disky alebo videá na YouTube. Štruktúra je na
obrázku 2.4.
H.320 MP4FF H.323/IP MPEG-2 etc.
Network abstraction layer
Video Coding Layer
Data Partitioning
Coded Slice/Partition
Coded Macroblock
Co
ntr
ol 
Da
ta
Obr. 2.4: Štruktúra kodeka H.264/AVC.Zdroj: [6]
Hore uvedené sú dva hlavné formáty, na ktoré sa treba zamerať. V týchto formátoch totiž
budú, či už testované videá alebo aj potrebné reklamy na porovnávanie. Na nasledujúcom
obrázku 2.5, je vidieť porovnanie kvality.
2.3 Metódy detekcie príznakov
2.3.1 Showview a VPS
Prvá z metód, ktorá bude spomenutá v práci je metóda Showview [13]. Táto metóda je
masívne používaná v takmer všetkých typoch videorekordérov. Základom technológie je
PlusCode, číslo, ktoré jednoznačne identifikuje program. Číslo sa dnes už nachádza v tak-
mer všetkých typoch novín a magazínov s televíznym programom. Toto číslo musí byť
naprogramované do rekordéra, aby ten mohol spustiť nahrávanie v správny čas a na správ-
nej stanici. V súčastnosti sa používa toto číslo vo viac ako 40 krajinách pod rôznym názvom
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Obr. 2.5: Príklad kvality MPEG-2 a 4 (vľavo je MPEG2,vpravo MPEG-4).Zdroj:
http://blog.balooga.com/?p=18
ako napríklad VCR Plus+ alebo G-Code. Kvôli tomu, že sa používa vo viacerých krajinách,
je potom rekordér neprenosný, pretože by nefungoval správne.
Spočiatku bolo toto číslo maximálne 6-miestne, ale dnes sa používajú aj viac-miestne
čísla (napríklad 7 až 8-miestne). Toto číslo je generované algoritmom zloženým z dátumu
času a kanála, z ktorého prijímame program. Preto táto metóda nie je spoľahlivá na prog-
ramy, ktoré sú vysielané vzduchom, teda analógovo. Popis algoritmu [5] je na obrázku 2.6.
code
1 2
4
5
3
6
7
day
channel
start time
duration
bottom 
3 digits
top 
digits
quotient
remainder
offset
mapped 
top
(x) 68150631 
loop
substract 1 
divide by 32
offset
loop
add 1
add
(mod 32)
add 1
lookup 
in table
day x (month + 1)
t8c5t7c4t6t5t4c3c2t3
t2c1t1c0t0
c5c4c3c2c1
t8t7t6t5t4t3t2t1t0
Obr. 2.6: Popis dekódovania VCR kódu(Showview). Upresnený popis obrázku
v [5]. Zdroj: [5]
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Princíp tejto metódy je popísaný na obrázku 2.7. Ako je vidieť na obrázku, prvou nevy-
hnutnou súčasťou je vygenerovanie PlusCode podľa algoritmu. Ten sa priradí len jednému
programu, samozrejme v rámci jednej krajiny. Toto číslo si prečíta užívateľ z TV časopisu
a zadá ho do videorekordéru. Na základe tohto čísla rekordér zistí presný čas a dátum
a následne zapne v stanovený čas nahrávanie. Týmto spôsobom sa odstránia nežiaduce
reklamy zo začiatku programu. Problém je v tom, že táto metóda neodstráni zostávajúce
reklamy. Problém by vyriešila len čiastočne. Ďalším problémom by bola neočakávaná zmena
programu, ktorú tento systém vôbec nerieši.
V týchto prípadoch sa používa pri tejto metóde aj takzvaný VPS kód (Video Program-
ming System)[12]. Tento kód upresňuje presný čas spustenia a vypnutia nahrávania. Video
musí najskôr vyhodnotiť, či je tento kód prítomný. Ak je prítomný, môže sa zapnúť jeho
spracovávanie. VPS kód sa nachádza v prijímanom signále a zadáva ho tam vysielateľ. Ak
čas už uplynul a nezačal sa ešte vysielať požadovaný program, bude sa potom používať
informácia o čase z VPS. Obrovskou výhodou tohto kódu je, že sa nenahrajú ani reklamy
ani upútavky a je schopný reagovať aj na neočakávané udalosti. Nevýhodou tohto systému
je, že sa nedá použiť v iných prístrojoch ako vo videorekordéroch. Dokonca nie je funkčná
ani v set-top boxoch, ktoré sa v súčastnosti stávajú najpoužívanejšie prístroje v TV sektore,
kvôli prechodu na digitálne vysielanie.
Korekcia času ak je 
zapnuté VPS
Zadanie kódu uživateľom 
do videorekordéra
Spustenie nahrávania v 
stanovenom čase a bez reklám
Generovanie kódu 
vyisielateľom
Publikovanie kódu v TV 
časopise
Obr. 2.7: Stručné schéma metódy Showview s VPS.
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2.3.2 Detekcia loga
Druhá metóda, ktorou sa budem zaoberať je detekcia loga. Logo je neoddeliteľnou súčasťou
televízie, lebo slúži na jej jednoznačnú identifikáciu. Televízia bez svojho loga, ako keby ani
neexistovala. Pri sledovaní televízie je možné si všimnúť, že niektoré stanice vypínajú logo
cez reklamu. Týchto staníc je väčšina. Tento fakt sa dá využiť v tejto práci.
Existuje niekoľko spôsobov, ako logo detekovať. Jedným z nich je napríklad využiť fakt,
že logo je až na malé výnimky nemenné počas celého dňa. Sú síce niektoré priesvitné logá,
ale aj tie majú istú nemennú časť. Práve na túto časť sa táto metóda zameria napríklad
použitím dlhodobého priemeru nad obrazom. Tento priemer sa počíta ako jednoduchý arit-
metický priemer každého pixela v obraze za vopred zvolený čas(rovnica 2.2). Výhoda tohto
spôsobu je jednoduchá implementácia. Pri dobre nastavených hraniciach prahu, o ktorých
budem bližšie písať v ďalších kapitolách, je úspešnosť tejto metódy vysoká. Zložitejší spôsob
je implementácia pomocou nejakého klasifikátora, ktorý natrénujeme na rôzne typy loga.
Tento spôsob je zložitejší a pre účely tejto práce zbytočný. Preto sa ním nebudeme zaoberať.
x =
∑n
i=1 xi
n
(2.3)
Táto metóda má aj svoje nevýhody. Je to napríklad to, že nie všetky televízie svoje
logo cez reklamu vypínajú. Preto by úspešnosť pri takomto type stanice bola veľmi nízka.
Takisto je to zvolenie vhodnej hranice prahu, ako bolo spomínané vyššie. Preto je vhodné
použiť túto metódu ako doplnkovú. V spolupráci s ďalšími, môže však táto metóda pomôcť
dosiahnuť veľmi vysokú úspešnosť detekcie. Jednoduchý popis metódy je na obrázku 2.8.
Získanie loga zo 
záznamu
Porovnávanie získaného 
loga, so aktuálnym 
záznamom
Vyhodnotenie či sa logo 
nachádza v zázname alebo 
nie, a tým pádom nájdenie 
reklamy
Obr. 2.8: Jednoduché schéma metódy detekcie loga.
2.3.3 Celková energia obrazu
Ďalšia z možných metód detekcie, je metóda celkovej energie obrazu. Táto metóda je asi
to najjednoduchšie, čo sa dá nájsť. Má podobný princíp (obrázok 2.9) ako predchádzajúca
metóda. Dá sa využiť prakticky v každej úlohe tohto typu. Spočíva v jednoduchom sčítaní
hodnôt všetkých pixelov v obraze. Tento obraz však musí byť prevedený na stupne šedi, aby
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sme mali o danom pixeli len jednu informáciu. Potom je už vecou implementácie, či sa bude
pre porovnávanie používať toto veľké číslo, alebo sa urobí priemer na jeden pixel. Obidva
tieto spôsoby by potom mali pri vhodne zvolenej podobnosti približne rovnakú úspešnosť.
Výhodou tejto implementácie je jednoduchosť a malá výpočtová náročnosť. Hlavnou
nevýhodou je však jej pomerne veľká naviazanosť na kvalitu obrazu. Preto sa bude musieť
voliť optimálna podobnosť.
Načítanie reklám, a 
zistenie celkovej 
energie ich frameov
Spustenie záznamu, a 
zistovanie celkovej 
energie jeho frameov
Porovnávanie jednotlivých 
frameov, alebo sekvencie 
frameov s frame-ami 
reklám 
Vyhodnotenie či to bolo 
alebo nebola reklama
Obr. 2.9: Jednoduchá schéma princípu metódy celkovej energie.
2.3.4 Farebný histogram
Hlavnou súčasťou tejto metódy sú histogramy. Histogram je jedna zo základných štruktúr,
ktoré sa používajú v rozpoznávaní obrazu. Je to zvyčajne jediná globálna informácia o ob-
raze, s ktorým sa pracuje. Histogram je diagram, ktorý je na x-ovej osi rozdelený na niekoľko
častí. V týchto častiach sa vytvoria stĺpce, ktoré sú znázornením tried. Šírka týchto stĺpcov
sa rovná veľkosti intervalu, na ktorom sa daná trieda nachádza. Výška stĺpca je početnosť
výskytu danej triedy v obraze. Tieto stĺpce musia k sebe svojimi bokmi priliehať tak, ako
uvádza literatúra [3].
Existujú dva typy histogramov. Prvý je uniformný. Tento typ znamená, že všetky triedy
majú rovnakú šírku. Pri neuniformných je to presne naopak. To znamená, že jednotlivé
triedy môžu mať premenlivú šírku. Obidva tieto typy sú vidieť na obrázku 2.10.
Fre
kve
nc
ia
Hmotnosť (kg)
Obr. 2.10: Vľavo uniformný histogram, vpravo neuniformný.
Detekcia pomocou farebného histogramu by nám mala poskytnúť najlepšie výsledky
z daných metód. Preto sa táto práca bude zameriavať hlavne na prácu s nimi. Ja sa zame-
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riam hlavne na farebný histogram. Pre potreby tejto práce bude dostačujúci len histogram
zostavený z obrázku prevedeného na stupne šedi. Pri tomto type by mal priniesť očakávané
výsledky. Rýchlosť spracovania tohto typu je tiež vysoká, pretože máme len jednorozmerný
priestor.
Existuje aj možnosť farebného histogramu RGB. Tento je však zložitý, pretože by vznikol
3-dimenzionálny priestor. Porovnávanie takéhoto priestoru má neporovnateľné následky na
výpočtový výkon a rýchlosť spracovania.
Kvalitu histogramu a v dôsledku toho jeho presnosť určuje počet tried, do ktorých
budeme prvky zadeľovať. Všeobecne platí, že čím vyšší počet tried(stĺpcov), tým väčšia
presnosť a relevantnosť histogramu. Problémom však môže byť jeho väčšia náročnosť na
zdroje. Príklad vhodného počtu tried je vidieť na obrázku 2.11.
Obr. 2.11: Vľavo je vidieť problém, keď sa zvolí málo tried, vpravo je vidieť,
ak sa zvolí príliš veľa tried. Zdroj:[1]
Výhodou je, že ak sa zvolí histogram s dobrým rozdelením do tried, malo by byť ťažšie
nájsť iný obrázok, ale s rovnakým histogramom. Keby sa tak stalo, zhoršilo by to výsledky
detekcie. Ďalšou výhodou je, že tento spôsob by mal byť menej citlivý na formát dát. To
znamená, že porovnávanie videa a reklamy by malo fungovať bez väčších problémov, aj
keď bude video a reklama v rozdielnom kódovaní. Táto metóda tiež nevyžaduje žiadne na-
trénované klasifikátory, čo by vyžadovalo ešte pred prvým spustením náročné prerekvizity.
Táto metóda tieto prerekvizity nepotrebuje, pretože stačí len načítať reklamy a všetko môže
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potom prebiehať v real-time, bez väčších obmedzení.
Histogram však má aj svoje nevýhody. Najmä v prípade, že televízna stanica má rov-
naké úvodné aj konečné znelky. Vtedy môže mať táto metóda veľké problémy so správnym
určením začiatku a konca reklamy. Preto sa použije táto metóda ako nosná, musíme pri-
dať ešte nejakú doplnkovú metódu, aby boli dosiahnuté uspokojivé výsledky. Princíp tejto
metódy je v jednoduchosti znázornený na obrázku 2.12.
Ďalšie problémy budú rozoberané v neskorších kapitolách.
Načítanie úseku reklám 
vo forme histogramov 
Spustenie záznamu, a 
tvorenie histogramov 
aktuálneho záznamu
Porovnávanie histogramov 
záznamu s histogramami 
z reklám
Vyhodnotenie či to bolo 
alebo nebola reklama
Prípadné pridanie 
ďalších pomocných 
metód
Obr. 2.12: Zjednodušený princíp metódy histogramov.
2.3.5 Detekcia na základe zvuku
Použitím tejto metódy by sa mali dosiahnuť tiež pomerne dobré výsledky. Základom by
malo byť porovnávanie sekvencie zvuku znelky so zvukom z videa, podobne ako to bolo
v predchádzajúcej metóde. Menší problém metódy bude spočívať v tom, že sa nebude môcť
použiť knižnica OpenCV, ale bude sa musieť nájsť knižnica pre prácu so zvukom.
Teoreticky by mala byť táto metóda ľahšie implementovateľná ako histogramy. Je to
najmä preto, lebo nebude potrebná žiadna zložitá štruktúra akou je histogram. V tom
prípade priestor pre chybu by mal byť menší. Ďalšou výhodou je, že nie je žiadna potreba
obrazu, takže znelka by mala byť detekovateľná aj vo veľmi deformovanom obraze. Toto
napr. spôsobuje pri obrazových metódach problémy.
Má však aj svoje nevýhody. Môže nastať opačná situácia ako je uvedené v predchádza-
júcom odstavci. To znamená, že pôjde obraz a zvuk bude robiť problémy. Ak by bolo vo
zvuku trochu šumu, dalo by sa to odstrániť nejakým filtrom, ak by ale zvuk vypadol úplne,
úspešnosť detekcie by klesala.
Je tu aj ďalšia možnosť. Pri sledovaní reklamy som si všimol, že úroveň hlasitosti re-
klamy je vyššia ako počas programu. Do značnej miery je tento vnem subjektívny, čo je
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zapríčinené napríklad nižšou hlasitosťou zvuku v programe. Dôvodom je zaujať svojich
potencionálnych zákazníkov. Akýkoľvek zásah do reklamy by bol porušením autorského zá-
kona, preto si to televízie nemôžu dovoliť. V súčastnosti existuje v niektorých krajinách
legislatívna norma, ktorá sa snaží toto obmedziť. Problém tejto normy spočíva v tom, že
určenie nejakej štandardnej hlasitosti zvuku je pomerne náročné. Z toho vyplýva, že keby
som detekoval hladinu zvuku a hľadal v nej výrazné skoky v hlasitosti, s veľkou pravdepo-
dobnosťou by to bola reklama. Nebolo by to však stopercentné, takže by sa tento spôsob
dal použiť len ako doplnkový. Vďaka tomu, že v ČR žiadna takáto právna norma neexis-
tuje, dala by sa táto metóda použiť. Viac informácií sa dá nájsť na stránke [11]. Princípy
obidvoch možností sú zobrané na obrázku 2.13.
Táto práca sa však bude venovať detekcii príznakov z obrazu, takže touto metódou sa
už viac nebudem zaoberať.
Načítanie zneliek 
reklám
Spustenie záznamu, a 
porovnávanie zneliek 
so záznamom
Vyhodnotenie či to bolo 
alebo nebola reklama1.spôsob
Hľadanie veǩých 
zvukovych skokovSpustenie záznamu
Vyhodnotenie skokov, na 
zaklade toho sa rozhoduje 
či ide o reklamu
2.spôsob
Obr. 2.13: Zjednodušená schéma metódy detekcie zvuku.
.
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Kapitola 3
Návrh programu
Táto kapitola sa bude venovať návrhu programu. Pokúsi sa nájsť najväčšie problémy a
poskytnúť ich uspokojivé riešenie. Je to hlavne preto, aby sa v následnej implementácii ne-
vyskytli problémy, ktorých odstránenie by potom zaberalo zbytočne veľký čas a prostriedky.
3.1 Načítanie reklamy
Načítanie reklamy je jeden zo základných problémov, ktorými sa treba zaoberať. Otázkou
je, čo s týchto reklám budeme vlastne ukladať. Na výber sú dve veci.
Prvou možnosťou je ukladanie samotných reklám alebo ich časti do nejakej štruktúry.
To znamená, že sa bude ukladať rovno video, ktoré sa bude potom ďalej spracovávať. V
následnom kroku, tesne pred porovnávaním, by sa spravili histogramy z nejakého úseku
reklamy. Toto riešenie by bolo pravdepodobne viac náročné na výpočtové prostriedky a aj
na veľkosť miesta v pamäti.
Druhá možnosť je ukladať z reklám len nejakú informáciu. V tomto prípade by to boli
histogramy, alebo v prípade implementácie celkovej energie by to bola priemerná hodnota
pixelov. Týmto by sa výrazne znížila pamäťová náročnosť.Potrebné výpočty by sa tým
presunuli ešte pred hlavnú časť aplikácie. Preto bude vhodné tento spôsob aj implementovať.
Takisto sa musí určiť, aký úsek reklamy budeme brať do úvahy. Prvý faktor je dĺžka.
Ak by sa porovnával len jeden , boli výsledky dosť skreslené. Nájsť dva rovnaké snímky nie
je veľký problém, takže sa musíme zamerať na dlhšie úseky. Tieto úseky by tiež nemali byť
príliš dlhé, aby nebola náročnosť výpočtov vysoká a aplikácia mohla prebiehať real-time.
Preto som zvolil dĺžku 10 snímkov, čo by malo byť postačujúce. Pravdepodobnosť, že sa
nájde desať rovnakých snímkov za sebou je veľmi nízka.
Druhým faktorom je aký úsek reklamy vyhodnocovať. Má to byť začiatok, stred alebo
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koniec reklám. V tejto práci som zvolil približne stred. Je to kvôli možným neočakávaným
zmenám v reklame. Touto zmenou by mohol byť napríklad nejaký zlý nábeh reklamy, alebo
by bola zle odstrihnutá strihačom v televízii. Práve v takomto prípade by mohlo byť prvých
10 snímkov vynechaných, takže by ich následná detekcia nebola možná. Niečo podobné by
mohlo nastať tiež na konci znelky reklamy.
3.2 Porovnávanie histogramov
Porovnávanie histogramov je celkom zaujímavý problém. Hlavne preto, že existuje niekoľko
typov metód, a bude ťažké nájsť pre naše potreby ten najvýhodnejší. Tiež budú vybrané
len metódy ktoré sa dajú použiť v OpenCV.
Pre všetky metódy budú samozrejme potrebné histogramy s rovnakými rozmermi, pre-
tože inak by porovnávanie nefungovalo.
• Korelačná metóda
Základom metódy je nasledujúci vzorec (3.1):
dcorrel(H1, H2) =
∑
iH
′
1(i) ·H
′
2(i)√∑
iH
′1
1 (i) ·H ′22 (i)
(3.1)
,kde H
′
k(i) = Hk(i)+ (1/N)(
∑
j Hk(j)) a N znamená počet tried v histograme. V ko-
relačnej metóde vyššie číslo reprezentuje väčšiu zhodu ako nižšie číslo. Podrobnejšie
na obrázku 3.1.
• Chi-square metóda
Základom metódy je nasledujúci vzorec (3.2):
dchi−square(H1, H2) =
∑
i
(H1(i)−H2(i))2
H1(i) +H2(i)
(3.2)
v tejto metóde nižšie skóre znamená väčšiu zhodu ako vyššie. Je to skoro naopak ako
v predchádzajúcej metóde. Podrobnejšie na obrázku 3.1.
• Metóda intersekcie
Základom metódy je nasledujúci vzorec (3.3):
dintersection(H1, H2) =
∑
i
min(H1(i), H2(i)) (3.3)
V tejto metóde podobne ako v korelačnej, vyššie číslo indikuje väčšiu zhodu a nižšie
číslo menšiu zhodu histogramov. Podrobnejšie na obrázku 3.1.
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• Bhattacharyya distance metóda
Základom metódy je nasledujúci vzorec (3.4):
dBhattacharyya(H1, H2) =
√√√√1−∑
i
√
H1(i) ·H2(i)√∑
iH1(i) ·
∑
iH2(i)
(3.4)
V tejto metóde podobne ako v Chi-square nižšie číslo znamená vyššiu zhodu histo-
gramov. Podrobnejšie na obrázku 3.1.
Pre potreby tejto práce som použil metódu korelácie, pretože je zrozumiteľná a naj-
jednoduchšie uchopiteľná. Z tabuľky na obrázku 3.1 je jasné, že budeme pri implementácii
podobnosti histogramu musieť používať hodnoty, ktoré sa približujú k 1. V tejto tabuľke je
ďalej vidieť, aké hodnoty sa budú používať v prípade použitia iných metód. Z tabuľky je
ďalej zrejmé, že metódy korelácie a intersekcie sú prakticky opačné k metódam Chi-square
a Bhattacharyya.
Histogramy
Model:
Úplná zhoda:
Polovičná zhoda:
Úplná nezhoda:
Miery zhody pri metódach:
Korelácia: Chi-square: Intersekcia: Bhattacharyya:
1.0 1.00.0 0.0
0.0
0.7
1.0-1.0 2.0
0.50.67 0.55
Obr. 3.1: Tabuľka s porovnaním metód.Zdroj:[1]
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3.3 Upútavky
Ďalším veľkým problémom, s ktorým sa treba vysporiadať už pri návrhu, sú upútavky.
Uvedený problém sa bude týkať len programu so zapnutou detekciou loga. Upútavky sú
hlavnou súčasťou televíznej propagandy. Sú to vlastne krátke úseky videa, ktoré upozorňujú
na programy, ktoré sa uskutočnia v budúcnosti. Pre túto prácu je dôležité, že existujú dva
typy. Problémy pri upútavkách vznikajú hlavne, ak bude zapnutá detekcia loga.
Prvý typ je upútavka s logom. Ak aplikácia nájde logo, je to buď upútavka alebo ne-
jaký program. Z toho vyplýva, že najbližšia reklama bude s najväčšou pravdepodobnosťou
začiatočná. V tomto prípade je preto všetko jasné.
Druhý typ upútavky je zložitejší. Je to upútavka bez loga, ktorá sa vyskytuje vo väčšine
televíznych staníc. Vtedy môže nastať jeden zásadný problém. Ak sa totiž nenájde logo,
aplikácia automaticky vyhodnotí, že sa jedná o reklamu. V dôsledku toho bude najbližšia
reklama ohodnotená ako konečná. Toto spôsobí chybnú detekciu, ak bola na začiatku upú-
tavka. Podľa vyhodnotenia aplikácie bude najbližšia reklama konečná, pričom by mala byť
začiatočná. Preto treba nájsť vhodný spôsob riešenia.
Jedno možných riešení sa ponúka, ak zistíme priemernú dĺžku reklám. Ak bude tento
údaj známy, môže sa zvoliť akýsi kontrolný bod alebo stanovište, do ktorého sa bude zisťo-
vať či bola medzitým detekovaná nejaká reklama. Priemerná dĺžka reklamy je 9000 snímkov.
Z toho vyplýva, v akej vzdialenosti bude tento kontrolný bod. Postup bude pretonasledovný.
Ak na začiatku videa nebude detekované logo, bude sa jednať o reklamu alebo upútavku.
Ak do vzdialenosti videa, ktorá bude 9000 snímkov nastane udalosť reklama, potom jedno-
značne vyplýva, že sa bude jednať o koncovú reklamu. Ak táto udalosť nenastane, potom
sa bude s veľkou pravdepodobnosťou jednať o upútavku a nasledovná reklama bude začia-
točná. Pre lepšiu interpretáciu je situácia znázornená na obrázku 3.2.
Reklama Upútavka
Čas [frame]
Ak nie je logo  a v čase do 9000 frameov sa zobrazí 
znelka, ide o REKLAMU
  
Ak nie je logo  a v čase do 9000 frameov sa nezobrazí 
znelka, ide o UPÚTAVKU
  
9OOO
0
Obr. 3.2: Schéma princípu upútavok.
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Analýza riešenia uvažovaného problému vyžaduje dve nutné podmienky. Prvou je prie-
merná dĺžka reklamy 9000 snímkov, ktorá je zadefinovaná aj zákonom(v sekundách). Ak by
bola dlhšia, detekcia by mohla byť v extrémnych prípadoch nesprávna. Tou druhou pod-
mienkou je úsek televízneho programu, ktorý musí byť dlhší ako 9000 snímkov. To je dané
tým, aby bola zaručená funkčnosť kontrolného bodu v tejto vzdialenosti. Toto je charakte-
ristická črta bežnej praxe dnešného televízneho sveta, takže by sa v tomto nedala očakávať
nejaká zásadná chyba.
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Kapitola 4
Implementácia aplikácie
4.1 OpenCV
OpenCV(Open Source Computer Vision) je open-source knižnica publikovaná pod BSD
licenciou. Prvýkrát bola oficiálne publikovaná v roku 1999. V tej dobe ju tvorili najmä
vývojári z Intel Research. Knižnica je kompletne napísaná v C a C++ a beží pod systémami
Linux, Windows a MacOS.
Cieľom je poskytnúť jednoduché riešenia problémov počítačového videnia. Obsahuje viac
ako 500 funkcií a plnú podporu strojového učenia.
V tejto práci bude využívaná hlavne na zachytávanie videa a možné zobrazovanie výsled-
kov. Taktiež bude využívaná na rôzne metódy implementácie ako sú napríklad histogramy,
kde budú naplno využité jej možnosti. Informácie som čerpal z literatúry [1].
4.2 Implementácia detekcie loga
Pri sledovaní televízie si môžte všimnúť, že logo sa zobrazuje vo väčšine prípadov v pravom
hornom rohu. Preto som sa v prvom rade zameral na túto časť obrazu. Dlhším sledovaním
sa dá zistiť presne, aký výsek obrazu bude potrebný. Rozdelil som šírku aj výšku na 4 časti
a vybral som obdĺžnik v pravom hornom rohu, čo je možné vidieť na 4.1. V prípade, že by
bolo treba zamerať sa na iný priestor, nebude problém ani v tomto. Stačí zmeniť hranice
zameranej oblasti. Pre úplné zovšeobecnenie sa dá použiť celý obraz a na ňom detekovať
logo.
Na detekciu loga som si vybral metódu dlhodobého priemeru nad obrazom. To znamená,
že do aplikácie pustím úsek videa, kde sa nachádza logo. Tento úsek by mal byť čo najdlhší.
Zvolil som si dĺžku 1500 snímkov. Keďže v 1 sekunde obsahuje video 25 snímkov, musí byť
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Misto zamerania aplikácie
Obr. 4.1: Miesto zamerania pozornosti aplikácie.
požadovaný úsek dlhý aspoň 1 minútu a 3 sekundy. Takto zvolená dĺžka úseku by mala
postačovať na správne zistenie loga. Je tiež možné použiť logo z už pripraveného súboru.
Ak sa nenačítava zo súboru ale z videa, tak sa tento súbor sa automaticky vytvorí.
Princíp je rovnaký ako bol popísaný v predchádzajúcich kapitolách, to znamená že v pr-
vom snímok sa načíta do poľa hodnoty každého pixela. Rozdiel je len v tom, že teraz sa
to aplikuje len na vyššie zvolený výsek videa. V následujúcich snímkoch sa potom už len
ku každému pixelu pripočíta aktuálna hodnota, a vypočíta aritmetický priemer vydelením
dvoma. Je to podľa vzorca (4.1), ktorý je však trochu odlišný od rovnice(2.2). Táto malá
zmena bola aplikovaná kvôli uchovávaniu vysokého čísla, ktoré by vzniklo počítaním celko-
vého priemeru z rovnice (2.2).Toto by bolo zbytočne náročné a teoreticky by na to nemusel
stačiť ani štandardný rozsah premenných v jazyku C++.
x =
xi + xi+1
2
(4.1)
Následne nastáva problém zvolenia optimálneho prahu. To znamená, že sa musí zvoliť
optimálna hranica, podľa ktorej sa bude určovať, či je tam logo alebo nie. Je to najjed-
noduchšie riešenie vychádzajúce z toho, že väčšina televízií má aspoň nejakú časť bielej
farby alebo podobnej, ktorá sa bude dať detekovať. Problém by mohol nastať, ak by logo
nemalo ani jednu takúto časť. Týmto problémom sa nebude táto práca zaoberať, pretože
je to len doplnková metóda, ktorá sa môže, ale nemusí pri detekcii reklamy využiť. Pre
svoju aplikáciu som zvolil hodnotu 100. Dôvodom mojej voľby bola skutočnosť, že pri rých-
lych skúškach tejto detekcie, mi vyšla táto hranica ako najvýhodnejšia. Logo bolo v tomto
prípade najlepšie čitateľné.
Postup je teda nasledovný. Ak je spriemerovaná hodnota menšia ako 100, zapíše sa na
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aktuálnu pozíciu nula. Ak je hodnota väčšia, bude sa s ňou počítať pre ďalšie spracovanie.
V ďalšom spracovaní tak odpadá kontrola pozícií, na ktorých sa nachádza nula. Na pozí-
ciách, kde sa nachádza nenulové číslo sa pokračuje podľa vzorca (4.1). Po skončení celého
videa sa na nenulových pozíciách hodnoty prepíšu na jednotku. Tým sa v poli zobrazí logo
danej stanice. Použitím metódy dlhodobého priemeru sa však môže stať, že sa detekuje len
časť loga, ako je vidieť na obrázku 4.2. Nie je to však žiadny problém, a aplikácia bude bez
problémov fungovať.
Obr. 4.2: Vľavo vzor loga, vpravo získaná časť loga, ktorá sa bude porovnávať.
Týmto spôsobom som zistil samotný tvar loga, ktoré sa bude detekovať. Následne bude
popísaný spôsob, ako sa detekuje logo podľa už zisteného tvaru.
Dá sa postupovať dvoma spôsobmi. Prvý je postupovať úplne rovnako, ako bolo spo-
menuté vyššie. Teda zistenie loga z dlhšieho úseku videa. Toto nesie v sebe problém, že ak
by sa logo napríklad nachádzalo len v zopár prvých snímkoch a potom by už nasledovala
reklama (úsek bez loga), výsledok by bol veľmi skreslený. Preto by sa sním nedalo počítať
ako s relevantným údajom.
Druhý spôsob spočíva v zistení loga už v prvom snímok. To sa dá dosiahnuť len zvolením
optimálneho prahu, tak aby bola takáto detekcia imúnna aj voči iným javom. Jedným
z týchto javov môže byť logo vysielané na prevažne bielej farbe v pozadí. Vtedy by hranica na
úrovni 100 bola nevhodná a správne logo by nebolo detekované. Toto som vyriešil pridaním
podmienky do rozhodovania, aký prah použiť. Táto podmienka spočíva v sčítaní všetkých
jednotiek v tomto prvom snímok. Za jednotky sa v tomto prípade považuje hodnota väčšia
ako 100. Tento počet sa porovnáva s počtom všetkých pixelov zo zameranej oblasti. Ak
je počet jednotiek väčší ako 60% oblasti, je pravdepodobné že v oblasti sa nachádza biele
pozadie alebo pozadie približujúce sa bielej farbe. Vtedy sa nastaví prah na interval 100
až 170 a všetky hodnoty z tohto intervalu sa zmenia na 0. Hodnoty, ktoré sú mimo tento
interval sa musia zmeniť na 1. V prípade, že je počet jednotiek menší, sa postupuje presne
opačne. Tento spôsob je pomerne náročný na predstavivosť, ale je funkčný. Preto je použitý
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v aplikácii. Treba pripomenúť, že hodnoty prahu boli testované na TV Prima, preto je
možné, že nemusia fungovať všade. Ale ako bolo spomenuté vyššie, je toto len doplnková
metóda, preto sa nemusia riešiť niektoré detaily.
Ďalší problém, ktorý sa vyskytol pri implementácii detekcie loga bol formát obrazu. V
tomto prípade sa jedná o formát pomeru strán. V súčasnosti sa prechádza na formát 16:9,
no napriek tomu sa veľká časť programov, hlavne starších vysiela vo formáte 4:3. Problém
teda nastane v prípade, ak má aplikácia natrénovanú detekciu na inom pomere strán ako
je aktuálny. Na vyriešenie tohto problému je možné použiť niekoľko spôsobov. Prvý spôsob
je založený na prekonvertovaní loga alebo aktuálneho snímku vždy na daný formát. Toto
riešenie by však bolo veľmi náročné na implementáciu. Ďalší spôsob predstavuje nahranie
loga v obidvoch formátoch, to znamená v 4:3 aj 16:9. Potom už by bolo treba len pridať
druhé načítané logo do detekcie. Tento spôsob je jeden z najjednoduchších. Môže však
vzniknúť väčší problém so získaním vhodného úseku videa. Posledným možným spôsobom
je voľba nejakej vhodnej podobnosť loga, tak aby vyhovovala obidvom formátom. Skúšaním
rôznych podobností som dospel až k podobnosti 35 percent. Z toho vyplýva, že logo nahrané
z formátu 4:3 sa podobá s logom formátu 16:9 z 35 percent. Ako je možné vidieť v testoch
je táto hranica postačujúca a nemá žiadny negatívny vplyv na výkon programu. Preto som
sa rozhodol tento spôsob aj implementovať.
4.3 Histogramy
Pri implementácii histogramu sa bude používať štruktúra histogramu z OpenCV. Je to
pomerne jednoduchá štruktúra, ktorá simuluje presne histogram, ktorý bude potrebný. Sa-
motná štruktúra sa nazýva CvHistogram a vyzerá následovne 4.3.
Kde type určuje typ histogramu. Bins určuje počet tried, do ktorých sa budú deliť
prichádzajúce dáta. Tresh[CV MAX DIM][2]sa používa pre uniformné histogramy. Tento
typ histogramu sa bude používať. Tresh2 sa používa pre neuniformné histogramy. Posledná
časť štruktúry mat, je vstavaná maticová hlavička pre pole histogramov.
Na vytvorenie histogramu som použil funkciu cvCreateHist(). Má niekoľko povinných
argumentov. Dim určuje počet dimenzií. Argumentom sizes musí byť pole, ktorého dĺžka
sa rovná počtu dimenzií. Čísla, ktoré toto pole obsahuje, určujú počet tried. Ďalším argu-
mentom je type, ktorý v tomto prípade určuje, či ide o multi-dimenzionálny histogram. Pre
potreby tejto práce som vybral hodnotu CV HIST ARRAY, ktorej hodnota značí, že ide
o multi-dimenzionálny histogram. Argument ranges môže nadobúdať 2 typy interpretácií.
Záleží to podľa toho, či ide o uniformný alebo neuniformný histogram. Pri uniformnom his-
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struct CvHistogram
int type
CvArr *bins
float tresh[CV_MAX_DIM][2]
CvMatND mat
float** tresh2
Obr. 4.3: Struktúra CvHistogram.
tograme ide o pole floating point a počet hodnôt musí byť rovnaký ako počet dimenzií. Pre
neuniformný histogram platí, že ak je N tried v histograme, potom v každom subpoli musí
byť N+1 položiek. Posledný argument uniform určuje, ako sa budú predchádzajúce ran-
ges interpretovať. Ak hodnota tohto argumentu je nenulová, pôjde o uniformný histogram.
Ak bude nastavený na NULL, bude to znamenať neznámy a bude sa dať špecializovanými
funkciami nastaviť neskôr.
Pri mojej implementácii som zvolil model so 64 triedami. Takýto model by mal dobre od
seba odlišovať rôzne situácie a nebude ani príliš náročný na techniku. Rozsah týchto tried
som zvolil 0 až 256 hodnôt. Viac tried by znamenalo zbytočne veľkú výpočtovú náročnosť
a pri menších počtoch by zase hrozila horšia detekcia reklám.
4.4 Celková energia
Táto metóda bola implementovaná len pokusne. Nie je súčasťou hlavnej aplikácie. Bola
však otestovaná a výsledky budú zverejnené v ďalšej kapitole.
Implementácie bola jednoduchá, nepotreboval som použiť ani žiadne špeciálne funkcie
knižnice OpenCV. Išlo teda len o jednoduché sčítanie všetkých pixelov v obraze a následné
získanie priemeru. Tento priemer sa potom porovnával so získanými priemermi z reklám. Na
základe toho bola možná detekcia reklamy. Problém tejto metódy, ako už bolo spomenuté,
bol v kvalite obrazu. Ako bude spomenuté v testovaní, boli veľké problémy medzi reklamami,
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ktoré boli získané vo formáte MPEG-2 a videom, ktoré bolo vo formáte MPEG4. Najmä
preto, lebo hodnoty pixelov vo formáte MPEG-4 boli väčšie. Toto spôsobilo nedetekovanie
reklamy a výsledky aplikácie tým boli neuspokojivé.
V prípade rovnakého formátu však detekcia fungovala pomerne úspešne. Preto by sa
dala použiť ako základ pre nejaké prípadne ďalšie úpravy.
4.5 Funkcia porovnávania histogramov
Na porovnávanie histogramov som si vytvoril funkciu compare(). Základom tejto funkcie
je porovnávanie dvoch histogramov. V prípade tejto práce ide o porovnávanie až desiatich
histogramov. Tieto histogramy boli vytvorené zo snímkov. Vstupom tejto funkcie sú teda
dve polia histogramov. Výstupom je číslo, ktoré vyjde na základe porovnania dvoch his-
togramov vopred zvolenou metódou. V základnom prípade to bude korelačná metóda a v
ďalších testovaniach sa budú overovať aj ďalšie metódy. V tejto implementácii by nemal
byť žiadny problém, lebo je dostatočne už implementovaná v knižnici OpenCV.
Jeden z problémov môže nastať pri voľbe optimálnej podobnosti. Teda číslo, ktoré sa
bude porovnávať s výstupom tejto funkcie. V prvej rade sa musí zvoliť číslo, ktoré bude
odpovedať vopred zvolenej metóde. To znamená využiť čísla z tabuľky 3.1. Z tejto tabuľky
vyplýva, že pri korelačnej metóde, ktorá sa bude využívať, je to číslo blížiace sa k 1. Ak by
sa zvolilo číslo 1, výsledok by bol veľmi nepresný, pretože by sa brali do úvahy len presne
rovnaké histogramy. Toto v prípade horšej kvality obrazu alebo nejakého výpadku snímku
môže spôsobiť nedetekovanie reklamy. V prípade, ak sa zvolí číslo blížiace sa k 0. Vznikne
tak problém detekovania aj úplne rôznych snímkov, čo spôsobí opäť neúspešnosť aplikácie.
Preto som si vybral čísla z intervalu < 0.9500; 0, 9999 > . Výsledky rôznych čísel z tohto
intervalu budú uvedené v testoch.
Z testov je zrejmé, že najlepšie číslo pre túto aplikáciu je 0.9972. Toto číslo bude platné
pre kombináciu formátov MPEG-2(reklama) a MPEG-4(video). Pre kombináciu MPEG-
2(reklama) s MPEG-2(video) ako najlepšie vyšlo číslo 0.9953. Podrobnejšie to bude zobra-
zené v testoch v následujúcej kapitole.
Treba si uvedomiť, že tieto čísla sú platné len pre metódu porovnávania histogramov.
Pre metódu celkovej energie boli samozrejme zvolené iné čísla.
Je zrejmé, že v metóde celkovej energie obrazu sa nepoužívajú histogramy, takže pôjde
o jednoduché porovnávanie čísel typu float. Princíp spočíval v odpočítaní odpovedajúcich
čísel z poľa. Tieto zvyšky boli sčítane a vydelené počtom čísel v poli. Ak vyšlo výsledné
číslo 0, je jasné že ide o reklamu. Bola pridaná aj menšia tolerancia + - 0.00001.
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4.6 Viacnásobná detekcia rovnakej reklamy
Ďalším problémom, s ktorým som sa stretol bola viacnásobná detekcia tej istej reklamy.
Čo znamená, že vo výpise bola uvedená tá istá reklama viac krát, čo indikovalo chybu.
Táto chybná detekcia vychádza zo spôsobu, ako som implementoval funkciu compare(),
teda funkciu na porovnávanie histogramov. V tejto funkcii sa totiž porovnávajú sekvencie
desiatich po sebe idúcich histogramov. Podobný problém vznikol aj v implementácii metódy
celkovej energie. Pri tejto metóde sa však používalo porovnávanie hodnôt pixelov. Išlo teda
o to, že podobnosť histogramov bola v niekoľkých snímkoch za sebou väčšia, ako zvolená
hranica podobnosti. Tento problém bolo treba odstrániť, pretože by sa to považovalo za
chybnú detekciu, aj keď vlastne aplikácia detekovala reklamu správne.
Tento problém by sa dal vyriešiť niekoľkými spôsobmi. Prvý spôsob riešenia problému
je zjednotenie výpisov rovnakých reklám za sebou. To znamená, že ak by nastala ďalšia
detekcia rovnakého typu, automaticky by sa neudávala na výpise. Výhodou tejto funkcie
je jednoduchosť. Hlavnou nevýhodou tohto postupu je, že sa zbytočne rieši až na výstupe
programu a nie v priebehu aplikácie.
Druhé riešenie je založené detekovaním reklamy zastaviť túto detekciu alebo porovnáva-
nie histogramov na určitú dobu. Táto doba by mala byť postačujúca na to, aby sa odstránila
duplicitná detekcia tej istej reklamy. To znamená v prvom rade zistiť priemernú dĺžku re-
klamnej upútavky. V prípade TV Prima, teda stanice, na ktorej sa aplikácia testuje je to
približne 5 sekúnd. Keď sa tento počet vynásobí počtom snímkov v reklame, tak sa dostane
číslo 125 snímkov. Z toho je jasné, že doba na zastavenie detekcie by sa mala pohybovať
na spodnej hranici 125 snímkov. V mojej aplikácii som zvýšil toto číslo až na 1000 snímkov
(40 sekúnd), pre prípad dlhších reklám. Táto hranica by nemala poškodiť detekciu ďalších
reklám, pretože reklamy sú dlhšie ako 1000 snímkov. To znamená, že sa detekcia vypne
na dobu 1000 snímkov a program tým pádom tento úsek prejde rýchlejšie, ako keby bolo
implementované prvé riešenie. Po uplynutí tejto doby sa detekcia opäť zapína a pokračuje
v rovnakom fungovaní ako pred vypnutím detekcie.
28
Kapitola 5
Testovanie
V tejto kapitole bude popísané testovania typy testov, na ktorých bola aplikácia testovaná.
Tiež bude popísané vyhodnotenie týchto testov. Ďalej budú popísané možné vylepšenia,
ktorými sa bude dať táto aplikácia zdokonaľovať.
5.1 Testy
Hlavnou, a preto referenčnou stanicou na testovanie sa stala TV Prima. V prvej fáze bolo
treba nahrať dostatočne dlhý úsek videa. V prvom kole testovania bolo 24 hodín nahraných
vo formáte MPEG-2. Tento úsek bol pre jednoduchosť manipulácie a prehľadnosť práce
rozdelený na polhodinové úseky.
Ďalším postupom bolo získanie referenčných reklám. To znamená, že som musel z na-
hraných videí vystrihnúť úseky, v ktorých sa nachádzali zvučky. Pre lepšiu manipuláciu
s videom som si zvolil formát MPEG-4. Najskôr som musel prekódovať videá do formátu
MPEG-4. Po prekódovaní videí som vyhľadal aj vhodný úsek videa s logom, ktorý bol tiež
zobraný s kódovaním MPEG-4. Toto boli všetky potrebné prerekvizity, ktoré som musel
spraviť s videami, aby mohla aplikácia relevatne pracovať.
Pre kontrolu bolo treba urobiť anotáciu reklám z nahraného videa. To znamená, že bolo
treba do nejakej štatistiky zaznačiť začiatky a konce reklám. Táto štatistika sa potom stala
hlavným zdrojom správnosti detekcie aplikácie.
Následne som zvolil niekoľko druhov testov, na ktorých som testoval aplikáciu. Najskôr
som testoval metódu celkovej energie obrazu a v ďalšom kroku už len metódu porovná-
vania histogramov. Testy sa zaoberali rôznymi hranicami podobnosti, typmi porovnávania
histogramov a aj úspešnosťou metódy bez zapnutia detekcie loga. Úspešnosť bola meraná
v percentách. Takisto bola zmeraná úspešnosť dobre a zle určených reklamných snímkov.
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5.2 Hodnotenie testov
Táto časť práce popisuje vyhodnotenie testov a zvolené najlepšie riešenie pre túto apliká-
ciu. V prvom prípade je jasne vidieť, že najvyššia úspešnosť testov celkovej energie obrazu
(obrázok A.1) je 41 % , čo je príliš málo na to, aby sa s ňou dalo počítať ako s relevant-
nou metódou. V ďalšom teste (obrázok 5.1) sa testovala metóda histogramov so zapnutím
pomocnej detekcie loga. Je zrejmé, že najvhodnejšia podobnosť v týchto formátoch videí
je na hodnote 0.9972. Vtedy je úspešnosť 96.2 %. Na ďalšom obrázku A.2 v prílohách, je
zobrazené testovanie metódy histogramov, tentokrát však s vypnutou detekciou loga. Tieto
testovania boli kombináciou MPEG-2 (video) a MPEG-4 (reklama) formátu. Na obrázku
A.3 je kombinácia MPEG-4 (video) a MPEG-4 (reklama) so zapnutým logom.
Ďalej je zobrazená tabuľka A.1 testovacích videí. Tabuľka obsahuje zaznačený pomer
správnych a zle označených snímkov zobrazujúcich reklamu.
Z testov je zrejmé, že najlepšia kombinácia je metóda porovnávania histogramov, v spo-
jení s detekciou loga a podobnosťou na úrovni 0.9982 (úspešnosť 96.4 %). To platí za pred-
pokladu, že formát videa aj reklám je MPEG-4. Preto sa táto kombinácia bude využívať
ako prednastavená v mojej aplikácii.
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Obr. 5.1: Testovanie podobnosti reklamy formátu MPEG-4, videa formátu
MPEG-2 a zapnutého loga. Najvhodnejšia podobnosť 0.9972.
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5.3 Návrhy na vylepšenie
Aj táto aplikácia má však svoje chyby. Tieto chyby by sa mohli stať predmetom budúcich
vylepšení, ktoré by viedli k ešte lepším výsledkom.
Jedným z možných vylepšení by mohlo byť vyskúšať implementáciu aj niektorých ďalších
metód, ktoré boli načrtnuté v mojej práci. Preto si myslím, že jeden z najlepších smerov,
ktorými sa dá uberať je implementácia metódy Showview/VCR do aplikácie. Bolo by to
vhodné najmä preto, lebo je to v súčastnosti asi najspoľahlivejšia metóda detekcie reklám.
Jej výsledky v praxi sú nespochybniteľné. Problém by však mohol nastať v patentových
právach.
Ďalšie z vylepšení by mohlo byť úplné zovšeobecnenie detekcie reklám na všetkých
televíznych staniciach. Vzhľadom na to, že základ je v mojej aplikácii dosť široký, nemalo
by byť toto vylepšenie nejako obzvlášť náročné. Zahŕňalo by to totiž len rozšírenie detekcie
loga na celý záber a vysporiadanie sa s neočakávanými udalosťami (ako napríklad krátke
reklamy a pod. ).
Ďalšou možnosťou je naprogramovanie užívateľského rozhrania. Toto rozhranie by malo
byť čo najbližšie súčasnému užívateľovi, keďže momentálne je to aplikácia konzolového typu.
To znamená, že si s ňou poradia väčšinou len skúsenejší užívatelia. Hlavne by malo ísť
o klikacie rozhranie, v ktorom užívateľ jednoducho vyberie nevyhnutné súčasti aplikácie
(reklamy, logá atď.) pre správny beh programu.
V neposlednom rade by tiež bolo vhodné odstránenie detekovaných reklám z videa.
Toto riešenie by bolo vlastne priamym pokračovaním mojej práce, čo by znamenalo úplné
odstránenie tak neželaných reklám.
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Kapitola 6
Záver
Cieľom mojej práce bola detekcia televíznych reklám, čo znamená vytvorenie aplikácie,
ktorá by umožňovala divákovi detekovanie reklám vo videu. Priamym využitím aplikácie
by mohol užívateľ v budúcnosti tieto reklamy odstrániť. Moja motivácia spočívala v tom,
že som nenašiel žiadne podobné práce na túto tému, takže som chcel položiť nejaký základ
pre budúci rozvoj témy.
Osobným prínosom bolo nazretie do oblasti počítačového videnia a naučenie sa základom
práce v ňom. Najmä preto, lebo táto oblasť sa mi javí pre moje možné budúce profesionálne
smerovanie veľmi zaujímavá. Pred písaním práce som z oblasti počítačového videnia nevedel
takmer nič. Počas písania a pri samotnom programovaní aplikácie som si obohatil vedomosti
o množstvo poznatkov. Hlavným zdrojom bola práca s knižnicou OpenCV a poznatky
o rôznych typoch kódovaní. Teraz môžem povedať, že zvládam základy práce s knižnicou a
budem schopný ich využívať aj v mojom ďalšom smerovaní. V úvode práce boli načrtnuté
možné smerovania, z ktorých som vybral podľa môjho úsudku najoptimálnejšie riešenia pre
moju aplikáciu. Následne som tieto riešenia rozvíjal až do terajšej podoby.
Po implementácii a odskúšaní aplikácie môžem zodpovedne povedať, že sa mi podarilo
naplniť základné ciele práce. Takisto môžem povedať, že po možných ďalších rozšíreniach a
úpravách sa môže stať aplikácia použiteľnou aj u menej zdatných počítačových užívateľov.
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Zoznam príloh
Dodatok A. Testy
Dodatok B. CD: Zložka doc obsahuje dokumenty.
Zložka data obsahuje reklamy a videá
Zložka src obsahuje zdrojové súbory
Zložka bin obsahuje testovacie skripty a preložený program
readme.txt Readme súbor
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Dodatok A
Testy
V následujúcich prílohách budú znázornené všetky testy, na ktoré bola aplikácia testovaná.
A.1 Testovanie metódy celkovej energie obrazu
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Obr. A.1: Testovanie podobnosti reklamy formátu MPEG-4, videa formátu
MPEG-4. Najvhodnejšia podobnosť 0.99999.
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A.2 Testovanie metódy histogramov
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Obr. A.2: Reklamy formátu MPEG-4, videa formátu MPEG-2 bez loga. Najv-
hodnejšia podobnosť 0.9972.
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Obr. A.3: Reklamy formátu MPEG-4, videa formátu MPEG-4 s logom. Najv-
hodnejšia podobnosť 0.9982.
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A.3 Chybné / Správne snímky
Číslo
videa
Počet snímkov
reklamy v sku-
točnosti
Počet snímkov
reklamy v apli-
kácii
1. 9176 9151
2. 9131 9149
3. 9116 9075
4. 9282 9282
5. 9277 9386
6. 9148 9104
7. 9124 9149
8. 7242 7263
9. 9150 9173
10. 9125 9079
11. 8925 8960
12. 7097 7140
13. 9135 9148
14. 4939 4939
15. 3325 3347
16. 6347 6345
17. 8674 8866
18. 3381 3376
19. 6082 6091
20. 9305 9321
21. 9154 9183
22. 9158 9173
23. 9144 9109
24. 8763 8763
Číslo
videa
Počet snímkov
reklamy v sku-
točnosti
Počet snímkov
reklamy v apli-
kácii
25. 8902 9004
26. 8628 8634
27. 6573 6573
28. 3671 3697
29. 0 0
30. 0 0
31. 1775 1770
32. 0 0
33. 0 0
34. 0 0
35. 0 0
36. 0 0
37. 0 0
38. 0 0
39. 2031 2128
40. 0 0
41. 3300 3266
42. 4310 4338
43. 7869 7969
44. 6082 6085
45. 0 0
46. 6250 6279
47. 9242 9278
48. 6222 6221
Tabuľka A.1: Tabuľka s úspešnosťami označení v jednotlivých videách.
Celková úspešnosť dobre označených snímkov sa vypočíta z tabuľky A.1, a je to 99.72 %.
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