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Seznam uporabljenih simbolov 
MPD Večfunkcionalni dispečer (Multi-Purpose Dispatcher) 
IP Internetni protokol (Internet Protocol) 
PESQ Ocena kvalitete zvoka na podlagi zaznave (Perceptual Evaluation of 
Speech Quality) 
DAQ Zajem podatkov (Data acquisition) 
LED Svetleča dioda (Light-Emitting Diode) 
3-D Tri-dimenzionalno (Three-Dimensional) 
API Vmesnik za programiranje (Application Programming Interface) 
GPIO Splošno-namenski vhodi in izhodi (General-Purpose Input/Output) 
SIT Posebni informacijski ton (Special Information Tone) 
FFT Hitra Fouriereva transformacija (Fast Fourier Transform) 
AUX Pomožni priključek (Auxiliary connector) 




V diplomski nalogi sem zgradil avtomatsko testno okolje, ki je namenjeno 
testiranju komunikacijskih terminalnih naprav na oddelku verifikacije v podjetju 
Iskratel. Naloga okolja je avtomatsko vzpostavljanje velikega števila zvez med dvema 
terminalnima napravama in odkrivanje morebitnih napak, ki se pojavijo po daljšem 
obratovanju terminala. 
Okolje je zgrajeno tako, da skuša čim bolj natančno simulirati uporabnika 
terminala. V ta namen se za avtomatsko klicanje uporablja robotska roka. Po njeni 
prvotni nastavitvi lahko ta neprestano ponavlja vzpostavljanje zvez med terminaloma.  
Ali je bila zveza uspešna, testno okolje preveri s preizkusom slišnosti, poleg tega 
pa meri tudi zakasnitev prenesenega zvoka. Okolje lahko z dodatno nastavitvijo 
parametrov meri tudi zaostajanje prenesene slike pri video zvezah in njeno odvisnost 
od zvoka.  
Končni rezultati nam tako omogočajo vpogled v dolgotrajno delovanje terminala 
ter zaznavo napak, ki jih je z ročnim testiranjem skoraj nemogoče odkriti. 
 
Ključne besede: avtomatizacija, terminalna naprava, testno okolje, merjenje, 





In my diploma work I made an automatic measuring environment, which is 
designed for testing communication terminals in the verification stage of production. 
It is designed to establish multiple connections between two communication terminals 
to find possible errors, that might appear during long operation. 
Goal of the environment is to simulate a terminal user as best as possible. To 
establish the connection between two terminals a robotic arm is used. After its first 
initialization the robot can constantly place calls between terminals. 
Successful connection is then tested with audibility test. Besides that, 
environment also calculates delay of the transferred sound or image in case of video 
calls. 
Final results allow users to analyze long-term terminal operation and detect 
errors, which would be impossible to find with manual testing. 
 
Key words: automatization, terminal device, testing environment, measuring, 





1  Uvod 
Zaključno delo je produkt praktičnega usposabljanja in študentskega dela na 
oddelku verifikacije v podjetju Iskratel. Podjetje nudi celotne rešitve za operaterje 
telekomunikacij in ponudnike storitev. Na področjih energetike, javne varnosti in 
transporta vpeljujejo digitalne komunikacijske naprave, ki zagotavljajo dostavo 
zvočnih in vizualnih informacij ter zaznavo kritičnih opozoril in njihovo razrešitev. 
Eden izmed Iskratelovih produktov, ki se uporablja za komunikacije, kontrolo 
in nadzor postopkov v transportnih, varnostnih in energetskih okoljih, je MPD (Multi-
Purpose Dispatching terminal) dispečerski terminal [1] (slika 1.1). Vsi produkti pa 
niso namenjeni širši uporabi. Tak primer je programska oprema Iskratel 
Phone x-10 [2], ki je namenjena za tekstovno, zvočno in video komunikacijo med 
uslužbenci podjetja Iskratel. Program je mogoče namestiti na računalnike z 
operacijskimi sistemi Windows (w-10) ali pa na pametne naprave (pametne telefone 
in tablične računalnike) Android (a-10) ter iPhone (i-10) in s tem omogoča boljšo 
komunikacijo v podjetju. 
 
Slika 1.1:  MPD dispečerski terminal 
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Da ti produkti delujejo skladno z zahtevami, jih preizkusimo na oddelku 
verifikacije. Za kvalitetne komunikacijske storitve med terminali je pomembna 
kvaliteta prenesenega zvoka. Na kvaliteto zvoka lahko vplivajo motnje iz okolice ali 
pa napačno delovanje naprave. Zaradi terminalnih naprav in prenosa govora preko 
omrežja ter različnega kodiranja videa in avdia prihaja tudi do zaznavnih zakasnitev 
govora in videa na poti od govorca do poslušalca. Te zakasnitve je treba izmeriti in v 
primeru prevelikih odstopanj korigirati. Posebno je moteče, če se zakasnitev videa 
razlikuje od zakasnitve govora (tako imenovani lip-sync problem). V primeru, da 
govor zaostaja za videom do 150 ms, je to še nekako sprejemljivo. Bolj problematično 
je, če govor prehiteva sliko, ker tega v naravi ni. 
Do sedaj smo za enkratno merjenje zakasnitve in kvalitete zvoka uporabljali 
napravo Malden DSLAIIC, ki izmeri zakasnitev in s pomočjo algoritma PESQ 
(Perceptual Evaluation of Speech Quality) izračuna kvaliteto prenesenega zvoka. Ker 
želimo preveriti kvalitetno delovanje po velikem številu zvez in ker nam naprava 
Malden ne omogoča merjenja video zakasnitve in lip-synca, smo na oddelku 
verifikacije sestavili lastno avtomatsko testno okolje. Tako okolje potrebujemo tudi 
zaradi možnosti ponovitev morebitnih problemov s terena. 
 
3 
2  Ideja 
Ideja je bila ustvariti novo, cenovno ugodno testno okolje, ki je zmožno ustvariti 
zvezo med terminaloma in med njima izmeriti zakasnitve pri prenosu zvoka in videa. 
Testno okolje je zato sestavljeno iz opreme za avtomatsko klicanje in opreme za 
merjenje zakasnitve. Vsa oprema je povezana na osebni računalnik, kjer jo nadzira 
program, napisan v jeziku Python 3 [3] za operacijski sistem Windows 8. 
Ključne komponente testnega okolja so: 
 osebni računalnik, 
 robotska roka (Dobot Magician), 
 aktuatorji, 
 raspberry PI krmilnik, 
 relejsko vezje, 
 NI DAQ kartica, 
 integrirana zvočna kartica osebnega računalnika, 




 napetostni delilnik in ojačevalnik in 
 spletna kamera, 
 
Da testno okolje čim bolje simulira uporabnika, za avtomatsko klicanje 
uporablja robotsko roko (Dobot Magician). Za dvig slušalk uporablja aktuatorje, ki jih 
proži s pomočjo Raspberry PI krmilnika in relejev (prikaz postavitve in povezav med 
opremo za avtomatsko klicanje je na sliki 2.1 in sliki 2.2). 
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Slika 2.1:  Shema testnega okolja za merjenje avdio zakasnitve z DAQ kartico 
Če je bilo avtomatsko klicanje uspešno, se preverja s prepoznavo kontrole 
poziva. Prepoznava na podlagi informacijskega tona iz terminala določi, kakšno je 
stanje klica.  
Drugi pogoj za uspešno vzpostavljeno zvezo je preizkus slišnosti. Govornika 
simuliramo s predvajanjem zvoka v mikrofon prvega terminala. Zvočne signale 
generiramo z univerzalno računalniško zvočno kartico (povezave modre barve na 
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sliki 2.1). Isti signal uporabimo tudi za generiranje svetlobnega signala na LED diodi, 
ki se uporablja z merjenje video zakasnitve (povezave rumene barve na sliki 2.2). 
Odzive terminalov zajamemo z mikrofoni pritrjenimi na slušalke terminalov (slika 2.1) 
za zvočne signale in s fotosenzorji za zajem sprememb na zaslonih terminalov pri 
video zakasnitvi (slika 2.2). Signale iz zvočnikov in fotosenzorjev lahko računalnik 
meri na dva načina, z računalniško zvočno kartico ali z zunanjo DAQ kartico. Zvočne 
vhode in izhode terminalov lahko povežemo z merilno opremo okolja tudi električno 
(na primer prek AUX vhoda (Auxiliary connector) terminala, kot je prikazano na 
sliki 2.2 z modro barvo). 
Program izračuna tudi časovno razliko ali zakasnitev med predvajanim in 
posnetim zvokom. Dolžine zakasnitev in njihova odvisnost od števila zvez se nato 
primerjajo z različnimi klicnimi nastavitvami terminala. 
Celoten proces je sneman z zunanjo spletno kamero, shranjeni posnetki pa so 
koristni za analizo neustreznih rezultatov. 
V nadaljevanju diplomske naloge bom opisal, kako sem izbral zahtevano strojno 
in programsko opremo okolja, skupaj s sodelavci oddelka verifikacije pa sem sestavil 
relejsko vezje, dogradil mikrofone, fotosenzorje, pripomočke za fiksno pritrditev 
opreme ter spisal Telnetlib program. 
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3  Komponente in delovanje testnega okolja 
3.1  Splošno o programskem jeziku Python 
Program, ki povezuje in nadzoruje vse elemente testnega okolja, je napisan v 
jeziku Python [3] in se izvaja na osebnem računalniku. Python je skriptni jezik, za 
katerega je značilna strukturirana oblika, ki programerja prisili v pisanje oblikovno 
pregledne kode. Dinamični podatkovni tipi omogočajo preprosto inicializacijo 
spremenljivk, matrik in funkcij. Programski jezik prav tako podpira veliko knjižnic ali 
modulov. To so razširitve, ki nam omogočajo preprosto obdelavo podatkov, videa, 
zvoka. 
Za delovanje programa so pomembni razredi in objekti. V razredih so napisane 
funkcije, ki opisujejo delovanje posameznih komponent testnega okolja. Razred 
omogoča, da lahko ustvarimo poljubno število objektov, ki bodo med seboj delovali 
neodvisno. Kadar na osebni računalnik priključimo dve enaki komponenti (na primer 
dve spletni kameri), za vsako ustvarimo svoj objekt in s tem preprečimo, da bi 
delovanje ene komponente vplivalo na drugo.  
Razredi pa omogočajo tudi preprosto inicializacijo niti (thread). Python je 
skriptni jezik, kar pomeni, da si ukazi sledijo kronološko po zapisanem vrstnem redu. 
Kadar pa želimo, da se dve funkciji izvajata istočasno, eno izmed njih kličemo v 
stranski niti. Da se bo funkcija v stranski niti zagnala pravočasno, pa jo z glavno nitjo 
sinhroniziramo s pomočjo dogodkov. 
3.2  Programska oprema testnega okolja 
Delovanje testnega okolja je opisano v datoteki Terminal_testing.py. Po zagonu 
testiranja se ustvarijo nove matrike in datoteke za shranjevanje rezultatov meritev, 
spremenljivke, ki jih potrebuje program, shrani se čas pričetka testiranja. Program se 
poveže z Raspberry krmilnikom in nastavi releje na začetno vrednost. 
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Po začetni inicializaciji se ustvarijo nove niti, ki omogočajo, da se bo nekaj kode 
izvajalo v ozadju, ločeno od glavnega programa. Ker eno nit lahko ustvari le enkrat 
tekom izvajanja programa, jih ustvarimo pred prvim ciklom (pred While zanko na 
sliki 3.1). 
 
Slika 3.1:  Osnovna shema delovanja testnega okolja 
Na začetku vsakega cikla program zažene snemanje s spletno kamero 
(slika 3.1). Kamera je usmerjena na zaslone terminalov, posnetki zaslonov ponujajo 
veliko informacij o napačni meritvi zakasnitve in koristijo pri analizi rezultatov. 
Robotska roka s pomočjo aktuatorjev vzpostavi klic iz prvega na drugi 
terminal. Naslednji korak je odvisen od nastavljenih parametrov. Program lahko 
nadaljuje s prepoznavo tona kontrole poziva ali pa avtomatsko sprejme klic na drugem 
terminalu. 
Prepoznava tona kontrole poziva na podlagi dolžin zvočnih signalov ter 
frekvenčne analize signala določi vrsto informacijskega tona, ki se je predvajal iz 
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zvočnika prvega terminala. Testiranje se nadaljuje le kadar je prepoznana kontrola 
poziva in robotska roka na drugem terminalu sprejme klic (»Razpoznana kontrola 
poziva« na sliki 3.1). Zveza je uspešno vzpostavljena. 
V naslednjem koraku program pomeri čas, ki ga zvok potrebuje, da prepotuje od 
govorca do poslušalca (zakasnitev). Zvok je predvajan iz računalnika v enega izmed 
terminalov. Zakasnitev se izmeri v obe smeri komunikacije, torej iz prvega na drugi 
terminal in obratno. 
Po izmerjeni zakasnitvi robotska roka in aktuatorji prekinejo zvezo med 
terminaloma in program ustavi snemanje s spletno kamero.  
Uporabnik v parametrih nastavi tudi spremenljivko zasilni_izklop in 
dovoljene meje, v katerih se lahko nahaja zakasnitev. Ta spremenljivka določa ali se 
bo po napačnem rezultatu (ni slišnosti ali pa je zakasnitev izven meja) test izvajal 
naprej ali pa se avtomatsko testiranje zaključi (pogojni stavek »Napačne meritve« na 
sliki 3.1). Za lažjo analizo rezultatov na koncu izračunamo še minimum, maksimum, 
povprečje, mediano in izrišemo graf uspešno izmerjenih zakasnitev. V primeru 
uspešne meritve se testiranje nadaljuje z naslednjim ciklom. 
Razredi, ki opisujejo posamezne komponente so zaradi preglednosti definirani v 
ločeni datoteki Test_programs.py. S spreminjanjem teh funkcij lahko uporabnik 
spremeni delovanje le enega elementa testnega okolja, ne da bi s tem vplival na potek 
celotnega testiranja (slika 3.2). Te funkcije kliče glavni program, napisan v datoteki 
Terminal_testing.py. Vstavljamo jih na enak način kot module za Python, kar lahko 
vidimo na sliki 3.2 (from Parameters import *). S tako delitvijo lahko 
uporabnik hitro spreminja kronološki potek testiranja. 
Ločeno so definirane tudi spremenljivke za merjenje zakasnitve, ki so različne 
za posamezen terminal. Te se nahajajo v datoteki Parameters.py. Vsak terminal 
potrebuje tudi svojo matriko koordinat, ki jih uporablja robotska roka in so definirane 
v Keyboard.py. Taka delitev pospeši nastavljanje novega terminala za testiranje, saj 
uporabniku ni potrebno iskati spremenljivk v celotni kodi. 
V projektni mapi okolja se nahajata tudi datoteki GetPosition.py in Home.py, ki 
jih glavni program ne kliče. Prva vsebuje program, ki vrne koordinate vrha robotske 
roke, druga pa je namenjana rekalibraciji robotske roke pred začetkom testiranja. 
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Slika 3.2:  Koda okolja v urejevalniku PyCharm 
3.3  Nastavitve pred začetkom testiranja in parametri testa 
Ko uporabnik začne s testiranjem nove naprave, okolje prilagodi s 
spreminjanjem parametrov v ločeni datoteki, glavni program pa ostane enak. 
Terminali in robotska roka so pritrjeni na podlago tako, da se med testiranjem 
njihova lega ne spreminja. Vrh robota uporabnik nato postavi nad tipke terminala, ki 
se uporabljajo za avtomatsko klicanje, in njegov položaj zapiše v matrike koordinat. 
V parametrih so definirane mape za shranjevanje rezultatov, IP naslov (Internet 
Protocol) Raspberry krmilnika, nastavitve za snemanje z zvočno kartico ali DAQ 
kartico, snemanje videa s spletno kamero, računanje zakasnitve, navodila oziroma 
scenariji za potek avtomatskega klicanja, število meritev zakasnitve znotraj ene zveze 
in nastavitve za potek glavnega programa. 
Uporabnik ima možnost snemanja avdia z različnimi napravami, filtriranja 
posnetkov z digitalnimi filtri, merjenja avdio ali video zakasnitve, brisanja video 
posnetkov, avtomatsko ali ročno klicanje in zasilni izklop v primeru napake v 
testiranju. Različne možnosti lahko vklopi ali izklopi v parametrih s pomočjo logičnih 
spremenljivk (Boolean). 
V nadaljevanju zaključnega dela bom pojasnil delovanje posameznih komponent 
testnega okolja. 
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3.4  Snemanje videa s spletno kamero 
Vsak cikel se snema z eno ali dvema spletnima kamerama, odvisno od nastavitev 
parametrov. Kamere so usmerjene tako, da so izpisi na zaslonih testiranih terminalov 
čim bolj razvidni, saj služijo za diagnostiko napak (slika 3.3). 
 
Slika 3.3:  Namestitev spletne kamere Logitech c930 e 
Za snemanje s spletno kamero je primerna Python knjižnica OpenCV. V 
dokumentaciji [4] je podan primer za snemanje z zunanjo kamero. Za snemanje s 
kamero program ustvari nov objekt (VideoCapture(0)), argument objekta 




cap = cv2.VideoCapture(0) 
 
Po povezavi s kamero program vstopi v neskončno (while) zanko. Funkcija 
branja (cap.read()) ima privzeto število sličic na sekundo in na ustrezne intervale 
vrača zajete sličice iz kamere. Vsaki sličici spremeni barvo in jo prikažemo v oknu na 
zaslonu računalnika.  
 
Proces se ponavlja dokler ga ne ustavimo s pritiskom na tipko q: 
 
while(True): 
    # Capture frame-by-frame 
    ret, frame = cap.read() 
 
    # Our operations on the frame come here 
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    gray = cv2.cvtColor(frame, cv2.COLOR_BGR2GRAY) 
 
    # Display the resulting frame 
    cv2.imshow('frame',gray) 
    if cv2.waitKey(1) & 0xFF == ord('q'): 
        break 
 




Pomembno je, da se na koncu cikla zapre vse procese, da se ne kopičijo. 
Za uporabnika testnega okolja operacije nad sličicami in njihovo prikazovanje 
nista zaželena, zato se te vrstice kode odstranijo. Ker lahko uporabljene kamere 
snemajo z boljšimi nastavitvami od privzetih vrednosti knjižnice, se programski kodi 
doda nastavitve za višino in širino sličic ter število zajetih sličic na sekundo. Kameri 
moramo nastaviti tudi ustrezen kodek, ki ga uporablja za snemanje. V praksi se je 
izkazalo, da s spletnimi kamerami (Logitech c930e na sliki 3.3) pri najvišji resoluciji 
deluje le MJPG kodek. Kodek kamere in podobne nastavitve so definirane ob 
inicializaciji razreda, resolucijo in oznako kamere, na katero se želimo povezati, pa 
mora uporabnik nastaviti v parametrih testnega okolja. Program jih vstavi kot 
argument, ko ustvari objekt. 









Program potrebuje dodatno kodo za shranjevanje video posnetkov. Nastavitvi 
resolucije in sličic na sekundo ostaneta enaki kot za zajem iz kamere. MJPG kodek iz 
izkušenj ni priporočljiv, ker ustvarja velike datoteke. Boljše razmerje med kakovostjo 
posnetka in med njegovo velikostjo je z uporabo XVID kodeka. Za najmanjše posnetke 
pa je uporaben kodek H264, ki pa ni na voljo v knjižnici OpenCV in ga moramo dodati 
v mapo projekta. Za shranjevanje program potrebuje le še ime in lokacijo, kamor bo 
posnetek shranjen. Posnetki se shranjujejo v ločeno mapo (njeno lokacijo uporabnik 
navede v parametrih), ime posnetka pa je sestavljeno iz zaporedne številke cikla in iz 
časa pričetka cikla in se spreminja v glavnem programu: 
 
fourcc = cv2.VideoWriter_fourcc(*'XVID') 
out = cv2.VideoWriter(self.fileLoc, fourcc, self.frameRate, (self.frameW, 
self.frameH)) 
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Uporabnik lahko v parametrih nastavi snemanje z dvema kamerama naenkrat, 
zato je snemanje definirano kot razred. S pomočjo razreda program pred začetkom 
testiranja ustvari dva objekta. Vsak objekt je povezan s svojo kamero in deluje 
popolnoma neodvisno od drugega.  





Daemonic lastnost določa, da se nit zaključi, če se zaključi glavni program (v 




Pred prvim ciklom se ustvari nov objekt v glavnem programu testnega za 
snemanje s kamero (nastavitve kamere iz prametrov se vstavijo kot argumenti), 
funkcija start() pa zažene novo nit: 
 




V parametrih nastavimo snemanje z drugo kamero: 
 
second_camera = True 
 
Objekt za drugo kamero se ustvari, kadar je izpolnjen pogojni stavek: 
 
if second_camera: 
    snemaj_video2 = recOpenCV(camera=1, frameH=cam2_frameH, frameW = 
cam2_frameW) 
 
    snemaj_video2.start() 
 
V razredu je lahko definiranih več funkcij, vendar se bo v ločeni niti izvajala le 
vsebina funkcije run(), v katero vstavimo program za snemanje videa.  
Glavni program lahko zažene eno nit (snemaj_video2.start()) samo 
enkrat tekom izvajanja, testiranje terminalne opreme pa poteka ciklično, v while 
zanki. Nova nit se zato zažene pred prvim ciklom testa in prav tako vsebuje while 
zanko, ki je sinhronizirana z glavno. Dve ločeni niti sta med seboj sinhronizirani z 
dogodki (Event()). 
 
Definicija dogodka v razredu: 
 
self.event = threading.Event() 
self.recording_flag = threading.Event() 
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Ko glavna nit začne nov cikel, spremeni lokacijo shranjevanja posnetkov in 




Nit za snemanje se je zagnala pred prvim ciklom in neodvisno nadaljuje z 
izvajanjem do ukaza wait(). Ko se v glavni niti postavi dogodek, stranska nit začne 




Tudi program za snemanje videa je zazankan in se je izvajal do pritiska tipke za 
izklop ('q'). Pogoj za prekinitev te zanke je potrebno nadgraditi z dodatnim pogojem 
(pogojni stavek »nastavljen dogodek iz glavnega programa« na sliki 3.4): 
 
if self.event.is_set() == False or cv2.waitKey(1) & 0xFF == ord('q'): 
    break 
 
Pogoj je izpolnjen, ko glavni program na koncu cikla resetira dogodek. Snemanje 





Z dogodki se dolžina snemanja video posnetka popolnoma prilagaja vsakemu 
ciklu ne glede na njegov scenarij ter ni časovno omejena.  
Kasneje se je izkazalo, da kamera včasih ne posname prvih premikov robotske 
roke, ker povezava lahko poteka par sekund. Programu za snemanje je zato dodan 
dogodek, le da v tem primeru na postavitev dogodka čaka glavni program (»nastavitev 
dogodka za povezovanje kamere« na sliki 3.4). Ta ne nadaljuje s testiranjem, dokler 
iz niti za snemanje ne dobi prve slike. Glavni program nato nadaljuje z avtomatskim 
klicanjem. 
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Slika 3.4:  Shema programa za snemanje s kamero 
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3.5  Avtomatsko klicanje 
Robotska roka se uporablja za vzpostavitev, sprejem in prekinitev klica in se s 
tem čim bolj približa realnemu upravljanju terminalne naprave. Ker nam orodje 
robotske roke, ki je namenjeno pisanju po zaslonih na dotik ne omogoča simulacije 
dvignjene ali položene slušalke, se v ta namen uporabljajo aktuatorji. 
3.5.1  Scenariji za avtomatsko klicanje in prekinitev klica 
Nekateri terminali potrebujejo robotsko roko za vpisovanje telefonskih številk 
in hkrati aktuator za dvig slušalke. Uporabnik zato v datoteki Parameters.py definira 
scenarije za vsak terminal. Scenariji se zapisujejo v obliki matrik, kjer vsak element 
vsebuje ukaze za premik robotske roke ali aktuatorjev. 
Preden uporabnik okolja začne s testiranjem novega terminala, ga mora fiksno 
pritrditi glede na robotsko roko, tako da se med testiranjem ne bo premikal v 
koordinatnem sistemu robota (primer pritrditve tabličnega računalnika in robotske 
roke je prikazan na sliki 3.5). Koordinate tipk terminala uporabnik določi s pomočjo 
dodatnega programa (GetPosition.py) in jih zapiše v matriko tipk (Keyboard.py).  
 
Slika 3.5:  Pritrditev terminalov in robotske roke za testiranje 
Primer shranjevanja koordinat za tipke 0, 1, 2 in 3: 
 
keyboard = [ 
 
    [260.85, -26.23, 13.06],  # tipka 0 
    [286.52, -77.67, 13.44],  # tipka 1 
    [263.28, -78.07, 15.07],  # tipka 2 
    [114.73, 191.17, 14.76],  # tipka 3 
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Uporabnik sedaj lahko v scenarij zapiše, v kakšnem zaporedju si sledijo pritiski 
na tipke. Prvi element matrike scenarija je besedilnega podatkovnega tipa 'robot' 
in določa, da sledi avtomatsko klicanje z robotsko roko (pogojni stavek »Robotska 
roka?« na sliki 3.6). Drugi element je oznaka terminala, na podlagi katere program 
izbere ustrezno matriko koordinat (»Določitev tipkovnice terminala« na sliki 3.6). V 
zadnjem, tretjem elementu uporabnik zapiše oznake tipk, za katere želi, da jih robot 
pritisne, v zaporedju, kot si sledijo kronološko (»For zanka skozi vstavljeno telefonsko 
številko« na sliki 3.6). S pomočjo oznake tipke glavni program nato določi njene 
koordinate in doda ukaz za premik, ki ga izvede robotska roka. 
Matrika scenarija za aktuator je prav tako sestavljena iz treh elementov. Prvi 
element ('aktuator') določa spreminjanje stanja aktuatorja (»Proženje 
aktuatorja« na sliki 3.6). Program na podlagi tega podatka določi, da bo s pomočjo 
Raspberry krmilnika in relejev preklopil napajanje aktuatorja. Uporabnik določi 
oznako releja, prek katerega je priključen aktuator v drugem elementu, v tretjem pa 
njegovo novo stanje. 
Primer scenarija za avtomatsko klicanje iz terminala z oznako dve, s pomočjo 
robotske roke in aktuatorja: 
 
scenarij_terminal2_calling_3 = [['robot', terminal_2, '2109#'], ['aktuator', 
aktuator_2, 0]] 
 
Uporabnik lahko definira tudi več različnih scenarijev za vsak terminal. Tako se 
bo vsak nov cikel klicanje izvedlo na drugačen način (na primer robot vpiše telefonsko 
številko ali pa izbere hitro klicanje): 
 
scenariji = [['terminal 2', scenarij_terminal2_calling_4], 
             ['terminal 2', scenarij_terminal2_calling_2], 
             ['terminal 1', scenarij_terminal1_calling_1] 
             ] 
Poleg scenarija za klicanje vsak terminal potrebuje dodatne tri scenarije. Ti so 
namenjeni za avtomatsko javljanje, prekinitev odhodnega klica in prekinitev zveze. 
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Slika 3.6:  Shema programa za avtomatsko klicanje 
3.5.2  Robotska roka Dobot Magician 
Dobot Magician (na sliki 3.7) je multifunkcionalna robotska roka, namenjena 
domači uporabi. Različni nastavki omogočajo pisanje, lasersko graviranje, 3-D 
tiskanje ali manipulacijo objektov s pnevmatskim ali vakuumskim prijemalom. Poleg 
krmiljenja v programu Dobot Studio roko lahko upravljamo v 13 različnih 
programskih jezikih. Primer uporabe aplikacijskega programskega vmesnika (API; 
Application programming interface) za jezik Python je dostopna v Demo knjižnici [8], 
ki vsebuje kodo za povezavo robotske roke in za izvajanje premikov. 
3.5  Avtomatsko klicanje 19 
 
 
Slika 3.7:  Robotska roka (Dobot Magician) 
Ukaz za vzpostavitev povezave z robotsko roko iz Demo knjižnice: 
 
self.state = dType.ConnectDobot(self.DobotM2, "", 115200)[0] 
 
Ukazi za premik vrha robotske roke v koordinate (x, y, z) se dodajajo v vrsto 
(queue). Na kakšen način bo vrh robota potoval v končno točko, definira drugi 
argument. 
Načini premika vrha robotske roke: 
• MOVJ: vsi sklepi se premikajo enako dolgo časa (gibanje je enakomerno 
pospešeno), 
• MOVL: vrh roke se premika po premici, 
• JUMP: robot se iz začetne točke dvigne za 2 cm, se linearno premakne nad 
končno točko in se nato spusti na definirane koordinate, 
• CP: omogoča gladko pospeševanje in zaviranje, 
• ARC: robot skozi točko, kjer se trenutno nahaja, ter dve točki, definirani z ARC 
funkcijo, potegne krožnico (krožni izsek) 
 
Ukaz za linearni premik vrha robotske roke na točko s koordinatami x, y in z: 
 
lastIndex = dType.SetPTPCmd(self.DobotM2, dType.PTPMode.PTPMOVLXYZMode, x, 
y, z, 0, isQueued=1)[0] 
 
Program za robotsko roko je predelan tako, da glavni program kot argument 
vstavi ime terminala (argument phone), ki definira njegovo matriko tipk in njihovo 
zaporedje (argument phone_number) v obliki besedilnega niza, ki jih dobi iz 
scenarija za klicanje, javljanje ali za prekinitev klica. Za vsako tipko iz besedilnega 
niza nato vstavi nov ukaz za premik v vrsto. 
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Klicanje iz glavnega programa: 
 
robotska_roka.move_dobot(phone = call_movement[1], phone_number = 
call_movement[2]) 
 
Da roka ne trči v terminale, merilne inštrumente ali celo sama vase, je vsak 
pritisk tipke sestavljen iz treh premikov. Vrh robotske roke se vedno nahaja na 
izhodiščni višini (uporabnik jo nastavi v parametrih) ter se enakomerno pospešeno 
(premik MOVJ) premakne nad tipko. Sledi linearni premik (MOVL) na tipko in nato 
nazaj na varnostno višino. Premiki, vzporedni s podlago (mizo) sedaj vedno potekajo 
na varnostni višini in robotska roka se izogne terminalom ali merilni opremi. 
Ko se vrsta premikov zaključi, se prekine povezava z robotom in glavni program 
nadaljuje z izvajanjem. 
3.5.3  Aktuatorji 
Za simulacijo dviga in pologa slušalk se uporabljajo aktuatorji (slika 3.8). To so 
linearni motorji in elektromagneti, ki so nameščeni nad terminale. 
 
Slika 3.8:  Namestitev aktuatorja za simulacijo poležene/dvignjene slušalke 
Aktuatorje z elektromotorčkom (slika 3.9) so zaradi kratke življenjske dobe 
zamenjali linearni aktuatorji (slika 3.10), ki delujejo na principu magnetizma. Linearni 
solenoidi so hitrejši, povzročajo manj trenja, za spremembo smeri premikanja ne 
potrebujejo menjave polaritete napetosti in porabijo manj energije za proženje od 
aktuatorjev z elektromotorčkom. Slaba lastnost solenoidov pa je, da za magnetno silo 
potrebujemo napajanje tudi v stacionarnem stanju, ko je slušalka položena. Poraba 
električne energije se opazi tudi na segrevanju solenoida. 
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Slika 3.9:  Aktuator z elektromotorčkom 
 
Slika 3.10:  Linearni solenoidni aktuator 
Za slušalke, kjer se stanje slušalke indicira s trajnim magnetom, se uporabljajo 
elektromagneti (slika 3.11). 
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Slika 3.11:  Elektromagnet za slušalke s trajnim magnetom 
Preprosti on/off  stikalni manevri za proženje aktuatorjev so izvedeni s pomočjo 
relejev in Raspberry PI krmilnika. 
3.5.4  Relejsko vezje, Raspberry PI in Telnetlib 
Za preproste stikalne manevre, potrebne za avtomatsko klicanje, sem izdelal 
relejsko vejzje. Za proženje relejev iz osebnega računalnika uporabimo krmilnik 
Raspberry PI.  
Raspberry PI 3 Model B [6] (slika 3.12) je mikroračunalnik z operacijskim 
sistemom Raspbian, ki temelji na Linuxu. Kljub nizki ceni in majhnim dimenzijam 
lahko opravlja podobne procese kot navaden namizni računalnik. Lahko se uporablja 
za brskanje po internetu, predvajanje video posnetkov visoke resolucije, urejanje 
besedil in številne druge aplikacije. 
Za povezavo računalnika in Raspberry krmilnika se uporablja Telnetlib 
knjižnica [5]. Telnetlib je implementacija omrežnega protokola, ki omogoča 
komuniciranje naprav prek internetne povezave. Za komunikacijo računalnik in 
Raspberry potrebujeta štiri ukaze, ki so namenjeni povezavi s krmilnikom in njeni 
prekinitvi ter za branje in pisanje v terminal krmilnika. 
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Slika 3.12:  Raspberry PI 3 Model B 
V merilnem procesu se Raspberry uporablja za preklop relejev. Digitalni izhodi 
krmilnika pa niso dovolj zmogljivi, da bi vzdrževali odprto stanje vseh relejev, zato za 
proženje uporabljamo dodatni enosmerni vir, ki ga krmilimo prek tranzistorjev 
(slika 3.13). Glavni namen relejskega vezja je preklop napajanja aktuatorjev in s tem 
spreminjanje simulacije položene ali dvignjene slušalke.  
 
Slika 3.13:  Shema vezja za proženje enega releja 
Ukazi, ki jih pošilja računalnik, so napisani v Python jeziku in uporabljajo 
knjižnico GPIO (General-purpose input/output) [7], osebni računalnik pa jih pošilja na 
Raspberry prek internetne povezave s pomočjo Telnetlib protokola. Posreden način 
proženja relejev pa je nezanesljiv, ker glavni program ne zajame napak (Exception), 
ki se pojavijo na krmilniku, seja se avtomatsko zaključi po daljšem času ter je odvisen 
od internetne povezave (ob izpadu internetne povezave se celotno testiranje ustavi). 
Telnetlib ukaz za povezavo z Raspberry krmilnikom: 
 
self.tn = telnetlib.Telnet("192.168.*.*") 
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Telnetlib poišče polje za prijavo in vpiše uporabniško ime in geslo: 
 
self.tn.read_until(b"login: ") 
self.tn.write(user.encode('ascii') + b"\n") 
self.tn.read_until(b"Password: ") 
self.tn.write(password.encode('ascii') + b"\n") 
 
Telnetlib odpre ciljno datoteko na Raspberry krmilniku, definira programski 
jezik Python, uvozi knjižnico GPIO in nastavi številčenje kontaktov na način BOARD 
in jih nastavi tako, da delujejo kot izhodni kontakti: 
 




    self.tn.write(b"python\n") 
    self.tn.write(b"import RPi.GPIO\n") 





Primer uporabe Telnetlib ukaza za pisanje (write()) in GPIO ukaza za 
proženje releja (RPi.GPIO.output(pin,state)): 
 
setOutput = bytes("RPi.GPIO.output(" + str(pin) + ", " + 
str(vrednost) + ")\n", 'utf-8') 
self.tn.write(setOutput) 
 
Ko program konča s proženjem relejev, zapre Python ukazovno okno in prekine 





Poleg preklopa aktuatorjev pa relejsko vezje omogoča tudi preklop zvočnikov in 
mikrofonov. Kadar računalnik predvaja zvočne posnetke, se morajo ti predvajati v 
mikrofon le enega izmed terminalov. V ta namen je  šest relejev (dodatni štirje releji 
so dodani za primere, v katerih bi želeli testirati konferenčne klice) prek avdio 
transformatorja (transformator s prestavnim razmerjem 1:1, namenjen galvanski 
ločitvi) vezanih na računalnik. Drugih šest relejev je prek dodatnega avdio 
transformatorja povezanih na line-in vhod zvočne kartice in so namenjeni preklopu 
zvočnikov, kadar imamo na voljo le en kanal za snemanje zvočnih signalov iz 
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terminala (vezje za preklop dveh zvočnikov in dveh mikrofonov je prikazano na 
sliki 3.14). 
 
Slika 3.14:  Shema vezave dveh relejev za preklop zvočnikov in dveh relejev za preklop mikrofonov 
Da se izognemo kratkim stikom in drugim dejavnikom iz okolice, so krmilnik, 
večnamenski releji ter releji za preklop zvočnikov in mikrofonov zaprti v ohišju, do 
kontaktov pa dostopamo preko puš. 
Ali je bilo avtomatsko klicanje uspešno, preveri program za prepoznavo kontrole 
poziva. Če je ta izklopljena v parametrih, potem program avtomatsko vzpostavi zvezo 
na drugem terminalu, le da uporabi scenarij za javljanje. 
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3.6  Prepoznava kontrole poziva 
3.6.1  Snemanje zvočnih signalov 
Program za prepoznavo kontrole poziva je dodaten kriterij za uspešnost klica in 
ga je mogoče vklopiti v parametrih okolja. Po tem, ko robotska roka vpiše telefonsko 
številko in pritisne tipko »kliči« na prvem terminalu, se iz njega predvajajo različni 
informacijski toni, kot na primer »SIT« (Special information tone) ton, ton »zasedeno« 
ali »kontrola poziva«. Snemanje tonov iz terminala poteka podobno kot snemanje 
zakasnitve, le da je izvedeno v glavni niti, čas snemanja pa uporabnik nastavi v 
parametrih. Posnete informacijske tone program nato loči glede na frekvenco in 
dolžino tona. 
3.6.2  Frekvenčna analiza signalov  
Uspešno prenešen klic zaznavamo s tonom kontrole poziva (signal kontrole 
poziva v časovnem prostoru je prikazan na sliki 3.15), ki se od SIT tona razlikuje po 
frekvenci (tabela 3.1). S pomočjo Fouriereve transformacije program tone razdeli na 
vsoto periodičnih sinusnih signalov z različnimi frekvencami. 
 
Slika 3.15:  Graf tona kontrole poziva 
 
Tabela 3.1:  Tabela pripadajočih frekvenc tonov 
ton zastopana frekvenca 
kontrola poziva 415 Hz 
SIT 940, 1400, 1800 Hz 
zasedeno 415 Hz 
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Knjižnica Numpy [9] vsebuje dve funkciji za računanje Fourierevih 
transformacij. Prva se imenuje fftfreq, ki vsebuje vzorčne frekvence, druga pa fft 
in izračuna njihove amplitude. 
S For zanko in pogojnimi stavki program primerja vrednosti amplitud s pragovi, 
nastavljenimi v parametrih. S tem izlušči najbolj zastopane frekvence. 
Prikaz zastopanih frekvenc tona kontrole poziva v frekvenčnem prostoru je 
prikazan na sliki 3.16. 
 
Slika 3.16:  Izračun Fouriereve transformacije za kontrolo poziva 
3.6.3  Računanje dolžin signalov 
Ker so v nekaterih tonih zastopane iste frekvence (enaki frekvenci, zastopani v 
tonu »zasedeno« in tonu »kontrola poziva« v tabeli 3.1), je kriterij za razločevanje 
tonov tudi čas trajanja predvajanih signalov in dolžine pavz med njimi (različni časi 
trajanja signalov za »kontrolo poziva« in »ton zasedeno«, ki imata enako osnovno 
frekvenco so prikazani na sliki 3.17 in v tabeli 3.2). Signali so sinusni, pogosto pa se 
pojavljajo tudi motnje ali šum, zato za računanje dolžin signalov in pavz primerjamo 
razliko amplitud med sosednjimi vzorci signala. 
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Slika 3.17:  Graf kontrole poziva (zgoraj) in tona zasedeno (spodaj), v katerih nastopa ista frekvenca 
(415 Hz) 
Program začne pri prvem vzorcu in izračuna razlike med njegovo amplitudo in 
med amplitudami naslednjih dvajsetih vzorcev. Če so vse razlike večje od 
nastavljenega praga, potem predpostavi, da je prisoten signal. Kadar pa je le ena razlika 
manjša od praga, takrat predpostavi, da je prisotna pavza.  
Če bi za računanje preprosto nastavili prag in ne bi uporabljali razlik med 
amplitudami vzorcev, bi program za vsak vzorec, ki je manjši od praga, zaznal pavzo. 
Dolžino signalov in pavz sedaj izračuna tako, da pomnoži število vzorcev od 
prvega nastopa signala do prvega nastopa pavze s časovno razliko med vzorci (iz 
frekvence vzorčenja). 
 
Tabela 3.2:  Trajanje signalov in pavz za različne tone 
ton  dolžina signala dolžina pavze 
kontrola poziva 1,0 s 4,0 s 
SIT 1,0 s 1,0 s 
zasedeno  0,4 s 0,4 s 
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Kadar program iz izračunanih podatkov o posnetem tonu prepozna kontrolo 
poziva, glavni program nadaljuje z meritvijo zakasnitve, v nasprotnem primeru pa ta 
avtomatsko prekine odhajajoči klic in zaključi s celotnim testiranjem. 
3.7  Merjenje zakasnitve 
Pri komunikaciji med terminaloma pride do razlike v času med zajetim in 
predvajanim zvokom ali sliko, ki se imenuje zakasnitev. Da lahko pomerimo ta čas, se 
iz zvočne kartice računalnika predvaja zvočni posnetek v ponorni terminal, na 
izvornem pa se preneseni in predvajani zvok posnameta. Računalnik nato izračuna 
časovno razliko med njima. Kadar želimo izmeriti tudi video zakasnitev in lip-sync, 
pa se poleg zvočnega signala v kamero pošlje tudi svetlobni signal z LED diodo, 
spremembo na izvornem terminalu pa se zajame s fotosenzorjem. Zakasnitev se 
pomeri v obe smeri, torej iz prvega na drugi terminal in obratno. 
3.7.1  Predvajanje avdia 
Ko je zveza med terminaloma uspešna, se iz računalnika predvaja avdio signal 
v mikrofon prvega terminala s pomočjo modula PyAudio [10]. 
Avdio posnetek je shranjen v projektni mapi in je običajno sinusne oblike s 
frekvenco 400 Hz. Za računanje zakasnitve je pomemben le čas, ko se signal prvič 
pojavi, zato je njegova oblika lahko poljubna. Nekateri terminali zaznajo sinusne 
signale kot mikrofonijo (kadar se vibracije iz okolice spremenijo v šum) in jih zato 
dušijo. Uporabnik mora v tem primeru ustrezno spremeniti obliko signala. 
Avdio se lahko predvaja iz zvočnika, ki je pritrjen na mikrofon terminala, vendar 
v okolici ne sme biti veliko motenj. Slušalke MPD dispečerjev, ki imajo dodane 
električne priključke, lahko uporabnik direktno poveže na računalnik (slika 3.18). 
Pametne telefone za testiranje Iskratel Phone aplikacije prav tako lahko direktno 
povežemo z AUX kablom. Pri tem moramo paziti na nivo napetosti zvočnega signala, 
ker se slušalka lahko poškoduje.  
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Slika 3.18:  Predelana slušalka MPD dispečerja 
Ker se mora avdio predvajati le v en terminal naenkrat, za preklop uporabimo 
releje, ki so galvansko ločeni prek avdio transformatorja. 
3.7.2  Snemanje avdia z zvočno kartico 
Preden računalnik predvaja posnetek v glavni niti, se v ločeni niti začne 
snemanje avdia s pomočjo modula PyAudio. Računalnik mora naenkrat zajeti 
predvajani zvok v ponorni terminal kot tudi odzive iz izvornega terminala, da lahko 
kasneje izračuna časovno razliko med njima. Kadar želimo izmeriti samo avdio 
zakasnitev, lahko uporabimo zvočno kartico.  
Snemanje v ločeni niti se sproži s pomočjo dogodkov in se prekine nekaj sekund 
po končanem predvajanju avdia (čas prekinitve snemanja po končanem predvajanju 
lahko uporabnik nastavi v parametrih) na podoben način kot pri snemanju s spletno 
kamero. Posnete vrednosti vzorcev nato pretvorimo iz bitne v številsko obliko in jih 
shranimo v ločene matrike za vsak kanal. Vzorci, shranjeni v matrikah, se kasneje 
uporabijo za računanje zakasnitve. 
Zvočna kartica lahko snema le dva kanala naenkrat. Na desnem kanalu se vedno 
snema predvajani posnetek iz računalnika, medtem ko je levi rezerviran za zakasnjen 
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avdio iz drugega terminala. Da je na zvočno kartico povezan le en terminal naenkrat, 
so ti povezani prek relejev (slika 3.14). 
Pri takšnem snemanju mora uporabnik paziti tudi na amplitudo napetosti zvočnih 
signalov, ki ne sme presegati 1,7 V. V primeru večje napetosti lahko poškoduje zvočno 
kartico in jo zato znižamo s pomočjo napetostnega delilnika. 
3.7.3  Snemanje avdio signalov in signalov fotosenzorjev z DAQ kartico 
Snemanje postane bolj preprosto z uporabo NI USB 6255 ali NI USB 6210 DAQ 
kartic na sliki 3.19. Za razliko od cenejše izvedbe z zvočno kartico pretvornik 
omogoča zajem podatkov na desetih kanalih hkrati, mnogo višje frekvence vzorčenja 
in omogoča priključitev napetosti do 15 V.  
 
Slika 3.19:  NI USB 6210 in NI USB 6255 
Za zajem podatkov s pretvornikom potrebujemo modul Nidaqmx [12]. Na spletu 
se nahaja osnovna funkcija za enkraten zajem prej nastavljene količine vzorcev na 
izbranih kanalih: 
 
>>> import nidaqmx 
>>> with nidaqmx.Task() as task: 
...     task.ai_channels.add_ai_voltage_chan("Dev1/ai0") 
...     task.read() 
... 
 
Opisana funkcija je dodana v objekt, ki se izvaja v ločeni niti in je z glavno nitjo 
sinhronizirana s pomočjo dogodkov. Ker imajo terminali in pretvornik v večini 
primerov različne nevtralne točke, se za priključitev uporabi diferencialni način s 
plavajočo nevtralno točko (Floating Signal Sources na sliki 3.20), kar je definirano 
tudi v programski kodi, poleg enot za merjenje (Volti) in razpon merjene napetosti.  
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Slika 3.20:  Diferencialna priključitev 
Primer nastavitve kanalov DAQ kartice za snemanje: 
 
task.ai_channels.add_ai_voltage_chan(channels, terminal_config = 
TerminalConfiguration.DIFFERENTIAL, min_val = -10.0, max_val = 10.0, 
units = VoltageUnits.VOLTS) 
 
Da je čas zajema vzorcev bolj fleksibilen, se pretvorniku nastavi neskončen 
zajem (continuous), velikost medpomnilnika (buffer) in frekvenco vzorčenja.  
 
task.timing.cfg_samp_clk_timing(self.sample_rate, active_edge = 
Edge.RISING, sample_mode = AcquisitionType.CONTINUOUS, 
samps_per_chan = self.buffer) 
 
Funkcija branja je tako dodana v neskončno zanko (While), ki je omejena z 




    beri = task.read(number_of_samples_per_channel=self.chunk) 
    waveform_1 = waveform_1 + beri[0] 
    waveform_2 = waveform_2 + beri[1] 
    waveform_3 = waveform_3 + beri[2] 
    waveform_4 = waveform_4 + beri[3] 
    waveform_5 = waveform_5 + beri[4] 
    waveform_6 = waveform_6 + beri[5] 
 
Vzorci se nato dodajajo v matrike, vsako za svoj kanal snemanja in so številske 
oblike. Tako program vrne enako obliko zapisa posnetih vzorcev kot pri snemanju z 
zvočno kartico in lahko uporabi enako funkcijo za filtriranje in za računanje 
zakasnitve. 
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3.7.4  Filter 
Z dodajanjem relejev za preklope, napetostnih delilnikov in ojačevalnikov ter 
drugih merilnih pripomočkov se poveča možnost, da bo v procesih snemanja prisoten 
šum. Ker ta lahko vpliva na rezultate meritve, je za oba načina snemanja dodana 
funkcija digitalnega filtra, ki odpravi višje in nižje harmonske komponente signala 
(meje filtriranja se nastavijo v parametrih). Za filtriranje se uporablja Butterworth 
širokopasovni filter, ki se nahaja v modulu Scipy. Na izhodu filtra so ojačane le tiste 
frekvence, ki so znotraj meja, nastavljenih v parametrih. Red filtra (order) se nastavi 
višje od privzete vrednosti, zato da je funkcija ojačenja čim bolj strma (velikost reda 
prav tako vpliva na čas, ki ga program porabi za filtriranje signalov). 
 
b, a = butter(6, [low, high], btype='band') 
y = lfilter(b, a, data) 
return y 
 
3.7.5  Video zakasnitev in lipsync 
Video zakasnitev je čas, ki ga potrebuje slika od zajema s kamero prvega 
terminala, do prikaza na zaslonu drugega terminala. Hitrosti prenosa slike in zvoka sta 
običajno različni, še posebej moteče pa je, kadar zvok prehiteva sliko. Merjenje lip-
synca in video zakasnitve se je večinoma izvajalo pri testiranju Iskratel Phone 
programov na pametnih telefonih in tablicah. 
Za video zakasnitev na kameri terminalov priključimo led-diode (slika 3.21). V 
izklopljenem stanju led-diod kameri zajemata črno sliko, v vklopljenem stanju pa belo. 
Led-diode napaja isti signal, ki je namenjen za merjenje avdio zakasnitve, le da mora 
biti ta ojačan. Za ojačenje signalov sem predelal avdio ojačevalnik Velleman VM113 
(slika 3.22), ki vsebuje dva kanala, ki ojačata signal do 30 W. Desni kanal ojačevalnika 
je namenjen napajanju LED diode, levi kanal pa napajanju močnejših zvočnikov za 
merjenje avdio zakasnitev. Pred ojačevalnik je zaporedno vezan tudi napetostni 
delilnik, ki se ga uporablja pri električni priključitvi na mikrofon terminala. 
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Slika 3.21:  Priključitev led-diode in fotosenzorja za video zakasnitev 
 
Slika 3.22:  Shema ojačevalnega vezja 
Na zaslonih terminalov so nameščeni fotosenzorji, ki zaznajo spremembe v 
osvetlitvi (slika 3.21). Signali iz fotosenzorjev se namesto prek zvočne kartice snemajo 
z DAQ kartico, ki lahko zajema avdio iz računalnika, zvočni posnetek iz terminala in 
video signal iz fotosenzorja hkrati. Za lažje računanje zakasnitev in za preglednejši 
izris signalov, so fotosenzorji na DAQ kartico povezani zaporedno prek kondenzatorja, 
ki odpravi enosmerno komponento.  
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4.1  Računanje zakasnitve 
Funkcije snemanja vrnejo filtrirane matrike vzorcev, pretvorjene v številsko 
obliko. S for zanko program primerja vrednosti amplitud vzorcev s pragom, 
nastavljenim v parametrih. Zanka se ponavlja, vse dokler en vzorec ni večji od praga 
(slika 4.1). Takrat vrne zaporedno številko vzorca v listi, ki jo dobi s pomočjo funkcije 
enumerate in jo pomnoži z vzorčnim časom, ki je bil uporabljen za snemanje. 
Dobljena vrednost je čas od začetka snemanja do nastopa signala. Avdio zakasnitev je 
sedaj izračunana kot razlika med referenčnim in avdio signalom, video zakasnitev kot 
razlika med referenčnim in video signalom, lipsync pa kot razlika med avdio in video 
signalom. Zakasnitev je podana v ms in je zaokrožena na dve decimalni mesti.  
 
Slika 4.1:  Zakasnitev 
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Če v kateremkoli signalu ni bilo prisotnega vzorca, ki bi bil večji od praga, 
funkcija namesto številske vrednosti vrne besedilo (string), ki opisuje, na katerem 
kanalu je prišlo do napake. V primeru, ko uporabnik nastavi zasilni izklop v parametrih 
okolja in zakasnitve ni bilo mogoče izračunati, se celotno testiranje zaključi. V 
parametrih mora nastaviti tudi meje, v katerih mora biti zakasnitev. Kadar je 
zakasnitev krajša ali daljša od zahtevanih mej, se meritev predpostavi za neuspešno, 
ta podatek pa se kasneje uporablja za brisanje video posnetkov spletne kamere. 
Rezultati zakasnitev se dodajajo v dve listi, eno za vsako smer (iz prvega na 
drugi terminal in obratno) merjenja. Ti služita za računanje povprečja, mediane, 
minimalne in maksimalne vrednosti. 
4.2  Shranjevanje rezultatov 
Dobljene vrednosti se zapisujejo v tekstovno datoteko (slika 4.2). V datoteko se 
zapiše zaporedna številka cikla testiranja, smer merjenja zakasnitve, vrednost 
zakasnitve in mediana. Vsi podatki so med seboj ločeni s tabulatorji, ki uporabniku 
olajšajo njihov izvoz v Excel. 
 
Slika 4.2:  Končni izpis rezultatov 
Posneti signali se shranijo v avdio obliki (.wav), ki jih uporabnik analizira s 
pomočjo Audacity programa. Z modulom matplotlib se izrišejo tudi grafi signalov in 
se shranijo kot slike (.png) (graf avdio zakasnitve na sliki 4.3 in video zakasnitve na 
sliki 4.4). Slike omogočajo, da uporabnik v mapi rezultatov hitreje razpozna meritve, 
ki odstopajo od povprečja. 
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Slika 4.3:  Graf signalov avdio zakasnitve 
 
Slika 4.4:  Graf signalov avdio in video zakasnitve 
Največkrat se znotraj ene zveze izmeri zakasnitev enkrat v vsako smer 
komunikacije. S povečanjem parametra st_ponovitev pa uporabnik nastavi večje 
število meritev v isti zvezi. 
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4.3  Zaključek cikla 
Po tem, ko smo izmerili želene veličine, lahko zvezo med terminaloma 
prekinemo. Aktuatorji in releji se vrnejo na začetno stanje in okolje je pripravljeno na 
vzpostavitev nove zveze. 
4.3.1  Prekinitev klica in snemanja z zunanjo kamero 
Po izmerjeni zakasnitvi sledi prekinitev zveze, ki poteka enako kot 
vzpostavljanje zveze s pomočjo robotske roke in aktuatorjev, le da se uporabljajo 
scenariji za prekinitev. 
Prav tako se resetira dogodek za snemanje z zunanjo kamero, posnetek pa se 
shrani v mapo z rezultati. V primeru dolgotrajnega snemanja z visoko resolucijo lahko 
okolje hitro zapolni pomnilnik, zato uporabnik v parametrih vklopi brisanje posnetkov. 
4.3.2  Brisanje video posnetkov 
Za brisanje posnetkov se v matriko shrani ime posnetka, ki se je pravkar zaključil 
in spremenljivko logičnega tipa (boolean), ki simbolizira uspešnost zveze in meritve. 
Spremenljivka ima vrednost False, kadar je bila neuspešna prepoznava kontrole 
poziva ali pa je rezultat meritve zakasnitve neustrezen. V nasprotnem primeru dobi 
vrednost True. Ker želimo obdržati vsaj tri posnetke preden nastopi napaka, se 
posnetek zbriše šele po treh uspešnih ciklih: 
 
if st_testa >= 4: 
if all(video[1] == True for video in matrika_videov[(st_testa - 
4):(st_testa)]): 
 
    if os.path.isfile(matrika_videov[st_testa - 4][0]): 
        os.remove(matrika_videov[st_testa - 4][0]) 
 
Cikel se z brisanjem posnetka zaključi. Kadar je meritev uspešna, se zaradi 
While zanke prične nova zveza, tokrat z novim scenarijem za klicanje. V primeru da 
je v parametrih vklopljen zasilni izklop in je bila meritev neuspešna, pa program 
izstopi iz zanke in analizira rezultate. 
4.3.3  Analiza rezultatov in alarm 
V analizi rezultatov se dokončno izračuna povprečje, mediano, minimum in 
maksimum iz matrik rezultatov ter se poleg števila uspešnih in neuspešnih meritev 
shranijo na konec tekstovne datoteke (slika 4.5). 
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Slika 4.5:  Izpis podatkov ob koncu testiranja  
Pred zaključkom program shrani tudi graf zakasnitev v odvisnosti od časa (avdio 
zakasnitve na sliki 4.6 ter avdio, video zakasnitev in lip-sync na sliki 4.7 ). 
 
Slika 4.6:  Graf avdio zakasnitev v odvisnosti od časa 
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Slika 4.7:  Graf avdio, video in lipsync zakasnitve v odvisnosti od časa 
Za signalizacijo zasilne prekinitve testiranja se uporablja alarm, ki se ga vklopi 
v parametrih. Avdio izhod računalnika je prek releja povezan na zvočnik, ki se vključi 
na koncu programa in uporabnika obvesti o morebitni napaki. 
 
41 
5  Zaključek 
Avtomatsko testno okolje je zelo koristno za iskanje napak, ki se pojavljajo 
naključno in ker za njihovo odkritje potrebujemo daljše obratovanje terminala, to pa 
je za ročno testiranje precej zamudno. Nekatere napake so bile opažene tudi že med 
samim nastavljanjem okolja za nov terminal. Z dolgim testiranjem so se opazile tudi 
slabe lastnosti terminalne opreme, iz katerih so se porodile ideje za nove izboljšave. 
Z opustitvijo testiranja terminalnih naprav z napravo Malden smo pridobili 
veliko novih funkcionalnosti, vendar pa smo izgubili možnost merjenja kvalitete 
zvoka. Kvaliteta zvoka je pomembna za uspešno komunikacijo, v testno okolje pa bi 
jo lahko ponovno vključili z nakupom algoritma PESQ. Problem nastane, ker sam zvok 
nekoliko popači dodatna oprema (napetostni delilniki, releji, transformatorji) okolja. 
Oprema prinese tudi dodatno zakasnitev (od 0,4 do 1 ms), vendar je ta zanemarljiva. 
Celotno testno okolje je zgrajeno tako, da je nastavitev za novega uporabnika 
dokaj preprosta, hkrati pa je dovolj »odprto«, da lahko spreminjamo potek testiranja 
ali pa dodajamo nove merilne inštrumente in drugo opremo. En izmed dodatnih 
inštrumentov, ki jih lahko priključimo, je tudi Wiretap. Prek njega lahko zajemamo 
podatke (IP pakete), ki se prenašajo med komunikacijo terminalov. Zajem podatkov je 
bil že izveden v zgodnjih verzijah okolja, vendar smo ga kasneje odstranili, ker 
knjižnica PyShark ne deluje v stranski niti. Da bi zajem ponovno omogočili, moramo 
uporabiti drugo knjižnico. 
Velik problem je tudi nekompatibilnost knjižnic za različne Python platforme 
(python 2.x ali 3.x). Nekatere knjižnice ne delujejo na računalnikih z operacijskim 
sistemom Windows, nekatere ne omogočajo potrebnih nastavitev in funkcij, ki jih 
potrebujemo ali pa preprosto ne delujejo učinkovito v kompleksnih testih z veliko 
dodatnimi nitmi in zankami. Na primer orodje za snemanje Soundevice in Soundfile 
delujeta na Windows 10, ne pa na Windows 7. Matplotlib, ki se uporablja za risanje 
grafov pa ima v določenih primerih probleme s cikličnem delovanjem (pri izrisu grafov 
analize). Prav tako smo želeli zajemati ADB (Android Debug Bridge) log-e (dnevnike) 
iz android mobilnih telefonov pri testiranju Iskratel Phone-a, vendar ADB orodje, ki 
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omogoča to funkcijo, zaenkrat deluje samo na Linux-u in posega v delovanje mobilne 
naprave. 
Zaenkrat še ni potrebe, lahko pa bi okolju dodali tudi grafični vmesnik. Ta bi bil 
lahko namenjen za preprosto nastavitev parametrov pred testom ali za lepši izpis 
rezultatov in drugih informacij med testiranjem. 
Na oddelku verifikacije obratujejo štiri avtomatska merilna mesta, za snemanje 
pa imamo na voljo le dve DAQ kartici, zato je snemanje pri ostalih dveh merilnih 
mestih še vedno izvedeno z integrirano zvočno kartico računalnika. Iz istega razloga 
se za proženje relejev še vedno uporabljajo Raspberry krmilniki in ne digitalni izhodi 
DAQ kartice. 
Pri pisanju programov so bile pomembne tudi časovne zakasnitve (pavze), ki 
skrbijo za ustrezno delovanje. Cilj je te zakasnitve čim bolj zmanjšati in povečati 
število ciklov na minuto, ne smejo pa biti prekratke (aktuator vzpostavi zvezo preden 
robot naredi klic, priklop zvočnika ali slušalke poteka med snemanjem avdia in pusti 
vklopno konico).  
Težave se pojavijo tudi, kadar uporabnik nenamerno spremeni položaj robotske 
roke, ko so sklepi napajani. Tak premik povzroči spremembo koordinatnega sistema 
robota. Robotsko roko je v tem primeru treba ponovno kalibrirati. 
Izkazalo se je, da testno okolje prihrani veliko časa pri odkrivanju napak na 
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