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Zusammenfassung: Der Beitrag setzt am Empirie-Defizit der aktuellen Diskurse um die Wissensgesellschaft an und stellt
mikrosoziologisch-praxeologische Analysen von Arbeitspraktiken in der Software-Entwicklung – einem Kernbereich
zeitgenössischer Wissensarbeit – in den Mittelpunkt. Auf der Grundlage einer videogestützten Ethnografie von Program-
mierpraktiken im Stil der Workplace Studies wird dabei die sozio-kulturelle Form der Tätigkeiten fokussiert. Die Ana-
lyse zielt darauf ab, ein soziologisches Deutungsangebot für vornehmlich in technischer Hinsicht thematisierte Probleme
der Software-Entwicklung zu unterbreiten. Die These ist, dass Krisenphänomene, die in diesem Bereich unter den
Schlagwörtern „Softwarekrise“ oder „Code Decay“ diskutiert werden, maßgeblich mit Problemen der sozio-kulturellen
Form der Arbeitspraktiken zusammenhängen. Die Form der Arbeitspraktiken wird als zentraler Bezugs- und Brenn-
punkt konkurrierender (ingenieursmäßiger bzw. so genannter agiler, d. h. projektförmig-kommunikativer) Entwick-
lungsmethoden von Software kenntlich gemacht. Die diesbezüglich im Bereich Software-Entwicklung anhaltenden Kon-
troversen werden als symbolische Strategien der Auf- bzw. Abwertung des Programmierens gedeutet.
Summary: This paper proceeds by assessing empirical shortcomings in the current discourse on the knowledge society
and foregrounds micro-sociological and praxeological analyses of work practices in software development – a core area
of contemporary knowledge work. By means of a video-based ethnography of practices of programming in the style of
workplace studies the sociocultural form of activities is highlighted. The analysis aims at a sociological explanation of
problems of software development that are usually discussed only in technical terms. The paper puts forward the thesis
that phenomena labeled “software crisis” or “code decay” are significantly related to problems caused by the sociocul-
tural form of work practices. This form of work practices is identified as the focal point of competing engineer-style me-
thods and so-called agile methods. The corresponding and ongoing controversies in software development are depicted
as symbolic strategies of degrading and revaluing programming.
1. Einleitung
In der neueren soziologischen Theoriediskussion
werden unter der Bezeichnung practical turn An-
sätze zusammengefasst, die den Aufbau und die
symbolische Organisation sozialer Ordnungen als
beobachtbares, lokales Vollzugsgeschehen themati-
sieren und entsprechend die Analyse sozialer Prakti-
ken in den Mittelpunkt rücken (vgl. Nassehi 2006:
228ff., Reckwitz 2003). Ein vergleichbarer practi-
cal turn, eine ähnliche Hinwendung zu den tatsäch-
lichen Praktiken also, kennzeichnet gegenwärtig
auch neuere Arbeits- und Organisationsformen im
Bereich Software-Entwicklung. Seit einiger Zeit ver-
zeichnen hier so genannte agile methods (Fowler
2007) wachsende Erfolge.1 Agile Methoden rücken
die Praktiken des Programmierens, die in den kon-
ventionellen, ingenieursmäßigen Vorgehensweisen
als bloße Ausführungen vorab detailliert festgeleg-
ter Schritte (ab-)gewertet werden, ins Zentrum des
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* Ich danke besonders Gunter Gebauer, Sebastian Jekutsch,
Thomas Scheffer, Christina Schumacher und Jörg Volbers,
die frühere Fassungen dieses Aufsatzes kritisch kommen-
tiert und wertvolle Anregungen gegeben haben. Bei den
anonymen Gutachtern dieser Zeitschrift bedanke ich mich
für ihre Kritik und ihre wichtigen Hinweise.
1 Einer internationalen Branchen-Studie von 2005 zufolge
planten zu diesem Zeitpunkt etwa ein Fünftel aller befrag-
ten europäischen und nordamerikanischen Software-Fir-
men die Umstellung des Entwicklungsprozesses auf agile
methods. 14% der Befragten setzten bereits agile Metho-
den ein (Schwaber 2005).
Entwicklungsprozesses von Software.2 In Abkehr
von hierarchischen und finalistischen Organisa-
tionsformen propagieren die agile methods die Bil-
dung projektbezogener Programmierteams, die den
Auftraggeber in den Entwicklungsprozess integrie-
ren und die gesamte Programmentwicklung tragen.
So wird das Programmieren von einer einsamen
„geistigen“ Tätigkeit in einen kooperativen und
kommunikativen Prozess zwischen körperlich ko-
präsenten Akteuren verwandelt und die entwickelte
Software jederzeit änderbar gehalten (vgl. Macken-
zie 2006: 139ff.).
Dieser practical turn in der Software-Entwicklung
ist eine Reaktion auf die anhaltende Softwarekrise,
d. h. die mangelnde Qualität und geringe Benutzer-
akzeptanz von Software.3 Als Hauptursachen die-
ser Krise werden ungenaue Aufgabenanalysen und
verselbständigte Programmentwicklungen genannt
– Defizite, die immer wieder mit den herkömm-
lichen, hierarchischen und linearen Vorgehenswei-
sen in Verbindung gebracht werden (Funken 2001:
31ff.).
Die Verbreitung der agile methods macht deutlich,
wie umstritten die Arbeitspraktiken und Vorge-
hensweisen im Feld der Software-Entwicklung ge-
genwärtig sind. Software-Entwicklung und Pro-
grammierung, häufig als mustergültige Beispiele für
wissensfundierte Arbeit in der gegenwärtigen Wis-
sensgesellschaft gehandelt (Reich 1996, Hofmann
2001), erweisen sich bei näherer Betrachtung als
umkämpft und unbestimmt. Ihre sozio-kulturelle
Form und symbolische Geltung changiert zwischen
konventionellem, planvollem engineering und kom-
munikativ-kollektiver Projektarbeit.
In diesem Zusammenhang wird ein Empirie-Defizit
offenkundig, das in den Diskursen um die Wissens-
gesellschaft eher überdeckt als bearbeitet wird: Der
Wandel hin zur Wissensgesellschaft wird selten
über die Beschreibung neu entstandener Arbeitswei-
sen verständlich gemacht, sondern überwiegend als
Verschiebung im Verhältnis existierender Arbeits-
formen, d. h. als Expansion „geistiger“ und als Ver-
schwinden „körperlicher“ Arbeit dargestellt.4 Wis-
sen wird dabei vorwiegend als kognitiv-geistige
Größe in Prozessen informationstechnologisch ver-
mittelter, ‚immaterieller‘ Symbolanalyse (vgl. Hard/
Negri 2003: 300ff.) angesprochen5. Es wird als ein
dem Handeln vorgeschalteter Prozess des Planens
und Erkennens verstanden, das in Form von kogni-
tiven Schemata und Operationen, mentalen Model-
len und Vorstellungen existiert. Ohne sich mit der
differenzierten Analyse von ‚Wissens‘-Tätigkeiten
lange aufzuhalten, fabrizieren die entsprechenden
Diskurse ein Leitbild der „Wissensgesellschaft“,
das die traditionelle Unterscheidung zwischen „geis-
tiger“ Kopf- und „körperlicher“ Handarbeit6 zu-
spitzt: „Geistige“ Wissensarbeit wird nachdrück-
lich dominant gesetzt, „körperliche“ Arbeit wird
hingegen delegitimiert, abgewertet und für irrele-
vant erklärt.7 Die Diskurse um die Wissensgesell-
schaft sind folglich primär Einsätze in den symboli-
schen Auseinandersetzungen um die Bewertung von
Wissensarbeit – empirisch bleibt diese selbst aber
weitgehend unbestimmt.
Der vorliegende Beitrag setzt an diesem Empirie-
Defizit an und nimmt zugleich die den practical
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2 In der Informatik werden in ähnlicher Weise konventio-
nelle und dialogisch-partizipative Entwurfs- und Program-
mierstile einander gegenübergestellt. So kritisiert Floyd
(1992) lineare, standardisierte und an vorab festgelegten
Zielen orientierte Vorgehensweisen und plädiert für offene
und dialogische Entwurfs- und Konstruktionsprozesse von
Software. Pflüger (2004) unterscheidet in historischer Per-
spektive verschiedene Programmier-Paradigmen und Leit-
vorstellungen der Software-Produktion. Sie reichen vom
Programmieren als Textproduktion eigensinniger Pro-
grammierkünstler („writing“) über hierarchische Ent-
wurfskonzepte, die den Produktionsprozess des Program-
mierens fabrikmäßig organisieren („building“) bis hin zu
selbstorganisierten „Bottom-Up“-Konzepten und objekt-
iorientierten Programmierstilen („growing“).
3 Software-Produkte haben generell nicht das Qualitäts-
niveau anderer technischer Produkte. Für die 80er und
90er Jahre lässt sich festhalten, „dass mehr als 15% aller
Software-Entwicklungsprojekte abgebrochen werden und
nicht selten Software produziert wird, die niemals zum
Einsatz kommt“ (Funken 2001: 45).
4 „Neu ist die große Zahl der Berufspositionen, die wis-
sensfundierte Arbeit erfordern, während die Zahl der Ar-
beitsplätze, die geringe kognitive, also geistige Fähigkeiten
verlangen, rapide zurückgeht. Immer weniger Menschen
sind damit beschäftigt, Dinge materiell herzustellen oder
zu bewegen“ (Stehr 2001: 9).
5 Erst in jüngster Zeit werden im Zusammenhang mit der
sozialwissenschaftlichen Debatte um die Wissensgesell-
schaft vereinzelt auch nichtwissenschaftliche, implizite,
praktische und körperliche Wissensformen thematisiert.
Vgl. dazu Rammert (2000) und Böhle (2006).
6 Diese Unterscheidung wird häufig mit Bezug auf die his-
torische Entwicklung der Arbeitsteilung erklärt. Die funk-
tionelle Teilung der Arbeit in „Hand“- und „Kopfarbeit“
vollzieht sich aber zugleich im Kontext von Klassenver-
hältnissen. Dadurch erhält „Kopfarbeit“ ihre soziale Form
und symbolische Bedeutung als gegenüber der „Hand-
arbeit“ privilegierte „geistige Arbeit“; vgl. Sohn-Rethel
1972: 132ff.
7 In dieser Hinsicht führen die mit dem Etikett Wissens-
gesellschaft versehenen Entwicklungen also zu einer „so-
zialen Polarisierung durch Wissen“ (Bittlingmeyer 2001:
20).
turn kennzeichnende Hinwendung auf das tatsäch-
liche Geschehen auf. Damit wird gleichsam un-
terhalb der Ebene gegensätzlicher Arbeits- und
Organisationsmethoden ‚Wissensarbeit‘ in der Soft-
ware-Entwicklung in ihrem tatsächlichen, beob-
achtbaren (und das heißt: immer auch körper-
lichen) Vollzug fokussiert.8 Auf der Grundlage
ethnografischer Feldforschungen in Software-Fir-
men werden Beschreibungen von Programmier-
tätigkeiten vorgestellt. Diese Beschreibungen orien-
tieren sich an den praxeologischen Leitfragen ‚Was
geschieht tatsächlich?‘ und ‚Wie geschieht es ge-
nau?‘. Sie setzen also an der beobachtbaren Seite
der Tätigkeiten an, fokussieren das Zusammenspiel
der an den Praktiken teilnehmenden Körper mit
den Büro-, Hardware- und Softwareartefakten und
zeichnen nach, wie die beobachteten Tätigkeiten in
ihrem Vollzug sozial identifizierbar gemacht wer-
den.9
Die Erzeugung der sozio-kulturellen Form der Tä-
tigkeiten wird dabei ins Zentrum der Aufmerksam-
keit gerückt. Im Mittelpunkt steht die Frage, wie
die Aktivitäten sich als „klassifizierbare Praxisfor-
men“ (Bourdieu 1982: 277) hervorbringen und wie
sich ihre Form über die Mitwirkung von Räumen,
Artefakten und körperlichem Verhalten kontinuiert
und stabilisiert. Dabei folgen die Beschreibungen ei-
nem kulturanalytischen Ansatz. Sie gehen davon
aus, dass Arbeitspraktiken sich an kulturellen Mus-
tern orientieren und in kulturellen Formen auftre-
ten. Die Erzeugung dieser Formen wird als Kodifi-
zierung verstanden, d. h. als ein „Verfahren des
symbolischen In-Ordnung-Bringens“ (Bourdieu
1992: 104).10 Der beobachtbare, öffentliche Voll-
zug der Arbeitspraktiken ist in dieser Perspektive
zugleich veröffentlichender Vollzug. Er wird als
Akt der kulturellen Formgebung begriffen, der auf
die darstellenden, zeigenden und zeichenhaften
Aspekte der Praktiken zurückgreift. Mit Bezug auf
diese Aspekte möchten die Beschreibungen vorfüh-
ren, wie die Praktiken ihre kulturelle Form immer
wieder aufs Neue hervorbringen.
Diese mikroanalytische Morphologie von Pro-
grammier-Aktivitäten zielt darauf ab, einen Zu-
sammenhang zwischen der Softwarekrise und der
sozio-kulturellen Formgebung der Arbeitsprak-
tiken herzustellen. Die These ist, dass die Software-
krise – wie in dieser Mikro-Perspektive sichtbar
gemacht werden kann – durch mit der sozio-kultu-
rellen Form der Arbeitspraktiken verbundene Prob-
leme, die die Qualität von Software beeinträchti-
gen, mitbewirkt wird. Die sozio-kulturelle Form
der Arbeitspraktiken wird darüber hinaus als zent-
raler Fokus symbolischer Kämpfe um die Auf- bzw.
Abwertung von ‚Wissens‘-Arbeit kenntlich ge-
macht.
Der Aufsatz ist in vier Abschnitte unterteilt. Zu-
nächst wird die Mikroanalyse einer Programmierse-
quenz vorgestellt (2). Mit dem Mittel videogestütz-
ter Beschreibungen wird versucht, in hoher
Auflösung in den mikroskopischen Bereich ganz
einfacher, alltäglicher, überwiegend stummer, gesti-
scher Vollzüge vorzudringen, um zu zeigen, wie sich
die Programmierpraktiken in diesen Vollzügen eine
soziale Form geben. Diese Beschreibungen eines se-
quentiellen gegenwärtigen Geschehens stoßen not-
wendig auf Kontexte, die dieses Geschehen in
räumlich-materieller und in zeitlicher Hinsicht
transzendieren. Entsprechend werden anschließend
die räumlich-materielle Integration der Praktiken
(3) und die Geschichte des Softwareprojektes (4) –
im Hinblick auf die damit verbundenen Form-
gebungen – beleuchtet. Im letzten Teil (5) werden
Paradoxien der sozio-kulturellen Formatierung des
Programmierens pointiert. Die Kontroversen um
daran anschließende, konkurrierende Arbeitsme-
thodiken werden abschließend als symbolische
Kämpfe im Feld der Software-Entwicklung gedeu-
tet.
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8 Mit diesem Zugang wird im Streit zwischen herkömm-
lichen und so genannten agilen Methoden der Software-
Entwicklung also nicht Position bezogen, er wird vielmehr
unterlaufen.
9 Die empirische Fokussierung konkreter Praktiken des
Programmierens orientiert sich am für den practical turn
kennzeichnenden Konzept sozialer Praktiken (synonym
wird im Text auch der Begriff „Tätigkeiten“ verwendet)
als einem tatsächlichen, konkret bestimmten und be-
stimmbaren, symbolisch codierten, beobachtbaren öffent-
lichen Geschehen;vgl. Schatzki 2001.
10 Die Kodifizierung verbindet Makro- und Mikroebenen.
Sie steht einerseits in enger Verbindung zu Formalisierung,
expliziter Regelung und Normierung, d.h. zu einer ord-
nungserhaltenden Funktion, „die in der Regel den großen
Staatsbürokratien zukommt“ (Bourdieu 1992:104). Gleich-
zeitig hat die Kodifizierung aber auch eine alltägliche, mi-
krologische Dimension, die im vorliegenden Beitrag in
den Mittelpunkt gerückt wird. Kodifizierung bezeichnet
in dieser Hinsicht die performative Herstellung von
Ordnung durch die „natural accountability“ (Garfinkel
2002:173) von Praktiken, die in ihrem Vollzug zugleich
anzeigen und setzen, ‚um was es sich hier jetzt handelt‘.
2. Mikro-Analyse
Obwohl Softwareprogramme allgegenwärtig an In-
teraktionen, Kommunikationen, sozialen Praktiken
und Sozialitätsformen mitwirken, wird das Ent-
wickeln und Programmieren von Software in der
Soziologie bislang wenig beachtet11 und hauptsäch-
lich in der Informatik und in der Arbeitspsycholo-
gie wissenschaftlich untersucht. Dabei wird übli-
cherweise zwischen Programmierung und Software
Engineering unterschieden. Während bei der Pro-
grammierung der technische Aspekt im Vorder-
grund steht, gehen ins Software Engineering auch
arbeitspsychologische, organisatorische und betriebs-
wirtschaftliche Aspekte des Projektmanagements
ein (vgl. Hesse et al. 1992: 21f.). In beiden Diszipli-
nen dominieren Ansätze, die die Ausarbeitung von
Verfahrensweisen bzw. von Kognitionsmodellen in
den Mittelpunkt rücken – am tatsächlichen Voll-
zugsgeschehen von Programmier- und Entwick-
lungspraktiken zeigen sie sich desinteressiert.12
Im Unterschied dazu hat sich seit den 90er Jahren
aus den Forschungen zur Human-Computer-Inter-
action (HCI) und zur Computer-Supported-Co-
operative-Work (CSCW) in Kooperation mit den
Ingenieurs- und Informationswissenschaften eine
interdisziplinäre sozialwissenschaftliche Forschungs-
richtung entwickelt, die – je nach der jeweiligen me-
thodischen Ausrichtung – unter der Bezeichnung
Studies of Work bzw. Workplace Studies firmiert.13
Hier spielen naturalistische (mikro-)soziologische
und ethnografische Analysen tatsächlichen Arbeits-
geschehens die entscheidende Rolle. Bahnbrechende
und bis heute einflussreiche Studien dieses For-
schungsprogramms (Suchman 1987 und Orr 1996)
stellen in dieser Perspektive am Bedienen von Ko-
pierer-Software bzw. am Warten und Reparieren
von Kopiergeräten heraus, dass es sich dabei um
ein durch Pläne nicht vorbestimmtes, situatives und
kommunikatives praktisches Geschehen handelt, in
dessen Vollzug fortwährend Organisations- und
Kooperationsleistungen gelingen und scheitern.
Daran anknüpfende Ethnografien tatsächlichen
Arbeitsgeschehens haben dementsprechend v. a.
Prozesse des Kooperierens und Koordinierens in or-
ganisationalen und technischen Arbeitsumgebun-
gen an Flughäfen (Goodwin/Goodwin 1998), in
U-Bahn Leitzentralen (Heath/Luff 1996), an der
Börse (Heath et al. 1995) oder in der Verwaltung
von Organisationen wie dem Internationalen Wäh-
rungsfond (Harper 1998) untersucht.
Angeregt von der oft fruchtbaren Bearbeitung an-
wendungsorientierter Fragestellungen mit Metho-
den der soziologischen Ethnografie sind in diesem
Bereich auch ethnografisch angelegte Studien in der
Software-Entwicklung entstanden (vgl. Button/
Sharrock 1995, Sharp et al. 2000, Sharp/Robinson
2004). Ethnografische Verfahren werden in diesen
Untersuchungen erfolgreich eingesetzt, um im-
plizite Aspekte der Arbeitspraktiken ans Licht zu
bringen. Sie zielen darauf ab, für selbstverständlich
gehaltene Vorannahmen, Überzeugungen und ge-
meinsam geteilte Glaubensformen aufzudecken und
zu problematisieren, und sie machen auf die Diskre-
panz zwischen ‚offiziellen‘ Modellen und Sichtwei-
sen der Praktiken und dem, was tatsächlich ge-
schieht, aufmerksam.
Die folgenden Beschreibungen schließen an diese
Ansätze an, fokussieren aber einen Phänomenbe-
reich, der in den genannten Studien kaum beachtet
wird. Mit Hilfe einer Videokamera zoomt die Beob-
achtung körperliche Performanzen, Gesten, Hal-
tungen und (Mit-)Wirkungen des materiellen Set-
tings heran, um darüber aufzuschließen, wie die
Praktiken in ihrem Vollzug kulturell formatiert und
sozial identifizierbar gemacht werden. Die Be-
schreibungen basieren auf Feldforschungen in klei-
nen Firmen für Software-Entwicklung in einer süd-
deutschen Großstadt. Sie konzentrieren sich auf
eine kleine Agentur mit – leicht schwankend – acht
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11 Lediglich einige Arbeiten aus der deutschsprachigen
Techniksoziologie haben diesen Gegenstandsbereich bear-
beitet. Sie beschäftigen sich mit Softwareprogrammen als
sozial konstruierten technischen Medien und Experten-
Systemen (Rammert et al. 1998), mit den in Computer-
programme eingeschriebenen Sozialitätsmetaphern und
Gesellschaftsbildern (Malsch 1997), mit der Kluft zwi-
schen Entwicklungs- und Anwendungskontexten von
Software (Degele 1996), mit durch Software produziertem
und prozessiertem Wissen (Degele 2000) oder mit Soft-
wareprogrammen als interaktionsfähigen Agenten (Braun-
Thürmann 2002). Die Praktiken des Programmierens und
Entwickelns von Software selbst wurden hier bislang
kaum untersucht. Eine Ausnahme bildet Strübing (1993).
12 Vgl. zu einer Kritik der reduktionistischen informati-
schen sowie arbeits- und kognitionspsychologischen An-
sätze die Beiträge in: Ethnografies of Code. Computer
Programms as the Lived Work of Computer Program-
ming. (Team Ethno Online. Issue 2. 2006).
13 Den ethnomethodologischen, methodisch stärker kon-
versationsanalytisch ausgerichteten Studies of Work (vgl.
Garfinkel 1986 und für den Bereich Informationstech-
nologie z.B. Button 1993) stehen die stärker interaktionis-
tisch orientierten, durch den Einsatz audio-visueller
Methoden gekennzeichneten, anwendungsorientierteren
Workplace Studies (vgl. Luff et al. 2000) gegenüber. Für
eine deutschsprachige Übersicht über diese Forschungen
siehe Knoblauch 2000.
bis zehn Mitarbeitern.14 Diese Agentur beschäftigt
sich hauptsächlich mit Softwareprogrammen für
die Krankenhausverwaltung – so genannte Kran-
kenhausinformationssysteme (KIS). Ein KIS soll die
Organisation und Ablaufplanung im Krankenhaus
optimieren; es automatisiert z. B. die Planung der
Bettenbelegung, die Buchung der Operationssäle,
das Anordnen von Laboruntersuchungen, die An-
forderung und Verwaltung der Messwerte, die Er-
fassung der erbrachten Leistungen, die Berechnung
der Fallkosten oder die Abrechnung mit den Kran-
kenkassen. Ein für die Agentur typisches Projekt ist
die Entwicklung einer KIS-Software für die spezi-
fischen Bedürfnisse einer kleinen privaten Klinik.15
Die Arbeit an einem solchen Projekt wird nun in
verschiedenen Ausschnitten und Perspektiven be-
leuchtet.
Zunächst wird eine Arbeitsphase dargestellt, in der
der Code für dieses KIS-Projekt programmiert wird.
Diese Beschreibung von Programmieren „as it hap-
pens“ (Rooksby/Martin 2006: 3) konzentriert sich
dabei auf jene Aspekte des Geschehens, die von den
Akteuren im Entwickler-Büro füreinander und für
den Beobachter beobachtbar gemacht werden16:
Grundlage dafür ist eine mit der Videokamera be-
obachtete natürliche Verlaufssequenz17, aus der die
Eröffnungsprozedur und eine für die Analyse auf-
schlussreiche Arbeitsphase mit Kugelschreiber und
Konzeptpapier detailliert dargestellt werden.
In dieser Arbeitsphase geht es um die Funktionalität
„Terminkalender“. Das KIS muss zur Planung der
Belegung von Betten, Operationssälen und anderem
die Anzahl von Tagen zwischen zwei beliebig ge-
wählten Zeitpunkten berechnen können – „eigent-
lich ein Standardproblem“, wie der Programmierer
erklärt, als er die im Folgenden beschriebene Ar-
beitsphase nachträglich kommentiert (Interview
vom 12.10.2005). Üblicherweise bearbeitet er
Standardprobleme, indem er zunächst die Funk-
tionsbibliotheken der Programmiersprache, gele-
gentlich auch spezielle Websites durchforstet, um
zu sehen, ob das Problem nicht schon einmal gelöst
wurde und geeignete Code-Dateien vorliegen.18
Weil für das Projekt aber ein bereits existierendes
Programm modifiziert wird, dessen Code in der
Programmiersprache PHP geschrieben wurde, und
weil der Programmierer in dieser Phase des Projek-
tes mit PHP und den zugehörigen Funktionsbiblio-
theken noch nicht vertraut ist, beschließt er, für die
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14 In insgesamt sechs einwöchigen Feldphasen innerhalb
eines Jahres habe ich hier beobachtend am Arbeitsgesche-
hen teilgenommen und währenddessen eine stationäre
und auch wiederholt eine mobile Videokamera eingesetzt.
Mit einem der Programmierer und einem der Geschäfts-
führer wurden darüber hinaus je ca. zweistündige offene
Interviews geführt. In die folgende Darstellung gehen alle
Datentypen ein, die sich im Laufe der Feldforschung ange-
sammelt haben: Interviewtranskripte, Beobachtungspro-
tokolle, Gesprächsnotizen, Felddokumente wie Skizzen,
Pflichtenhefte und Firmenbroschüren sowie Videoauf-
zeichnungen mit einer Gesamtdauer von einundzwanzig
Stunden.
15 Angesichts der Marktkonsolidierung in diesem Bereich
sind kleinere Anbieter wie die Agentur nach Angaben des
Geschäftsführers existentiell bedroht. Um gegenüber
Marktführern wie SAP zu bestehen, versuche die Agentur
deshalb verstärkt, auf die spezifischen Kundenbedürfnisse
einzugehen und Nischenlösungen anzubieten.
16 Obwohl Programmieren nicht, wie z.B. Hausarbeit, in
die Kategorie nicht wahrgenommener, verkannter, abge-
werteter „invisible work“ fällt (vgl. dazu Star/Strauss
1999, Nardi/Engeström 1999), ist auch hier die Frage der
Sichtbarkeit bzw. Unsichtbarkeit ein Problem, das die auf
Beobachtbarkeit ausgerichtete Ethnografie vor besondere
Schwierigkeiten stellt. Die Herausforderung besteht darin,
dass Programmieren – obgleich immer auch sichtbares
Tun – als in einem unsichtbaren Inneren sich vollziehendes
Denkhandeln auftritt und verstanden wird. Im Folgenden
wird diese Herausforderung angenommen. Es wird empi-
risch ausgelotet, inwiefern solches Denkhandeln der Beob-
achtung und Beschreibung überhaupt zugänglich ist.
Obwohl sich dieses Problem der Sichtbarkeit bzw. Un-
sichtbarkeit von Denkhandeln nicht zuletzt auch der eth-
nografischen Wissenschaftsforschung stellt, weicht diese
der Analyse von theoretischen wissenschaftlichen Prakti-
ken doch zumeist aus; sie konzentriert sich stattdessen lie-
ber auf die handwerklichen Praktiken im Forschungslabor.
Das Hantieren mit Gedanken wird (ähnlich wie die „geis-
tige Arbeit“ in der Arbeits- und Industriesoziologie) kaum
untersucht. Eine Ausnahme bildet z.B. die Mathematik-
Ethnografie von Heintz (2000).
17 Die folgende Feinanalyse orientiert sich am Verfahren
der Sequenzanalyse. Diese macht darauf aufmerksam,
dass jede konkrete Praktik „eröffnet und beschlossen wer-
den muss, damit verbindlich und strukturiert gehandelt
werden kann. Deshalb ist es immer aufschlussreich, die
Eröffnungs- und Beschließungsprozeduren eigens zu un-
tersuchen.“ Durch die Eröffnung wird eine „sequentiell
(...) füllbare Praxis-Raum-Zeitlichkeit hergestellt (...)“
(Oevermann 2002: 6). Vgl. zu den Abgrenzungen, durch
die Episoden vom umgebenden Fluss der Ereignisse abge-
setzt werden auch Goffman (1980: 278).
18 In dieser weit verbreiteten Nutzung von Programmier-
ressourcen wie Funktionsbibliotheken, speziellen Websi-
tes, programmer’s blogs und chats wird deutlich, dass Pro-
grammierprobleme sehr häufig innerhalb eines Kollektivs
füreinander anonymer Peers bearbeitet und gelöst werden.
Hierin dokumentiert sich der kollektive Zuschnitt dieser
Wissens-Praktiken. Vgl. dazu Douce (2006), der darauf
hinweist, dass die (Wieder-)Benutzung von bereits ge-
schriebenem Code zwar ökonomisch ist, aber auch Risi-
ken birgt.
Berechnung des Abstands zwischen zwei Kalender-
daten selbst einen Algorithmus auszuarbeiten.19
Der Programmierer sitzt im Entwicklerraum vor sei-
nem Laptop. Die zweite Person im Raum ist der Be-
obachter. Er sitzt im Rücken des Programmierers
und kann den Bildschirm des Laptops einsehen. Von
rechts fokussiert eine stationäre Videokamera den
greifräumlichen Nahbereich, der den Programmierer
umgibt. Diese Konstellation verstärkt den schon mit
der Bürosituation gegebenen öffentlichen Charakter
der Vorgänge. Programmierer und Beobachter zeigen
sich in dieser Anordnung ihr Tun wechselseitig an,
bzw. sie versuchen, bestimmte Aktivitäten unbe-
obachtbar zu machen. Vor dem Programmierer lie-
gen einige Blätter Konzeptpapier und ein Kugel-
schreiber. Der Bildschirm zeigt die dreigeteilte
grafische Oberfläche der integrierten Entwicklungs-
umgebung (IDE) „Eclipse“. Sie stellt den Code des
KIS in drei verschiedenen Fenstern dar: In der linken
Spalte erscheint er als Dateiübersicht, und im mitt-
leren Fenster wird er als von der IDE formatierte, in
Zeilen, Absätze und Blöcke gegliederte Schrift dar-
gestellt. In der Browserdarstellung im rechten Fenster
wird der Output der Tests einzelner Codeteile, d. h.
Ausschnitte des vom Code Erzeugten, angezeigt.
Der Code des KIS existiert während des Program-
mierens also als größtenteils ausgeblendete Enti-
tät, die nur ausschnitthaft erscheint. Es gehört zu
den Hauptschwierigkeiten des Programmierens,
die wachsende Codebasis und das sich ständig ver-
ändernde Geflecht aus interdependenten Codeteilen
im Blick zu behalten. Im Umgang mit diesem Ori-
entierungsproblem werden verschiedene praktische
Visualisierungsstrategien entwickelt. Dazu zählen
z. B. visuelle Verschalungen des Codes (z. B. durch
die Vergabe temporärer Variablen-Namen, durch
bestimmte Formatierungen etc.), die im fertigen
Programm, wenn der Code also ‚ausgehärtet‘ ist,
wieder entfernt werden. Eine weitere gebräuchliche
Strategie ist die – unten detailliert beschriebene –
Visualisierung durch Skizzen mit Stift und Papier.20
Eröffnung
Nachdem Achim sich kurz in der Browser-Darstellung ei-
ne Eingabemaske des KIS angesehen hat, wechselt er wie-
der zur Oberfläche der Entwicklungsumgebung „Eclipse“.
Seine rechte Hand löst sich von der Maus und greift ent-
schlossen nach dem vor ihm liegenden Kugelschreiber.
Nach einem kurzen Blick nach links (hier liegt das Pflich-
tenheft aufgeschlagen auf dem Schreibtisch) richten beide
Hände das vor dem Laptop liegende weiße Blatt Papier
exakt parallel zur Schreibtischkante aus. Während die lin-
ke Hand wieder zur linken Kinnseite wandert, um den
Kopf abzustützen und die rechte Hand den zwischen Zei-
ge- und Mittelfinger eingeklemmten Kugelschreiber wie
eine irritierte Anzeigenadel in schnellen Bewegungen nach
oben und unten ausschlagen lässt, flüstert Achim ein so
leises wie entschlossenes: „So!“ Er rückt in seinem Büro-
stuhl nach vorne, zum Schreibtisch hin und fixiert bei mit
der linken Hand abgestütztem Kopf das vor ihm liegende
Blatt. Während das Pendeln des Kugelschreibers zum Still-
stand kommt und dieser mit der Spitze zum Bildschirm
zeigt, wendet sich auch Achims Blick dem im mittleren
Fenster des Bildschirms dargestellten Code zu (VN 1).21
Diese Beschreibung konzentriert sich v. a. auf Kör-
perhaltungen, Körperbewegungen und Mikro-Ges-
ten. Zusätzlich fließt Kontextwissen ein, das der Be-
obachter im Laufe der Feldarbeit erworben hat. Er
ist in der beschriebenen Situation soweit mit dem
Geschehen vertraut, dass er die beobachteten Bild-
schirmanzeigen („Browser-Darstellung“, „Eingabe-
maske des KIS“, „Oberfläche der Entwicklungs-
umgebung“) unterscheiden und tätigkeitsspezifisch
zuordnen kann: Dass nun eine Programmiersequenz
beginnt, wird v. a. daran erkannt, dass der Pro-
grammierer zur Code-Darstellung in der Entwick-
lungsumgebung „Eclipse“ wechselt.
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19 Das Selbstprogrammieren eines solchen allgemeinen al-
gorithmischen Problems kommt in der Praktiken-Familie
des Programmierens – wie der Programmierer nachträg-
lich erläutert – eher selten vor: „Eigentlich geht es die
meiste Zeit nur ums Hin- und Herschaufeln von Code.
Dass mal selber Code geschrieben wird ist eher die Aus-
nahme“ (Interview vom 2.10. 2005). Die Ausarbeitung ei-
nes Algorithmus wird hier trotz ihrer Seltenheit in den
Mittelpunkt gerückt und detailliert dargestellt, denn an
diesem Beispiel lässt sich – wie weiter unten deutlich wer-
den wird – die Arbeit am Code besonders gut als verkör-
pertes Denkhandeln beschreiben.
20 Vgl. zu den praktischen Kniffen und Kunstfertigkeiten,
durch die für den Programmierer wie für den Leser eines
Programms dessen Intelligibilität erzeugt wird Button/
Sharrock (1995).
21 Das Kürzel VN steht für Video-Nachschrift. Dabei han-
delt es sich nicht um Transkriptionen von Videoaufnah-
men, sondern um nachträglich angefertigte Beschreibun-
gen, in die neben den Videoaufnahmen des beschriebenen
Geschehens auch Feldnotizen eingegangen sind. Die Vi-
deokamera wurde schon im Feld nicht dokumentarisch,
sondern eher konstruktivistisch eingesetzt (vgl. dazu
Mohn 2002). Die entstandenen Aufnahmen sind in diesem
Sinne weniger Aufzeichnungen, sondern vielmehr konstru-
ierte Perspektiven, die auf die Körperbewegungen und die
stummen und bildhaften Vollzüge im greifräumlichen
Nahbereich des Programmierers fokussieren. Die Video-
Nachschriften beziehen sich deutend auf diese Aufnah-
men. Sie versuchen die aufgenommenen stummen, nicht-
sprachlichen Vollzüge vor dem Hintergrund erworbenen
Feld- und Kontextwissens interpretierend zur Sprache zu
bringen. Zur ethnografischen Beschreibung als einer kons-
truierenden Versprachlichung nichtsprachlicher Dimensio-
nen sozialer Vollzüge vgl. Hirschauer (2001).
Sieht man von diesem Kontextwissen ab, ist am be-
obachteten körperlichen Verhalten zunächst nichts
Programmierspezifisches. Das Hantieren mit Tas-
tatur, Maus, Laptop, Kugelschreiber und Papier so-
wie die Geste des Nachdenkens (Unterarm und
Hand stützen den Kopf) können auch im Zusam-
menhang anderer Tätigkeits-Eröffnungen (z. B.
dem Schreiben von Liebesbriefen oder dem Lösen
von Kreuzworträtseln am Bildschirm) beobachtet
werden. Bei dem von Zeige- und Mittelfinger ner-
vös bewegten Kugelschreiber kann es sich um einen
persönlichen Tick des Beobachteten handeln, den
dieser immer an den Tag legt, wenn er sich vor ei-
nen Bildschirm setzt. Die Fokussierung von Mikro-
gesten und Körperhaltungen läuft hier erst einmal
ins Leere. Programmieren identifiziert sich nicht in
gleicher Weise gestisch und körperlich wie z. B.
Tanzen, Schattenboxen oder Brustschwimmen.
Es sind also zunächst diese Grenzen der Beobach-
tung und Beobachtbarkeit, durch die die Praktiken
des Programmierens identifiziert und charakteri-
siert werden können: Programmieren wird als un-
beobachtbare Denktätigkeit aus- und aufgeführt.
Durch die beschriebenen Mikrogesten, Körperhal-
tungen, durch die Sprechhandlung und dadurch,
dass dieses gestische Geschehen zum Stillstand
kommt, wird büroöffentlich angezeigt, dass sich die
Aktivitäten nun in einen unbeobachtbaren inneren
Raum verlagern.22 Dieser innere Raum wird aber
durch das büroöffentliche gestische Verhalten des
Programmierers abgegrenzt und hergestellt.23 In
der beschriebenen Eröffnung wird dem Beobachter
gestisch bedeutet, dass es sich bei der beginnenden
Arbeit am Code um einen inneren, „geistigen“ Vor-
gang handeln wird.
Die teilnehmende Beobachtung von Programmier-
praktiken steht damit vor der Schwierigkeit, dass ihr
nicht diese Tätigkeit selbst, sondern nur deren äuße-
re Korrelate zugänglich sind. Sie sieht nur eine ge-
stisch-körperliche, äußere soziale Haut innerer Voll-
züge. Zur beobachtbaren Seite des Programmierens
gehört z. B. das räumlich-materielle Setting, das Be-
arbeiten der Tastatur und der Gebrauch anderer Ar-
tefakte auf dem Schreibtisch, die wechselnden Bild-
schirmanzeigen und nicht zuletzt die kleinen Gesten,
Bewegungen, Positionsverlagerungen und Haltungs-
änderungen in ihrer spezifisch strukturierten zeitli-
chen Abfolge. Diesbezüglich verschiebt sich im Laufe
der Feldarbeit die Beobachtungsgrenze. Zu Beginn
unverständliche gestische Vollzüge werden mit dem
Erwerb von Teilnehmerwissen lesbar. Andere geraten
mit dem wachsenden Verständnis inhaltlicher Aspek-
te der Tätigkeiten wieder aus dem Blick.
Wird Programmieren als rein „geistiger“, innerer
Vollzug beschrieben, wird diese beobachtbare Seite
der Tätigkeit übergangen. Eine solche Darstellung
setzt gleichsam erst am Resultat der gestischen Per-
formanzen an, ohne sich für dessen praktische Ge-
nese zu interessieren. Durch diese (kognitivistische)
Verkürzung bleiben aber Interpretationschancen
ungenutzt, die sich dem mikroanalytischen Blick
auf die beobachtbare Seite der Vorgänge eröffnen:
Eine an der äußeren, körperlich-gestischen Seite an-
setzende Beschreibung von Programmierpraktiken,
die zugleich das im Laufe der Feldarbeit erworbene
Kontextwissen mobilisiert, kann nicht nur nach-
zeichnen, wie sich diese Praktiken eine sozio-kultu-
relle Form geben, wie sie sich veröffentlichen und
identifizierbar machen. Sie kann auch über die Tä-
tigkeiten selbst etwas sagen und sie als spezifisch
verfasstes, sozio-kulturell geformtes, verkörpertes
Denkhandeln verständlich machen.
Nach dem beschriebenen Eintritt in den inneren
Raum des Codes beginnt der Programmierer mit
der Arbeit am Algorithmus. Für die Berechnung der
Anzahl von Tagen zwischen zwei beliebigen Kalen-
derdaten werden zunächst Kugelschreiber und Kon-
zeptpapier eingesetzt. Es werden horizontale Linien
gezeichnet – in Strecken übersetzte zeitliche Abstän-
de. Auf einer mit „2004“ bezeichneten Linie wird
eine Strecke gekennzeichnet. Ein vertikaler Strich
markiert das Datum „29. Feb.“ Darunter wird eine
weitere, über das ganze Blatt reichende horizontale
Linie gezeichnet. Dann werden von links nach
rechts vertikale Markierungen und darüber die
Zeitangaben „2004“, „29. Feb“, „2005“, „2008“,
„29. Feb.“ und „2009“ hinzugefügt (vgl. Abb. 1).
Auf die Frage des Beobachters24: „Was machst du
da gerade?“, antwortet der Programmierer:
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22 Häufig werden Programmiersequenzen – wie ich beob-
achten konnte – auch durch das Anlegen von Kopfhörern
eröffnet. Durch diese Geste werden die Grenzen zum da-
durch zugleich erzeugten inneren Raum des Codes noch
deutlicher markiert und erfolgreicher verteidigt. Durch die
Kopfhörer wird der innere Raum mit Musik ausgefüllt –
nach außen wird Unansprechbarkeit angezeigt.
23 Der innere Raum des Codes bedarf, wie mit Anlehnung
an Wittgensteins Mentalismuskritik plausibilisiert werden
kann, „äußerer Kriterien“ (Wittgenstein 2003: § 580).
Seine Erzeugung vollzieht und äußert sich „im Benehmen“
(ebd. § 579; vgl. auch Coulter 1989: 68f.). Vgl. zum
„spätwittgensteinianischen Programm einer Praxistheorie
(...), die die Mentalismuskritik ernst nimmt, jedoch daraus
den Schluss der Notwendigkeit einer reformulierten Bezie-
hung zwischen Mentalem, Wissen und Verhalten/Körper-
bewegungen zieht“; vgl. Reckwitz 2000: 173. 24 Ich musste in der Beobachtungssituation ständig sorg-
„Na ja, man will für so ne Berechnung ja auch den opti-
malen Algorithmus haben (...). Man könnte jetzt sagen:
‚gut, schau dir das aktuelle Jahr an und spring dann bis
zum Ende des Jahres und zähl dann die Jahre zwischen-
durch, ob noch Schaltjahre sind, und nimm das andere
Jahr und spring halt an den Anfang zurück, aber na ja, ich
weiß nicht, dann wird das so’n ewig langer Code, weil für
jedes Schaltjahr muss man immer so komische Prüfungen
machen. Ich mag das immer nicht, wenn man dann ne
ganze Seite voll hat mit so ner dämlichen Berechnung,
weil es geht mit Sicherheit einfacher und kürzer, die Frage
ist nur wie.‘“ (FN25, 13.9. 2005).
Über diese Erläuterungen erschließen sich Bezüge
der entstehenden Skizze. Sie fungiert nicht nur als
für die Programmieraufgabe hergestellte Skizze des
Kalenders, sondern auch als Skizze für den gesuch-
ten Algorithmus. In dieser Hinsicht ist sie eine Weg-
skizze für einen Rechenkern.26 In der Erledigung
seiner Aufträge, d. h. der Ermittlung des Abstands
zwischen zwei beliebigen Zeitpunkten läuft dieser
Rechenkern vorgegebene zeitliche Strecken ab und
zählt die dabei zurückgelegten Tage. Der Rechen-
kern „schaut sich Jahre an“ und „springt“ zwischen
ihnen hin und her. Die Skizze soll dabei helfen, die
optimalen und kürzesten Wege zu finden, um sie
anschließend als Code festzuschreiben. Auf diese
Weise trägt sie dazu bei, die Arbeitsaufgabe in den
– mit Beginn dieser Sequenz eröffneten – inneren
Raum des Codes hinein zu vermitteln.
In diesem inneren Raum entfaltet sich der Code zu
einer räumlich-figurativen Gestalt. Er wird zu einer
Landschaft, die von einem Rechenkern durchwan-
dert werden kann. Die möglichen Wege dieses Re-
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Abb. 1 Wegskizze für einen Rechenkern
fältig abwägen, ob ich die Programmierer in ihrer Arbeit
stören und etwas fragen kann; durch diese Zurückhaltung
habe ich meinerseits die Grenzen des inneren Raumes des
Codes bestätigt. Am praktikabelsten hat sich schließlich
die opportunistische Strategie erwiesen, Fragen und Be-
merkungen immer im Windschatten anderer Störungen
hinterherzuschicken.
25 Das Kürzel FN steht für Feldnotiz. Bei den in Form von
Feldnotizen mitgeschriebenen Gesprächen und Äußerun-
gen handelt es sich nicht immer um wortgetreue Tran-
skriptionen. Für das interpretierende Verständlichmachen
von Denkhandeln sind solche das Hantieren am Code be-
gleitenden Gespräche ganz entscheidende Daten. Auf die
Bedeutung des story telling, d. h. des elliptischen Erzäh-
lens während des Hantierens mit Maschinen und Geräten,
macht Orr (1996) in seiner ethnografischen Studie der Ar-
beit von Kopiergeräte-Technikern aufmerksam.
26 Molzberger (1988) zitiert hier einen Software-Entwick-
ler, der sagt: „Ich bin selbst der Rechenkern. Ich werde zu
einem Punkt. So laufe ich durch das Programm: durch
Schleifen, Sprünge usw. Ich führe das Programm aus“
(ebd. 196). Ein solcher Rechenkern ist eine Repräsenta-
tion der CPU, des Mikroprozessors und dessen Opera-
tionen. Die Vorstellung eines Rechenkerns dient dem
Programmierer also dazu, dem Code gegenüber die Per-
spektive des Prozessors einzunehmen. Eine solche Über-
nahme der Rolle materieller Objekte, eine solche Antizi-
pation von Ding- oder Technikverhalten hat schon Mead
in seiner symbolisch-interaktionistischen Handlungstheo-
rie vorgesehen; vgl. dazu Heintz 2000: 132ff. Im vorlie-
genden Fall übernimmt das Subjekt, i. e. der Programmie-
rer, allerdings nicht die Haltung des Objektes ihm
gegenüber, sondern vielmehr dessen Haltung zur objek-
tualen (Code-)Umwelt.
chenkerns werden durch Bewegungen erschlossen:
Die von der rechten Hand geführte Spitze des Ku-
gelschreibers fährt die gezeichneten Linien nach,
hält an Markierungen inne, kehrt wieder zum Aus-
gangspunkt der Bewegung zurück, springt von einer
horizontalen Linie zu anderen usw. Diese Bewegun-
gen sind entscheidend an der Ermittlung des besten
Weges, d. h. an der Entwicklung des Algorithmus
beteiligt. Durch die Bewegungen der Hand wird der
Algorithmus als ein motorisches Ablaufschema27 in
der Zeit artikuliert: als eine Vorwärtsbewegung
durch eine Abfolge von Operationen, als ein Bewe-
gungsmodell. Der Programmierer bewegt sich im
Code; er geht mit dem Code eine über vorgestellte
und ausgeführte Körperbewegungen erzeugte Ver-
bindung ein. Die Arbeit am Code zeigt sich in dieser
mikroanalytischen Perspektive also nicht als kogni-
tive Analyse- und Konstruktionsleistung, sondern
als ein praktischer Vollzug, in dem ausgeführte und
vorgestellte Körperbewegungen eine wichtige Rolle
spielen.
Im mikroskopischen Bild einer Praktikensequenz
wird sichtbar, wie das Programmieren in seinem
Vollzug eine erkennbare soziale Form erhält. In die-
se Formerzeugung sind in vielschichtiger Weise
mentale, körperliche und materiell-gegenständliche
Praktikbestandteile verwoben: Die Arbeit am Code
wird körperlich-gestisch als individualisierte Denk-
arbeit aufgeführt und in einem mentalen Inneren lo-
kalisiert. Mit diesem mentalen Inneren wird also in
der Praktik hervorgebracht, was dann als ihr Aus-
gangspunkt erscheint. Der Code erhält in diesem
praktisch erzeugten Innenraum eine figurative
Räumlichkeit, die wiederum durch mit dem Kugel-
schreiber ausgeführte feinmotorische und durch
vorgestellte Körperbewegungen erschlossen wird.
Obwohl die vorangegangene Darstellung sich auf
das tatsächliche Geschehen beschränkte, deutete
sich bereits an, dass die soziale Identifizierbarkeit
der Praktik nicht ausschließlich in der Gegenwär-
tigkeit ihres Vollzugs hergestellt wird, sondern dass
sie Träger hat, die zwar am Geschehen mitwirken,
zugleich aber darüber hinausreichen: Dazu zählt
z. B. die Büroausstattung, die an der praktischen
Konstruktion eines inneren Raumes des Codes be-
teiligt ist. Sie hat schon frühere Praktiken mit-
geformt und sie wird auch die lokalen Praktiken,
die auf das beschriebene Geschehen folgen werden,
materiell und symbolisch rahmen. Das KIS, dem
der Programmierer hier eine Funktionalität hin-
zufügt, reicht in zeitlicher Hinsicht ebenfalls über
das gegenwärtige Geschehen hinaus. Das Projekt
hat eine Vorgeschichte, die ganz bestimmte An-
schlusshandlungen möglich macht und andere aus-
schließt. In der beschriebenen Sequenz trifft die
Projektgeschichte auf den Arbeits-Habitus des Pro-
grammierers und dessen inkorporiertes knowing
how. So liegt der Code bereits in einer bestimmten
Programmiersprache vor. Deren Funktionsbiblio-
theken sind dem Programmierer nicht geläufig – ein
Umstand, auf den er mit der geschilderten typischen
Arbeitshaltung antwortet: Anstatt weiter nach ge-
eignetem Code zu suchen, d. h. von anderen ge-
schriebenem Code zu vertrauen, löst er das mit der
Funktionalität Terminkalender gegebene allgemei-
ne algorithmische Problem lieber selbst.
Die mikroanalytische Darstellung bekommt hier al-
so über die Beschreibung von Praktiken zugleich
übergeordnete Strukturierungen in den Blick. Die
Büroausstattung, die Geschichte des Codes und der
Habitus des Programmierers bilden Kontexte, die
die Arbeitspraktiken in sachlicher, zeitlicher und
körperlich-personeller Hinsicht transzendieren. Sie
werden in den Praktiken aber aktualisiert. Hier bil-
den sie gegenwärtige Vergangenheiten, die die so-
ziale Form der Praktiken präformieren und stabili-
sieren.
3. Der räumlich-materielle Kontext „Büro“
Die Annahme, Programmieren finde in einem inne-
ren mentalen Raum bzw. im Kopf der Programmie-
rer statt, wird nicht nur „im Benehmen“ (Wittgen-
stein) der Akteure erzeugt, sie wird zusätzlich von
der Büroeinrichtung mit Evidenz versehen. In der
Agentur verbinden sich die digitalen Technologien
des Software Engineering mit konventionellem
Büro-Interieur. Bildschirme, Tastaturen, Computer-
mäuse und grafische Benutzeroberflächen sind mit
Bürostühlen, Schreibtischen, Teppichböden, Schreib-
tischlampen, Aktenordnern und Papier verkoppelt.
Zusammengenommen bilden diese Artefakte die
konkrete Gestalt des Arbeitsraumes. Dabei handelt
es sich um eine räumlich-gegenständliche Ordnung,
die – wie Popitz et al. (1957) in ihren phänomeno-
logischen Arbeitsanalysen gezeigt haben – der Ar-
beitssituation den „Charakter der Bestimmtheit
gibt“ (ebd. 165). Diese Bestimmtheit ist im vorlie-
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27 „Wenn man mit dem Finger eine Linie nachfährt, er-
zeugt man die Linie noch einmal – unter den Bedingungen
der Hand, d.h. als Bewegung, die ein motorisches Schema
und ein Bewegungsbild der Linie erzeugt. Beide können
unabhängig von der gegebenen Linie weiter bestehen, zum
einen als Schema im Körper und als gezeichnetes Bild,
zum anderen als Wieder-Aufführung der Liniengestalt
durch den Körper des Handelnden“ (Gebauer 1997: 488).
genden Fall des Programmierens die Büroform. Ob-
wohl die Entwicklung von Software technisch auch
in anderen Umgebungen (z. B. als Telearbeit zuhau-
se oder beim Auftraggeber) möglich wäre, tritt sie
als Büroarbeit auf.28
Büroförmig sind zunächst insbesondere die taktilen
und visuellen Schnittstellen, über die sich die Ak-
teure an die digitalen Technologien anschließen.
Tastatur und Bildschirm werden von Sitzenden in
einem „körpernahen greifräumlichen Arbeitsum-
feld“ (Fritz 1982: 85) benutzt.29 Diese Greifräume
werden durch die klassischen Büroartefakte Schreib-
tisch und Bürostuhl gewährleistet, die die Körper
entsprechend platzieren und feststellen.30
In ihrem Zusammenwirken mit der Hard- und Soft-
waretechnik bilden Büroräume, Interieur, Schreib-
tische und Bürostühle das Habitat (vgl. Schmidt
2006) der Praktiken. Mit Bezug auf Durkheim
(1961: 92), der die materiellen Artefakte auf glei-
cher kategorialer Ebene wie soziale Normen, als
„integrierende Bestandteile der Gesellschaft“ ver-
steht, kann man annehmen, dass die Praktiken
nicht zuletzt durch ihre Einbettung in eine spezi-
fische gegenständlich-technische Ordnung31 in ih-
rer sozialen Form stabilisiert und zu einer „gefestig-
ten Art des Handelns“ (ebd.: 113) werden. Die
Büroräume bilden zusammen mit den analogen und
digitalen Artefakten eine materielle Infrastruktur,
die den Fluss der Praktiken nicht nur ermöglicht,
sondern ihn auch formt, während er sich Wege
bahnt.
Dass die Gewährleistungen dieser Infrastruktur
nicht nur funktionalen, sondern zugleich auch sym-
bolischen Charakter haben, lässt sich an einem so
unscheinbaren Büro-Artefakt wie der Schreibtisch-
lampe exemplarisch zeigen. Das Licht der Schreib-
tischlampe illuminiert und isoliert v. a. den Kopf
und das Gesichtsfeld der am Schreibtisch Sitzenden,
während es die anderen Teile des Körpers und des
Raumes verdunkelt. Auf diese Weise werden die
von der Schreibtischlampe beleuchteten Tätigkeiten
als Kopfarbeit in Szene gesetzt. Die Schreibtisch-
lampe produziert um Kopf und Oberkörper herum
einsame Lichtinseln und präsentiert büroöffentlich
Personen, die in intimen visuellen Territorien ganz
in innere Denkarbeit versunken scheinen. Sie besitzt
also auch ein symbolisches Artikulationsvermögen.
Im Zusammenwirken mit dem übrigen Interieur
formiert sich eine materielle kulturelle Ordnung des
Büros (vgl. Schmidt 2007), die die soziale Form des
Programmierens als stille, intime, isolierte, indivi-
dualisierte, einzelnen Akteuren zugerechnete Denk-
arbeit miterzeugt.
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28 Wie Manske berichtet, schließen sich selbst Free Lancer
im Bereich Software-Entwicklung und Webdesign häufig
zu Bürogemeinschaften zusammen. „Tatsächlich alleine
und zuhause arbeiten nur wenige Befragte“ (Manske
2006: 164). Die schlichte Beobachtung, dass Program-
mier- und Entwicklungsarbeit im Büro stattfindet, läuft
auf eine „süße Rache der Empirie“ (Brandes/Erlhoff 1998)
an jenem hysterischen Diskurs hinaus, demzufolge „Zen-
trifugalkräfte (...) die (Büro-)Arbeit, ihre sozio-kulturellen
ebenso wie die raum-zeitlichen und organisatorischen Im-
plikationen seit den 90er Jahren erfasst haben (...). Das
Verschwinden des leibhaftigen Büros, seine Immateriali-
sierung – als Ort und als dreidimensionales Volumen –
werden prognostiziert und angereichert mit bewegenden
Begriffen wie Flexibilisierung, Mobilität und modernem
Nomadismus. (...) Was über all dieser inventorischen Be-
triebsamkeit aus dem Blick gerät, ist das Inventar – die
Wirklichkeit des Büros.“ (ebd.: 367)
29 Der greifräumliche Nahbereich, der als sitzend erreich-
barer Nahraum den Bildschirmarbeitsplatz umgibt, geht
als spezifischer Flächenbedarf (Größe und Tiefe des Ar-
beitstisches, Bewegungsradius im Bürostuhl etc.) schon in
die Flächenplanung von Büroräumen ein (vgl. Neuhaus
2002).
30 Die aus grauer Kiste, Bildschirm, Tastatur, Maus, Büro-
stuhl und Schreibtisch zusammengesetzte materiell-sym-
bolische Gestalt der Computerarbeit wurde als personal
workstation in den 70er Jahren bei Xerox PARC ent-
wickelt. Dourish hat darauf hingewiesen, dass diese kör-
perlich-materielle Gestalt der „computer based activity“
(2001: 27f.) trotz der revolutionären Veränderungen der
Speicher- und Prozessortechnologie nahezu unverändert
geblieben ist. Ungeachtet vielfältiger Versuche (nicht zu-
letzt auch im Rahmen experimenteller ergonomischer
Konzeptionen der Human Computer Interaction) konnten
die mit dieser materiellen Gestalt gegebenen „traditional
confines of the desk“ (ebd.:15) bis heute nicht überwun-
den werden.
31 Knorr-Cetina (1998) hat vorgeschlagen, solche mate-
riell-symbolischen Einbettungsumwelten als Formen ob-
jektualer Integration zu verstehen, die in der Wissens-
gesellschaft im Vergleich zu anderen Formen und Modi
der sozialen Integration besondere Bedeutung erlangen.
Hinsichtlich ihrer ‚objektualen‘ Integration lassen sich die
Arbeitspraktiken in der Agentur auch als „gerahmte Inter-
aktionen“ im Sinne Latours (2001: 238ff.) beschreiben.
Sie sind durch diese Rahmung (als Büroarbeit) von ande-
ren Tätigkeiten isoliert und unterschieden. Über diese
Rahmung – also über die symbolische und materielle Ord-
nung des Büros – ist in den Arbeitspraktiken zugleich ein
zugehöriges Netz unterschiedlicher Zeiten, Orte und Per-
sonen gegenwärtig.
4. Die Geschichte des Codes
Dass sich an diese soziale Form des Programmie-
rens und insbesondere an dessen Ausprägung als
isolierte und individualisierte Denkarbeit eine Rei-
he von Schwierigkeiten knüpfen, die v. a. den Status
und die Qualität des Codes betreffen, soll nun mit
Bezug auf den zeitlichen Kontext der oben beschrie-
benen Programmierepisode, d. h. mit Bezug auf die
Geschichte des KIS-Projektes dargestellt werden.
Sie nimmt ihren Anfang, als einer der Geschäftsfüh-
rer der Agentur im Internet auf den Open Source
Code eines Krankenhausinformationssystems stößt,
das für ein US-amerikanisches Krankenhaus ent-
wickelt wird. Weitere Nachforschungen ergeben,
dass eine andere Firma bereits an der Modifika-
tion dieses Programms für ein deutsches Kranken-
haus arbeitet. In der Agentur wird der Plan ge-
fasst, diese Software Krankenhäusern anzubieten,
zu denen bereits Geschäftskontakte bestehen.
Nach erfolgreicher Präsentation kommt es mit
zwei Kliniken zum Vertragsabschluss. Die KIS-
Software soll hier den jeweiligen Bedürfnissen an-
gepasst und installiert werden. In einem nächsten
Schritt werden von jener Firma, die bereits an ei-
ner deutschen Version des KIS arbeitet, einige Mo-
difikationen eingekauft.32
Mit dem Projekt wird Achim, einer der beiden Pro-
grammierer der Agentur (das Türschild an ihrem
gemeinsamen Büro weist sie als „Software-Ent-
wickler“ aus) betraut. Das KIS-Projekt ist das erste
Projekt, das er selbständig bearbeiten soll. Für den
Programmierer, der erst seit einigen Monaten in der
Firma arbeitet, ist das zunächst eine schwierige
Aufgabe, denn die ‚eingekauften‘ Modifikationen
des KIS sind in der ihm unbekannten Programmier-
sprache PHP geschrieben. Er arbeitet sich gründlich
in die neue Programmiersprache ein und stellt dann
schnell fest, dass das aus dem Internet gefischte und
von einer anderen Agentur modifizierte KIS „einen
grauenhaft gepflegten Quellcode hat“ (Interview
vom 12.10. 2005). In dieser frühen Phase formu-
liert der Programmierer die Hauptschwierigkeit des
Projektes folgendermaßen: „Das Problem ist, wir
haben diese Software hier jetzt dem Kunden prak-
tisch schon verkauft, ohne dass sie wirklich fertig
wäre“ (FN, 13.9.2005).
Diese Schwierigkeiten sind mit differierenden Ein-
schätzungen des Codes verbunden: Die beiden Ge-
schäftsführer, die sich – wie Achim bemerkt – beide
mit dem Code nicht auskennen33, gehen zu Beginn
des Projektes davon aus, dass sie mit dem KIS ein
gut dokumentiertes, funktionierendes und ausbau-
fähiges Programm äußerst günstig erworben haben,
das nun ohne großen Arbeitsaufwand gewinnbrin-
gend verkauft werden kann. Dem Programmierer
zeigt sich die Codebasis des KIS dagegen als ein un-
übersichtliches und unsystematisches Gewirr aus
schlecht dokumentiertem, d. h. zwar ausführbarem,
aber unverständlichem Open Source Code mit Mo-
difikationen und Zusätzen. Er macht immer wieder
darauf aufmerksam, dass sich die Agentur hier ein
schwieriges Projekt eingehandelt hat, dessen Ar-
beitsaufwand viel höher zu veranschlagen ist, als
zunächst vermutet.
Die Auftraggeber sind an Fragen, die den Zustand
und die Qualität des Codes betreffen, zunächst
nicht interessiert. Sie erwarten die regelmäßige Prä-
sentation von Funktionalitäten der Software, an die
nicht zuletzt auch die Zahlung von Teilbeträgen der
vereinbarten Projektsumme gebunden ist. Die Agen-
tur gerät angesichts des schlechten Zustands des
Codes unter Druck. In einer Strategie, die die Pro-
grammierer „Frickelprogrammierung“ nennen, wer-
den den Kunden Features präsentiert, die schnell
und auf Kosten jeder Systematik „hingefrickelt“
werden. Der Wildwuchs des Codes und damit die
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32 Damit gerät das Projekt bereits zu Beginn in eine lizenz-
rechtliche Grauzone. Es stellt sich z.B. die Frage, ob die
Firma, die die Modifikationen des Open Source Pro-
gramms entwickelt hat, und die beschriebene Agentur
nicht verpflichtet wären, den Quellcode zu veröffent-
lichen, da sie ja selbst Open Source Code verwendet ha-
ben. Mit den Kunden-Kliniken wird zu Beginn des Projek-
tes vereinbart, dass ihnen nach Abschluss der Quellcode
des KIS überlassen wird, damit sie zukünftige Modifika-
tionen und Erweiterungen selbst vornehmen können. Die-
se in Aussicht gestellte Transparenz verschwindet im Lau-
fe der Zeit jedoch immer mehr. Es entstehen, wie weiter
unten beschrieben wird, Konflikte zwischen Agentur und
Auftraggeber, in denen Fragen des geistigen Eigentums
und der Intelligibilität des Codes eine zentrale Rolle spie-
len.
33 Vgl. hier auch die folgende Feldnotiz: „Jürgen (einer
der beiden Geschäftsführer des Softwarehauses) sagt: ‚Ich
kann nicht programmieren! Es gab aber mal ’ne Zeit, da
hab ich mir wirklich überlegt, das zu lernen. Der Bertram
(der andere Geschäftsführer) hat dann aber gesagt: ‚Das
brauchst du doch nicht. Du findest immer Leute, die das
können, die du einspannen kannst.‘“ Jürgen wertet das
Programmieren also einerseits ab; gleichzeitig erklärt er
aber die zum Programmieren erforderlichen Fähigkeiten
zu inkommensurablen persönlichen Eigenschaften: „‚Man
muss – sagt Jürgen – schon besondere Eignungen und Vo-
raussetzungen mitbringen, um das Programmieren schnell
zu lernen. Die einen können das, es fällt ihnen leicht, an-
dere schaffen das nie, für sie ist und bleibt es eine große
Qual‘“ (FN, 13.9.05).
Fehlerhaftigkeit des Programms nehmen auf diese
Weise weiter zu.34
In dieser Situation kann der mit dem Projekt be-
traute Programmierer die Geschäftsführer schließ-
lich davon überzeugen, dass es langfristig günstiger
ist, das KIS weitgehend neu zu programmieren:
„Ich hab dann gesagt, es bringt überhaupt nix, der Auf-
wand ist der gleiche, ob man jetzt versucht, sich da weiter
einzuarbeiten in das bestehende Programm und es zu än-
dern, oder eben es von Grund auf neu zu programmieren.
Vor allem wenn die Idee dahinter ist, es vielleicht noch ein
paar Mal zu verkaufen“ (Interview vom 12.10.2005).
Mit diesem Vorschlag trägt der Programmierer eine
konventionelle, ingenieurstypische Haltung des
Software Engineering vor:35 durch ein systemati-
sches, planvolles und geordnetes Vorgehen soll der
Wildwuchs des Codes von vorneherein verhindert
werden. Achim verknüpft seinen Vorschlag zudem
mit einem ökonomischen Argument: Wenn das Pro-
gramm von Grund auf neu entwickelt wird, ist eine
viel bessere Abstimmung auf die Anforderungen
bundesdeutscher Krankenhäuser möglich. Dadurch
könnte die in das KIS-Projekt investierte Arbeit
mehrfach verwertet, d. h. das entwickelte Pro-
gramm könnte an weitere Kunden verkauft wer-
den.
Die weitgehende Neuprogrammierung ist mit ei-
nem hohen Arbeitsaufwand verbunden. Dies führt
dazu, dass die vertraglich vereinbarten Termine
nicht gehalten werden können. Zum Zeitpunkt der
zweiten Feldphase im März ist das im August des
Vorjahres begonnene Projekt, das eigentlich im De-
zember beendet sein sollte, noch immer nicht abge-
schlossen und in ein kritisches Stadium geraten.
Wie einer der Geschäftsführer berichtet, hätten sich
die Kunden zwischenzeitlich zwar auf den Vor-
schlag eingelassen, das KIS weitgehend neu und da-
mit ihren spezifischen Bedürfnissen besser entspre-
chend zu programmieren. In der zurückliegenden
Phase enger und überaus produktiver Zusammen-
arbeit sei eine der Kliniken aber schließlich auf die
Idee gekommen, die entstehende KIS-Software ge-
meinsam mit der Agentur zu vermarkten. Als sich
die Agentur diesem Vorschlag verschließt, ent-
brennt ein offener Konflikt. Dessen Kernpunkte
sind Fragen des Eigentums am Code sowie am in
die Programmentwicklung eingeflossenen Wissen
und damit Fragen des Wertes und der Geltung der
Programmierpraktiken.
Der bislang fabrizierte Code ist ein unübersicht-
liches Geflecht aus dem Quellcode einer für US-
amerikanische Krankenhäuser entwickelten Ver-
waltungssoftware, eingekauften Modifikationen
und neu programmierten Features. Indem nun in
immer weiteren Anpassungen das Know-how der
Kunden einfließt, das diese wiederum aus der Refle-
xion ihrer Organisations- und Geschäftsprozesse
gewinnen, wird der Code weiter transformiert. In
der Zusammenarbeit zwischen Agentur und Kun-
den werden schließlich Fragen der Autorenschaft
virulent. Beide konfrontieren den jeweils anderen
mit gegensätzlichen strategischen Deutungen des
Codes und der Programmierarbeit.
Die Vertreter der Klinik seien gegenwärtig der Mei-
nung, ihnen gebühre der Hauptanteil am Pro-
gramm, denn darin dokumentiere sich ihr spezi-
fisches Know-how bezüglich der ökonomischen
Organisation und Verwaltung privater Kliniken,
berichtet Geschäftsführer Bertram, als er frustriert
von einem Kundentermin zurückkehrt. Von der
Agentur sei die Software ja ‚lediglich codiert wor-
den‘, hätte einer der Klinikchefs abschätzig formu-
liert. Mit dem spezifischen Know-how der Klinik
sei es nicht weit her, entgegnet daraufhin der Pro-
grammierer. Er sei während der Besprechungen in
der Klinik oft Zeuge von Auseinandersetzungen ge-
wesen, in denen deutlich geworden wäre, dass die
Leitung die Abläufe in ihrer Klinik selbst nicht ver-
stehe. „Das letzte Mal saßen wir da vier Stunden
rum und mussten zuhören, wie die sich untereinan-
der gestritten haben. Mit uns haben die gar nicht
mehr geredet. Also ohne uns würden die immer
noch nicht wissen, wie ihr Laden eigentlich läuft“
(FN, 17.3.2006).
Der Konflikt spitzt sich weiter zu. Die Klinik droht
schließlich damit, die Zusammenarbeit mit der
Agentur zu beenden und selbst einen Software-Ent-
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34 Das, was die Programmierer „Frickelprogrammierung“
nennen, erläutert Beck in seinem „Manifest“ zur Soft-
ware-Entwicklungsmethode Extreme Programming mit
Hilfe der Unterscheidung zwischen der externen und der
internen Qualität eines Programms: „Externe Qualität ist
die Qualität, die vom Kunden gemessen wird. Mit interner
Qualität ist die Qualität gemeint, die von den Program-
mierern gemessen wird. Zeitweilig auf interne Qualität zu
verzichten, um das Produkt dadurch schneller auf den
Markt bringen zu können, und zu hoffen, die externe
Qualität würde nicht allzu stark darunter leiden, ist sehr
kurzfristig gedacht. Man kann mit solch unsauberen Ver-
fahren zwar oft über Wochen und Monate hinweg unge-
straft davonkommen. Irgendwann werden die Probleme
mit der internen Qualität einen aber schließlich einholen
(...)“ (Beck 2003: 18).
35 Diese Ingenieurshaltung des Programmierers kenn-
zeichnet einen habituell abgestützten modus operandi, der
bereits hinsichtlich der weiter oben beschriebenen Neu-
programmierung der Funktionalität Terminkalender deut-
lich wurde.
wickler für die weitere Ausarbeitung und Imple-
mentierung des Programms einzustellen. Auf diese
Drohung reagiert die Agentur gelassen. „Die täu-
schen sich gewaltig, wenn die denken, ein anderer
Programmierer könnte einfach da weitermachen, wo
wir jetzt stehen“, kommentiert der mit dem Projekt
betraute Programmierer. „Die haben zwar den
Quellcode, aber den haben sie ohne irgendwelche
Kommentare.36 Kein uneingeweihter Programmierer
könnte damit klar kommen.“ (FN, 20.3. 2006) In
der Tat lenkt die Klinik schließlich ein und es kommt
zum Abschluss eines Folgevertrages über die weitere
Zusammenarbeit in der Entwicklung des KIS.
Durch die im Projektverlauf virulenten Interessen-
konflikte zwischen Agentur und Kunden werden
die von der KIS-Software zu erfüllenden Leistungen
immer wieder strittig. Während die Kunden aus ih-
rem Organisations- und Geschäftsverständnis he-
raus Anforderungen an die Software formulieren,
schlägt die Agentur Verfahren und Abläufe vor, die
aus der Programmlogik und aus ihrem Interesse fol-
gen, das Programm mehrmals zu verkaufen. Ihr Ar-
gument: die Prozesse in der Klinik sollen durch das
KIS ja nicht lediglich nachmodelliert, sondern opti-
miert, d. h. verändert und neu organisiert werden.
Im Schnittpunkt dieser Positionen muss der Pro-
grammierer täglich neu entscheiden, ob er den be-
stehenden Code übernimmt, ob er Features, die der
Kunde sehen will ‚hinfrickelt‘, ob er die Code-Basis
systematisiert und/oder neuen Code schreibt. Der
Programmierer realisiert also keineswegs nur vorab
festgelegte Anforderungen. Solche – stets notwen-
dig vagen – Anforderungen werden vielmehr als
praktische Interpretationen von Kundenwünschen
und Agenturinteressen in den Praktiken des Pro-
grammierens, d. h. bei jedem Entwurf und Test ei-
ner Funktionalität neu formuliert und bestimmt.37
Durch die im Projektverlauf wirksamen Strategien
und Praktiken wird der Code zu einem umkämpf-
ten, immer wieder de- und restabilisierten Wissens-
objekt.38
Die Beziehung zwischen dem Programmierer und
dem Code wird allmählich durch einen Wider-
spruch dominiert: Einerseits wird der Code immer
enger an den mit dem Projekt betrauten Program-
mierer gebunden. Alle Beteiligten nehmen schließ-
lich an, dass die Intelligibilität des Codes untrenn-
bar an dessen individuelle kognitive Fähigkeiten
gekoppelt ist – das den Code betreffende Wissen
existiert demnach nur mehr im Kopf eines Pro-
grammierers – oder, wie im Hinblick auf die voran-
gegangene Mikroanalyse formuliert werden kann,
in einem immer wieder aufs Neue in den Praktiken
erzeugten Inneren, in dem der Code erst bearbeit-
bar wird und aus dem das den Code betreffende
Wissen nicht mehr herausgelöst werden kann. Die-
ser innere Raum des Codes verlagert sich immer
vollständiger in den einen Programmierer – seine
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36 Der Code des KIS ist ein Hybrid aus verschiedenen
(phonetischen und operativen) Schriftformen. Änderun-
gen oder neue Funktionalitäten werden – mehr oder weni-
ger regelmäßig – dokumentiert, d.h. mit schriftlichen
Kommentaren versehen. Code wird also in den Praktiken
des Programmierens entweder verständlich oder unver-
ständlich gemacht. So soll die Benutzung einer Program-
miersprache zwar nicht nur sicherstellen, dass der vom
Programmierer geschriebene Quellcode von einem Com-
piler in maschinenlesbare Assemblersprache oder Byteco-
de übersetzt werden kann. Die Programmiersprache soll
zugleich auch garantieren, dass in dieser Sprache geschrie-
bener Code für alle Mitglieder der mit der Programmier-
sprache vertrauten Praktikergemeinschaft intelligibel ist.
Programmieren bedeutet in dieser Hinsicht also nicht
(nur), dem Computer Befehle zu geben, sondern auch, an-
deren zu erklären, zu welchen Operationen der Computer
durch den Code veranlasst werden soll (vgl. Button/Shar-
rock 1995: 233). Im vorliegenden Fall des KIS-Quellcodes
wird nun deutlich, wie sehr dessen Verstehbarkeit von ei-
ner zusätzlichen schriftsprachlichen Dokumentation und
Kommentierung abhängt. Durch den Verzicht auf Doku-
mentation und Kommentierung sowie durch das Schreiben
von esoterischem Code oder „gehackten“ Programmen, die
zwar einwandfrei laufen, aber zugleich verbergen, was sie
tun, kann Code also trotz der prinzipiellen Lesbarkeit der
verwendeten Programmiersprache unverständlich ge-
macht werden.
37 Vgl. dazu ähnlich auch Kristoffersen: “Programming
might be seen as exactly a social activity which produces,
rather than is subject to the production of requirements,
features and design trade-offs. Moreover, and more radi-
cally, these ‘design artefacts’ are skillfully and carefully
under-determined and perhaps even made exactly unspeci-
fiable enough, to work for programmers. (...) Program-
ming cannot or should not be seen as a ‘result’ of design,
which ideally and productively could be mapped from ‘a’
design. Design work (...) is a constitutive element of pro-
gramming itself” (2006: 10).
38 Der Code hat einige Eigenschaften mit Wissensobjekten
in Forschungskontexten gemeinsam. Als ein Wissens-
objekt ist er „immer im Prozess materialer Definition“
(Knorr-Cetina 1998: 99). Knorr-Cetina zufolge erlangen
Wissensobjekte „ständig neue Eigenschaften und wechseln
diejenigen, die sie haben. Dies bedeutet jedoch auch, dass
Wissensobjekte nie völlig erreichbar sind, dass sie, wenn
man will, nie sie selbst sind“ (ebd.). In unserem Zusam-
menhang ist der Code allerdings nicht wissenschaftlich,
sondern ökonomisch-kommerziell situiert. Er ist nicht das
Objekt von epistemischen Forschungsinteressen, sondern
von gegensätzlichen privatwirtschaftlichen Interessen der
Vertragspartner Klinik und Agentur.
Grenzen werden zu den Grenzen dieser Person.
Dies wird maßgeblich durch die sozio-kulturelle
Form des Programmierens als isolierter, individuali-
sierter Denkarbeit mitbewirkt.
In dieser immer enger werdenden Bindung verselb-
ständigt sich der Code aber im Projektverlauf zu-
gleich zunehmend. Er wird zu einer wuchernden,
reaktiven Entität, die auf das Hinzufügen einer
Funktionalität überraschend mit dem Außerkraft-
setzen einer anderen reagiert. Immer wieder ma-
chen sich nach einer scheinbar unbedeutenden Än-
derung lange vergessene, aber implizit verknüpfte
Codeteile plötzlich bemerkbar. Im Verlauf des Pro-
jektes entsteht zwischen Code und Programmierer,
vermittelt durch die sozio-kulturelle Form der
Praktiken und durch das Zusammenwirken der
verschiedenen Strategien der Beteiligten, eine Bezie-
hung, in der sowohl die Transparenz und Intelligi-
bilität des Codes als auch das auf den Code be-
zogene Orientierungswissen des Programmierers
prekär werden.
Die im Laufe der Zeit immer schwierigere und auf-
wändigere Modifizierbarkeit von Code wird in der
Informatik unter dem Begriff Code Decay dis-
kutiert (vgl. Eick et al. 2001). Entwickler und Pro-
grammierer berichten häufig, wie über längere Zeit
fortwährend geänderter Code schließlich ‚erkrankt‘
und verfällt, so dass jede neue Änderung einen im-
mer größeren Arbeitsaufwand bedeutet, unverhält-
nismäßig viel Zeit in Anspruch nimmt und die Feh-
lerwahrscheinlichkeit erhöht. Dies kann bis in ein
Stadium führen, in dem Programme nicht mehr mo-
difizierbar sind. Die dafür angeführten Ursachen
spiegeln die untrennbar zugleich soziale und tech-
nische Natur von Software: Sie reichen von für neu
hinzukommende Funktionalitäten ungeeigneten Pro-
gramm-Architekturen, unzureichenden Versions-
Kontroll-Systemen über Kompatibilitätsprobleme
mit wiederverwendeten, ursprünglich in einer ande-
ren Programmiersprache geschriebenen Codezeilen
bis hin zu unklar formulierten und/oder falsch ver-
standenen Anforderungen, Termindruck und schlech-
tem Projektmanagement (ebd.: 3f.). Die vorange-
gangenen Beschreibungen können dazu beitragen,
die soziale Dimension dieses Decays zu präzisieren:
Die Verfallsrate von Code wird durch das organisa-
tionale Milieu der Projektarbeit und durch die anta-
gonistische Kooperation zwischen Entwicklern und
Auftraggebern mitbestimmt. Darüber hinaus ist die
Beziehung entscheidend, die zwischen Programmie-
rer und Code entsteht. Diese Beziehung ist durch
die sozio-kulturelle Form der Arbeit am Code ver-
mittelt. Im beschriebenen Fall nimmt sie die Form
individualisierter und isolierter Denkarbeit an. Die-
se Form des Bezugs hat negative Folgen für die
Intelligibilität des Codes und für das Orientierungs-
wissen des Programmierers. Sie vergrößert bei fort-
laufenden Änderungen die Unübersichtlichkeit, er-
höht die Fehlerwahrscheinlichkeit, verschärft das
Orientierungsproblem und trägt auf diese Weise
zum Code-Verfall bei.
5. Zusammenfassung: Die sozio-kulturelle
Verfasstheit der Arbeit am Code
Die Frage der Transparenz und Intelligibilität des
Codes, d. h. das Problem der Orientierung in einer
schnell wachsenden Codebasis gehören zu den
Grundschwierigkeiten der beschriebenen Projekt-
arbeit. Die vorangegangene Darstellung war be-
müht, die sozio-kulturelle Form herauszuarbeiten,
in der dieses Orientierungsproblem praktisch bear-
beitet wird. Dabei zeigte sich eine eigentümlich
paradoxale Form der Arbeit am Code, die die
Schwierigkeiten bei der Programm-Entwicklung per-
petuiert. Zusammenfassend können vier miteinan-
der verknüpfte paradoxale Aspekte angegeben wer-
den:
Erstens läuft das vorherrschende Konzept individu-
eller Code-Autorschaft – die dem Programmierer
wie dargestellt von allen Beteiligten zugeschrieben
wird – dem kollektiven Zuschnitt des KIS-Codes
zuwider. Der Code ist schon zu Beginn des Projekts
das Produkt verschiedener individueller Autoren,
die die von ihnen hinzugefügten Codeteile aber
nicht (oder schlecht) füreinander verstehbar ge-
macht haben. Zweitens wird die Arbeit am Code
körperlich-gestisch als innere, „geistige“ Operation
aufgeführt. D. h. die Mitwirkung von Körpern und
Körperbewegungen (wie sie z. B. in der Detailana-
lyse des Findens eines Algorithmus deutlich wurde),
wird im Vollzug zugleich geleugnet. Drittens wird
das implizite, praktische knowing how, das im
„Hinfrickeln“ einer Funktionalität unter Termin-
druck oder in den Kniffen und trial-and-error-Ver-
fahren zur Orientierung in der Codebasis39 zum
Ausdruck kommt, durch die immer wieder artiku-
lierte Forderung nach einem vorab zu explizieren-
den systematischen Vorgehen (z. B. im Vorschlag,
das KIS ‚von Grund auf‘ neu zu programmieren)
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39 Vgl. dazu Rooksby/Martin (2006: 5), die in einer ethno-
grafischen Studie zeigen, wie Programmierer die Codebasis
hauptsächlich durch Codieren nach dem trial-and-error-
Prinzip kennen lernen. Über solche praktischen Interaktio-
nen mit dem Code entsteht schließlich ein auf die Codeba-
sis bezogenes Orientierungswissen.
diskreditiert. Und schließlich wird viertens auch
das öffentliche, kollaborative Setting im Entwick-
lerbüro durch die beschriebene performative Kons-
truktion eines inneren Raumes intimer, privater
Denkarbeit konterkariert.
Diese paradoxale Verfasstheit der Arbeitspraktiken
ist durch eine Reihe zueinander homologer Gegen-
satzpaare gekennzeichnet: individuell – kollektiv,
geistig – körperlich, explizit – implizit und privat –
öffentlich; dabei ist jeweils das erste Adjektiv domi-
nant gesetzt. Diese Gegensatzpaare werden von den
Polen eines Spannungsfeldes ausgerichtet, denen
auch konträre Programmieransätze zugeordnet wer-
den können. So bilden die konventionellen, syste-
matisch aufgebauten linearen Vorgehensmodelle
(„Wasserfall-Modell“, „V-Modell“ etc.; vgl. Hesse
et al. 1992: 33ff.) und die eingangs skizzierten agi-
len Entwicklungsmethoden (Extreme Programming
oder XP; vgl. Beck 2003), also Ingenieursmodell und
XP-Modell, ein dazu homologes Gegensatzpaar auf
der Ebene der Arbeitsmethodiken. Beide Ansätze be-
finden sich nah an jeweils einem der Pole dieses
Spannungsverhältnisses. Sie rücken jeweils eine Seite
der genannten Adjektivpaare in den Vordergrund
(das Ingenieursmodell die Adjektive individuell, geis-
tig, explizit, privat und das XP-Modell die Qualitä-
ten kollektiv, körperlich, implizit, öffentlich).
Die konventionellen, nach wie vor dominierenden
Vorgehensweisen entwerfen eine ingenieurskultu-
relle Version der Software-Entwicklung, in der die
Praktiken des Programmierens abgewertet werden.
Kernpunkt ist hier die aus anderen Ingenieurdiszip-
linen – wie z. B. dem Hochbau (Hesse et al. 1992:
13f.) übernommene Aufgliederung in einzelne Ar-
beitsschritte der Planung, des Entwurfs und der In-
tegration. Das zu entwickelnde Programm wird in
möglichst präzise definierte, von einzelnen Pro-
grammierern zu bearbeitende Bausteine zerlegt.
Manche Ansätze gehen so weit, auch diese Arbeit
der einzelnen Programmierer möglichst detailliert
vorzuplanen. Auf diese Weise soll der Entwick-
lungsprozess von Software tayloristisch industriali-
siert werden (Hesse et al. 1992: 14). In diesen Ver-
fahren wird das Programmieren als notorische Stör-
und Fehlerquelle identifiziert, die dadurch trocken-
gelegt werden soll, dass es zum Codieren, d. h. zur
bloßen Ausführung vorab festgelegter Pläne und
Vorschriften herabgewürdigt wird.
Solche konventionellen Verfahren können mit den
dominant gesetzten Adjektiven der genannten Ge-
gensatzpaare näher charakterisiert werden: Die
Programmentwicklung wird zunächst zergliedert
und dann individualisiert. Sie wird als geistige
Konstruktionsleistung aufgefasst, die aber fast aus-
schließlich in Planung und Entwurf einfließt. Die
Praktiken des Programmierens werden hingegen
auch symbolisch abgewertet. Sie gelten als detail-
liert vorzuplanendes Codieren, m.a.W. als fast me-
chanischer Vorgang, der mit möglichst wenig ko-
gnitivem Aufwand verbunden sein soll, um die
Fehlerquote niedrig zu halten. Die konventionellen
Verfahren zielen darauf ab, die mit der Arbeit am
Code verbundenen impliziten, körperlichen, prakti-
schen Wissensformen möglichst vollständig durch
detaillierte Ausführungsvorschriften zu ersetzen.
Sie setzen die Praktiken des Programmierens also
unter hohen Explizierungsdruck.40
Seit den 90er Jahren haben sich nun mit den agilen
Entwicklungsmethoden wie dem Extreme Pro-
gramming (XP) (Beck 2003) genau gegensätzliche
Ansätze herausgebildet. Dabei handelt es sich um
Vorgehensmodelle, die darauf abzielen, die Prakti-
ken des Programmierens zu rehabilitieren, auf-
zuwerten und zur Schlüsselaktivität der Software-
Entwicklung zu erklären.41 Eine solche Um- und
Aufwertung des Programmierens muss der in die-
sem Beitrag vorgetragenen Argumentation zufolge
vor allem auch auf eine Veränderung der sozio-kul-
turellen Form der Praktiken abzielen. Durch die
Programmatik des Extreme Programming wird die-
se kulturanalytische These erhärtet: Die XP-Metho-
de propagiert neben einer Reihe von im engeren
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40 Der Versuch der detaillierten Explikation aller Vor-
gehensschritte führt jedoch in ein Dilemma, das Polanyi
(1985) pointiert dargestellt hat. Polanyi zufolge ist explizi-
tes Wissen immer nur auf der Grundlage proximaler Wis-
sensformen (ebd.: 18), i. e. vor einem durch nahe, körper-
liche Wissensformen gebildeten „Hintergrund“ (ebd.: 27)
möglich. Versuche zur Ausschließung, Explizierung und
Formalisierung dieses impliziten, körpergebundenen Wis-
senshintergrundes müssen „de facto auf die Zerstörung al-
len Wissens hinauslaufen“, weil „der Prozess der Formali-
sierung allen Wissens im Sinne einer Ausschließung
jeglicher Elemente impliziten Wissens sich selbst zerstört“
(ebd.). Wenn man Polanyis kritische These von der Zer-
störung allen Wissens durch vollständige Explikation
folgt, dann führen die geschilderten systematischen Vor-
gehensweisen nur deshalb nicht zu einer Selbstzerstörung
des Programmierwissens, weil in den Explikationsopera-
tionen immer wieder implizite Wissensformen mit entste-
hen, die allerdings in den geschilderten linearen, systema-
tischen Programmieransätzen unberücksichtigt bleiben.
41 „...agile methods generally, and XP particularly, seek to
resurrect programming from its perceived trivialization by
more traditional approaches to software development,
where it was regarded almost as a mechanistic skill that
would sureley be automated soon“ (Sharp/Robinson
2004: 365).
Sinne technischen Verfahrensweisen, die der Ver-
besserung der Code-Qualität dienen sollen (auto-
matisierte Tests und so genanntes Refactoring, vgl.
Beck 2003: 57ff.), in erster Linie organisatorische
Veränderungen und eine neue sozio-kulturelle
Formgebung der Arbeit am Code.
Das XP-Modell der Software-Entwicklung lässt
sich am besten mit den dominanten Adjektiven der
genannten Gegensatzpaare kennzeichnen: Program-
mieren wird als kollektiver, körperlicher und öf-
fentlicher Prozess verstanden, der von vornherein
auch die Kooperation mit den Kunden einschließt,
die ins Entwickler-Team integriert werden sollen.
XP ist auf die Selbstorganisation kleiner Teams aus-
gerichtet, macht Anleihen bei den Spielstrategien
des Basketball (Beck 2003: 39f.) und fordert die
körperliche Ko-Präsenz aller teamplayer in einem
Raum. Propagiert wird das Programmieren in Paa-
ren „von jeweils zwei Leuten, (...), die mit einer
Maus und einer Tastatur an einem Rechner arbei-
ten“ (Beck 2003: 58). Darüber hinaus steht das
Prinzip der kollektiven und nicht individuell zuge-
schriebenen Code-Autorschaft (collective code
ownership) im Mittelpunkt. Im Bemühen, die stille,
einsame und individualisierte Form des Program-
mierens aufzubrechen, formuliert das Extreme Pro-
gramming nicht zuletzt auch Vorschläge für eine
entsprechende Gestaltung und Möblierung der Ar-
beitsräume (Sharp/Robinson 2004: 357ff.). Der
Programmentwurf soll in der von der Bürogestal-
tung unterstützten öffentlichen face-to-face Kom-
munikation zwischen allen Teammitgliedern entste-
hen: „The design lives in the oral tradition among
programmers“ (ebd. 355).42
XP entwirft eine neue kulturelle Verfassung der
Software-Entwicklung, die dem sehr nahe kommt,
was Boltanski und Chiapello (2003) als Projekt-
form beschreiben: Kollektive Selbstorganisation in
temporären Teams an Stelle von Planung und Steue-
rung sowie eine Aufwertung des Kommunikativen,
des Affektiven und der persönlichen Beziehungen
bilden den Autoren zufolge die gegenwärtigen kul-
turellen Leitorientierungen kapitalistischer Arbeits-
verhältnisse. Dabei handelt es sich um neue Recht-
fertigungsmuster, die durch die Integration der
ästhetischen Kritik an der früheren Industrielogik
des Kapitalismus etabliert werden konnten (ebd.:
147ff.).
Für den Bereich Software-Entwicklung scheint nun
aber kennzeichnend, dass die Projektform hier
nicht flächendeckend dominiert, sondern dass ihr
mit der Ingenieursform eine hartnäckige bereichs-
spezifische Antagonistin gegenübersteht, die über
die ingenieurswissenschaftlich ausgerichteten Infor-
matikstudiengänge auch bildungsinstitutionell ab-
gesichert wird. Gleichzeitig weist die Software-Ent-
wicklung (v. a. die Bereiche Internet und Webdesign)
aber auch eine Schnittmenge mit der eigentlichen
Trägergruppe der Projektlogik auf: den Kultur- und
Medienindustrien (vgl. Koppetsch 2006: 107ff.).43
Die Software-Entwicklung bildet ein Kräftefeld wi-
derstreitender sozio-kultureller Formgebungen und
symbolischer Strategien (vgl. Bourdieu 1985: 23ff).
Diese artikulieren sich z. B. in konkurrierenden Be-
rufsbezeichnungen („Programmierer“, „Software-
Entwickler“, „Informatiker“, „Ingenieur“). Sie kom-
men in unterschiedlichen Klassifizierungen der
Tätigkeiten („programmieren“ versus „codieren“,
bzw. „künstlerische“, „wissenschaftliche“, „tech-
nische“ Selbstverständnisse der Akteure) zum Aus-
druck, sie werden in der Konkurrenz zwischen In-
dustrie-Zertifikaten und von Fachhochschulen und
Universitäten verliehenen Ausbildungstiteln deut-
lich und sie manifestieren sich nicht zuletzt auch in
konträren Arbeitsstilen und Arbeitsmethodiken
(vgl. dazu auch Manske 2006).
In den vorangegangenen Beschreibungen wurde ein
analytisch noch weitgehend unerschlossenes Ter-
rain solcher symbolischen Klassifizierungsstrate-
gien beleuchtet: die Mikro-Ebene der sozio-kultu-
rellen Formatierung alltäglicher Arbeitspraktiken44.
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42 Obwohl zur praktischen Realisierung von Extreme
Programming trotz dessen wachsender Akzeptanz und
Verbreitung in der Software Community bislang kaum
Untersuchungen vorliegen, gibt es Anhaltspunkte dafür,
dass gerade das Prinzip des Programmierens zu zweit eine
der größten Schwierigkeiten darstellt. Der ganz auf die
einsame Arbeit im privaten Innenraum des Codes aus-
gerichtete Programmiererhabitus scheint gegen dieses
Prinzip starke Widerstände zu mobilisieren. Vgl. zu ent-
sprechenden Erfahrungen mit dem XP-Verfahren den Bei-
trag im Webradio des Chaos Computer Clubs: http://cha-
osradio.ccc.de/archive/chaosradio_express_028.mp3 (Zu-
griff am 11.9. 2007).
43 Koppetsch (2006: 113f.) zählt die Informatiker aus-
drücklich zur Beschäftigungsgruppe der Medien- und Kul-
turberufler und weist zugleich auf den unbefriedigenden
und lückenhaften Forschungsstand zu diesen neuen Be-
schäftigungsgruppen hin.
44 Arbeitspraktiken folgen nicht nur kulturellen Orientie-
rungen und Rechtfertigungsmustern, sie treten, wie be-
schrieben, auch in kulturellen Formen auf. Diese „Form-
seite“ von Arbeitskultur bleibt in der Studie von Boltanski
und Chiapello (2003) unberücksichtigt. Die Analyse be-
wegt sich hier weitgehend auf der Ebene allgemeiner kul-
tureller ‚Wertigkeitsprinzipien‘, die als ‚Orientierungen‘
gehandelt werden, aber in den Praktiken selbst nicht ver-
ortet werden können.
Es konnte herausgestellt werden, wie sich die be-
schriebenen Praktiken in ihrem Vollzug und durch
die Mitwirkung des Büro-Interieurs eine ganz kon-
ventionelle Form individualisierter Denkarbeit ge-
ben. Dafür sind auch praktische Strategien aus-
schlaggebend. Durch bereitwillige Bestätigung der
auf seine Tätigkeit gerichteten Klassifizierungen
und Zuschreibungen und durch praktische Affirma-
tion der symbolischen Formvorgaben des Interieurs
kann der neu in die Firma eingetretene Program-
mierer etwa versuchen, sich die Anerkennung seiner
Arbeit durch den Auftraggeber und innerhalb der
Agentur zu sichern: Indem die Arbeit am Code in
einen mentalen Innenraum verlegt wird, kann sie
nicht nur vor Störungen, sondern auch vor Abwer-
tungen geschützt und als anspruchsvolle ‚geistige‘
Arbeit ausgewiesen werden. Dass diese Form der
Praktiken jedoch, wie gezeigt, zugleich in ein immer
prekäreres Verhältnis zu den praktischen Proble-
men der Programmentwicklung gerät, bestätigt die
Kritik, die die neuen agilen Methoden an dieser
Form intim-privater Denkarbeit üben. Durch die
Aus- und Aufführung des Programmierens als in-
dividualisierter „geistiger“ Arbeit und durch die
intime Beziehung von Code und Programmierer
werden viele in der Programmierarbeit ständig viru-
lenten Probleme eher perpetuiert als gelöst – Lö-
sungsvorschläge für die praktischen Probleme der
Programmentwicklung kommen deshalb nicht um-
hin, die sozio-kulturelle Form der Praktiken zu
adressieren: Sie sind immer zugleich Einsätze in den
symbolischen Kämpfen um die Form.
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