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Povzetek  
V zaključni nalogi se seznanimo z izdelavo sledilne naprave s pomočjo 
tehnologije Lora in sistema globalnega pozicioniranja (angl. global positioning 
system – GPS). Lora spada med tehnologije digitalnih brezžičnih podatkovnih 
komunikacij. Naprave s to tehnologijo so energijsko varčne, imajo dolg doseg in se 
večinoma uporabljajo pri gradnji omrežij, ki jih združimo pod pojmom internet stvari 
(angl. Internet of Things – IoT). Ker se število naprav v teh omrežjih iz leta v leto 
drastično povečuje, je glavni fokus tega dela prav opis tehnologije Lora. Prav tako je 
uporaba geolokacije in zmožnost sledenja dobrodošla v marsikateri aplikaciji oz. 
produktu, zaradi česar se mi je uporaba GPS čipa zdela smiselna izbira. Za zbiranje 
in obdelavo podatkov sem uporabil odprto Lora omrežje, imenovano omrežje stvari 
(angl. The Things Network – TTN), do katerega dostopamo preko javno dostopnih 
omrežnih prehodov. 
V delu se najprej seznanimo s kratkim opisom celotne Lora tehnologije. Sledi 
opis komunikacije, ki je bila s časom razdeljena na dva nivoja. Najprej je opisan 
spodnji, ki nosi ime Lora in obsega radijski del. Na tem mestu se nahaja kratek opis 
modulacij z razširjenim spektrom, ki mu sledi opis modulacije Lora in obrazložitev 
pogostih pojmov, ki jih tam srečamo. V sklopu tega poglavja nadaljujemo z Lora 
paketno strukturo. Ker je bil v delu uporabljen modul s čipom SX1276, so nato 
opisane njegove lastnosti in postopki pošiljanja ter sprejemanja, ki jim je potrebno za 
uspešno komunikacijo ustrezno slediti. Delo nato opisuje drugi sloj, imenovan 
LoraWAN. Opisani so načini komunikacije, značilni za ta sloj, in sestava okvirja, ki 
ga moramo na tem nivoju pravilno sestaviti in nato posredovati nižjemu nivoju. 
Omenjene so tudi regulacije, ki vnašajo določene omejitve. Pregled celotne 
komunikacije je zaključen s poglavjem o arhitekturi omrežja TTN, kjer je 
predstavljen pomen gradnikov, ki skupaj tvorijo omrežje ter njihove naloge. 
Razloženi so postopki registracije in dodatne možnosti, ki jih omrežje ponuja za lažje 
povezovanje naše naprave z aplikacijo. Pred poglavjem o izdelavi izdelka je 
xiv Povzetek 
 
predstavljen še kratek opis izbranega GPS modula in obrazložitev podatkov, ki sem 
jih potreboval za dotični projekt. 
Zadnje poglavje je namenjeno izvedbi projekta. Opisani so kratka teorija o 
antenah in potek njene izdelave ter z njo povezane meritve. Sledi načrtovanje in 
izdelava končnega izdelka. Razloženi so načrt vezja, koraki izdelave ter 
implementacija programske kode, ki se sicer v celoti nahaja v dodatku zaključnega 
dela. Na koncu je predstavljen preizkus izdelka in na podlagi opravljenih meritev, 
podano mnenje o nadaljni prihodnosti tehnologije Lora. 
 
 
Ključne besede: Lora, LoraWAN, GPS, internet stvari, The Things Network. 
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Abstract 
In the final thesis, the use of Lora and GPS technology to develop a tracking 
device is analysed and the production process is explained. Lora is a digital wireless 
data communication technology. Devices using this technology are energy efficient, 
they achieve long range connectivity and are mostly used in the development of 
networks that are known under the umbrella term »Internet of Things« (IoT). Since 
the number of devices in these networks increases dramatically every year, the main 
focus of this thesis is a description of Lora technology. Moreover, the tracking 
capability and geolocation option are welcome in many end nodes, which makes the 
use of a GPS module a sensible choice. In order to collect and process data, the open 
Lora network referred to as The Things Network (TTN) is used, which can be 
accessed through publicly accessible network gateways. 
The thesis begins with a brief description of the entire Lora technology. It 
continues with a description of the communication, which was divided into two 
levels over time. First, we analyse the lower level, which is called Lora and deals 
with the radio part. A brief description of the spread spectrum modulations is given, 
followed by a description of the Lora modulation and an explanation of the common 
concepts associated with it. The chapter continues with the Lora package structure. 
Since the module containing the SX1276 chip is used, its characteristics and its 
sending and receiving procedures are described, which must be followed properly for 
successful communication. The thesis then describes the second layer, which is 
called LoraWAN. There we can read about the available communication methods 
and the frame structure of this layer, which has to be properly assembled and then 
transmitted to the lower layer. Regulations that impose certain restrictions are also 
mentioned. The communication overview concludes with a chapter that reviews the 
TTN network architecture. The meaning of the elements, which together form the 
network, and their functions are presented. The registration process and additional 
options that the network offers to facilitate the integration of our device with the 
application are also described. Before the production process section, a brief 
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description of the selected GPS module and the explanation of the data needed for 
the project is given. 
The last chapter is devoted to the implementation of the project. It describes a 
conscise theory of antennas, the production process, and the related measurements. 
This is followed by the design and production of the end product. The circuit design, 
steps of production and implementation of program code, which is completely 
contained in the appendix, are explained. Finally, a test of the product is presented 
and, based on the measurements taken, an opinion on the future of Lora technology 
is given. 
 
Key words: Lora, LoraWAN, GPS, Internet of Things, The Things Network 
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1  Uvod 
Naprave za sledenje s pomočjo satelitskih tehnologij imajo žal kratko 
življenjsko dobo zaradi zmogljivosti baterij in visoke energijske porabe modulov 
globalnega sistema pozicioniranja. Na tržišču je omenjena tehnologija uporabna v 
primerih, kot so sledenje osebni prtljagi, kolesu, prenosnemu računalniku, domačim 
živalim, dementnim osebam in še bi lahko našteval. Kot rešitev se ponuja vse bolj 
popularna tehnologija Lora, ki omogoča komunikacije na dolge razdalje in dolgo 
življenjsko dobo baterije, zaradi majhne porabe. Za shranjevanje, obdelavo in 
prikazovanje podatkov, ki jih pošiljajo naprave Lora, lahko uporabimo kar javno 
dostopno omrežje, imenovano omrežje stvari (angl. The Things Network – TTN), kar 
nas še dodatno spodbudi k izbiri dotične tehnologije. Po obisku njihove spletne strani 
sicer ugotovimo, da je pokritost omrežja v času pisanja tega dela bolj skromna, kar 
omejuje uporabo izdelka zgolj v večjih mestih ali v okolici doma, če si omrežni 
prehod postavimo sami. Ta podatek nas lahko sicer hitro odvrne od vsega skupaj, 
vendar se po drugi strani vera povrne, ko opazimo, da se skupnost za Loro dnevno 
povečuje, da so širom sveta organizirane konference in da je na voljo čedalje več 
komercialnih produktov, kamor spadajo tudi takoj delujoči (angl. Plug and play) 
omrežni prehodi, s katerimi lahko uporabniki na enostaven način dodatno razširijo 
pokritost omrežja. V bližnji prihodnosti si lahko obetamo pokritost celotnih mest, 
bolnišnic, letališč in drugih področij, kar bo omogočilo polni potencial naprav Lora. 
Varčna tehnologija brezžične komunikacije žal ne pomaga pri ogromni energijski 
porabi modulov GPS. Tako že sam modul ob uporabi baterij z majhno kapaciteto 
omejuje delovanje naprave na zgolj nekaj ur ali dni. Ker sem na koncu pri izbiri 
vseeno našel več pozitivnih stvari kot negativnih, sem se za končno nalogo v sklopu 
študija odločil raziskati tehnologijo Lora in z njeno uporabo izdelati napravo za 
sledenje. Izbiri je botroval tudi podatek, da je tehnologija relativno nova, vendar 
vseeno že dovolj razširjena, da bo uporabljena v marsikaterem produktu interneta 
stvari. 
 3 
2  Pregled Lora tehnologije 
Lora je modulacijska tehnika za digitalni brezžični podatkovni prenos. 
Narejena je za komunikacije, kjer prenosi podatkov potekajo na dolge razdalje in kjer 
pričakujemo dolgo življenjsko dobo baterije. V zameno ima komunikacija precej 
nizko prenosno zmogljivost. Lora naprave so tako idealne za pošiljanje in zbiranje 
podatkov iz različnih senzorskih naprav, s povezovanjem na omrežne prehode pa 
skupaj tvorijo omrežja, ki jim pravimo nizko energetska, prostrana omrežja (angl. 
Low power wide area network - LPWAN). Trenutno najbolj aktivno podjetje za 
razvoj tehnologije Lora je podjetje Semtech. Fizični sloj (angl. Physical layer), ki 
definira radijsko komunikacijo Lora, je patentiran in posledično zaprt. Nad njim je 
dodatno definiran še LoRaWAN podatkovni sloj (angl. data link layer), ki pa je odprt 
in javno objavljen. Dotični sloj skrbi za komunikacijo med končnimi napravami in 
omrežnimi prehodi (angl. gateways) ter daje informacije o omrežni topologiji, skrbi 
za šifriranje, zagotavljanja integriteto, prilagaja podatkovno hitrost in podobno. Na 
tem mestu naj omenim, da imajo ljudje, ko govorijo o napravah Lora, v večini 
primerov v mislih napravo, ki podpira oba sloja [1]. Omrežna topologija je 
sestavljena iz končnih naprav, omrežnih prehodov in omrežnih ter aplikacijskih 
strežnikov. Na voljo je več omrežnih ponudnikov, med katerimi sta najbolj znana 
Senet in The Things Network (TTN). Pri izdelavi zaključne naloge sem se povezal 
na slednjega [2], ki ponuja ljudem po celem svetu povezovanje lastnih omrežnih 
prehodov v njihovo omrežje. To nadalje omogoča zastonjsko povezovanje naprav 
Lora v omrežje, če le imamo prehod dovolj blizu. Na njihovi spletni strani se lahko 
seznanimo tudi z idejami in izdelki, ki so jih ljudje že realizirali in povezali na TTN. 
Prepričan sem, da bo vsak našel nekaj, nad čimer bo navdušen. 
 5 
3  Lora 
Ker Lora uporablja različico modulacije z razširitvenim spektrom, bodo najprej 
na kratko opisane informacije na to temo. Pri modulacijah z razširitvenim spektrom 
signal namerno razširimo v frekvenčni domeni oz. mu dodelimo širšo pasovno širino, 
kot bi bila sicer potrebna za naš prenos. Po začetnem začudenju po taki odločitvi le-
ta postane smiselna, ko spoznamo prednosti, ki jih to prinese. Glavne prednosti so: 
 Zasebnost: omogoča jo koda, s katero je spekter razširjen in brez katere 
sprejemnik ne more uspešno sprejeti signala. 
 Skritost: zaradi razširjanja spektra se gostota močnostnega spektra zniža. 
Signal je v večini primerov kar skrit v šumu. 
 Odpornost na motnje: pri razširjenjem spektru moramo signal na sprejemni 
strani ponovno narediti ozkopasoven. Pri tem se bo, če nekdo na naši 
frekvenci moti naš signal z ozkopasovnim signalom, le-ta razširil, kar bo 
omogočilo nemoten sprejem želenega signala. 
 Odpornost na frekvenčni presih: naš signal pride v večini primerov zaradi 
odbojnost do sprejemnika po več poteh, kar dodatno vnese tudi zakasnitev 
(angl. multipath or frequency fading). Presih zavzema le majhen del pasovne 
širine razširjenega signala, zato je njegov vpliv majhen. 
 Večja kapaciteta: zaradi ortogonalnih kod lahko zaradi ponovne uporabe 
frekvenc dosežemo višjo kapaciteto. 
Za razširjanje spektra lahko uporabimo več tehnik. Najpogostejše so tehnike 
frekvenčno skakanje (angl. frequency hopping spread spectrum – FHSS), tehnika 
neposrednega razširjanja s kodnim zaporedjem (angl. direct sequence spread 
spectrum – DSSS) in razširitvena tehnika z žvižgom (angl. chirp spread spectrum – 
CSS). 
 Pri frekvenčnem skakanju se frekvenca nosilca spreminja po vnaprej 
določenem zaporedju. Vsak frekvenčni pas je tako razdeljen v več podfrekvenc. 
Kako poteka opcijsko frekvenčno skakanje pri Lori, si lahko preberemo v poglavju 
3.5 Paketna struktura. 
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 Pri neposrednem razširjanju s kodnim zaporedjem z našim signalom 
moduliramo bitno zaporedje oz. kodo, ki je psevdonaključna. Tem bitom zaradi 
lažjega razločevanja med biti naših podatkov ponavadi rečemo čipi. Njihovo trajanje 
je precej krajše od trajanja simbolov naših podatkov. Za sprejem mora sprejemnik 
seveda poznati enako kodo, kot je bila uporabljena pri modulaciji [26]. 
 Sedaj se posvetimo modulaciji Lora, ki uporablja patentirano različico 
modulacije razširjenega spektra z žvižgom (angl. chirp spread spectrum – CSS). 
Podatki o Lora modulaciji in njenem načinu izvajanja so zaščiteni. O njej ni prosto 
dostopne dokumentacije, vendar vseeno najdemo na to temo nekaj informacij, ki so 
jih ljudje pridobili z vzvratnim razvojem (ang. inverse enginnering).  Pohvali se 
lahko predvsem z dolgim dosegom, nizko energijsko porabo, toleranco na 
spreminjanje frekvence kristala in visoko imuniteto na interference. Omogoča 
sprejem podatkov, tudi če je razmerje signal/šum negativno. Pred nadaljnjo razlago si 
razjasnimo nekaj pojmov, ki jih bomo potrebovali. 
3.1  Razširitveni faktor 
Vsak bit informacije predstavimo kot skupino čipov informacije. Pri Lori je 
modulacijska bitna hitrost definirana kot (velja brez cikličnega kodiranja, opisanega 
v poglavju 3.2): 
 Rb=SF*
BW
2SF
 [Bitov/sekundo], (3.1) 
pri čemer je Rb bitna hitrost, SF razširitveni faktor (ang. Spreading Factor) in BW 
pasovna širina. 
Simbolna hitrost (Rs) je definirana kot: 
 𝑅𝑠 =
BW
2SF
 [𝑠𝑖𝑚𝑏𝑜𝑙𝑜𝑣/𝑠𝑒𝑘𝑢𝑛𝑑𝑜], (3.2) 
hitrost čipov (Rc) pa kot: 
 
 𝑅𝑐 = Rs ∗ 2SF [č𝑖𝑝𝑜𝑣/𝑠𝑒𝑘𝑢𝑛𝑑𝑜] (3.3) 
Iz tega lahko sklepamo, da je razširitveni faktor enak: 
 SF=
Rb
Rs
 [Bitov/simbol] (3.4) 
ter: 
 2SF=
Rc
Rs
 [Čipov/simbol] (3.5) 
Razširitveni faktor torej pove, koliko surovih bitov (angl. raw bits) lahko prenesemo 
v vsakem simbolu. Iz njega lahko dodatno izračunamo število čipov na simbol. 
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Opazimo lahko tudi, da modulacijska pasovna širina (angl. Bandwidth – BW) določa 
število čipov na sekundo. Ker število čipov na simbol z večanjem faktorja hitreje 
narašča kot število bitov na simbol, lahko po enačbi 3.1 naredimo sklep, da manjša 
številka faktorja pomeni večjo podatkovno hitrost. [18] Razširitveni faktor mora biti 
vnaprej znan na obeh straneh povezave, saj so različni faktorji ortogonalni med 
seboj. Razpon razširitvenih faktorjev je razviden v tabeli 3.1, iz katere lahko opazimo 
tudi, da Lora modulacija omogoča sprejem pri negativnem razmerju med signalom 
ter šumom. Primer izračuna podatkovne hitrosti najdemo v poglavju 3.4. 
Razširitveni faktor Čipi/simbol SNR 
6 64 -5 dB 
7 128 -7,5 dB 
8 256 -10 dB 
9 512 -12,5 dB 
10 1024 -15 dB 
11 2048 -17,5 dB 
12 4096 -20 dB 
 Tabela 3.1: Razpon razširitvenih faktorjev  
3.2  Stopnja kodiranja 
Za detekcijo in popravljanje napak se uporablja ciklično kodiranje napak (angl. 
cyclic error coding). V ta namen moramo vnesti določene redundantne bite z izbiro 
stopnje kodiranja (angl. Coding rate – CR). CR = 4/5; npr. za vsake 4 uporabne bite 
generira 5 bitov. CR-opcije, ki so na voljo, in posledična redundantna razmerja si 
lahko pogledamo v tabeli 3.2. 
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Nastavitev cikličnega 
kodiranja 
Hitrost cikličnega 
kodiranja 
Režijsko razmerje 
1 4/5 1,25 
2 4/6 1,5 
3 4/7 1,75 
4 4/8 2 
Tabela 3.2: Ciklično kodiranje 
3.3  Pasovna širina signala 
Večja pasovna širina omogoča hitrejše podatkovne prenose in krajši čas 
prenosa v zameno za slabšo občutljivost in s tem večjo možnost za napake. Paziti 
moramo na regulacije, ki so značilne za državo, kjer napravo uporabljamo. Lora 
uporablja celotno razpoložljivo pasovno širino za določen kanal. Razponi pasovnih 
širin in odvisnost bitne hitrosti od nje pri statični vrednosti SF in CR so razvidni v 
tabeli 3.3.[17] 
Pasovna širina 
(kHz) 
Razširitveni faktor 
(SF) 
Ciklično kodiranje 
(CR) 
Bitna hitrost (bit/s) 
7,8 12 4/5 18 
10,4 12 4/5 24 
15,6 12 4/5 37 
20,8 12 4/5 49 
31,2 12 4/5 73 
41,7 12 4/5 98 
62.5 12 4/5 146 
125 12 4/5 293 
250 12 4/5 586 
500 12 4/5 1172 
Tabela 3.3: Različne pasovne širine in z njo povezana bitna hitrost 
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3.4  Lora modulacija 
 Pri modulaciji Lora se uporabljajo signali, imenovani žvižgi (angl. Chirps), s 
katerim razširimo spekter. To je signal, katerega frekvenca se skozi čas linearno 
povečuje (angl. up-chirp) ali pa linearno zmanjšuje (angl. down-chirp), kar omogoča 
enak časovni in frekvenčni odklon med oddajnikom in sprejemnikom. Spektralna 
pasovna širina končnega signala je velika toliko, kolikor je velika pasovna širina 
Chirpa, na katere moduliramo podatke. Vsak Chirp predstavlja en simbol, ki vsebuje 
določeno število čipov. Koliko čipov bo (in koliko od njih je uporabnih bitov) nosil 
vsak izmed njih, je odvisno od izbire razširitvenega faktorja (SF). Besedi čip (angl. 
chip) in Chirp torej nimata istega pomena. Da bo vse skupaj bolj jasno, si poglejmo 
zgled. 
 Izberimo pasovno širino BW = 125 kHz in razširitveni faktor SF = 7. V tem 
primeru bo modem generiral 125.000 čipov na sekundo (vsakih 8 µs enega). Iz 
prejšnjega poglavja vemo, da vsak simbol nosi 2^SF čipov, v našem primeru torej 
128. Iz tega sledi, da bo simbol dolg približno 1 mikrosekundo (8 µs *128). Vsak 
simbol vsebuje število surovih bitov v odvisnosti od izbranega razširitvenega 
faktorja. V našem primeru bo torej vsak simbol prenesel 7 bitov. Iz prejšnjega 
poglavja lahko uporabimo formulo za bitno hitrost (enačba 3.1), ki v našem primeru 
nanese na približno 6,8 kbit/s. [19] Za vizualno predstavo si lahko pogledamo sliko 
3.1, kjer po prejšnjem zgledu namišljeno pošljemo 3 simbole, ki imajo v binarni 
obliki vrednosti (0b0000000, 0b0100000 in 0b1000000), kar v desetiški obliki 
predstavlja vrednosti 0, 32 in 64. 
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Slika 3.1: Vizualna predstava pogostih pojmov pri Lora komunikaciji 
Primer spektrograma Lora modulacije pa vidimo na sliki 3.2. 
 
Slika 3.2: Spektrogram za Lora modulacijo [21] 
V tem primeru vidimo uporabo up-chirpa. Naklon signala se seveda spreminja 
v odvisnosti od izbranega razširitvenega faktorja. Časovna dolžina simbolov je 
odvisna od izbrane pasovne širine. Simbolno periodo lahko izračunamo po formuli 
3.6. 
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 Ts=
2SF
BW
 [s] (3.6) 
Kjer Ts predstavlja časovno periodo simbola. 
Modem bo iz uporabnih bitov (ki jih določa vrednost SF), ki jim dodamo še 
redundantne bite za popravljanje napak (CR-biti) naredil simbol, ki bo trajal Ts časa. 
Število dejanskih uporabnih podatkov na simbol tako dobimo po enačbi 3.7 
 Rup=SF*CR, (3.7) 
kjer Rup predstavlja uporabne podatke na simbol. Razlika SF-Rup pa predstavlja 
število redundantnih bitov namenjenih predhodnemu popravljanju napak pri prenosu 
(angl. Forward error correction – FEC). 
 S simbolom dolžine Ts na to moduliramo up-chirp oz. down-chirp. V 
odvisnosti od poslanih podatkov se spreminjajo frekvenčni skoki. 
Za demodulacijo se signal pomnoži z njegovo konjugirano vrednostjo (torej v 
primeru uporabe up-chirpa ga pomnožimo z down-chirpom). Iz teorije je namreč 
znano, da je rezultat množenja signala z obratno frekvenco enak 0. Po množenju se 
naredi hitra Fourierjeva transformacija (angl. Fast Fourier transform - FFT) in se nato 
pogleda, kje se nahaja največ energije.[20] 
3.5  Paketna struktura 
Lora paket lahko vidimo na sliki 3.3. 
 
Slika 3.3: Paket Lora 
Spoznajmo, kaj predstavljajo posamezna polja znotraj paketa. 
3.5.1  Preambula 
Preambula (ang. Preamble) se uporablja za sinhronizacijo sprejemnika. Sporoči 
mu, da bo kmalu prejel podatke. Dolžina tega polja je lahko med 6 in 65535 (8 po 
privzeti vrednosti) simbolov. Dolžini moramo prišteti vrednost 4,25 (glej enačbo 
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3.8). Sprejemnik periodično ponavlja proces detekcije tega polja. Dolžini tega polja 
naj bosta zato na obeh straneh enaki. Iz poglavja o regulacijah vemo, da mora za naš 
primer biti preambula dolga 8 simbolov. Sledi ji sinhronizacijska beseda, ki mora 
imeti vrednost 0 x 34. 
3.5.2  Glava 
Glava (angl. header) je polje, kjer so zapisane določene informacije o 
komunikaciji. Lora tukaj omogoča dva načina. 
Prvi način je eksplicitni način (angl. explicit mode): Ta način je vklopljen po 
privzetem in da informacije o: 
 dolžini uporabnih podatkov (angl. payload length) v oktetih, 
 kodni hitrosti za popravljanje napak (angl. forward error correction 
coding rate) in 
 prisotnost opcijskega 16-bitnega polja za krožno preverjanje 
redundance (angl. Cyclic redundancy check - CRC) za uporabne 
podatke (angl. payload CRC). 
Glava je v tem načinu vedno poslana s CR = 4/8 in ima svoj CRC, ki omogoča 
sprejemniku zavrniti nepravilne glave. V dokumentaciji ni omenjen podatek, da je to 
polje vedno poslano s hitrostjo SF-2. 
 Drugi način je implicitni način (angl. implicit mode). V tem načinu glave ni, 
saj so vrednosti polj payload, CR in CRC znane vnaprej. Če uporabljamo SF = 6, 
lahko uporabimo zgolj ta način. 
3.5.3  Uporabni podatki 
Uporabni podatki (angl. payload) predstavljajo dejanske podatke, ki so lahko 
variabilnih velikosti, kjer je CR tak, kot smo ga nastavili v registrih, oz. kot je 
zapisan v eksplicitni glavi. Polju lahko dodamo opcijski CRC. 
3.6  Čas za prenos paketa 
Iz do sedaj naučene teorije lahko izračunamo čas, ki ga potrebujemo za prenos 
paketa. Čas, ki ga potrebuje preambula, izračunamo po formuli 3.8 
 Tpreambula=(N+4,25)
1
Rs
[s], (3.8) 
pri čemer je N nastavljena dolžina preambule, za Rs pa že vemo, da predstavlja 
simbolno hitrost. 
Število payload simbolov se izračuna po formuli 3.9 
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 M=8+max (ceil [
8PL-4SF+28-16CRC-20IH
4(SF-2DE)
] (CR+4),0) (3.9) 
Pri čemer je: 
 PL: število payload oktetov, 
 SF: razširitveni faktor, 
 IH: označuje prisotnost glave. Če uporabljamo eksplicitni način, ima ta 
oznaka vrednost 1 drugače pa 0, 
 CRC: označuje prisotnost CRC-polja. Če je polje prisotno, ima oznaka 
vrednost 1, drugače pa 0, 
 CR: kodno razmerje, kjer vrednost 1 predstavlja CR=4/5, vrednost 4 pa 
CR=4/8, 
 DE: označuje mehanizem za optimizacijo pri nizkih bitnih hitrostih. Oznaka 
ima vrednost 1, če imamo ta mehanizem vklopljen, sicer je vrednost 0. 
Trajanje podatkov (ang. Payload) se izračuna po formuli 3.10 
 Tpayload=
M
Rs
=M*Tsimbola (3.10) 
Trajanje paketa (ang. ToA – Time on air) se torej izračuna kot: 
 Tpaketa=Tpreambula+Tpayload (3.11) 
Če trajanje paketa traja dlje od časa, kot ga je na razpolago na določenem 
kanalu po regulacijah, se uporablja frekvenčno skakanje razširjenega spektra (angl. 
frequency hopping spread spectrum – FHSS), kjer je signal razširjen preko več 
kanalov. Po katerih kanalih in v kakšnem vrstnem redu se bo signal pošiljal, je 
odvisno od razširitvene kode (angl. spreading code). FHSS oddaja in sprejem se 
vedno začne na kanalu 0, kjer se pošlje preambula in glava. Nato se »skače« med 
preostalimi kanali v sekvenci, dokler se paket v celoti ne pošlje. Za delovanje FHSS 
potrebujemo kanalni števec, prekinitev in podatek o tem, koliko časa se bo pošiljalo 
na določenem kanalu. 
3.7  Čip SX1276 
Ker je v delu uporabljen modul (viden na sliki 3.4) z dotičnim čipom, si 
oglejmo nekaj informacij o njem.  
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Slika 3.4: Modul Lora s čipom SX1276 
Semtechov čip SX1276[17] uporablja tehnologijo, za zagotavljanje 
komunikacije na dolge razdalje in dolge življenjske dobe baterije. Glavne lastnosti 
čipa so: 
 vsebuje Lora modem, 
 168 dB kanalnega proračuna (angl. link budget), 
 izhodna moč vse tja do +20 dBm, 
 programabilna bitna hitrost vse do 300 kbit/s, 
 visoka občutljivost (angl. sensitivity) vse do -148 dBm, 
 IIP3 = -11 dBm, 
 nizka tokovna poraba pri sprejemanju (9,9 mA), 
 FSK, GFSK, MSK, GMSK, OOK in Lora modulacije, 
 detekcija sinhronizacijskih bitov (angl. Preamble), 
 127 dB dinamični razpon RSSI, 
 vgrajen temperaturni senzor in nizkoenergijski indikator, 
 frekvenčni razpon: 137-1020 MHz. 
Nekateri pojmi so bralcu morda manj znani: 
 Kanalni proračun: opisujejo proračun, ki je na voljo na kanalu za 
uspešen sprejem. Vsaka komunikacija ima namreč dobitke (angl. 
Gains) in izgube (angl. Losses) preko kanala. Sem štejemo dobitke 
sprejemne/oddajne antene, izgube zaradi kablov, izgube v zračnem 
mediju itd. 
 Senzitivnost: opisuje minimalno moč sprejetega signala, ki je potrebna 
za zagotovitev ustreznega razmerja med signalom in šumom, pri 
katerem lahko naprava še demodulira sprejeti signal. [16] 
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 IIP3: intermodulacijsko popačenje tretjega reda, ki predstavlja mešalna 
produkta, ki lahko kvarita naš signal. 
Pri Lora modulaciji lahko uporabnik izbere razširitveno modulacijsko pasovno 
širino (angl. spread spectrum modulation bandwith – BW), razširitveni faktor 
(angl. spreading factor – SF) ter stopnjo kodiranja za popravljanje napak (angl. 
coding rate − CR). 
Pri oddajniku SX1276 lahko poteka komunikacija v obe smeri, ampak samo v 
eno smer naenkrat (angl. half-duplex). Radijski signal je najprej ojačan z 
nizkošumnim ojačevalnikom (angl. low noise amplifier – LNA). Signal je na to 
pretvorjen navzdol v sofazno in kvadraturno komponento (angl. in-phase and 
quadrature component) na vmesni frekvenci (angl. intermediate frequency). Sledi 
analogno-digitalna pretvorba, ki ji sledi obdelava signala in demodulacija. Tam se 
nadzira frekvenčna korekcija (angl. automatic frequency correction), detektira se 
sprejeto moč (angl. received signal strenght indicator – RSSI) in izvaja samodejno 
nastavljanje ojačanja (angl. automatic gain control – AGC).[17] 
3.8  SX1276 Digitalni vmesniki 
Čip ponuja tri digitalne vmesnike, in sicer: statične konfiguracijske registre, 
statusne registre in FIFO podatkovni spomin. Do vseh treh dostopamo preko 
serijskega perifernega vmesnika (angl. Serial peripheral interface – SPI). 
3.8.1  SPI vmesnik 
Preko njega dostopamo do digitalnih vmesnikov z uporabo sinhronega polno 
povezavnega (angl. full duplex) protokola. Na razpolago so trije dostopni načini: 
 SINGLE: najprej nastavimo NSS pin na nizko napetost. Nato pošljemo 
naslov, dolg en oktet, na katerega hočemo pisati oz. iz katerega želimo 
brati. Nato v primeru pisanja pošljemo en oktet dolge podatke, v 
primeru pisanja pa jih sprejmemo. Za konec moramo NSS pin nastaviti 
nazaj na visoko vrednost. 
 BURST: kot način SINGLE z razliko, da pišemo oz. beremo več 
oktetov zapored. Naslov se za vsakim bitom interno poveča. NSS pin 
ostane na nizki vrednosti, dokler se ne pošlje zadnji oktet. 
 FIFO: kot način BURST s tem, da naslov kaže na spomin FIFO. 
MOSI in MISO imata veljaven podatek, ko se urni signal (SCK) spremeni navzdol, 
medtem ko veljaven podatek na MOSI-ju čip prebere, ko se SCK spremeni navzgor. 
Prvi bit v naslavljalnem oktetu se imenuje wnr bit in ima vrednost 1, če želimo pisati, 
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in 0, če želimo brati. Ostalih 7 bitov predstavlja naslov. Naslov in podatki se pošljejo 
tako, da se najprej pošlje najpomembnejši bit (angl. most significant bit – MSB). V 
primeru pisanja bomo po MISO-liniji dobili vrednost registra, na katerega pišemo, ki 
jo je register imel pred pisanjem. Primer dostopa do registra vidimo na sliki 3.5. 
 
Slika 3.5: Dostop do registra preko SPI vodila [17] 
3.8.2  Konfiguracijski registri 
Modem Lora se lahko nahaja v različnih stanjih, ki si jih bomo ogledali kasneje 
(glej poglavje 3.9). Te registre lahko beremo v vseh stanjih, na njih pa lahko pišemo 
zgolj v stanju spanja (angl. sleep), v stanju pripravljenosti (angl. standby) ali v stanju 
FSRX. S spreminjanjem vrednosti v njih spreminjamo način delovanja čipa. 
3.8.3  Statusni registri 
Pri sprejemanju dobimo iz njih informacije o stanju. 
3.8.4  podatkovni spomin FIFO 
V njem se nahajajo podatki, ki jih je čip sprejel ali ki jih ima namen poslati. Iz 
njega lahko beremo vedno, razen ko je naprava v stanju spanja. Vanj se pišejo 
podatki, odvisni od zadnje operacije sprejemanja. Za brisanje stare vsebine poskrbi 
sam. Omogoča istočasno shranjevanje tako podatkov namenjenih prenosu (TX) kot 
tistih, ki jih sprejme (RX). Koliko spomina bo namenjeno TX in koliko RX, se izbere 
z nastavljanjem ustreznih registrov. Spomin se izbriše, ko naprava preide v stanje 
spanja. Naslov, kamor želimo začeti shranjevati podatke pri procesu sprejemanja oz. 
shraniti podatke, namenjene prenosu, nastavimo z ustreznima kazalcema. Prav tako 
moramo definirati velikost spomina, ki ga bomo zasedli ob primeru uspešnega 
sprejema. Nastaviti je treba še kazalca, ki označujeta naslov, kjer želimo brati oz. 
pisati. Ta naslov se na to samodejno povečuje.[17] 
3.9  Stanja Lora modema 
Modem se lahko nahaja v naslednjih stanjih: 
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 Spanje (angl. sleep): v tem stanju naprava porabi malo energije. 
Dostopamo lahko samo do konfiguracijskih registrov. Možna je 
menjava med načinom FSK/OOK in načinom Lora. V tem delu 
uporabljamo zgolj način Lora. 
 Stanje pripravljenosti: (angl. standby): v tem stanju se vklopi kristalni 
oscilator in ojačevalniki ter filtri za osnovni pas (angl. baseband 
blocks). Radijski del in fazno sklenjena zanka (angl. phase lock loop – 
PLL) so še vedno izključeni. 
 FSTX: v tem stanju se PLL, izbran za prenos, zaklene in aktivira na 
frekvenci, namenjeni prenosu. Radijski del je ugasnjen. 
 FSRX: v tem stanju se PLL, izbran, za sprejem, zaklene in aktivira na 
frekvenci, namenjeni sprejemu. Radijski del je ugasnjen. 
 TX: v tem stanju se aktivirajo vsi potrebni deli za prenos, vklopi se 
močnostni ojačevalnik, pošlje se paket, na kar se naprava vrne v stanje 
pripravljenosti. 
 RXContinuous: v tem stanju se aktivirajo in ostanejo aktivni vsi 
potrebni deli za sprejem, na kar se sprejeti podatki obdelajo, dokler 
uporabnik ne pošlje zahteve po spremenitvi stanja. 
 RXSingle: v tem stanju se aktivirajo vsi potrebni deli za sprejem. V 
tem stanju naprava ostane, dokler ne sprejme paketa. Na to se vrne v 
stanje Standby. 
 CAD: V tem stanju bo naprava preverila, ali se na določenem kanalu 
nahaja preambula. 
Stanja lahko menjamo s spreminjanjem vrednosti določenega registra.[17] 
3.10  Postopek pri pošiljanju podatkov 
Postopek za prenos si lahko ogledamo na sliki 3.6 
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Slika 3.6: Postopek za prenos 
Ko smo v stanju pripravljenosti, začnemo z inicializacijo prenosa tako, da 
nastavimo ustrezne konfiguracijske registre. Podatke, ki jih želimo poslati, nato 
pošljemo v spomin FIFO. Začetek prenosa se sproži tako, da se naprava premakne v 
stanje TX. Ko se prenos konča, se sproži prekinitev, ki napravo vrne v stanje 
STANDBY. Napravo lahko nato ročno vrnemo v stanje SLEEP ali pa ponovno 
napolnimo spomin FIFO v primeru, da je treba poslati še več paketov.[17] 
3.11  Postopek za sprejem podatkov 
Postopek za sprejem podatkov je razviden na sliki 3.7 
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Slika 3.7: Postopek za sprejem 
Ko sprejemamo, lahko modem deluje v dveh različnih načinih. 
3.11.1  Način z enim sprejemom 
Način z enim sprejemom (ang. single reception operating mode) sprožimo 
tako, da čip spravimo v stanje RXSingle, ko se nahajamo v stanju spanja, standby ali 
pa v stanju FSRX. V tem načinu modem čaka na preambulo znotraj določenega časa, 
ki je nastavljiv. Če preambule ne najde, se generira prekinitev (RxTimeout) in 
naprava gre nazaj v stanje pripravljenosti. Če jo najde, se v primeru, da uporabljamo 
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ekspliciten način (drugače se ta korak preskoči), sprejme glavo, katere veljaven 
sprejem sproži prekinitev. Nato se sprejme uporabne podatke, nakar se sproži 
prekinitev za končan prenos (RxDone), zraven katere se lahko sproži še prekinitev za 
napačen CRC (podatek se bo v vsakem primeru zapisal v spomin FIFO). Po 
prekinitvi za končan prenos bo šla naprava nazaj v stanje pripravljenosti. Ta način 
naj se uporabi zgolj takrat, ko poznamo časovno okno prihoda paketa. Če smo 
uspešno sprejeli veljaven paket, ga lahko preberemo iz spomina FIFO (potreben je 
pravilno nastavljen kazalec, ki kaže, od kod bomo brali – glej poglavje 3.8.4). Če na 
sprejem čaka še več paketov, moramo čip ponovno spraviti v stanje RXSingle za 
ponovitev prej opisanega postopka. Pred vsakim sprejemom moramo paziti na 
spremembo kazalca, ki kaže na naslov, kamor želimo zapisati prebrane podatke. 
3.11.2  Način s ponavljajočim sprejemom 
V način s ponavljajočim se sprejemom (angl. continuous reception operating 
mode – RXCont) lahko preidemo iz stanja spanja ali stanja standby. V tem načinu se 
preverja ponavljajoča se prisotnost preambule na kanalu. Ko jo zazna, ji sledi, dokler 
se paketa ne sprejme, nakar modem spet čaka na novo preambulo. Po sprejemu 
veljavnega CRC znotraj glave se sproži še prekinitev. Naprava ne gre sama po sebi 
nikoli nazaj v standby stanje. Sprejeli se bodo samo paketi s pričakovano dolžino 
preambule, ki je nastavljena na čipu. Spomnimo se, da konfiguracijskih registrov ne 
moremo spreminjati v tem stanju. Za kazalce spomina FIFO mora v tem primeru 
poskrbeti mikrokrmilnik. Pravilno sprejete pakete lahko preberemo iz spomina FIFO. 
3.12  Odkrivanje zasedenosti kanala 
Proces zaznave prisotnosti drugih signalov na kanalu (angl. Channel activity 
detection – CAD), ki se lahko nahajajo pod nivojem šuma, lahko vidimo na sliki 3.8. 
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Slika 3.8: Potek procesa zaznavanja zasedenosti kanala 
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Zasedenost kanala pregledujemo, ko smo v stanju CAD. V tem stanju se 
preveri, ali se na kanalu nahaja preambula. Vse operacije, ki se zgodijo v stanju 
CAD, so: 
 zaklene se fazno sklenjena zanka (PLL), 
 sprejemnik na kanalu sprejme toliko simbolov, kot jih pričakuje za 
preambulo, 
 sprejemnik in PLL se ugasneta, s čimer se začne digitalno procesiranje, 
 naredi se korelacije med sprejetimi simboli in idealno preambulo, 
 nato se sproži prekinitev, ki označuje konec procesa CAD.  Če je bila 
korelacija uspešna, se istočasno sproži še prekinitev, ki oznanja uspešno 
korelacijo, 
 čip gre na to nazaj v stanje Stanby, 
 če je bila korelacija uspešna, lahko počistimo prekinitve in sprožimo 
stanje RXSingle oz. RXContinuous. [17] 
3.13  Podporni elementi SX1276 
Poglejmo si elemente čipa SX1276. 
3.13.1  Napajanje 
Čip vsebuje interni regulator napetosti in ga lahko napajamo s poljubnim 
nizkošumnim napetostnim virom preko ustreznih pinov, pri čemer je priporočena 
uporaba gladilnih kondenzatorjev. Če čipu posredujemo prenizko napetost, se bo 
sprožila ustrezna prekinitev. Priporočena napetost je 3,3 V. Čip, sicer sodeč po 
podatkovnem listu, deluje v razponu od 1,8 in 3,7 V. 
3.13.2  Frekvenčni elementi 
 Kristalni oscilator: uporablja se kot časovna referenca za PLL- 
frekvenčno nastavitev in kot urin signal za digitalno procesiranje. 
Uporabimo lahko tudi zunanjo uro. Čas do končnega vnihanja kristala 
je odvisen od aktivnega vezja, parazitnih kapacitivnosti in induktivnost. 
Ko je signal oscilatorja stabilen, se PLL avtomatično sproži. 
 CLKOUT-izhod: na določen vhodno-izhodnem pinu lahko 
posredujemo frekvenčno referenco. 
 RC-oscilator: namenjen zagotavljanju takta pri nizko energijskih 
stanjih čipa (Sleep). 
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 PLL: lokalni oscilator dobimo iz dveh delnih fazno sklenjenih zank (N-
PLL), ki za referenco uporabljata kristalni oscilator. PLL čipa 
uporabljata 19-bitna modulatorja za zagotavljanja frekvenčne 
resolucije, ki jo izračunamo po formuli 3.12 
 Fresolucija=
Fxosc
219
, (3.12) 
kjer Fxosc predstavlja frekvenco kristalnega oscilatorja (32 MHz). 
Nosilno frekvenco nastavimo preko ustreznega 3 oktete velikega registra. Na voljo 
so trije frekvenčni pasovi, kot je to razvidno iz tabele 3.4 
Ime Frekvenčni limiti Ime produkta 
Pas 1 862–1020 MHz SX1276/77 
Pas 2 410–525 MHz SX1276/77/78 
Pas 3 137–175 MHz SX1276/77/78 
Tabela 3.4: Frekvenčni pasovi  
3.13.3  Elementi za prenos 
 Močnostni ojačevalniki za radijski signal: 
o Za visoke frekvence (od 779 MHz navzgor). Sposoben prinesti 
moč vse tja do +14 dBm do 50-ohmskega bremena. 
o Za nizke frekvence (do 525 MHz). Sposoben prinesti moč vse 
tja do +14 dBm do 50-ohmskega bremena. 
o za celoten frekvenčni spekter, ki ga pokriva Lora. Sposoben 
prinesti moč vse tja do +17 dBm. V primeru, da kanal zasedamo 
samo 1 % celotnega časa (duty cycle = 1 %), se lahko ta moč 
povzpne do +20 dBm. 
 Zaščita za tokovno preobremenitev močnostnih ojačevalnikov. 
3.13.4  Elementi za sprejem 
Opisane bodo zgolj stvari, ki pridejo v poštev pri uporabi modulacije Lora. Na 
sprejemu je pretvorba analognega signala v digitalnega, ki ji sledijo nizkošumni 
ojačevalniki. Vse ostale sprejemne funkcije (filtriranje, demodulacija, nastavitve 
dobitka, sinhronizacija in obdelava paketov) se izvajajo digitalno. Pri sprejemanju se 
lahko meri vrednosti RSSI (prikazuje moč sprejeta signala brez upoštevanja šuma) in 
SNR. Vrednosti RSSI interpretiramo kot: 
 RSSI(dBm)= -157+Rssireg (visoke frekvence oz. V.F.) (3.13) 
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 RSSI(dBm)=-164+Rssireg (nizke frekvence oz. N.F.) (3.14) 
Rssireg vrednost preberemo iz ustreznega registra. 
Modulacija Lora omogoča sprejem paketov, ki se nahajajo pod nivojem šuma. 
V tem primeru uporabimo SNR skupaj z vrednostjo RSSI-paketa (povprečna 
vrednost Rssireg vrednosti) za izračun moči sprejetega signala, ki jo izračunamo po 
naslednjih dveh formulah: 
 Moč Singnala(dBm)=-157+RSSIpaketa+SNR*0.25 (V.F.) (3.15) 
 Moč Singnala(dBm)=-164+RSSIpaketa+SNR*0.25 (N.F.) (3.16) 
Sprejemnik ima tudi vgrajen filter za zmanjševanje šuma in interferenc zunaj 
zaželenega kanala.[17] 
3.13.5  Tokovna poraba 
Lora sx1276 v stanju spanja porabi zgolj 0,2 µA, v stanju pripravljenosti okoli 
1,7 mA, medtem ko je tokovna poraba v stanju sprejemanja in pošiljanja zelo 
odvisna od nastavitve samega modula. Največ razlike seveda naredita večja oddajna 
moč in vklop dodatnih ojačevalnikov. Tokovna poraba v stanju sprejema se tako 
giblje med 10 in 12 mA, medtem ko se poraba v stanju pošiljanja giblje med 20 mA 
in vse tja do 120 mA. Vseeno vidimo, da bo čip Lora imel nizko tokovno porabo ob 
pametni menjavi stanj in uporabi regulacijskih zahtev za pošiljanje podatkov.[17] 
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V tem poglavju je opisan povezovalni sloj (angl. data link layer) komunikacije 
Lora. Na tem sloju so poznani trije različni načini oz. razredi komunikacije, ki jih 
ima lahko končna naprava implementirane: 
 Dvosmerna komunikacija razred A: končna naprava lahko v tem 
razredu komunicira v obe smeri, vendar pakete sprejema samo v 
primeru, če je pred tem kakšnega poslala. Paketi, namenjeni oddaji, se 
pošljejo po potrebi brez ozira na možnost trčenja, na kar se odpreta dve 
kratki sprejemni okni. Razred A spada pod najbolj energijsko varčnega 
in je namenjen uporabi, kjer komuniciranje z napravo ni potrebno, če 
le-ta pred tem ne pošlje ničesar. Ta razred je obvezen za vse naprave 
LoraWAN. 
 Dvosmerna komunikacija z načrtovanimi sprejemnimi okni – razred B: 
Poleg dveh kratkih sprejemnih oken, ki se odpreta takoj po tem, ko 
končna naprava nekaj pošlje, bo naprava sprejemala tudi ob že vnaprej 
določenih časih. Za časovno sinhronizacijo omrežni prehod pošilja 
končni napravi sinhronizacijski signal (angl. beacon). 
 Dvosmerna komunikacija z največ sprejemnimi okni – razred C: 
Končne naprave v tem razredu ima zaprta sprejemna okna samo takrat, 
ko oddaja.[8] 
 
Za svojo zaključno nalogo sem implementiral obvezni razred A. 
4.1  Format okvirja na povezovalnem sloju 
V tem poglavju sta pojasnjena pomen in uporaba posameznih polj okvirja 
povezovalnega sloja. Za podrobno strukturo podatkov pa se je vseeno najbolje 
dodatno obrniti še na uradno dokumentacijo za LoraWAN [10]. Celoten format 
sporočila je razviden na sliki 4.1. 
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Slika 4.1: Format LoraWAN sporočila [10] 
Uporabnim podatkom so dodane glave (angl. headers) ter repi (angl. tails). 
MACpayloadu je tako npr. dodana glava MHDR in rep MIC. 
Opomba: določene strukture v nadaljevanju vsebujejo polja, ki so rezervirana 
za prihodnjo uporabo (angl. reserved for future usage – RFU). Vrednosti teh polj so 
po privzetem nastavljene na nič [10]. Prav tako bo bralec morda opazil, da so na 
nekaterih mestih omenjene spremenljivke, ki so zapisane z velikimi tiskanimi črkami 
(npr. ADR_ACK_CNT). Priporočljive nastavitve teh spremenljivk se nahajajo v 
poglavju o regulacijah (4.8). 
Smiselno se mi zdi, da začnemo z opisovanjem formata od zgoraj navzdol in se 
počasi premikamo proti celotno sestavljenemu paketu. Sestavljena vsebina na 
povezovalnem sloju (PHYPayload) je na koncu enkapsulirana v format sporočila za 
fizični sloj. 
4.2  FHDR 
FHDR vsebuje naslov končne naprave (DevAddr), kontrolni oktet (FCtrl), 
števec okvirjev (FCnt) in nastavitveni okvir (FOpts). Polje FHDR je razvidno na sliki 
4.2. 
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Slika 4.2: Polje FHDR [10] 
Pomen posameznih polj je naslednji. 
4.2.1  Fctrl 
Fctrl polje si lahko bolj podrobno ogledamo na sliki 4.3 
 
Slika 4.3: Fctrl polje [10] 
FOptsLen sporoča dolžino okvirja FOpts znotraj polja FHDR. ClassB polje se 
uporablja zgolj v primeru delovanja v razredu B, ki je v našem primeru posledično 
nastavljen na vrednost 0. Opazimo pa še polje ADR, s katerim lahko vklopimo 
mehanizem, ki prilagodi podatkovni prenos na podlagi radijskih razmer (ang. 
adaptive data rate – ADR). 
ADR je pametno vklopiti, če se radijsko slabljenje ne spreminja hitro in 
pogosto ter če se naprava nahaja na statični lokaciji. V nasprotnem primeru ga 
izklopimo. Z njim lahko podaljšamo življenjsko dobo baterije in dobimo 
optimalnejše podatkovne prenose. Če je ADR vklopljen, bo omrežje nadziralo 
podatkovni prenos preko ustreznih MAC-ukazov. Za svojo zaključno nalogo sem 
uporabil omrežje TTN, ki odločitev o idealnem podatkovnem prenosu sprejeme na 
podlagi zadnjih 20 sporočil, ki jih prejme od naprave od trenutka, ko je bit ADR 
vklopljen. Meritve vsebujejo razmerje med signalom ter šumom (SNR), število 
prehodov, ki je prejelo sporočilo ter seveda števec okvirjev. Od vsake meritve se 
izloči najboljše razmerje SNR od vseh prehodov ter se izračuna maržo (angl. 
margin). Marža je preprosto prejeti SNR, ki se mu odšteje zahtevani SNR, pri 
katerem je mogoče podatek še demodulirati pri znani podatkovni hitrosti. Uporablja 
se jo pri izbiri podatkovne hitrosti ter prenosne moči. [9] Ko omrežje spremeni 
podatkovni prenos končni napravi, mora le ta preveriti, da omrežje še vedno prejema 
podatke. V ta namen se uporabljajo števci okvirjev in potrditvena polja (angl. 
acknowledge – ACK). Po vsakem poslanem paketu se poveča števec shranjen v 
spremenljivki ADR_ACK_CNT. Ko ta števec preseže limit, nastavljen v 
spremenljivki ADR_ACK_LIMIT, ne da bi prejel kakšen odgovor, bo naprava 
nastavila bit ADRACKReq, ki zahteva ADR-potrditev. Odgovor mora priti po 
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številu okvirjev nastavljenih v spremenljivki ADR_ACK_DELAY. Če odgovora od 
omrežja še vedno ni, ko število poslanih okvirjev preseže vrednost 
ADR_ACK_LIMIT + ADR_ACK_DELAY, bo naprava zmanjšala hitrost in sprejem 
spet preverila. V primeru odgovora se števec ADR_ACK_CNT resetira. Bit ACK se 
nastavi v primeru sprejema potrditvenega sporočila (angl. confirmed data mesage). 
4.2.2  FCnt 
To polje ima dva števca okvirjev. En šteje okvirje v smeri proti prehodu 
(FCntUp), drugi pa v smeri k končni napravi (FCntDown). Naprave s števci 
ugotavljajo, ali je bilo pri komunikaciji morda izgubljenih preveč paketov. Števec se 
ne poveča v primeru ponovnih prenosov istih paketov. Če naprava sprejme paket z 
nižjim števcem, kot ga je dobila v preteklosti, se paket zavrže. Naprava mora prav 
tako zagotoviti, da je razlika med zadnje znanim števcev in trenutno sprejetim 
manjša od vrednosti, ki je nastavljena v spremenljivki MAX_FCNT_GAP. 
4.2.3  FOpts 
Polje je namenjeno prenosu MAC-ukazov z natovarjanjem (angl. 
piggybacking) na podatkovne okvirje. Dolžina polja je lahko največ 15 oktetov. Če 
prenašamo ukaze znotraj FOpts (FOptsLen ni enak 0), mora biti FPport polje 
manjkajoče ali imeti vrednost različno od nič. 
4.2.4  DevAddr 
Je 32-bitna številka, ki identificira končno napravo znotraj trenutnega omrežja 
in jo določi omrežni strežnik. DevAddr je sestavljen iz polja NwkID (namenjen 
prepoznavi strežnika, ki trenutno skrbi za napravo) in pa NwkAddr, ki ga svobodno 
določi omrežni administrator. 
4.3  MACPayload 
 
Kot je razvidno iz slike 4.4, je FHDR en del sporočila MACPayload. Da ga 
ustrezno sestavimo, mu moramo dodati še Fport in FRMPayload. Sporočilo 
MACPayload je razvidno iz slike 4.4 
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Slika 4.4: MACPayload [10] 
 
4.3.1  FPort 
Polje MACPayload FPort mora biti prisotno, če se želi prenašati podatke. 
Lahko pa se zgodi, da tudi MAC ukaze pošiljamo kar znotraj FRMPayloada 
(namesto znotraj polja FOpts). V tem primeru mora biti FPort enak nič. FPort je 
velik en oktet. Določene vrednosti so namenjene aplikacijam, nekatere za testiranje 
LoraWAN MAC protokola, nekatere pa so rezervirane za prihodnost. [10] V svojem 
delu sem Fport vrednost nastavil na 1, ki je rezervirana za aplikacije. 
4.3.2  FRMPayload 
To polje je namenjeno prenosu uporabnih podatkov in mora biti šifrirano z 
uporabo AES128 šifriranje (IEEE 802.15.4 Annex B). Ključ je odvisen od vrednosti 
Fport. Če je ta vrednost 0 se za ključ uporabi NwkSKey drugače pa AppSKey 
(pomen in opis ključev bo opisan kasneje). Natančen opis poteka šifriranja je 
preširok za to delo in je natančno opisan v dokumentacijah IEEE ter LoraWAN[11, 
10]. Implementacija algoritma v programskem jeziku C je priložena v dodatku. 
Opazimo, da lahko prenašamo največ N oktetov aplikacijskih podatkov (N je 
regijsko odvisen – glej poglavje o regijskih zahtevah 4.8). Veljati mora pogoj, podan 
z enačbo (4.1) 
 N≤M-1-FHDR, (4.1) 
kjer M označuje največjo dolžino  MACPayload-a, ki je regijsko specifičen. 
4.4  PHYPayload 
Iz slike 4.1 je razvidno, da moramo za sestavo paketa PHYPayload, 
MACPayload-u dodati glavo (ang. head) MHDR in rep (ang. tail) MIC. 
4.4.1  MHDR 
MHDR je dolg en oktet in določi tip sporočila (MType biti) ter različico, ki 
pove, kateri LoraWAN specifikaciji okvir pripada (Major biti). Polje MHDR lahko 
vidimo na sliki 4.5 
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Slika 4.5: MHDR polje [10] 
 
Za tip sporočila so na voljo trije biti v enem oktetu. Tipi, ki so na voljo, so 
razvidni iz tabele 4.1 
MType Opis 
000 Zahteva za pridružitev (angl. Join request) 
001 Potrditev pridružitve (angl. Join accept) 
010 Nepotrjeni podatki navzgor (angl. Unconfirmed 
data up) 
011 Nepotrjeni podatki navzdol (angl. Unconfirmed 
data down) 
100 Potrjeni podatki navzgor (angl. Confirmed data 
up) 
101 Potrjeni podatki navzdol (angl. Confirmed data 
down) 
110 Za prihodnjo uporabo (RFU) 
111 Lastniško (angl. Proprietary) 
Tabela 4.1: MHDR-tipi 
»Join request« ter »Join Accept« sta namenjeni aktivaciji naprave, medtem ko 
so ostali tipi namenjeni pošiljanju podatkov, kamor spadajo aplikacijski podatki in 
MAC ukazi (slednje je opisano v poglavju 4.2). Sporočila, ki jih imenujemo potrjena 
(angl. confirmed), pričakujejo po prenosu potrditev od sprejemnika. Lastniški tip 
sporočila za to delo ni pomemben. Na tem mestu naj omenim tudi, da ko govorimo o 
podatkih v smeri navzgor, je mišljena smer od končne naprave do omrežja, medtem 
ko smer navzdol pomeni iz strani omrežja k končni napravi. 
Različica specificira format sporočil, ki se izmenjajo pri aktivaciji naprave ter 
prve štiri oktete polja MACPayload. Trenutno je na voljo samo en format, ki ga 
nastavimo tako, da postavimo vse Major bite na 0 [10]. 
4.4.2  Sporočilna integritetna koda (MIC) 
Sporočilna integritetna koda (angl. message Integrity Code – MIC) se izračuna 
skozi polja znotraj MACPayloada, ki jim dodamo še polje MHDR. MIC se izračuna, 
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kot je to navedeno v specifikaciji RFC4493. Za izračun moramo definirati dodaten 
blok podatkov, ki je različen v odvisnosti od smeri prenosa. Natančen opis poteka 
šifriranja je opisan v dokumentaciji LoraWAN in dokumentu RFC4493 [10, 12]. 
Implementacija algoritma v programskem jeziku C je priložena v dodatku. 
4.5  MAC-ukazi 
To so ukazi, ki so namenjeni omrežni administraciji. Kot smo že spoznali, jih 
lahko prenašamo v FOpt polju, ki ga natovarjamo (angl. piggybacking) 
FRMPPayloadu ali pa v ločenem okvirju kar znotraj FRMPayload polja. MAC ukazi, 
poslani znotraj FRMPayloada, morajo biti šifrirani. Zagotoviti je treba, da se 
odgovori na ukaze pošiljajo v sekvenčnem vrstnem redu, tako kot so bili prejeti ter, 
da odgovorimo s tolikšnim številom okvirjev, kot smo jih prejeli. Vsak MAC ukaz je 
sestavljen iz en oktet dolge ukazne identitete (angl. command identifier – CID), ki ji 
sledi sekvenca oktetov specifična za vsak ukaz posebej. V tem delu navajam zgolj 
kratek opis posameznega MAC-ukaza. Za podrobno sestavo in opis posameznega 
ukaza bralcu svetujem, da se obrne na uradno dokumentacijo LoraWAN [10]. Število 
MAC ukazov se z novejšimi verzijami povečuje. Trenutni MAC ukazi so razvidni iz 
tabele 4.2. 
CID Ukaz Poslan od 
končne 
naprave 
Poslan od 
privzetega 
prehoda 
Kratek opis ukaza 
0x02 LinkCheckReq DA / Za preverjanje povezljivosti z omrežjem. 
0x02 LinkCheckAns / DA Vsebuje informacije o kakovosti sprejema 
(angl. link margin). 
0x03 LinkADRReq / DA Napravo prosi, da spremeni podatkovni 
prenos, izhodno moč, kanal. 
0x03 LinkADRAns DA / Potrditev LinkRateReq ukaza. 
0x04 DutyCycleReq / DA Nastavi največji delovni cikel naprave 
(angl. duty cycle). 
0x04 DutyCycleAns DA / Potrdi ukaz DutyCycleReq. 
0x05 RXParamSetupReq / DA Nastavi parametre sprejemnih oken. 
0x05 RXParamSetupAns DA / Potrdi ukaz RXSetupReq. 
0x06 DevStatusReq / DA Zahtevek po stanju naprave. 
0x06 DevStatusAns DA / Vrne stanje naprave. 
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0x07 NewChannelReq / DA Spremeni definicijo radijskega kanala. 
0x07 NewChannelAns DA / Potrdi ukaz NewChannelReq. 
0x08 RXTimingSetupReq / DA Nastavitev časovnikov sprejemnih oken. 
0x08 RXTimingSetupAns DA / Potrdi ukaz RXTimingSetupReq. 
0x09 TXParamSetupReq / DA Nastavitev časa zadrževanja in 
maksimalnega EIRP (glej regulacije). 
0x09 TXParamSetupAns DA / Potrditev ukaza TXParamSetupReq. 
0x0A DIChannelReq / DA Za modifikacijo sprejemnega radijskega 
kanala. 
0x0A DIChannelAns DA / Potrditev ukaza DIChannelReq. 
0x0B 
do 
0x0C 
Rezervirano za 
prihodnost 
Rezervirano 
za 
prihodnost 
Rezervirano 
za 
prihodnost 
Rezervirano za prihodnost. 
0x0D DeviceTimeReq DA / Zahtevek po trenutnem datumu in času. 
0x0D DeviceTimeAns / DA Odgovor na ukaz DeviceTimeReq. 
0x0E 
do 
0x7F 
Rezervirano za 
prihodnost 
Rezervirano 
za 
prihodnost 
Rezervirano 
za 
prihodnost 
Rezervirano za prihodnost. 
0x80 
do 
0xFF 
Lastniško (angl. 
proprietary) 
/ / Lastniško (angl. proprietary). 
Tabela 4.2: MAC-ukazi 
4.6  Vključitev končne naprave v omrežje 
Pred aktivacijo (angl. join procedure) naprave je treba nastaviti in shraniti 
naslednje podatke: 
 DevEUI: unikatna številka, ki jo omrežni strežnik uporablja za 
prepoznavo končnih naprav, ki prehajajo med večjim številom omrežji 
(angl. roaming). Pri metodi OTAA mora biti le-ta obvezno shranjena na 
končni napravi, medtem ko je za metodo ABP to zgolj priporočljivo. 
Metodi OTAA in ABP sta opisani malenkost kasneje (4.6.1). 
 AppKey: AES-128 ključ, specifičen za vsako končno napravo. Pri 
LoraWan 1.0 se AppKey uporablja pri metodi OTAA za pridobitev 
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sejnih ključev NwkSkey in AppSkey, ki sta namenjena šifriranju in 
verifikaciji podatkov. 
 AppEUI: Unikatna številka za identifikacijo naprave, ki procesira 
JoinReq okvirje. 
V času pisanja tega dela je TTN podpiral zgolj LoraWan 1.0. V svojem delu 
sem tako uporabljal najnovejšo podprto različico, in sicer 1.0.3. Postopek po 
aktivaciji bo zato opisan zgolj za to verzijo. Pri LoraWan 1.1 so dodani dodatni sejni 
ključi, s čimer izboljšamo varnost. Prav tako so določeni naslovi spremenjeni glede 
na prejšnjo verzijo. Bralca naprošam, da se obrne na uradno dokumentacijo 
LoraWAN 1.1, če ga ta aktivacija zanima [10, 13]. 
Po aktivaciji LoraWan 1.0 naprave je treba shraniti: 
 DevAddr: 32-bitna številka, ki identificira končno napravo znotraj 
trenutnega omrežja in jo določi omrežni strežnik. DevAddr je sestavljen 
iz polja NwkID (namenjen prepoznavi strežnika, ki trenutno skrbi za 
napravo) in pa NwkAddr, ki ga svobodno določi omrežni administrator. 
 NwkSKey: sejni ključ (uporabljata ga tako končna naprava kot tudi 
strežnik) za izračun in preverjanje integritete MIC polja. Če pošiljamo 
zgolj MAC-ukaze, se ta ključ uporablja pri šifriranju uporabnih 
podatkov takega sporočila, kjer se te ukazi nahajajo. 
 AppSKey: aplikacijskih sejni ključ, specifičen za vsako končno 
napravo. Uporabljata ga končna naprava ter aplikacijski strežnik za 
šifriranje uporabnih podatkov v sporočilih namenjenim aplikaciji. 
 
Pri povezovanju z omrežjem sta na voljo dve metodi: 
4.6.1  Metoda 1: Aktiviranje po zraku 
Metoda imenovana aktiviranje po zraku (angl. Over the air activation – OTAA) 
je bolj priporočljiva in bolj varna metoda od druge možne. Tukaj je obvezen 
povezovalni postopek, s katerim se generira dinamični DevAddr in kjer se končna 
naprava ter omrežje zmenita za ustrezne varnostne ključe. Kot že omenjeno, mora 
naprava, preden se poizkuša povezati na omrežje pri uporabi LoraWan 1.0, imeti 
naslednje informacije: DevEUI, AppKey ter AppEUI. Pri tej metodi si bosta naprava 
in strežnik izmenjali sporočili Join-request in Join-Accept. 
Join-request sporočilo vsebuje AppEUI (8 oktetov), DevEUI (8 oktetov) ter 
naključno številko DevNonce (2 okteta). Strežnik si številko DevNonce zapolni in jo 
uporablja kot varnostni mehanizem v primerih napadov s ponavljanjem (angl. replay 
attacks). Sporočilu je seveda potrebno dodati MHDR-glavo in izračunati polje MIC. 
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Sporočilo lahko pošljemo s katero koli podatkovno hitrostjo in na kanalu, ki sledi 
naključnim frekvenčnim skokom skozi razpoložljive kanale (angl. random frequency 
hopping). Join-request sporočilo je razvidno iz slike 4.6 
 
Slika 4.6: Join-request sporočilo [10] 
Join Accept sporočilo je šifrirano s ključem AppKey. Strežnik mora paket 
posredovati na kanalu in z bitno hitrostjo, ki je predpisana v dokumentu za regijske 
specifikacije. Sporočilo vsebuje podatke: 
 AppNonce (3 oktete): številka, iz katere končna naprava izračuna sejna 
ključa NwkSKey in AppSkey. (Za formulo za izračun sejnih ključev in 
izračun MIC polja Join-accept polja naj se bralec obrne na uradno 
LoraWAN dokumentacijo [10].) 
 NetID (3 oktete): omrežna identifikacija. Sosednja omrežja morajo 
imeti to številko različno med seboj. 
 DevAddr (4 oktete). 
 DLSettings (1 oktet): nastavi odstopanje med bitno hitrostjo v smeri 
proti končni napravi in tisto proti strežniku. 
 RxDelay (1 oktet): zakasnitev med prenosom in sprejemom. 
 CFList (16 oktetov): opcijski seznam frekvenčnih kanalov. 
Join-accept sporočilo je razvidno iz slike 4.7 
 
Slika 4.7: Join-accept sporočilo [10] 
 
 
Grafični potek metode aktiviranje po zraku si lahko ogledamo na sliki 4.8. 
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Slika 4.8: Aktiviranje po zraku 
Iz slike so razvidni podatki, ki morajo biti na obeh straneh predhodno 
shranjeni. Končna naprava mora nato ustrezno sestaviti paket Join-request in ga 
posredovati omrežnemu strežniku. Omrežni strežnik na sprejemni strani avtenticira 
napravo v primeru, da se izračunano polje MIC ujema s poslanim. Nato naredi 
preslikavo med DevEUI v Devaddr in generira prej opisano sporočilo Join-accept. 
Obe strani imata sedaj vse potrebne podatke za izračun ključev NwkSKey in 
AppSKey. Ključ NwkSkey se uporablja za zagotavljanje integritete sporočil, ključ 
AppSKey pa za kriptografijo. Bralec bo morda opazil, da se preverjanje integritete 
dogaja samo do omrežnega strežnika. V tem primeru bi omrežni strežnik pri 
posredovanju sporočil do aplikacijskega strežnika naše sporočilo seveda lahko 
spremenil in s tem uničil integriteto, ampak se TTN omrežni strežnik tretira kot 
zaupanja vreden in se nam za taka naključja ni treba bati. 
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4.6.2  Metoda 2: Aktiviranje s personalizacijo 
Pri metodi aktiviranje s personalizacijo (angl. Activation by personalization - 
ABP) na napravo ročno vnesemo DevAddr in varnostne ključe (NwkSKey in 
AppSKey). Metoda je enostavnejša, vendar manj varna, saj preskočimo povezovalni 
postopek (angl. join request – join accept procedure). V ta namen moramo poskrbeti, 
da naših ključev zlonamerno ne uporablja nihče drug. Vsaka naprava mora imeti 
unikaten NwkSKey in AppSKey. [10] Ključe in naslove dobimo na TTN-spletni 
strani, ko svojo napravo tam registriramo (če uporabljamo OTAA-metodo, bomo na 
tem mestu dobili zgolj Device EUI, Application EUI in App Key. Ostalo se izračuna 
s prej opisanim sejnim postopkom). Primer podatkov, ki jih dobimo za ABP, vidimo 
na sliki 4.9. 
 
Slika 4.9: Podatki za ABP-metodo 
4.7  Sprejemna okna 
Vsakič, ko pošljemo podatke, mora naša naprava odpreti dve sprejemni okni, 
kot je to razvidno na sliki 4.10. 
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Slika 4.10: Sprejemna okna [10] 
Prvo časovno okno uporablja isti kanal kot prejšnji prenos in podatkovno 
hitrost, ki je funkcija podatkovne hitrosti, ki jo je naprava uporabljala za prenos k 
omrežju. Po oddaji se prvo časovno okno odpre po času, ki je nastavljen v 
spremenljivki RECEIVE_DELAY1. 
Drugo časovno okno uporablja fiksno nastavljivo frekvenco in podatkovno 
hitrost. Odpre se, ko preteče čas, nastavljen v parametru RECEIVE_DELAY2 po 
uspešni oddaji.  
Sprejemno okno mora biti dolgo vsaj toliko, da lahko končna naprava prepozna 
preambulo (z njo se bomo srečali v poglavju 3.5). V primeru, da naprava zazna 
preambulo in uspešno opravi demodulacijo v prvem časovnem oknu ter sprejme 
okvir, se drugo časovno okno ne bo odprlo. Končna naprava ne sme poslati 
naslednjega paketa, dokler ne sprejme paketa v prvem/drugem časovnem okvirju oz. 
dokler se drugo časovno okno ne zapre. [10] 
4.8  Regulacije za Evropo 
Vsaka Lora naprava mora upoštevati določena pravila in regulacije, ki se 
vežejo na regionalne parametre. V Sloveniji se za Loro uporabljata frekvenčna 
pasova 433Mhz ter 863−870 MHz. V delu je bil uporabljen slednji, za katera veljajo 
naslednje zahteve: 
4.8.1  Vrednost preambule 
Za opis pomena preambule glej poglavje 3.5. Na tem mestu omenimo zgolj, da 
mora biti dolžina preambule enaka 8 simbolov in da mora biti sinhronizacijska 
beseda (angl. sync word) enaka 0 x 34. 
4.8.2  Frekvenca kanalov 
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Omrežni administrator lahko po lastni volji dodeljuje kanale. Vsaka naprava pa 
mora vseeno nujno delovati na treh privzetih kanalih s pasovnimi širinami 125 kHz: 
 868,10 MHz, 
 868,30 MHz, 
 868,50 MHz. 
Vsaka naprava naj bi sicer bila zmožna delovati na skupaj 16 kanalov. Delovni 
cikel mora biti manjši od 1 % na dan. Omrežje TTN to regulacijo še bolj zaostri. Na 
njihovo omrežje lahko pošiljamo največ 30 s na dan na napravo in sprejmemo največ 
10 sporočil iz strani omrežja. [14, 15] 
4.8.3  Podatkovna hitrost in izhodna moč naprave 
Za podatkovne hitrosti so na voljo nastavitve razvidne iz tabele 4.3 
 Podatkovna hitrost Konfiguracija Okvirna bitna hitrost [bit/s] 
0 SF12/125 kHz 250 
1 SF11/125 kHz 440 
2 SF10/125 kHz 980 
3 SF9/125 kHz 1760 
4 SF8/125 kHz 3125 
5 SF7/125 kHz 5470 
6 SF7/250 kHz 11000 
Tabela 4.3: Tabela podatkovnih hitrosti 
Pri izhodni moči napravi se pojavi izraz ekvivalentna izotropna izsevana moč 
(angl. equivalent isotropic radiated power – EIRP), ki predstavlja izsevano moč glede 
na izotropno anteno. Torej koliko moči bi morala izsevati izotropna antena, da bi 
zagotovila enako močan signal, kot antena, ki jo uporabljamo. Za izhodno moč so na 
voljo nastavitve razvidne iz tabele 4.4, kjer po privzetem najvišji EIRP predstavlja 16 
dBm [15]. 
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Izhodna moč EIRP 
0 Najvišji EIRP (16 dBm) 
1 16 dBm–2 dB 
2 16 dBm–4 dB 
3 16 dBm–6 dB 
4 16 dBm–8 dB 
5 16 dBm–10 dB 
6 16 dBm–12 dB 
Tabela 4.4: Izhodne moči 
4.8.4  Maksimalna dolžina uporabnih podatkov 
Treba je paziti na največjo velikost okvirja MACPayload (M) in na največjo 
velikost aplikacijskih podatkov (N). N je podan v primeru, da polja FOpt ne 
uporabljamo. Največje dovoljene velikosti spremenljivk M in N v odvisnosti od 
podatkovne hitrosti (glej tabelo 4.3) so razvidne v tabeli 4.5. [15] 
Podatkovna hitrost M N 
0 59 51 
1 59 51 
2 59 51 
3 123 115 
4 230 222 
5 230 222 
6 230 222 
Tabela 4.5: Maksimalne dolžine uporabnih podatkov 
4.8.5  Priporočljive nastavitve parametrov 
V prejšnjih poglavjih smo omenili vrednosti oz. spremenljivke z določenimi 
imeni. Priporočene vrednosti teh spremenljivk so razvidne v tabeli 4.6 
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Ime spremenljivke Vrednost 
RECEIVE_DELAY1 1 s 
RECEIVE_DELAY1 2 s 
JOIN_ACCEPT_DELAY1 5 s 
JOIN_ACCEPT_DELAY2 6 s 
MAX_FCNT_GAP 16384 
ADR_ACK_LIMIT 64 
ADR_ACK_DELAY 32 
Tabela 4.6: Priporočljive nastavitve nekaterih parametrov[15] 
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TTN-omrežje se širi s prehodi, ki jih širom sveta postavljajo lastniki omrežja 
ali posamezniki, ki jim je to v interesu. 
Široko gledano je Lora omrežje sestavljeno iz naslednjih elementov: 
 Končne naprave: naprave uporabnikov, kjer se dogaja zaznava in zajem 
podatkov s pomočjo senzorjev, ki jih v določeni meri tudi obdelamo. Po 
navadi se nahajajo na oddaljenih lokacijah. Podrobnejše informacije o 
končnih napravah se nahajajo v preostalih poglavjih, saj je ta del, glavni 
namen zaključne naloge. 
 Omrežni prehod Lora: namen prehoda je sprejeti podatke od končnih 
naprav in jih posredovati jedrnemu omrežju. V našem primeru torej 
naredi most med napravo ter omrežjem TTN. Komunikacija med 
končnimi napravami in prehodom poteka preko brezžične komunikacije 
po Lora radijskem standardu, medtem ko komunikacija med prehodom 
ter jedrnim omrežjem poteka po standardu TCP/IP. 
 Omrežni strežnik Lora: namenjen usmerjanju podatkov med napravami 
in aplikacijami. Upravlja stanje prehoda, skrbi za razporejanje 
prenosov, izniči podvojene pakete in podobno. 
 Aplikacijski strežnik: namenjen zbiranju in obdelavi podatkov naših 
končnih naprav. 
Vsa komunikacija je šifrirana z uporabo šifrirnega algoritma AES. [3] 
Struktura omrežja je razvidna na sliki 5.1. 
42 5  Arhitektura omrežja The things network 
 
 
Slika 5.1: LoraWAN arhitektura [29] 
5.1  LoraWAN omrežni prehodi 
Omrežni prehod naredi most med končnimi napravami in jedrnim omrežjem. V 
ta namen mora vsebovati in obdelati Lora radijsko komunikacijo na eni strani ter 
internetno komunikacijo, ki poteka po protokolu TCP/IP, na drugi strani. Za 
posredovanje paketov mora seveda biti sposoben obdelati tudi celoten Lora 
protokolni sklad – torej enkapsulirati/dekapsulirati fizični in povezovalni Lora sloj. V 
Evropi se za LoraWan večinoma uporablja nelicenčni frekvenčni prostor 868−870 
MHz. To pomeni, da je mogoče brez uporabe plačevanja licenčnine za uporabo 
frekvenc postaviti svoj prehod. Prehod mora poslušati na osmih paralelnih kanalih in 
je zmožen streči več sto končnim napravam zaradi strogih zahtev glede 
obratovalnega cikla (angl. duty cycle), ki pove, koliko časa bo določen vir zaseden. 
Sprejete binarne podatke posreduje jedrnemu omrežju skupaj z nekaterimi ostalimi 
podatki, kot so moč signala (angl. Received signal strength indicator – RSSI), 
razmerje med signalom in šumom (angl. signal to noise ratio – SNR) ter GPS 
koordinate prehoda [4]. SNR pove razmerje med močjo sprejetega signala ter močjo 
šuma. Merimo ga v decibelih (dB). RSSI po drugi strani pove moč sprejetega 
signala, ki ga po navadi merimo v enoti dBm, kar pomeni, da smo za referenco vzeli 
moč 1 mW. Z drugimi besedami povedano, RSSI predstavlja, kako dobro sprejemnik 
sliši oddajnik [5]. 
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5.2  Omrežje The things network 
Omrežje The Things Network (TTN) je bilo financirano s strani uporabnikov, 
ki so v ideji po zgraditvi takega omrežja videli potencial in tako nakazovali denar 
ekipi, ki je idejo objavila na priljubljeni strani kickstarter in jo kasneje z dovolj 
finančnimi sredstvi tudi manifestirala v realnost [6]. 
Uporablja tehnologijo LoraWAN in je namenjen vsakemu, ki želi s pomočjo 
dotične tehnologije izdelati in povezati v internet določen produkt interneta stvari. V 
omrežje se lahko povezujejo naprave, ki omogočajo napredek na področjih pametnih 
zgradb, agrikulture, transporta, zdravja in drugje. Vsi podatki do omrežja so šifrirani. 
Omrežje je zgrajeno na decentraliziran način. Dolžnost omrežja je, da usmerja 
podatke med končnimi napravami in aplikacijami. Elementi omrežja so razvidni na 
sliki 5.2. 
 
Slika 5.2: Elementi omrežja The things network [30] 
Končne naprave pošljejo svoje podatke, ki jih sprejme eden ali več omrežnih 
prehodov. Prehodi posredujejo podatke naprej na usmerjevalnik (angl. router), ki 
skrbi za status omrežnega prehoda, regijske zahteve in za razporejanje podatkovnih 
prenosov. Usmerjevalniki so nato dalje povezani na posrednike (angl. brokers). 
Njihova naloga je posredovati podatke, ki so prišli od končne naprave, pravilnemu 
vodniku in v obratni smeri pravilnemu usmerjevalniku. V ta namen obdeluje naslove 
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naprav, ki jih tudi pošilja ostalim elementom omrežja. Na kratko spoznajmo še ostale 
elemente omrežja, ki jih vidimo na sliki 5.2. 
5.2.1  Omrežni strežnik 
Omrežni strežnik (angl. network server) izvaja funkcionalnosti, specifične za 
tehnologijo LoraWAN. Skrbi za stanje vseh individualnih naprav v omrežju. 
Shranjuje informacije o potencialno ponavljajočih se naslovih naprav in o njihovih 
varnostnih ključih. Ta dva podatka se na zahtevo pošljeta posredniku, s katerima 
lahko izračuna vrednost za natančno določitev individualne naprave. Preden 
posrednik posreduje paket vodniku, bo strežnik tudi shranil predloge prejetih sporočil 
(števce, sporočilne tipe, opcijske zastavice) tako, da je vodniku kasneje potrebno 
dodati zgolj še uporabne podatke (angl. payload). [3] 
5.2.2  Vodnik 
Vodnik (angl. handler) izvaja operacije nad aplikacijskimi podatki in jih 
posreduje ustrezni aplikaciji. V ta namen je povezan na posrednika, kjer registrira 
aplikacijo in končno napravo. To je tudi točka, kjer se izvaja šifriranje/dešifriranje. 
Vodnik je po dešifriranju sposoben narediti transformacijo uporabnih binarnih 
podatkov v format, ki ga aplikacija brez težav razume (npr. v JSON objekt). [3] 
5.2.3  Raziskovalec 
Raziskovalec (angl. discovery) elementom omrežja sporoča, kam naj 
posredujejo podatke. [3] 
5.2.4  Mostiči 
Mostiči (angl. bridges) naredijo preslikavo med specifičnim protokolom 
proizvajalca v protokol, ki ga uporablja TTN v jedru. Omrežni prehodi so namreč 
lahko od različnih proizvajalcev. [3] 
5.3  Prijava naprave v omrežje TTN 
Če želimo izdelano napravo prijaviti v omrežje TTN, moramo na njihovi 
spletni strani ustvariti uporabniški račun z elektronskim računom in geslom. Tam 
dodamo aplikacijo, ki ji določimo unikatni ID, jo na kratko opišemo in ji izberemo 
primernega vodnika za našo regijo. Ko je naprava registrirana, dobimo vse potrebne 
ključe, odvisno od metode povezovanja (ABP ali OTAA). Primer dodajanja nove 
aplikacije vidimo na sliki 5.3 
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Slika 5.3: Prijava nove naprave v omrežje TTN 
Ko imamo napravo registrirano, moramo uporabiti v prejšnjih poglavjih 
naučene postopke uspešnega pošiljanja podatkov v omrežje, 
Uspešno poslane podatke si lahko ogledamo na spletni strani, kjer smo 
registrirali našo napravo pod zavihkom Data. Primer podatkov vidimo na sliki 5.4. 
 
Slika 5.4: Naši podatki na omrežju TTN 
5.4  Integracije 
Omrežje TTN ponuja različne integracije, ki predstavljajo lahke metode 
povezovanja oz. posredovanja naših podatkov iz omrežja do aplikacije ali končne 
točke (npr. http strežnika). Najbolj priljubljene integracije so podatkovna integracija 
(angl. Storage integration) za shranjevanje naših podatkov v bazo, Cayenne za hitro 
oblikovanje in prikazovanje storitev IoT ter integracija HTTP za pošiljanje naših 
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podatkov na oddaljen strežnik HTTP. Seznam ostalih integracij, ki se skozi čas tudi 
dopolnjuje, si lahko bralec po potrebi ogleda na spletni omrežja TTN. Za svoj projekt 
sem uporabil integracijo HTTP. V ta namen moramo na mestu, kjer smo registrirali 
napravo, dodati integracijo, izbrati možnost HTTP in obvezno izpolniti naslov 
spletne strani (angl. Uniform resource locator – URL), kamor želimo, da se podatki 
pošiljajo, metodo, po kateri, se naj podatki pošiljajo (GET oz. POST), ter dostopni 
ključ (angl. Access key). Primer dodajanja integracije HTTP vidimo na sliki 5.5. 
 
Slika 5.5: Dodajanje integracije HTTP 
Integracija bo na to na navedeni naslov URL posredovala podatke v formatu, 
razvidnem na sliki 5.6 
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Slika 5.6: Format in vsebine posredovanih podatkov na našo spletno stran [7] 
Z uporabo različnih spletnih tehnologij, kot so HTTP, css, ajax, php, javascript, 
sql in podobno, lahko na to naše podatke shranimo v bazo, kjer jih dodatno obdelamo 
in prikažemo na uporabniku željen način. Več o tem sledi v poglavju Izdelava (7). 
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6  Čip GPS 
Za določanje pozicije naprave sem uporabil satelitske sisteme. Namen tega 
dela ni natančen opis njihovega delovanja in postopkov za določanje položaja. 
Satelitske sisteme združimo pod ime globalni navigacijski satelitski sistemi (angl. 
global navigation satellite system – GNSS), kamor spadajo ameriški globalni 
navigacijski sistem (angl. global positioning system – GPS), ruski GLONASS, 
evropski Galileo in drugi. 
V svojem delu sem za določanje pozicije uporabil modul GNSS GPS z oznako 
BN-220, ki vsebuje čip Ublox M8030-KT. Modul se lahko ponaša z majhno 
velikostjo (22 mm*20 mm*6 mm), nizko ceno in ustrezno kvaliteto (dobra 
občutljivost, nizka tokovna poraba (ki je še vseeno visoka!), velik temperaturni 
razpon delovanja, spremenljiva hitrost prenosa podatkov, nizki časi pridobivanja 
informacij o lokaciji itd.). Ker lahko sprejema iz več konstalacij hkrati, lahko z njim 
precej dobro določimo položaj naprave. Modul ima že vgrajeno keramično anteno, 
kristalni oscilator in nizko šumni ojačevalnik (angl. low noise amplifier – LNA). 
Modul začne avtomatično ob priklopu na ustrezno napetost (ta se mora gibati med 3 
V in 5 V, vendar je priporočljivih 5 V) preko asinhrone serijske povezave (angl. 
Universal asynchronous receiver and transmitter – UART) pošiljati določene 
podatke. 
6.1  GPS-podatki 
Primer sprejetih podatkov vidimo na sliki 6.1. Od vseh poslanih podatkov nas 
za namen tega dela zanimajo zgolj podatki, ki določajo geografsko širino in dolžino 
ter čas sprejema (angl. geographic position: latitude, longitude and time – GPGLL). 
Zemljepisna širina variira od 0 stopinj pri ekvatorju do 90 stopinj pri južnem ali 
severnem polju. Zemljepisna dolžina pa variira od 0 stopinj pri Greenwichu v 
Londonu do 180 stopinj zahodno ali vzhodno. 
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Slika 6.1: GPS podatki 
Modul GPS podatke GPGLL (včasih imenovan tudi GNGLL) pošilja v formatu, kot 
ga prikazuje naslednji primer: $GNGLL,4916.45,N,12311.12,W,225444,A. Format 
lahko v splošnem opišemo kot $GNGLL,xxx.xx,a,yyyyy.yy,b,hhmmss.ss,A, kjer: 
 Xxx.xx prikazuje zemljepisno širino, 
 a predstavlja sever (angl. N − North) oz. jug (angl. S − South), 
 yyyyy.yy prikazuje zemljepisno dolžino, 
 b predstavlja vzhod (angl. E - East) oz. zahod (angl. W − West), 
 hhmmss.ss prikazuje univerzalni koordinirani čas (angl. Coordinated 
universal time – UTC) v urah (hh), minutah (mm) in sekundah (ss.ss), 
 A indicira veljavne podatke. [23] 
V programskem jeziku C sem tako moral iz vseh prejetih sporočil izluščiti le 
sporočilo GNGLL in iz njega brati zgolj podatke za določanje pozicije naše naprave, 
ki sem jih dalje predal modulu Lora za prenos na omrežje TTN. Zaradi visoke 
tokovne porabe modula se je bilo pametno odločiti tudi za primeren delovni cikel 
obratovanja. Pri tem nam lahko pomagajo informacije v podatkovnem listu o trajanju 
vročega zagona, toplega zagona in mrzlega zagona (angl. Hot start, warm start and 
cold start). Pri vročem zagonu si modul zapomni zadnjo izračunano pozicijo, vidne 
satelite in njihove informacije ter UTC-čas. Pri toplem zagonu ima še vedno 
shranjene vse informacije z izjemo informacije o vidnih satelitih, mrzli zagon pa 
pomeni, da je čip že zavrgel vse stare pridobljene informacije. S preizkušanjem 
različnih možnosti sem prišel do zadovoljivih rezultatov, če sem čas obratovanja 
nastavil na 1/6 (čip je 50 s ugasnjen, nakar se prižge za 10 s). Rezultati so se 
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zanemarljivo izboljšali, če je bil modul ugasnjen manj časa. Ob prvem zagonu čip 
seveda pustim prižgan dovolj časa, da je zagotovo zmožen poslati točne informacije 
o lokaciji. S tako nastavitvijo se konkretno zmanjša tokovna poraba po drugi strani 
pa informacije o lokaciji še vedno prejemamo dovolj pogosto. Vsa programska koda 
se nahaja v dodatku. Primer GPS-modula je prikazan na sliki 6.2. 
 
Slika 6.2: GPS modul 
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7  Izdelava 
Za izdelavo izdelka sem uporabil laminat vitroplast FR4 ter postopek jedkanja. 
Pred jedkanjem na material prenesemo načrt vezja s prenosom tonerja. Ploščico je 
pred spajkanjem gradnikov treba ustrezno pocinkati [24]. Najprej si oglejmo potek 
izdelave antene, nato pa še preostalega dela vezja. 
7.1  Antena 
Za prenos elektromagnetnega valovanja po prostoru moramo izdelati anteno, 
pri čemer se trudimo, da bo le-ta imela čim večji doseg. Za ta namen moramo 
poskrbeti, da je antena pravilne dolžine in oblike, s čimer jo spravimo v resonanco 
pri izbrani frekvenci. Najbolj znani anteni sta dipolna antena, z dolžino polovice 
valovne dolžine in monopolna antena, ki je dolga četrt valovne dolžine. Pri 
monopolni anteni signal prihaja v anteno samo z ene strani, za povratno vezavo pa 
uporablja ozemljeno področje pod njo. S pravilno velikostjo in obliko ozemljenega 
področja lahko na ta način pripravimo monopolno anteno, da se obnaša kot dipolna. 
Poznamo več vrst anten, med drugim žične antene, tiskane antene, čip antene ter 
druge. Za zaključno nalogo sem poizkušal vse skupaj narediti čim manjše in cenovno 
ugodno. Zaradi tega je bila izdelava antene na tiskanem vezju (angl. printed circuit 
board – PCB) smiselna izbira. 
Vsaka antena ima več parametrov, ki izkazujejo njeno zmogljivost. Paziti 
moramo, da je impedanca antene prilagojena na prenosno linijo, ki v našem primeru 
znaša približno 50 ohmov, če je linija zanemarljivo kratka. S tem zagotovimo, da se 
čim manj energije odbije nazaj in se tako večina nje izseva v prazen prostor. Koliko 
energije se odbije nazaj, ponazarja parameter, imenovan povratna izguba (angl. 
return loss), ki ima enoto decibeli (dB) in ga izračunamo po formuli 7.1 
 𝑃𝑜𝑣𝑟𝑎𝑡𝑛𝑎 𝑖𝑧𝑔𝑢𝑏𝑎 (𝑑𝐵) = 10 ∗ log
𝑃(𝑛𝑎𝑝𝑟𝑒𝑑𝑜𝑣𝑎𝑙𝑛𝑖)
P(odbiti)
, (7.1) 
pri čemer P ponazarja moč napredovalnega oziroma odbitega vala v linearni enoti. 
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Na voljo imamo še parameter S11, ki je ravno nasprotje prej omenjenega 
parametra. Parameter S11 je bolj poznan in ga zna izračunati in grafično prikazati 
večina inštrumentov. Med drugim tudi vektorski analizator vezij, ki mi je bil na 
razpolago v laboratoriju na fakulteti. Po znanem pogoju za S11 smo z rezultatom 
zadovoljni, če antena izseva dovolj moči, da je parameter S11 manjši od -10 dB, kar 
ponazarja, da se je izsevalo približno 90 % vhodne moči. Antena mora biti tudi dobro 
prilagojena v celotnem področju pasovne širine, kjer pride do frekvenčnega odziva 
antene. Če si za pogoj izberemo S11 < -10 dB, se tako pasovno širino antene (ang. 
bandwidth) izmeri med minimalno in maksimalno frekvenco, med katerima je S11 
manjši od -3 dB. Naslednja pomembna parametra sta sevalna učinkovitost in sevalni 
diagram. Prvi sporoča, koliko sevalne energije se je pretvorilo v toplotne izgube, 
medtem ko slednji prikazuje smer razširjanja elektromagnetnega valovanja. Jasno je, 
da moramo zagotoviti želeno smer sevanja v odvisnosti od načrtovane uporabe. Pri 
sevalnem diagramu se pojavi pojem dobitek (ang. Gain), ki označuje moč sevanja v 
želeni smeri glede na izotropno anteno, ki enakomerno seva v vse smeri v ravnini, ki 
je pravokotna na os antene. Dobitek se meri v enotah dBi. 
 Najbolj znane antene na tiskanem vezju so meandrirane invertirane F-antene 
(angl. meandered inverted F antenna – MIFA) in invertirane F-antene (angl. Inverted 
F antenna – IFA). Pri njih je treba upoštevati predvsem dolžino linije in velikost 
ozemljene ravnine. Dolžina linije bo odvisna predvsem od izbire in debeline 
materiala in ne bo nujno enaka četrtini valovne dolžine oziroma njenemu večkratniku 
(po teoriji se takrat dostavi največ moči). Prav tako se zna zgoditi, da bo za 
optimalno delovanje antene ozemljeno področje drugačne velikosti od velikosti 
antene. Dobro je tudi vedeti, da večje ozemljeno področje zniža resonančno 
frekvenco antene. Za izdelavo antene na tiskanem vezju je tako najenostavneje, če jo 
izdelamo malenkost daljšo, kot je predvideno po teoriji in jo kasneje po potrebi 
krajšamo. Smiselno si je pogledati tudi že javno objavljene in testirane antene, ki jih 
prilagodimo za svoj namen. 
 Prej smo omenili pomembnost prilagoditve impedance antene na prenosno 
linijo, kar lahko naredimo z dvema pasivnima elektronskima elementoma, natančneje 
z eno tuljavo in enim kondenzatorjem. Pri tem prvi element vežemo zaporedno z 
napredovalno linijo, ki mu sledi vzporedno vezan drugi element ali pa obratno. 
Kateri element vezati vzporedno in katerega zaporedno, je popolnoma odvisno od 
izmerjene impedance. Najhitrejša pot do zadovoljivih rezultatov je ta, da uporabimo 
internetni kalkulator, kjer si izmislimo neko vrednost pričakovane impedance antene, 
da dobimo približne vrednosti za tuljavo in kondenzator, ki jih potrebujemo. 
Prilagoditev nato pomerimo z ustreznim inštrumentom, nakar s poizkušanjem 
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različnih vrednosti elementov stvar izboljšujemo, dokler nismo z rezultatom 
zadovoljni. Bolj inženirska metoda poteka tako, da za začetek pomerimo odbojnost 
sistema brez uporabe prilagodljivih elementov. Na to po enačbi 7.2 izmerimo 
nadomestno odbojnost, 
 𝛤 = 𝛤′ ∗ 𝑒𝑗2∗
2∗𝜋
𝜆
∗𝐿
 (7.2) 
pri čemer je 𝛤′ izmerjena odbojnost, λ valovna dolžina ter L dolžina prenosne linije. 
Z nadomestno odbojnostjo lahko na to po enačbi 7.3 izračunamo impedanco antene, 
 𝑍𝑎𝑛𝑡 = Zk
1+𝛤
1−Γ
 (7.3) 
pri čemer je Zk referenčna impedanca, Γ pa izmerjena nadomestna odbojnost. Ko 
imamo enkrat ta podatek, lahko z uporabo internetnih kalkulatorjev izračunamo 
vrednost elektronskih elementov za prilagoditev impedance. Primer je razviden na 
sliki 7.1. 
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Slika 7.1: Prilagoditev impedance 
Na voljo je še metoda, pri kateri uporabimo tako imenovani Smithov diagram. 
Ta je med drugim sestavljen iz krogov konstantne upornosti in krivulj konstantne 
reaktance. Ko pomerimo, kje v diagramu se trenutno nahajamo, se lahko v odvisnosti 
od vezave kondenzatorja in tuljave na to premikamo v smeri urinega kazalca ali 
obratno po krogih konstantne upornosti, s čimer lahko precej natančno pridemo do 
idealne vrednosti 50 ohmov. Za merjenje prilagojenosti impedance lahko uporabimo 
vektorski analizator vezij, ki lahko prikaže tako S11-parameter kot Smithov diagram. 
Vektorski analizator je pred meritvami treba seveda ustrezno kalibrirati [27, 28]. 
Za svojo zaključno nalogo sem se zgledoval po javno objavljeni PCB anteni za 
frekvenčno področje 868 MHz podjetja Texas Instruments [25]. Gre za meandirano 
monopolno anteno. Načrt antene vidimo na sliki 7.2. 
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Slika 7.2: Načrt antene 
Sestavljena je iz linij različnih dolžin. Na koncu antene sta dodana še dva 
elementa za impedančno prilagoditev. Dolžine linij antene so razvidne iz tabele 7.1. 
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Ime linije Dolžina [mm] 
L1 9 
L2 18 
L3 3 
L4 38 
L5 1 
Y 43 
X1 63 
X2 25 
W 2 
Tabela 7.1: Dimenzije antene 
Antena je bila izdelana na laminatu debeline 1,6 mm. Po izdelavi sem na 
napajalni vod antene prispajkal koaksialni kabel znane dolžine in faktorjem 
razširjanja elektromagnetnega valovanja v njem. Na to sem s pomočjo vektorskega 
analizatorja pomeril odbojnost sistema in po prej omenjenih enačbah izračunal 
nadomestno odbojnost, s katero sem lahko izračunal impedanco antene. Na sliki 7.1 
so razvidne vrednosti elementov za prilagoditev impedance antene, ki jih je glede na 
naš primer izračunal internetni kalkulator. Nato poskušamo najti elemente, ki imajo 
vrednost čim bližnje izračunani, in jih pricinimo na ustrezno mesto. Ko je vse 
pripravljeno, pomerimo vrednost parametra S11 in vrednosti elementov po potrebi 
malenkost spremenimo. V svojem primeru sem prišel do dobrih rezultatov (S11-
parameter je dosegel vrednost približno -14 dB pri zaželeni frekvenci) z uporabo 
kondenzatorja s kapacitivnostjo 1.8 pF ter tuljave z induktivnostjo 15 nH, pri čemer 
sem najprej zaporedno vezal kondenzator, ki mu je sledila vzporedna vezana tuljava. 
Primer meritve lahko vidimo na sliki 7.3. 
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Slika 7.3: Meritev parametra S11 
7.1.1  Smerni diagram antene 
S smernim diagramom antene lahko določimo, v katero smer antena največ 
seva. To je zelo pomemben podatek, če nas zanima, pri kako obrnjeni anteni lahko 
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pričakujemo najboljši sprejem. Iz smernega diagrama lahko dalje izračunamo tudi 
smernost (angl. directivity). 
Smerni diagram je funkcija dveh neodvisnih spremenljivk (kotov theta Θ in fi 
Φ). Uporabljenemu koordinatnemu sistemu pravimo sferični koordinatni sistem in je 
razviden na sliki 7.4. 
 
Slika 7.4: Sferični koordinatni sistem 
Zaradi lažjih meritev anteno postavimo v koordinatno izhodišče, nakar jo 
zavrtimo za 360 stopinj po enem kotu pri konstantni vrednosti drugega kota. S tem 
dobimo en prerez. Za našo meritev pa potrebujemo vsaj dva prereza, ki naj bosta 
pravokotna en na drugega. Pri izvedbi meritve potrebujemo oddajno anteno na dovolj 
veliki razdalji od naše sprejemne antene (področje daljnega polja), visokofrekvenčni 
izvor, merilno diodo, plošče absorberja in računalnik s programom za merjenje anten 
[31]. Primer postavitve oddajne in sprejemne antene vidimo na sliki 7.5. 
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Slika 7.5: Postavitev oddajne in sprejemne antene za merjenje smernega diagrama 
 
Za izdelano anteno v tem delu pričakujemo, da bo največ sevala navzven, 
pravokotno na ploskev.  Za prvi prerez anteno postavimo v koordinatno izhodišče 
tako, da bo ta smer kazala proti oddajni anteni (koordinatni sistem obrnemo tako, da 
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ta smer predstavlja os z). Ko ustrezno pripravimo in nastavimo vse pripomočke, 
merjeno anteno nato pri konstantnem kotu fi zavrtimo za 360 stopinj po kotu theta. 
Po končani meritvi oddajni anteni po želji še zamenjamo ravnino polarizacije (jo 
obrnemo za 90 stopinj) in meritev ponovno izvedemo. Prvi prerez tako predstavlja 
ravnino električnega polja. Rezultati so razvidni na sliki 7.6. Zaradi preglednosti 
prilagam rezultate zgolj, ko sta imeli obe anteni enako polarizacijo, saj gre za 
teoretično linearno polarizirano anteno. 
 
Slika 7.6: Meritev smernega diagrama - ravnina električnega polja 
Iz slike 7.6 je razvidno, da antena res najbolj seva v predvideni smeri. Torej, ko 
kaže pravokotnica na ploskev na strani, kjer je odtisnjena antena direktno v oddajno 
anteno. Naša antena pri 0 stopinj na grafu ni bila ravno popolnoma obrnjena stran od 
oddajne antene, zato se maksimum smernega diagrama ne zgodi točno pri 180 
stopinjah. 
Po uspešno izvedeni prvi meritvi našo anteno v prej izbranem koordinatnem 
izhodišču zavrtimo po kotu fi za 90 stopinj, nato pa tako kot prej izvedemo meritev 
smernega diagrama, pri čemer anteno zavrtimo za 360 stopinj po kotu theta. S tem 
smo dobili še drugi prerez, ki pa predstavlja ravnino magnetnega polja. Rezultati 
slednjega pri enaki polarizaciji obeh anten so razvidni na sliki 7.7. 
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Slika 7.7: Meritev smernega diagrama − ravnina magnetnega polja 
Iz slike 7.7 je razvidno, da v tem prerezu antena največ seva s strani v smeri osi 
z našega izbranega koordinatnega izhodišča, saj prehajamo med maksimumom in 
minimumom smernega diagrama na vsakih 90 stopinj. Rezultate obeh prerezov lahko 
po potrebi prikažemo tudi v polarnih koordinatah. Zdaj  se posvetimo izdelavi vezja. 
7.2  Izdelava vezja 
Po izdelani anteni se lotimo izdelave preostalega dela vezja. Načrt vezja sem 
narisal v programskem okolju Eagle. Celoten izdelek sem sestavil iz dveh 
dvostranskih vezij, med katerima sem pustil prostor za dve gumbni bateriji (angl. 
button cell battery) za napajanje. 
Spodnji del vezja je sestavljen iz modula Lora (RFM95, ki vsebuje čip 
SX1276) ter mikrokrmilnika Atmel ATmega1284P. Na začetku je treba narisati 
napajalno vezje. To naredimo z uporabo napetostnega regulatorja, ki v našem 
primeru višjo napetost pretvori v stabilnih 3.3 V, ki jih potrebujejo elementi v našem 
vezju. Vezju dodamo gladilna kondenzatorja in po potrebi na izhodu še zener diodo. 
Načrt napajalnega vezja je razviden na sliki 7.8. 
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Slika 7.8: Načrt napajalnega vezja 
V načrt nato dodamo mikrokrmilnik ter modul Lora. Pine ustrezno povežemo. 
Potrebujemo napajalno linijo, povezave za programiranje mikrokrmilnika ter modula 
Lora z uporabo konektorja ICSP, linije za komunikacijo z modulom GPS ter ustrezne 
povezave med mikrokrmilnikom ter Loro. Dodan je še tranzistor tipa NPN, ki 
omogoča poljubno vklapljanje in izklapljanje modula GPS za doseganje daljše 
baterijske dobe. Načrt vezja lahko vidimo na sliki 7.9. 
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Slika 7.9: Načrt vezja 
Ko je načrt narejen, se lahko lotimo risanja tiskanega vezja. Pri tem delu 
poskušamo vse elemente povezati tako, da bo končni izdelek čim manjši. Potrebne je 
nekaj prakse in poizkušanje različnih možnosti. Spodnje dele tiskanega vezja vidimo 
na sliki 7.10. Pri tem rdeče povezave ponazarjajo prej naštete povezave na eni strani, 
na drugi pa so z modro barvo narejeni prehodi (angl. vias) iz ene strani na drugo ter 
elektrode za dve okrogli bateriji v obliki gumba (angl. button cell battery), ki sta 
povezani zaporedno za zagotavljanje višje skupne napetosti. Povezave za konektor 
ICSP, komunikacijo z modulom GPS ter povezavo do antene sem peljal z uporabo 
letvic na drugi del vezja. Spodnji del vezja je bil tako narejen z mislijo na postavitev 
elementov na zgornjem vezju. Prav tako je bilo treba paziti, da sta bila oba kosa v 
enakem velikostnem razredu. Poglejmo si še zgornji del tiskanega vezja. 
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Slika 7.10: Spodnji del tiskanega vezja 
Na zgornji strani tiskanega vezja sem naredil še preostalo. Narisal sem anteno, 
naredil prostor za modul GPS in prilagoditvene elemente, postavil gumb za reset 
izdelka in postavil pine za konektor ICSP ter komunikacijo z modulom GPS na 
ustrezno mesto. Na drugi strani vezja sta narisani elektrodi za dve bateriji. Zgornji 
del tiskanega vezja lahko vidimo na sliki 7.11. 
 
Slika 7.11: Zgornji del tiskanega vezja 
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Vezje ima sicer eno napako. Prilagoditveni elementi za anteno se nahajajo na 
zgornjem delu tiskanega vezja. S tem ni seveda popolnoma nič narobe, vendar gre na 
to povezava še naprej do modula Lora, med drugim tudi preko letvic. S tem sem 
zagotovo pokvaril prilagoditev. Verjetno bi bilo najenostavnejše, če bi obrnil mesto 
modulov GSP in Lora. Ker se dosegljivost zaradi te napake ni opazno znižala, stvari 
nisem spreminjal. Spremembe bi sicer vseeno zahtevale nov dizajn vezja. Zgoraj 
opisano tiskano vezje je sicer vzelo kar nekaj časa zaradi zagotavljanja majhne 
dimenzije, enake velikosti obeh tiskanin in nekaterih ostalih idej, kot so povezovanje 
tiskanin z letvicami in vstavljanjem baterij s strani. 
Ko imamo celotno vezje narejeno, natisnemo njegovo zrcalno sliko, ki jo nato 
na ploščico FR4 neposredno prenesemo s fotografskim postopkom. Sledi postopek 
jedkanja. Ploščico pred začetkom spajkanja elementov pocinimo in očistimo z 
acetonom. Začnemo s spajkanjem vseh ustreznih elementov. Na koncu z 
multimetrom preverimo, da nismo na kakšnem mestu po pomoti naredili kratkega 
stika. Sledi  nalaganje programske kode in testiranje. Končni izdelek lahko vidimo na 
slikah 7.12 in 7.13. 
 
Slika 7.12: Fotografije končnega izdelka − razstavljen 
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Slika 7.13: Fotografija končnega izdelka 
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7.3  Programska koda 
Na tem mestu izkoristimo znanje, usvojeno v prejšnjih poglavjih. Predvsem je 
treba podrobno razumeti protokolni sklad LoraWAN, ki ga je treba implementirati. 
Razlaganje kode je sicer precej neprijazno početje. Vsaka implementirana stvar 
vzame kar nekaj časa in logičnega razmišljanja. Prav tako je načinov končne 
formulacije kode ogromno, zato je razlaganje vsake vrstice kode nesmiselno. V ta 
namen je na tem mestu razložen zgolj načrt, ki sem si ga pri programiranju zamislil. 
Vsa programska koda, uporabljena v tem delu, pa se nahaja v dodatku. 
Iz načrta izdelka je razvidno, da je treba usposobiti komunikacijo UART za 
modul GSP ter komunikacijo SPI za modul Lora. Ko imamo komunikacijo uspešno 
realizirano, je treba razmisliti o naslednjih korakih. Program bo prehajal med več 
aktivnostmi, zato je bila smiselna implementacija preprostega operacijskega sistema. 
Vse programske aktivnosti, ki jih v tem delu izvaja mikrokrmilnik pravzaprav 
živijo v implementiranem preprostem realnočasovnem operacijskem sistemu (angl. 
Real Time Operating System – RTOS). Gre za neprioritetni operacijski sistem s 
konstantno dolžino časovne rezine, pri čemer so posamezne časovne rezine 
namenjene izvajanju procesov po vnaprej znanem vrstnem reku, ki se ciklično 
ponavlja. V našem primeru procese operacijskega sistema pooseblja naslednjih pet 
C-jevskih funkcij: 
 L3Procesor, 
 L2Procesor, 
 L1Procesor, 
 GPSHandler, 
 rxDataFromGPS. 
Operacijski sistem žene vgrajena periferija uporabljenega mikrokrmilnika, in sicer 
sta v ta namen vprežena dva časovnika (angl. timers) in enota za nadzor ter 
upravljanje prekinitev (angl. interrupts). Zaradi nezadostne velikosti registrov 
časovnikov je za vzpostavitev daljših časovnih rezin izvedena kaskadna vezava dveh 
vgrajenih časovnikov na strojnem nivoju. Prvi časovnik tako ob preletenem 
nastavljenem območju štetja invertira stanje na enem od pinov, ta pa je povezan 
neposredno na pin, na katerem drugi časovnik predvideva signal zunanjega proženja. 
Konfiguracija pri dani frekvenci oscilatorja (8 MHz) in izbrani nastavitvi delilnika 
ure (/8) kot reference za prvi časovnik omogoči dolžine časovnih rezin v območju 1 
us-65s. Poleg procesov, ki ne presegajo predvidene dolžine časovne rezine (v 
nasprotnem primeru za dan primer RTOS-a izzivamo nedeterministično vedenje), je 
potreben še t. i. razvrščevalnik (angl. scheduler). Ta pravzaprav skrbi za to, da ob 
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izteku posamezne časovne rezine preda procesorske kapacitete mikrokrmilnika 
naslednjemu opravilu, ki je pač na vrsti, in potem zopet naslednjemu. Praktično je 
razvrščanje izvedeno tako, da se ob izteku drugega časovnika izvede funkcija, ki iz 
seznama opravil RTOS-a kliče naslednje opravilo oz. pripadajočo funkcijo (eno od 
zgoraj navedenih). Ostaja še vprašanje dostopa do skupnih virov. Posamezna 
opravila v realnočasovnih sistemih najpogosteje niso popolnoma neodvisna drug od 
drugega. Pravtako se ne moremo zanašati na sinhron programski potek, saj ima naš 
vgrajeni sistem vzpostavljenih več različnih strojnih komunikacijskih vmesnikov 
(SPI, UART). Potrebujemo torej mehanizem upravljanja s skupnimi viri, ki bo 
obenem rešil tudi problem morebitnega asinhronega pretoka podatkov različnih 
vmesnikov. V ta namen je implementiran kostrukt FIFO (First in – first out) čakalne 
vrste v izvedbi cikličnega medpomnilnika. Gre za abstraktno podatkovno strukturo s 
pripadajočimi administrativnimi metodami za dodajanje podatkov v vrsto in za 
njihovo odjemanje oz. odstranjevanje iz njej. Poleg samih podatkov v vrsti je 
potrebna še evidenca o mestu najstarejšega ter najaktualnejšega podatka v njej ter 
informacija o sami velikost vrste. Sledi kratek opis posameznih funkcij operacijskega 
sistema. 
Funckija rxDataFromGPS skrbi za branje podatkov, preko komunikacije 
UART, ki jih pošilja modul GPS. Spomnimo se, da želimo od vseh podatkov imeti 
zgolj tiste, ki se začnejo z oznako »GNGLL«. Ko želene podatke ujamemo, jih 
pošljemo dalje v čakalno vrsto. Funkcija GPSHandler pa skrbi za ustrezno 
vklapljanje in izklapljanje modula GPS. 
Iz poglavja o LoraWAN vemo, da je to protokol, ki ima dva sloja. Zaradi lažje 
implementacije sem si pri programiranju protokol abstraktno predstavljal kot 
trinivojski. Na tretjem nivoju, za katerega skrbi funkcije L3Procesor, sem tako dodal 
FHDR in Fport. Ko je paket na tem nivoju sestavljen, sem ga naprej predal naslednji 
čakalni vrsti. Sledi drugi abstraktni nivo (funkcija L2Procesor), pri katerem iz 
čakalne vrste poberemo prej sestavljen paket in mu dodamo MHDR in MIC. Na tem 
mestu se tudi zgodi zagotavljanje enkripcije in integritete. Ko je paket sestavljen, ga 
predamo v novo čakalno vrsto. 
Sledi prehod na prvi sloj (funkcija L1Procesor). Znotraj te funkcije iz čakalne 
vrste poberemo prej sestavljen paket, nakar sledi ustrezno nastavljanje registrov čipa 
SX1276. Zgledovati se moramo po postopkih, opisanih v poglavju o čipu SX1276. 
Čip moramo spraviti v ustrezna stanja, nastaviti modulacijo Lora, izbrati ustrezno 
pasovno širino, stopnjo kodiranja (CR), način glave v paketu, razširitveni faktor, 
način pošiljanja, izhodno moč, nosilno frekvenco, sinhronizacijsko besedo itd. Ko 
imamo vse pripravljeno, podatke preko vmesnika SPI pošljemo modulu Lora, kjer se 
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shranijo v njen spomin FIFO. Za konec vklopimo način za pošiljanje, da se podatki 
pošljejo v eter. 
7.4  Testiranje 
Preden izdelek testiramo, se je treba registrirati na omrežju TTN in dodati našo 
napravo (glej poglavje 5.3). Ker na TTN naši podatki pridejo v binarni obliki, jih je 
smiselno pretvoriti v objekte (angl. objects) in jih prikazati v razumljivem jeziku. V 
ta namen je na TTN-ju na razpolago zavihek format koristnega tovora (angl. Payload 
format), kjer se nahaja opcija dekoder (angl. decoder). V mojem primeru sem binarne 
podatke pretvoril v jezikovni niz (angl. string), ki sem ga ustrezno razdelil na več 
delov. Pomnimo, da na TTN prejmemo podatke GNGLL (za format podatkov glej 
poglavje 6 ter sliko 6.1). Objekt sem nato pretvoril v JSON, ki je vseboval 
geografsko širino, geografsko dolžino ter čas sprejema podatkov. Primer dekoderja 
vidimo na sliki 7.14. Celotna koda se nahaja v dodatku. 
 
Slika 7.14: Dekoder 
Zdaj je čas, da testiramo izdelek. Priklopimo ga na ustrezno napajanje in s 
programatorjem naložimo program na mikrokrmilnik. Po potrebi na TTN-ju 
resetiramo števce paketov in na napravi pritisnemo gumb za reset. Če nismo naredili 
kakšne napake in smo z napravo dovolj blizu omrežnega prehoda, se bo status naše 
naprave na TTN-ju spremenil v aktivnega (prikazoval bo, koliko časa nazaj je prejel 
zadnji paket). Sprejete podatke lahko na to vidimo pod zavihkom Data. Vidimo jih 
lahko na sliki 7.15. 
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Slika 7.15: Prikaz sprejetih podatkov na omrežju TTN 
Podatke nato želimo shraniti v podatkovno bazo in lokacijo grafično prikazati 
na zemljevidu. Podatke lahko posredujemo podatkovni bazi s HTTP-integracijo (več 
o integracijah glej poglavje 5.4).  
7.5  Tokovna poraba in omejitve končnega izdelka 
Glavni porabnik toka je nedvomno GPS, ki v povprečju porabi približno 55 
mA. Ostala elektronika pod napetostjo porabi okoli 10 mA. Za modul Lora pa smo 
že omenili, da se tokovna poraba giblje nekje med 20 in 120 mA (glej poglavje 
3.13.5 – v našem primeru bom vzel glede na izvedene meritve izbral vrednost 60 
mA. V podatkovnem listu sicer pri istih vrednostih registrov specificirajo višjo 
porabo – približno 85 mA). Sliši se veliko, vendar se je treba zavedati, da sistem 
Lora oddaja precej malo časa − v našem primeru okoli 100-2000ms, odvisno seveda 
od velikosti podatkov ter izbranih vrednosti SF, CR ter BW. Iz poglavja 6 se 
spomnimo, da GSP pustimo ugasnjen 50 s, nakar ga prižgemo za 10 s in na koncu 
cikla podatke pošljemo. Glede na podana opažanja lahko izračunamo približen 
povprečni tok, ki ga končni izdelek porabi: 
 𝐼(𝑝𝑜𝑣𝑝. )[𝑚𝐴] =
50 s∗10 mA+9 s∗65 mA+1 s∗125 mA
60s
= 20,16 𝑚𝐴 (7.4) 
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Opredelimo še avtonomijo delovanja naprave pri izračunanem toku. Spomnimo 
se, da je bil izdelek načrtovan za dve zaporedno vezani gumbni bateriji. Verjetno 
najbolj znana baterija take vrste je CR2032, ki ima po navadi kapaciteto 230 mAh. 
Na razpolago so tudi polnilne različice, kot je npr. LIR2450 s kapaciteto 120 mAh. 
Če za zgled vzamemo baterijo CR2032, bi izdelek ob takih vrednostih zdržal slabih 
12 ur. Žal pa take baterije ne zdržijo visokih tokov praznjenja (angl. maximum 
discharge current) in se jim ob visokih tokovnih sunkih, ki jih povzroči zlasti GPS 
modul, kapaciteta zniža. Tako je ob uporabljenih modulih priporočljiva uporaba 
baterija drugačne vrste (npr. 9 V Energizer 522, ki ob takih tokovnih sunkih 
zagotavlja kapaciteto približno 500 mAh). Še bolj priporočljivo bi bilo seveda 
nakupiti dosti bolj varčen GSP-modul. Nekateri moduli na trgu porabijo zgolj 20 mA 
toka, s čimer lahko pridemo do dosti daljše avtonomije delovanja tudi z gumbnimi 
baterijami.  
V napoto pa so še omejitve, ki nam jih predstavljajo regulacije (glej poglavje 
4.8). Spomnimo se, da nam omrežje TTN omejuje čas pošilja na 30 s na dan. Zanima 
nas s kakšno periodo lahko pošiljamo naše podatke, da ne prekoračimo danih 
omejitev. Za to potrebujemo nekaj informacij o samem prenosu. Iz slike 6.1 lahko 
vidimo, da bodo naši podatki (v kolikor pošiljamo vse GNGLL informacije) dolgi 43 
oktetov. Temu je treba prišteti še vso režijo. V mojem primeru 7 oktetov za polje 
FHDR, 1 oktet za polje FPort, 1 oktet za polje MHDR ter 4 oktete za polje MIC. 
Skupna velikost podatkov je tako 56 oktetov. Trajanje paketa nato najlažje 
izračunamo s pomočjo razpoložljivih Lora kalkulatorjev. Enega izmed njih lahko 
najdemu tudi na spletni strani proizvajalca Semtech [33]. Pri parametrih: SF=7, 
BW=125kHz, CR=4/5, dolžina podatkov=56 oktetov, dolžina preambule=8 simbolov 
ter vklopljenem CRC bo za oddajo paketa trajalo približno 100 ms, kar je tudi 
razvidno iz slike 7.16. V kolikor spremenimo razširitveni faktor na 12 (torej oddajni 
čas maksimalno povečamo) in ostale parametre ohranimo iste, se čas za oddajo 
poveča na 2138 ms. 
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Slika 7.16:  Trajanje paketa 
Iz zgornjih podatkov lahko sedaj izračunamo periodo s katero lahko pošiljamo naše 
podatke na omrežje TTN. To storimo po enačbi: 
 𝑇𝑖𝑛𝑡 =
𝑇𝑜𝐴
𝐷𝐶
− 𝑇𝑜𝐴 [𝑠], (7.5) 
Pri čemer Tint predstavlja periodo s katero lahko pošiljamo, ToA čas oddajanja in 
DC delovni cikel. Če napravo uporabljamo cel dan, bo delovni cikel razmerje med 
časom, ki nam je na razpolago za oddajanje (30 s) ter vseh sekund v enem dnevu 
(86400 s). Za zgled vzemimo podatke iz slike 7.16. 
 𝑇𝑖𝑛𝑡 =
0,10266
0,00034722
− 0,10266 [𝑠] = 295,56 𝑠 (7.6) 
Naš paket lahko tako v tem primeru pošiljamo na vsakih 296 s. V primeru višjega 
razširitvenega faktorja se ta perioda seveda drastično poveča. Visoki razširitveni 
faktorji tako pri uporabi tehnologije Lora za sledenje niso ravno najbolj zaželeni. 
 
7.6  Prikaz podatkov na zemljevidu 
Za prikaz podatkov je potrebnega nekaj osnovnega znanja o podatkovnih bazah 
(MySQL) in spletnih tehnologijah (PHP, JavaScript, Ajax, JSON, HTML). Lokacijo 
naprave lahko npr. prikažemo na Googlovih zemljevidih z uporabo Google API-ja.   
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V tem delu je bila uporabljena HTTP-integracija, ki je po metodi POST poslala 
naše in še nekatere druge podatke (razvidni iz slike 5.6) v formatu JSON na naš 
spletni strežnik. Ta s skripto PHP napolni bazo podatkov (SQL) z našimi podatki. 
Nato z novo skripto PHP, uporabo ostalih spletnih tehnologij (JavaScript, Css, 
HTML) in uporabo Google API-ja prikažemo spletni zemljevid. Na koncu z uporabo 
zahtevkov AJAX iz baze črpamo podatke o naši lokaciji, ki jih na to ustrezno 
prikažemo na zemljevidu. 
Primer prikaza rezultatov na zemljevidu vidimo na sliki 7.17, kjer sem dodatno 
z modrim krogom označil še mesto omrežnega prehoda, na katerega sem bil 
povezan. 
 
Slika 7.17: Prikaz rezultatov na zemljevidu v Ljubljani (z notranjim omrežnim prehodom, SF=7 in 
izhodno močjo 16dBm) 
Slika 7.17 prikazuje realno razdaljo, v primeru izbora najmanjšega 
razširitvenega faktorja (torej najkrajši čas prenosa, največja bitna hitrost in najmanjši 
doseg), pri kateri se naprava še uspešno poveže na omrežni prehod, ki se je v tem 
primeru nahajal znotraj stavbe (na Fakulteti za elektrotehniko). Ta razdalja je znašala 
le 200-300 m odvisno tudi od okolice, vremena, in ostalih parametrov.  Z višanjem 
razširitvenega faktorja se ta razdalja seveda izboljša. Pričakujemo lahko domet nekje 
do 600 m. Isti test je bil izveden še z modulom Lora za arduino (arduino shield), ki 
uporablja dipolno anteno za 868 MHz, s katerim sem prišel do zelo podobnih 
rezultatov (začuda celo malenkost slabših, glede na uporabljeno anteno). 
Dosegljivost v tem primeru ni ravno taka, kot bi si jo večina uporabnikov želela, ko 
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slišijo, da je uporabljena tehnologija Lora. Da bi izvedel domet, ki ga naprava doseže 
pri zunanjem omrežnem prehodu, sem se najprej odpravil do Idrije, kjer se je v času 
nastajanja tega dela nahajal eden, in sicer na višini približno 10 m (na vrhu stavbe). 
Tukaj je domet pri nizkem razširitvenem faktorju (SF=7) znašal nekje med 1 km in 
1,1 km. Z oddaljenostjo se seveda poveča tudi število izgubljenih paketov. Meritev v 
Idriji pri višjih razširitvenih faktorjih nisem uspel izvesti, ker so dotični omrežni 
prehod kasneje odstranili. Primer rezultatov vidimo na sliki 7.18. 
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Slika 7.18:  Prikaz rezultatov na zemljevidu v Idriji (z zunanjim omrežnim prehodom, SF=7 in 
izhodno močjo 16dBm) 
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Kasneje so nato tudi v Ljubljani na fakulteti za elektrotehniko postavili zunanji 
omrežni prehod, na višini približno 29 m. Tukaj sem na nekaterih mestih, kjer so 
omrežni prehod zakrivala visoka stanovanja moral že pri razdalji 1 km povečati 
razširitveni faktor. Z višanjem le tega, lahko sicer v Ljubljani pričakujemo uspešen 
sprejem pri zračni razdalji nekje do dveh kilometrov. Natančni podatek je sicer težko 
določiti, saj je domet odvisen od množice parametrov. Primer meritev vidimo na 
slikah 7.19 ter 7.20. 
 
Slika 7.19:  Prikaz rezultatov na zemljevidu v Ljubljani (z zunanjim omrežnim prehodom, SF=10 in 
izhodno močjo 16dBm) 
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Slika 7.20:  Prikaz rezultatov na zemljevidu v Ljubljani - Rožnik (z zunanjim omrežnim prehodom, 
SF=10 in izhodno močjo 16dBm) 
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 Dosegljivost je tako daleč od obljubljene, kjer teoretizirajo o razdaljah vse tja 
do 5 km v mestnih območjih (v drugih območjih so te razdalje celo večje). V 
idealnih primerih (najvišji razširitveni faktor, dobra antena, visoko postavljen 
omrežni prehod itd.) se taki razdalji vseeno lahko približamo. Je pa za dobro 
pokritost v urbanih področjih zagotovo potrebno postavljati zunanje omrežne 
prehode.  
 81 
8  Zaključek 
Cilj zaključne naloge je bil izdelati izsledljivo napravo z uporabo tehnologije 
Lora, ki je zaradi energijske varčnosti in dolgega dosega mikavna izbira. Slabost je 
nizka bitna hitrost in regijske omejitve glede pošiljanja podatkov. Uporabnik se mora 
pred uporabo dotične tehnologije v ta namen natančno prepričati, ali so te omejitve 
prestroge za določen namen. Teoretski del o komunikaciji Lora lahko sicer bralca že 
sam po sebi odvrne od izvedbe projekta. Projekt je zahteval kar ogromno časa za 
prebiranje podatkovnih listov, v katerih se žal najde tudi kakšna napaka, ki izdelavo 
še dodatno zakasni. Prav tako je potrebno znanje programskega jezika C in osnovno 
znanje elektronike ter spletnih tehnologij. V ta namen naj bralca potolažim, da že 
obstajajo obstoječe knjižnice za komunikacijo Lora, ki jih lahko naložimo na 
Arduino ali pa knjižnico prilagodimo za mikrokrmilnik po lastni izbiri. Namen tega 
dela je bil natančen pregled protokola in uporaba zgolj funkcij, ki jih izbrani projekt 
potrebuje, zato knjižnic (z izjemo AES algoritma [32]) nisem uporabljal. 
Izdelana naprava služi svojemu v začetku predvidenemu namenu. Zaradi 
ustrezne velikosti lahko z njo sledimo marsikateri stvari. Izdelek bi bil z manjšo 
velikostjo seveda še bolj uporaben. Kot nadaljnje korake razvoja predlagam, 
zamenjavo sedaj uporabljenega modula GPS z bolj varčnim in izbiro drugega 
regulatorja napetosti, kar bo povečalo življenjsko dobo baterij. Prav tako je s 
programiranjem celotnega protokolnega sklada mogoče dodati še kakšno dodatno 
funkcionalnost, kot je npr. vklapljanje in izklapljanje naprave na daljavo.  
Uporaba javnega omrežja TTN se je pri izvedbi projekta obneslo precej 
pozitivno. Omrežnih prehodov, ki omogočajo dostop do dotičnega omrežja, je 
čedalje več. Z že vnaprej pripravljenimi cenovno dostopnimi delujočimi prehodi in 
moduli, s katerimi jih lahko zgradimo, si lahko v prihodnosti obetamo široko 
pokritost tega omrežja. Registracija naprave je zelo preprosta in celotna uporabniška 
izkušnja uporabe njihovega omrežja je precej na nivoju. Zanimive so tudi integracije, 
ki jih omrežje omogoča, s katerimi lahko dalje obdelujemo in prikazujemo svoje 
podatke. Ker se število ljudi v skupnosti, ki se ukvarja s tehnologijo Lora in 
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omrežjem TTN povečuje, verjamem, da bomo v prihodnosti še veliko slišali na to 
temo. 
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Main.c: 
#define F_CPU 8000000 
 
#include <avr/io.h> 
#include <util/delay.h> 
#include <avr/interrupt.h> 
#include <string.h> 
#include <stdlib.h> 
#include <stdint.h> 
#include "RFC4493.c" 
#include "usart.c" 
#include "mylib.c" 
#include "spi.c" 
#include "timer.c" 
#include "rtos.c" 
#include "buffer.c" 
#include "lora.c" 
#include "lorawan.c" 
 
// GPS kontrolni parametri 
#define GPS_OFF 0 
#define GPS_STANDBY 1 
#define GPS_ON 2 
 
uint8_t gps_status; 
 
void intToASCII(uint16_t num, char *ascii); 
void USART_ReceiveFromGPS(void); 
void USART_TransmitToPC(uint8_t *input,uint8_t length); 
 
void L3_processor(); 
void L2_processor(); 
void SPI_processor(); 
void gpsHandler(); 
void rxDataFromGPS(); 
void switchGPS(uint8_t); 
void USART_ReceiveFromGPS(void); 
uint16_t *tic(); 
uint16_t toc(uint16_t *loc); 
 
// USART sprejemna ?akalna vrsta - definicije in deklaracije 
#define USART_RX_BUFFER_SIZE 1000 
#define USART_RX_BUFFER_MAX_LENGTH 1 
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uint8_t 
usart_rx_buffer_data[USART_RX_BUFFER_SIZE][USART_RX_BUFFER_MAX_LENGTH]; 
uint8_t usart_rx_buffer_length[USART_RX_BUFFER_SIZE]; 
 
Buffer usart_rx_buffer = { 
 .begin = 0, 
 .end = 0, 
 .size = USART_RX_BUFFER_SIZE, 
 .max_length = USART_RX_BUFFER_MAX_LENGTH, 
 .data = (uint8_t *) usart_rx_buffer_data, 
 .length = usart_rx_buffer_length 
}; 
//USART 
 
#define GPS_CMD_BUFFER_SIZE 20 
#define GPS_CMD_BUFFER_MAX_LENGTH 100 
 
uint8_t gps_cmd_buffer_data[GPS_CMD_BUFFER_SIZE][GPS_CMD_BUFFER_MAX_LENGTH]; 
uint8_t gps_cmd_buffer_length[GPS_CMD_BUFFER_SIZE]; 
 
Buffer gps_words_buffer = { 
 .begin = 0, 
 .end = 0, 
 .size = GPS_CMD_BUFFER_SIZE, 
 .max_length = GPS_CMD_BUFFER_MAX_LENGTH, 
 .data = (uint8_t *) gps_cmd_buffer_data, 
 .length = gps_cmd_buffer_length 
}; 
 
#define GPS_WORDS_BUFFER_SIZE 50 
#define GPS_WORDS_BUFFER_MAX_LENGTH 15 
 
uint8_t 
gps_words_buffer_data[GPS_WORDS_BUFFER_SIZE][GPS_WORDS_BUFFER_MAX_LENGTH]; 
uint8_t gps_words_buffer_length[GPS_WORDS_BUFFER_SIZE]; 
 
Buffer gps_cmd_buffer = { 
 .begin = 0, 
 .end = 0, 
 .size = GPS_WORDS_BUFFER_SIZE, 
 .max_length = GPS_WORDS_BUFFER_MAX_LENGTH, 
 .data = (uint8_t *) gps_words_buffer_data, 
 .length = gps_words_buffer_length 
}; 
 
uint8_t L3_buffer_length[L3_BUFFER_SIZE]; 
uint8_t L3_buffer_data[L3_BUFFER_SIZE][L3_BUFFER_MAX_LENGTH]; 
Buffer L3_buffer = { 
 .begin = 0, 
 .end = 0, 
 .size = L3_BUFFER_SIZE, 
 .max_length = L3_BUFFER_MAX_LENGTH, 
 .length = L3_buffer_length, 
 .data = (uint8_t *) L3_buffer_data 
}; 
 
uint8_t L2_buffer_length[L2_BUFFER_SIZE]; 
uint8_t L2_buffer_data[L2_BUFFER_SIZE][L2_BUFFER_MAX_LENGTH]; 
Buffer L2_buffer = { 
 .begin = 0, 
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 .end = 0, 
 .size = L2_BUFFER_SIZE, 
 .max_length = L2_BUFFER_MAX_LENGTH, 
 .length = L2_buffer_length, 
 .data = (uint8_t *) L2_buffer_data 
}; 
 
uint8_t L1_buffer_length[L1_BUFFER_SIZE]; 
uint8_t L1_buffer_data[L1_BUFFER_SIZE][L1_BUFFER_MAX_LENGTH]; 
Buffer L1_buffer = { 
 .begin = 0, 
 .end = 0, 
 .size = L1_BUFFER_SIZE, 
 .max_length = L1_BUFFER_MAX_LENGTH, 
 .length = L1_buffer_length, 
 .data = (uint8_t *) L1_buffer_data 
}; 
 
int main(void) 
{  
  
 DDRC |= (1<<DDC6); 
 PORTC |= (1<<PORTC6); 
  
 _delay_ms(1000); 
 switchGPS(GPS_STANDBY); 
 _delay_ms(60000); 
  
 // USART1 Init 
 USART1_init(9450); 
 USART0_init(9450); 
 // USART1 Init 
  
 // SPI Init 
 spi_ent_t spi_ent1, spi_ent2; 
 spi_util.init_ent(&spi_ent1, (uint8_t *) &DDRA, (uint8_t *) &PORTA, 
PORTA7, 5, 0, 0); 
 spi_ent_t *spi_ent_list[] = {&spi_ent1}; 
 spi_util.ent_list = spi_ent_list; 
 spi_util.spi_init(); 
 // SPI Init 
  
 // LoraWAN Init 
 uint8_t devaddr[] = { 0x49, 0x15, 0x01, 0x26 }; 
 setDevAddr(devaddr); 
 uint8_t nwkskey[] = { 
  0x4C, 0x78, 0x16, 0xE7,  
  0xD7, 0xD7, 0x98, 0xC9,  
  0x6D, 0xC9, 0xED, 0x09,  
  0xEB, 0xFD, 0xFF, 0x31 
 }; 
 setNwkSKey(nwkskey); 
 uint8_t appskey[] = {  
   0x42, 0x82, 0xDE, 0xF0,  
   0xB9, 0x99, 0x4B, 0x36,  
   0x8B, 0x52, 0x21, 0xB2,  
   0x86, 0xFB, 0xA3, 0xD4 
 }; 
 setAppSKey(appskey); 
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 lorawanInit(&L1_buffer); 
 // /LoraWan Init 
 _delay_ms(500); 
  
 // Inicializacija RTOS 
 rtos_task_t task1 = { 
  .function = L3_processor 
 }; 
 rtos_task_t task2 = { 
  .function = L2_processor 
 }; 
 rtos_task_t task3 = { 
  .function = SPI_processor 
 }; 
 rtos_task_t task4 = { 
  .function = rxDataFromGPS 
 }; 
 rtos_task_t task5 = { 
  .function = gpsHandler 
 }; 
 rtos_task_t *rtos_task_list[] = {&task1,&task2,&task3,&task4,&task5}; 
 rtos_util.task_list = rtos_task_list; 
 rtos_util.current_task_idx = 0; 
 rtos_util.task_count = 5; 
 rtos_util.timeslice = 200000; 
  
 rtos_util.rtos_init(); 
 rtos_util.rtos_start();  
 //Konec inicializacije RTOS 
  
 uint8_t read_val = 0; 
 read_val = readReg(0x42); 
 char tosend[5]; 
 intToASCII(read_val,tosend); 
 USART_TransmitToPC(tosend,5); 
  
 uint8_t phy_payload[] = {'H','e','l','l','o',',',' 
','w','o','r','l','d','!'}; 
  
 FIFOEnqueue(&L3_buffer,phy_payload,13); 
  
 while(1) 
    {    
 
    } 
 return 0; 
} 
 
void gpsHandler() 
{ 
 #define OFF_COUNT_TOP 50 
 #define STANDBY_COUNT_TOP 9 
 #define ON_COUNT_TOP 1 
 static uint8_t off_count = 0; 
 static uint8_t standby_count = 0; 
 static uint8_t on_count = 0; 
  
 switch (gps_status) 
 { 
  case GPS_OFF: 
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   off_count = (++off_count)%OFF_COUNT_TOP; 
   if(!off_count) 
   { 
    switchGPS(GPS_STANDBY); 
   } 
   break; 
  case GPS_STANDBY: 
   standby_count = (++standby_count)%STANDBY_COUNT_TOP; 
   if(!standby_count) 
   { 
    switchGPS(GPS_ON); 
   } 
   break; 
  case GPS_ON: 
   on_count = (++on_count)%ON_COUNT_TOP; 
   if(!on_count) 
   { 
    switchGPS(GPS_OFF); 
   } 
   break; 
  default:  
   break; 
 } 
} 
 
void switchGPS(uint8_t status) 
{ 
 switch (status) 
 { 
  case GPS_OFF: 
   PORTC |= (1<<PORTC6); 
   gps_status = GPS_OFF; 
   break; 
  case GPS_STANDBY: 
   PORTC &= ~(1<<PORTC6); 
   gps_status = GPS_STANDBY; 
   break; 
  case GPS_ON: 
   PORTC &= ~(1<<PORTC6); 
   gps_status = GPS_ON; 
   break; 
  default: 
   break; 
 } 
} 
 
void rxDataFromGPS() 
{ 
 if( gps_status != GPS_ON ) 
  return; 
  
 rtos_util.rtos_stop(); 
  
 uint8_t data[100]; 
 LIFO buff = { 
  .data = data, 
  .size = 100, 
  .top = 0 
 }; 
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 uint8_t rx_data; 
 uint8_t ref_cmd_type[6] = "GNGLL"; 
 ref_cmd_type[5] = 0; 
 uint8_t gps_cmd_type[6] = {0}; 
 do  
 { 
  do 
  { 
   rx_data = USART1_Receive(1,0); 
  } while (rx_data != '$'); 
   
  uint8_t i; 
  for (i=0;i<5;i++) 
  { 
   gps_cmd_type[i] = USART1_Receive(1,0); 
  } 
   
  //USART_TransmitToPC(gps_cmd_type, 5); 
 } while (strcmp(gps_cmd_type,ref_cmd_type) != 0); 
  
 USART1_Receive(1,0); 
  
 if (strcmp(gps_cmd_type,ref_cmd_type) == 0) 
 { 
  while(1) 
  { 
   rx_data = USART1_Receive(1,0); 
   USART0_Transmit(rx_data); 
   push(&buff,rx_data); 
   if( rx_data == 36) 
    break; 
  } 
 }  
  
 USART_TransmitToPC(buff.data, buff.top); 
  
 FIFOEnqueue(&L3_buffer, buff.data, buff.top); 
  
 rtos_util.rtos_start(); 
  
 return; 
} 
 
 
void L3_processor() 
{  
 //Izprazni uporabne podatke iz cakalne vrste iz L3 spomina 
 uint8_t payload[ L3_buffer.length[L3_buffer.begin] ]; 
 uint8_t size; 
 uint8_t success = FIFODequeue(&L3_buffer,payload,&size); 
 // 
  
 if(success) 
 { 
  setFHDR(); 
  setFPort(1); 
   
  LIFO macpayload; 
  L3Encapsulate(payload,size,&macpayload);  
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  FIFOEnqueue(&L2_buffer,macpayload.data,LIFOLength(&macpayload));
  
 } 
} 
 
void L2_processor() 
{  
 // Izprazni uporabne podatke iz ?akalne vrste iz L2 spomina 
 uint8_t payload[ L2_buffer.length[L2_buffer.begin] ]; 
 uint8_t size; 
 uint8_t success = FIFODequeue(&L2_buffer,payload,&size); 
  
 if(success) 
 { 
  setMHDR(0,0,0); 
   
  LIFO phypayload; 
  L2Encapsulate(payload,size,&phypayload); 
   
  // fragment(PHYPayload,1); 
  FIFOEnqueue(&L1_buffer,phypayload.data,LIFOLength(&phypayload)); 
  // 
FIFOFragmentEnqueue(&SPI_buffer,PHYPayload,LIFOLength(&phypayload),1);  
 } 
} 
 
void SPI_processor() 
{  
 uint8_t success = 0; 
 uint8_t payload[ L1_buffer.length[L1_buffer.begin] ]; 
 uint8_t size; 
 //FIFOFragmentEnqueue(&SPI_buffer,payload,size,1); 
  
 success = FIFODequeue(&L1_buffer,payload,&size); 
  
 uint8_t byte; 
 uint8_t ASCIIbits[8]; 
  
 if ( success ) 
 {   
  uint8_t j; 
  for(j=0;j<size;j++) 
  { 
   uint8_t k; 
   for(k=8;k;k--) 
   { 
    USART0_Transmit( ((payload[j]>>(k-1))&0x01)+48 ); 
   } 
   USART0_Transmit(32); 
  } 
  USART0_Transmit(10); 
  USART0_Transmit(13); 
   
   
  uint8_t tmp;  
  //Lora configuracija 
  //TX inicializacija 
   
  opmode(0x08); 
  opmode(OPMODE_LORA); 
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  opmode(OPMODE_STANDBY); 
   
  writeReg(LORARegModemConfig1, 0b01110010); 
  writeReg(LORARegModemConfig2, 0x74); 
  writeReg(LORARegModemConfig3, 0x04); 
 
  writeReg(RegFrfMsb,0xD9); 
  writeReg(RegFrfMid,0x20); 
  writeReg(RegFrfLsb,0x00); 
   
  uint8_t res[5]; 
  tmp = readReg(RegFrfMsb); 
  intToASCII(tmp,res); 
  USART_TransmitToPC(res,5); 
   
  tmp = readReg(RegFrfMid); 
  intToASCII(tmp,res); 
  USART_TransmitToPC(res,5); 
   
  tmp = readReg(RegFrfLsb); 
  intToASCII(tmp,res); 
  USART_TransmitToPC(res,5); 
   
  writeReg(RegPaRamp, (readReg(RegPaRamp) & 0xF0) | 0x08); 
   
  writeReg(RegPaConfig, (uint8_t)(0x80|(14&0x0F))); //2 ali 15 ?? 
  writeReg(RegPaDac, readReg(RegPaDac)|0x0C); 
   
  writeReg(LORARegSyncWord,0x34); 
   
  writeReg(RegDioMapping1, 0x40); 
   
  writeReg(LORARegIrqFlags,0xFF); 
  writeReg(LORARegIrqFlagsMask,~0x08); 
   
   
  writeReg(LORARegFifoTxBaseAddr,0x00); 
  writeReg(LORARegFifoAddrPtr,0x00); 
  writeReg(LORARegPayloadLength,size); 
  // Data ges zapisan v FIFO 
  writeBuf(0x00,payload,size);    
   
  opmode(OPMODE_TX); 
 } 
 
 static uint8_t data = 0; 
 //data++;  
  
 /*  
 * Povprecni izmerjeni cas za izvedbo funkcije 
 * spi_util.spi_transmit(data); 
 * je 12us 
 */ 
  
  
 //  
  
 uint16_t *t0 = tic(); 
 uint16_t tcnt_diff = toc(t0); 
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 char tosend[5]; 
 intToASCII(tcnt_diff,tosend); 
 //USART_TransmitToPC(tosend,5); 
 
 PORTB |= (1<<PINB3); 
 _delay_ms(1); 
 PORTB &= ~(1<<PINB3); 
} 
 
void USART_ReceiveFromGPS(void) 
{ 
 uint8_t data[100]; 
 LIFO buff = { 
  .data = data, 
  .size = 100, 
  .top = 0 
 }; 
  
 uint8_t currentChar; 
 char msgTypRef[6] = "GNGLL"; 
 char msgTyp[6] = {0}; 
  
 do { 
  currentChar = USART1_Receive(1,0); 
 } while (currentChar != '$'); 
   
 int i; 
 for(i=0;i<5;i++) 
 { 
  msgTyp[i] = USART1_Receive(1,0); 
 } 
   
 int j = -1; 
 int k = 0; 
 char msg[6][10] = {0}; 
    
 if( strcmp(msgTyp,msgTypRef) == 0 ) 
 { 
  currentChar = USART1_Receive(1,0); 
  while (currentChar != '$') 
  { 
   push(&buff, currentChar); 
   currentChar = USART1_Receive(1,0); 
  } 
    
  uint8_t success = FIFOEnqueue(&L3_buffer, buff.data, buff.top); 
   
  USART1_Transmit(success+48); 
   
 } 
} 
 
uint16_t *tic(void) 
{ 
 uint16_t *p = malloc(1*sizeof(uint16_t)); 
 p[0] = TCNT1; 
 return p; 
} 
 
uint16_t toc(uint16_t *loc) 
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{ 
 uint16_t t0 = loc[0]; 
 free(loc); 
 return TCNT1-t0-9; 
} 
 
RFC4493.c: 
#include "libs/tiny-AES-c-master/aes.c" 
 
/* For CMAC Calculation */ 
unsigned char const_Rb[16] = { 
 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 
 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x87 
}; 
unsigned char const_Zero[16] = { 
 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 
 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00 
}; 
 
/* Basic Functions */ 
void xor_128(unsigned char *a, unsigned char *b, unsigned char *out) 
{ 
 int i; 
 for (i=0;i<16;i++) 
 { 
  out[i] = a[i] ^ b[i]; 
 } 
} 
 
void print_hex(char *str, unsigned char *buf, int len) 
{ 
 int i; 
 for ( i=0; i<len; i++ ) { 
  if ( (i % 16) == 0 && i != 0 ) printf(str); 
   printf("%02x", buf[i]); 
  if ( (i % 4) == 3 )  
   printf(" "); 
  if ( (i % 16) == 15 )  
   printf("\n"); 
 } 
 if ( (i % 16) != 0 )  
  printf("\n"); 
} 
 
void print128(unsigned char *bytes) 
{ 
 int j; 
 for (j=0; j<16;j++) { 
  printf("%02x",bytes[j]); 
  if ( (j%4) == 3 )  
   printf(" "); 
 } 
} 
 
void print96(unsigned char *bytes) 
{ 
 int j; 
 for (j=0; j<12;j++) { 
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  printf("%02x",bytes[j]); 
  if ( (j%4) == 3 )  
   printf(" "); 
 } 
} 
 
/* AES-CMAC Generation Function */ 
 
void leftshift_onebit(unsigned char *input,unsigned char *output) 
{ 
 int i; 
 unsigned char overflow = 0; 
 
 for ( i=15; i>=0; i-- ) { 
  output[i] = input[i] << 1; 
  output[i] |= overflow; 
  overflow = (input[i] & 0x80)?1:0; 
 } 
 return; 
} 
 
void generate_subkey(unsigned char *key, unsigned char *K1, unsigned char *K2) 
{ 
 unsigned char L[16]; 
 unsigned char Z[16]; 
 unsigned char tmp[16]; 
 int i; 
 
 for ( i=0; i<16; i++ ) Z[i] = 0; 
 
 memcpy(L,Z,16); 
 struct AES_ctx ctx; 
 AES_init_ctx(&ctx,key); 
 AES_ECB_encrypt(&ctx,L); 
  
 //AES_128(key,Z,L); 
 
 if ( (L[0] & 0x80) == 0 )  
 { /* If MSB(L) = 0, then K1 = L << 1 */ 
  leftshift_onebit(L,K1); 
 }  
 else  
 {    /* Else K1 = ( L << 1 ) (+) Rb */ 
  leftshift_onebit(L,tmp); 
  xor_128(tmp,const_Rb,K1); 
 } 
 
 if ( (K1[0] & 0x80) == 0 )  
 { 
  leftshift_onebit(K1,K2); 
 }   
 else  
 { 
  leftshift_onebit(K1,tmp); 
  xor_128(tmp,const_Rb,K2); 
 } 
  
 return; 
} 
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void padding ( unsigned char *lastb, unsigned char *pad, int length ) 
{ 
 int j; 
 
 /* original last block */ 
 for ( j=0; j<16; j++ ) { 
  if ( j < length )  
  { 
   pad[j] = lastb[j]; 
  }  
  else if ( j == length )  
  { 
   pad[j] = 0x80; 
  }  
  else  
  { 
   pad[j] = 0x00; 
  } 
 } 
} 
 
void AES_CMAC ( unsigned char *key, unsigned char *input, int length, unsigned 
char *mac ) 
{ 
 unsigned char X[16],Y[16], M_last[16], padded[16]; 
 unsigned char K1[16], K2[16]; 
 int    n, i, flag; 
  
 generate_subkey(key,K1,K2); 
 
 n = (length+15) / 16;       /* n is number of rounds */ 
 
 if ( n == 0 )  
 { 
  n = 1; 
  flag = 0; 
 }  
 else  
 { 
  if ( (length%16) == 0 )  
  { /* last block is a complete block */ 
   flag = 1; 
  }  
  else  
  { /* last block is not complete block */ 
   flag = 0; 
  } 
 } 
 
 if ( flag )  
 { /* last block is complete block */ 
  xor_128(&input[16*(n-1)],K1,M_last); 
 }  
 else  
 { 
  padding(&input[16*(n-1)],padded,length%16); 
  xor_128(padded,K2,M_last); 
 } 
 
 for ( i=0; i<16; i++ )  
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  X[i] = 0; 
 for ( i=0; i<n-1; i++ )  
 { 
  xor_128(X,&input[16*i],Y); /* Y := Mi (+) X  */ 
   
  memcpy(X,Y,16); 
  struct AES_ctx ctx; 
  AES_init_ctx(&ctx,key); 
  AES_ECB_encrypt(&ctx,X); 
   
  //AES_128(key,Y,X);      /* X := AES-128(KEY, Y); */ 
 } 
 
 xor_128(X,M_last,Y); 
  
 memcpy(X,Y,16); 
 struct AES_ctx ctx; 
 AES_init_ctx(&ctx,key); 
 AES_ECB_encrypt(&ctx,X); 
  
 //AES_128(key,Y,X); 
 
 for ( i=0; i<16; i++ )  
 { 
  mac[i] = X[i]; 
 } 
} 
 
Usart.c 
#include "usart.h" 
 
void USART0_init(uint16_t baud) 
{ 
 uint16_t ubrr = F_CPU/16/baud-1; 
  
 // Set baud rate 
 UBRR0H = (uint8_t)(ubrr>>8); 
 UBRR0L = (uint8_t)ubrr; 
  
 // Enable receiver and transmitter 
 UCSR0B = (1<<RXEN0)|(1<<TXEN0); 
  
 // Set frame format: 8data, 2stop bit 
 UCSR0C = (1<<USBS0)|(3<<UCSZ00); 
} 
 
void USART0_Transmit(uint8_t data) 
{ 
 //Wait for empty transmit buffer 
 while( !( UCSR0A & (1<<UDRE0)) ); 
  
 // Put data into buffer, sends the data 
 UDR0 = data; 
} 
 
uint8_t USART0_Receive(void) 
{ 
 // Wait for data to be received 
 while( !(UCSR0A & (1<<RXC0)) ); 
102 A  Programska koda 
 
  
 // Get and return received data from buffer 
 return UDR0; 
} 
 
void USART1_init(uint16_t baud) 
{ 
 uint16_t ubrr = F_CPU/16/baud-1; 
  
 // ubrr = 51; 
  
 // Set baud rate 
 UBRR1H = (uint8_t)(ubrr>>8); 
 UBRR1L = (uint8_t)ubrr; 
  
 // Enable receiver and transmitter 
 UCSR1B = (1<<RXEN1)|(1<<TXEN1); 
  
 // Set frame format: 8data, 2stop bit 
 UCSR1C = (1<<USBS1)|(3<<UCSZ10); 
} 
 
void USART1_Transmit(uint8_t data) 
{ 
 //Wait for empty transmit buffer 
 while( !( UCSR1A & (1<<UDRE1)) ); 
  
 // Put data into buffer, sends the data 
 UDR1 = data; 
} 
 
uint8_t USART1_Receive(uint8_t sync, uint8_t echo) 
{ 
 // Wait for data to be received 
 if (sync) 
 { 
  while( !(UCSR1A & (1<<RXC1)) ); 
 } 
 else if ( !(UCSR1A & (1<<RXC1)) ) 
 { 
  return 0; 
 } 
  
 // Get and return received data from buffer 
 uint8_t udr1 = UDR1; 
 if (echo) 
  USART1_Transmit(udr1); 
  
 return udr1; 
} 
 
Usart.h: 
void USART0_init(uint16_t baud); 
void USART0_Transmit(uint8_t data); 
uint8_t USART0_Receive(void); 
 
void USART1_init(uint16_t baud); 
void USART1_Transmit(uint8_t data); 
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uint8_t USART1_Receive(uint8_t sync, uint8_t echo); 
 
Mylib.c: 
void intToASCII(uint16_t num, char *ascii); 
void USART_TransmitToPC(uint8_t *input,uint8_t length); 
 
void bitsToASCII(uint8_t byte,uint8_t *ASCIIbits) 
{ 
 uint8_t k; 
 for(k=8;k;k--) 
  ASCIIbits[8-k] = ((byte>>(k-1))&0x01)+48; 
} 
 
void intToASCII(uint16_t num, char *ascii) 
{ 
 uint8_t e,d,s,t,tt; 
 e = num%10; 
 d = (num/10)%10; 
 s = (num/100)%10; 
 t = (num/1000)%10; 
 tt = (num/10000)%10; 
  
 ascii[0] = tt+48; 
 ascii[1] = t+48; 
 ascii[2] = s+48; 
 ascii[3] = d+48; 
 ascii[4] = e+48; 
} 
 
void decToHex(uint8_t dec, uint8_t *hex) 
{ 
 hex[0] = 48 + (dec/16)%16 + ( ((dec/16)%16)>9 )*7; 
 hex[1] = 48 + dec%16 + ((dec%16)>9)*7; 
} 
 
 
void USART_TransmitToPC(uint8_t *input,uint8_t length) 
{ 
 int m; 
 for(m=0;length;length--) 
 { 
  USART0_Transmit(input[m++]); 
 } 
 USART0_Transmit(10); 
 USART0_Transmit(13); 
} 
 
Spi.c 
#include "spi.h" 
 
spi_util_t spi_util = { 
 .ent_count = 0, 
 .selected_ent_idx = 0, 
 .select_ent = selectEnt, 
 .init_ent = initEnt, 
 .spi_init = SPI_Init, 
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 .spi_transmit = SPI_Transmit, 
 .spi_receive = SPI_Receive, 
 .set_ss = setSS 
}; 
 
void SPI_Init() 
{ 
 DDRB |= (1<<PINB5) | (1<<PINB7); // Nastavitev MOSI in SCK (aka CLK) 
pinov na output 
 DDRB &= ~( (1<<PINB6) | (1<<PINB4) ); // Nastavitev MISO in SS (aka CS; 
zahteva SPI modul v MCU) na input 
 PORTB |= (1<<PINB4); 
 PORTB &= ~(1<<PORTB5); 
  
 SPCR |= (1<<SPE) | (1<<MSTR); // omogocenje SPI modula na MCU-ju, 
dodelitev vloge master (ne slave) MCU-ju 
  
 uint8_t mode = spi_util.ent_list[spi_util.selected_ent_idx]->mode; 
 uint8_t clkrate = spi_util.ent_list[spi_util.selected_ent_idx]-
>clkrate; 
 SPCR = (SPCR & 0xF0) | (clkrate&0x03); // nastavitev delilnika clk za 
SPI 
 SPSR = (SPSR & 0xFE) | ((clkrate>>2)&0x01); // ... delilnik clk 
 SPCR |= (mode<<2); // Izbor režima komunikacije SPI (clk in sample) 
} 
 
void SPI_Transmit(uint8_t data) 
{ 
 SPDR = data; 
 while( !(SPSR & (1<<SPIF)) ); 
} 
 
uint8_t SPI_Receive() 
{  
 SPDR = 0x00; 
 while( !(SPSR & (1<<SPIF)) );  
 return SPDR; 
} 
 
void setSS(uint8_t dir) 
{ 
 if(dir == 1) 
  spi_util.ent_list[spi_util.selected_ent_idx]->port[0] |= 
(1<<spi_util.ent_list[spi_util.selected_ent_idx]->port_num); 
 else 
  spi_util.ent_list[spi_util.selected_ent_idx]->port[0] &= 
~(1<<spi_util.ent_list[spi_util.selected_ent_idx]->port_num); 
} 
 
void selectEnt(uint8_t ent_idx) 
{ 
 if(spi_util.selected_ent_idx != ent_idx) 
  spi_util.spi_init(); 
 spi_util.selected_ent_idx = ent_idx; 
} 
 
void initEnt(spi_ent_t *spi_ent, uint8_t *ddr, uint8_t *port, uint8_t 
port_num, uint8_t clkrate, uint8_t cpol, uint8_t cpha) 
{ 
 spi_ent->idx = spi_util.ent_count++; 
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 spi_ent->ddr = ddr; 
 spi_ent->port = port; 
 spi_ent->port_num = port_num; 
 spi_ent->cpol = cpol; 
 spi_ent->cpha = cpha; 
 spi_ent->mode = (cpol<<1)|(cpha); 
 spi_ent->clkrate = clkrate; 
  
 ddr[0] |= (1<<port_num); 
 spi_util.select_ent(spi_ent->idx); 
 spi_util.set_ss(1); 
} 
 
Spi.h 
#ifndef SPI_H_ 
#define SPI_H_ 
 
typedef struct SpiEnt { 
 uint8_t idx; 
 uint8_t port_num; 
 uint8_t *ddr; 
 uint8_t *port; 
 uint8_t cpha; 
 uint8_t cpol; 
 uint8_t mode; 
 uint8_t clkrate; 
} spi_ent_t; 
 
typedef struct SpiUtil { 
 spi_ent_t **ent_list; 
 uint8_t ent_count; 
 uint8_t selected_ent_idx; 
 void (*create_ent)(void); 
 void (*init_ent)(spi_ent_t *,uint8_t *,uint8_t 
*,uint8_t,uint8_t,uint8_t,uint8_t); 
 void (*select_ent)(uint8_t); 
 void (*spi_init)(void); 
 void (*spi_transmit)(uint8_t); 
 uint8_t (*spi_receive)(); 
 void (*set_ss)(uint8_t); 
} spi_util_t; 
 
 
void SPI_Init(); 
void SPI_Transmit(uint8_t data); 
uint8_t SPI_Receive(); 
 
void selectEnt(uint8_t ent_idx); 
void setSS(uint8_t dir); 
void initEnt(spi_ent_t *spi_ent, uint8_t *ddr, uint8_t *port, uint8_t 
port_num, uint8_t clkrate, uint8_t cpol, uint8_t cpha); 
 
 
#endif  
Timer.c: 
#include "timer.h" 
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void timer1Init(uint8_t wgm, uint8_t comA, uint8_t comB, uint16_t top_value_A, 
uint16_t top_value_B, uint8_t timsk) 
{  
 // Set registers to default values 
 TCCR1A = 0; 
 TCCR1B = 0; 
 TCCR1C = 0; 
  
 TCNT1L = 0; 
 TCNT1H = 0; 
 // 
  
 // Selecting the waveform generation mode  
 TCCR1A |= ( (comA & 0x03)<<COM1A0 ) | ( (comB & 0x03)<<COM1B0 ) | ( wgm 
& 0x03 ); 
 TCCR1B |= ( ( (wgm>>2) & 0x03 )<<WGM12 ); 
 // 
  
 TIMSK1 = ( timsk & ( (1<<TOIE1) | (1<<OCIE1A) | (1<<OCIE1B) | 
(1<<ICIE1) ) ); 
  
 // Setting the output compare registers as references for timer reset 
 OCR1AH = (uint8_t) (top_value_A>>8); 
 OCR1AL = (uint8_t) top_value_A; 
  
 OCR1BH = (uint8_t) (top_value_B>>8); 
 OCR1BL = (uint8_t) top_value_B; 
 // 
} 
 
void timer1Start(uint8_t prescaler) 
{ 
 // Selecting prescaler option; starts the timer/counter 
 TCCR1B |= ( prescaler & 0x07 ); 
 // 
} 
 
void timer1Stop() 
{ 
 // Stopping the timer/counter 
 TCCR1B &= ~( 0x07 ); 
 // 
} 
 
void timer2Init(uint8_t wgm, uint8_t comA, uint8_t comB, uint8_t top_value_A, 
uint8_t top_value_B, uint8_t timsk) 
{ 
 // Set registers to default values 
 TCCR2A = 0; 
 TCCR2B = 0; 
  
 TCNT2 = 0; 
 
 // Selecting the waveform generation mode 
 TCCR2A = ( wgm & 0x03 ); 
 TCCR2B = ( ( (wgm>>2) & 0x01 )<<WGM22 ); 
 // 
  
 TIMSK2 = ( timsk & ( (1<<TOIE1) | (1<<OCIE1A) | (1<<OCIE1B) | 
(1<<ICIE1) ) ); 
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 // Setting the output compare registers as references for timer reset 
 OCR2A = (uint8_t) top_value_A; 
  
 OCR2B = (uint8_t) top_value_B; 
 // 
} 
 
void timer2Start(uint8_t prescaler) 
{ 
 // Selecting prescaler option; starts the timer/counter 
 TCCR2B |= ( prescaler & 0x07 ); 
 // 
} 
 
void timer2Stop() 
{ 
 // Stopping the timer/counter 
 TCCR2B &= ~( 0x07 ); 
 // 
} 
 
void timer3Init(uint8_t wgm, uint8_t comA, uint8_t comB, uint16_t top_value_A, 
uint16_t top_value_B, uint8_t timsk) 
{ 
 // Set registers to default values 
 TCCR3A = 0; 
 TCCR3B = 0; 
 TCCR3C = 0; 
  
 TCNT3L = 0; 
 TCNT3H = 0; 
 // 
  
 // Selecting the waveform generation mode 
 TCCR3A |= ( (comA & 0x03)<<COM3A0 ) | ( (comB & 0x03)<<COM3B0 ) | ( wgm 
& 0x03 ); 
 TCCR3B |= ( ( (wgm>>2) & 0x03 )<<WGM12 ); 
 // 
  
 TIMSK3 = ( timsk & ( (1<<TOIE1) | (1<<OCIE1A) | (1<<OCIE1B) | 
(1<<ICIE1) ) ); 
  
 // Setting the output compare registers as references for timer reset 
 OCR3AH = (uint8_t) (top_value_A>>8); 
 OCR3AL = (uint8_t) top_value_A; 
  
 OCR3BH = (uint8_t) (top_value_B>>8); 
 OCR3BL = (uint8_t) top_value_B; 
 // 
} 
 
void timer3Start(uint8_t prescaler) 
{ 
 // Selecting prescaler option; starts the timer/counter 
 TCCR3B |= ( prescaler & 0x07 ); 
 // 
} 
 
void timer3Stop() 
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{ 
 // Stopping the timer/counter 
 TCCR3B &= ~( 0x07 ); 
 // 
} 
 
Timer.h: 
 
#ifndef TIMER_H_ 
#define TIMER_H_ 
 
 
void timer1Init(uint8_t wgm, uint8_t comA, uint8_t comB, uint16_t top_value_A, 
uint16_t top_value_B, uint8_t timsk); 
void timer2Init(uint8_t wgm, uint8_t comA, uint8_t comB, uint8_t top_value_A, 
uint8_t top_value_B, uint8_t timsk); 
void timer3Init(uint8_t wgm, uint8_t comA, uint8_t comB, uint16_t top_value_A, 
uint16_t top_value_B, uint8_t timsk); 
 
void timer1Start(uint8_t prescaler); 
void timer2Start(uint8_t prescaler); 
void timer3Start(uint8_t prescaler); 
 
void timer1Stop(); 
void timer2Stop(); 
void timer3Stop(); 
 
 
#endif /* TIMER_H_ */ 
 
Rtos.c:  
 
#include "rtos.h" 
 
rtos_util_t rtos_util = { 
 .task_switch = rtosSwitch, 
 .rtos_init = rtosInit, 
 .rtos_start = rtosStart1, 
 .rtos_stop = rtosStop 
}; 
 
void rtosInit() 
{ 
 // inicializacija timer-ja 
 // uint16_t tvA; 
 if( (uint16_t)(rtos_util.timeslice>>16) == 0 ) 
 { 
  uint8_t timsk; 
  timsk = (1<<OCIE3A); 
  timer3Init(4,0,0,rtos_util.timeslice-1,0,timsk); 
  rtos_util.rtos_start = rtosStart1; 
 } 
 else  
 { 
  // For the following implementation to work the pin 
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  // with an alterantive functionality of OC1A (19) has to 
  // be connected to the one marked as T3 (14) 
  // NOTE: In that case USART0 module MUST NOT be used 
  uint8_t timsk1 = 0; 
  uint8_t timsk3 = (1<<OCIE3A); 
  uint16_t timer_prescale = 500; 
  DDRD |= (1<<PIND5) | (1<<PIND6); 
  rtos_util.timeslice = rtos_util.timeslice/1000; 
  timer3Init(4,0,0,(uint16_t)(rtos_util.timeslice),0,timsk3); 
  timer1Init(4,1,0,timer_prescale-1,0,timsk1); 
  rtos_util.rtos_start = rtosStart2; 
 } 
} 
 
void rtosStart1() 
{ 
 sei(); 
 timer3Start(2); 
 //timer1Start(2); 
} 
 
void rtosStart2() 
{ 
 sei(); 
 timer3Start(7); 
 timer1Start(2); 
} 
 
void rtosStop() 
{ 
 timer3Stop(); 
 timer1Stop(); 
} 
 
void rtosSwitch() 
{ 
 
 rtos_util.task_list[rtos_util.current_task_idx]->function(); 
 rtos_util.current_task_idx = ( rtos_util.current_task_idx + 1 ) % 
rtos_util.task_count; 
  
} 
 
ISR(TIMER3_OVF_vect) 
{ 
 rtos_util.task_switch(); 
} 
 
ISR(TIMER3_COMPA_vect) 
{ 
 //cli(); 
 rtos_util.task_switch(); 
 //sei(); 
} 
 
Rtos.h: 
#ifndef RTOS_H_ 
#define RTOS_H_ 
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typedef void (*fptr)(void); 
 
typedef struct Task { 
 fptr function; 
 uint32_t last_tick; 
} rtos_task_t; 
 
typedef struct RtosUtil { 
 rtos_task_t **task_list; 
 uint8_t current_task_idx; 
 uint8_t task_count; 
 uint32_t timeslice; 
 fptr task_switch; 
 fptr rtos_init; 
 fptr rtos_start; 
 fptr rtos_stop; 
} rtos_util_t; 
 
void rtosInit(); 
void rtosStart1(); 
void rtosStart2(); 
void rtosStop(); 
void rtosSwitch(); 
void taskA(); 
void taskB(); 
 
 
 
#endif /* RTOS_H_ */ 
 
 
Buffer.c: 
 
#include <stdint.h> 
 
#include "buffer.h" 
 
uint8_t FIFOEnqueue(Buffer *buffer,uint8_t *input,uint8_t size) 
{ 
 if( ((buffer->begin-(buffer->end+1))+buffer->size)%buffer->size > 0 && 
size <= buffer->max_length) 
 { 
  uint8_t i; 
  for(i=0;i<size;i++) 
  { 
   buffer->data[(buffer->end)*(buffer->max_length)+i] = 
input[i]; 
  } 
  buffer->length[buffer->end] = size; 
   
  buffer->end = (buffer->end+1)%buffer->size; 
   
  return 1; 
 } 
 else 
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 { 
  return 0; 
 }  
} 
 
uint8_t FIFODequeue(Buffer *buffer,uint8_t *output,uint8_t *size) 
{ 
 if( (buffer->end-buffer->begin) != 0 ) 
 {  
  uint8_t i; 
  for(i=0;i<buffer->length[buffer->begin];i++) 
  { 
   output[i] = buffer->data[(buffer->begin)*(buffer-
>max_length)+i]; 
  } 
  size[0] = buffer->length[buffer->begin]; 
  buffer->begin = (buffer->begin+1)%buffer->size; 
  return 1; 
 } 
 else  
  return 0; 
} 
 
uint8_t FIFOFragmentEnqueue(Buffer *buffer,uint8_t *input,uint8_t size, 
uint8_t fragment_size) 
{ 
 uint8_t success = 0; 
 if( ((buffer->begin-(buffer->end+1))+buffer->size)%buffer->size >= size 
) 
 { 
  uint8_t i; 
  for(i=0;i<(uint8_t) ceil(size/fragment_size);i++) 
  { 
   success = 
FIFOEnqueue(buffer,&input[i*fragment_size],fragment_size); 
  } 
  return success; 
 } 
 else 
  return 0; 
} 
 
uint8_t push(LIFO *lifo,uint8_t input) 
{ 
 if( lifo->top < lifo->size) 
 { 
  lifo->data[lifo->top] = input; 
  lifo->top = lifo->top+1;  
  return 1; 
 } 
 else 
  return 0; 
} 
 
uint8_t mpush(LIFO *lifo,uint8_t *input,uint8_t size) 
{ 
 if( lifo->size-lifo->top >= size ) 
 { 
  uint8_t i; 
  for(i=0;i<size;i++) 
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  { 
   push(lifo,input[i]); 
  } 
  return 1; 
 } 
 else 
  return 0; 
} 
 
uint8_t pop(LIFO *lifo,uint8_t *output) 
{ 
 if( lifo->top > 0 ) 
 { 
  output[0] = lifo->data[lifo->top-1]; 
  lifo->top = lifo->top-1; 
  return 1; 
 } 
 else 
  return 0; 
} 
 
uint8_t LIFOLength(LIFO *lifo) 
{ 
 return lifo->top; 
} 
 
Buffer.h: 
 
#define LIFO_1_SIZE 10 
 
typedef struct Buffer 
{ 
 uint8_t begin; 
 uint8_t end; 
 uint8_t size; 
 uint8_t max_length; 
 uint8_t *length; 
 uint8_t *data; 
} Buffer; 
 
typedef struct LIFO 
{ 
 uint8_t *data; 
 uint8_t top; 
 uint8_t size; 
} LIFO; 
 
uint8_t FIFOEnqueue(Buffer *buffer,uint8_t *input,uint8_t size); 
uint8_t FIFODequeue(Buffer *buffer,uint8_t *output,uint8_t *size); 
uint8_t FIFOFragmentEnqueue(Buffer *buffer,uint8_t *input,uint8_t size,uint8_t 
fragment_size); 
 
uint8_t push(LIFO *lifo,uint8_t input); 
uint8_t mpush(LIFO *lifo,uint8_t *input,uint8_t size); 
uint8_t pop(LIFO *lifo,uint8_t *output); 
uint8_t LIFOLength(LIFO *lifo); 
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Lora.c: 
 
#include "lora.h" 
#include "spi.h" 
 
//lora_util_t lora_util; 
lora_util_t lora_util = { 
 .spi_send = SPI_Transmit 
}; 
 
void writeReg(uint8_t addr,uint8_t data) 
{ 
 spi_util.select_ent(0); 
 spi_util.set_ss(0); 
 spi_util.spi_transmit(addr | 0x80); 
 spi_util.spi_transmit(data); 
 spi_util.set_ss(1); 
} 
 
uint8_t readReg (uint8_t addr)  
{ 
 spi_util.select_ent(0); 
 spi_util.set_ss(0); 
 _delay_us(1); 
 spi_util.spi_transmit(addr & (0x7F)); // MSB set to zero for read 
access 
 //_delay_us(2); 
 uint8_t read_data = spi_util.spi_receive(); // reading lora register 
 _delay_ms(1); 
 spi_util.set_ss(1); 
 return read_data; 
 
} 
 
void writeBuf (uint8_t addr, uint8_t *buf, uint8_t len) { 
 spi_util.select_ent(0); 
 spi_util.set_ss(0); 
 spi_util.spi_transmit(addr | (0x80)); 
 for (uint8_t i=0; i<len; i++) { 
  spi_util.spi_transmit(buf[i]); 
 } 
 spi_util.set_ss(1); 
  
} 
 
 
static void readBuf (uint8_t addr, uint8_t *buf, uint8_t len) { 
 spi_util.select_ent(0); 
 spi_util.set_ss(0); 
 spi_util.spi_transmit(addr & 0x7F); 
 for (uint8_t i=0; i<len; i++) { 
  buf[i] = spi_util.spi_receive(); 
 } 
 spi_util.set_ss(1); 
  
} 
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void opmode (uint8_t mode) { 
 writeReg(RegOpMode, (readReg(RegOpMode) & ~OPMODE_MASK) | mode); 
} 
 
static void configChannel () { 
 // set frequency: FQ = (FRF * 32 Mhz) / (2 ^ 19) 
 uint64_t frf = ((uint64_t) 868000000 << 19) / 32000000; 
 writeReg(RegFrfMsb, (uint8_t)(frf>>16)); 
 writeReg(RegFrfMid, (uint8_t)(frf>> 8)); 
 writeReg(RegFrfLsb, (uint8_t)(frf>> 0)); 
} 
 
static void txlora () { 
 // select LoRa modem (from sleep mode) 
 //writeReg(RegOpMode, OPMODE_LORA); // same bellow 
 opmode(OPMODE_LORA); 
  
 //ASSERT((readReg(RegOpMode) & OPMODE_LORA) != 0); 
 
 // enter standby mode (required for FIFO loading)) 
 opmode(OPMODE_STANDBY); 
  
 // configure LoRa modem (cfg1, cfg2) 
 configLoraModem(); 
  
 // configure frequency 
 configChannel(); 
  
 // configure output power 
 writeReg(RegPaRamp, (readReg(RegPaRamp) & 0xF0) | 0x08); // set PA 
ramp-up time 50 uSec 
 configPower(); 
  
 // set sync word 
 writeReg(LORARegSyncWord, LORA_MAC_PREAMBLE); 
 
 // set the IRQ mapping DIO0=TxDone DIO1=NOP DIO2=NOP 
 writeReg(RegDioMapping1, 
MAP_DIO0_LORA_TXDONE|MAP_DIO1_LORA_NOP|MAP_DIO2_LORA_NOP); 
 // clear all radio IRQ flags 
 writeReg(LORARegIrqFlags, 0xFF); 
 // mask all IRQs but TxDone 
 writeReg(LORARegIrqFlagsMask, ~IRQ_LORA_TXDONE_MASK); 
 
 // initialize the payload size and address pointers 
 writeReg(LORARegFifoTxBaseAddr, 0x00); 
 writeReg(LORARegFifoAddrPtr, 0x00); 
 //writeReg(LORARegPayloadLength, LMIC.dataLen); 
 
 // download buffer to the radio FIFO 
 //writeBuf(RegFifo, LMIC.frame, LMIC.dataLen); 
 
 // enable antenna switch for TX 
 hal_pin_rxtx(1); 
 
 // now we actually start the transmission 
 opmode(OPMODE_TX); 
 
 #if LMIC_DEBUG_LEVEL > 0 
 u1_t sf = getSf(LMIC.rps) + 6; // 1 == SF7 
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 u1_t bw = getBw(LMIC.rps); 
 u1_t cr = getCr(LMIC.rps); 
 lmic_printf("%lu: TXMODE, freq=%lu, len=%d, SF=%d, BW=%d, CR=4/%d, 
IH=%d\n", 
 os_getTime(), LMIC.freq, LMIC.dataLen, sf, 
 bw == BW125 ? 125 : (bw == BW250 ? 250 : 500), 
 cr == CR_4_5 ? 5 : (cr == CR_4_6 ? 6 : (cr == CR_4_7 ? 7 : 8)), 
 getIh(LMIC.rps) 
 ); 
 #endif 
} 
 
Lora.h: 
 
#ifndef LORA_H_ 
#define LORA_H_ 
 
// ---------------------------------------- 
// Registers Mapping 
#define RegFifo                                    0x00 // common 
#define RegOpMode                                  0x01 // common 
#define FSKRegBitrateMsb                           0x02 
#define FSKRegBitrateLsb                           0x03 
#define FSKRegFdevMsb                              0x04 
#define FSKRegFdevLsb                              0x05 
#define RegFrfMsb                                  0x06 // common 
#define RegFrfMid                                  0x07 // common 
#define RegFrfLsb                                  0x08 // common 
#define RegPaConfig                                0x09 // common 
#define RegPaRamp                                  0x0A // common 
#define RegOcp                                     0x0B // common 
#define RegLna                                     0x0C // common 
#define FSKRegRxConfig                             0x0D 
#define LORARegFifoAddrPtr                         0x0D 
#define FSKRegRssiConfig                           0x0E 
#define LORARegFifoTxBaseAddr                      0x0E 
#define FSKRegRssiCollision                        0x0F 
#define LORARegFifoRxBaseAddr                      0x0F 
#define FSKRegRssiThresh                           0x10 
#define LORARegFifoRxCurrentAddr                   0x10 
#define FSKRegRssiValue                            0x11 
#define LORARegIrqFlagsMask                        0x11 
#define FSKRegRxBw                                 0x12 
#define LORARegIrqFlags                            0x12 
#define FSKRegAfcBw                                0x13 
#define LORARegRxNbBytes                           0x13 
#define FSKRegOokPeak                              0x14 
#define LORARegRxHeaderCntValueMsb                 0x14 
#define FSKRegOokFix                               0x15 
#define LORARegRxHeaderCntValueLsb                 0x15 
#define FSKRegOokAvg                               0x16 
#define LORARegRxPacketCntValueMsb                 0x16 
#define LORARegRxpacketCntValueLsb                 0x17 
#define LORARegModemStat                           0x18 
#define LORARegPktSnrValue                         0x19 
#define FSKRegAfcFei                               0x1A 
#define LORARegPktRssiValue                        0x1A 
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#define FSKRegAfcMsb                               0x1B 
#define LORARegRssiValue                           0x1B 
#define FSKRegAfcLsb                               0x1C 
#define LORARegHopChannel                          0x1C 
#define FSKRegFeiMsb                               0x1D 
#define LORARegModemConfig1                        0x1D 
#define FSKRegFeiLsb                               0x1E 
#define LORARegModemConfig2                        0x1E 
#define FSKRegPreambleDetect                       0x1F 
#define LORARegSymbTimeoutLsb                      0x1F 
#define FSKRegRxTimeout1                           0x20 
#define LORARegPreambleMsb                         0x20 
#define FSKRegRxTimeout2                           0x21 
#define LORARegPreambleLsb                         0x21 
#define FSKRegRxTimeout3                           0x22 
#define LORARegPayloadLength                       0x22 
#define FSKRegRxDelay                              0x23 
#define LORARegPayloadMaxLength                    0x23 
#define FSKRegOsc                                  0x24 
#define LORARegHopPeriod                           0x24 
#define FSKRegPreambleMsb                          0x25 
#define LORARegFifoRxByteAddr                      0x25 
#define LORARegModemConfig3                        0x26 
#define FSKRegPreambleLsb                          0x26 
#define FSKRegSyncConfig                           0x27 
#define LORARegFeiMsb                              0x28 
#define FSKRegSyncValue1                           0x28 
#define LORAFeiMib                                 0x29 
#define FSKRegSyncValue2                           0x29 
#define LORARegFeiLsb                              0x2A 
#define FSKRegSyncValue3                           0x2A 
#define FSKRegSyncValue4                           0x2B 
#define LORARegRssiWideband                        0x2C 
#define FSKRegSyncValue5                           0x2C 
#define FSKRegSyncValue6                           0x2D 
#define FSKRegSyncValue7                           0x2E 
#define FSKRegSyncValue8                           0x2F 
#define FSKRegPacketConfig1                        0x30 
#define FSKRegPacketConfig2                        0x31 
#define LORARegDetectOptimize                      0x31 
#define FSKRegPayloadLength                        0x32 
#define FSKRegNodeAdrs                             0x33 
#define LORARegInvertIQ                            0x33 
#define FSKRegBroadcastAdrs                        0x34 
#define FSKRegFifoThresh                           0x35 
#define FSKRegSeqConfig1                           0x36 
#define FSKRegSeqConfig2                           0x37 
#define LORARegDetectionThreshold                  0x37 
#define FSKRegTimerResol                           0x38 
#define FSKRegTimer1Coef                           0x39 
#define LORARegSyncWord                            0x39 
#define FSKRegTimer2Coef                           0x3A 
#define FSKRegImageCal                             0x3B 
#define FSKRegTemp                                 0x3C 
#define FSKRegLowBat                               0x3D 
#define FSKRegIrqFlags1                            0x3E 
#define FSKRegIrqFlags2                            0x3F 
#define RegDioMapping1                             0x40 // common 
#define RegDioMapping2                             0x41 // common 
#define RegVersion                                 0x42 // common 
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// #define RegAgcRef                                  0x43 // common 
// #define RegAgcThresh1                              0x44 // common 
// #define RegAgcThresh2                              0x45 // common 
// #define RegAgcThresh3                              0x46 // common 
// #define RegPllHop                                  0x4B // common 
// #define RegTcxo                                    0x58 // common 
#define RegPaDac                                   0x5A // common 
// #define RegPll                                     0x5C // common 
// #define RegPllLowPn                                0x5E // common 
// #define RegFormerTemp                              0x6C // common 
// #define RegBitRateFrac                             0x70 // common 
 
// ---------------------------------------- 
// spread factors and mode for RegModemConfig2 
#define SX1272_MC2_FSK  0x00 
#define SX1272_MC2_SF7  0x70 
#define SX1272_MC2_SF8  0x80 
#define SX1272_MC2_SF9  0x90 
#define SX1272_MC2_SF10 0xA0 
#define SX1272_MC2_SF11 0xB0 
#define SX1272_MC2_SF12 0xC0 
// bandwidth for RegModemConfig1 
#define SX1272_MC1_BW_125  0x00 
#define SX1272_MC1_BW_250  0x40 
#define SX1272_MC1_BW_500  0x80 
// coding rate for RegModemConfig1 
#define SX1272_MC1_CR_4_5 0x08 
#define SX1272_MC1_CR_4_6 0x10 
#define SX1272_MC1_CR_4_7 0x18 
#define SX1272_MC1_CR_4_8 0x20 
#define SX1272_MC1_IMPLICIT_HEADER_MODE_ON 0x04 // required for receive 
#define SX1272_MC1_RX_PAYLOAD_CRCON        0x02 
#define SX1272_MC1_LOW_DATA_RATE_OPTIMIZE  0x01 // mandated for SF11 and SF12 
// transmit power configuration for RegPaConfig 
#define SX1272_PAC_PA_SELECT_PA_BOOST 0x80 
#define SX1272_PAC_PA_SELECT_RFIO_PIN 0x00 
 
 
// sx1276 RegModemConfig1 
#define SX1276_MC1_BW_125                0x70 
#define SX1276_MC1_BW_250                0x80 
#define SX1276_MC1_BW_500                0x90 
#define SX1276_MC1_CR_4_5            0x02 
#define SX1276_MC1_CR_4_6            0x04 
#define SX1276_MC1_CR_4_7            0x06 
#define SX1276_MC1_CR_4_8            0x08 
 
#define SX1276_MC1_IMPLICIT_HEADER_MODE_ON    0x01 
 
// sx1276 RegModemConfig2 
#define SX1276_MC2_RX_PAYLOAD_CRCON        0x04 
 
// sx1276 RegModemConfig3 
#define SX1276_MC3_LOW_DATA_RATE_OPTIMIZE  0x08 
#define SX1276_MC3_AGCAUTO                 0x04 
 
// preamble for lora networks (nibbles swapped) 
#define LORA_MAC_PREAMBLE                  0x34 
 
#define RXLORA_RXMODE_RSSI_REG_MODEM_CONFIG1 0x0A 
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#ifdef CFG_sx1276_radio 
#define RXLORA_RXMODE_RSSI_REG_MODEM_CONFIG2 0x70 
#elif CFG_sx1272_radio 
#define RXLORA_RXMODE_RSSI_REG_MODEM_CONFIG2 0x74 
#endif 
 
 
 
// ---------------------------------------- 
// Constants for radio registers 
#define OPMODE_LORA      0x80 
#define OPMODE_MASK      0x07 
#define OPMODE_SLEEP     0x00 
#define OPMODE_STANDBY   0x01 
#define OPMODE_FSTX      0x02 
#define OPMODE_TX        0x03 
#define OPMODE_FSRX      0x04 
#define OPMODE_RX        0x05 
#define OPMODE_RX_SINGLE 0x06 
#define OPMODE_CAD       0x07 
 
// ---------------------------------------- 
// Bits masking the corresponding IRQs from the radio 
#define IRQ_LORA_RXTOUT_MASK 0x80 
#define IRQ_LORA_RXDONE_MASK 0x40 
#define IRQ_LORA_CRCERR_MASK 0x20 
#define IRQ_LORA_HEADER_MASK 0x10 
#define IRQ_LORA_TXDONE_MASK 0x08 
#define IRQ_LORA_CDDONE_MASK 0x04 
#define IRQ_LORA_FHSSCH_MASK 0x02 
#define IRQ_LORA_CDDETD_MASK 0x01 
 
#define IRQ_FSK1_MODEREADY_MASK         0x80 
#define IRQ_FSK1_RXREADY_MASK           0x40 
#define IRQ_FSK1_TXREADY_MASK           0x20 
#define IRQ_FSK1_PLLLOCK_MASK           0x10 
#define IRQ_FSK1_RSSI_MASK              0x08 
#define IRQ_FSK1_TIMEOUT_MASK           0x04 
#define IRQ_FSK1_PREAMBLEDETECT_MASK    0x02 
#define IRQ_FSK1_SYNCADDRESSMATCH_MASK  0x01 
#define IRQ_FSK2_FIFOFULL_MASK          0x80 
#define IRQ_FSK2_FIFOEMPTY_MASK         0x40 
#define IRQ_FSK2_FIFOLEVEL_MASK         0x20 
#define IRQ_FSK2_FIFOOVERRUN_MASK       0x10 
#define IRQ_FSK2_PACKETSENT_MASK        0x08 
#define IRQ_FSK2_PAYLOADREADY_MASK      0x04 
#define IRQ_FSK2_CRCOK_MASK             0x02 
#define IRQ_FSK2_LOWBAT_MASK            0x01 
 
// ---------------------------------------- 
// DIO function mappings                D0D1D2D3 
#define MAP_DIO0_LORA_RXDONE   0x00  // 00------ 
#define MAP_DIO0_LORA_TXDONE   0x40  // 01------ 
#define MAP_DIO1_LORA_RXTOUT   0x00  // --00---- 
#define MAP_DIO1_LORA_NOP      0x30  // --11---- 
#define MAP_DIO2_LORA_NOP      0xC0  // ----11-- 
 
#define MAP_DIO0_FSK_READY     0x00  // 00------ (packet sent / payload ready) 
#define MAP_DIO1_FSK_NOP       0x30  // --11---- 
#define MAP_DIO2_FSK_TXNOP     0x04  // ----01-- 
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#define MAP_DIO2_FSK_TIMEOUT   0x08  // ----10-- 
 
 
// FSK IMAGECAL defines 
#define RF_IMAGECAL_AUTOIMAGECAL_MASK               0x7F 
#define RF_IMAGECAL_AUTOIMAGECAL_ON                 0x80 
#define RF_IMAGECAL_AUTOIMAGECAL_OFF                0x00  // Default 
 
#define RF_IMAGECAL_IMAGECAL_MASK                   0xBF 
#define RF_IMAGECAL_IMAGECAL_START                  0x40 
 
#define RF_IMAGECAL_IMAGECAL_RUNNING                0x20 
#define RF_IMAGECAL_IMAGECAL_DONE                   0x00  // Default 
 
 
typedef struct LoraUtil { 
 void (*spi_send)(uint8_t); 
} lora_util_t; 
 
 
 
#endif /* LORA_H_ */ 
Lorawan.c: 
 
#include "lorawan.h" 
 
void lorawanInit( Buffer *l1_buffer ) 
{ 
  
 // Defining PCINT (DIO) pins 
 DDRA &= ~( (1<<DDA6)|(1<<DDA5)|(1<<DDA4)|(1<<DDA1)|(1<<DDA0) ); 
 PORTA |= ( (1<<PORTA6)|(1<<PORTA5)|(1<<PORTA4)|(1<<PORTA1)|(1<<PORTA0) 
); 
 PCICR |= (1<<PCIE0); 
 PCMSK0 = (1<<PCINT6)|(1<<PCINT5)|(1<<PCINT4)|(1<<PCINT1)|(1<<PCINT0); 
  
 uplink_frm_counter = 0; 
  
 setFHDR(); 
 setFPort(1); 
  
} 
 
void setMHDR(uint8_t mtype,uint8_t rfu,uint8_t major) 
{ 
 MHDR[0] = ((mtype<<MType)&MType_mask) | ((rfu<<RFU)&RFU_mask) | 
((major<<Major)&Major_mask); 
} 
 
void L3Encapsulate(uint8_t *payload,uint8_t payload_size,LIFO *packet) 
{  
 // Zloraba LIFO podatkovne strukture za namen sestavljanja paketa 
 LIFO macpayload; 
 macpayload.data = MACPayload; 
 macpayload.size = MAC_PAYLOAD_MAX_LENGTH; 
 macpayload.top = 0; 
 // 
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 uint8_t enc_msg[payload_size]; 
  
 encryptPayload(payload,payload_size); 
 //LoRaMacPayloadEncrypt(payload, payload_size, AppSKey, (uint32_t) ( 
((uint32_t) DevAddr[0]) | ( ((uint32_t) DevAddr[1])<<8) | ( ((uint32_t) 
DevAddr[2])<<16) | ( ((uint32_t) DevAddr[3])<<24) ), 0, (uint32_t) 0x00, 
enc_msg); 
  
 mpush(&macpayload,FHDR,FHDRLength); // What is FHDR actual length 
 push(&macpayload,FPort); 
 mpush(&macpayload,payload,payload_size);  
  
 packet->data = macpayload.data; 
 packet->size = macpayload.size; 
 packet->top = macpayload.top; 
} 
 
void L2Encapsulate(uint8_t *payload,uint8_t payload_size,LIFO *packet) 
{ 
 setMHDR(0x02,0,0); 
  
 // Zloraba LIFO podatkovne strukture za namen sestavljanja paketa 
 LIFO phypayload; 
 phypayload.data = PHYPayload; 
 phypayload.size = PHY_PAYLOAD_MAX_LENGTH; 
 phypayload.top = 0; 
 // 
  
 mpush(&phypayload,MHDR,MHDR_LENGTH); 
 mpush(&phypayload,payload,payload_size); 
  
 uint32_t mic; 
  
  
 calcMIC(phypayload.data,payload_size+MHDR_LENGTH); 
  
 mpush(&phypayload,MIC,MIC_LENGTH); 
  
 packet->data = phypayload.data; 
 packet->size = phypayload.size; 
 packet->top = phypayload.top; 
} 
 
void calcMIC(uint8_t *msg, uint8_t size) 
{  
 uint8_t dir = 0; 
 uint8_t B0[16] = { 
  0x49, 0x00, 0x00, 0x00, 
  0x00, dir, DevAddr[0], DevAddr[1], 
  DevAddr[2], DevAddr[3], FCnt[0], FCnt[1], 
  FCnt[2], FCnt[3], 0x00, size 
 }; 
  
 uint8_t M[size+16]; 
 uint8_t i = 0; 
 for(i=0;i<(size+16);i++) 
 { 
  if(i < 16) 
   M[i] = B0[i]; 
  else 
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   M[i] = msg[i-16]; 
 } 
  
 uint8_t T[16]; 
 AES_CMAC(NwkSKey,M,size+16,T); 
 MIC[0] = T[0]; 
 MIC[1] = T[1]; 
 MIC[2] = T[2]; 
 MIC[3] = T[3]; 
} 
 
void encryptPayload(uint8_t *payload,uint8_t size) 
{  
 uint8_t dir = 0; 
 uint8_t Ai[16] = { 
  0x01, 0x00, 0x00, 0x00, 
  0x00, dir, DevAddr[0], DevAddr[1], 
  DevAddr[2], DevAddr[3], FCnt[0], FCnt[1], 
  FCnt[2], FCnt[3], 0x00, 0x00 
 }; 
  
 uint8_t Si[16]; 
  
 uint8_t i,j; 
 for(i=0;i<(size/16);i++) 
 { 
  Ai[15] = i+1; 
   
  memcpy(Si,Ai,16); 
  struct AES_ctx ctx; 
  AES_init_ctx(&ctx,AppSKey); 
  AES_ECB_encrypt(&ctx,Si); 
   
  for(j=0;j<16;j++) 
  { 
   payload[i*16+j] = payload[i*16+j] ^ Si[j]; 
  }  
 } 
  
 if(size%16) 
 { 
  Ai[15] = i+1; 
   
  memcpy(Si,Ai,16); 
  struct AES_ctx ctx; 
  AES_init_ctx(&ctx,AppSKey); 
  AES_ECB_encrypt(&ctx,Si); 
   
  for(j=0;j<size%16;j++) 
  { 
   payload[i*16+j] = payload[i*16+j] ^ Si[j]; 
  } 
 } 
} 
 
 
void setFHDR() 
{ 
 LIFO fhdr; 
 fhdr.data = FHDR; 
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 fhdr.size = FHDR_MAX_LENGTH; 
 fhdr.top = 0; 
  
 setFCtrl(0,0x80); 
 setFCnt(); 
  
 mpush(&fhdr,DevAddr,4); 
 push(&fhdr,FCtrl); 
 push(&fhdr,FCnt[0]); 
 push(&fhdr,FCnt[1]); 
 //mpush(&fhdr,FCnt,2); 
 mpush(&fhdr,FOpts,FCtrl&0x0F); // Zadnji štrije biti FCtrl doloèajo 
dolžino FOpts 
 FHDRLength = LIFOLength(&fhdr); 
} 
 
void setFPort(uint8_t fport) 
{ 
 FPort = fport; 
} 
 
char setFRMPayload(uint8_t * payload, uint8_t length) 
{ 
 if(length<=FRM_PAYLOAD_MAX_LENGTH) 
 { 
   //L3_enqueue(&l3_buffer,payload,length); 
   return 1; 
 } 
 else 
  return 0; 
} 
 
void setFCnt() 
{  
 FCnt[3] = (uint8_t) (uplink_frm_counter>>24); 
 FCnt[2] = (uint8_t) (uplink_frm_counter>>16); 
 FCnt[1] = (uint8_t) (uplink_frm_counter>>8); 
 FCnt[0] = (uint8_t) (uplink_frm_counter); 
 uplink_frm_counter++; 
} 
 
 
 
 
void setFCtrl(uint8_t foptslen, uint8_t opts) 
{ 
 FCtrl = foptslen & FOptsLen_mask; 
 FCtrl = opts & OPTS_MASK; 
 //FCtrl |= (1<<ADR) | (1<<RFU) | (1<<ACK) | (1<<FPending); 
 //FCtrl |= (1<<ADR) | (1<<ADRACKReq) | (1<<ACK) | (1<<ClassB); 
 
} 
 
void setDevAddr(uint8_t *devaddr) 
{ 
 uint8_t i; 
 for(i=0;i<4;i++) 
 DevAddr[i] = devaddr[i]; 
} 
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void setNwkSKey(uint8_t *nwkskey) 
{ 
 uint8_t i; 
 for(i=0;i<16;i++) 
  NwkSKey[i] = nwkskey[i]; 
} 
 
void setAppSKey(uint8_t *appskey) 
{ 
 uint8_t i; 
 for(i=0;i<16;i++) 
 AppSKey[i] = appskey[i]; 
} 
 
 
ISR(PCINT0_vect) 
{ 
 //_delay_ms(10); 
 if( (PINA&0x01) == 1 ) 
  USART1_Transmit('Y'); 
 else 
  USART1_Transmit('N'); 
} 
 
Lorawan.h: 
 
// MAC Header bits 
#define MType 5 
#define RFU 2 
#define Major 0 
// 
 
#define MType_mask 7<<MType 
#define RFU_mask 7<<RFU 
#define Major_mask 3<<Major 
 
// FCtrl bits (downlink) 
#define ADR 7 
#define RFU 6 
#define ACK 5 
#define FPending 4 
#define FOptsLen 0 
 
#define FOptsLen_mask 0x0F 
#define OPTS_MASK 0xF0; 
// 
 
// FCtrl bits (uplink) 
#define ADR 7 
#define ADRACKReq 6 
#define ACK 5 
#define ClassB 4 
#define FOptsLen 0 
// 
 
#define TX_FCNT_RST 1 
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#define FCtrlUplinkMsg 0 
#define FCtrlDownlinkMsg 1 
 
// 
#define MHDR_LENGTH 1 
#define MAC_PAYLOAD_MAX_LENGTH 59 
// Potrebno bi bilo napisati tabelo, ker je zgornja 
// vrednost razliène glede na hitrost prenosa ... 
#define MACPayloadLen 0   
#define MIC_LENGTH 4 
// 
 
#define PHY_PAYLOAD_MAX_LENGTH MAC_PAYLOAD_MAX_LENGTH+MHDR_LENGTH+MIC_LENGTH 
 
// FHDR 
#define DevAddrLen 4 
#define FCtrlLen 1 
#define FCntLen 2 
#define FOptsLen 15 
 
 
#define FHDR_MAX_LENGTH DevAddrLen+FCtrlLen+FCntLen+FOptsLen 
#define FPortLen 1 
 
#define FRM_PAYLOAD_MAX_LENGTH MAC_PAYLOAD_MAX_LENGTH-1-7 
 
 
#define L3_BUFFER_SIZE 5 
#define L3_BUFFER_MAX_LENGTH FRM_PAYLOAD_MAX_LENGTH 
 
#define L2_BUFFER_SIZE 5 
#define L2_BUFFER_MAX_LENGTH MAC_PAYLOAD_MAX_LENGTH 
 
#define L1_BUFFER_SIZE 5 
#define L1_BUFFER_MAX_LENGTH PHY_PAYLOAD_MAX_LENGTH 
 
 
uint8_t PHYPayload[PHY_PAYLOAD_MAX_LENGTH]; 
 
uint8_t MHDR[MHDR_LENGTH]; 
uint8_t MACPayload[MAC_PAYLOAD_MAX_LENGTH]; 
uint8_t MIC[MIC_LENGTH]; 
 
uint8_t FHDRLength = 0; 
uint8_t FHDR[FHDR_MAX_LENGTH]; 
uint8_t DevAddr[DevAddrLen]; 
uint8_t FCtrl; 
uint8_t FCnt[FCntLen]; 
uint8_t FOpts[FOptsLen]; 
 
uint8_t FPort; 
uint8_t FRMPayload[FRM_PAYLOAD_MAX_LENGTH]; 
 
uint8_t NwkSKey[16]; 
uint8_t AppSKey[16]; 
 
uint32_t uplink_frm_counter; 
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aes.c [32]: 
 
#include <stdint.h> 
#include <string.h> // CBC mode, for memset 
#include "aes.h" 
 
/*****************************************************************************
/ 
/* Defines:                                                                  
*/ 
/*****************************************************************************
/ 
// The number of columns comprising a state in AES. This is a constant in AES. 
Value=4 
#define Nb 4 
 
#if defined(AES256) && (AES256 == 1) 
    #define Nk 8 
    #define Nr 14 
#elif defined(AES192) && (AES192 == 1) 
    #define Nk 6 
    #define Nr 12 
#else 
    #define Nk 4        // The number of 32 bit words in a key. 
    #define Nr 10       // The number of rounds in AES Cipher. 
#endif 
 
// jcallan@github points out that declaring Multiply as a function  
// reduces code size considerably with the Keil ARM compiler. 
// See this link for more information: https://github.com/kokke/tiny-AES-
C/pull/3 
#ifndef MULTIPLY_AS_A_FUNCTION 
  #define MULTIPLY_AS_A_FUNCTION 0 
#endif 
 
 
 
 
/*****************************************************************************
/ 
/* Private variables:                                                        
*/ 
/*****************************************************************************
/ 
// state - array holding the intermediate results during decryption. 
typedef uint8_t state_t[4][4]; 
 
 
 
// The lookup-tables are marked const so they can be placed in read-only 
storage instead of RAM 
// The numbers below can be computed dynamically trading ROM for RAM -  
// This can be useful in (embedded) bootloader applications, where ROM is 
often limited. 
static const uint8_t sbox[256] = { 
  //0     1    2      3     4    5     6     7      8    9     A      B    C     
D     E     F 
  0x63, 0x7c, 0x77, 0x7b, 0xf2, 0x6b, 0x6f, 0xc5, 0x30, 0x01, 0x67, 0x2b, 
0xfe, 0xd7, 0xab, 0x76, 
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  0xca, 0x82, 0xc9, 0x7d, 0xfa, 0x59, 0x47, 0xf0, 0xad, 0xd4, 0xa2, 0xaf, 
0x9c, 0xa4, 0x72, 0xc0, 
  0xb7, 0xfd, 0x93, 0x26, 0x36, 0x3f, 0xf7, 0xcc, 0x34, 0xa5, 0xe5, 0xf1, 
0x71, 0xd8, 0x31, 0x15, 
  0x04, 0xc7, 0x23, 0xc3, 0x18, 0x96, 0x05, 0x9a, 0x07, 0x12, 0x80, 0xe2, 
0xeb, 0x27, 0xb2, 0x75, 
  0x09, 0x83, 0x2c, 0x1a, 0x1b, 0x6e, 0x5a, 0xa0, 0x52, 0x3b, 0xd6, 0xb3, 
0x29, 0xe3, 0x2f, 0x84, 
  0x53, 0xd1, 0x00, 0xed, 0x20, 0xfc, 0xb1, 0x5b, 0x6a, 0xcb, 0xbe, 0x39, 
0x4a, 0x4c, 0x58, 0xcf, 
  0xd0, 0xef, 0xaa, 0xfb, 0x43, 0x4d, 0x33, 0x85, 0x45, 0xf9, 0x02, 0x7f, 
0x50, 0x3c, 0x9f, 0xa8, 
  0x51, 0xa3, 0x40, 0x8f, 0x92, 0x9d, 0x38, 0xf5, 0xbc, 0xb6, 0xda, 0x21, 
0x10, 0xff, 0xf3, 0xd2, 
  0xcd, 0x0c, 0x13, 0xec, 0x5f, 0x97, 0x44, 0x17, 0xc4, 0xa7, 0x7e, 0x3d, 
0x64, 0x5d, 0x19, 0x73, 
  0x60, 0x81, 0x4f, 0xdc, 0x22, 0x2a, 0x90, 0x88, 0x46, 0xee, 0xb8, 0x14, 
0xde, 0x5e, 0x0b, 0xdb, 
  0xe0, 0x32, 0x3a, 0x0a, 0x49, 0x06, 0x24, 0x5c, 0xc2, 0xd3, 0xac, 0x62, 
0x91, 0x95, 0xe4, 0x79, 
  0xe7, 0xc8, 0x37, 0x6d, 0x8d, 0xd5, 0x4e, 0xa9, 0x6c, 0x56, 0xf4, 0xea, 
0x65, 0x7a, 0xae, 0x08, 
  0xba, 0x78, 0x25, 0x2e, 0x1c, 0xa6, 0xb4, 0xc6, 0xe8, 0xdd, 0x74, 0x1f, 
0x4b, 0xbd, 0x8b, 0x8a, 
  0x70, 0x3e, 0xb5, 0x66, 0x48, 0x03, 0xf6, 0x0e, 0x61, 0x35, 0x57, 0xb9, 
0x86, 0xc1, 0x1d, 0x9e, 
  0xe1, 0xf8, 0x98, 0x11, 0x69, 0xd9, 0x8e, 0x94, 0x9b, 0x1e, 0x87, 0xe9, 
0xce, 0x55, 0x28, 0xdf, 
  0x8c, 0xa1, 0x89, 0x0d, 0xbf, 0xe6, 0x42, 0x68, 0x41, 0x99, 0x2d, 0x0f, 
0xb0, 0x54, 0xbb, 0x16 }; 
 
static const uint8_t rsbox[256] = { 
  0x52, 0x09, 0x6a, 0xd5, 0x30, 0x36, 0xa5, 0x38, 0xbf, 0x40, 0xa3, 0x9e, 
0x81, 0xf3, 0xd7, 0xfb, 
  0x7c, 0xe3, 0x39, 0x82, 0x9b, 0x2f, 0xff, 0x87, 0x34, 0x8e, 0x43, 0x44, 
0xc4, 0xde, 0xe9, 0xcb, 
  0x54, 0x7b, 0x94, 0x32, 0xa6, 0xc2, 0x23, 0x3d, 0xee, 0x4c, 0x95, 0x0b, 
0x42, 0xfa, 0xc3, 0x4e, 
  0x08, 0x2e, 0xa1, 0x66, 0x28, 0xd9, 0x24, 0xb2, 0x76, 0x5b, 0xa2, 0x49, 
0x6d, 0x8b, 0xd1, 0x25, 
  0x72, 0xf8, 0xf6, 0x64, 0x86, 0x68, 0x98, 0x16, 0xd4, 0xa4, 0x5c, 0xcc, 
0x5d, 0x65, 0xb6, 0x92, 
  0x6c, 0x70, 0x48, 0x50, 0xfd, 0xed, 0xb9, 0xda, 0x5e, 0x15, 0x46, 0x57, 
0xa7, 0x8d, 0x9d, 0x84, 
  0x90, 0xd8, 0xab, 0x00, 0x8c, 0xbc, 0xd3, 0x0a, 0xf7, 0xe4, 0x58, 0x05, 
0xb8, 0xb3, 0x45, 0x06, 
  0xd0, 0x2c, 0x1e, 0x8f, 0xca, 0x3f, 0x0f, 0x02, 0xc1, 0xaf, 0xbd, 0x03, 
0x01, 0x13, 0x8a, 0x6b, 
  0x3a, 0x91, 0x11, 0x41, 0x4f, 0x67, 0xdc, 0xea, 0x97, 0xf2, 0xcf, 0xce, 
0xf0, 0xb4, 0xe6, 0x73, 
  0x96, 0xac, 0x74, 0x22, 0xe7, 0xad, 0x35, 0x85, 0xe2, 0xf9, 0x37, 0xe8, 
0x1c, 0x75, 0xdf, 0x6e, 
  0x47, 0xf1, 0x1a, 0x71, 0x1d, 0x29, 0xc5, 0x89, 0x6f, 0xb7, 0x62, 0x0e, 
0xaa, 0x18, 0xbe, 0x1b, 
  0xfc, 0x56, 0x3e, 0x4b, 0xc6, 0xd2, 0x79, 0x20, 0x9a, 0xdb, 0xc0, 0xfe, 
0x78, 0xcd, 0x5a, 0xf4, 
  0x1f, 0xdd, 0xa8, 0x33, 0x88, 0x07, 0xc7, 0x31, 0xb1, 0x12, 0x10, 0x59, 
0x27, 0x80, 0xec, 0x5f, 
  0x60, 0x51, 0x7f, 0xa9, 0x19, 0xb5, 0x4a, 0x0d, 0x2d, 0xe5, 0x7a, 0x9f, 
0x93, 0xc9, 0x9c, 0xef, 
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  0xa0, 0xe0, 0x3b, 0x4d, 0xae, 0x2a, 0xf5, 0xb0, 0xc8, 0xeb, 0xbb, 0x3c, 
0x83, 0x53, 0x99, 0x61, 
  0x17, 0x2b, 0x04, 0x7e, 0xba, 0x77, 0xd6, 0x26, 0xe1, 0x69, 0x14, 0x63, 
0x55, 0x21, 0x0c, 0x7d }; 
 
// The round constant word array, Rcon[i], contains the values given by  
// x to the power (i-1) being powers of x (x is denoted as {02}) in the field 
GF(2^8) 
static const uint8_t Rcon[11] = { 
  0x8d, 0x01, 0x02, 0x04, 0x08, 0x10, 0x20, 0x40, 0x80, 0x1b, 0x36 }; 
 
/* 
 * Jordan Goulder points out in PR #12 (https://github.com/kokke/tiny-AES-
C/pull/12), 
 * that you can remove most of the elements in the Rcon array, because they 
are unused. 
 * 
 * From Wikipedia's article on the Rijndael key schedule @ 
https://en.wikipedia.org/wiki/Rijndael_key_schedule#Rcon 
 *  
 * "Only the first some of these constants are actually used – up to rcon[10] 
for AES-128 (as 11 round keys are needed),  
 *  up to rcon[8] for AES-192, up to rcon[7] for AES-256. rcon[0] is not used 
in AES algorithm." 
 */ 
 
 
/*****************************************************************************
/ 
/* Private functions:                                                        
*/ 
/*****************************************************************************
/ 
/* 
static uint8_t getSBoxValue(uint8_t num) 
{ 
  return sbox[num]; 
} 
*/ 
#define getSBoxValue(num) (sbox[(num)]) 
/* 
static uint8_t getSBoxInvert(uint8_t num) 
{ 
  return rsbox[num]; 
} 
*/ 
#define getSBoxInvert(num) (rsbox[(num)]) 
 
// This function produces Nb(Nr+1) round keys. The round keys are used in each 
round to decrypt the states.  
static void KeyExpansion(uint8_t* RoundKey, const uint8_t* Key) 
{ 
  unsigned i, j, k; 
  uint8_t tempa[4]; // Used for the column/row operations 
   
  // The first round key is the key itself. 
  for (i = 0; i < Nk; ++i) 
  { 
    RoundKey[(i * 4) + 0] = Key[(i * 4) + 0]; 
    RoundKey[(i * 4) + 1] = Key[(i * 4) + 1]; 
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    RoundKey[(i * 4) + 2] = Key[(i * 4) + 2]; 
    RoundKey[(i * 4) + 3] = Key[(i * 4) + 3]; 
  } 
 
  // All other round keys are found from the previous round keys. 
  for (i = Nk; i < Nb * (Nr + 1); ++i) 
  { 
    { 
      k = (i - 1) * 4; 
      tempa[0]=RoundKey[k + 0]; 
      tempa[1]=RoundKey[k + 1]; 
      tempa[2]=RoundKey[k + 2]; 
      tempa[3]=RoundKey[k + 3]; 
 
    } 
 
    if (i % Nk == 0) 
    { 
      // This function shifts the 4 bytes in a word to the left once. 
      // [a0,a1,a2,a3] becomes [a1,a2,a3,a0] 
 
      // Function RotWord() 
      { 
        k = tempa[0]; 
        tempa[0] = tempa[1]; 
        tempa[1] = tempa[2]; 
        tempa[2] = tempa[3]; 
        tempa[3] = k; 
      } 
 
      // SubWord() is a function that takes a four-byte input word and  
      // applies the S-box to each of the four bytes to produce an output 
word. 
 
      // Function Subword() 
      { 
        tempa[0] = getSBoxValue(tempa[0]); 
        tempa[1] = getSBoxValue(tempa[1]); 
        tempa[2] = getSBoxValue(tempa[2]); 
        tempa[3] = getSBoxValue(tempa[3]); 
      } 
 
      tempa[0] = tempa[0] ^ Rcon[i/Nk]; 
    } 
#if defined(AES256) && (AES256 == 1) 
    if (i % Nk == 4) 
    { 
      // Function Subword() 
      { 
        tempa[0] = getSBoxValue(tempa[0]); 
        tempa[1] = getSBoxValue(tempa[1]); 
        tempa[2] = getSBoxValue(tempa[2]); 
        tempa[3] = getSBoxValue(tempa[3]); 
      } 
    } 
#endif 
    j = i * 4; k=(i - Nk) * 4; 
    RoundKey[j + 0] = RoundKey[k + 0] ^ tempa[0]; 
    RoundKey[j + 1] = RoundKey[k + 1] ^ tempa[1]; 
    RoundKey[j + 2] = RoundKey[k + 2] ^ tempa[2]; 
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    RoundKey[j + 3] = RoundKey[k + 3] ^ tempa[3]; 
  } 
} 
 
void AES_init_ctx(struct AES_ctx* ctx, const uint8_t* key) 
{ 
  KeyExpansion(ctx->RoundKey, key); 
} 
#if (defined(CBC) && (CBC == 1)) || (defined(CTR) && (CTR == 1)) 
void AES_init_ctx_iv(struct AES_ctx* ctx, const uint8_t* key, const uint8_t* 
iv) 
{ 
  KeyExpansion(ctx->RoundKey, key); 
  memcpy (ctx->Iv, iv, AES_BLOCKLEN); 
} 
void AES_ctx_set_iv(struct AES_ctx* ctx, const uint8_t* iv) 
{ 
  memcpy (ctx->Iv, iv, AES_BLOCKLEN); 
} 
#endif 
 
// This function adds the round key to state. 
// The round key is added to the state by an XOR function. 
static void AddRoundKey(uint8_t round,state_t* state,uint8_t* RoundKey) 
{ 
  uint8_t i,j; 
  for (i = 0; i < 4; ++i) 
  { 
    for (j = 0; j < 4; ++j) 
    { 
      (*state)[i][j] ^= RoundKey[(round * Nb * 4) + (i * Nb) + j]; 
    } 
  } 
} 
 
// The SubBytes Function Substitutes the values in the 
// state matrix with values in an S-box. 
static void SubBytes(state_t* state) 
{ 
  uint8_t i, j; 
  for (i = 0; i < 4; ++i) 
  { 
    for (j = 0; j < 4; ++j) 
    { 
      (*state)[j][i] = getSBoxValue((*state)[j][i]); 
    } 
  } 
} 
 
// The ShiftRows() function shifts the rows in the state to the left. 
// Each row is shifted with different offset. 
// Offset = Row number. So the first row is not shifted. 
static void ShiftRows(state_t* state) 
{ 
  uint8_t temp; 
 
  // Rotate first row 1 columns to left   
  temp           = (*state)[0][1]; 
  (*state)[0][1] = (*state)[1][1]; 
  (*state)[1][1] = (*state)[2][1]; 
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  (*state)[2][1] = (*state)[3][1]; 
  (*state)[3][1] = temp; 
 
  // Rotate second row 2 columns to left   
  temp           = (*state)[0][2]; 
  (*state)[0][2] = (*state)[2][2]; 
  (*state)[2][2] = temp; 
 
  temp           = (*state)[1][2]; 
  (*state)[1][2] = (*state)[3][2]; 
  (*state)[3][2] = temp; 
 
  // Rotate third row 3 columns to left 
  temp           = (*state)[0][3]; 
  (*state)[0][3] = (*state)[3][3]; 
  (*state)[3][3] = (*state)[2][3]; 
  (*state)[2][3] = (*state)[1][3]; 
  (*state)[1][3] = temp; 
} 
 
static uint8_t xtime(uint8_t x) 
{ 
  return ((x<<1) ^ (((x>>7) & 1) * 0x1b)); 
} 
 
// MixColumns function mixes the columns of the state matrix 
static void MixColumns(state_t* state) 
{ 
  uint8_t i; 
  uint8_t Tmp, Tm, t; 
  for (i = 0; i < 4; ++i) 
  {   
    t   = (*state)[i][0]; 
    Tmp = (*state)[i][0] ^ (*state)[i][1] ^ (*state)[i][2] ^ (*state)[i][3] ; 
    Tm  = (*state)[i][0] ^ (*state)[i][1] ; Tm = xtime(Tm);  (*state)[i][0] ^= 
Tm ^ Tmp ; 
    Tm  = (*state)[i][1] ^ (*state)[i][2] ; Tm = xtime(Tm);  (*state)[i][1] ^= 
Tm ^ Tmp ; 
    Tm  = (*state)[i][2] ^ (*state)[i][3] ; Tm = xtime(Tm);  (*state)[i][2] ^= 
Tm ^ Tmp ; 
    Tm  = (*state)[i][3] ^ t ;              Tm = xtime(Tm);  (*state)[i][3] ^= 
Tm ^ Tmp ; 
  } 
} 
 
// Multiply is used to multiply numbers in the field GF(2^8) 
// Note: The last call to xtime() is unneeded, but often ends up generating a 
smaller binary 
//       The compiler seems to be able to vectorize the operation better this 
way. 
//       See https://github.com/kokke/tiny-AES-c/pull/34 
#if MULTIPLY_AS_A_FUNCTION 
static uint8_t Multiply(uint8_t x, uint8_t y) 
{ 
  return (((y & 1) * x) ^ 
       ((y>>1 & 1) * xtime(x)) ^ 
       ((y>>2 & 1) * xtime(xtime(x))) ^ 
       ((y>>3 & 1) * xtime(xtime(xtime(x)))) ^ 
       ((y>>4 & 1) * xtime(xtime(xtime(xtime(x)))))); /* this last call to 
xtime() can be omitted */ 
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  } 
#else 
#define Multiply(x, y)                                \ 
      (  ((y & 1) * x) ^                              \ 
      ((y>>1 & 1) * xtime(x)) ^                       \ 
      ((y>>2 & 1) * xtime(xtime(x))) ^                \ 
      ((y>>3 & 1) * xtime(xtime(xtime(x)))) ^         \ 
      ((y>>4 & 1) * xtime(xtime(xtime(xtime(x))))))   \ 
 
#endif 
 
// MixColumns function mixes the columns of the state matrix. 
// The method used to multiply may be difficult to understand for the 
inexperienced. 
// Please use the references to gain more information. 
static void InvMixColumns(state_t* state) 
{ 
  int i; 
  uint8_t a, b, c, d; 
  for (i = 0; i < 4; ++i) 
  {  
    a = (*state)[i][0]; 
    b = (*state)[i][1]; 
    c = (*state)[i][2]; 
    d = (*state)[i][3]; 
 
    (*state)[i][0] = Multiply(a, 0x0e) ^ Multiply(b, 0x0b) ^ Multiply(c, 0x0d) 
^ Multiply(d, 0x09); 
    (*state)[i][1] = Multiply(a, 0x09) ^ Multiply(b, 0x0e) ^ Multiply(c, 0x0b) 
^ Multiply(d, 0x0d); 
    (*state)[i][2] = Multiply(a, 0x0d) ^ Multiply(b, 0x09) ^ Multiply(c, 0x0e) 
^ Multiply(d, 0x0b); 
    (*state)[i][3] = Multiply(a, 0x0b) ^ Multiply(b, 0x0d) ^ Multiply(c, 0x09) 
^ Multiply(d, 0x0e); 
  } 
} 
 
 
// The SubBytes Function Substitutes the values in the 
// state matrix with values in an S-box. 
static void InvSubBytes(state_t* state) 
{ 
  uint8_t i, j; 
  for (i = 0; i < 4; ++i) 
  { 
    for (j = 0; j < 4; ++j) 
    { 
      (*state)[j][i] = getSBoxInvert((*state)[j][i]); 
    } 
  } 
} 
 
static void InvShiftRows(state_t* state) 
{ 
  uint8_t temp; 
 
  // Rotate first row 1 columns to right   
  temp = (*state)[3][1]; 
  (*state)[3][1] = (*state)[2][1]; 
  (*state)[2][1] = (*state)[1][1]; 
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  (*state)[1][1] = (*state)[0][1]; 
  (*state)[0][1] = temp; 
 
  // Rotate second row 2 columns to right  
  temp = (*state)[0][2]; 
  (*state)[0][2] = (*state)[2][2]; 
  (*state)[2][2] = temp; 
 
  temp = (*state)[1][2]; 
  (*state)[1][2] = (*state)[3][2]; 
  (*state)[3][2] = temp; 
 
  // Rotate third row 3 columns to right 
  temp = (*state)[0][3]; 
  (*state)[0][3] = (*state)[1][3]; 
  (*state)[1][3] = (*state)[2][3]; 
  (*state)[2][3] = (*state)[3][3]; 
  (*state)[3][3] = temp; 
} 
 
 
// Cipher is the main function that encrypts the PlainText. 
static void Cipher(state_t* state, uint8_t* RoundKey) 
{ 
  uint8_t round = 0; 
 
  // Add the First round key to the state before starting the rounds. 
  AddRoundKey(0, state, RoundKey);  
   
  // There will be Nr rounds. 
  // The first Nr-1 rounds are identical. 
  // These Nr-1 rounds are executed in the loop below. 
  for (round = 1; round < Nr; ++round) 
  { 
    SubBytes(state); 
    ShiftRows(state); 
    MixColumns(state); 
    AddRoundKey(round, state, RoundKey); 
  } 
   
  // The last round is given below. 
  // The MixColumns function is not here in the last round. 
  SubBytes(state); 
  ShiftRows(state); 
  AddRoundKey(Nr, state, RoundKey); 
} 
 
static void InvCipher(state_t* state,uint8_t* RoundKey) 
{ 
  uint8_t round = 0; 
 
  // Add the First round key to the state before starting the rounds. 
  AddRoundKey(Nr, state, RoundKey);  
 
  // There will be Nr rounds. 
  // The first Nr-1 rounds are identical. 
  // These Nr-1 rounds are executed in the loop below. 
  for (round = (Nr - 1); round > 0; --round) 
  { 
    InvShiftRows(state); 
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    InvSubBytes(state); 
    AddRoundKey(round, state, RoundKey); 
    InvMixColumns(state); 
  } 
   
  // The last round is given below. 
  // The MixColumns function is not here in the last round. 
  InvShiftRows(state); 
  InvSubBytes(state); 
  AddRoundKey(0, state, RoundKey); 
} 
 
 
/*****************************************************************************
/ 
/* Public functions:                                                         
*/ 
/*****************************************************************************
/ 
#if defined(ECB) && (ECB == 1) 
 
 
void AES_ECB_encrypt(struct AES_ctx *ctx, uint8_t* buf) 
{ 
  // The next function call encrypts the PlainText with the Key using AES 
algorithm. 
  Cipher((state_t*)buf, ctx->RoundKey); 
} 
 
void AES_ECB_decrypt(struct AES_ctx* ctx, uint8_t* buf) 
{ 
  // The next function call decrypts the PlainText with the Key using AES 
algorithm. 
  InvCipher((state_t*)buf, ctx->RoundKey); 
} 
 
 
#endif // #if defined(ECB) && (ECB == 1) 
 
 
 
 
 
#if defined(CBC) && (CBC == 1) 
 
 
static void XorWithIv(uint8_t* buf, uint8_t* Iv) 
{ 
  uint8_t i; 
  for (i = 0; i < AES_BLOCKLEN; ++i) // The block in AES is always 128bit no 
matter the key size 
  { 
    buf[i] ^= Iv[i]; 
  } 
} 
 
void AES_CBC_encrypt_buffer(struct AES_ctx *ctx,uint8_t* buf, uint32_t length) 
{ 
  uintptr_t i; 
  uint8_t *Iv = ctx->Iv; 
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  for (i = 0; i < length; i += AES_BLOCKLEN) 
  { 
    XorWithIv(buf, Iv); 
    Cipher((state_t*)buf, ctx->RoundKey); 
    Iv = buf; 
    buf += AES_BLOCKLEN; 
    //printf("Step %d - %d", i/16, i); 
  } 
  /* store Iv in ctx for next call */ 
  memcpy(ctx->Iv, Iv, AES_BLOCKLEN); 
} 
 
void AES_CBC_decrypt_buffer(struct AES_ctx* ctx, uint8_t* buf,  uint32_t 
length) 
{ 
  uintptr_t i; 
  uint8_t storeNextIv[AES_BLOCKLEN]; 
  for (i = 0; i < length; i += AES_BLOCKLEN) 
  { 
    memcpy(storeNextIv, buf, AES_BLOCKLEN); 
    InvCipher((state_t*)buf, ctx->RoundKey); 
    XorWithIv(buf, ctx->Iv); 
    memcpy(ctx->Iv, storeNextIv, AES_BLOCKLEN); 
    buf += AES_BLOCKLEN; 
  } 
 
} 
 
#endif // #if defined(CBC) && (CBC == 1) 
 
 
 
#if defined(CTR) && (CTR == 1) 
 
/* Symmetrical operation: same function for encrypting as for decrypting. Note 
any IV/nonce should never be reused with the same key */ 
void AES_CTR_xcrypt_buffer(struct AES_ctx* ctx, uint8_t* buf, uint32_t length) 
{ 
  uint8_t buffer[AES_BLOCKLEN]; 
   
  unsigned i; 
  int bi; 
  for (i = 0, bi = AES_BLOCKLEN; i < length; ++i, ++bi) 
  { 
    if (bi == AES_BLOCKLEN) /* we need to regen xor compliment in buffer */ 
    { 
       
      memcpy(buffer, ctx->Iv, AES_BLOCKLEN); 
      Cipher((state_t*)buffer,ctx->RoundKey); 
 
      /* Increment Iv and handle overflow */ 
      for (bi = (AES_BLOCKLEN - 1); bi >= 0; --bi) 
      { 
 /* inc will owerflow */ 
        if (ctx->Iv[bi] == 255) 
 { 
          ctx->Iv[bi] = 0; 
          continue; 
        }  
        ctx->Iv[bi] += 1; 
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        break;    
      } 
      bi = 0; 
    } 
 
    buf[i] = (buf[i] ^ buffer[bi]); 
  } 
} 
 
#endif // #if defined(CTR) && (CTR == 1) 
 
aes.h [32]: 
 
#ifndef _AES_H_ 
#define _AES_H_ 
 
#include <stdint.h> 
 
// #define the macros below to 1/0 to enable/disable the mode of operation. 
// 
// CBC enables AES encryption in CBC-mode of operation. 
// CTR enables encryption in counter-mode. 
// ECB enables the basic ECB 16-byte block algorithm. All can be enabled 
simultaneously. 
 
// The #ifndef-guard allows it to be configured before #include'ing or at 
compile time. 
#ifndef CBC 
  #define CBC 1 
#endif 
 
#ifndef ECB 
  #define ECB 1 
#endif 
 
#ifndef CTR 
  #define CTR 1 
#endif 
 
 
#define AES128 1 
//#define AES192 1 
//#define AES256 1 
 
#define AES_BLOCKLEN 16 //Block length in bytes AES is 128b block only 
 
#if defined(AES256) && (AES256 == 1) 
    #define AES_KEYLEN 32 
    #define AES_keyExpSize 240 
#elif defined(AES192) && (AES192 == 1) 
    #define AES_KEYLEN 24 
    #define AES_keyExpSize 208 
#else 
    #define AES_KEYLEN 16   // Key length in bytes 
    #define AES_keyExpSize 176 
#endif 
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struct AES_ctx 
{ 
  uint8_t RoundKey[AES_keyExpSize]; 
#if (defined(CBC) && (CBC == 1)) || (defined(CTR) && (CTR == 1)) 
  uint8_t Iv[AES_BLOCKLEN]; 
#endif 
}; 
 
void AES_init_ctx(struct AES_ctx* ctx, const uint8_t* key); 
#if (defined(CBC) && (CBC == 1)) || (defined(CTR) && (CTR == 1)) 
void AES_init_ctx_iv(struct AES_ctx* ctx, const uint8_t* key, const uint8_t* 
iv); 
void AES_ctx_set_iv(struct AES_ctx* ctx, const uint8_t* iv); 
#endif 
 
#if defined(ECB) && (ECB == 1) 
// buffer size is exactly AES_BLOCKLEN bytes;  
// you need only AES_init_ctx as IV is not used in ECB  
// NB: ECB is considered insecure for most uses 
void AES_ECB_encrypt(struct AES_ctx* ctx, uint8_t* buf); 
void AES_ECB_decrypt(struct AES_ctx* ctx, uint8_t* buf); 
 
#endif // #if defined(ECB) && (ECB == !) 
 
 
#if defined(CBC) && (CBC == 1) 
// buffer size MUST be mutile of AES_BLOCKLEN; 
// Suggest https://en.wikipedia.org/wiki/Padding_(cryptography)#PKCS7 for 
padding scheme 
// NOTES: you need to set IV in ctx via AES_init_ctx_iv() or AES_ctx_set_iv() 
//        no IV should ever be reused with the same key  
void AES_CBC_encrypt_buffer(struct AES_ctx* ctx, uint8_t* buf, uint32_t 
length); 
void AES_CBC_decrypt_buffer(struct AES_ctx* ctx, uint8_t* buf, uint32_t 
length); 
 
#endif // #if defined(CBC) && (CBC == 1) 
 
 
#if defined(CTR) && (CTR == 1) 
 
// Same function for encrypting as for decrypting.  
// IV is incremented for every block, and used after encryption as XOR-
compliment for output 
// Suggesting https://en.wikipedia.org/wiki/Padding_(cryptography)#PKCS7 for 
padding scheme 
// NOTES: you need to set IV in ctx with AES_init_ctx_iv() or AES_ctx_set_iv() 
//        no IV should ever be reused with the same key  
void AES_CTR_xcrypt_buffer(struct AES_ctx* ctx, uint8_t* buf, uint32_t 
length); 
 
#endif // #if defined(CTR) && (CTR == 1) 
 
 
#endif //_AES_H_ 
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Dekoder TTN: 
function Decoder(bytes, port) { 
  // Decode an uplink message from a buffer 
  // (array) of bytes to an object of fields. 
  var str=""; 
  var latitude=""; 
  var NorS=""; 
  var longitude=""; 
  var WorE=""; 
  var time=""; 
  for(i=0;i<bytes.length;i++){ 
   str += String.fromCharCode(bytes[i]); 
  } 
  var testniString=str.split(','); 
  var data = new Array(8); 
  for(var i=0;i<testniString.length;i++) 
  { 
    data[i] = testniString[i]; 
  } 
  dt = new Date(); 
  dt.setUTCHours(time.substr(0,2),time.substr(2,2),time.substr(4,2)); 
  var decoded = { 
    str: str, 
    latitude: data[0], 
    NorS: data[1], 
    longitude: data[2], 
    WorE: data[3], 
    cas: dt.getTime() 
  }; 
  start=decoded.latitude.indexOf("."); 
  end=decoded.latitude.length; 
  minute= decoded.latitude.substring(start-2,end); 
  decoded.latitude=decoded.latitude.substring(0,start-2)*1+minute/60; 
   
  start=decoded.longitude.indexOf("."); 
  end=decoded.longitude.length; 
  minute=decoded.longitude.substring(start-2,end); 
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  decoded.longitude=decoded.longitude.substring(0,start-2)*1+minute/60; 
 
  return decoded; 
} 
