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Abstrakt 
Tato bakalářská práce se zabývá simulací látky v reálném čase. Látkou se myslí textilie. Nejdříve 
vysvětluje princip simulace textilu, který používá pro svou práci systém pružin. Poté vysvětluje 
matematické a fyzikální základy potřebné pro simulaci a následně popíše samotnou implementaci 
simulace. V závěrečné části se zhodnotí dosažené výsledky. 
 
 
 
 
 
 
Abstract 
This bachelor's thesis concerns with simulation of material in real time. By material we mean the 
textile. Firstly, it will explains principle of simulation in textile, where the system of springs is used. 
Secondly, it will explains mathematical and physical basics needed for simulation and then describes 
implementation of simulation itself. In a final part the achieved results are evaluated. 
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1 Úvod 
S tím, jak se výkon průměrných stolních počítačů neustále zvyšuje, se herní svět snaží dosáhnout stále 
více realistické simulace reálného světa. U her se očekává realistické zobrazení všech aspektů světa a 
poskytnutí hráči interakci s prostředím, které bude na jeho chování realisticky reagovat a tím 
ovlivňovat ostatní objekty v prostředí. Jedna z největších výzev při simulaci reálného světa je 
simulace chování látky, přesněji textilie. Tento problém se dá realizovat několika možnými způsoby. 
Každý z těchto způsobů dosahuje určité úrovně realističnosti. 
Jedna z možností implementace prostě ignoruje hlavní problém a jen nanese na objekt texturu 
textilie. Je to opravdu jednoduchý a rychlý způsob, jak vytvořit iluzi látky, která ale nemá moc 
společného se simulací reálného chování látky, protože nebude reagovat na okolní podněty. Ve 
skutečnosti bude úplně statická a bude jen vytvářet představu, že jde o skutečnou látku. 
Další možností, jak vytvořit iluzi látky, je naskriptování chování látky. Vysvětlím na příkladu: 
mám nějaký charakter a ten má sukni, když pohne nohou dopředu, popíši, jak by se měla látka sukně 
pohybovat kolem nohy. Takovýmto způsobem popíši všechny pohyby, které by mohly nastat. 
Charakter a sukně je jeden objekt a tak je i uložený v paměti. Tímto získám iluzi realistického 
chování a ve spojením s pěknými texturami to vypadá  i velice hezky. Vytvoření pohybu látky je sice 
náročné na přípravu celého charakteru, ale na druhou stranu rychlost samotné scény je omezena jen 
rychlostí vykreslení charakteru. Tato látka má ale velkou vadu na kráse – nedokáže reagovat na 
okolní prostředí, což od realistické simulace očekáváme. 
Jedna z nejrozšířenějších metod používá k simulaci látky systém pružin. Vytvoří se síť 
jednotlivých bodů, které jsou navzájem propojeny množstvím pružin a použijí se rovnice pro  výpočet 
dynamiky pružin. Toto řešení poskytne velmi realistickou simulaci látky, ale požaduje mnohem více 
výpočetního výkonu než předchozí možnosti. Systém nejen musí počítat působící síly na každý bod, 
ale musí také zajistit detekci kolizí pro každý bod. Zajištění interakce látky s ostatními objekty a také 
se sebou samou je důležité pro zvýšení realističnosti. A tím se realistická simulace látky stává 
kompromisem mezi rychlostí a realismem. Ve své bakalářské práci jsem se rozhodl realizovat tuto 
metodu pro realistické simulování chování látky v reálném čase. 
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2 Základní principy simulace 
2.1 Popis navrhnutého modelu látky 
Jak už jsem napsal výše, pro svou simulaci použiji síť bodů propojených pružinami, jak popisuje 
[1] a [7]. Aby se chování látky co nejvíce blížilo realitě, musí se použít několik druhů pružin pro 
propojení bodu.  
Základní pružiny – tyto pružiny propojují síť do čtvercové mříže. Síť díky těmto pružinám 
získává základní chování látky. (Obr. 1) 
Příčné pružiny – poskytují látce odolnost proti působení střižné síly. Spojují body v síť 
diagonálně. (Obr. 2) 
Ohybové pružiny – těmito pružinami látka získává odolnost proti ohybu. Tyto pružiny spojují 
body přes jeden bod. (Obr. 3) 
        Obr. 1 : Základní pružiny                Obr. 2 : Příčné pružiny                   Obr. 3 : Ohybové pružiny   
V prvních fázích simulací bylo experimentováno ještě s dalším druhem pružin. Tyto pružiny 
propojovaly body diagonálně přes jeden bod. Po několika testech se ukázalo, že jsou prakticky 
zbytečné. Přidávaly pouze na tuhosti v ohybu a tuto vlastnost šlo získat pouhým zvýšením tuhosti 
ohybových pružin. Vynecháním těchto pružin se tak získala čtvrtinová úspora výkonu, a proto se v 
mém modelu látky se tyto pružiny nepoužívají. Nakonec aplikováním výše popsaných tří druhů 
pružin (Obr. 4) modelový systém pružin získal základní potřebné chování látky. Další vlastnosti 
získává látka změnami konstant zavedených do výpočtů, ale  o tomto tématu budu psát až v dalších 
kapitolách.  
 
 
 
 
 
 
Obr. 4: Konečné propojení všech bodů 
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2.2 Fyzikální a matematický základ 
Pro implementaci fyzikální simulace, jak popisuje [2], musím vědět, jaké vlastnosti bude mít každý 
bod. Těmi jsou poloha v prostoru a rychlost. Proto, abych vypočítal tyto veličiny, potřebuji znát 
zrychlení neboli akceleraci. Zrychlení lze vypočítat pomocí součtu všech sil působících na bod. Proto, 
pro vysvětlení postupu výpočtu, začnu od vysvětlení získání jednotlivých sil. 
2.2.1 Gravitace 
Kdybych umístil bod na Zemi, Měsíci, Marsu nebo na jakémkoliv místě, kde je gravitace, musí mít 
také hmotnost, která se liší podle velikosti působící gravitační síly. Ve svém projektu budu uvažovat 
gravitační sílu Země.  Použitím Newtonova gravitačního zákona (1) získám první sílu působící na bod 
v látce, kde m je hmotnost objektu a g je konstanta gravitačního zrychlení (9,81m/s2). Získáme tedy 
Fg což je gravitační síla. 
     (1)   
2.2.2 Pružiny 
Pružiny působící na body v látce tvoří nejdůležitější sílu pro simulování chování látky. Předtím, než 
mohu začít používat pružiny ve svém programu, je nutné pochopit základní princip pružin, jak je 
popsán v klasické učebnici fyziky [2] a [6]. 
Když stlačím nebo roztáhnu pružinu, vytváří se tím síla, která působí opačným směrem k síle, 
kterou bylo působeno na pružinu. Tato síla je matematicky popsaná viz. rovnice (2), kde Fp je 
výsledná síla, kp je tuhost pružiny a D l je vzdálenost od původní velikosti pružiny před působením 
síly na ni (lp je délka natažené pružiny, l0 je délka pružiny). 
 
       (2)   
 
Matematicky je možno si představit pružinu jako dva body od sebe oddělené vzdáleností x. 
Toto je počáteční pozice. Jinými slovy, jestliže se nepohne těmito body, žádná síla se nebude 
generovat, protože D l = 0. Jestliže se pokusím snížit vzdálenost mezi body, D l bude záporné a proto 
bude pružina vytvářet kladnou sílu. Jestliže se pokusím zvětšit vzdálenost mezi body, tak D l bude 
kladná, a tedy bude vytvářet zápornou sílu. Názorně vysvětlí obrázek (Obr. 5). 
 
 
 
 
 
mgFg =
)( 0llklkF pppp --=D-=
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Obr. 5 : Vztah mezi velikostí pružiny a působení síly. 
 
Konstanta kp se nazývá koeficient elasticity nebo též váha konečné síly pružiny. Jinými slovy, 
pružina s větší hodnotou kp je tužší, protože vytváří větší sílu k navrácení do původního stavu 
pružiny. Naopak menší kp dělá pružinu daleko pružnější. 
Kdybych použil pro výpočet chování pružiny čistě jen tento vzorec, nastala by situace, kdy by 
pružina stále kmitala a nikdy by se nezastavila, což samozřejmě neodpovídá chování skutečné 
pružiny. V praxi se pružina po nějaké době ustálí v nějakém vyváženém stavu. Jinými slovy, mám-li 
pružinu a na ní je nějaké závaží, po rozkmitání se po určité době ustálí, ale ne na původní stav bez 
závaží, ale do takového bodu, kde se síla pružiny a síla závaží přitahovaného gravitací vyrovná. Toto 
ustálení je způsobeno ztrátou energie. Lze si to představit např. jako odpor vzduchu nebo vyzařování 
tepla – každopádně pružina nikdy negeneruje jen pohybovou energii. Proto je nutné od síly pružiny 
odečíst takzvanou útlumovou sílu. Tato síla je matematicky popsaná viz. rovnice (3).  Kde ku je faktor 
útlumu a D v je rozdíl rychlostí prvního a druhého bodu. 
 
       (3)   
 
         (4)   
         
V konečném důsledku mi tedy vzniká rovnice pro výpočet síly pružiny (4). Dále je ale nutné si 
uvědomit fakt, že oba body, mezi kterými je pružina, jsou volně pohyblivé. Proto platí, že síla 
působící na jeden bod pružiny je přesně opačná sílá působící na druhý bod. V praxi to znamená, že 
není nutné pro každý bod počítat zvlášť působení pružiny, ale o tom až v kapitole o implementaci 
3.3.2. 
Pružina jako taková je tedy v podstatě spojení dvou hmotných bodů a toto spojení je 
ovlivňováno dvěmi proměnnými: vzdáleností mezi body před působením pružiny (l0), rychlostí 
bodů D v a dvěmi konstantami: tuhostí pružiny (Kd), útlumu síly (Ku). Tyto dvě konstanty jsou poté 
důležité při upravování konečných vlastností látky. 
 
 
)( 21 vvkvkF uuu -=D=
vklkFFF upupup D-D-=-=-
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2.2.3 Vítr 
Další ze sil působících na body v látce je vítr. Započítání větru mezi síly působící na látku má dva 
důvody. Prvním důvodem je samotný efekt vlající látky ve větru. Tímto efektem se asi nejlépe ukáže, 
že se ta síť bodů propojená pružinami chová jako opravdová látka. Druhým důvodem je fakt, že 
vzduch tvoří odpor látce a tím ji do jisté míry deformuje. V reálném světě na zem upuštěný kapesník 
nedopadne přesně pod místo, odkud byl upuštěn, ale odplachtí kousek pryč. Zato třeba na Měsíci, kde 
je vakuum, by tento kapesník dopadl přesně ve stejném tvaru a přesně pod místo, kde byl upuštěn. 
Abych tedy získal tyto dva efekty, použiji principy a vzorce pro výpočet aerodynamických sil. 
Výpočet aerodynamické síly je ve skutečnosti velice složitý a komplikovaný, pokud by byla 
požadovaná pro simulaci velká přesnost. Proto pro zjednodušení je lepší popsat celou 
aerodynamickou sílu působící na objekt jedním vzorcem (5), jak je popsáno v [3]. Kde r  je hustota 
vzduch, cd je koeficient pohybu, a je příčný řez plochou neboli plocha odhalená ve směru větru a e je 
jednotkový vektor v opačném směru, než je rychlost pohybu objektu (6).  
 
  (5)   
 
(6)   
 
Nyní je tento vzorec potřeba upravit pro jednoduchou rovnou plochu. Místo opačného směru 
rychlosti pohybu objektu bude síla tlačit proti normálovému vektoru plochy povrchu (7). Toto je 
nejdůležitější zjednodušení oproti opravdovému aerodynamickému působení.  
         
       (7)   
 
Pro výpočet tohoto vzorce bylo nutné zjistit rychlost plochy, její normálový vektor a samotnou 
plochu (předpoklad je, že r  a cd jsou konstanty). Pro plochu použijeme trojúhelníky (Obr. 6), které 
vzniknou z propojení látky do trojúhelníkové sítě. To znamená, že pro každý trojúhelník bude potřeba 
tří bodů z látky a na každý tento trojúhelník budou působit silou, která se bude muset zvlášť 
vypočítat.  
 
 
 
 
 
 
Obr. 6: Základní trojúhelník 
aecvF daero
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Rychlost pohybu trojúhelníku (Obr. 7) se získá velice jednoduše, prostě se vypočítá průměr 
rychlostí jeho jednotlivých vrcholů (8). Ve skutečnosti je ale potřeba relativní rychlost, takže je nutné 
odečíst od rychlosti trojúhelníku rychlost větru (9). 
 
 
 
 
 
 
 
Obr. 7: Rychlost povrchu 
      
(8)      (9) 
 
Normálový vektor povrchu trojúhelníku lze vypočítat tak, že mezi body r1, r2 a r1, r3 se 
vytvoří vektory. Na tyto vektory se použije vektorový součin a vznikne tak vektor kolmý k těmto 
dvěma vektorům a tudíž i kolmý k ploše trojúhelníku. Nakonec se ještě z tohoto kolmého vektoru 
vytvoří jednotkový vektor a tím je získán normálový vektor k trojúhelníku (Obr. 8), (Obr. 10). 
 
        (10)   
 
 
 
 
 
 
 
 
Obr. 8:Normálový vektor 
 
Nakonec bylo potřeba zjistit příčný řez plochou (Obr. 9) neboli oblast, která je vystavena 
působení větru. Základem  je zjištění oblasti trojúhelníku (11) , který tvoří polovina velikosti kolmého 
vektoru na trojúhelník. Tento výsledek se vynásobí číslem, které se získá skalárním součinem 
rychlosti trojúhelníku a normálového vektoru, podělené velikostí rychlosti (12). 
 
     (11)      (12) 
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Obr. 9:Příčný řez plochou 
 
Nakonec, když se složí všechny výše napsané vzorce dohromady, je možné v aerodynamické 
rovnici nahradit anv 2  upraveným výpočtem pro trojúhelník (14), kde n* je kolmý vektor na 
trojúhelník (13). 
 
        (13)   
 
(14)   
 
Vznikne tedy vzorec, pomocí něhož lze vypočítat, jakým směrem a jakou silou bude na celý 
trojúhelník působit vítr (15). Potom se jednoduše rozdělí síla pro každý vrchol trojúhelníku 
podělením výsledku třemi. 
 
        (15)   
  
2.2.4 Výpočet rychlosti a polohy  
V této chvíli je již vysvětleno, jak lze získat všechny síly, které působí na bod. Když je potřeba 
vypočítat polohu a rychlost bodu v prostoru, je potřeba znát zrychlení bodu. Pro výpočet zrychlení se 
použije druhý Newtonův zákon, který říká: „Jestliže na těleso působí síla, pak se těleso pohybuje se 
zrychlením, které je přímo úměrné působící síle a nepřímo úměrné hmotnosti tělesa.“[2] Tento vztah 
se v klasické mechanice popisuje jednoduchým vzorcem (16), kde F je vektor součtu všech sil 
působících na těleso, m je hmotnost a a je vektor zrychlení. Jednoduchou úpravou vzorce vyjádříme, 
čemu se rovná zrychlení a (17). 
  
        (16)   
 
        (17)   
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Bylo tedy vypočítáno zrychlení, ale o tom je známo, že je vlastností pohybu, která popisuje 
způsob, jakým se mění rychlost tělesa v čase. Jestliže se vektor rychlosti tělesa mění, lze tvrdit, že se 
těleso pohybuje se zrychlením. Existují dva druhy zrychlení, průměrné a okamžité, pro výpočet je 
důležité okamžité zrychlení (18). Toto zrychlení je tedy v daném okamžiku rovno směrnici tečny ke 
křivce v bodě určeném tímto okamžikem. 
 
        (18)   
 
Nyní byl tedy vyjádřen vztah mezi zrychlením a rychlostí. Cílem ale je získat vztah mezi 
zrychlením a polohou bodu v prostoru. K tomu je potřeba vyjádřit vztah mezi polohou a rychlostí. 
Jsou dva druhy rychlostí, průměrná a okamžitá, mě opět zajímá okamžitá rychlost. Tato rychlost je 
ale odvozená od průměrné rychlosti. Okamžitou rychlost získám z průměrné rychlosti tak, že se 
časový interval D t blíží limitně k nule. S poklesem hodnoty D t se průměrná rychlost blíží jisté 
limitní hodnotě, která je definována vzorcem (19). 
 
        (19)   
 
Spojením rovnic (18) a (19) vznikne vztah (20), který je potřeba pro výpočet bodu v prostoru 
v čase t. Zrychlení hmotného bodu tedy je v každém okamžiku dáno druhou derivací polohy x(t) 
podle času. 
 
        (20)   
 
 
 
 
 
 
 
 
 
 
 
 
dt
dva =
dt
dx
t
xv
t
=
D
D
=
®D 0
lim
2
2
dt
xd
dt
dx
dt
d
dt
dva =÷
ø
ö
ç
è
æ==
 10 
2.3 Numerické integrační metody 
V předchozí kapitole byl popsán postup, jak získat z množství vzorců konečnou funkci, která popisuje 
pohyb bodu. Vyvstává ale problém, že samotná funkce obsahuje derivace. Tento problém řeší 
diferenciální rovnice, jak je popsané v [4] a [5]. Řešení diferenciálních rovnic znamená najít funkci, 
která popíše vztah mezi funkcí a její derivací. Nicméně, ne pokaždé se podaří najít řešení, a proto je 
nezbytné aproximovat řešení pomocí numerické integrace. Numerické integrační metody jsou jedny 
z nejdůležitějších aspektů při simulaci pružného objektu. 
V projektu byly použity tři numerické integrační metody, aby bylo zjištěno, jaký vliv má na 
chování látky numerická integrační metoda. Samozřejmě existuje velké množství integračních, ale 
tyto tři níže popsané metody reprezentují základní druhy přístupu k výpočtu. 
2.3.1 Eulerova metoda 
Tato metoda je jedna z nejstarších a nejjednodušších metod numerické integrace, také se často 
nazývá explicitní Eulerova metoda (21). Kde f(t,y(t)) je integrovaná funkce, h je časový krok, y(t) je 
výsledek předchozího kroku a y(t+h) je další výsledek získaný za časový krok. Geometricky se může 
tato metoda popsat jako postup, který přímo následuje tečnu řešení a poté přepočítává sklon dalšího 
kroku. 
         (21)   
 
Tato metoda je opravdu velice jednoduchá, ale to je její jediná výhoda. Její hlavní problém je 
nestabilita při větším časovém kroku. Tato nestabilita je způsobena nepřesností metody v důsledku 
dlouhých kroků. To v praxi znamená, že velikost kroku je limitována a nemůže být překročena za 
stabilní limit. 
2.3.2 Runge-Kutta 4. řádu 
Metoda RK4 je běžně používaná a úspěšně aplikovatelná metoda. Většinou je přesnější, ale ne vždy, 
než Runge-Kutta druhého řádu a také dovoluje používat velké časové kroky. V porovnání s ostatními 
integračními metodami, používanými k simulování elastických objektů,  RK4 poskytuje horší výkon i 
přesto, že dovoluje největší časové kroky mezi všemi používanými metodami. Toto zapříčiňuje fakt, 
že RK4 potřebuje pro výpočet čtyřikrát vyhodnotit derivaci, aby získal výsledek. Proto je důležitým 
aspektem se rozhodnout, zda-li možnost používání delších časových kroků vyváží náročnost výpočtu 
čtyř derivací.  
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Metoda RK4 je definována vztahem (22). 
 
(22)   
 
kde 
 
 
 
 
 
 
 
 
 
2.3.3 Metoda Adam-Bashforth 
Tato metoda reprezentuje jednu z takzvaných vícekrokových metod. Vícekrokové  metody používají 
pro výpočet dalšího kroku znalosti z několika předchozích stavů. Obecně práce s více kroky nemusí 
nutně znamenat, že taková metoda bude účinnější než jednokroková metoda. Ovšem jestliže se 
použije v lineárním systému, ve kterém nenastanou prudké změny, je možné, že odhad nového stavu 
bude přesnější. 
Pro ukázku, a zároveň i do projektu, jsem vybral nejjednodušší Adam-Bashforth, dále už jen A-
B metodu, a to druhého řádu. Existují tabulky a vzorec, podle kterých je možné vytvořit metody 
různých řádů. Metody A-B pracují vždy s předchozími kroky, jsou i metody, které pracují 
s budoucími kroky. Nová hodnota se tedy u A-B druhého řádu vyjadřuje pomocí vztahu (23). 
 
            (23) 
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2.4 Kolize 
Do svého projektu jsem se rozhodl zahrnout i kolize, protože kolize s látkou dokáží asi nejlépe 
ukázat, že postupy, které byly výše popsány, opravdu dokáží simulovat chování látky. Kolize nejsou 
zadáním mého projektu, a proto jsem se rozhodl jen pro opravdu nejjednodušší – kolizi s koulí a 
s rovinou. Pro ještě větší realističnost látky by bylo ideální implementovat kolize látky sama na sebe, 
ale tento druh kolizí by nejspíše vystačil na samostatnou bakalářskou práci, proto jsem tyto kolize 
nepoužil. 
2.4.1 Kolize s koulí 
Tento druh kolizí je jeden z nejjednodušších. Pro zjištění kolize je pouze nutné znát polohu bodu, 
poloměr koule a její střed. Jelikož jsou všechny tyto hodnoty známy, stačí odečíst vzdálenost bodu od 
středu poloměrem koule. V případě, že je výsledek záporný, je zjištěno, že nastala kolize. Hlavním 
problémem kolize s koulí je výpočet, jak se změní dráha bodu, pokud dojde ke kolizi. Nová dráha 
bodu by měla následovat tečnu podle směru předchozí rychlosti (obr. 10), kde S je střed koule, B je 
bod, vn je nová rychlost, v je původní rychlost a s je vektor mezi středem S a bodem B. 
 
 
 
 
 
 
 
Obr. 10: Kolize bodu s koulí 
 
Aby se získala nová rychlost, je použit vzorec skalárního součinu (24). Skalární součin byl dále 
použit pro promítnutí rychlosti v na vektor s vzniklý mezi středem a bodem. Jelikož je známo, že 
skalární součin dvou jednotkových vektorů je roven cosinu úhlu jimi svíraného, je možno vypočítat 
cosinus úhlu svíraného mezi jednotkovými vektory vektoru s a v (25).  
 
         (24)   
 
         (25)   
 
Získaným cosinem lze vynásobit jednotkový vektor vektoru s a poté výsledek vynásobit délkou 
vektoru v (26). Výsledné promítnutí na vektor s se odečte od vektoru rychlosti a tím získám novou 
rychlost kolmou k vektoru s (27).  
a
a
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         (26)   
 
         (27)   
 
Názorně je to nakresleno na obrázku (Obr. 11). 
 
 
 
 
 
 
 
 
 
Obr. 11: Vypočet nové rychlosti 
 
2.4.2 Kolize s plochou 
Plochy v mém případě byly uvažovány jen ty kolmé na základní osy x, y, z. V tomto případě je 
zjištění rovněž velice jednoduché a není nutné ho ani popisovat. Pokud jde o samotný vypočet nové 
rychlosti, stačí pouze použít výše popsané vzorce a místo vektoru s použiji kolmý vektor na plochu, 
pro kterou je počítána kolize. 
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3 Implementace 
3.1 Použité nástroje 
Svůj projekt jsem realizoval v programovacím jazyce C++. Jako vývojové prostředí jsem využil 
Visual Studio 2005 za použití knihoven OpenGL zodpovídajících za zobrazení 3D grafiky, GLUT  
[6] starající se o komunikaci se systémem a knihovnu FreeImage [7] pro načítání textur do 3D scény. 
3.2 Data ukládaná v projektu 
Data podstatná pro simulaci látky lze rozdělit do tří skupin: data, která potřebuje mít každý bod svoje 
vlastní, globálních data stejná pro každý bod látky a nakonec data potřebná pro vykreslování scény. 
Proto následující část práce rozdělím do těchto částí. 
3.2.1 Data důležitá pro každý jednotlivý bod  
V simulaci látky jde ve své podstatě hlavně o vypočet nové polohy bodu, a proto jsem se rozhodl, že 
data důležitá pro výpočet nové polohy budou uložena do jedné struktury, která bude popisovat bod. 
Tato struktura je  uložena v poli, ve kterém jsou takto uloženy všechny body, které dohromady tvoří 
síť bodů důležitou pro simulaci látky 
 
Datová struktura obsahuje: 
· Pozice, rychlost, zrychlení 
Jak jsem již popisoval v teoretické části, pozice, rychlost a zrychlení bodu jsou nejdůležitější 
proměnné potřebné v integračních metodách pro výpočet nového bodu v prostoru. Jelikož jsem se při 
realizaci projektu rozhodl, že se  nebude implementovat jen jedna, ale hned tři integrační metody, 
musí být  v datové struktuře bodu uloženy ještě proměnné, které jednotlivé metody používají. 
Například metoda Adam-Bashforth si potřebuje pamatovat předchozí výsledky výpočtu. 
· Seznam okolních bodů 
Pro výpočet síly, která působí na bod od pružin, je nutné znát, které pružiny na bod vlastně působí a 
jelikož pružina se počítá mezi dvěma body, je přirozené, že do struktury popisující bod jsou nějakou 
formou zahrnuty i všechny body, s nimiž je spojen. 
Ve struktuře popisující bod jsem se rozhodl ukládat indexy do pole, ve kterém jsou uloženy 
všechny body látky. Pro ukládání indexu na okolní body jsem musel vymyslet speciální pořadí, 
jelikož, jak později popíši v kapitole 3.3.2, bude potřeba používat tyto odkazy mezi body navzájem.  
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Obr. 12: Uložení odkazů na okolní body v poli 
 
Jak lze vidět na obr. 12, ukládám do pole celkem 12 indexů, protože, jak již jsem napsal 
v teorii, ve svém modelu používám 3 druhy pružin a každá pružina je použita čtyřikrát. Čísla u 
jednotlivých bodů popisují, v jakém pořadí jsou indexy uloženy. Tento způsob ukládání jsem zvolil 
takto, protože v programu potřebuji upravovat hodnoty na obou stranách pružiny a zároveň potřebuji 
vědět, se kterým druhem pružiny právě pracuji. Proto z tohoto důvodu ukládám nejdříve základní 
pružiny, poté příčné pružiny a nakonec ohybové pružiny. Při použití tohoto způsobu ale nastala 
komplikace. Jelikož ve své simulaci pracuji se čtvercovým kusem látky, musel jsem si při inicializaci 
na okrajích látky dávat pozor, abych ukládal nesmyslné údaje. Prvky pole, které by odkazovaly za 
kraj látky, plním hodnotou -1, abych v programu snadno poznal, které okolní body se nemají počítat. 
· Seznam sil působících na bod 
Tento seznam je tvořen polem dvanácti vektorů sil působících na bod. Tyto síly by se ani nemusely 
ukládat, ale jsou důležité pro jednu optimalizaci, kterou budu dále popisovat kapitole 3.3.2. Síly jsou 
v poli uloženy totožným způsobem jako v předchozím části, tedy postupně podle druhu pružiny, která 
tuto sílu vytváří. 
· Výpočtové poznámky k pružinám 
Těchto poznámek je stejný počet jako sil pružin, tudíž dvanáct. Každá poznámka určuje, zda-li byla 
vypočítána síla pružiny. Tyto poznámky jsou opět důležité pro jedno zjednodušení výpočtu. 
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· Síla větru 
Síla větru je také jedna z proměnných, které se podílí na výsledném zrychlení bodu, a protože se 
počítá zvlášť a má speciální požadavky pro výpočet (kapitola 3.3.1), ukládá se k proměnným 
ovlivňujícím bod už jen výsledná síla. 
· Texturové koordináty 
Poslední hodnoty ukládané do struktury bodu jsou texturové koordináty, které  již nemají nic 
společného se simulací látky, ale zato jsou důležité pro správné vykreslení textury na látku a každý 
bod na látce potřebuje mít tyto koordináty. 
 
3.2.2 Globální data potřebná pro simulaci 
Tato data lze rozdělit do tří skupin, a to: konstanty ovlivňující chování látky, konstanty ovlivňující 
chování větru a nakonec konstanty popisující kolizní objekty. 
 
Globální data obsahují: 
· Konstanty ovlivňující chování látky 
Tyto konstanty jsou jedny z nejdůležitějších a rozhodují o samotné funkčnosti simulace. Mezi ty 
absolutně nejdůležitější patří váha bodu, délka časového kroku a tuhost pružiny. Dále je v mém 
projektu použito několik dalších konstant, ale ty už jen upravují, jak realisticky bude látka vypadat. 
Ke konstantám ovlivňujícím chování látky se ještě vrátím v samostatné kapitole, kde i zhodnotím 
jejich vlivy (kapitola 3.6). 
· Konstanty ovlivňující chování větru 
Vítr je taktéž ovlivňován několika hodnotami. Samozřejmě nejdůležitější je vektor směru větru a jeho 
samotná síla. Dále sem patří ještě konstanty ovlivňující samotný vítr a jeho sílu. 
· Konstanty popisující kolizní objekty 
Protože kolize použité v tomto projektu jsou pouze s koulí, ukládám do paměti pouze průměr koule, 
polohu v prostoru a koeficient tření popisující kluzkost objektu. 
 
3.2.3 Data potřebná pro vykreslování scény 
Protože své simulace provádím na kusu čtvercové látky, kterou si sám generuji, musím si 
vygenerovat a uložit informace důležité pro vykreslování látky ve scéně. Poloha jednotlivých bodů je 
uložena ve struktuře pro body a generována přímo samotnou simulací, ale o tom jsem psal již výše. 
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Další důležitá data pro grafiku jsou určení, které body dohromady tvoří trojúhelník. Bez těchto 
informací by OpenGL nebylo schopno vykreslit simulovanou látku. Pro tato data se musí vytvořit 
pole dostatečně veliké, aby v něm byly uloženy indexy na všechny body všech trojúhelníků. K tomu 
použiji vzorec (28). 
 
          (28) 
 
V tomto vzorci je n počet potřebných prvků pole, h je počet bodu v látce na délku a w je počet 
bodu v látce na výšku. Potom 3 jsou vrcholy trojúhelníku, vynásobeno dvěma 2 vznikne počet bodů 
pro čtverec a nakonec vynásobeno počtem čtverců v látce, získám konečný počet potřebných prvků 
pole, aby každý z nich měl uložený index na bod v paměti. 
Tato paměť se poté nainicializuje postupně pro všechny trojúhelníky v látce. 
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3.3 Výpočet zrychlení bodu 
Po vysvětlení, jaká data je potřeba pro simulaci ukládat, přistoupím k popisu implementace 
samotných výpočtů simulace látky. Tyto výpočty jsou tvořeny dvěma nejdůležitějšími cykly, které 
prochází všechny body látky. První z těchto cyklů slouží k výpočtu zrychlení bodu. Výpočet 
zrychlení bodu je jedna z nejdůležitějších, nejkomplikovanějších a nejvíce náročných operací na 
výpočetní výkon při simulaci. Nejdůležitější je proto, že bez výpočtu správného zrychlení pro každý 
krok simulace se látka během prvních pár kroků destabilizuje a „rozstřelí“ (tento pojem dále 
vysvětlím v kapitole 3.5). Nejkomplikovanější je proto, že při výpočtu působení pružin je nutno 
odkazovat z bodu do bodu a navzájem pracovat s jeho hodnotami (dále bude podrobně vysvětleno). A 
nakonec je nejnáročnější, protože všechny operace, které níže popíši, se musí provést pro každý bod 
v simulované látce. 
Ve svém projektu jsem se rozhodl, že se pokusím přiblížit pokud možno co nejvíce fyzikální 
realitě. V následujících kapitolách popíši implementaci získání jednotlivých částí síly potřebné pro 
výpočet zrychlení. 
 
3.3.1 Výpočet větru 
Implementace výpočtu síly, kterou působí vítr, je oproti všem ostatním implementacím principiálně 
odlišná. U všech ostatních výpočtů se výpočet aplikuje na jeden bod látky, zatímco u výpočtu větru je 
nutné výpočet aplikovat na každý jednotlivý trojúhelník v látce. Tímto vyvstaly dva menší problémy. 
Za prvé je nutno propojit body do trojúhelníku. Naštěstí jsem si uvědomil, že tento problém 
jsem už řešil při generování látky, kde jsem potřeboval pro vykreslování látky mít uloženy indexy 
bodů, které tvoří trojúhelník. 
Druhá věc nebyla ani tak problém, jako spíše nutnost oddělit výpočet síly větru na jednotlivé 
body od zbylých výpočtů pro body. To je způsobeno, jak již jsem popisoval, nutností počítat působení 
větru na trojúhelník, ne na bod. 
Samotná implementace potom pracuje tak, že ještě předtím, než začne cyklus pro výpočet sil 
jednotlivých bodů, provedu cyklus, ve kterém se počítají síly na trojúhelníky. A ty probíhají tak, že se 
zjistí tři indexy vrcholů trojúhelníku a na trojúhelník tvořený těmito vrcholy se použijí vzorce, které 
jsem popsal v teorii. Výsledkem této operace ale vznikne pouze síla působící na trojúhelník, proto 
tuto sílu potom rozložím mezi tři vrcholy trojúhelníku, tudíž podělím výsledek třemi. Vznikne mi 
tedy síla, jakou působí jeden trojúhelník na tento bod, ale tento bod je použit v osmi trojúhelnících 
(obr. 13), tudíž v implementaci má každý bod svoji proměnnou se silou větru. Po vypočítání síly 
větru působící na trojúhelník přičtu ke každé této proměnné třetinu síly aktuálně počítaného 
trojúhelníku (29). Tímto způsobem, při projití všech trojúhelníků v látce, vypočítám sílu, jakou 
působí vítr na jednotlivé body. 
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Po skončení cyklu počítajícího sílu větru se mi do paměti uložily výsledné síly, které poté 
v cyklu počítajícím síly působící na bod už jen jednoduše přičtu k celkové síle působící na bod. 
 
 
 
 
 
 
 
 
 
 
 
 
Obr. 13: Vítr působící na látku 
 
          (29) 
 
 
3.3.2 Výpočet působení pružin 
Nyní, po vysvětlení implementací mnoha věcí, které nejsou prakticky ani bezpodmínečně nutností pro 
samotnou simulaci látky, se dostávám k nejdůležitější části, díky níž se síť bodů může pohybovat a 
chovat jako látka. 
Jak jsem již napsal, výpočet nové polohy bodu probíhá ve dvou cyklech, které prochází 
všechny body látky, a samotná implementace výpočtu působení pružin se provádí v prvním cyklu. 
V tomto cyklu se sčítají všechny síly, které působí na jednotlivé body. Výpočty působení pružin 
zabírají největší část každého průchodu, a protože vítr počítám ve speciálním cyklu, zde už jen 
přičítám výsledky k celkové síle, a síla gravitace je jen vynásobení vektoru gravitačního zrychlení 
s hmotností bodu a nakonec přičtení k celkové síle. 
Zpět ale k pružinám. Na začátku mi připadalo, že to bude jednoduché, stačí projít všech 
dvanáct pružin, kterými je spojen každý bod, vypočítat síly a sečtením všech vznikne jedna síla, 
kterou potřebuji. Ve skutečnosti to takto jednoduché není.  
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První problém, který jsem si uvědomil, byl, že ne všechny body mají všechny pružiny. Když se 
podívám na bod na okraji látky, tak na něj působí pouze osm pružin (obr. 14), na bod v rohu jen pět 
pružin (obr. 15) a ještě existují další kombinace, které mohou nastat. Toto je jeden z důvodů, proč 
v paměti ukládám sousední body spojené s aktuálním bodem pružinou. Díky tomu si mohu předem 
při inicializaci tohoto seznamu nastavit jen ty sousedy, kteří opravdu existují. A ti, kteří neexistují, se 
nastaví na -1. Při samotném výpočtu pružin už mohu jen počítají existující pružiny.  
 
 
 
 
 
 
 
 
 
Obr. 14: Pružiny bodu na kraji   Obr. 15: Pružiny bodu v rohu 
 
Dalším problém, na který jsem narazil, je, že abych dokázal vypočítat sílu, jakou působí daná 
pružina, musím znát její délku v klidovém stavu, neboli vzdálenost mezi body spojenými pružinou při 
inicializaci látky. Tento problém vyřešilo ukládání sousedů v takovém pořadí, abych věděl, se kterým 
druhem pružiny právě pracuji. Každý druh pružiny totiž má známou inicializační vzdálenost.  
Poslední věcí, která vyvstala při implementaci, bylo zjednodušení výpočtů. Poté, co jsem 
napsal program, v němž byly vyřešeny dva výše popsané problémy, simulace začala už bez problémů 
fungovat, ale začal jsem zvažovat, jak zredukovat takové množství výpočtů, které musím provést. 
Odpověď byla ve fyzice, kterou jsem popsal v kapitole 2.2.2. Pružina působí stejnou silou na oba 
body, mezi kterými je tato pružina umístěná, jen na jeden bod kladnou silou a na druhý bod zápornou 
silou. Tímto způsobem se počet výpočtů pružin zredukuje takřka na polovinu. Bohužel se tímto 
způsobem zkomplikuje samotná implementace, protože nyní musím nějak uložit k druhému bodu 
pružiny negovaný výsledek a zároveň ho uložit ke správné pružině a poznačit si, že už nemusím tuto 
pružinu počítat. K tomuto účelu slouží proměnné, o kterých jsem psal v kapitole 3.2.1 a to pole 
obsahující výpočty sil pružin a pole poznámek k pružinám. Postup je potom následující. 
Vypočítám sílu určité pružiny (jedné z dvanácti pružin, které působí na tento bod, číslo této 
pružiny bude později důležité) mezi současným bodem a bodem ze seznamu sousedů. Použiji indexu 
na tohoto souseda, abych přistoupil k jeho proměnným. Nyní, když přičtu k číslu pružiny, kterou jsem 
počítal, dvojku, získám index na její protilehlou pružinu. Pokud použiji tento index v sousedním 
bodu, budu mít pružinu spojující tyto dva body, do které uložím zápornou hodnotu počítané pružiny a 
zároveň si poznačím do poznámek k této pružině, že až se dostanu k tomuto bodu, nebudu ji muset 
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počítat, jen přičtu uložený výsledek k výsledné síle působící na bod. Tato operace je možná díky 
pořadí, v jakém pořadí jsou uloženy proměnné v polích vztahujících se k pružinám bodu (viz. obr. 
12). Toto je dosti komplikovaná operace, ale je funkční a zvýšila rychlost výpočtu přibližně o jednu 
třetinu. 
Takovýmto způsobem jsem tedy vyřešil problémy související s počítání síly působení pružin na 
bod. Pro zajímavost zde přidám ještě obrázek z mého programu ukazující míru deformace pružin 
v praxi (obr. 16). (Čím jsou pružiny více deformovány, tím jsou modřejší). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obr. 16 : Vytížení pružin 
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3.4 Výpočet nové polohy bodu 
Nyní se v implementaci dostávám k popisu druhé nejdůležitější části kódu, a to výpočtu nové polohy 
bodu. Jak jsem již psal, simulace látky je prováděna ve dvou cyklech, které procházejí všechny body 
látky, výpočet nové polohy bodu se provádí ve druhém z těchto cyklů.  
Při implementaci simulace jsem zkoušel, co by se stalo, kdybych spojil výpočet polohy a 
výpočet zrychlení do jednoho cyklu. Simulace se okamžitě zhroutila a byla nefunkční. Vysvětlení je 
prosté: počítám-li zrychlení bodu, počítám síly pružin a pružina potřebuje znát polohu dvou bodů. To 
znamená, že kdybych použil jeden cyklus na celý výpočet, nastala by následující věc. V pořádku bych 
vypočítal zrychlení prvního bodu a pak bych provedl výpočet jeho nové polohy. U druhého bodu 
bych ale musel pracovat s novou polohou jednoho bodu, s nímž jsem spojen pružinou, ale ostatní 
body by měly starou polohu, tudíž by pružina mezi novým a starým bodem musela dohnat ztrátu a 
tím by se počítaly úplně jiné síly, než by měly. A proto se nejdřív musí vypočítat všechna zrychlení 
bodů, a až poté se mohou počítat nové polohy bodu. 
Zpět ale k samotným výpočtům nové polohy. K tomuto účelu slouží numerické integrační 
metody. 
3.4.1 Použití integračních metod 
Jak už jsem na psal výše, ve svém projektu jsem se rozhodl pro zajímavost implementovat hned tři 
druhy iteračních metod, a to Eulerovu metodu, Adam-Bashforth druhého řádu a Runge-Kutta čtvrtého 
řádu. Každá z těchto metod má své výhody a nevýhody, nejsem si však jist, čím může být způsoben 
fakt, že implementované metody se chovají mnohem odlišněji, než jak jsou popisovány v literaturách. 
Nejspíše je to způsobem mé implementace a snahou postupovat podle fyziky, že se tyto metody 
chovají jinak, než se očekává. Nyní popíši jednotlivé metody. 
3.4.1.1 Eulerova metoda 
Eulerova metoda je jedna z opravdu nejednodušších integračních metod. Při svém hledání informací 
týkajících se simulování látek jsem stále narážel na tvrzení, že tato metoda je základ, ale není přesná 
při delším časovém kroku a stává se nestabilní, a proto je lepší používat nějaké složitější, případně 
vícekrokové nebo víceřádové metody. V mé implementaci jsem zjistil, že to zase až tak úplně neplatí. 
Ze všech tří metod ji považuji za nejlepší, a to z několika důvodů. Za prvé je opravdu 
jednoduchá na implementaci. Za druhé nevyžaduje příliš místa v paměti. Za třetí zvládá nejdelší 
časové kroky – a toto mi připadá jako největší výhoda, protože při simulování látky v reálném čase 
dlouhé časové kroky umožňují, aby se i při menším počtu snímků za sekundu látka pohybovala 
přirozeně a ne zpomaleně. 
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Na druhou stranu jsem zjistil, že tato metoda má i svoji nevýhodu. Ze všech použitých metod 
musí pracovat s nejmenším zrychlením, a díky tomu je celkem omezena při práci s konstantami 
ovlivňujícími simulaci. 
3.4.1.2 Adam-Bashforth druhého řádu 
Tuto metodu musím řadit na druhé místo v použitelnosti v mém projektu. Je opravdu v těsném závěsu 
za Eulerovou metodou a dokonce jsem ji v jedné fázi projektu považoval za lepší, ale po zapojení do 
výpočtů hmotnosti se na pomyslný trůn vrátila Eulerova metoda. 
Tato metoda má opět několik výhod a nevýhod. Mezi výhody patří, že není příliš složitá na 
implementaci a v porovnání s Eulerovou metodou má jen o trochu delší zápis – jinak si jsou při 
implementaci dosti podobné. Další výhodou, kterou překonává Eulerovu metodu, je, že může 
pracovat s větším zrychlením, čímž vzniká větší svoboda při práci s konstantami. A nakonec poslední 
výhoda je přibližně stejná výpočetní náročnost jako u Eulera. 
Na druhou stranu má pro můj projekt nevýhody, které tuto metodu sesadily na druhé místo. 
Mezi ně patří nutnost pracovat s o něco nižšími časovými kroky než u Eulera. Další nevýhodou je, že 
potřebuje přibližně dvakrát více prostoru v paměti – aby bylo možno vypočítat novou polohu, musí 
znát výsledky předchozích výpočtů pro všechny body látky. 
3.4.1.3 Runge-Kutta čtvrtého řádu 
Nyní se dostávám k té nejhorší metodě, kterou jsem implementoval v projektu. O RK4 jsem se o ní 
všude ve spojitosti se simulací látky dočetl, že tvrdí, že nejlepší a nejvhodnější na simulaci, že je 
nejstabilnější, může dělat nejdelší časové kroky a že je bohužel nejnáročnější na výpočetní výkon. Ve 
své implementaci mohu o ní říct, že pravdivá je jen ta poslední část. 
Nejsem si jist, zda jsem ji nějak nevhodně neimplementoval, ale v mém projektu má samé 
nevýhody. Největší nevýhodou je nutnost pracovat s přibližně desetkrát nižším časovým krokem než 
ostatní popsané metody. Další nevýhodou je její neuvěřitelná náročnost na výkon. Pro výpočet nové 
polohy musí čtyřikrát přepočítat působení všech pružin, přičemž počítání pružin je nejnáročnější 
v celém programu. Další nevýhoda – komplikovanost pro implementaci. U této metody mi trvalo 
přibližně tři dny, než jsem zjistil, jak ji naprogramovat a ještě musela být napsána velmi odlišně než 
předchozí metody. Výpočet nové polohy se provádí v cyklu, ve kterém se přepočítávají zrychlení, a 
potom se stejně musí projít všechny body a aktualizovat se jejich polohy. Další nevýhoda, v mé 
implementaci spotřebuje opravdu hodně paměti. A nakonec poslední nevýhoda, látka vypadá opravdu 
extrémně vytahaně, gumově a je velmi náchylná k nestabilitě. 
Jediná výhoda, kterou jsem objevil, bude, že RK4 snáší ze všech metod největší hodnoty 
zrychlení, ale to bohužel jen v případě krátkých kroků. 
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Opravdu reálné použití RK4 při simulaci látky mě napadá jen v případě, že se nejedná o 
simulaci v reálném čase. Kdyby se simulovalo s dostatečně krátkými kroky simulace, je i tato metoda 
použitelná. 
3.4.2 Aplikování kolizí 
Kolize taktéž patří mezi důležitý prvek výpočtu nové polohy bodu. V mém projektu nepracuji 
s komplikovanými kolizemi, a jakmile jsem přešel na vzorce pro výpočet nové rychlosti po kolizi 
(kapitola 2.4), samotná implementace nebyla příliš složitá. V programu postupuji tak, že nejdříve 
vypočítám pomocí integrační metody novou polohu bodu. Na tuto polohu poté aplikují postupy pro 
zjištění, zda bod není v kolizi. V případě kolize použiji postup pro vypočítání nového směru rychlosti 
bodu a tu uložím do paměti. Nakonec znovu použiji integrační metodu, která pomocí této nové 
rychlosti vypočítá novou polohu bodu. 
Na začátku programování kolizí jsem neprozíravě nepočítal okamžitě po zjištění kolize novou 
polohu pomocí nové rychlosti a místo toho jsem počítal s tím, že bude stačit mít uloženou novou 
rychlost a o výpočet nové polohy se postará výpočet u dalšího cyklu. Tato nedomyšlenost měla za 
následek zajímavý efekt, kdy látka na kolizi reagovala, ale místo aby zůstala na povrchu objektu tak 
začala pomalu propadávat skrz objekt (obr. 17). Toto je způsobené opožděným výpočtem nové 
polohy a proto je důležité znovu použít integrační metodu pro jeho výpočet.  
 
 
 
 
 
 
 
 
 
 
 
 
 
Obr. 17: Špatná kolize 
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3.5 Nestabilita látky 
Nestabilita látky neboli takzvaný „rozstřel“ látky je věc, která se děje velice často při simulaci látky. 
Názorně lze vidět, jak vypadá rozstřel látky na obrázku (obr. 18). Nejčastěji za nestabilitu mohou 
numerické integrační metody díky tomu, že přestanou být dostatečně přesné. Přesnost integračních 
metod je ovlivněna dvěma faktory, které jsou navzájem provázány. První je délka kroku mezi 
jednotlivými výpočty – čím je menší, tím je simulace stabilnější a dovoluje nastavovat větší rozmezí 
hodnot u druhého faktoru ovlivňující stabilitu. Druhým faktorem je výpočet akcelerace bodu, který 
sám je ovlivněn celou řadou konstant, které budu dál popisovat.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obr. 18: Látka před a po rozstřelu 
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3.6 Konstanty ovlivňující chování simulace 
Ve svém projektu používám relativně velké množství konstant a z toho několik rozhoduje o tom, 
jestli se simulace destabilizuje nebo ne, a kromě toho ještě na těchto konstantách závisí, jak bude 
vypadat chování látky. 
V průběhu programování jsem strávil opravdu spoustu času testováním, jaký má která 
konstanta vliv na chování látky a toto testování bylo spojeno s neustálým bojem o stabilitu látky, 
protože změna jedné konstanty vede k realističtější látce a nestabilitě, která se nicméně dá 
vykompenzovat jinou konstantou, ale ta zase ovlivní, jak se látka chová. Po všech testech, které jsem 
prováděl, jsem došel k názoru, že pro simulování látky v reálném čase, kde je simulace omezena 
pokud možno co nejdelšími časovými kroky, se musí pro každou látku, která je jinak velká nebo je 
v jiném prostředí, upravit konstanty pro danou situaci. 
Nyní se ale vrátím k samotným konstantám a popíši zde, jaký mají vliv na chování látky a na 
samotnou simulaci. 
 
Délka časového kroku simulace – o této konstantě jsem v průběhu dokumentace psal velice 
často a proto už o ní nebudu příliš psát, snad už jen znovu připomenu, že čím kratší časový krok 
mohu provádět, tím mám větší svobodu při změnách ostatních konstant. 
 
Velikost látky – velice důležitá konstanta, která ovlivňuje chování celé simulace. Ve své 
simulaci má většinou nastavenou jednotnou vzdálenost mezi body a velikost látky nastavují počtem 
bodů na výšku a na šířku látky. Velikost látky má vliv na dvě věci. Za prvé samozřejmě razantně 
zvyšuje výpočetní výkon, protože s každým bodem přibude přibližně šest pružin na výpočet. Za druhé 
ovlivňuje, jak se látka chová. Jestliže bych měl látku s opravdu malým počtem bodů (třeba 20), bude 
se látka chovat jako papír. Kdybych měl látku, která by měla reprezentovat v reálu ten samý rozměr 
jako první a přitom by měla deset tisíc bodů, bude se chovat jako velice jemné hedvábí. 
 
Váha bodu látky – velice důležitá konstanta, které může velice pomoct při nestabilitě látky. 
Toto je způsobeno faktem, že při výpočtu zrychlení se musí síly podělit hmotností, a tudíž se tím sníží 
akcelerace počítaná v integračních metodách a látka je stabilnější. Na druhou stranu ovlivňuje, jak se 
látka chová, protože zvýšenou vahou se látka více natahuje a rychleji padá.  
 
Tuhost pružin – nejdůležitější konstanta určující, jak látka vypadá, jak moc se natahuje a jak 
moc je gumová. Díky tomu, že mám v simulaci tři druhy pružin, je možné u každého druhu pružiny 
nastavit jinou pružnost a díky tomu získat jiné chování látky, například nastavením základních pružin 
na vysokou tuhost, příčných na střední tuhost a ohybových na nejnižší tuhost, získám látku, která 
chování připomíná hedvábí, a takto lze nastavit i další druhy látek. Bohužel tuhost pružin je další 
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konstanta ovlivňující stabilitu, protože čím větší tuhost, tím působí na body větší síla a tím jdou větší 
čísla do integračních rovnic. Vliv tuhosti pružin na látku lze vidět na obrázku (obr. 19), u všech těchto 
látek byla stejná váha bodu a počet bodů je 30x30. 
 
 
 
 
  
 
 
 
 
Obr. 19: Tuhost pružin zleva 100, 400, 700 
 
 Útlumové síly – konstanta, kterou nelze prakticky destabilizovat simulaci, protože tyto 
konstanty jen ubírají ze sil působících na bod. Každopádně tyto konstanty slouží ke zkrácení doby 
houpání látky. 
 
Směr větru – je celkem jasné, co tato konstanta dělá, ale je zajímavé, že i tato konstanta 
dokáže destabilizovat látku, pokud je nevhodně nastavena vůči látce. Vítr jako takový je největší 
činitel při nestabilitě látky. 
 
Síla větru – velice nepříjemná konstanta pro stabilitu látky, čím větší síla, tím je 
pravděpodobnější, že to látka neunese. Na druhou stranu je možné kompenzovat nestabilitu zvýšením 
tuhosti pružin nebo snížení velikosti látky, menší látka snese daleko větší sílu větru. 
 
Konstanty větru – lze říct, že určují hustotu větru, tudíž čím větší vítr, tím je silnější a tím 
spíše způsobí „rozstřel“ látky. 
 
Koeficient tření – taktéž patří mezi konstanty ovlivňující chování látky, ale vůči objektu. 
V praxi určuje, jak rychle sklouzne látka z objektu. 
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3.7 Test výkonové zátěže simulace 
Na závěr jsem si nechal test výkonové zátěže. V tomto testu jsem vyzkoušel všechny tři integrační 
metody na deset velikostí látek, abych zjistil, jaké jsou mezi metodami výkonové rozdíly. Test byl pro 
zajímavost proveden na PC s procesorem Core 2 Duo 2,40GHz, s 4GB operační paměti, s grafickou 
kartou nVidia GeForce 9600M GT 512MB, a na systému Windows Vista. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Tabulka 1.: Výsledky testu metod 
 
Eulerova metoda 
Počet Doba výpočtu 
Velikost látky Bodu Počítaných pružin fps [ms] 
10x10 100 502 360 0,5 
20x20 400 2202 300 1 
30x30 900 5102 245 1,5 
40x40 1600 9202 190 3 
50x50 2500 14502 145 4,5 
60x60 3600 21002 105 6,5 
70x70 4900 28702 85 9,5 
80x80 6400 37602 65 12,5 
90x90 8100 47702 50 15,5 
100x100 10000 59002 40 19,5 
Adam- Bashforth  2. řádu 
Počet Doba výpočtu 
Velikost látky Bodu Počítaných pružin fps [ms] 
10x10 100 502 335 0,5 
20x20 400 2202 290 1 
30x30 900 5102 235 1,5 
40x40 1600 9202 180 3,5 
50x50 2500 14502 135 4,5 
60x60 3600 21002 105 6,5 
70x70 4900 28702 80 9 
80x80 6400 37602 65 12,5 
90x90 8100 47702 50 16 
100x100 10000 59002 40 20 
Runge-Kutta 4. řádu 
Počet Doba výpočtu 
Velikost látky Bodu Počítaných pružin fps [ms] 
10x10 100 2008 310 0,5 
20x20 400 8808 220 1,5 
30x30 900 20408 145 4 
40x40 1600 36808 100 7 
50x50 2500 58008 70 11,5 
60x60 3600 84008 50 16,5 
70x70 4900 114808 40 23 
80x80 6400 150408 30 30 
90x90 8100 190808 25 39 
100x100 10000 236008 20 47 
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Graf 1.: Závislost snímku za sekundu na velikosti látky  
 
Jak lze pozorovat na grafu (graf. 1.) a vyčíst z tabulky (tabulka 1.), Adam-Bashforth a Euler 
mají dost podobnou výpočetní náročnost, jen A-B při je o trochu pomalejší ale při velkých rozměrech 
látky se tento rozdíl už minimalizuje. Tento efekt je nejspíše zapříčiněn zvyšující se dobou pro 
výpočet časového kroku, díky které přestávají být snímky za sekundu tak odlišné. Co je ale 
zajímavější a trošku nečekaný výsledek, že Runge-Kutta 4. řádu je jenom o polovinu pomalejší. Tento 
výsledek lze přisoudit faktu, že výpočet pružin je jen část výpočtu, který se musí provést pro každý 
časový krok. Díky tomu není RK4 čtyřikrát pomalejší. 
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4 Závěr 
Byla prostudována problematika simulace textilie v reálním čase. Popsaly se, implementovaly a 
zhodnotily se algoritmy použité pro tuto tématiku. Vzniklý kód byl požit v demonstračním aplikaci, 
na které se otestovaly vybrané algoritmy. 
Na počátku práce na projektu jsme měl laickou představu, že simulace látky je něco složitého a 
vysoce náročného na výpočetní výkon, ale z rostoucím časem stráveným na projektu jsem začal 
přicházet, že to ve skutečnosti není tak strašné. Pokud bych bral jen základ potřebný pro simulaci, tak 
propojit body pružinami není přiliž komplikované na implementaci a až snaha přidat k simulaci další 
faktory muže implementaci zkomplikovat. A co se týká výkonnosti, pokud by se simulace 
implementovala z rozmyslem a nedostatek použitých bodu v simulovaných látkách by se 
zakamuflovat správně nastavenými parametry látky, na dnešních počítačích nevidím žádný problém 
proč nesimulovat chování látku ve hrách a ostatních aplikaci. 
Samotný program, který vznik k tomuto projektu, by samozřejmě šel i dále vylepšit. Například 
by bylo vhodné přidat načítaní objektů, které by se měly chovat jako látka. Další ani ne tak vylepšení 
jako spíš nutnost při reálném použití, rozhodnou se pro nejvhodnější integrační metodu a pro tu 
upravit algoritmy. Mezi další vylepšení by určitě patřilo použití lepších kolizí a hlavně kolizí v látce 
samotné. A jako poslední vylepšení , které by se patřilo, je přidání postupů které by buď zrychlily 
nebo zjednodušily výpočty v simulaci. 
Závěrem musím napsat, že tento projekt mě mnohému naučil a díky němu jsem se přiblížil 
k velice zajímavé oblasti počítačové grafiky.  
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Příloha 1. Návod k použití programu 
Můj program má trochu více klávesových zkratek pro ovládání, proto je tady všechny vypíši . 
 
Levé tlačítko myši – otáčení scény 
Pravé tlačítko myši – přibližování scény 
Home/End - přeskakování mezi přednastavenými scénami 
šipky doprava/doleva/nahoru/dolu - posun po scéně v osách X,Z 
PgUp/PgDn - posun ve scéně v ose Y 
Mody vykreslování: 
F1 – základní vykreslování scény 
F2 – vykreslení drátového modelu  
F3 – vykreslení vrcholů 
Měnění chování látky: 
1 – základní látka přibližně vlna 
2 – přibližně hedvábí 
3 – přibližně plátno 
4 – přibližně tenká guma  
X – zapne vykreslení všech pružin v látce a jejich vytížení(čím žlutější tím napnutější nebo  
stlačenější pružina). 
N – zapne vykreslování normálových vektoru látky 
T – vypne vypisování textů do scény 
R – restartování scény 
SPACE – zastaví scény 
 
Pokud je u některé ze scén napsané „Wind: TRUE“ potom vpravo dole u ukazatele os scény se ukáže 
oranžová čárka ukazující směr větru a potom lze: 
W/S/A/D – nastavení směru větru 
Q/E – nastavení sily větru 
 
 
