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RESUMEN. 
 
SISTEMA DE  DISPONIBILIDAD DE ÚLTIMA MILLA DE FIBRA OPTICA 
EN LA CIUDAD DE QUITO PARA LA CORPORACION NACIONAL DE 
TELECOMUNICACIONES. 
 
El sistema que se desarrolló e implemento tiene como finalidad y objetivo mantener 
la información de los elementos que conforman la red de última milla de fibra óptica 
en la ciudad de Quito, logrando saber de una manera exacta la disponibilidad que se 
tiene en la Corporación Nacional de Telecomunicaciones y de esta forma asignar  
más usuarios a la red, para esto se usara los métodos idóneos en el sistema el cual 
nos proporcionara la información necesaria y analizada para proceder asignar los 
hilos disponibles. 
 
Como se observó la manera de manejar los datos, se tuvo la necesidad de registrar 
con un sistema todos los datos de cada uno de los elementos de la red de fibra y 
verificar los hilos disponibles y asignarlos a los usuarios finales, para mantener una 
buena información se almacenara la información en un gestor de base de datos. 
 
Utilizamos la metodología Proceso Unificado de Rational (RUP) con esta 
metodología utilizamos el análisis, diseño, implementación y documentación de 
sistemas orientados a objetos.  
 
 
 
 
 
 
 
 
 
 
DESCRIPTORES: FIBRA OPTICA/ HILOS FUSIONADOS/CORPORACION 
NACIONAL DE TELECOMUNICACIONES. 
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ABSTRACT. 
 
 
AVAILABILITY SYSTEM OF LAST MILE OPTIC FIBER IN QUITO FOR 
THE NATIONAL TELECOMMUNICATIONS CORPORATION. 
 
The developed and implemented system has as finality and objective to maintain the 
information of elements that make up last mile fiber optic network in Quito, 
achieving to know an accurate way the availability in National Telecommunication 
Corporation and of this form assign more users to the network, for this it uses the 
appropriate methods on the system. It provides the necessary and analyzed 
information to proceed to assign the available strand. 
 
As shown the way to handle the data, it was the need to register a whit a system  all 
the data of each one  of the elements of the fiber network and check the available 
threads and assign them to the end users, to maintain a good information It was 
stored in a database manager . 
 
It used the methodology of Rational Unified Process (RUP) whit this methodology it 
used the analysis, design, implementation and documentation of system oriented to 
objects. 
 
 
 
 
 
 
 
 
 
 
 
DESCRIPTORS: OPTIC FIBER/WIRE FUSED/CORPORACION NACIONAL 
DE TELECOMUNICACIONES. 
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INTRODUCCION. 
 
La manera de mantener información de suma importancia bajo archivos que se 
pueden fácilmente manipular o que son propicios a daños, de la misma manera que 
son editables o se puede generar varias copias de los mismos, llegan a emitir datos 
inconsistentes, los cuales afectan directamente a la organización puesto que la 
información es de mucha importancia y su contenido tiene un gran valor nos da la 
pauta para la creación de un sistema que pueda controlar la información. 
 
Basado en los elementos que conforman la red de fibra óptica, se buscó los métodos 
ideales para controlar en el sistema la manera de asignar usuarios a la red de la 
organización, de la misma manera se encontró la metodología justa para desarrollar 
un sistema que verifique la disponibilidad de los hilos que en esencia serán los 
elementos principales del sistema. 
 
Analizando la tecnología para el desarrollo de software se busca una plataforma y 
arquitectura robusta para la creación del software y para mantener los datos 
consistentes se los almacenara en un gestor de base de datos para tener información 
justa y necesaria en el menor tiempo posible, llevando a competir en el mercado con 
otras organizaciones y  será importante a la hora de tomar de decisiones.  
 
El objetivo de esta propuesta es brindar un software que ayude a cualquier usuario a 
saber cuál es la disponibilidad existente en los elementos que conforman la red 
basado en los reportes pertinentes para emitir la información requerida. 
 
De esta manera se aprovecharan los datos emitidos por el sistema para mejorar en el 
desarrollo de la ciudad y aprovechar espacio y tiempo contribuyendo positivamente 
en ámbito socio-económico y ventajas competitivas en el sector de 
Telecomunicaciones en la ciudad. 
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CAPITULO I. 
 
1. PRESENTACION DEL PROBLEMA. 
 
1.1. Planteamiento de Problema. 
 
El problema al momento de verificar disponibilidad son los elementos que 
conforman la última milla de fibra óptica por medio de la Corporación Nacional 
de Telecomunicaciones, son los datos de los medios y materiales de instalación 
que no se registran al momento de la creación o implementación del enlace para 
proporcionar el servicio, dejando pasar mucho tiempo para realizar dicho 
proceso con lo cual los elementos  instalados al momento real no se verifican en 
los registro  posteriores, dando lugar a perdidas e inconsistencias de 
información. 
 
El sistema que maneja la Corporación Nacional de Telecomuniciones no se 
encuentra automatizado y se maneja por archivos .xlsx, empieza con las 
Centrales y Nodos  que se proporciona por medio de los enlaces a los cliente, a 
cada uno se les asigna un numero de orden y su dirección de cliente, la manga o 
backbone al que pertenece y la dirección del backbone, el número de puertos 
que dispone el backbone y cuantas fibras ingresan a las entradas, a que Central 
o Nodo pertenece el backbone, el odf al que pertenece y el número del rack al 
que se incorpora, esencialmente se debe presentar a que hilos de la fibra se 
enlaza al cliente.  
 
El proceso actual para verificar la disponibilidad a través de los elementos de 
última milla de fibra óptica no está automatizado, el tiempo que se toma para 
verificaciones de los datos es demasiado extenso, y se trata de diseñar un 
sistema que facilite el proceso con lo cual se lograra mantener datos 
consistentes para no perjudicar a la corporación y facilitar toma de decisiones.  
 
Por los factores mencionados anteriormente y la manera de verificar la 
disponibilidad de última milla de fibra óptica, se propone diseñar un software 
capaz de mejorar los tiempos y procesos al  momento de llevar el registro 
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correspondiente de los elementos, asignaciones de peticiones para las 
instalaciones, centrales, nodos, backbone y disponibilidad de cada uno que se 
encuentra en el Distrito de Quito ofreciendo mejorar los tiempos, automatizando 
los procesos  de gestión y con un sistema que proporcione competitividad sobre 
sus principales competidores además los datos serán consistentes y serán 
almacenados para proveer de información,  y reportes de los elementos y sus 
relaciones directas entre ellos en última milla de fibra óptica. 
Contextualización. 
 
Los distintos elementos que conforman la red de fibra óptica, llegan a varios 
lugares del país, pero para la investigación se tomara en cuenta la ciudad de 
Quito debido al gran volumen de datos de fibra óptica en dicho lugar y la 
manera más conveniente y accesible a ellos. 
 
Prognosis. 
 
Los datos manejados por la Corporación Nacional de Telecomunicaciones, se 
los viene tratando de una manera inadecuada de tal forma que se presentan 
inconsistencias o falta de información al momento de realizar consultas o buscar 
la disponibilidad verdadera que presenta el servicio a través de sus elementos. 
 
De seguir así y no implementar el sistema de disponibilidad, las pérdidas de 
usuarios sería inevitable dando espacio y lugar a que empresas competidoras 
crezcan en el mercado, lo que se pretende con el sistema es mejorar tiempos de 
respuesta para toma de decisiones y ser los principales proveedores de servicios 
por medio de fibra óptica. 
  
1.2. Formulación del Problema. 
 
¿Qué tipo de sistema ayudara a la Corporación Nacional de Telecomunicaciones 
a verificar la disponibilidad que tienen en su red de fibra óptica, que nos permita 
realizar un control efectivo de los elementos y sus datos para lograr evaluar la 
creación de nuevos backbones e implementación de nuevos enlaces? 
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Se podría implementar un sistema de disponibilidad de última milla de fibra 
óptica para la ciudad de Quito, el sistema nos permitirá llevar un control 
adecuado de todos los elementos que constituyen una red de fibra óptica, 
logrando tener datos consistentes y reportes adecuados de la disponibilidad para 
enlazar nuevos usuarios a la red de la ciudad.  
 
1.3. Interrogantes. 
 
¿Cómo se lleva a cabo el proceso actual de Disponibilidad de Última Milla de 
Fibra Óptica en la Corporación Nacional de Telecomunicaciones? ¿Cuáles serán 
las ventajas y desventajas que traería el nuevo  sistema automatizado de 
Disponibilidad de Última Milla de Fibra Óptica? ¿Qué recursos serán necesarios 
para la implementación del sistema automatizado en la Corporación nacional de 
Telecomunicaciones? ¿De qué manera la automatización del proceso permitirá 
verificar la disponibilidad de nuevos enlaces? ¿Qué estrategia se utilizará para 
adaptar el personal encargado al uso del sistema? 
 
1.4. Objetivos. 
 
1.4.1. Objetivo General. 
 
Implementar en la Corporación Nacional de Telecomunicaciones un sistema de 
Disponibilidad De Última Milla De Fibra Óptica en la ciudad de Quito para 
poder enlazar nuevos usuarios a la red por medio de las fibras disponibles. 
 
1.4.2. Objetivos Específicos. 
 
 Emitir los reportes adecuados desde el sistema para verificar errores, 
inconsistencias y deficiencias al momento de implementar nuevos 
enlaces de última milla de fibra óptica. 
 Almacenar al sistema la información idónea de cada elemento que 
conforma la red de fibra óptica.   
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 Controlar los datos para automatizar el proceso de disponibilidad e 
involucrar la información para la toma de decisiones de la Corporación 
Nacional de Telecomunicaciones. 
 
1.5. Justificación. 
 
Los sistemas computarizados son instrumentos abiertos que interactúan con su 
medio ambiente, permitiendo un control eficiente y óptimo que brinda un 
adecuado manejo de los datos, es por ello que se propuso el desarrollo de un 
sistema de Disponibilidad de última milla de fibra óptica computarizado para 
corregir los problemas en la administración de datos y elementos que 
conforman la red de fibra de la Corporación Nacional de Telecomunicaciones. 
 
La Corporación Nacional de Telecomunicaciones mantiene sus registros en un 
formato .xlsx  por lo que se debe como prioridad almacenar los datos en el 
sistema, para poder emitir los reportes o consultas sobre  los backbones creados 
en las zonas estratégicas de la ciudad de Quito, y tener una garantía de que la 
información sea correcta para poder tomar las mejorares decisiones, debido a la 
actual manipulación de los datos no estamos garantizando una consistencia en la 
información contando con desconfianza y con poca veracidad de los datos. 
Mantener reportes sobre los backbones creados y las características de la manga 
que lo conforman nos darán mayor confiabilidad en los nuevos enlaces de fibra 
óptica y mantendremos un control adecuado de disponibilidad para creación de 
nuevos enlaces. Formando uno de los puntos vitales del sistema, así sabremos 
cuando una manga está saturada.  
 
La competitividad ante las otras empresas y la demanda de fibra óptica hoy por 
hoy nos lleva a prestar un excelente servicio y se lo proporcionara el sistema a 
la Corporación Nacional Telecomunicaciones. 
 
La ventaja que se busca en la Corporación Nacional de Telecomunicaciones con 
sus principales competidores está relacionada con tecnologías que se logren 
apoyar en datos verídicos para implementar sistemas informáticos que cumplan 
con sus funciones requeridas para poder tomar las mejores decisiones, se debe 
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implementar un sistema computacional que cumpla con las características 
idóneas debido a que otras empresas buscan cada día mejorar con sus 
implementaciones de fibra óptica, se busca que la Corporación Nacional de 
Telecomunicaciones cuente con la tecnología para cumplir con la demanda que 
se aumenta día a día. 
Caso contrario si no se tiene información con datos específicos, se presentara 
desventaja para la institución pública que representa perdida de dinero, menor 
trabajo para sus colaboradores, manejaran información inconsistente y la 
competencia tendría ventajas logrando abarcar más espacio de red de fibra en la 
ciudad por lo que la Corporación Nacional de Telecomunicaciones no debería 
reusarse a la nueva era de tecnología. 
 
El sistema permitirá a la empresa pública a desarrollarse de mejor manera día 
tras día, debido a que la implementación del software será un contenedor de 
información y datos concretos y específicos con una inversión que a corto plazo 
retribuirá a la empresa pública con beneficios para todos los ecuatorianos 
llegando a tener redes de fibra óptica en la mayoría de la ciudad y la 
Corporación Nacional de Telecomunicaciones contara con rapidez, calidad y 
nos brindara un excelente servicio al alcance de todos. 
 
1.5.1. Alcances. 
 
El sistema contara con los siguientes alcances: 
 Registro de Nodos.  
 Registro de Backbones.  
 Registro de Clientes. 
 Registro de Rack. 
 Registro de ODF’s 
 Reporte de Disponibilidad por Backbone. 
 Reportes de Backbone por Nodo. 
 Reportes Históricos de creaciones de backbone. 
 Reportes de hilos fusionado por Backbone. 
 Reportes de Clientes. 
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El sistema se encarga de todo esto, para lo cual contara con una base de datos 
para el almacenamiento de toda la información necesaria. 
 
 
 
1.5.2. Limitaciones. 
 
 No Permitirá las ediciones de elementos establecidos con sus 
parámetros base. 
 No Permitirá las eliminaciones de elementos que conforme un proceso 
para evitar inconsistencias en los datos. 
 El sistema no generara automáticamente respaldos de la base de datos 
se lo deberá hacer con personal especializado. 
  Genera reportes pero no con los estilos de la organización ya que los 
reportes son propios de la Gerencia de Soluciones Corporativas. 
 El sistema es Web, pero se lo utilizara a nivel de la Gerencia de 
Soluciones Corporativas.  
 Mantendremos los registros de los usuarios de cada backbone no el 
monitoreo del servicio por parte de la Corporación Nacional de 
Telecomunicaciones. 
 
1.6. Análisis de Herramientas.  
 
1.6.1.  Sistema Operativo. 
  
Para definir un sistema operativo en cual se trabajara, previamente 
verificaremos un cuadro comparativo de los dos sistemas más utilizados en el 
mercado, logrando tener fundamentos para la elección del sistema operativo. 
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ASPECTOS GNU/Linux Windows 
FILOSOFIA 
El Sistema es libre 
cualquiera o puede usar, 
modificar y distribuir 
Pertenece a Microsoft 
únicamente en la compañía 
lo puede modificar 
PRECIO 
Gratis, tantas licencias como 
desee 
Según las versiones, cientos 
de dólares cada licencia 
DESARROLLO 
Miles de voluntarios en todo 
el mundo lo pueden 
participar pertenece a la 
comunidad 
Lo desarrolla Microsoft que 
vende algunos datos 
técnicos y oculta otros 
CODIGO DE FUENTE Abierto a todos Secreto empresarial 
SEGURIDAD 
Extremadamente seguro 
tiene varios sistemas de 
protección, no existe virus 
para Linux 
Muy poco seguro existen 
miles de virus que atacan a 
la sistema Windows 
FACILIDAD DE USO 
En muchas tares poco.  Día a 
día mejora su aspecto 
Cuando funciona es muy 
sencillo de manejar 
CONTROLADORES DE 
HARDWARE 
Desarrollado por 
voluntarios, algunos 
dispositivos no funcionan en 
absoluto porque sus 
fabricantes ocultan los 
detalles técnicos 
Los fabricantes de 
dispositivos siempre los 
venden con controladores 
para Windows, todos deben 
funcionar en pocos 
momentos  
DIFUSION 
Poco extendido en hogares y 
oficinas muy extendidos en 
servidores 
Copa todo el mercado salvo 
el de servidores 
DISPONIBILIDD DE 
PROGRAMAS 
Existen programas para casi 
todas las facetas pero no 
hay tanta variedad como los 
programas para Windows 
Miles y miles de programas 
en todo tipo que se instalan 
con facilidad 
PRECIO DE LOS PROGRAMAS 
Existen programas de pago 
pero lo más habitual es que 
sean libres 
La mayor parte de 
programas son de pago 
COMUNICACIONCON OTROS 
SISTEMAS OPERATIVOS 
Lee y escribe en sistemas de 
archivos de Windows, 
Macintosh, etc. por red se 
comunica con cualquier otro 
sistema 
Solo lee y escribe sus 
propios sistemas de archivos 
y presenta 
incompatibilidades entre 
algunas de sus versiones. 
 
Figura 1.1 Cuadro Comparativo Windows vs Linux  
Fuente: Internet.
1 
 
 
 
_____________________________________________________________ 
1 
http://www.dacostabalboa.com/es/tabla-comparativa-windows-y-linux/1124. 
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Aspectos Windows Linux 
Aplicaciones Cuenta con muchas 
aplicaciones y programas  
Limitación en programas 
Compatibilidad Compatibilidad de 
controladores de hardware 
Dificultad en encontrar 
drivers 
Soporte Soporte para el sistema 
operativo de gran nivel 
Poco soporte 
Desarrollo Mayor acoplamiento entre 
herramientas para desarrollo 
de software 
Mayores configuraciones 
para acoplar herramientas 
de desarrollo 
Instalaciones Fácil de instalar, motores de 
base de datos 
Dificultad para instalar, 
motores de base de datos 
Usabilidad Fácil de usar Complejo de usar 
Mercado Es el sistema operativo más 
utilizado  
Poco Utilizado 
Trabajo Se acopla de mejor manera 
para trabajos de oficina y 
gente de negocio 
Poca gente lo utiliza 
Ejecución Reutilización de Codigo  al 
ejecutar programas 
Reutilización de Codigo  al 
ejecutar programas 
Tareas Uso eficiente de tareas Eficiente en tareas 
Programas Transparencia en la 
ejecución de programas 
Transparencia en la 
ejecución de programas 
 
Figura 1.1.1 Cuadro Ventajas Windows vs Linux  
Autor: Tesista. 
Fuente: Tesista
 
 
De la Figura 1.1 y Figura 1.1.1 Podemos analizar que el sistema operativo 
recomendable para el desarrollo por sus características que sobresalen es 
Windows, es mejor al momento de la instalación de las herramientas de 
desarrollo, con la creación de variables de entorno y ejecución de los 
programas, así como la facilidad en la instalación y conexión de la base de 
datos SQL server. 
 
Uno de los puntos para seleccionar Windows fue debido a que la Corporación 
Nacional de Telecomunicaciones E.P sede Monteserrin mantiene en sus 
instalaciones y en sus unidades locales Windows, por su facilidad de uso y el 
manejo de otros software que se acoplan de mejor manera en el sistema 
operativo.  
1.6.2. Lenguaje de Programación.  
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Para definir un lenguaje de programación vamos a verificar las características 
destacadas entre los lenguajes más utilizados. 
 
Caracteristicas Java Smaltalk C++ 
Sencillez Si Si No 
Robutez Si Si No 
Seguridad Si Algo No 
Interpretado Si Si No 
Dinamicidad Si Si No 
Portabilidad Si Algo No 
Neutralidad Si Algo No 
Threads Si No No 
Gargabe Colection Si Si No 
Excepciones Si Si Algunas 
Representación Alta Media Alta 
 
 
Figura 1.2 Características Java.  
Fuente: Internet.
2 
 
 
 
 
 
 
 
 
 
 
 
 
___________________ 
2 
http:// http://www.aprenderaprogramar.com. 
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Caracteristicas Java 
Aprendizaje Java posee una curva de aprendizaje 
mucho más rápida que otros lenguajes 
Lenguaje Orientado a Objetos Java es diseñado como un lenguaje 
orientado a objetos 
Encapsulamiento Encapsula sus datos y métodos 
Dinámico Su sistema en tiempo de ejecución, las 
clases solo se enlazan cuando son 
necesitadas 
Applets Java produce dos clases de programas, 
aplicaciones independientes y applets 
Fuente Abierta a todos los usuarios. 
Independiente  Java corre bajo cualquier sistema 
operativo. 
Dispositivos Se adapta a todo tipo de dispositivo 
Memoria Gestiona datos no utilizados y 
controla el manejo de la memoria 
Módulos Se puede crear programas modulares 
y códigos reutilizables 
 
Figura 1.2.1 Ventajas de Java.  
Autor: Tesista. 
Fuente: Tesista.
 
El lenguaje seleccionado para el desarrollo del sistema es java por las 
características del lenguaje. 
 
La principal característica de Java es la de ser un lenguaje compilado e 
interpretado. Todo programa en Java ha de compilarse y el código que se 
genera bytecodes es interpretado por una máquina virtual. De este modo se 
consigue la independencia de la máquina, el código compilado se ejecuta en 
máquinas virtuales que si son dependientes de la plataforma. 
 
Java es un lenguaje orientado a objetos de propósito general. Aunque Java 
comenzará a ser conocido como un lenguaje de programación de applets que se 
ejecutan en el entorno de un navegador web, se puede utilizar para construir 
cualquier tipo de proyecto. 
El lenguaje de programación Java además tiene las siguientes características. 
 
 Es una plataforma orientada a Objetos. 
 Riqueza semántica.  
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 Robusto. 
 Independiente de la máquina. 
 Seguro para trabajar en red. 
 Gran rendimiento. 
 
1.6.3.  J2EE. 
Realizaremos una comparación entre la tecnología J2EE y .NET para verificar 
la más óptima para el desarrollo del sistema. 
Tipo de Tecnología Estandar Producto 
Proveedores de Middleware 30+ Microsoft 
Interprete JRE CLR 
Paginas Web Dinamicas JSP ASP.NET 
Componentes de nivel medio EJB Componentes NET 
Acceso a base de datos JDBC SQL/J ADO.NET 
SOAP, WSDL, UDDI Si Si 
Middleware implicito Si Si 
 
 
 
Figura 1.3 Cuadro comparativo J2EE y .NET. 
 Fuente: Internet.
3 
 
 
 
 
 
 
 
 
 
 
 
_______________________ 
3 
http://www.theserverside.com/news/1365389/J2EE-vs-MicrosoftNET. 
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Java 2 Enterprise Edition por su conjunto de especificaciones y prácticas 
coordinadas que juntas permiten soluciones para el desarrollo, implantación, y 
administración de aplicaciones de múltiples capas con un servidor centralizado. 
Añade las capacidades necesarias para proveer una plataforma Java completa, 
estable, segura y  a un nivel empresarial, resultando servicios que pueden ser 
rápidamente implementados y fácilmente aumentados. 
 
 
 
Figura 1.4 Arquitectura J2EE. 
Fuente: Internet.
4 
 
 
 
 
 
 
 
 
 
 
 
 
_______________________ 
4 
http://www.javaworld.com. 
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1.6.4.  JSF. 
Se verificara las mejores características para el desarrollo con tecnología JSF.  
Características Ice Faces RichFaces PrimeFaces 
Soporte de Ajax Lo implementa de 
forma nativa 
Añadimos 
bibliotecas 
Indicamos lo que se 
actualiza 
Librerías Usa prototypejs Soporta jquery JQuery y JQuery 
UI 
Interfaz de usuario Incorpora skins y 
tres temas 
Incorpora skins y 
doce temas 
Skins, ThemeRoller 
y 26 temas 
Componentes 79 componentes 212 
componentes 
90 componentes y 
HTMLEditor 
Licencia Libre Libre Libre 
Relevancia NetBeans Jboss Jboss 
 
Figura 1.5 Arquitectura JSF. 
Fuente: Internet.
5 
Se ha elegido la tecnología Java Server Faces PrimeFaces por las siguientes 
características. 
 
Figura 1.6 Arquitectura Java Server Faces. 
Autor: Tesista. 
Fuente: Internet.
6 
 
 
 
 
_______________________ 
5 
http://www.javaworld.com. 
6 
http://www.arquitecturajsf.com. 
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La tecnología Java Server Faces es una estructura de componentes de interfaz 
de usuario del lado del servidor para las aplicaciones web basadas en la 
tecnología Java. Los principales componentes de la tecnología Java Server 
Faces son los siguientes: 
 
 Una API para representar componentes de Interfaz de Usuario (UI) y 
gestionar su estado. 
o Manejar eventos, validar en el servidor y conversión de datos. 
o Definir la navegación de páginas. 
o Soporte de internacionalización y accesibilidad. 
 
 Dos librerías de etiquetas JSP personalizadas para expresar componentes 
en una página JSP y enlazar los componentes a objetos del servidor. 
o El modelo de programación bien definido y las librerías de 
etiqueta facilitan la construcción y mantenimiento de 
aplicaciones web. 
 
 
 Interfaces de Usuario (UI) de servidor. Con un mínimo esfuerzo se 
podría:  
o Poner componentes en una página mediante etiquetas de 
componentes.  
o Enlazar eventos generados por componentes con código de la 
aplicación en el servidor.  
o Relacionar componentes UI en una página con datos del 
servidor.  
o Construir una UI con componentes reutilizables y extensibles.  
o Salvar y restaurar el estado de la UI más allá de la vida de las 
peticiones. 
 
JSF es un marco de trabajo para crear aplicaciones java J2EE basadas en el 
patrón MVC. JSF tiene como características principales: 
 Utiliza páginas JSP para generar las vistas, añadiendo una biblioteca de 
etiquetas propia para crear los elementos de los formularios HTML 
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 Asocia a cada vista con formularios un conjunto de objetos java 
manejados por el controlador (managed beans) que facilitan la recogida, 
manipulación y visualización de los valores mostrados en los diferentes 
elementos de los formularios. 
 Introduce una serie de etapas en el procesamiento de la petición, como 
por ejemplo la de validación, reconstrucción de la vista, recuperación de 
los valores de los elementos. 
 Utiliza un sencillo fichero de configuración para el controlador en 
formato XML. 
 Es extensible, pudiendo crearse nuevos elementos de la interfaz o 
modificar los ya existentes. 
Y lo que es más importante: forma parte del estándar J2EE.  
1.6.5.  JBOSS. 
Realizaremos la comparación entre.  
 
Figura 1.7 Comparativo Servidores.  
Fuente: Internet.
7 
Se ha elegido trabajar con jboss como contenedor web por las siguientes 
características. 
 
 
 
       ___________________________  
7 
http://ekathy.blogspot.com/ 
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Un servidor de aplicaciones puede verse como el corazón de un sistema 
distribuido JBoss en particular ha sido desde sus inicios un servidor de 
aplicaciones extensible y modular.  
 
El Middleware es un software que reside entre una aplicación y el sistema 
operativo para realizar interacciones entre ellos. Utilizado para soportar 
aplicaciones distribuidas. 
 
Un servidor de aplicaciones es una plataforma de middleware para el desarrollo 
y despliegue de software basado en componentes  proporciona servicios que 
soportan la ejecución y disponibilidad de las aplicaciones, tareas relacionadas 
con el mantenimiento de la seguridad y del estado, acceso a datos y 
persistencia entre otros. 
 
Es un proyecto de código abierto, basado en J2EE, e implementado en Java nos 
sirve: 
 Para creación de aplicaciones web que involucran bases de datos. 
 Aplicaciones web sencillas, intermedias y complejas. 
 Aplicaciones middleware cruzadas. 
 
Características de JBOSS AS 7. 
 Es rápido. 
 Ligero. 
 Núcleo modular. 
 Despliegue en caliente y en paralelo. 
 Administración elegante. 
 Administración de dominios. 
 Construido con componentes de primera clase. 
 
1.6.6.  SQL SERVER. 
 
Bajo los parámetros que se han desarrollado, la base de datos que se acopla al 
sistema por la siguiente tabla es SQL SERVER. 
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Figura 1.8 Cuadro Comparativo Base de Datos.  
Fuente: Internet.
8 
 
 
Ventajas de SQL Server SQL  Server 
Acoplamiento Se acopla de mejor forma al sistema 
operativo Windows 
Instalación Fácil de Instalar  
Unión Ofrece una potente forma de unir SQL 
e Internet 
Red Local Si trabajamos en una red local nos 
permite agregar otros servidores de 
SQL Server 
Seguridad Permite administrar permisos 
Manipulación de datos Soporta  lenguaje de definición de 
datos (LDD), y borrado de tuplas de 
tablas, es decir, el lenguaje de 
manipulación de datos (LMD). 
 
Figura 1.8.1 Ventajas SQL Server.  
Fuente: Tesista.
 
 
 
 
 
 
8 
http://tustrabajosdeasir.wordpress.com/ 
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 Facilidad de instalación, distribución y utilización. 
 
SQL Server posee una gran variedad de herramientas administrativas y de 
desarrollo que permite mejorar la capacidad de instalar, distribuir, administrar 
y utilizar SQL Server. 
 Administrativas (Administrador Corporativo). 
  Desarrollo (Analizador de Consultas). 
 Almacenamiento de datos. 
 
SQL Server incluye herramientas para extraer y analizar datos resumidos para 
el proceso analítico en línea (OLAP, Online Analitycal Processing).  
SQL Server incluye también herramientas para diseñar gráficamente la base de 
datos y analizar los datos mediante preguntas en lenguaje normal. 
SQL Server se integra con el correo electrónico, internet y Windows, 
permitiendo una comunicación local. 
 
Se selecciona la base de datos SQL Server por la gran compatibilidad entre el 
sistema operativo y el motor de base de datos, por la facilidad de las consultas 
que se envían desde el software hacia la base para lograr proporcionar los datos 
requeridos al usuario. 
 
Uno de los principales factores para seleccionar SQL server, fue que en la 
Corporación Nacional de Telecomunicaciones, existe el personal adecuado que 
maneja de manera correcta y eficiente la manipulación de los datos. 
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CAPITUL II. 
 
2. REVISION BIBLIOGRAFICA. 
 
2.1. Antecedentes. 
 
La mayoría de personas en la ciudad de Quito son beneficiadas con servicios de 
telecomunicaciones basadas en fibra óptica, en cada época la tecnología avanza 
a pasos agigantados y de igual manera se necesita por el volumen de datos que 
conforman una red de fibra óptica  que esta sea gestionada a través de sistemas 
informáticos. 
 
Debemos adoptar un sistema de Disponibilidad de última milla de fibra óptica, 
para llevar los datos consistentes de los elementos de red de fibra, con la 
finalidad de optimizar los nuevos enlaces en la ciudad e implementar el sistema 
para mejorar la manera de gestionar la fibra óptica, puesto que actualmente los 
datos son manipulados desde un archivo xlsx. que tiene muchas inconsistencias 
al momentos de verificar la información, ya que los datos no se almacenan en 
una base sin poder realizar los reportes y consultas necesarias para tomar 
decisiones de nuevos enlaces de fibra y de la disponibilidad de las mangas 
existentes del grupo de usuarios a los que se los otorga el servicio de fibra, por 
lo que es necesario implementar un nuevo sistema computarizado para la 
gestión de todos los elementos que conforman la red de fibra óptica de última 
milla dándonos la información que nos ayudara al desarrollo de la sociedad. 
 
2.2. Fundamentación Teórica. 
 
Todos los días se decide en la creación de nuevos enlaces de fibra óptica, y se 
debe tomar en cuenta todos los elementos que conformaran la red, lo que 
determina nuevas instalaciones en una manga existente es la disponibilidad de 
estas y también se toma la decisión de creación de nuevos backbones para 
proveer nuevos enlaces tomando como factor principal la disponibilidad de las 
mangas y debemos mantener los datos que nos proporcionan la información en 
un sistema de gestión. 
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Todos los días se decide en la creación de nuevos enlaces de fibra óptica, y se 
debe tomar en cuenta todos los elementos que conformaran la red, lo que 
determina nuevas instalaciones en una manga existente es la disponibilidad de 
estas y también se toma la decisión de creación de nuevos backbones para 
proveer nuevos enlaces tomando como factor principal la disponibilidad de las 
mangas y debemos mantener los datos que nos proporcionan la información en 
un sistema de gestión. 
 
2.3. Metodología de Investigación. 
 
Para llegar al objetivo de esta investigación a través de todos los elementos que 
conforman la red de fibra óptica que se almacenaran una vez creados los 
backbones y por medio de los reportes de disponibilidad de la manga 
empleando métodos de disponibilidad cualquiera que este sea. 
 
El presente trabajo se orienta a una investigación experimental y de campo. En 
el campo se recogerán todos los datos existentes que conforman la red de fibra 
óptica desde su nacimientos del enlace en la central o nodo hacia la manga que 
crea el backbone y terminando en el cliente. Para la parte experimental 
consideremos lo siguiente: 
 
 Métodos de disponibilidad para elementos existentes. 
 
Investigación de Campo. 
 
Los datos que se incorporaran en el sistema se los pudo obtener por medio de un 
sistema de planos Georreferenciados de la Corporación Nacional de 
Telecomunicaciones  para lo cual se dispuso de grupos de técnicos 
especializados en fibra óptica para realizar un levantamiento en la ciudad y con 
tres centrales importantes con dos nodos que enlazan usuarios a la red de la 
empresa. Se contó con equipo especializado para obtener las coordenadas 
UTM
9
 (Universal Transversa Mercador). 
____________________________________________ 
9
 Coordenadas Universales para puntos Georreferenciados. 
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Se define nomenclaturas para todos los elementos de la red, una vez en los sitios 
se procede a destapar los pozos y verificar los nombre de cada cliente enlazado 
al backbone y para finalmente hacer el recorrido físico de la fibra a través del 
código del cable llegando al odf del cliente. 
 
Estos datos proporcionados por la Corporación Nacional de 
Telecomunicaciones se los recolecto, analizo y estudio para desarrollar el 
sistema de disponibilidad de última milla de fibra óptica. 
 
Plano con datos necesarios para el sistema. 
 
 
 
Figura 1.9 Plano Georeferenciado CNT.  
 Autor: Tesista.  
Fuente: CNT.
10 
 
 
___________________ 
10
 Planos CNT Fibra Óptica Central Iñaquito. 
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2.4. Metodología de Desarrollo. 
Se verificara las características de las metodologías de desarrollo. 
Atributo RUP XP Scrum 
Fases de 
ciclo 
Encpcion>elaboración>co
nstrucion >transicion 
Exploración>planificacion>iteracion
>produccion 
Planificacion>p
uesta en escena 
>desarrollo y 
liberacion 
Principi
os 
importa
ntes y 
valores  
*Riesgos tempranos 
impoetantes de ataque y 
continuos o ellos te 
ataacaran 
*Asegurar que tu 
repartidor valore tu cliente  
*Permanecer enfocado en 
el software ejecutable 
*Acomodar cambios 
tempranos en el proyecto 
*Una ejecutable línea de 
base en la arquitectura 
temprana 
*Construir tu sistema con 
componentes 
*Trabajar  juntos como un 
equipo 
*Hacer una calidad o via 
de vida no un  idea tardia  
 
*Planificar  proceso 
*Pequenas liberaciones 
*diseño simple 
*Metaforas 
*Refactorizacion 
*Progamacion par 
*Propiedad colectiva 
*Integracion continua 
*40 horas de trabajo a la semana 
*cliente en el sitio 
 
*Principios 
críticos  
*individualizar 
e interaccion en 
los procesos y 
herramientas 
*Software 
trabajando  
bajo  
docuentacion 
compresiva 
*Colaboracion 
de cliente bajo 
un contrato de 
negociación 
Responder al 
cambio  bajo el 
plan 
 
Figura 1.10 Cuadro Comparativo Metodologías.  
Fuente: Internet.
11 
 
 
________________________________ 
11 
http://notesontechstuff.blogspot.com/ 
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Ventajas De RUP RUP 
Publicación Las fases son acopladas y publicadas 
para todo el equipo de desarrollo 
Portabilidad Configurable y adaptable para 
cualquier desarrollo de software 
Roles Ofrece la posibilidad de creación de 
roles para el personal dentro del 
proyecto 
Controles Iterativo e Incremental, en cada fase 
final se tiene un prototipo, en los 
cuales se puede verificar si existe 
algún nuevo requerimiento y se puede 
ajustar el sistema sin afectar módulos 
desarrollados 
Funcionamiento Se basa en los principales procesos y 
componentes para desarrollar el 
sistema. 
Riesgos Verificación temprana de posibles 
riesgos 
 
Figura 1.10.1 Ventajas Metodología RUP.  
Autor: Tesista. 
Fuente: Tesista.
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2.4.1. Metodología RUP.   
 
La metodología RUP (Rational Unified Process), nos ayuda en la investigación 
ya que es un  proceso de ingeniería de software que suministra un enfoque para 
asignar tareas y responsabilidades dentro de una organización de desarrollo. Su 
objetivo es asegurar la producción de software de alta calidad que satisfaga la 
necesidad del usuario final dentro de un tiempo y presupuesto previsible. Es una 
metodología de desarrollo iterativo enfocada hacia “los casos de uso, manejo de 
riesgos y el manejo de la arquitectura”. 
 
2.4.2. Fase de Inicio.  
Durante esta fase de inicio las iteraciones se centran con mayor énfasis en las 
actividades de modelamiento de la Corporación Nacional de 
Telecomunicaciones y en sus requerimientos. 
 
2.4.2.1. Análisis de Requerimientos. 
 
Mediante reuniones establecidas en la sede de Monteserrin con el respectivo 
personal se definen los requerimientos para la creación del software de 
disponibilidad, definiendo los actores, objetivos, alcances, limitaciones y las 
relaciones de todos los datos involucrados en el sistema. 
 
Los requerimientos necesarios para el sistema son los siguientes: 
 
 Tomar como referencia la información del proyecto georefenciado que 
se realizó en la Corporación Nacional de Telecomunicaciones  para 
abordar los datos de las centrales, nodos, backbones que existen en la 
ciudad de Quito con sus respectivos clientes enlazados a cada hilo y de 
los cuales se lograra definir los campos que van en el sistema. 
 Se deberá controlar de una manera eficaz los registros de todos los 
elementos que conforman la red y sobretodo resolver el problema de 
verificar la disponibilidad de los Odf’s con datos específicos que se 
concretaran entre los actores y el desarrollador. 
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 El sistema va a registra cada uno de los elementos de la red desde su 
principal elemento que es la central, luego se registrara sus elementos 
que contiene, para proceder a implementar en cada elemento los racks, 
odf, backbones estos dos últimos con sus números de hilos libres para 
ser registrados y actualizados cada vez que se asigne hilos a distintos 
clientes para tener actualizada la disponibilidad de cada elemento 
principal. 
 Se desarrollara en lenguaje de programación Java y para mantener los 
datos almacenados se utilizara SQL SERVER 
 El sistema siempre deberá funcionar y ser gestionado por el 
administrador y para las consultas necesarias podrán utilizar cualquier 
usuario sin modificar ningún dato que está involucrado en el sistema.  
 El procedimiento actual con que se lleva los registros solo se almacena 
en un hoja en Excel y para efectos de consultas especializadas se hace 
difícil manipular la información o relacionar los datos almacenados, con 
el sistema se pretende tener todos los registros, consultas y reportes 
adecuados para los nuevos enlaces mediante los parámetros de cada 
elemento de la red y concatenarlos con las fibras libres que se presentan 
en cada cable. 
 Con los registros de los principales elementos de la red y sus 
componentes además del número de fibras que permanezcan libres se 
procederá a calcular la disponibilidad por backbone, rack, odf, nodo y 
central para tener un amplio conocimiento de la disponibilidad y 
aprovechar al máximo el número de hilos libres. 
 La información que se puede presentar en el sistema será difundida 
todos los usuarios registrados en el software los cuales solo podrán 
revisar información y emitir reportes, para efectos de cambios o nuevas 
asignaciones lo hará solo el administrador del departamento. 
 El sistema deberá optimizar el tiempo y ser adecuado a un crecimiento 
que sin duda se lo dará debido a que cada día se presentan nuevas 
peticiones para servicios por medio de fibra óptica. 
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2.4.2.2. Requisitos Específicos del Sistema. 
 
2.4.2.2.1. Requisitos Funcionales 
 
El sistema permitirá registrar todos los elementos y guardarlos los campos 
que se incorporaran para los elementos principales es la nomenclatura, 
nombre, dirección, referencia y en otros elementos se aumentaran otros 
campos que identifiquen de una manera única al elemento de la red 
 
El sistema permitirá visualizar los datos registrados y realizar las 
correspondientes operaciones con los mismos además de acceder a 
información y reportes de los elementos para efectos de actualización lo 
realizara solo el administrador del sistema 
 
Se podrá verificar las características de cada elemento con filtros hacia cada 
elemento de la red. 
 
2.4.2.2.2. Requisitos de interfaces externas. 
 
La interfaz para el usuario será la adecuada y cumpliendo con los requisitos 
específicos del personal de la Corporación Nacional de Telecomunicaciones 
en donde el sistema le guiara donde deberán ingresar los datos y donde 
realizar las consultas y reportes será amigable la interfaz para el usuario. 
 
Las diferentes entidades que se involucran en el sistema se relacionaran 
mediante la base de datos 
 
2.4.2.3. Requisitos de Rendimiento. 
 
El sistema para las peticiones que se realicen mediante los usuarios deberá ser 
actualizado al momento para poder tener una consistencia de datos y verificar 
la disponibilidad de los elementos 
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2.4.2.4. Portabilidad. 
 
El sistema debe ser portable para que se pueda instalar en diferentes equipos 
de la misma sede de Monteserrin con facilidad. 
 
2.4.2.5. Mantenibilidad. 
 
El sistema a desarrollar debe tener una arquitectura fácil de entender y 
utilizar, para que sea posible aumentar más módulos de desarrollo con el 
tiempo y en base a las necesidades de la empresa 
 
2.4.3. Fase de Elaboración. 
Durante la fase de elaboración las iteraciones se centran más a desarrollar la 
parte el diseño 
 
2.4.3.1. Modelado del Análisis. 
 
2.4.3.1.1. Actores que se Involucran en el Sistema. 
 
Se ha logrado discernir cuales son los autores que van hacer uso del sistema, 
cada uno de ellos será permitido realizar varios elementos de consulta y 
reporte así como el manejo total del sistema para sus cambios actualizaciones 
y asignaciones de hilos disponibles entre ellos tenemos al Administrador del 
Sistema y a los técnicos encargados de las fusiones, enlaces y creaciones de 
nuevos puntos de acoplamiento para la red quienes serían los usuarios del 
sistema. 
 
Administrador del Sistema.-El administrador del sistema de disponibilidad 
debe tener la responsabilidad de mantener los datos siempre actualizados y 
correctamente relacionados, será quien pueda emitir los reporte de los hilos 
asignados a los diferentes usuarios nuevos de la red, además el será el 
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encargado de enrolar a los usuarios al sistema, mantendrá el control absoluto 
del sistema y la responsabilidad de manejarlo de buena manera. 
 
Técnicos.- El técnico ingresara al sistema, para poder verificar los reportes 
que le sean necesarios de cada elemento de la red pero no podrá realizar 
ninguna modificación, recibirá la información y los datos que haga a través 
del sistema. 
 
2.4.3.2.  Casos de Uso. 
Con los casos de uso de cada actor lograremos identificar la funcionalidad 
que debe tener el sistema de disponibilidad. 
 
2.4.3.2.1. Casos de Uso para el Administrador del Sistema. 
 
Administración del Sistema. Ver anexo 1
 
ESCENARIO : "Administración del Sistema" 
Actores: Administrador  
Precondiciones: Tener asignado un tipo de usuario y una clave 
Postcondiciones: 
Quien lo comienza: Administrador 
Quien lo finaliza: Administrador 
Excepciones:  
Descripción: 
1 Para ingresar al sistema este tendrá una página principal donde se encuentren los 
campos obligatorios a llenar 
2 El Administrador ingresa sus datos y acepta el ingreso al sistema 
3 El sistema carga la página principal para la navegación 
4 El Administrador puede navegar por el menú y los submenú 
5 Dependiendo del menú o submenú que elija el administrador el sistema cargara la 
página asignada a dicho menú o submenú 
6 Una vez en la página elegida y realizada la llamada por el sistema el administrador 
podrá ingresar, guardar, actualizar y eliminar datos 
7 El sistema realiza la operación asignada 
Tabla 1.1 Caso de uso ingreso al sistema  
Autor: Tesista. 
Fuente: Tesista 
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Registro Odf Cable e Hilos.  Ver anexo 2 
ESCENARIO : "Registro Odf Cable e Hilos"  
Actores: Administrador  
Precondiciones: Navegar desde el menú hacia cualquier elemento base y llegar 
hasta el odf  
Postcondiciones: 
Quien lo comienza: Administrador 
Quien lo finaliza: Administrador 
Excepciones:  
Descripción: 
1 El administrador debe navegar por el menú hasta llegar al elemento en donde desea 
ingresar el Odf. 
2 El administrador se coloca en adicionar Odf 
3 El sistema le proporciona los campos vacíos para poder ingresar el Odf 
4 El administrador debe ingresar los datos, adicional crea al cable y los hilos. 
6 El sistema guardara la información del nuevo Odf  Cable e Hilos.  
 
Tabla 1.2 Caso de uso registros Odf, Cable e Hilos 
Autor: Tesista. 
Fuente: Tesista 
 
 
Registros de Rack. Ver anexo 3 
ESCENARIO : "Registro Rack"  
Actores: Administrador 
Precondiciones: Navegar desde el menú hacia las configuraciones del Rack  
Postcondiciones: 
Quien lo comienza: Administrador 
Quien lo finaliza: Administrador 
Excepciones:  
Descripción: 
1 El administrador debe navegar por el menú hasta llegar al elemento en donde desea 
ingresar el Rack. 
2 El administrador se coloca en adicionar Rack 
3 El sistema le proporciona los campos vacíos para poder ingresar el Rack 
4 El administrador deberá elegir si el rack pertenecerá a una Central o un Nodo. 
6 El sistema guardara la información del nuevo Rack.  
 
Tabla 1.3 Caso de uso registros Rack 
Autor: Tesista. 
Fuente: Tesista 
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Registros de Nodo. Ver anexo 4 
ESCENARIO : "Registro Nodo"  
Actores: Administrador 
Precondiciones: Creación de Rack  con indicador Nodo 
Postcondiciones: 
Quien lo comienza: Administrador 
Quien lo finaliza: Administrador 
Excepciones:  
Descripción: 
1 El administrador debe navegar por el menú hasta llegar al elemento en donde desea 
ingresar el Nodo. 
2 El administrador se coloca en adicionar Nodo 
3 El sistema le proporciona los campos vacíos para poder ingresar el Nodo y una 
lista de Rack con indicador Nodo para seleccionar la lista de Rack 
4 El administrador deberá elegir los rack y configurar los campos del Nodo. 
6 El sistema guardara la información del nuevo Nodo.  
 
Tabla 1.4 Caso de uso registro Nodo 
Autor: Tesista. 
Fuente: Tesista 
 
Registros de la Central. Ver anexo 5 
ESCENARIO : "Registro Central"  
Actores: Administrador 
Precondiciones: Creación de Rack  con indicador Central y creación de Nodos 
Postcondiciones: 
Quien lo comienza: Administrador 
Quien lo finaliza: Administrador 
Excepciones:  
Descripción: 
1 El administrador debe navegar por el menú hasta llegar al ingreso de la Central. 
2 El administrador se coloca en adicionar Central 
3 El sistema le proporciona los campos vacíos para poder ingresar los campos de la 
Central  y una lista ya sea de Rack o de Nodos. 
4 El administrador deberá elegir los racks y los nodos para la central. 
6 El sistema guardara la información de la nueva Central.  
 
Tabla 1.5 Caso de uso registro Central 
Autor: Tesista. 
Fuente: Tesista 
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Registros del Backbone. Ver anexo 6 
ESCENARIO : "Registro Backbone"  
Actores: Administrador 
Precondiciones: Creación de Odf, Cable e Hilos 
Postcondiciones: 
Quien lo comienza: Administrador 
Quien lo finaliza: Administrador 
Excepciones:  
Descripción: 
1 El administrador debe navegar por el menú hasta llegar al ingreso de Backbone. 
2 El administrador se coloca en adicionar Backbone 
3 El sistema le proporciona los campos vacíos para poder ingresar los datos del 
Nodo  y una relación recursiva con el backbone inicial o backbone principal. 
4 El administrador deberá crear la ruta a través de los backone. 
6 El sistema guardara la información de la nueva ruta con backbones. 
 
 
Tabla 1.6 Caso de uso registro Backbone 
Autor: Tesista. 
Fuente: Tesista 
 
Proceso Principal de Asignación. Ver anexo 7 
ESCENARIO : "Proceso Principal de Asignación"  
Actores: Administrador 
Precondiciones: Parametrizar todos los elementos de la red. 
Postcondiciones: 
Quien lo comienza: Administrador 
Quien lo finaliza: Administrador 
Excepciones:  
Descripción: 
1 El administrador debe seleccionar el proceso de asignación. 
2 El administrador se coloca en adicionar asignación. 
3 El sistema le proporciona los campos para crear el cliente y su detalle de la 
asignación de los hilos desde el Odf. 
4 El administrador deberá seleccionar la lista de hilos asignarse. 
6 El sistema guardara la información de la nueva asignación. 
 
 
Tabla 1.7 Caso de uso Proceso Principal de Asignación. 
Autor: Tesista. 
Fuente: Tesista 
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Reportes. Ver anexo 8 
ESCENARIO : "Reportes"  
Actores: Administrador, Técnicos 
Precondiciones: Creación de Asignaciones. 
Postcondiciones: 
Quien lo comienza: Administrador 
Quien lo finaliza: Administrador 
Excepciones:  
Descripción: 
1 El administrador, técnico debe seleccionar desde el menú a los reportes. 
2 El administrador, técnico elige el reporte de su necesidad. 
3 El sistema le proporciona los filtros para el reporte elegido. 
4 El administrador, técnico eligen su formato para la visualización. 
6 El sistema emite el reporte elegido. 
 
 
Tabla 1.8 Caso de uso Reportes. 
Autor: Tesista. 
Fuente: Tesista 
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CAPITULO III 
3. METODOLOGIA 
 
3.1. Diseño de Construcción.  
3.1.1. Vista Lógica  
3.1.1.1. Diagrama de Clases. 
Para toda las clases que se relacionaran en el sistema mantendremos un 
estándar de campos y método, para el diagrama de clase solo se representaran 
las importantes dentro del sistema puesto que son las que se mapean a nivel 
de base, pero en el desarrollo intervienen muchas clases lógicas que 
complementa el desarrollo del sistema así como no se reflejaran las clases 
para las seguridades del sistema. 
 
Central. 
Clase Central que almacenará uno de los mayores elementos que intervienen 
en la red de fibra óptica de la ciudad de Quito 
 
 
Figura 1.11 Clase Central.  
Autor: Tesista. 
Fuente: Tesista
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Nodo. 
Clase Nodo, mantiene los mismos atributos de la central puesto que es un 
elemento que proporciona servicios de asignación para los clientes. 
 
Figura 1.12 Clase Nodo.  
Autor: Tesista. 
Fuente: Tesista
 
Rack. 
Clase Rack, es una clase que representa el elemento de contención de los odfs 
para poder realizar las asignaciones de los hilos que pertenecen a un cable. 
 
 
Figura 1.13 Clase Rack.  
Autor: Tesista. 
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Fuente: Tesista
 
 
Odf. 
Clase Odf, representa el elemento en el cual se fusiona la fibra óptica y tiene 
los puntos de inicio del servicio de fibra óptica, se registran los números de 
puertos del Odf relacionado al número de hilos del cable que lo conforma. 
 
Figura 1.14 Clase Odf.  
Autor: Tesista. 
Fuente: Tesista
 
Cable. 
Clase Cable, elemento fundamental que contiene a los hilos y se relacionara 
con los clientes para enlazarlos a la red. 
 
Figura 1.15 Clase Cable.  
Autor: Tesista. 
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Fuente: Tesista
 
Hilo. 
Clase Hilo, es una entidad esencial para la asignación de los hilos y la 
disponibilidad que existe en la red. 
 
Figura 1.16 Clase Hilo.  
Autor: Tesista. 
Fuente: Tesista
 
Backbone. 
Clase Backbone, representara la ruta del hilo  
 
 
Figura 1.17 Clase Backbone.  
Autor: Tesista. 
Fuente: Tesista
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Asignación. 
Clase Asignación, forma parte del proceso de disponibilidad que se 
actualizara para mantener los datos consistentes. 
 
 
Figura 1.18 Clase Asignación.  
Autor: Tesista. 
Fuente: Tesista
 
Cliente. 
Clase Cliente, se almacenara información vital y básica de los clientes de la 
red de fibra óptica. 
 
Figura 1.19 Clase Cliente.  
Autor: Tesista. 
Fuente: Tesista
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Puerto. 
Clase Puerto, nos ayuda para mantener los datos adecuados de cada puerto 
que conforma el Odf para poder asignar los hilos desde los puertos. 
 
 
Figura 1.20 Clase Puerto.  
Autor: Tesista. 
Fuente: Tesista
 
 
3.1.1.2. Modelo Entidad Relación 
Las relaciones que se presentan entre las clases se las describirá en lo posterior. 
Relación Hilo – Cable. 
Relación Bidireccional. 
Relación mandatorio de muchos a uno,  muchos hilos deben estar contendidos 
en un cable 
Relación mandatorio de uno a muchos, un cable debe contener varios hilos 
Relación Cable – Odf. 
Relación Bidireccional. 
Relación mandatorio de uno a uno, un solo cable pertenece a un odf con esto 
nos aseguraremos que cada cable pertenecerá a un solo odf puesto que el cable 
tiene los hilos y ellos solo se pueden asignar una sola vez a un cliente. 
Relación mandatorio de uno a uno, se relaciona bidireccional para poder 
acceder a los atributos de la entidad  
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Relación Odf – Rack 
Relación Bidireccional. 
Relación no mandatorio de mucho a uno, muchos odf pueden estar en un único 
rack, puesto que cada rack contiene varias bandejas para empotrar los odf 
desde los cuales se les distinguirá de una manera más ágil. 
Relación mandatorio de uno a muchos, un rack debe contener varios odfs 
 
Relación Odf – Puerto 
Relación Bidireccional. 
Relación  mandatorio de uno a muchos, un odf debe contener muchos puertos 
con la finalidad de controlar la asignación desde el odf  
Relación mandatorio de muchos a uno, muchos puertos deben estar contenidos 
en el odf   
 
Relación Rack – Central  
Relación Bidireccional. 
Relación mandatorio de uno a muchos, una central debe tener varios rack de 
esta forma vamos controlando los elementos en un elemento 
Relación mandatorio de muchos a uno, muchos rack pueden estar en una 
central  
 
Relación Rack – Nodo 
Relación Bidireccional. 
Relación mandatorio de uno a muchos, un nodo debe contener un varios rack 
puesto que con los rack se proporcionara la asignación  
Relación mandatorio de muchos a uno, muchos rack están en el nodo estos 
elementos forman parte del nodo y son varios contenedores de más elementos 
de la red. 
 
Relación Nodo – Central 
Relación Bidireccional. 
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Relación mandatorio de uno a muchos, una central contiene varios nodos, de 
esta manera sabemos desde donde nace el servicio de fibra óptica 
Relación mandatorio de muchos a uno, varios nodos siempre van a estar atados 
a una central ya que reciben de la central el servicio  
Relación Asignación – Cliente 
Relación Bidireccional 
Relación mandatorio de uno a uno, un cliente solo va a poder tener una 
asignación, con los hilos requeridos para enlazarlo a la red. 
Relación mandatorio de uno a uno, una asignación pertenece a un cliente 
puesto que la asignación tiene su código y esta forma parte del cliente  
 
Relación Recursiva Backbone 
Relación Bidireccional. 
Relación no mandatorio recursiva, cada backbone tiene un bakcbone padre o 
no puede tener de esta manera se verifica la ruta del cable y los hilos. 
 
Relación Backbone-Hilo 
Relación Bidireccional. 
Relación no mandatorio de uno a muchos, un backbone puede tener varios 
hilos asignados o no con lo que controlamos los hilos y la ruta a seguir al 
cliente 
Relación no mandatorio de muchos a uno, muchos hilos pueden estar en un 
backbone para controlar la ruta del hilo hacia la Central 
 
Relación Asignación – Hilos 
Relación Bidireccional. 
Relación mandatorio de uno a muchos, una asignación tiene muchos hilos 
puesto que con los elementos logramos llegar a los hilos y controlar la 
disponibilidad 
Relación mandatorio de mucho uno, muchos hilos pertenecen a una sola 
asignación esta entidad almacena los hilos y su disponibilidad 
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Relación Asignación  – Central 
Relación Unidireccional. 
Relación mandatorio de uno a muchos, una asignación deberá tener varias 
centrales con lo que nosotros lograremos saber la procedencia del servicio de 
una central 
  
Relación Asignación – Nodo 
Relación Unidireccional. 
Relación no mandatorio de uno a muchos, una asignación puede tener varios  
nodos con lo que nosotros lograremos saber la procedencia del servicio de un 
cliente. 
 
 
Relación Asignación – Rack 
Relación Unidireccional. 
Relación no mandatorio de uno a muchos, una asignación puede tener varias 
centrales con lo que nosotros lograremos saber la procedencia del servicio 
desde el rack 
 
Relación Asignación – Odf 
Relación Unidireccional. 
Relación mandatorio de uno a muchos, una asignación puede tener varios odf 
con lo que nosotros lograremos saber la procedencia del servicio desde el odf 
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3.1.2.  Vista de Implementación. 
3.1.2.1. Diagrama de Secuencia. 
 
Ingreso al Sistema. 
                                                                                                                                                                                 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.21 Diagrama Secuencia Ingreso Sistema.  
Autor: Tesista. 
Fuente: Tesista
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Administración del Sistema 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
     
Figura 1.22 Diagrama Secuencia Administración General del Sistema.  
Autor: Tesista. 
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Fuente: Tesista
 
Registro Odf, Cable e Hilos 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.23 Diagrama Secuencia Ingreso Odf, Cable e Hilos.  
Autor: Tesista. 
Fuente: Tesista
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Registro Rack 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.24 Diagrama Secuencia Ingreso Rack 
Autor: Tesista. 
Fuente: Tesista
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Registro Nodo 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.25 Diagrama Secuencia Ingreso Nodo 
Autor: Tesista. 
Fuente: Tesista
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Registro Central 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.26 Diagrama Secuencia Ingreso Central 
Autor: Tesista. 
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Fuente: Tesista
 
Registro Backbone 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.27 Diagrama Secuencia Ingreso Backbone 
Autor: Tesista. 
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Fuente: Tesista
 
Asignación 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.28 Diagrama Secuencia Asignación 
Autor: Tesista. 
Fuente: Tesista
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Reportes 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.29 Diagrama Secuencia Reportes 
Autor: Tesista. 
Fuente: Tesista
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3.1.2.2. Diagrama de Estados. 
Ingreso al Sistema. 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.30 Diagrama Estado Ingreso al Sistema 
Autor: Tesista. 
Fuente: Tesista
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Administración del Sistema.   
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.31 Diagrama Estado Administración del Sistema 
Autor: Tesista. 
Fuente: Tesista
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Registros Odf, Cable e Hilos 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.32 Diagrama Estado Ingreso Odf Cable e Hilos 
Autor: Tesista. 
Fuente: Tesista
 
Registro Rack 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.33 Diagrama Estado Ingreso Rack 
Autor: Tesista. 
Fuente: Tesista
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Registro Nodo 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.34 Diagrama Estado Ingreso Nodo 
Autor: Tesista. 
Fuente: Tesista
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Figura 1.35 Diagrama Estado Ingreso Central 
Autor: Tesista. 
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Fuente: Tesista
 
Registro Backbone 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.36 Diagrama Estado Ingreso Backbone 
Autor: Tesista. 
Fuente: Tesista
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Figura 1.37 Diagrama Estado Asignación 
Autor: Tesista. 
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Fuente: Tesista
 
Reportes 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.38 Diagrama Estado Reportes 
Autor: Tesista. 
Fuente: Tesista
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3.1.3.  Vista Física. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1.39 Diagrama Físico 
Autor: Tesista. 
Fuente: Tesista
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CAPITULO IV 
 
4. CONCLUSIONES Y RECOMENDACIONES 
 
4.1. Conclusiones 
 
Al momento de la implementación del sistema se realizaron pruebas previas en 
computadores con mínimos requerimientos de software y hardware con lo cual 
se concluye que se debe tener un computador que cumpla la función de servidor 
dedicado al sistema.  
 
Las herramientas de desarrollo que se seleccionaron fueron las correctas por su 
acoplamiento tanto a nivel de sistema operativo como en la base de datos y el 
IDE que se utilizó para la creación del software tuvo buena conexión con el 
servidor web y juntos los elementos nos dan el resultado del sistema de 
disponibilidad.(verificar) 
 
Se debe manejar una estructura sólida al momento de la creación de una nueva 
ventana para el usuario, creando la entidad sus entidades relacionadas un dao 
para la unión de datos con la base, una interfaz con su implementación y un 
controlador, lo deberá realizar una persona especialista en desarrollo de 
software. 
 
La planificación que se llevó con la metodología RUP fue importante, pues se 
verificaron los principales procesos, entidades, configuraciones y 
parametrizaciones que intervenían en el sistema y una secuencia ordenada en la 
creación de los datos de los elementos de fibra óptica. 
 
El análisis en el proceso de asignacion se dio con la ayuda de un técnico 
especialista en la formación de fibra óptica, creando el enlace directamente 
desde el odf y el puerto, que son los puntos que se otorgan al cliente, sin tener 
que intervenir en el odf que se instala en la infraestructura de la organización 
final. 
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Al momento de ingresar los datos de prueba para verificar el funcionamiento del 
sistema se tuvo que validar ingresos de datos, que relacionan a los elementos de 
fibra óptica puesto que son únicos para cada elemento y no pueden mutar en sus 
características.  
 
Del análisis para la formación de los backbones en la programación del proceso, 
un buen comportamiento de las funciones se dio en las pruebas con los códigos 
y escalados con números y punto, para reflejar su extensión y su backbone 
padre, con lo cual mantiene información consistente entre las relaciones de los 
elementos. 
 
Al momento de aumentar el proceso de asignación, liberación, fusión y 
backbone  en el sistema, la autoeducación fue pieza fundamental para 
elaborarlos y conocer de los procesos que conllevan la implementación de una 
red de fibra, así como los elementos que se involucran, y lograr depurar o 
mejorar la programación.  
 
Al momento de realizar las pruebas globales  y posteriormente implementar e 
ingresar datos en producción se debe tener amplios conocimientos de la 
formación de la red de fibra óptica para mantener una adecuada parametrización 
de los elementos y lograr resolver la relación entre ellos, caso contrario los 
reportes emitirán datos incorrectos.    
 
En las interfaces de usuario para el personal que verificara algunos módulos del 
sistema, necesitaban más  información razón por la cual se realizaron ajustes a 
las ventanas para proceder a que visualicen los datos requeridos por los usuarios 
e informar de los datos o tomar decisiones acerca de creaciones de nuevos 
enlaces en a la red de fibra de la ciudad. 
 
Para realizar reportes manejar el estándar JPA en llamados a la base de datos y 
envió desde el sistema ya que java interactúa con SQL server, acoplado el JPQL 
a la base de datos y siguiendo el patrón de mapeo, la consulta a la base es más 
fácil y sencilla de realizar. 
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4.2. Recomendaciones 
 
Se recomienda personal capacitado para el manejo del sistema, con los 
conocimientos en toda la plataforma de desarrollo y en manejo de bases de 
datos, puesto que el sistema no realiza backups automáticos y lo deberán 
realizar desde el administrador de la base de datos. 
 
Para iniciar un nuevo desarrollo se debe levantar el ambiente de acuerdo al 
anexo Ambiente de Desarrollo, se crea la entidad inicial, sus clases relacionadas 
y un EJB que interactúa con la base de datos, una interfaz local y una 
implementación la cual interactúa con el controlador del JSF creado. 
 
La metodología RUP define el trabajo, y la responsabilidad de quien realiza el 
desarrollo y controla tareas y tiempo se recomienda seguir la metodología. 
 
Para realizar un sistema con una estructura nueva en los elementos de fibra 
óptica  se debe tener conocimientos en la metodología de campo, puesto que al 
implementar sus elementos físicamente en sus direcciones se tiene un amplio 
conocimiento de cuáles son los elementos a relacionarse en el sistema.    
 
Es necesario definir la relación entre las nuevas entidades que se involucren en 
nuevos desarrollos y verificar en que casos son mandatorios los enlaces entre las 
tablas, con lo cual se creara índices únicos en la base de datos y relaciones que 
exijan introducir datos 
 
Para ingresar un nuevo módulo en el sistema deben mantener la metodología 
RUP la cual les proveerá los requisitos el análisis y desarrollo del sistema, 
pasando a la implementación y pruebas finales para tener el producto final que 
se acoplara al software sin realizar ningún cambio a los procesos ya creados. 
 
Para poder determinar un requerimiento nuevo se debe tomar en cuenta sus 
casos de uso y estructurar su diagrama de clases, diagrama de estados y 
diagrama de secuencias, para analizar los stakeholders y su participación en el 
nuevo requerimiento. 
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Puesto que el sistema maneja un módulo de seguridad recomendamos una 
política de la organización para el manejo de roles que serán administrados a los 
usuarios, y se puede controlar los accesos a determinadas interfaces del sistema 
con lo que se asegura un control de los datos y no permitir la manipulación de 
los mismos.   
 
Se recomienda para el servidor dedicado al sistema,  una persona responsable 
que verifique siempre que el servicio este corriendo bajo el servidor, además de 
tener accesos remotos para ingresar  desde la intranet de la organización  y tener 
redundancias en disco y en suministro eléctrico, con lo cual mantendremos el 
servicio siempre levantado. 
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Anexo 1 Caso de Uso Administración del Sistema 
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Anexo 4 Caso de Uso Registro Nodo 
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Anexo 5 Caso de Uso Registro Central 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Anexo 6 Caso de Uso Registro Backbone 
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Anexo 7 Caso de Asignación  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Anexo 8 Caso de Uso Reportes 
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Anexo 9 Instalación Ambiente de Desarrollo 
Para la instalación Recomendable S.O. de 64 bits y dos particiones de disco, para el manual 
se utilizara la unidad secundaria D 
 CREACION CARPETAS INICIALES PRINCIPALES  
 Creamos dos carpetas en la unidad secundarias AS2 y Software 
 
 Dentro de Software creamos otra carpeta Java 
 
 
 INSTALACION DE LA MAQUINA VIRTUAL  DE JAVA 
 De la carpeta Instaladores CNT  proporcionada en el CD, doble clic en el 
instalador jdk-6u37-windows-x64 o (x86 para 32 bits.) 
 
 Presionamos Next 
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 Clic en Change 
 
 Sobrescribimos en Folder Name la dirección de la carpeta Software – Java 
creada anteriormente como se muestra en la figura y presionamos OK 
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 Presionamos Next verificando que se cambió la dirección  
 
 Empieza el proceso de instalación de JDK 
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 Presionamos change para cambiar la ruta de la instalación del JRE 
 
 Cambiamos el nombre para folder name para la instalación del jre, quedando 
como esta en la figura. 
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 Clic en Next 
 
 
 Instalación JRE y final del JDK 
 75   
 
 
 
 Clic en Finish 
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 VERIFICACION MAQUINA VIRTUAL DE JAVA 
 Presionamos la tecla Windows + R y escribimos cmd y Aceptar 
 
 Escribimos lo siguiente java –version 
 
 Verificamos la siguiente información  
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 INSTALACION DEL MOTO DE BASE DE DATOS SQL SERVER 
 Desactivamos el firewall de Windows  
 
 
 De Instaladores CNT doble clic en SQLEXPR_x64_ESN o (x86 para 32 bits) 
para instalar el motor de base de datos 
 Si nos emite el siguiente mensaje 
 
 Cambiamos el Lenguaje del sistema operativo a español de (España), no 
dirigimos al icono del sistema y colocoamos idioma en el buscador y 
seleccionamos la configuración regional y de idioma 
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 Seleccionamos Español (España) y aceptamos 
 
 
 Arrancamos nuevamente el instalador 
 Clic en la primera opción de la siguiente ventana 
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 Aceptamos los términos de Licencia y Siguiente 
 
 Se inician los archivos auxiliares para la instalación 
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 Clic en siguiente verificando que este seleccionado todas las características. 
 
 
 En la configuración de la instancia seleccionamos instancia predeterminada y 
siguiente 
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 Seleccionamos automático para los dos casos en la siguiente ventana en tipo 
de inicio y siguiente 
 
 Seleccionamos modo mixto y en la contraseña escribimos ucentral2014$ y 
siguiente 
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 Siguiente 
 
 Progreso de la instalación 
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 Pantalla de finalización y cerrar 
 
 Cerramos la pantalla de inicio de instalación 
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 INSTALACION ADMINISTRADOR DE BASE DE DATOS 
 De la carpeta de Instalación CNT, presionamos doble clic en 
SQLManagementStudio_x64_ESN o (x86 para 32 bits) 
 Seleccionamos Ejecutamos el programa 
 
 Seleccionamos Instalación  
 
 
 Seleccionamos la primera opción de la siguiente pantalla 
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 Aceptamos 
 
 Clic en Instalar 
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 Instalación en curso 
 
 Clic en siguiente 
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 Clic en siguiente 
 
 Clic en siguiente 
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 Acepto los términos y siguiente 
 
 Selecciono herramientas de administración y siguiente 
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 Clic en siguiente 
 
 Clic en siguiente 
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 Clic en siguiente 
 
 Clic en Instalación 
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 Progreso de instalación 
 
 Clic en siguiente 
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 Clic en Cerrar 
 
 Cerrar página principal de instalación 
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 CONFIGURACION INICIAL DE SQL SEVER 
 Presionamos la tecla Windows y en el buscador colocamos sql  y 
seleccionamos el administrador de configuración de sql 
 
 Clic en si en el caso de aparecer una pantalla emergente 
 Desplegamos  la opción que se encuentra en pantalla y verificamos el 
protocolo del cliente  que las tres primeras opciones se ecuentran 
habilitadas, si alias no tiene ningún componente ignorar 
 
 
 De la siguiente opción configuración de red cambiamos los estados de  
canalizaciones y TCP/IP 
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 Marcamos clic derecho y Habilitar y aceptar 
 
 
 Verificamos la tercera opción Configuración de SQL Native Client y 
habilitamos los elementos caso contrario ignorar 
 Nos dirigimos a Servicios de Server y Reiniciamos los dos primeros elementos 
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 INGRESO AL ADMINISTRADOR DE BASE DE DATOS 
 Presionamos Windows y en el buscador colocamos sql y seleccionamos el 
administrados SQl Server Managment Studio 
 
 Para el ingreso al administrador colocamos los siguiente datos y la clave 
ucentral2014$ 
 
 CREACION BASE DE DATOS  CNT 
 Clic derecho y nueva base en base de datos  
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 Le damos el siguiente nombre a la base de datos cnt y aceptamos 
 
 Verificamos en base la creación 
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 RESTAURACION BASE DE DATOS CNT 
 Copiamos cnt.bak a la unidad D  
 
 Seleccionamos la base cnt clic derecho tareas, restaurar y base de datos 
 
 
 
  
 Seleccionamos desde dispositivo y clic en el botón al final de la selección que 
contiene tres puntos 
 102   
 
 
 Presionamos Agregar 
 
 Primero damos una selección de todos como se indica en la figura 
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 Desplegamos la unidad D y seleccionamos el archivo cnt.bak y aceptar 
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 Aceptamos 
 
 
 Marcamos el casillero Restaurar y presionamos en opciones ubicada en la 
parte superior izquierda de la pantalla 
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 Marcamos la opción de Sobrescribir y Aceptar 
 
 Una vez que nos indica la finalización de la restauración clic en Aceptar 
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 CREACION DE VARIABLES DE ENTORNO DEL SISTEMA 
 
 Windows + E y marcamos Equipo luego clic derecho y propiedades 
  
 Presionamos Configuración avanzada del sistema 
 
 
 Seleccionamos variables de entorno 
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 Presionamos nueva en variable del sistema 
 
 
 Creamos una variable con nombre AS2_HOME y con el valor de la unidad 
donde creamos la carpeta AS2 y aceptamos. 
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 Creemos una variable con nombre JAVA_HOME  y con el valor que presenta 
el grafico  
 
 Creemos la variable con el nombre JRE_HOME y con el valor que presenta el 
grafico si es de 64 bits para 32 bits no aplica 
 
 Creamos la variable con el nombre JAVA_OPTS y con el valor que presenta el 
grafico,                    -Xmx4096m -XX:MaxPermSize=1024M 
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 Editamos la siguiente variable del sistema, marcándole y presionando Editar 
 
 Colocamos lo siguiente al final de la variable sin borrar nada del valor 
;%JAVA_HOME%\bin;%JRE_HOME%\bin y Aceptar 
 111   
 
 
 Clic en Acepar 
 
 Clic en Aceptar 
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 Reiniciamos el sistema operativo 
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 CONFIGURACION ARRANQUE DEL SISTEMA 
 Copiamos la carpeta AS2 de la carpeta de Instaladores CNT  
 
 Copiamos donde se creó al principio la carpeta con el mismo nombre si nos 
sale el siguiente mensaje le damos clic en Si 
 
 Ruta donde se creó la carpeta  
 
 Dentro de la carpeta de Instaladores CNT copiamos la carpeta jboss-as-
7.1.1.Final y la pegamos dentro de la carpeta Software de la carpeta creada 
al principio  
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 Dentro de la carpeta Instaladores CNT copiamos el bat llamado jboss7 y lo 
pegamos en el escritorio del sistema operativo 
 
 En el siguiente Path D:\Software\jboss-as-
7.1.1.Final\standalone\configuration tenemos un archivo XML llamado 
standalone 
 
 
 Clic derecho y abrimos con Word Pad 
 115   
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 Buscamos los siguientes datos y verificamos el nombre de la base el usuario y 
la contraseña que deben ser iguales con la de la imagen 
 
 
 Si la dirección de jboss es diferente clic derecho en nuestro archivo bat lo 
editamos y le colocamos el path del jboss y lo guardamos 
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 ARRANQUE DEL SISTEMA 
 Damos doble clic en el bat del jboss del escritorio y verificamos que el 
servicio este levantado en el siguiente directorio D:\Software\jboss-as-
7.1.1.Final\standalone\deployments debe estar de la manera como aparece 
en el gráfico. 
 
 INICIO DEL SISTEMA EN EL BROWSER  
 Recomendable Mozilla  
 Escribimos en el buscador la siguiente dirección http://localhost:8030/cnt-
web/login.jsf 
 Y tenemos la pantalla de ingreso para el manejo del sistema verificar el 
manual de usuario 
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 CARGA DEL SISTEMA PARA DESARROLLAR 
 Copiamos de la carpeta de Instaladores CNT, la carpeta proyecto y  eclipse y 
la pegamos en Software – Java creado al principio 
 
 Dentro de la carpeta eclipse existe un icono que se indica en la figura 
creamos un acceso directo enviándolo al escritorio 
 
 Al momento de Abrir el eclipse seleccionamos la carpeta de proyecto  que 
pegamos en Software - Java 
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Anexo 10 Manual Técnico. 
Estructura del Sistema 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
DAO 
BASE DE DATOS 
SERVICIO IMPLEMENTACION 
INTEFAZ SERVICIO 
BEAN CONTROLADOR 
JSF 
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Paquetes Utilizados 
PrimeFaces 3.5 
Versión java 1.6 
jdk-6u38-windows-x64 
Base de Datos  
SQLEXPR_x64_ENU 
SQLManagementStudio_x64_ENU 
Sistema  
AS2
12
 Modulo para seguridad que se acopla al sistema  
 
 
Librerías  
Se utiliza las siguientes librerías 
 
Dependencias. 
Utilizamos las siguientes dependencias. 
 
 
 
 
 
 
 
 
___________________ 
12
 AS2 Seguridad 
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Ejecutable para levantar servicios del sistema. 
 
Colocamos la dirección donde se encuentra nuestro servidor web y damos doble clic
  
d:  
cd D:\Software\jboss-as-7.1.1.Final\bin 
standalone -b 0.0.0.0 
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Listado de JSF que conforman las interfaces  
Los jsf’s son los elementos que conforman las ventanas del sistema, se estructuraron 
de acuerdo a configuraciones, procesos, reportesCNT y migración que se visualizan 
en el sistema. 
 
Menú. 
Jsf’s que conforman el menú del sistema 
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Listado de Objetos que intervienen en el sistema 
Clases que conforman las entidades y las tablas que se crean en la base de datos, se 
separaron de acuerdo a sus paquetes configuración, procesos, reportes y migración.  
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Clases que interactúan directamente con la base de datos y separados de acuerdo a 
su funcionamiento en el sistema como son configuración, procesos, reportes y 
migración 
 
 
 
 
 
 
 
 
 125   
 
 
Interfaces que contiene los métodos para los procesos, configuraciones, reportes y 
migraciones 
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Clases que implementa los métodos de las interfaces y crean toda la lógica del 
negocio, se separaron de acuerdo a configuración, procesos, reportes y migraciones 
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Clase Converter para utilización de atributos de las clases en los jsf’s, se crean para 
las entidades. 
 
 
 
Controladores o Bean’s, clase que nos permite realizar las acciones de los objetos 
que intervienen en el JSF, se los estructura para configuraciones, procesos, 
migraciones y reportes. 
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Funciones Genéricas 
 
Controlador Genérico  
public void init() 
Acceso: public 
Retorno: Lista  
Entrada: Ninguna 
Retorna una lista del 
tipo de cable para 
visualizar en el jsf. 
public String guardarListener(boolean salir) 
Acceso: public 
Retorno: String 
Entrada: boolean  
Guarda el objeto creado 
en la base de datos 
public String cancelarListener() 
Acceso: public 
Retorno: String 
Entrada: Ninguna 
Cancela la operación y 
retorna del panel nuevo 
al panel de la lista 
public void eliminarAnularListener() 
Acceso: publico 
Retorno: Ninguno 
Entrada: Ninguna 
Elimina un objeto de la 
base de datos o lo pone 
en estado anulado si se 
trata de un proceso 
public void limpiar() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Limpia los datos que se 
ingresan en el cuerpo 
de la función  
protected Map<String, String> getFiltrosListado() 
Acceso: protected 
Retorno: Map 
Entrada: Ninguna 
Retorna un Mapa de 
filtros 
public 
Map<String,String>agregarFiltroOrganicacion 
(Map<String, String> filtros) 
Acceso: public 
Retorno: Map 
Entrada: Map 
Retorna un Mapa de 
filtros 
 130   
 
public String getMensaje(String idMensaje) 
Acceso: public 
Retorno: String 
Entrada: String 
Retorna un mensaje  
 
 
Dao Genérico  
protected EntityManager getEntityManager() 
Acceso: protected 
Retorno: EntityManager 
Entrada: Ninguna 
Retorna un gestor de 
persistencia para la 
entidad. 
public void insertar(T entidad) 
Acceso: public 
Retorno: Ninguno 
Entrada: Entidad 
Persiste el objeto en la 
base de datos. 
public void actualizar(T entidad) 
Acceso: public 
Retorno: Ninguno 
Entrada: Entidad 
Actualiza el objeto de 
la base de datos.  
public void eliminarAnular(T entidad) 
Acceso: public 
Retorno: Ninguno 
Entrada: Entidad 
Elimina el objeto de la 
base de datos. 
public T buscarPorId(Long id) 
Acceso: public 
Retorno: Entidad 
Entrada: Long 
Retorna una entidad u 
objeto dado su id. 
public void refrescar(T entidad) 
Acceso: public 
Retorno: Ninguna 
Entrada: Entidad 
Actualiza el estado de 
la instancia de la base 
de datos. 
public void detach(T entidad) 
Acceso: public 
Eliminar la entidad 
dada desde el contexto 
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Retorno: Ninguna 
Entrada: Entidad 
de persistencia. 
public void flush() 
Acceso: public 
Retorno: Ninguna 
Entrada: Ninguna 
Escribe los datos en la 
base de datos. 
public T guardar(T entidad) 
Acceso: public 
Retorno: Ninguna 
Entrada: Entidad 
Guarda el objeto en la 
base de datos. 
public Long contar(Map<String, String> filtros) 
Acceso: public 
Retorno: Long 
Entrada: Map 
Cuenta el número de 
registros de una entidad 
public List<T> obtenerListaCombo(String 
sortField, SortOrder sortOrder, Map<String, 
String> filtros) 
Acceso: public 
Retorno: List 
Entrada: Strign, SortOrder, Map 
Retorna una lista de 
una entidad bajo ciertos 
filtros 
public List<T> obtenerListaPagina(int startIndex, 
int pageSize, String sortField, SortOrder sortOrder, 
Map<String, String> filtros) 
Acceso: public 
Retorno: List 
Entrada: int, int, String, SortOrder, Map 
Obtiene un listado de 
objetos por pagina 
protected void ordenar(String sortField, SortOrder 
sortOrder, CriteriaBuilder cb, CriteriaQuery<T> 
cq, Root<T> from) 
Acceso: protected 
Retorno: Ninguno 
Entrada: String, SortOrder, CriteriaBuilder, 
CriteriaQuery, Root 
Establece un criterio de 
ordenamiento 
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public void agregarPaginacion(int startIndex, int 
pageSize, TypedQuery<T> typedQuery) 
Acceso: public 
Retorno:  Ninguna 
Entrada: int, int, TypedQuery 
Agrega la paginación a 
la consulta 
protected List<Expression<?>> obtenerFiltros 
(Map<String, String> filtros, CriteriaBuilder 
criteriaBuilder, Root<T> fromRoot) 
Acceso: protected 
Retorno:  List 
Entrada: Map, CriteriaBuilder, Root 
Retorna una lista de 
expresiones 
protected void agregarFiltros(Map<String, String> 
filtros, CriteriaBuilder criteriaBuilder, 
CriteriaQuery<T> criteriaQuery, Root<T> 
fromRoot) 
Acceso: protected 
Retorno:  Ninguna 
Entrada: Map, CriteriaBuilder, CriteriaQuery ,Root 
Agrega filtros a la 
consulta  
private Expression<?> obtenerExpresion(Class<?> 
tipoDato, From<?, ?> from, CriteriaBuilder 
criteriaBuilder, String propiedadFiltro, String 
valorFiltro) 
Acceso: private 
Retorno:  Expression 
Entrada: Class, From, CriteriaBuilder, String ,String 
Recupera la expresión 
dado el nombre del 
atributo y su valor 
public Class<?> getTipoDato(Class<?> claseRoot, 
String propiedadRoot) 
Acceso: public 
Retorno:  Class 
Entrada: Class, String 
 
Recupera un tipo de 
dato de un atributo de 
la entidad 
public T cargarDetalle(Long id) 
Acceso: public 
Carga el detalle de una 
entidad dado su id 
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Retorno:  Entidad 
Entrada: Long 
 
 
 
Interface genérica para todos los servicios  
List<T> obtenerListaPagina(int startIndex, int 
pageSize, String sortField, SortOrder sortOrder, 
Map<String, String> filtros); 
Acceso: public 
Retorno: List 
Entrada: int, int, String, SortOrder, Map 
Obtiene un listado de 
objetos por pagina 
List<T> obtenerListaCombo(String sortField, 
SortOrder sortOrder, Map<String, String> filtros); 
Acceso: public 
Retorno: List 
Entrada: Strign, SortOrder, Map 
Retorna una lista de 
una entidad bajo ciertos 
filtros 
Long contar(Map<String, String> filtros); 
Acceso: public 
Retorno: Long 
Entrada: Map 
Cuenta el número de 
registros de una entidad 
T guardar(T entidad) ; 
Acceso: public 
Retorno: Ninguna 
Entrada: Entidad 
Guarda el objeto en la 
base de datos. 
void eliminarAnular(T entidad); 
Acceso: public 
Retorno: Ninguno 
Entrada: Entidad 
Elimina el objeto de la 
base de datos. 
T buscarPorId(Long id); 
Acceso: public 
Retorno: Entidad 
Entrada: Long 
Retorna una entidad u 
objeto dado su id. 
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void detach(T entidad); 
Acceso: public 
Retorno: Ninguna 
Entrada: Entidad 
Eliminar la entidad 
dada desde el contexto 
de persistencia. 
T buscarPorPreterminado(); 
Acceso: public 
Retorno: Ninguna 
Entrada: Ninguna 
Retorna una entidad 
predeterminada 
T cargarDetalle(Long id); 
Acceso: public 
Retorno:  Entidad 
Entrada: Entidad 
Carga el detalle de una 
entidad dado su id 
T isEditable(Long id); 
Acceso: public 
Retorno:  Entidad 
Entrada: Entidad  
Retorna una entidad 
dado su id y lo setea 
como editado 
void validar(T entidad); 
Acceso: public 
Retorno:  Ninguna 
Entrada: Entidad 
Valida un criterio dado 
una entidad 
void flush(); 
Acceso: public 
Retorno: Ninguna 
Entrada: Ninguna 
Escribe los datos en la 
base de datos. 
 
Implementación genérica para controladores    
public List<T> obtenerListaPagina(int startIndex, 
int pageSize, String sortField, SortOrder sortOrder, 
Map<String, String> filtros) 
Acceso: public 
Retorno: List 
Entrada: int, int, String, SortOrder, Map 
Obtiene un listado de 
objetos por pagina 
public List<T> obtenerListaCombo(String Retorna una lista de 
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sortField, SortOrder sortOrder, Map<String, 
String> filtros) 
Acceso: public 
Retorno: List 
Entrada: Strign, SortOrder, Map  
una entidad bajo ciertos 
filtros 
public Long contar(Map<String, String> filtros) 
Acceso: public 
Retorno: Long 
Entrada: Map 
Cuenta el número de 
registros de una entidad 
public T guardar(T entidad)  
Acceso: public 
Retorno: Ninguna 
Entrada: Entidad  
Guarda el objeto en la 
base de datos. 
public void eliminarAnular(T entidad) 
Acceso: public 
Retorno: Ninguno 
Entrada: Entidad  
Elimina el objeto de la 
base de datos. 
public T buscarPorId 
Acceso: public 
Retorno: Entidad 
Entrada: Long 
Retorna una entidad u 
objeto dado su id. 
public void detach(T entidad)  
Acceso: public 
Retorno: Ninguna 
Entrada: Entidad 
Eliminar la entidad 
dada desde el contexto 
de persistencia. 
public T buscarPorPreterminado()  
Acceso: public 
Retorno: Ninguna 
Entrada: Ninguna 
Retorna una entidad 
predeterminada 
public T cargarDetalle(Long id)  
Acceso: public 
Retorno:  Entidad 
Entrada: Entidad 
Carga el detalle de una 
entidad dado su id 
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public T isEditable(Long id) 
Acceso: public 
Retorno:  Entidad 
Entrada: Entidad 
Retorna una entidad 
dado su id y lo setea 
como editado 
public void validar(T entidad)  
Acceso: public 
Retorno:  Ninguna 
Entrada: Entidad 
Valida un criterio dado 
una entidad 
public void flush()  
Acceso: public 
Retorno: Ninguna 
Entrada: Ninguna 
Escribe los datos en la 
base de datos. 
 
Barra de Herramientas para todos los jsf 
Para todos los jsf que intervienen en el sistema se tiene la siguiente barra de 
herramientas. 
 
 
Botones Habilitados: Nuevo, Editar y Refrescar.  
Botones Deshabilitados: Guardar y Regresar 
Al momento de presiona el boton guardar los estados de los botones se invierten 
 
 
Barra de Navegación y Filtrado para todos los jsf 
Al inicio de cada ventana por defecto nos carga un numero en color azul que 
representa el número de elementos en la lista de la ventana, el numero en rojo es el 
número de ventanas que existen y tenemos la navegación, pagina siguiente y pagina 
final. 
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Guía de Procesos en los botones 
Botón Nuevo           Botón Editar           Botón Guardar y Salir            Cancelar    
                              
Refrescar 
 
Mensajes Globales para el sistema 
Mensaje de exito en guardado 
 
Validaciones en indices 
 
Mensaje para Anular o Eliminar 
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Opciones del Menú 
Configuracion. 
 
Procesos 
 
ReportesCNT 
 
 
 
Migracion 
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Módulo Configuración 
Ventana Tipo de Cable. 
Jsf que representa la ventana para ingreso de datos del tipo de cable 
 
 
 
Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
Panel Tipo Cable        
inputText Si 
Rendered Si 
selectBooleanCheckbox Si 
inputTextarea Si 
outputText Si 
Panel Lista Tipo Cable 
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panelGrid Si 
dataTable Si 
Rendered Si 
 
Variables de la Instancia 
Código 
Numero 
Nota 
Activo 
Predeterminado 
 
Convertidor de la clase Tipo Cable 
 
TipoCableConverter  
public TipoCableConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para el tipo 
de cable y obtener las 
propiedades del objeto 
en el jsf 
 
Eventos 
 
filtros.putAll(getFiltrosListado()); 
Filtros: Código, Numero y Descripción 
Filtrado de la lista de 
tipo de cable 
 
Principales Controles 
 
public String nuevoListener() 
TipoCable tipoCable = new TipoCable(); 
tipoCable.setIdOrganizacion(getIdOrganizacion()); 
tipoCable.setActivo(true); 
setEntidad(tipoCable); 
setEditado(true); 
return ""; 
Crea una instancia 
para el objeto de tipo 
de cable y la 
utilización en el jsf. 
 
 
 
 141   
 
Ventana Puerto 
Jsf que representa la ventana para ingreso de datos del puerto 
 
 
Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
Panel Puerto        
inputText Si 
Rendered Si 
selectBooleanCheckbox Si 
inputTextarea Si 
outputText Si 
Panel Lista Puerto 
panelGrid Si 
dataTable Si 
Rendered Si 
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Variables de la Instancia 
Nombre 
Numero 
Activo 
Predeterminado 
 
Convertidor de la clase Puerto 
PuertoConverter  
public PuertoConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para el 
puerto de cable y 
obtener las propiedades 
del objeto en el jsf 
 
Eventos 
filtros.putAll(getFiltrosListado()); 
Filtros: Nombre y Número Hilo 
Filtrado de la lista de 
puerto 
 
Principales Controles 
public String nuevoListener() 
Puerto puerto = new Puerto(); 
puerto.setIdOrganizacion(getIdOrganizacion()); 
puerto.setActivo(true); 
setEntidad(puerto); 
setEditado(true); 
return ""; 
Crea una instancia para 
el objeto de puerto y la 
utilización en el jsf. 
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Ventana Odf 
Jsf que representa la ventana para ingreso de datos del odf 
 
 
 
Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
Panel Odf        
inputText Si 
Rendered Si 
selectBooleanCheckbox Si 
inputTextarea Si 
outputText Si 
selectOneMenu Si 
tabView Detalle Hilo 
Panel Lista Odf 
panelGrid Si 
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dataTable Si 
Rendered Si 
 
Variables de la Instancia 
Código 
Nombre 
Fecha 
Descripción 
Referencia Cable 
Activo 
Predeterminado 
Lista Hilos 
 
Convertidor de la clase Odf 
OdfConverter  
public OdfConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para el odf 
y obtener las 
propiedades del objeto 
en el jsf 
 
Eventos 
filtros.putAll(getFiltrosListado()); 
Filtros: Código, Nombre, Rack, Fecha, Numero Hilos, 
Disponibilidad, Descripción 
Filtrado de la lista de 
odf 
public void editarListener(){    
if (getEntidad().getRack() != null) 
{JsfUtil.addErrorMessage("ACCION NO 
PERMITIDA");} else {super.editarListener();} 
Si está asignado a un 
rack, no se puede 
editar, caso contrario sí. 
public void cargarHilos() 
if (!getEntidad().getListaHilo().isEmpty() 
|| getEntidad().getListaHilo() != null) { 
for (Hilo hilo : etEntidad().getListaHilo()) 
{hilo.setEliminado(true);}}Long x = 
getEntidad().getTipoCable().getNumero(); 
for (int i = 1; i <= x; i++){Hilo hilo = new 
Hilo(); 
hilo.setIdOrganizacion(getIdOrganizacion()); 
hilo.setNombre("HILO" + i); 
Al selecciona un 
número del tipo de 
cable se carga el 
número de hilos. 
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hilo.setNumeroHilo(i); 
getEntidad().getListaHilo().add(hilo); 
} 
getEntidad().setNumeroCables 
(Integer.valueOf(String.valueOf(x))); 
 
Principales Controles 
public String nuevoListener() 
Odf odf = new Odf(); 
odf.setIdOrganizacion(getIdOrganizacion()); 
odf.setActivo(true); 
setEntidad(odf); 
setEditado(true); 
return ""; 
Crea una instancia para 
el objeto de odf y la 
utilización en el jsf. 
public List<TipoCable> getListaTipoCable() 
HashMap<String, String> filtro = new 
HashMap<String, String>(); 
filtro.put("idOrganizacion", 
getIdOrganizacion().toString()); 
if (listaTipoCable == null) {listaTipoCable 
=tipoCableService.obtenerListaCombo("codigo", 
SortOrder.ASCENDING, filtro);} 
return listaTipoCable; 
Retorna los tipos de 
cables creados y los 
coloca en el combo de 
tipo cable 
public Odf guardar(Odf odf)  
 
int contador = 0; 
for (Hilo hilo : odf.getListaHiloView()) { 
if (hilo.isLibre()) {contador++;}} 
for (Hilo hilo : odf.getListaHilo()) { 
hilo.setOdf(odf);hiloDao.guardar(hilo);} 
odf.setDisponibilidad(contador); 
odfDao.guardar(odf); 
return odf; 
Guarda el odf, su lista 
de hilos y su 
disponibilidad en la 
base. 
 
Ventana Rack 
Jsf que representa la ventana para ingreso de datos del rack 
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Atributos del Jsf  
Barra de Herramientas Si 
outputPanel Contenido 
commandButton Si 
panelGroup Si 
Panel Rack        
inputText Si 
Rendered Si 
selectBooleanCheckbox Si 
inputTextarea Si 
outputText Si 
selectOneMenu Si 
tabView Detalle Odf 
Panel Lista Rack 
panelGrid Si 
dataTable Si 
Rendered Si 
 
Variables de la Instancia 
Código 
Nombre 
Nota 
Pertenece Central 
Activo  
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Predeterminado 
Lista de Odf 
 
Convertidor de la clase Rack 
RackConverter  
public RackConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para rack y 
obtener las propiedades 
del objeto en el jsf 
 
Eventos 
filtros.putAll(getFiltrosListado()); 
Filtros: Código, Nombre, Nodo, Central,  
Disponibilidad, Numero Odfs, Descripción 
Filtrado de la lista 
de rack 
public TipoCable getTipoCableSeleccionado()  
 
return tipoCableSeleccionado; 
-------------------------------------------- 
 
rendered="#{not empty 
rackController.tipoCableSeleccionado}"  
Al momento de 
seleccionar un tipo 
de cable se habilita 
el botón de ODF 
 
Principales Controles 
public String nuevoListener()  
 
Rack rack = new Rack(); 
rack.setIdOrganizacion(getIdOrganizacion()); 
rack.setActivo(true); 
setEntidad(rack); 
setEditado(true); 
return ""; 
Crea una instancia 
para el objeto de 
rack y la utilización 
en el jsf. 
public List<TipoCable> getListaTipoCable()  
 
HashMap<String, String> filtro = new  
HashMap<String, String>(); 
filtro.put("idOrganizacion", 
getIdOrganizacion().toString()); 
if (listaTipoCable == null) {listaTipoCable 
=tipoCableService.obtenerListaCombo("codigo" 
SortOrder.ASCENDING, filtro);} 
return listaTipoCable; 
Carga los tipos de 
cable para 
posteriormente, 
cargar los odfs de 
ese tipo de cable 
public void agregarOdf()  
 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
filtros.put("tipoCable.numero", 
Método para agregar 
los odfs a la lista, 
que pertenecerán al 
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tipoCableSeleccionado.getNumero().toString()); 
filtros.put("asignado", "false"); 
listaOdf=odfService.obtenerListaCombo 
("nombre", SortOrder.ASCENDING,filtros); 
HashMap<String, Odf> hmOdf = new 
HashMap<String, Odf>();for (Odf odf : 
getEntidad().getListaOdfView()) { 
hmOdf.put(odf.getCodigo(), odf);} 
for (Odf odf : listaOdf){if 
(!hmOdf.containsKey(odf.getCodigo())) 
{odf.setRack(getEntidad()); 
getEntidad().getListaOdf().add(odf);}} 
rack, trae a los odfs 
que aún no están 
asignados. 
public Rack guardar(Rack rack)  
 
int disponibilidadRack = 0; 
for (Odf odf : rack.getListaOdf()){ 
if (!odf.isEliminado()) { 
disponibilidadRack = odf.getDisponibilidad() + 
disponibilidadRack; 
odf.setAsignado(true); 
}}rack.setNumeroOdfs(rack.getListaOdfView() 
.size()); 
rack.setDisponibilidad(disponibilidadRack); 
rackDao.guardar(rack); 
for (Odf odf : rack.getListaOdf()) { 
if (odf.isEliminado()) { 
odf.setEliminado(false); 
odf.setRack(null); 
odf.setAsignado(false); 
}odfDao.guardar(odf);} 
// ACTUALIZACION DISPONIBILIDAD NODO 
Nodo nodo = retornaNodo(rack.getIdRack()); 
if (nodo != null) { 
nodoService.actualizarDisponibilidadNodo 
(rack.getDisponibilidad(), nodo.getIdNodo()); 
nodo = nodoService.guardar(nodo); 
// ACTUALIZACION DISPONIBILIDAD CENTRAL 
Central central =  
nodoDao.retornaCentral(nodo.getIdNodo()); 
if (central != null) { 
centralService.actualizarDisponibilidadCentral 
(centralService.disponibilidadCentral(central), 
central.getIdCentral()); 
centralService.guardar(central);}} 
//ACTUALIZA LA DISPONIBILIDAD CENTRAL 
Central central = retornaCentral(rack. 
getIdRack()); 
if (central != null) 
{centralService.actualizarDisponibilidadCentral 
(centralService.disponibilidadCentral(central), 
central.getIdCentral()); 
centralService.guardar(central);} 
return rack; 
Guardado de rack y 
actualizaciones de 
para los elementos 
padres, con sus 
respectivos 
llamados. 
public void actualizarDisponibilidadNodo(int 
disponibilidadRack, Long idNodo)  
 
StringBuilder sql = new StringBuilder(); 
sql.append(" UPDATE Nodo n "); 
sql.append(" SET n.disponibilidad = 
:disponibilidadRack "); 
Actualiza la 
disponibilidad del 
nodo dado su rack y 
su id. 
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sql.append(" WHERE n.idNodo = :idNodo "); 
Query query = em.createQuery(sql.toString()); 
query.setParameter("idNodo", idNodo); 
query.setParameter("disponibilidadRack", 
disponibilidadRack); 
query.executeUpdate();  
public Central retornaCentral(Long idNodo) 
 
StringBuilder sql = new StringBuilder(); 
sql.append(" SELECT c "); 
sql.append(" FROM Nodo n "); 
sql.append(" LEFT JOIN n.central c "); 
sql.append(" WHERE n.idNodo = :idNodo "); 
Query query = em.createQuery(sql.toString()); 
query.setParameter("idNodo", idNodo); 
return (Central) query.getSingleResult(); 
Retorno de central 
por medio del nodo, 
para verificar la 
actualización 
public void actualizarDisponibilidadCentral(int 
disponibilidadCentral, Long idCentral) 
 
StringBuilder sql = new StringBuilder(); 
sql.append(" UPDATE Central c "); 
sql.append(" SET c.disponibilidad = 
:disponibilidadCentral "); 
sql.append(" WHERE c.idCentral = :idCentral "); 
Query query = em.createQuery(sql.toString()); 
query.setParameter("idCentral", idCentral); 
query.setParameter("disponibilidadCentral", 
disponibilidadCentral); 
query.executeUpdate(); 
Actualiza la 
disponibilidad de la 
central dado la 
central y su id 
 
 
Ventana Nodo 
Jsf que representa la ventana para ingreso de datos del nodo 
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Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
commandButton Si 
panelGroup Si 
Panel Nodo        
inputText Si 
Rendered Si 
selectBooleanCheckbox Si 
inputTextarea Si 
outputText Si 
tabView Detalle Rack 
Panel Lista Nodo 
panelGrid Si 
dataTable Si 
Rendered Si 
 
Variables de la Instancia 
Código 
Nombre 
Direccion 
Referencia 
Nota  
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Activo 
Predeterminado 
Lista de Rack 
 
Convertidor de la clase Nodo 
NodoConverter  
public NodoConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para nodo 
y tener las propiedades 
del objeto en el jsf 
 
Eventos 
filtros.putAll(getFiltrosListado()); 
Filtros: Código, Nombre, Direccion, Central, 
Disponibilidad, Numero Racks, Descripción, 
 Referencia 
Filtrado de la lista de 
nodo 
 
 
Principales Controles 
public String nuevoListener()  
 
Nodo nodo = new Nodo(); 
nodo.setIdOrganizacion(getIdOrganizacion()); 
nodo.setActivo(true); 
setEntidad(nodo); 
setEditado(true); 
return ""; 
Crea una instancia 
para el objeto nodo 
y la utilización en 
el jsf. 
public void agregarRack()  
 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
filtros.put("idOrganizacion", 
getIdOrganizacion().toString()); 
filtros.put("perteneceCentral", "false"); 
filtros.put("asignado", "false"); 
listaRacks = 
rackService.obtenerListaCombo("nombre", 
SortOrder.ASCENDING, filtros); 
HashMap<String, Rack> hmRack = new 
HashMap<String, Rack>(); 
for (Rack rack : 
getEntidad().getListaRackView()) { 
hmRack.put(rack.getCodigo(), rack);} 
for (Rack rack : listaRacks) { 
Agrega los racks a 
la lista y los setea 
con el nodo como 
su elemento padre. 
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if (!hmRack.containsKey(rack.getCodigo())) { 
rack.setNodo(getEntidad()); 
getEntidad().getListaRack().add(rack);}} 
public Nodo guardar(Nodo nodo)  
 
int disponibilidadNodo = 0; 
for (Rack rack : nodo.getListaRack()) { 
if (!rack.isEliminado()) { 
disponibilidadNodo = rack.getDisponibilidad() + 
disponibilidadNodo; 
rack.setAsignado(true);}} 
nodo.setNumeroRacks(nodo.getListaRackView() 
.size()); 
nodo.setDisponibilidad(disponibilidadNodo); 
nodoDao.guardar(nodo); 
for (Rack rack : nodo.getListaRack()) { 
if (rack.isEliminado()) 
{rack.setEliminado(false); 
rack.setNodo(null);rack.setAsignado(false);} 
rackDao.guardar(rack);}Central central = 
nodoDao.retornaCentral(nodo.getIdNodo()); 
if (central != null) { 
centralService.actualizarDisponibilidadCentral 
(centralService.disponibilidadCentral(central), 
central.getIdCentral());} 
return nodo 
Guarda el nodo en 
la base de datos y 
setea la 
disponibilidad, 
para luego 
actualizarla 
public Central retornaCentral(Long idNodo) 
  
StringBuilder sql = new StringBuilder(); 
sql.append(" SELECT c "); 
sql.append(" FROM Nodo n "); 
sql.append(" LEFT JOIN n.central c "); 
sql.append(" WHERE n.idNodo = :idNodo "); 
Query query = em.createQuery(sql.toString()); 
query.setParameter("idNodo", idNodo); 
return (Central) query.getSingleResult(); 
Retorna la central 
dado el id del 
nodo, para 
actualizar 
disponibilidades 
public void actualizarDisponibilidadCentral(int 
disponibilidadCentral, Long idCentral)  
 
StringBuilder sql = new StringBuilder(); 
sql.append(" UPDATE Central c "); 
sql.append(" SET c.disponibilidad = 
:disponibilidadCentral "); 
sql.append(" WHERE c.idCentral = :idCentral "); 
Query query = em.createQuery(sql.toString()); 
query.setParameter("idCentral", idCentral); 
query.setParameter("disponibilidadCentral", 
disponibilidadCentral); 
query.executeUpdate(); 
Actualiza la central 
y su disponibilidad 
para cuando ya se 
registró el nodo. 
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Ventana Central 
Jsf que representa la ventana para ingreso de datos de la central 
 
 
 
 
Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
commandButton Si 
panelGroup Si 
Panel Central        
inputText Si 
Rendered Si 
selectBooleanCheckbox Si 
inputTextarea Si 
outputText Si 
tabView Detalle Rack 
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tabView Detalle Nodo 
Panel Lista Central 
panelGrid Si 
dataTable Si 
Rendered Si 
 
Variables de la Instancia 
Código 
Nombre 
Direccion 
Referencia 
Nota  
Activo 
Predeterminado 
Lista de Racks 
Lista de Nodos 
 
Convertidor de la clase Central 
CentralConverter  
public CentralConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para 
la central y tener 
las propiedades 
del objeto en el jsf 
 
Eventos 
filtros.putAll(getFiltrosListado()); 
Filtros: Código, Nombre, Direccion, Referenci, Descripción 
Filtrado de la lista 
de nodo 
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Principales Controles 
public String nuevoListener()  
 
Central central = new Central(); 
central.setIdOrganizacion(getIdOrganizacion()); 
central.setActivo(true); 
setEntidad(central); 
setEditado(true); 
return ""; 
Crea una 
instancia para 
el objeto 
central y la 
utilización en 
el jsf. 
public void agregarRack()  
 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
filtros.put("perteneceCentral", "true"); 
filtros.put("asignado", "false"); 
HashMap<Long, Rack> hmRack = new HashMap<Long, 
Rack>();List<Rack> listaRack = 
getEntidad().getListaRackView(); 
for (Rack rack : listaRack) { 
if (rack != null) { 
hmRack.put(rack.getId(), rack);}} 
List<Rack> listaRacks = 
rackService.obtenerListaCombo("nombre", 
SortOrder.ASCENDING, filtros); 
for (Rack rack : listaRacks) { 
if(rack.getNodo() == null ){ 
if (!hmRack.containsKey(rack.getId())) { 
rack.setCentral(getEntidad()); 
getEntidad().getListaRack().add(rack);}}}} 
Agrega un rack 
al lista para 
pertenecer a la 
central y 
verifica que no 
conste en otra 
cenral el 
elemento 
public void agregarNodo()  
 
HashMap<String, String> filtros =  
new HashMap<String, String>(); 
filtros.put("idOrganizacion", 
getSesionController().getIdOrganizacion() 
.toString()); 
HashMap<Long, Nodo> hmNodo = new HashMap<Long, 
Nodo>(); 
List<Nodo> listaNodo = 
getEntidad().getListaNodoView(); 
for (Nodo nodo : listaNodo) { 
if (nodo != null) { 
hmNodo.put(nodo.getId(), nodo);}} 
List<Nodo> listaNodos = 
nodoService.obtenerListaCombo("nombre", 
SortOrder.ASCENDING, filtros); 
for (Nodo nodo : listaNodos) {if 
(!hmNodo.containsKey(nodo.getId())) { 
nodo.setCentral(getEntidad()); 
getEntidad().getListaNodo().add(nodo);}} 
Agrega un 
nodo a la lista 
para pertenecer 
a la central y 
verifica que no 
conste en otra 
cenral el 
elemento 
public Central guardar(Central central)  
 
central.setDisponibilidad 
(disponibilidadCentral(central)); 
central.setNumeroNodos(central.getListaNodoView() 
.size());central.setNumeroRacks 
Guarda la 
centra en la 
base de datos y 
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(central.getListaRackView().size()); 
centralDao.guardar(central); 
for (Rack rack : central.getListaRack()) { 
if (rack.isEliminado()) { 
rack.setEliminado(false); 
rack.setCentral(null);} 
rack.setAsignado(true); 
rackDao.guardar(rack);} 
for (Nodo nodo : central.getListaNodo()) { 
if (nodo.isEliminado()){nodo.setEliminado(false); 
nodo.setCentral(null);}nodo.setAsignado(true); 
nodoDao.guardar(nodo);} 
return null; 
 
se debe 
actualizar las 
disponibilidade
s de los 
elementos que 
conforman la 
central. 
public int disponibilidadCentral(Central central)  
 
int disponibilidadCentral = 0; 
int disponibilidadRack = 0; 
int disponibilidadNodo = 0; 
for (Rack rack : central.getListaRack()) { 
if (!rack.isEliminado()) { 
disponibilidadRack = disponibilidadRack + 
rack.getDisponibilidad();}} 
for (Nodo nodo : central.getListaNodo()) { 
if (!nodo.isEliminado()){ 
disponibilidadNodo = disponibilidadNodo + 
nodo.getDisponibilidad();}} 
disponibilidadCentral = disponibilidadRack + 
disponibilidadNodo; 
return disponibilidadCentral; 
Calcula la 
actual  
disponibilidad 
de la central y 
la retorna para 
verificar las 
disponibilidade
s de los demás 
elementos y 
actualizar en lo 
posterior. 
 
Modulo Procesos. 
Ventana Cliente. 
Jsf que representa la ventana para ingreso de datos del cliente 
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Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
Panel ClienteCNT        
inputText Si 
Rendered Si 
selectBooleanCheckbox Si 
inputTextarea Si 
outputText Si 
Panel Lista ClienteCNT 
panelGrid Si 
dataTable Si 
Rendered Si 
 
Variables de la Instancia 
Petición Servicio 
Petición Fibra 
Nombre 
Direccion 
Nota 
Activo 
Predeterminado 
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Convertidor de la clase ClienteCNT 
ClienteCNTConverter  
public ClienteCNTConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para el 
cliente y obtener las 
propiedades del objeto 
en el jsf 
 
Eventos 
filtros.putAll(getFiltrosListado()); 
Filtros: PeticionServicio, PeticionFibra, Nombre, 
Direccion 
Filtrado de la lista de 
clienteCNT 
 
Principales Controles 
public String nuevoListener() 
 
ClienteCNT clienteCNT = new ClienteCNT(); 
clienteCNT.setIdOrganizacion(getIdOrganizacion()); 
clienteCNT.setActivo(true); 
setEntidad(clienteCNT); 
setEditado(true); 
return ""; 
Crea una instancia 
para el objeto 
cliente CNT y la 
utilización en el jsf. 
 
Ventana Asignación. 
Jsf que representa la ventana para ingreso de datos del cliente 
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Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
commandButton Si 
panel Asignación 
selectBooleanButton Si 
outputText Si 
calendar Si 
inputText Si 
selectOneMenu Si 
autoComplete ClienteCNT 
tabView Si 
tab Detalle Asignación 
dialog Hilos 
dataTable Hilos 
panelGroup Listado 
commandButton Liberacion 
commandButton Fusión 
dialog Liberacion Hilos 
dialog Fusionador 
dataTable Detalle Asignación 
 
Variables de la Instancia 
Fecha 
Petición de Fibra 
Petición de Servicio 
Central 
Nodo  
Rack 
Odf 
Clietne CNT 
Lista de Hilos 
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Convertidor de la clase Asignación 
AsignacionConverter  
public AsignacionConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para la 
asignación y obtener 
las propiedades del 
objeto en el jsf 
 
Eventos 
filtros.putAll(getFiltrosListado()); 
 
Filtros: Fecha Asignacio, Petición de Fibra, Petición de 
Servicio, Cliente, Central. Nodo, Rack y Odf 
Filtrado de la lista de 
clienteCNT 
public boolean isTipoAsignacion()  
 
return tipoAsignacion; 
 
-------------------------------------------- 
<h:outputText value="Nodo" 
rendered="#{asignacionController.tipoAsignacion 
== false}" /> 
<p:selectOneMenu id="cboNodo" 
value="#{asignacionController.entidad.nodo}" 
converter="nodoConverter" 
rendered="#{asignacionController.tipoAsignacion 
== false}"> 
<f:selectItem itemLabel="Seleccione" /> 
<f:selectItems 
value="#{asignacionController.listaNodo}" 
var="_nodo" itemLabel="#{_nodo.nombre}" 
itemValue="#{_nodo}"> 
</f:selectItems> 
<p:ajax process="@this" global="false" 
listener="#{asignacionController.cargarRacks}" 
update="cboRack"> 
</p:ajax> 
</p:selectOneMenu> 
Si tenemos el valor 
en directa desaparece 
el campo de nodo 
caso contrario lo 
tenemos para 
asignarle un valor 
<h:outputText value="Central" /> 
<p:selectOneMenu id="cboCentral" 
value="#{asignacionController.entidad.central}" 
converter="centralConverter"> 
<f:selectItem itemLabel="Seleccione" /> 
<f:selectItems 
value="#{asignacionController.listaCentral}" 
var="_central" itemLabel="#{_central.nombre}" 
itemValue="#{_central}"> 
</f:selectItems> 
<p:ajax process="@this" global="false" 
listener="#{asignacionController.cargarNodos}" 
update="cboNodo cboRack"> 
</p:ajax> 
</p:selectOneMenu> 
Si la central tiene un 
valor cargamos los 
nodos que tienen la 
central y se ponen en 
la lista para 
seleccionar un nodo. 
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-------------------------------------------- 
 
public void cargarNodos()  
 
if (tipoAsignacion == true) { 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
Central central = getEntidad().getCentral(); 
filtros.put("central.idCentral", 
central.getIdCentral().toString()); 
listaRack = 
rackService.obtenerListaCombo("nombre", 
SortOrder.ASCENDING, filtros); 
getEntidad().setNodo(null);}else{ 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
Central central = getEntidad().getCentral(); 
filtros.put("central.idCentral", 
central.getIdCentral().toString()); 
listaNodo = 
nodoService.obtenerListaCombo("nombre", 
SortOrder.ASCENDING, filtros);} 
<h:outputText value="Nodo" 
rendered="#{asignacionController.tipoAsignacion 
== false}" /> 
<p:selectOneMenu id="cboNodo" 
value="#{asignacionController.entidad.nodo}" 
converter="nodoConverter" 
rendered="#{asignacionController.tipoAsignacion 
== false}"> 
<f:selectItem itemLabel="Seleccione" /> 
<f:selectItems 
value="#{asignacionController.listaNodo}" 
var="_nodo" itemLabel="#{_nodo.nombre}" 
itemValue="#{_nodo}"> 
</f:selectItems> 
<p:ajax process="@this" global="false" 
listener="#{asignacionController.cargarRacks}" 
update="cboRack"></p:ajax> 
</p:selectOneMenu> 
---------------------------------------------- 
 
public void cargarRacks()  
 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
Nodo nodo = getEntidad().getNodo(); 
filtros.put("nodo.idNodo", 
nodo.getIdNodo().toString()); 
listaRack=rackService.obtenerListaCombo 
("nombre", SortOrder.ASCENDING, filtros); 
Si seleccionamos un 
valor para el nodo el 
evento que tenemos 
es la carga de racks 
para en lo posterior 
elegir un rack 
perteneciente a dicho 
nodo 
<h:outputText value="Rack" /> 
<p:selectOneMenu id="cboRack" 
value="#{asignacionController.entidad.rack}" 
converter="rackConverter"> 
<f:selectItem itemLabel="Seleccione" /> 
<f:selectItems 
value="#{asignacionController.listaRack}" 
var="_rack" itemLabel="#{_rack.nombre}" 
itemValue="#{_rack}"> 
Si seleccionamos un 
valor en el rack se 
cargan los valores de 
los odfs que 
contienen el rack, 
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</f:selectItems> 
<p:ajax process="@this" global="false" 
listener="#{asignacionController.cargarOdfs}" 
update="cboOdf"> 
</p:ajax> 
</p:selectOneMenu> 
---------------------------------------------- 
 
public void cargarOdfs()  
 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
Rack rack = getEntidad().getRack(); 
filtros.put("rack.idRack", 
rack.getIdRack().toString()); 
listaOdf = 
odfService.obtenerListaCombo("nombre", 
SortOrder.ASCENDING, filtros); 
para posterior cargar 
o seleccionar un odf. 
<h:outputText value="Cliente" /> 
<p:autoComplete id="cboClienteCNT" 
value="#{asignacionController.entidad. 
clienteCNT}" 
completeMethod="#{asignacionController. 
autocompletarClienteCNT}" 
var="_clienteCNT" 
itemLabel="#{_clienteCNT.nombre}" 
itemValue="#{_clienteCNT}" global="false" 
forceSelection="true" 
minQueryLength="2" 
converter="clienteCNTConverter"> 
<p:column> 
<h:outputText value="#{_clienteCNT.peticion}" 
/> 
</p:column> 
<p:column> 
<h:outputText value="#{_clienteCNT.nombre}" /> 
</p:column> 
<p:ajax process="@this" partialSubmit="true" 
global="false" 
event="itemSelect" /> 
<f:validateBean /> 
</p:autoComplete> 
--------------------------------------------- 
 
public List<ClienteCNT> 
autocompletarClienteCNT(String filtro)  
 
Map<String, String> filtros = new 
HashMap<String, 
String>()filtros.put("idOrganizacion", 
getIdOrganizacion().toString()); 
filtros.put("nombre", filtro); 
return 
clienteCNTService.obtenerListaCombo("nombre", 
SortOrder.ASCENDING, filtros); 
Seleccionamos un 
cliente escribiendo el 
nombre que se 
registró 
anteriormente o 
presionando varios 
espacios, que se 
registraron en la lista 
que se utiliza para 
este evento. 
<p:commandButton process="@this"  
global="false" value="Hilo" 
title="Hilo" 
actionListener="#{asignacionController. 
listarHilosPorAsignarListener}" 
Abre el dialogo para 
identificar los hilos 
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icon="ui-icon-circle-plus" 
update=":form:tbDetalle:dialogHilo" 
oncomplete="dialogHilo.show()" /> 
---------------------------------------------- 
 
public void listarHilosPorAsignarListener()  
 
listaHilosPorAsignar = new ArrayList<Hilo>(); 
Map<Long, DetalleAsignacion> 
hmDetalleAsignacion = new HashMap<Long, 
DetalleAsignacion>(); 
for (DetalleAsignacion detalleAsignacion : 
getEntidad().getListaDetalleAsignacionView()){ 
hmDetalleAsignacion.put(detalleAsignacion. 
getHilo().getIdHilo(), detalleAsignacion);} 
Odf odf = odfDao.cargarDetalle(getEntidad() 
.getOdf().getIdOdf()); 
if (odf != null) { 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
filtros.put("odf.idOdf", 
odf.getIdOdf().toString()); 
filtros.put("libre", "true"); 
listaHilosPorAsignar = 
hiloService.obtenerListaCombo("numeroHilo", 
SortOrder.ASCENDING, filtros);}} 
que pertenecen al odf 
que se eligió y carga 
una lista para 
identificar los hilos 
que vamos a 
seleccionar. 
<p:commandButton process="@this"  
global="false" value="Hilo" 
title="Hilo" 
actionListener="#{asignacionController. 
listarHilosPorAsignarListener}" 
icon="ui-icon-circle-plus" 
update=":form:tbDetalle:dialogHilo" 
oncomplete="dialogHilo.show()" /> 
---------------------------------------------- 
 
public void agregarHiloListener()  
 
if (listaHiloSeleccionado != null) { 
for (Hilo hilo : listaHiloSeleccionado) { 
DetalleAsignacion detalleAsignacion = new 
DetalleAsignacion(); 
detalleAsignacion.setHilo(hilo); 
detalleAsignacion.setAsignacion(getEntidad()); 
getEntidad().getListaDetalleAsignacion(). 
add(detalleAsignacion);}listaHiloSeleccionado 
= null;} 
---------------------------------------------- 
 
<p:commandButton value="#{msgs.lbl_cancelar}" 
process="@this" 
oncomplete="dialogVariedadFlor.hide()" /> 
Aceptamos en el 
dialogo y se nos 
cargan los hilos al 
listado de la 
asignación. 
Podemos cancelar la 
operación de asignar 
hilos con el botón de 
cancelar. 
<p:column styleClass="columnaDTNombre" 
headerText="Puerto"> 
<p:selectOneMenu id="cboPuerto" 
value="#{_tallo.puerto}" 
converter="puertoConverter"> 
<f:selectItem itemLabel="Seleccione" /> 
<f:selectItems 
value="#{asignacionController.listaPuerto}" 
Cargamos lo puertos 
en el detalle de la 
asignación una vez 
que se seleccionaron 
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var="_puerto" itemLabel="#{_puerto.nombre}" 
itemValue="#{_puerto}"> 
</f:selectItems> 
<p:ajax process="@this tablaVariedadFlor" 
global="false"></p:ajax> 
</p:selectOneMenu> 
</p:column> 
los hilos. 
<p:commandButton process="@this" global="false" 
value="Liberacion" 
title="Liberacion" icon="ui-icon-circle-plus" 
onclick="dialogLiberacion.show()" /> 
Activa el dialogo 
para confirmar la 
liberación de hilos.  
<p:commandButton value="#{msgs.lbl_aceptar}" 
actionListener="#{asignacionController. 
liberacion}" 
oncomplete="dialogLiberacion.hide()" 
update=":form:tablaAsignacion" /> 
 
Liberacion de hilos 
asignados a un 
cliente.  Verifica el 
estado de la 
asignación antes de 
liberar los hilos 
<p:commandButton process="@this" global="false" 
value="Fusion" 
title="Fusion" 
actionListener="#{asignacionController. 
fusionar}" 
icon="ui-icon-circle-plus" update=":form" 
oncomplete="dialogFusion.show()" /> 
Activa el dialogo 
para actualizar los 
hilos fusionados. 
<p:commandButton value="Fusionar" 
process="@this tablaFusion" 
update=":form" 
actionListener="#{asignacionController. 
actualizarHilosFusionados}" 
oncomplete="dialogFusion.hide()" /> 
Fusiona los hilos que 
están asignados al 
cliente. 
 
Principales Controles 
public String nuevoListener() 
 
ClienteCNT clienteCNT = new ClienteCNT(); 
clienteCNT.setIdOrganizacion 
(getIdOrganizacion()); 
clienteCNT.setActivo(true); 
Asignación asignacion = new Asignación(); 
asignacion.setIdOrganizacion 
(getIdOrganizacion()); 
asignacion.setActivo(true); 
asignacion.setClienteCNT(clienteCNT); 
setEntidad(asignacion); 
setEditado(true); 
return ""; 
Crea una instancia para 
el objeto asignacion y 
la utilización en el jsf y 
crea un objeto de 
cliente. 
public void liberacion()  
 
if(getServicio().buscarPorId(getEntidad() 
.getId()).getEstado() ==  
EstadoAsignacion.LIBERADO){ 
Liberacion de hilos 
para setear los id de 
asignacion en null, 
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JsfUtil.addErrorMessage("Los hilos ya fueron 
liberados"); 
}else{Asignación asignacion = 
asignacionDao.cargarDetalle(getEntidad(). 
getIdAsignacion()); 
asignacionService.liberar(asignacion); 
JsfUtil.addErrorMessage("Hilos Liberados");}} 
 
cuando ya se le ocupo 
en un proceso de 
asignacion. 
public void liberar(Asignación asignacion)  
 
Asignación asignacionAux = 
asignacionDao.cargarDetalle(asignacion. 
getIdAsignacion());if  
(asignacionAux.getEstado()== 
EstadoAsignacion.LIBERADO) { 
try {throw new 
Exception(EjbMensajes.HILOS_LIBERADOS, 
asignacionAux.getPeticion()); 
} catch (Exception e) { 
e.printStackTrace();}} else { 
asignacionAux.setEstado 
(EstadoAsignacion.LIBERADO); 
for (DetalleAsignacion detalleAsignacion : 
asignacionAux.getListaDetalleAsignacion()) { 
Hilo hilo = detalleAsignacion.getHilo(); 
hilo.setLibre(true); 
try { 
hiloService.guardar(hilo); 
} catch (Exception e) { 
e.printStackTrace();} 
detalleAsignacion.setHilo(null); 
detalleAsignacion.setPuerto(null); 
detalleAsignacion.setAsignacion(null); 
detalleAsignacionDao.guardar 
(detalleAsignacion); 
}try { 
actualizacionGlobal 
(asignacion.getOdf().getIdOdf()); 
} catch (Exception e) { 
e.printStackTrace();}} 
Liberacion de una 
asignacion y 
actualización de la 
disponibilidad de todos 
los elementos que 
intervienen en el 
proceso. 
public void actualizacionGlobal(Long idOdf)  
 
int disponibilidadOdf = 0; 
Odf odf = odfDao.cargarDetalle(idOdf); 
for (Hilo hilo : odf.getListaHilo()) { 
if (hilo.isLibre()){disponibilidadOdf++;}} 
odfService.actualizarDisponibilidadOdf 
(disponibilidadOdf, idOdf);odf = 
odfService.guardar(odf); 
int disponibilidadRack = 0; 
Rack rack = odfDao.retornaRack(odf.getIdOdf()); 
for (Odf odfAux : rack.getListaOdf()) { 
disponibilidadRack =  
odfAux.getDisponibilidad() +  
disponibilidadRack;} 
rackService.actualizarDisponibilidadRack 
(disponibilidadRack, rack.getIdRack()); 
rack = rackService.guardar(rack); 
Nodo nodo = 
rackService.retornaNodo(rack.getIdRack()); 
Actualización global de 
los elementos que 
intervienen en la 
disponibilidad del 
sistema. 
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if (nodo != null) { 
nodoService.actualizarDisponibilidadNodo(rack. 
getDisponibilidad(), nodo.getIdNodo()); 
nodoService.guardar(nodo); 
Central central = 
nodoDao.retornaCentral(nodo.getIdNodo()); 
if (central != null) { 
centralService.actualizarDisponibilidadCentral 
(centralService.disponibilidadCentral(central), 
central.getIdCentral()); 
centralService.guardar(central); 
}} 
Central central = rackService.retornaCentral 
(rack.getIdRack()); 
if (central != null) { 
centralService.actualizarDisponibilidadCentral 
(centralService.disponibilidadCentral(central), 
central.getIdCentral()); 
centralService.guardar(central);} 
public Asignación guardar(Asignación asignacion)  
 
asignacion.setEstado 
(EstadoAsignacion.ASIGNADO); 
asignacion.setFiltro(asignacion. 
getPeticion() 
+""+asignacion.getPeticionServicio()+"" 
+asignacion.getClienteCNT().getNombre()); 
asignacionDao.guardar(asignacion); 
for (DetalleAsignacion detalleAsignacion : 
asignacion.getListaDetalleAsignacion()) { 
if (detalleAsignacion.isEliminado()) { 
detalleAsignacion.setEliminado(false); 
detalleAsignacion.setHilo(null); 
detalleAsignacion.setPuerto(null);} 
detalleAsignacion.setAsignacion(asignacion); 
Hilo hilo = detalleAsignacion.getHilo(); 
hilo.setLibre(false); 
hiloService.guardar(hilo); 
detalleAsignacionDao. 
guardar(detalleAsignacion);} 
actualizacionGlobal(asignacion.getOdf(). 
getIdOdf()); 
return asignacion;} 
Guardado del proceso 
de asignacion en la 
base de datos y la 
actualización para los 
elementos en cascada 
para verificar sus datos 
exactos. 
public void actualizarHilosFusionados()  
 
if (getListaHiloFusionadosSeleccionados() 
.isEmpty() || getListaHiloFusionados 
Seleccionados().size() == 0){ 
JsfUtil.addErrorMessage("Los hilos no fueron 
seleccionados"); 
} else {for (Hilo hilo : 
getListaHiloFusionadosSeleccionados()) { 
hiloService.actualizarFusion(hilo.getIdHilo(), 
hilo.isPredeterminado());} 
JsfUtil.addInfoMessage("Los hilos fueron 
fusionados");} 
Actualiza los hilos para 
fusionarlos. 
public void actualizarFusion(Long idHilo , boolean 
fusion )  
 
StringBuilder sql = new StringBuilder(); 
Consulta que actualiza 
los hilos que se 
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sql.append(" UPDATE Hilo h "); 
sql.append(" SET h.predeterminado =:fusion "); 
sql.append(" WHERE h.idHilo = :idHilo "); 
Query query = em.createQuery(sql.toString()); 
query.setParameter("idHilo", idHilo); 
query.setParameter("fusion", fusion); 
query.executeUpdate(); 
seleccionan en el 
listado de la fusión. 
 
Ventana Backbone. 
Jsf que representa la ventana para ingreso de datos del backbone 
 
 
 
 
 
 169   
 
 
 
 
Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
commandButton Hilos 
panel Backbone 
dialog Lista Central 
treeTable Odf 
dialog Backbone 
treeTable Backbone 
tree Raíz Backbone 
panelGrid Si 
outputText Si 
inputText Si 
calendar Si 
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inputTextarea Si 
selectBooleanCheckbox Si 
tabView Detalle Backbone 
tab Hilos 
dataTable Si 
commandButton Si 
panelGroup Listado 
dataTable Tabla Listado 
 
Variables de la Instancia 
Código 
Nombre 
Direccion 
Referencia 
Fecha 
Odf 
Nota 
Listado Hilos 
Backbone Padre 
 
Convertidor de la clase Backbone 
BackboneConverter  
public BackboneConverter() 
Acceso: public 
Retorno: Ninguno 
Entrada: Ninguna 
Convertidor para el 
backbone y obtener 
las propiedades del 
objeto en el jsf 
 
Eventos 
filtros.putAll(getFiltrosListado()); 
 
Filtros: Código, Fecha, Nombre, Direccion. 
Filtrado de la 
lista de 
backbones 
<h:outputText value="Tipo Backbone" /> 
<p:selectBooleanButton onLabel="Extension" 
offLabel="Prinicipal" 
value="#{backboneController.tipoBackbone}"> 
Si el valor es 
principal 
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<p:ajax process="@this" 
update=":form"></p:ajax> 
</p:selectBooleanButton> 
------------------------------------------ 
public boolean isTipoBackbone()  
 
return tipoBackbone; 
cargamos un odf 
caso contrario se 
debe cargar un 
backbone 
<h:panelGroup 
rendered="#{backboneController.tipoBackbone == 
false}"> 
<p:commandButton icon="ui-icon-plusthick" 
process="@this" 
oncomplete="centralDialog.show()" /> 
<h:outputText value="Odf" /> 
</h:panelGroup> 
Apertura el 
diálogo para 
cargar el odf y 
tener los hilos en 
el primer 
backbone. 
public TreeNode getRoot()  
 
HashMap<String, String> filtros = new  
HashMap<String, String>(); 
filtros.put("idOrganizacion", 
getSesionController().getIdOrganizacion(). 
toString()); 
filtros.put("asignadoBackbone", "false"); 
if (root == null) { 
root = new DefaultTreeNode("root", null); 
List<Central> listaCentral = 
centralDao.cargarDetalleTotal(); 
for (Central central : listaCentral) { 
TreeNode treeCentral = new 
DefaultTreeNode(central, root); 
for (Rack rack : central.getListaRack()) { 
TreeNode treeRack = new DefaultTreeNode(rack, 
treeCentral); 
for (Odf odf : rack.getListaOdf()) { 
if (!odf.isAsignadoBackbone()) { 
TreeNode treeOdf = new DefaultTreeNode(odf, 
treeRack); 
}}} 
for (Nodo nodo : central.getListaNodo()) { 
TreeNode treNodo = new DefaultTreeNode(nodo, 
treeCentral); 
for (Rack rack : nodo.getListaRack()) { 
TreeNode treeRack = new DefaultTreeNode(rack, 
treNodo); 
for (Odf odf : rack.getListaOdf()) { 
if (!odf.isAsignadoBackbone()) { 
TreeNode treeOdf = new DefaultTreeNode(odf, 
treeRack); 
}}}}}} 
return root; 
Carga la lista de 
backbones desde 
la central 
public List<Central> cargarDetalleTotal()  
 
List<Central> listaCentral = 
obtenerListaCombo("nombre", 
SortOrder.ASCENDING, null); 
for (Central central : listaCentral) { 
Caga todos los 
elementos que 
contienen la 
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central.getListaRack().size(); 
for (Rack rack : central.getListaRack()){ 
rack.getId(); 
rack.getListaOdf().size();} 
central.getListaNodo().size(); 
for (Nodo nodo : central.getListaNodo()){ 
nodo.getId(); 
nodo.getListaRack().size(); 
for (Rack ra : nodo.getListaRack()){ 
ra.getId(); 
ra.getListaOdf().size(); 
}}} 
return listaCentral;   
central y sus 
elementos hijos. 
<h:panelGroup 
rendered="#{backboneController.tipoBackbone == 
true}"> 
<p:commandButton icon="ui-icon-plusthick" 
process="@this" 
oncomplete="backboneDialog.show()" /> 
<h:outputText value="Backbone Padre" /> 
</h:panelGroup> 
Apertura el 
dialogo para 
seleccionar un 
backbone padre, 
en el caso de 
extensión. 
public TreeNode getRootBackbone()  
 
if (rootBackbone == null) { 
rootBackbone = new 
DefaultTreeNode("rootBackbone", null); 
List<Central> listaCentral = 
centralDao.cargarDetalleBackboneTotal(); 
for (Central central : listaCentral) { 
TreeNode treeCentral = new 
DefaultTreeNode(central, rootBackbone); 
for (Rack rack : central.getListaRack()) { 
TreeNode treeRack = new DefaultTreeNode(rack, 
treeCentral); 
for (Odf odf : rack.getListaOdf()) { 
TreeNode treeOdf = new DefaultTreeNode(odf, 
treeRack); 
TreeNode treeBackbone = new 
DefaultTreeNode(odf.getBackbone(), treeOdf); 
}} 
for (Nodo nodo : central.getListaNodo()) { 
TreeNode treNodo = new DefaultTreeNode(nodo, 
treeCentral); 
for (Rack rack : nodo.getListaRack()) { 
TreeNode treeRack = new DefaultTreeNode(rack, 
treNodo); 
for (Odf odf : rack.getListaOdf()) { 
TreeNode treeOdf = new DefaultTreeNode(odf, 
treeRack); 
TreeNode treeBackbone = new 
DefaultTreeNode(odf.getBackbone(), treeOdf); 
 
}}}}} 
return rootBackbone; 
Carga la central 
y sus elementos 
para elegir un 
nodo y crear un 
nuevo backbone 
de tipo principal. 
public List<Central> cargarDetalleBackboneTotal()  
 
List<Central> listaCentral = 
Carga el detalle 
total de la central 
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obtenerListaCombo("nombre", 
SortOrder.ASCENDING, null); 
for (Central central : listaCentral) { 
central.getListaRack().size(); 
for (Rack rack : central.getListaRack()) { 
rack.getId(); 
for (Odf odf : rack.getListaOdf()) { 
odf.getId(); 
if (odf.getBackbone() != null) { 
odf.getBackbone().getId();}}} 
central.getListaNodo().size(); 
for (Nodo nodo : central.getListaNodo()) { 
nodo.getId(); 
nodo.getListaRack().size(); 
for (Rack ra : nodo.getListaRack()) { 
ra.getId(); 
for (Odf odf : ra.getListaOdf()) { 
odf.getId(); 
if (odf.getBackbone() != null) { 
odf.getBackbone().getId(); 
odf.getBackbone().getListaBackbone().size(); 
for(Backbone backbone 
:odf.getBackbone().getListaBackbone()){ 
backbone.getIdBackbone(); 
if (backbone.getBackbonePadre()!=null) { 
backbone.getBackbonePadre().getId(); 
backbone.getBackbonePadre().getListaBackbone() 
.size();}}}}}} 
return listaCentral;} 
para iterar con 
sus elementos y 
seleccionar un 
odf. 
<center> 
<p:commandButton value="#{msgs.lbl_aceptar}" 
process="@this dialogoBackbone" 
update=":form:txtBackbone" 
actionListener="#{backboneController. 
cargarBackbone}" 
oncomplete="backboneDialog.hide()" /> 
</center> 
Carga el 
backbone y lo 
coloca en la 
entidad para 
persistir en la 
base 
<p:commandButton value="#{msgs.lbl_aceptar}" 
process="@this dialogoOdf" 
update=":form:txtOdf :form:tbDetalle: 
tablaHilos" 
actionListener="#{backboneController. 
cargarOdf}" 
oncomplete="centralDialog.hide()" /> 
Carga el odf y lo 
coloca en la 
entidad para 
persistir en la 
base. 
<p:commandButton process="@this"  
global="false" value="Hilo" title="Hilo" 
actionListener="#{backboneController. 
listarHilosBackbonePadre}" icon="ui-icon-
circle-plus" 
update=":form:tbDetalle: 
dialogoListaHilosBackbonePadre" 
oncomplete="dialogoHilosBackbonePadre.show()" 
/> 
Evento para 
cargar los hilos 
del backbone 
padre 
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Principales Controles 
public String nuevoListener() 
 
Backbone backbone = new Backbone(); 
backbone.setIdOrganizacion(getIdOrganizacion()); 
backbone.setActivo(true); 
backbone.setBackbonePadre(null); 
setEntidad(backbone); 
setEditado(true); 
return ""; 
Crea una 
instancia para el 
objeto backbone 
y la utilización 
en el jsf. 
public void cargarBackbone()  
 
try { 
Backbone backbone = (Backbone) 
selectedNodeBackbone.getData(); 
backbone.getListaBackbone().size()); 
getEntidad().setBackbonePadre(backbone); 
} catch (Exception e) { 
e.printStackTrace(); 
JsfUtil.addErrorMessage 
("Seleccione un Backbone");} 
Carga el 
backbone al 
backbone padre y 
lo setea a la 
entidad. 
public void cargarOdf()  
 
try { 
Odf odf = (Odf) selectedNode.getData(); 
setOdf(odf); 
cargarHilos(); 
}catch (Exception e){ 
JsfUtil.addErrorMessage("Seleccione un Odf");} 
Carga el odf a la 
entidad y lo setea 
para persistir en 
la base de datos. 
public void listarHilosBackbonePadre()  
 
Backbone backbonePadre = 
backboneDao.cargarDetalle(getEntidad(). 
getBackbonePadre().getIdBackbone()); 
for (Hilo hilo : backbonePadre.getListaHilo()) 
{listaHilosBackbonePadre.add(hilo);} 
Lista los hilos del 
backbone padre. 
public void agregarHilosBackbone()  
 
for (Hilo hilo : listaHilosSeleccionados) { 
getEntidad().getListaHilo().add(hilo);} 
Agrega los hilos 
al backbone 
public Backbone guardar(Backbone backbone)  
 
if (backbone.getBackbonePadre() == null) { 
backbone = 
cargarDetalle(backbone.getIdBackbone()); 
Rack rack = 
rackService.cargarDetalle(backbone.getRack() 
.getIdRack()); 
Nodo nodo = 
nodoService.cargarDetalle(rack.getNodo() 
.getIdNodo()); 
Central central = new Central(); 
if (nodo != null) {central = 
centralService.cargarDetalle(nodo.getCentral(). 
getIdCentral());} else {central = 
centralService.cargarDetalle(rack.getCentral(). 
getIdCentral());}backbone.setRack(rack); 
backbone.setNodo(nodo); 
Guardado de la 
clase backbone 
en la base de 
datos. 
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backbone.setCentral(central);} 
backboneDao.guardar(backbone); 
if (backbone.getBackbonePadre() != null) { 
Backbone backboneAux = backboneDao.cargarDetalle 
(backbone.getBackbonePadre().getIdBackbone()); 
backboneAux.getListaBackbone().add(backbone); 
backboneDao.guardar(backboneAux);} 
if (backbone.getOdf() != null) { 
odfService.actualizaAsignadoBackbone 
(backbone.getOdf().getIdOdf());} 
for (Hilo hilo : backbone.getListaHilo()) { 
if (hilo.isEliminado()) { 
hilo.setEliminado(false);} 
hilo.setBackbone(backbone); 
hiloDao.guardar(hilo);} 
return backbone; 
public void actualizaAsignadoBackbone(Long idOdf)  
 
StringBuilder sql = new StringBuilder(); 
sql.append(" UPDATE Odf o "); 
sql.append(" SET o.asignadoBackbone = 1 "); 
sql.append(" WHERE o.idOdf = :idOdf "); 
Query query = em.createQuery(sql.toString()); 
query.setParameter("idOdf", idOdf); 
query.executeUpdate();  
Actualiza el 
estado de 
asignacion 
cuando pertenece 
a un backbone 
 
Módulo ReportesCNT. 
Ventana Reporte de Clientes. 
Jsf que representa el reporte de clientes. 
  
 
 
 
Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
panel Reporte Clientes 
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outputText Si 
inputText Si 
selectBooleanCheckbox Si 
buttonImprimir Impresión 
 
Eventos 
public List<Asignacion> 
autocompletarAsignacion(String filtro)  
 
Map<String, String> filtros = new 
HashMap<String, String>(); 
filtros.put("filtro", filtro); 
return asignacionService.obtenerListaCombo 
("peticion", SortOrder.ASCENDING, filtros); 
Selección de 
empleados filtrados 
por nombre, numero 
de petición y numero 
de asignacion. 
 
Principales Controles 
protected String getCompileFileName()  
 
return "reporteClienteCNT";  
Retorna el nombre del 
reporte  
protected JRDataSource getJRDataSource()  
 
if (getAsignacion() != null) { 
asignados = false;} 
List<Object[]> lista = 
reporteClienteService.listaReporteCliente 
(asignados, getAsignacion() != null ? 
getAsignacion().getPeticion() : null 
String[] campos = { "f_peticion", 
"f_nombre", "f_identificacion", 
"f_direccion", "f_descripcion", 
"f_asignacion", "f_hilo", "f_odf", 
"f_rack", "f_nodo", "f_central" }; 
QueryResultDataSource dataSource = new 
QueryResultDataSource(lista, campos); 
return dataSource; 
  
Lista de campos para 
generar el reporte, 
llamado desde el query 
 
Filtros  
Clientes Asignados boolean 
Asignacion Numero de Servicio 
 
Query   
Consulta para el reporte de Clientes  
public List<Object[]> 
listaReporteCliente(boolean asignados,String 
Query que realiza la 
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asignacion)  
 
StringBuilder sql = new StringBuilder(); 
sql.append(" SELECT ccnt.peticion, 
ccnt.nombre,ccnt.identificacion,ccnt. 
direccion, 
ccnt.descripcion, a.peticion, "); 
sql.append(" h.numeroHilo, o.nombre, 
r.nombre,n.nombre,CASE WHEN cen is null 
THEN c.nombre ELSE cen.nombre END  "); 
sql.append(" FROM DetalleAsignacion da "); 
sql.append(" LEFT OUTER JOIN da.hilo h "); 
sql.append(" LEFT JOIN h.odf o "); 
sql.append(" LEFT JOIN o.rack r "); 
sql.append(" LEFT JOIN r.central cen "); 
sql.append(" LEFT JOIN r.nodo n "); 
sql.append(" LEFT JOIN n.central c "); 
sql.append(" LEFT JOIN da.asignacion a "); 
sql.append(" RIGHT JOIN a.clienteCNT ccnt 
");if (asignacion != null) { 
sql.append(" WHERE a.peticion =:asignacion 
");}if(asignados){ 
sql.append(" WHERE a.peticion IS NOT NULL 
");}sql.append(" ORDER BY a.peticion "); 
Query query = 
m.createQuery(sql.toString()); 
if (asignacion != null) { 
query.setParameter("asignacion", 
asignacion);} 
return query.getResultList(); 
consulta a la base de 
datos y emite los datos 
para el reporte 
 
Formato Reporte Clientes 
 
 
Ventana Reporte Disponibilidad por Backbone. 
Jsf que representa el reporte de disponibilidad por backbone. 
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Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
panel Reporte Disponibilidad por Backbone 
outputText Si 
dialog Backbone 
tree Listado Backbone 
buttonImprimir Impresión 
treeNode SubLista  
 
Eventos 
<p:commandButton icon="ui-icon-plusthick" 
process="@this" 
oncomplete="backboneDialog.show()" /> 
<h:outputText value="Backbone" /> 
Carga el dialogo para 
seleccionar un objeto 
de backbone. 
public TreeNode getRoot()  
 
HashMap<String, String> filtros = new 
HashMap<String, String>(); 
filtros.put("idOrganizacion", 
getSesionController().getIdOrganizacion() 
.toString()); 
if (root == null) { 
root = new DefaultTreeNode("root", null); 
List<Backbone> listaRama = 
backboneService.obtenerListaCombo("codigo", 
SortOrder.ASCENDING, filtros); 
TreeMap<String, TreeNode> tmTreeNode = new 
TreeMap<String, TreeNode>(); 
for (Backbone rama : listaRama) { 
if (rama.getBackbonePadre() == null) { 
TreeNode treeNode = new DefaultTreeNode 
(rama, root); 
tmTreeNode.put(rama.getCodigo(), treeNode); 
Carga la lista de 
objetos de backbone 
para seleccionarlo 
como filtro. 
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}else{ 
TreeNode treeNodePadre = 
tmTreeNode.get(rama.getBackbonePadre(). 
getCodigo()); 
TreeNode treeNode = new 
DefaultTreeNode(rama, treeNodePadre); 
tmTreeNode.put(rama.getCodigo(), treeNode); 
}}} 
return root; 
 
 
 
Principales Controles 
protected String getCompileFileName()  
 
return "reporteDisponibilidadPorBackbone"; 
Retorna el nombre 
del reporte  
protected JRDataSource getJRDataSource()  
 
List<Object[]> lista = 
reporteDisponibilidadPorBackboneService. 
listaReporteDisponibilidadPorBackbone(backbone); 
String[] campos = { "f_codigo", "f_nombre", 
"f_direccion", "f_referencia", "f_numeroHilo", 
"f_libre", "f_nombreHilo", "f_odf" }; 
QueryResultDataSource dataSource = new 
QueryResultDataSource(lista, campos); 
return dataSource; 
Lista de campos 
para generar el 
reporte, llamado 
desde el query 
 
Filtros  
Backbone backbone 
 
Query   
Consulta para el reporte   
public List<Object[]> 
listaReporteDisponibilidadPorBackbone 
(Backbone backbone)  
 
StringBuilder sql = new StringBuilder(); 
sql.append(" SELECT 
b.codigo,b.nombre,b.direccion,b.referencia, 
h.numeroHilo,h.libre,h.nombre,o.nombre "); 
sql.append(" FROM Hilo h "); 
sql.append(" INNER JOIN h.backbone b "); 
sql.append(" INNER JOIN h.odf o "); 
if(backbone!=null){ 
sql.append(" WHERE b =:backbone "); 
}Query query = 
em.createQuery(sql.toString()); 
if(backbone!=null){ 
query.setParameter("backbone", backbone);} 
return query.getResultList(); 
Consulta para retornar 
los elementos para el 
reporte. 
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Formato Reporte Disponibilidad por Backbone. 
 
 
Ventana Reporte Backbone por Nodo. 
Jsf que representa el reporte de backbone por Nodo. 
 
 
Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
panel Reporte Backbone por Nodo 
buttonImprimir Imprimir 
 
Principales Controles 
protected String getCompileFileName()  
 
return "reporteBackbonePorNodo"; 
Retorna el nombre del 
reporte  
protected JRDataSource getJRDataSource()  
 
Lista de campos para 
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List<Object[]> lista = 
reporteBackbonePorNodoService. 
listaReporteBackbonePorNodo(); 
String[] campos = { "f_hilo", "f_nodo", 
"f_backbone", "f_rack", "f_estado", 
"f_odf" }; 
QueryResultDataSource dataSource = new 
QueryResultDataSource(lista, campos); 
return dataSource; 
generar el reporte, 
llamado desde el query 
 
Query   
Consulta para el reporte   
public List<Object[]> 
listaReporteBackbonePorNodo()  
 
StringBuilder sql = new StringBuilder(); 
sql.append(" SELECT h.numeroHilo, 
n.nombre, b.nombre, r.nombre, h.libre, 
o.nombre "); 
sql.append(" FROM Hilo h "); 
sql.append(" INNER JOIN h.backbone b "); 
sql.append(" INNER JOIN h.odf o "); 
sql.append(" INNER JOIN o.rack r "); 
sql.append(" INNER JOIN r.nodo n "); 
sql.append(" LEFT  JOIN r.central c "); 
Query query = 
em.createQuery(sql.toString()); 
return query.getResultList(); 
Consulta para retornar 
los elementos para el 
reporte. 
 
 
Formato Reporte Disponibilidad por Backbone. 
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Ventana Reporte Backbone por Nodo. 
Jsf que representa el reporte de backbone por Nodo. 
 
 
Atributos del Jsf 
 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
panel Reporte Backbone por Nodo 
buttonImprimir Imprimir 
 
 
Principales Controles 
protected String getCompileFileName()  
 
return "reporteBackbonePorNodo"; 
Retorna el nombre 
del reporte  
protected JRDataSource getJRDataSource()  
 
List<Object[]> lista = 
reporteBackbonePorNodoService. 
listaReporteBackbonePorNodo(); 
String[] campos = { "f_hilo", "f_nodo", 
"f_backbone", "f_rack", "f_estado", 
"f_odf" }; 
QueryResultDataSource dataSource = new 
QueryResultDataSource(lista, campos); 
return dataSource; 
Lista de campos para 
generar el reporte, 
llamado desde el 
query 
 
Query   
Consulta para el reporte   
public List<Object[]> 
listaReporteBackbonePorNodo()  
Consulta para 
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StringBuilder sql = new StringBuilder(); 
sql.append(" SELECT h.numeroHilo, 
n.nombre, b.nombre, r.nombre, h.libre, 
o.nombre "); 
sql.append(" FROM Hilo h "); 
sql.append(" INNER JOIN h.backbone b "); 
sql.append(" INNER JOIN h.odf o "); 
sql.append(" INNER JOIN o.rack r "); 
sql.append(" INNER JOIN r.nodo n "); 
sql.append(" LEFT  JOIN r.central c "); 
Query query = 
em.createQuery(sql.toString()); 
return query.getResultList(); 
retornar los 
elementos para el 
reporte. 
 
 
Formato Reporte Disponibilidad por Backbone. 
 
 
Ventana Reporte Histórico Backbone. 
Jsf que representa el reporte de histórico backbone. 
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Atributos del Jsf 
Barra de Herramientas Si 
outputPanel Contenido 
panelGroup Si 
calendar Si 
panel Reporte Histórico Backbone 
buttonImprimir Imprimir 
 
 
Principales Controles 
protected String getCompileFileName()  
 
return "reporteHistoricoBackbone"; 
Retorna el nombre 
del reporte  
protected JRDataSource getJRDataSource()  
 
List<Object[]> lista = 
reporteHistoricoBackboneService. 
listaReporteHistoricoBackbone(fechaDesde, 
fechaHasta); 
String[] campos = { "f_hilo", "f_nodo", 
"f_backbone", "f_rack", "f_estado", 
"f_odf", "f_central","f_fusion", 
"f_cliente" }; 
QueryResultDataSource dataSource = new 
QueryResultDataSource(lista, campos); 
return dataSource; 
Lista de campos para 
generar el reporte, 
llamado desde el 
query. 
public List<Object[]> 
listaReporteHistoricoBackbone 
(Date fechaDesde, Date fechaHasta)  
 
List<Object[]> listaConClientes = new 
ArrayList<Object[]>(); 
listaConClientes = 
reporteHistoricoBackboneDao. 
listaReporteHistoricoBackbone(fechaDesde, 
fechaHasta); 
for (Object[] objects : listaConClientes) { 
Long i = (Long) objects[8]; 
if (i == null) { 
objects[8] = null; 
} else { 
ClienteCNT cli = 
clienteCNTDao.cargarDetalle(i); 
objects[8] = cli.getNombre(); 
}} 
return listaConClientes; 
Carga los nombres 
de los clientes para el 
reporte. 
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Query   
Consulta para el reporte   
public List<Object[]> 
listaReporteHistoricoBackbone(Date fechaDesde, 
Date fechaHasta)  
 
StringBuilder sql = new StringBuilder(); 
sql.append(" SELECT h.numeroHilo, n.nombre, 
b.nombre, r.nombre, h.libre, o.nombre, 
COALESCE(c.nombre,ce.nombre),h.predeterminado, 
"); 
sql.append(" (SELECT DISTINCT(ccnt.idCliente) 
FROM DetalleAsignacion da LEFT JOIN 
da.asignacion a RIGHT JOIN a.clienteCNT ccnt 
WHERE  da.hilo = h) "); 
sql.append(" FROM Hilo h "); 
sql.append(" LEFT JOIN h.backbone b "); 
sql.append(" LEFT JOIN h.odf o "); 
sql.append(" LEFT JOIN o.rack r "); 
sql.append(" LEFT JOIN r.nodo n "); 
sql.append(" LEFT JOIN r.central c "); 
sql.append(" LEFT JOIN n.central ce "); 
sql.append(" WHERE b.fecha BETWEEN :fechaDesde 
AND :fechaHasta "); 
sql.append(" ORDER BY ce.nombre  "); 
Query query = em.createQuery(sql.toString()); 
query.setParameter("fechaDesde", fechaDesde); 
query.setParameter("fechaHasta", fechaHasta); 
return query.getResultList(); 
Consulta para 
retornar los 
elementos para el 
reporte. 
 
Formato Reporte Disponibilidad por Backbone. 
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Anexo 11 Manual del Usuario 
Ingresamos al sistema, en la pantalla principal introducir los datos del usuario y 
contraseña asignados por el administrador y damos un clic en ok, para el inicio en el 
arranque del sistema lo haremos con:    Nombre de usuario: admin, Password: admin 
 
Pantalla de bienvenida al sistema y presionamos ingresar. 
 
Interfaz Principal de las cuales desplegaremos el menú 
 
 
Módulo de Configuraciones 
Importante: Es recomendable que antes de ingresar a otros modulo se maneje con 
gran capacidad el módulo de configuraciones. 
Importante: Para iniciar la parametrización de las configuraciones el orden es el 
siguiente, Tipo Cable, Odf, Rack, Nodo, Central, Puerto 
Tipo Cable 
Desplegamos el menú, seleccionamos configuración y tipo de cable. 
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Interfaz para el ingreso de datos Tipo de Cable, en la pantalla se verifica el listado 
de tipos de cable creados, para ingresar un nuevo dato damos un clic en el primer 
botón de la barra 
 
 
Ingresamos los datos y guardamos, el momento de guardar regresa a la pantalla del 
listado de tipos de cables. 
Validación: surge al momento de ingresar letras en el campo número.  
 
Para editar el registro lo marcamos y seleccionamos el segundo botón de la barra, 
con lo cual se nos cargas los datos ingresados y los modificamos y guardamos, 
regresando a la pantalla con el listado ya con los cambios realizados. 
Filtros: que tenemos en el listado son Código, Número y Descripción. 
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Importante: La nomenclatura para el tipo de cable recomendada es TC#hilo, ejemplo 
TC24 
 
Odf 
Desplegamos el menú, seleccionamos configuración y odf. 
 
Interfaz para el ingreso de datos del Odf en la pantalla se verifica el listado de odfs 
creados, para ingresar un nuevo dato damos un clic en el primer botón de la barra. 
 
Para el ingreso de un nuevo odf  ingresamos los datos requeridos en la pantalla. 
Proceso: Al momento de seleccionar el tipo de cable que fue creado anteriormente 
los datos se cargaran automáticamente al odf y se crearan los hilos de acuerdo al 
número del tipo de cable. 
Proceso: Al guardar tendrá el odf una disponibilidad del número de cables 
seleccionado y por defecto la disponibilidad será la misma. 
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Detalle con el numero de hilos creados , y gurdamos 
 
Se puede verificar los datos en el listado y sus correspondientes disponibilidades y 
numero de hilos 
 
 
Validación: Si el odf está asignado a un rack no se puede editar caso contrario si y se 
sigue el proceso de edición de datos, y guardado al final para poder reflejar los 
cambios en el listado. 
Los  
Filtros: Codigo, Nombre, Rack, Fecha, Numero Hilos, Disponibilidad 
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Importante: La nomenclatura para el código que se recomienda es O#, ejemplo O1 
Rack 
Desplegamos el menú, seleccionamos configuración y Rack 
 
Interfaz para el ingreso de datos del Rack, en la pantalla se verifica el listado de 
racks creados, para ingresar un nuevo dato damos un clic en el primer botón de la 
barra. 
 
 
Ingresamos los datos requeridos en la pantalla,  
Proceso: Al momento de seleccionar el check de pertenecer a central el rack creado 
se cargara a las centrales sino se cargaran a los nodos   
Proceso: Al momento de seleccionar el Odf escogemos el número de hilos que 
contiene el odf  y aparece un botón en la barra 
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Proceso: Al momento de dar clic en el botón ODF nos carga los odfs con la 
capacidad marcada en la cabecera, en el listado del detalle podemos ingresar todos a 
la vez o borrar los que no sean requeridos dando clic en el botón con el icono del 
tacho de basura  y lo guardamos. 
Proceso: La primera vez de creación del rack la disponibilidad se actualiza con la 
disponibilidad de los odfs, cuando el rack ya se encuentra registrado en un nodo o 
central la disponibilidad escala hacia los elementos y se actualiza. 
 
 
Validación: Solo se pueden agregar odf no eliminar los que ya están ingresados 
Para ingresar más odfs  que se crearan en el tiempo al rack, Editamos el registro y 
agregamos más odfs con el mismo procedimiento anterior. 
Filtros: Código, Nombre, Nodo, Central, Disponibilidad, Numero Odfs 
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Importante: La nomenclatura para el código del rack  R#, ejemplo R1. 
Nodo 
Desplegamos el menú, seleccionamos configuración y Nodo. 
 
Interfaz para el ingreso de datos del Nodo, en la pantalla se verifica el listado de 
nodos creados, para ingresar un nuevo dato damos un clic en el primer botón de la 
barra. 
 
 
Ingresamos los datos requeridos en la pantalla. 
Proceso: En la barra tenemos el botón de Rack, dando clic nos trae los rack que 
fueron parametrizados sin el indicado de pertenecer central, con lo cual podemos 
seleccionar los rack para el nodo. 
Proceso: Al crear por primera vez el nodo la disponibilidad se actualiza de los 
elementos que contiene el rack, la segunda vez al ingresar otro rack al nodo se 
actualiza la disponibilidad al elemento superior la Central. 
 193   
 
 
Proceso: Para agregar más racks al nodo, editamos el registro y agregamos más 
racks desde el botón en la barra, guardamos y podemos verificar los datos en la lista 
de la pantalla principal. 
Validación: Al momento de editar se puede agregar más rack al nodo y no eliminar 
Filtros: Código, Nombre, Central, Dirección, Disponibilidad 
 
 
Importante: La nomenclatura para el código de la central N#, ejemplo N1 
 
Central 
Desplegamos el menú, seleccionamos configuración y Central 
 
Interfaz para el ingreso de datos de la Central, en la pantalla se verifica el listado de 
centrales creados, para ingresar un nuevo dato damos un clic en el primer botón de 
la barra. 
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Ingresamos los datos requeridos en la pantalla, en la barra tenemos dos botones 
Rack y Nodo  
Proceso: Se cargaran los racks que fueron parametrizados con el indicador de 
pertenecer central y los nodos se cargaran todos los que se crearon. 
Proceso: La disponibilidad se actualiza de acuerdo a los elementos que se van 
ingresando 
 
 
Para la edición de la central, se lo hace dando un clic en el segundo botón  de la 
barra, editamos los campos y agregamos más racks y nodos si fuera el caso una vez 
asignado los elementos a la central no se pueden eliminar. 
Filtros: Código, Nombre, Dirección, Referencia. 
 
 
Importante: Nomenclatura para código Central C#, ejemplo C1 
 
 195   
 
 
Puerto 
Desplegamos el menú, seleccionamos configuración y Puerto 
 
Interfaz para el ingreso de datos del Puerto, en la pantalla se verifica el listado de 
puertos creados, para ingresar un nuevo dato damos un clic en el primer botón de la 
barra. 
 
 
Ingresamos los datos requeridos en la pantalla y guardar. 
Validación: El campo valida que no sea una cadena de caracteres 
 
Para la edición del registro marcamos la fila y presionamos el segundo botón de la 
barra, editamos el dato y guardamos. 
Filtros: Nombre, Humero Hilo. 
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Importante: Nomenclatura para código del Puerto P#, ejemplo P1 
 
Módulo de Procesos. 
Importante: Para realizar el proceso el orden es el siguiente, Cliente, Asignación y 
Backbone. 
Cliente 
Desplegamos el menú, seleccionamos procesos y clientes 
 
Interfaz para el ingreso de datos del Cliente, en la pantalla se verifica el listado de 
clientes creados, para ingresar un nuevo dato damos un clic en el primer botón de la 
barra. 
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Ingresamos los datos requeridos para el ingreso de un nuevo cliente. 
Importante: En identificación podemos colocar la petición. 
 
Para le edición marcamos el registro, damos clic en el segundo botón de la barra 
editamos  el dato y lo guardamos para verificarlo en el listado de la interfaz 
principal.
 
Filtros: Código, Numero, Nombre, Descripción. 
 
Asignación 
Desplegamos del menú seleccionamos procesos y asignación 
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Para ingresar un nuevo registro presionamos el primer botón de la barra, tenemos 
dos tipos de asignación. 
Asignación Normal: Donde ingresamos todos los datos requeridos con el botón 
normal activo 
Proceso: el campo de cliente es un buscador de los clientes previamente definidos. 
Proceso: Al seleccionar la central se cargan los nodos, seleccionamos un nodo se 
cargan los racks, seleccionamos el rack se carga el odf  
 
 
Una vez ingresados todos los datos  
Proceso: Damos clic en el botón hilo y se nos cargara los hilos que pertenecen al odf 
seleccionado, en la pantalla que nos aparecen los hilos seleccionamos los hilos 
solicitados por el cliente para la asignación. 
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Al seleccionar los hilos damos clic en aceptar  
Proceso: Se nos cargan al detalle de la asignación, en la cual seleccionamos los 
puertos y guardamos el registro. 
 
En el listado de asignación podemos verificar los datos principales del nuevo dato. 
 
Asignación directa: Damos un clic en el botón normal e ingresamos los datos 
solicitados esta asignación se diferencia por no existir backbone.  
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Una vez ingresados todos los datos seleccionamos los hilos con el botón de la barra, 
escogemos los hilos para la asignación y cargamos los puertos en el detalle del 
nuevo registro y verificamos en el listado en la interfaz principal del proceso. 
Filtros: Fecha Asignación, Asignación, Cliente. 
 
 
Backbone 
Desplegamos el menú, seleccionamos procesos y backbone. 
 
Interfaz para el ingreso de datos del Backbone, en la pantalla se verifica el listado de 
backbones creados, para ingresar un nuevo dato damos un clic en el primer botón de 
la barra. 
 
Una vez insertados los campos solicitados, y verificando el botón de principal 
damos clic en el botón odf para asignar el odf a nuestro backbone. 
Proceso: Se carga el odf  de acuerdo al listado que me trae el botón odf 
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Seleccionamos desde la central el odf y damos clic en aceptar 
 
Proceso: Cargamos los hilos con el botón de Hilo en la barra para agregar todos los 
hilos a dicho Backbone y guardamos. 
 
Para el ingreso 
Backbone de extensión: Presionamos el botón de principal y cambia a extensión 
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Una vez llenos los campos presionamos el botón de backbone para seleccionar 
nuestro elemento principal y damos clic en aceptar. 
 
Presionamos clic en Hilo para seleccionar los hilos que irán a la extensión y 
guardamos. 
 
 
Proceso: Para la liberación de hilos asignamos un registro y presionamos en el botón 
liberar, emite un mensaje previo a la liberación 
Proceso: Para fusionar los hilos, presionamos en el botón fusión y actualizamos los 
hilos fusionados. 
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Modulo Reportes 
Importante: Los reportes deben verificarse una vez realizado los otros módulos. 
Clientes 
Desplegamos el menú, seleccionamos reportesCNT y clientes 
 
Ingresamos los filtros necesarios y presionamos el botón de impresión, 
seleccionamos el tipo de formato a descargar. 
 
 
Disponibilidad Por Backbone 
Desplegamos el menú, seleccionamos reportesCNT y Disponibilidad Por Backbone 
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Seleccionamos un Backbone si fuera el caso para filtrar por backbone o podemos 
dar clic en el botón de impresión, seleccionamos el tipo de formato para la descarga
 
 
 
 
Backbone por Nodo. 
Desplegamos el menú, seleccionamos reportesCNT y Backbone por Nodo. 
 
 
Presionamos el icono de impresión y seleccionamos el formato de visualización. 
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Histórico Backbone. 
Importante: El reporte también verifica los hilos fusionados 
Desplegamos el menú, seleccionamos reportesCNT e Histórico Backbone. 
 
 
Seleccionamos Fecha para filtrar 
 
Presionamos en el botón de impresión y seleccionamos el formato de visualización. 
 
Anexo 12 Diccionario de Datos 
 
Tabla cnt_asignacion 
Nombre Columna Tipo de Dato 
id_asignacion Bigint 
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activo Bit 
estado Int 
fecha Datetime 
id_organizacion Bigint 
peticion varchar(100) 
predeterminado Bit 
id_central Bigint 
id_cliente_cnt Bigint 
id_nodo Bigint 
id_odf Bigint 
id_rack Bigint 
 
 
 
Tabla cnt_backbone 
Nombre Columna Tipo de Dato 
id_backbone Bigint 
activo Bit 
asignado Bit 
codigo varchar(10) 
descripcion varchar(50) 
direccion varchar(100) 
fecha Datetime 
id_organizacion Bigint 
nombre varchar(50) 
predeterminado Bit 
 
Tabla cnt_central 
Nombre Columna Tipo de Dato 
id_central bigint 
activo bit 
codigo varchar(20) 
descripcion varchar(200) 
direccion varchar(100) 
disponibilidad disponibilidad 
id_organizacion bigint 
nombre varchar(100) 
numero_nodos int 
numero_racks int 
predeterminado bit 
referencia varchar(100) 
 
Tabla cnt_cliente 
Nombre Columna Tipo de Dato 
id_cliente bigint 
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activo bit 
descripcion varchar(50) 
direccion varchar(50) 
email varchar(50) 
id_organizacion bigint 
identificacion varchar(50) 
nombre varchar(50) 
pagina_web varchar(50) 
codigo varchar(50) 
predeterminado bit 
telefono1 varchar(50) 
telefono2 varchar(50) 
 
Tabla cnt_detalle_asignacion 
 
Nombre Columna Tipo de Dato 
id_detalle_asignacion bigint 
id_asignacion bigint 
id_hilo bigint 
id_puerto bigint 
 
 
Tabla cnt_puerto 
Nombre Columna Tipo de Dato 
id_puerto bigint 
activo bit 
id_organizacion bigint 
libre bit 
nombre varchar(50) 
numero_puerto int 
predeterminado bit 
 
Tabla cnt_hilo 
  
Nombre Columna Tipo de Dato 
id_hilo bigint 
activo bit 
id_organizacion bigint 
libre bit 
nombre varchar(50) 
numero_hilo int 
predeterminado bit 
id_odf bigint 
id_backbone bigint 
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Tabla cnt_nodo 
Nombre Columna Tipo de Dato 
id_nodo bigint 
activo bit 
asignado bit 
codigo varchar(10) 
descripcion varchar(200) 
direccion varchar(100) 
disponibilidad int 
id_organizacion bigint 
nombre varchar(50) 
numero_racks int 
predeterminado bit 
referencia varchar(100) 
id_central bigint 
 
 
 
 
 
 
Tabla cnt_odf 
Nombre Columna Tipo de Dato 
id_odf bigint 
activo bit 
asignado bit 
codigo varchar(10) 
descripcion varchar(200) 
disponibilidad int 
fecha datetime 
id_organizacion bigint 
nombre varchar(50) 
numero_cables int 
predeterminado bit 
referencia_cable varchar(50) 
id_rack bigint 
id_tipo_cable bigint 
asignado_backbone bit 
Tabla cnt_rack 
Nombre Columna Tipo de Dato 
id_rack bigint 
activo bit 
asignado bit 
codigo varchar(10) 
descripcion varchar(200) 
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disponibilidad int 
id_organizacion bigint 
nombre varchar(50) 
numero_odfs int 
pertenece_central bit 
predeterminado bit 
id_central bigint 
id_nodo bigint 
Tabla cnt_tipo_cable 
Nombre Columna Tipo de Dato 
id_tipo_cable bigint 
activo bit 
codigo varchar(10) 
descripcion varchar(200) 
id_organizacion bigint 
numero bigint 
predeterminado int 
 
