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ABSTRAKT
Shëndetësia si fushë përmban në vete shumë procese të cilat kërkojnë kohë dhe përkushtim.
Deri më tani një pjesë e madhe e këtyre proceseve janë kryer në mënyrë manual në vendet
në zhvillim, gjë e cila ka ardhur me një numër të problemeve në vete.
Sistemet e reja softuerike bëjnë të mundur shmangien e këtyre problemeve, si në rastin tonë
sistemi për dixhitalizimin e menaxhimit të shërbimeve shëndetësore.
Synimi primar është rritja e shumë faktorëve që kanë të bëjnë me këto procese, ndër to hyjnë
rritja e sigurisë, efikasitetit, shpejtësisë dhe performancës. Në mënyrë që t’i arrijmë këto
qëllime duhet bërë përfshirja e teknologjive të ndryshme si softuerike dhe harduerike,
përdorimi i arkitekturave softuerike dhe shtrirja e rrjetit në nivel vendi.
Si element dallues i këtij punimi është përdorimi i arkitekturës së mikroshërbimeve e cila na
siguron zgjidhje për disa nga faktorët e lartcekur dhe mundëson zgjerim të sistemit përmes
veçorisë së shkallëzimit.
Ky punim në vete ngërthen edhe pjesën e komunikimit i cili realizohet në mes të
komponentëve brenda sistemit, ku janë të bazuara në metodat e protokollit HTTP. Po ashtu
është bërë analiza për mënyrën se si do të mund të integrohen edhe shërbime tjera duke mos
ndikuar në strukturën aktuale.

Fjalët kyçe: sistemi për menaxhim, dixhitalizim, mikroshërbime, arkitekturë softuerike,
protokolli HTTP
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1

HYRJE

Teknologjia prej viteve 80 ka hasur në përdorim të gjerë në të gjitha fushat e shoqërisë duke
përfshirë ekonominë, shëndetësinë, arsimin, si dhe industrinë në të gjitha nivelet e saj.
Arsyeja për këtë përdorim qëndron në vetë faktin se teknologjia na garanton shpejtësi, saktësi
dhe siguri. Shëndetësia paraqet nevojën e madhe për implementim teknologjik duke pasur
parasysh rëndësinë që një fushë e tillë ka.

Gjendja e shërbimeve shëndetësore në Kosovë që nga periudha e pasluftës është pre e
problemeve dhe komplikimeve teknike që vijnë nga mospërdorimi dhe mos implementimi i
sistemeve teknologjike përkatësisht softuerike, të cilat e përshpejtojnë këtë proces dhe i
anulojnë të gjitha gabimet që mund të vijnë nga përdoruesit.

Në këtë situatë hyn në aplikim një sistem gjithëpërfshirës në nivel vendi, që do të rregullonte
këto mangësi dhe të ishte një shtysë e cila do të ndihmonte në rregullimin e përgjithshëm të
shëndetësisë në vend.

Ky projekt në vete do të përfshijë sistemin për: menaxhimin e pacientëve, të orareve për
termine, stafit mjekësor, nxjerrjen e raporteve, arkivimin dhe administratën. Sistemi e
lehtëson punën e të gjithë përdorueseve duke filluar nga shmangia e vonesave administrative,
zvogëlimi i pritjeve te pacientët, dhënien e pasqyrës së pacientit në formë dixhitale, gjë e cila
i ndihmon pacientin, por edhe vetë mjekun.

Një sistem i tillë për zhvillim ka nevojë për përdorim të disa teknologjive softuerike të
bazuara në një arkitekturë të caktuar. Sistemi do të ndërtohet mbi arkitekturën e
mikroshërbimeve që paraqet një stil të ri të zhvillimit softuerik, ku çdo modul është tërësisht
i pavarur nga tjetri, gjë që ndihmon për menaxhim e zhvillim më të lehtë, siguri më të lartë,
fleksibilitet dhe shkallëzueshmëri (scalability) në përdorim të teknologjive.
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2

SHQYRTIMI I LITERATURËS (HISTORIKU)

Ky kapitull do të shqyrtojë sistemet shëndetësore, aplikimin e tyre si dhe teknologjitë
softuerike të nevojshme për zhvillimin e tyre. Gjithashtu do të përfshihet edhe krahasimi në
mes sistemeve aktuale duke i inkuadruar edhe krahasimet në bazë të arkitekturave në të cilat
janë zhvilluar.

2.1

Sistemet për menaxhimin e klinikave

Edhe pas avancimit të shumtë të teknologjisë, kjo fushë nuk vërehet shumë nëpër klinikat
apo spitalet në regjionin e Kosovës. Shumë klinika ballafaqohen me sfida të përditshme dhe
të ndryshme në menaxhimin e tyre, pasi shumë prej tyre ende janë duke përdorur metodat e
vjetra dhe manuale të menaxhimit.
Ndër metodat e para dhe aktuale për fat të keq është ajo e mbajtjes së shënimeve në letra.

Ky problem shkakton:
•

Kosto të madhe të shpenzuar në letra dhe materiale të tjera përkatëse.

•

Humbje e kohës prej anës së mjekut, gjatë kërkimit të regjistrave për pacientë
përkatës.

•

Menaxhim jo efikas të klinikës, me raporte dhe shënime të tjera.

•

Humbje e kohës nga ana e pacientit, gjatë vizitave të disa hershme në klinik për të
kryer procese administrative apo për ndonjë shërbim të klinikës, siç është edhe
përcaktimi i termineve.

Duke marrë parasysh këto probleme të cekura më lartë, shumë kompani të zhvillimit me
bashkëpunim me klinika të ndryshme, kanë zhvilluar sisteme për menaxhimin e klinikave
dhe mënjanimin e problemeve përkatëse.
Por, përsëri janë përdorur metoda jo adekuate inxhinierike në zhvillimin dhe implementimin
e atyre sistemeve. Si më kryesore shihet të bazuarit e zhvillimit në arkitektura jo adekuate
softuerike, të cilat më pastaj kanë shkaktuar probleme nga më të ndryshmet, duke filluar nga
shpejtësia, e deri tek siguria.
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2.2

Teknologjitë e përdorura

Në këtë kapitull do të shqyrtohen disa nga teknologjitë më të shpeshta të përdorura në këto
lloje sistemesh.
2.2.1 Laravel
Laravel është një nga framework-ët më të njohura të PHP të përdorura në të gjithë globin për
të ndërtuar web aplikacione duke filluar nga projekte të vogla deri tek ato më të mëdha. Ajo
është zgjedhja e zhvilluesve profesionistë për shkak të performancës, veçorive dhe
shkallëzueshmërisë së saj. [1]
Laravel ndjek strukturën MVC (Model View Controller) e cila e bën të lehtë mësimin dhe
prototipin e shpejtë të aplikacioneve në internet. Ajo heq vështërsinë nga zhvillimi i ueb
aplikacionit duke ofruar karakteristika të integruara si: autentifikim, email, routing, sesione
etj. [1]
Laravel është aq i thjeshtë për t’u përshtatur sa që mund të krijoni lehtë strukturën tuaj të
projektit që plotëson kërkesën e ueb aplikacionit tuaj. Me sintaksën e bukur dhe elegante të
saj, mund të shkruani kod i cili është vetë-shpjegues dhe shprehës.
Laravel u krijua nga Taylor Otwell përsëri në vitin 2011, pasi atëherë ai ka evoluar shumë
këtë kornizë dhe duke e bërë atë të pajtueshëm me teknologjitë më të fundit të internetit.
Më poshtë janë përshkruar disa nga veçoritë e Laravel framework-ut të cilat e veçojnë këtë
framework përveç të tjerave.
2.2.1.1 Menaxhimi i varësisë
Menaxhimi i varësisë është një nga karakteristikat më të mira të Laravel, të kuptuarit e
funksionalitetit të kontejnerit të shërbimit (IoC) është pjesa thelbësore për të mësuar
aplikacione moderne në ueb. Në Laravel, IoC (Inversion of Control) ose kontejneri i
shërbimit është mjeti më i fuqishëm për të menaxhuar varësitë e klasave.
Injeksioni i varësisë është një metodë për të hequr klasat e koduar me vështirësi dhe
injektimin e tyre duke përdorur një mjet si Composer. [1]
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2.2.1.2 Modulariteti
Modulariteti është shkalla në të cilën komponentët e një web aplikacioni mund të ndahen dhe
rikombinohen. Ju mund të ndani logjikën e biznesit në module të ndryshme të cilat të gjithë
punojnë së bashku për ta bërë një ueb aplikacion funksional.
Laravel është krijuar për të bërë aplikim modular, madje vet Laravel është një koleksion i
përbërësve. Duke përdorur strukturën modulare ju mund të hartoni dhe zhvilloni një aplikim
të ndërmarrjes në shkallë të gjerë me lehtësi. Laravel ofron udhëzime shumë të thjeshta për
të krijuar module ose paketa në të. [1]
2.2.1.3 Autentifikimi
Autentifikimi është një pjesë integrale e çdo aplikacioni modern në internet. Shkrimi i
autentifikimit në framework-ët e tjerë të tilla si Codeigniter mund të marrë shumë kohë për
të zhvilluar. Laravel siguron autentifikimin jashtë kutisë, me ekzekutimin e një komande të
thjeshtë mund të krijoni një sistem autentifikimi plotësisht funksional.
Laravel gjithashtu siguron dokumentim të dobishëm për të zbatuar autentifikimin tuaj. [1]
2.2.1.4 Caching
Caching është një teknikë për të ruajtur të dhënat në një vend depozitimi të përkohshëm dhe
mund të merret shpejt kur të jetë e nevojshme. Kryesisht caching përdoret për të rritur
performancën e aplikacionit. Laravel keshon pothuajse të gjitha të dhënat nga pamja në
routes, e cila ndihmon Laravel të zvogëlojë kohën e përpunimit duke rritur kështu
performancën. [1]
2.2.1.5 Routing
Routing (rrugëtimi) në Laravel është shumë e lehtë për tu kuptuar dhe shumë si ‘Ruby on
Rails’ framework-u. Routing në Laravel mund të përdoret për të krijuar një aplikim me
lehtësi. Ju mund të gruponi rrugët (routes), t'i emëroni ato, t'i aplikoni filtrat dhe t'i lidhni të
dhënat e modelit tuaj. [1]
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2.2.2 Arkitektura shtresore (Layered)
Modeli më i zakonshëm i arkitekturës është modeli i arkitekturës me shtresa, i njohur ndryshe
si modeli i arkitekturës me n-shtresa. Ky model është standardi de fakto për shumicën e
aplikacioneve Java EE dhe për këtë arsye është i njohur gjerësisht nga shumica e softuer
arkitektëve, dizajnerëve dhe zhvilluesve. Modeli i arkitekturës me shtresa përputhet ngushtë
me komunikimin tradicional të teknologjisë informative dhe strukturat organizative që
gjenden në shumicën e kompanive, duke e bërë atë një zgjedhje natyrale për shumicën e
përpjekjeve për zhvillimin e aplikimeve të biznesit. [2]

Komponentët brenda modelit të arkitekturës shtresore janë të organizuara në shtresa
horizontale, që secila shtresë kryen një rol specifik brenda aplikacionit (p.sh., shtresa e
prezantimit ose biznes logjika). Edhe pse modeli i arkitekturës me shtresa nuk specifikon
numrin dhe llojet e shtresave që duhet të ekzistojnë në model, shumica e arkitekturave me
shtresa përbëhen nga katër shtresa standarde: prezantimi, biznes logjika, ‘persistance’ dhe
baza e të dhënave. Në disa raste, shtresa e biznesit dhe shtresa e ‘persistance’ kombinohen
në një shtresë të vetme biznesi, veçanërisht kur logjika e ‘persistance’ (p.sh. SQL ose HSQL)
është ngulitur brenda përbërësve të shtresës së biznesit. Kështu që, aplikimet më të vogla
mund të kenë vetëm tre shtresa, ndërsa aplikimet më të mëdha dhe më komplekse të biznesit
mund të përmbajnë pesë ose më shumë shtresa. [2]

Secila shtresë e modelit të arkitekturës së shtresuar ka një rol dhe përgjegjësi specifike brenda
aplikimit. Për shembull, një shtresë prezantimi do të jetë përgjegjëse për trajtimin e të gjithë
ndërfaqes së përdoruesit dhe logjikës së komunikimit të shfletuesit, ndërsa një shtresë biznesi
do të jetë përgjegjëse për ekzekutimin e rregullave specifike të biznesit të lidhura me
kërkesën. Secila shtresë në arkitekturë formon një abstraksion rreth punës që duhet të bëhet
për të kënaqur një kërkesë të veçantë biznesi. Për shembull, shtresa e prezantimit nuk ka
nevojë të dijë ose të shqetësohet se si të marrë të dhënat e klientit; duhet vetëm të shfaq atë
informacion në një ekran në format të veçantë. Në mënyrë të ngjashme, shtresa e biznesit
nuk ka nevojë të shqetësohet për mënyrën e formimit të të dhënave të klientit për shfaqje në
një ekran ose edhe nga vijnë të dhënat e klientit; duhet vetëm të marrë të dhënat nga shtresa
5

e ‘persistance’, të kryejë logjikën e biznesit ndaj të dhënave (p.sh., të llogaritni vlerat ose të
dhënat agregate) dhe t'i kalojë ato informacione deri në shtresën e prezantimit. [2]

Figura 1. Arkitektura shtresore
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2.2.2.1 Karakteristikat
Më poshtë kemi disa nga karakteristikat e arkitekturës të bazuar në shtresa:
•

Agjiliteti (I ulët) - Aftësia e përgjithshme është shkathtësia për t'iu përgjigjur shpejtë
një ambienti që ndryshon vazhdimisht. Ndërsa ndryshimi mund të izolohet përmes
shtresave të veçorisë së izolimit të këtij modeli, është akoma e rëndë dhe e gjatë për
të bërë ndryshime në këtë model arkitekture për shkak të natyrës monolitike të
shumicës së zbatimeve, si dhe bashkimit të ngushtë të komponentëve që zakonisht
gjenden me këtë model. [2]

•

Deployment (I ulët) - Në varësi të mënyrës se si e zbatoni këtë model, lansimi mund
të bëhet problem, veçanërisht për aplikacione më të mëdha. Një ndryshim i vogël në
një komponent mund të kërkojë një rishpërndarje të të gjithë aplikacionit (ose një
pjesë të madhe të aplikacionit), duke rezultuar në lansime që duhet të planifikohen,
planifikohen dhe ekzekutohen edhe jashtë orarit. Si i tillë, ky model nuk jep lehtësisht
drejt një tubacioni të vazhdueshëm të shpërndarjes, duke ulur më tej vlerësimin e
përgjithshëm për vendosjen. [2]

•

Testimi (I lartë) - Për shkak se përbërësit i përkasin shtresave specifike në
arkitekturë, shtresat e tjera mund të injorohen, duke e bërë këtë model relativisht të
lehtë për t'u testuar. Një zhvillues mund të tallet me një komponent prezantimi ose
ekrani për të izoluar testimin brenda një komponenti biznesi, si dhe të tallet
(provokojë) me shtresën e biznesit për të provuar funksionimin e caktuar të ekranit.
[2]

•

Shkallëzueshmëria (I ulët) - Për shkak të prirjes drejt zbatimit të ngushtë të bashkuar
dhe monolit të këtij modeli, aplikacionet që ndërtohen duke përdorur këtë model
arkitekturore janë përgjithësisht të vështira për t'u shkallëzuar. Ju mund të shkallëzoni
një arkitekturë me shtresa duke i ndarë shtresat në vendosje fizike të veçanta ose duke
përsëritur të gjithë aplikacionin në nyje të shumta, por në përgjithësi granulariteti
është shumë i gjerë, duke e bërë atë të shtrenjtë për shkallë. [2]
7

2.2.3 Arkitektura Monolite krahas Arkitekturës me Mikroshërbime
Me arkitekturën monolitike, të gjitha proceset janë të lidhura fort dhe ekzekutohen si një
shërbim i vetëm. Kjo do të thotë që nëse një proces i sistemit pëson një rritje të kërkesës, e
gjithë arkitektura duhet të shkallëzohet. Shtimi ose përmirësimi i veçorive të një aplikacioni
monolit bëhet më komplekse. Ky kompleksitet kufizon eksperimentimin dhe e bën të vështirë
zbatimin e ideve të reja. Arkitekturat monolitike shtojnë rrezikun për disponueshmërinë e
aplikacionit sepse shumë procese të varura dhe të shoqëruara fort, rrisin ndikimin e një
dështimi të vetëm të procesit. [3]

Me një arkitekturë me mikroshërbime, një aplikacion ndërtohet si komponentë e pavarur që
drejton çdo proces aplikimi si një shërbim. Këto shërbime komunikojnë përmes një
ndërfaqeje duke përdorur API. Shërbimet janë ndërtuar për aftësitë e biznesit dhe çdo
shërbim kryen një funksion të vetëm. Për shkak se ato drejtohen në mënyrë të pavarur, çdo
shërbim mund të përditësohet, lansohet dhe shkallëzohet për të përmbushur kërkesat për
funksione specifike të një aplikacioni. [3]

Figura 2. Arkitektura Monolite dhe Mikroshërbimet
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2.2.3.1 Përparësitë dhe mangësitë
Një arkitekturë e mikroshërbimeve është një hap revolucionar në zhvillimin e aplikacioneve.
Si çdo teknologji tjetër, ajo ka përparësitë dhe mangësitë e saj. Më poshtë është një
përmbledhje e pikave të forta dhe të dobëta të mikroshërbimeve, të cilat mund të ndikojnë në
performancën dhe modelin e një aplikacioni. [4]

Përparësitë

Mangësitë

Balancimi i ngarkesës

Testimi dhe Monitorimi

Zhvillimi më i shpejtë

Deployment i ndërlikuar

Fleksibilitet gjatë zhvillimit

Menaxhimi i bazës së të dhënave

Troubleshooting

Siguria (Komunikimet e shpërndara)

Integrimi

Tabela 1. Përparësitë dhe mangësitë e Mikroshërbimeve
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2.2.4 Krahasimi i protokolit SOAP me stilin e arkitekturës REST dhe formatin
jSON
Shërbimet e web-it janë përgjegjëse për komunikimin online makinë-me-makinë.
Kompjuterët i përdorin ato për të komunikuar me njëri-tjetrin përmes internetit. Në fakt, janë
vetëm ndërfaqet e përparme të faqeve të internetit dhe aplikacioneve që shfaqen në pajisjet e
përdoruesve të fundit. [5]

Të dhënat e ngjajshme ruhen në një server të largët dhe transmetohen në pajisjen e klientit
përmes API-ve që ofrojnë shërbime në internet për përdoruesit e palëve të treta. API mund
të përdorin arkitektura të ndryshme për të transferuar të dhëna nga serveri te klienti.
Për një kohë të gjatë, SOAP ishte protokoli i dërgimit të mesazheve që përdorte pothuajse
çdo shërbim në internet. Ndërsa këto ditë zhvilluesit duhet të ndërtojnë aplikacione të lehta
dhe mobile në internet, arkitektura më fleksibile REST fitoi shpejt popullaritetin. Në vitin
2018, shumica e shërbimeve publike të internetit ofruan API të REST dhe transferojnë të
dhëna në formatin kompakt dhe të lehtë për t’u përdorur në shkëmbimin e të dhënave JSON.
Sidoqoftë, përdoruesit e ndërmarrjeve ende shpesh zgjedhin SOAP për shërbimet e tyre në
internet. [5]
2.2.4.1 Diferenca kryesore mes SOAP dhe REST
SOAP dhe REST të dy lejojnë të krijojmë API tona. Ata bëjnë të mundur transferimin e të
dhënave nga një aplikacion në aplikacione të tjera. Një API merr kërkesa dhe i dërgon
përgjigjet përsëri përmes protokolleve të internetit si HTTP, SMTP, dhe të tjerë. Shumë ueb
faqe të njohura ofrojnë API publike për përdoruesit e tyre, për shembull, Google Maps ka një
API publik REST që ju lejon të personalizoni Google Maps me përmbajtjen e juaj. Ekzistojnë
gjithashtu shumë API që janë krijuar nga kompani për përdorim të brendshëm.
SOAP dhe REST janë dy stile API që i qasen çështjes së transmetimit të të dhënave nga një
këndvështrim tjetër. SOAP është një protokoll i standardizuar që dërgon mesazhe duke
përdorur protokolle të tjerë si HTTP dhe SMTP. Specifikimet e SOAP janë standarde zyrtare
të internetit, të mirëmbajtura dhe të zhvilluara nga Konsorciumi World Wide Web (W3C).
Në krahasim me SOAP, REST nuk është protokoll por një stil arkitektonik. [5]
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Meqenëse SOAP është një protokoll zyrtar, ai vjen me rregulla të rrepta dhe karakteristika të
përparuara të sigurisë. Kompleksitet më i lartë, kërkon më shumë gjerësi të brezit dhe burime
të cilat mund të dërgojnë në kohë më të ngadalta të ngarkesës së faqeve. REST u krijua për
të adresuar problemet e SOAP. Prandaj ka një arkitekturë më fleksibile. Ai përbëhet nga
vetëm udhëzime të lirshme dhe lejon zhvilluesit të zbatojnë rekomandimet në mënyrën e tyre.
Lejon formate të ndryshme të mesazheve, të tilla si HTML, JSON, XML dhe tekst i thjeshtë,
ndërsa SOAP lejon vetëm XML. REST është gjithashtu një arkitekturë më e lehtë, kështu që
shërbimet në internet RESTful kanë një performancë më të mirë. Për shkak të kësaj, ajo është
bërë tepër e popullarizuar në epokën e lëvizshme ku edhe disa sekonda kanë shumë rëndësi
(si në kohën e ngarkesës së faqeve ashtu edhe në të ardhurat). [5]
2.2.4.2 REST dhe jSON
Arkitektura REST lejon ofruesit e API të ofrojnë të dhëna në formate të shumta si tekst i
thjeshtë, HTML, XML, YAML dhe JSON, e cila është një nga karakteristikat më kryesore.
Falë popullaritetit në rritje të REST, formati i lehtë dhe i lexueshëm nga njeriu, JSON
gjithashtu ka fituar shpejt tërheqje, pasi është super i përshtatshëm për shkëmbim të shpejtë
dhe të lehtë të të dhënave. [5]
JSON qëndron për JavaScript Object Notation. Është një format i lehtë për t’u analizuar dhe
i lehtë për shkëmbimin e të dhënave. Përkundër emrit të tij, JSON është plotësisht gjuhësoragnostik, kështu që mund të përdoret me çdo gjuhë programimi, jo vetëm JavaScript.
Sintaksa e saj është një nën bashkësi e Edicionit të 3-të Standard ECMA-262. Skedarët JSON
përbëhen nga koleksione të çifteve të emrit / vlerave dhe listat e porositura të vlerave që janë
struktura universale të të dhënave të përdorura nga shumica e gjuhëve programuese. Prandaj,
JSON mund të integrohet lehtësisht me çdo gjuhë. [5]
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Për të parë diferencën mes XML dhe jSON, më poshtë është një shembull kodi:
XML: [5]
<?xml version="1.0" encoding="UTF-8"?>
<authentication-context>
<username>my_username</username>
<password>my_password</password>
<validation-factors>
<validation-factor>
<name>remote_address</name>
<value>127.0.0.1</value>
</validation-factor>
</validation-factors>
</authentication-context>
jSON : [5]
{
"username" : "my_username",
"password" : "my_password",
"validation-factors" : {
"validationFactors" : [
{
"name" : "remote_address",
"value" : "127.0.0.1"
}
]
}
}
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SOAP

REST

Simple Object Access

Representational State

Protocol

Transfer

Protokol i standardizuar me

Stili arkitektonik me

rregulla të paracaktuara për

udhëzime dhe rekomandime

t’u ndjekur.

të lirshme.

Keshimi

Nuk mund të keshohet

Mund të keshohet

Siguria

WS-Security dhe SSL

HTTPS dhe SSL

Performanca

Kërkon më shumë

Kërkon më pak burime.

Domethënia

Dizajn

bandwidth dhe fuqi
llogaritëse.
Formati mesazhit

Vetëm XML

Text, HTML, XML, JSON,
YAML dhe të tjerë

Protokollet për transfer

HTTP, SMTP,UDP dhe të

Vetëm HTTP

tjerë
Avantazhet

Siguri e lartë dhe e

Shkallëzueshmëria,

standardizuar

performanca më e mirë,
miqësia e shfletuesit,
fleksibiliteti.

Disavantazhet

Performanca më e dobët,

Më pak i sigurt, jo e

më kompleks, më pak

përshtatshme për ambiente

fleksibil

të shpërndara.

Tabela 2. Krahasimi SOAP me REST [5]
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2.2.5 Protokolli HTTP
HTTP është protokolli në të cilin bazohet interneti. Ai lejon kompjuterët nga kudo në botë të
dërgojnë kërkesa në serverë të largët dhe të marrin përgjigje që mund të shfaqen në shfletues.
Për shembull, për të krijuar një artikull të ri, duhet të dërgojmë një kërkesë në një server të
largët duke përdorur metodën POST HTTP. Për të parë një artikull të vetëm ose një listë të
artikujve, ne përdorim metodën GET. Metoda PUT mund të përdoret për të redaktuar një
artikull ekzistues dhe metodën DELETE për të fshirë. [6]
Tabela e mëposhtme përmbledh 4 metodat më të dobishme të protokollit HTTP:

GET

Merr të dhënat nga një server i largët. Mund të jetë një burim i vetëm ose një
listë burimesh.

POST

Krijon një burim të ri në serverin e largët.

PUT

Përditëson të dhënat në serverin e largët.

DELETE Fshin të dhënat nga serveri i largët.

Tabela 3. HTTP Protokolli [6]
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2.2.6 API Gateway
Një API Gateway pranon të gjitha thirrjet API nga klientët, pastaj i drejton ato në
mikroshërbimet e duhura me ndërmjetësimin e kërkesave. Në mënyrë tipike, ajo merret me
një kërkesë duke thirrur në disa shërbime dhe duke bashkuar rezultatet, për të përcaktuar
rrugën më të mirë. Mund të lidhet ndërmjet protokoleve në internet dhe protokoleve miqësore
që përdoren nga brenda. [4]

Për shumicën e aplikacioneve të bazuara në mikroshërbime, ka kuptim implementimi i një
API Gateway, sepse vepron si një pikë e vetme hyrëse në një sistem. API Gateway është
përgjegjëse për ndërmjetësimin e kërkesave, përbërjen dhe lidhjen e protokollit dhe mund të
drejtojë sistemin. Me një API Gateway, secili nga klientët e aplikacionit merr një API me
porosi. Ajo trajton disa kërkesa thjesht duke i drejtuar ato në shërbimin e duhur për backendin, dhe trajton të tjerët duke thirrur shërbime të shumta të backend-it dhe duke grumbulluar
rezultatet. Nëse ka dështime në shërbimet e backend, API Gateway mund t'i maskojë ato
duke i kthyer të dhënat e ruajtura ose parazgjedhur. [4]

Figura 3. API Gateway [7]
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2.2.7 Docker
Docker është një mjet i krijuar për të bërë më të lehtë krijimin, lansimin dhe drejtimin e
aplikacioneve duke përdorur kontejnerë. Kontejnerët lejojnë një zhvillues të paketojë një
aplikacion me të gjitha pjesët që i duhen, të tilla si librari dhe varësi të tjera, dhe t'i dërgojë
të gjitha si një paketë. Duke vepruar kështu, falë kontejnerit, zhvilluesi mund të jetë i sigurt
se aplikacioni do të punoj në çdo makinë tjetër, pavarësisht nga të dhënat e personalizuara që
mund të ketë ajo pajisje që mund të ndryshojnë nga makina e përdorur për shkrimin dhe
testimin e kodit. [8]

Në një mënyre, Docker është pak a shumë si një makinë virtuale. Por ndryshe nga një makinë
virtuale, në vend se të krijoni një sistem të tërë virtual operativ, Docker lejon aplikacionet të
përdorin të njëjtën kernel si sistemi me të cilin po funksionojnë dhe vetëm kërkon që
aplikacionet të transportohen me gjëra që nuk funksionojnë tashmë në kompjuterin pritës.
Kjo jep një ngritje të konsiderueshme të performancës dhe zvogëlon madhësinë e
aplikacionit. [8]

Figura 4. Docker [9]
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2.2.8 Token Based Authentication
Një token është një pjesë e të dhënave që nuk ka asnjë kuptim ose përdorim në vete, por e
kombinuar me sistemin e saktë të tokenizimit, bëhet pjesa kryesore e sigurisë së
aplikacioneve. Autentifikimi i bazuar në token funksionon duke siguruar që secila kërkesë të
një serveri shoqërohet me një token të nënshkruar të cilën serveri verifikon për vërtetësinë
dhe vetëm atëherë i përgjigjet kërkesës. [10]

JSON Ueb Token (JWT) është një standard i hapur (RFC 7519) që përcakton një metodë
kompakte dhe të vetë-përmbajtur për transmetimin e sigurt të informacionit midis palëve të
koduara si një objekt JSON. JWT ka fituar popullaritet në masë për shkak të madhësisë së tij
kompakte e cila lejon që argumentet të transmetohen lehtësisht përmes një query stringu,
atributeve të header dhe brenda trupit të një kërkese POST. [10]

Figura 5. Autentifikimi bazuar në token [11]
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3

DEKLARIMI I PROBLEMIT

Duke pasur parasysh sasinë e informacionit dhe nevojën e lartë për siguri të të dhënave,
shumë vende në botë për një kohë të gjatë e kanë bërë implementimin e teknologjisë
softuerike në shërbime shëndetësore në mënyrë që t’i mënjanojnë këto probleme.

Problemi nuk paraqitet vetëm brenda funksionalitetit administrativ të njësive shëndetësore,
mirëpo këtu ndikohet edhe vetë pacienti pasi që qasjen në informata personale dhe shërbime
me mjekë kryhen shumë më vështirë.

Edhe vendi ynë është ballafaquar me këto raste, andaj për një kohë të gjatë është paraqitur
nevoja që të përdoret teknologjia, edhe pse një gjë e tillë ende nuk ka ndodhur plotësisht.
Këto sisteme të reja përveç se ndihmojnë në aspektin e gjerë të funksionalitetit, ato ndihmojnë
edhe në aspekte të vogla të shëndetësisë duke e rritur efikasitetin, mbrojtjen e informatave,
uljen e shpenzimeve si pasojë e zvogëlimit të përdorimit të materialeve administrative të cilat
do të konvertohen në forma digjitale.
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4

METODOLGJIA

Fusha e shëndetësisë paraqet nja gamë shumë të gjerë të funksioneve. Në mënyrë që të
kuptohet ky mekanizëm atëherë është dashur kërkimi në publikime të autorëve të ndryshëm
dhe gjithashtu dhe gjithashtu jemi fokusuar në përvojat e tyre në lidhje me zgjidhjen e këtyre
problemeve të paraqitura.

Duke u referuar sistemeve të tjera të aplikuara ne vende të ndryshme, janë kuptuar shumë
qasje të cilat na ndihmojnë për arritjen e zgjidhjeve të ndryshme si nga aspekti funksional,
por edhe ai zhvillues.

Me anë të krahasimit kemi arritur në përfundime të natyrës se cili nga sistemet e ka pasur
qasjen më funksionale dhe më të lehtë, por janë kuptuar edhe pikat kritike në të cilat janë
shfaqur ato mangësi të sistemeve.

Pas përfundimit të krahasimit dhe marrjes së informatave të nevojshme atëherë kemi ardhur
në përfundimet tona në raport me zhvillimin e sistemit i cili është konform kërkesave të
vendit tonë, por duke u bazuar në përvojat e huaja.
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5

REZULTATET

Pas analizimit të sistemeve shëndetësore në vendin tonë por edhe jashtë, është i arsyeshëm
zhvillimi i një sistemi gjithëpërfshirës i cili ndihmon në shumë aspekte, si qytetarët po ashtu
edhe klinikat dhe spitalet.

Zhvillimi dhe implementimi i këtij sistemi në vendin tonë, në vete përmban shumë arsye të
ndryshme, duke filluar me ndihmën që e bën ndaj pacientëve, të cilët çdo shërbim
shëndetësor tani e tutje do t’i kenë më të lehtë, e deri tek spitalet apo klinikat të cilat do të
kenë më lehtë menaxhimin e tyre si dhe të pacientëve.
Ndër modulet kryesore të këtij sistemi janë:
•

Moduli për pacientë

•

Moduli për përdoruesit e sistemit, stafit mjekësor dhe administrativ

•

Moduli për termine

•

Moduli për shërbime

•

Moduli për raporte të ndryshme

Sistemi është zhvilluar në platformën web pasi është menduar dhe dizajnuar për përdorim
nga të gjitha pajisjet dhe platformat e ndryshme. Për zhvillim, si gjuhë programuese është
zgjedhur gjuha PHP me framework Lumen-in, kurse për zhvillimin e databazës është
përdorur MySQL.
Si e veçantë në zhvillim shihet arkitektura e përdorur, e cila është ajo me mikroshërbime.
Përdorimi i kësaj arkitekture, në vete përmban shumë arsye të ndryshme të cilat janë si:
shpejtësia

dhe

produktiviteti,

fleksibiliteti

në

përdorimin

e

teknologjive

dhe

shkallëzueshmëria, lehtë për zhvillim dhe mirëmbajtje, organizimi i ekipit zhvillues, etj.
Zhvillimi i shërbimeve është bërë në mënyrë të pavarur, derisa për komunikimin mes tyre
është përdorur RestAPI, e cila siguron këtë komunikim duke përdorur metodat e protokollit
HTTP, GET, POST, PATCH, UPDATE dhe DELETE.
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Më poshtë janë të shpjeguara më në detaje duke filluar në aspektin inxhinierik, të zhvillimit
e deri tek rezultati final i ndërfaqeve të sistemit.
5.1

Përshkrimi inxhinierik

Sistemi për menaxhimin e praktikave shëndetësore është një sistem i bazuar në teknologjinë
e web-it. Sistemi është i ndërtuar me mikroshërbime, të cilat fizikisht janë të ndara dhe të
pavarura me njëri tjetrin duke u korresponduar edhe secila nga një bazë të të dhënash. Duke
e përdorur teknologjinë e dokcer-it, këtyre mikroshërbimeve u mundësohet ekzekutimi në të
njëjtën kohë dhe me një ndërfaqe të vetme, duke u shfaqur si një aplikacion i vetëm. Këto
shërbime vendosen në ueb server të ndryshëm, për t’u qasur më lehtë ngado përmes internetit.
Gjithashtu këto shërbime janë të siguruar, përmes autentifikimit me token.

Figura 6. Deployment Diagrami
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5.1.1 Kërkesat funksionale
•

Sistemi duhet të lejoj pacientit të rezervoj terminin nga pajisja e vet, pavarësisht se
ku ndodhet.

•

Sistemi duhet të ketë një ndërfaqe për kyçje

•

Sistemi duhet të ketë disa lloje të roleve me privilegje të caktuara

•

Sistemi në ndërfaqen kryesore duhet të paraqet disa raporte kyçe që i duhen klinikës
në baza ditore

•

Sistemi duhet të lejoj mjekut të zgjedh orarin e tij.

5.1.2 Kërkesat jofunksionale
•

Sistemi duhet të jetë i bazuar në arkitekturën me mikroshërbime

•

Sistemi duhet të jetë aktiv 24/7

•

Sistemi duhet të jetë i qasshëm nga çdo pajisje kompjuterike dhe mobile.

•

Sistemi duhet të ofroj siguri në mbrojtjen e të dhënave
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5.2

Zhvillimi

Në këtë kapitull do t’i përshkruajmë dhe analizojmë pjesën e zhvillimit të aplikacionit, duke
përdorur teknologjitë dhe veglat e nevojshme si: mikroshërbimet, Lumen-in, Docker-in, Gitin, Git Bash-in, MySQL, etj.
5.2.1 Mikroshërbimet
Pas analizave të shumta në lidhje me arkitekturën dhe modelin e zhvillimit, është vendosur
të përdoren mikroshërbimet, të cilat kanë disa përparësi të cekura më lartë në raport me të
tjerët. Për zhvillimin, posaqërisht të këtij sistemi janë zgjedhur disa shërbime apo mund të
quajmë edhe mikroshërbime të cilët janë: shërbimi për pacient, termine (rezervime),
shërbime si dhe për menaxhimin e përdoruesve.

Figura 7. Arkitektura me mikroshërbime
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5.2.2 Krijimi i shërbimeve
Për krijimin e këtyre mikroshërbimeve, si gjuhë programuese është zgjedhur gjuha PHP, me
framework Lumen-in, e cila na lehtëson punën me mikroshërbime. Lumen ndryshe quhet
edhe si “mikro-framework”, që domethënë është e vogël si dhe e shpejtë.
Si vegël për ekzekutimin e komandave të lumenit është zgjedhur Git Bash, e përdorur si
terminal. Komandat për krijimin e projekteve të vogla, në rastin tonë të mikroshërbimeve në
Lumen është si më poshtë:
composer create-project --prefer-dist laravel/lumen PatientsAPI
composer create-project --prefer-dist laravel/lumen AppointmentsAPI
composer create-project --prefer-dist laravel/lumen ServicesAPI
composer create-project --prefer-dist laravel/lumen UsersAPI
composer create-project --prefer-dist laravel/lumen APIGateway
Pas ekzekutimit të këtyre pjesëve të kodit në Git Bash, e gjithë hierarkia dhe varshmëritë e
projektit do të krijohen si file/foldera përkatëse në lokacionet e tyre përkatëse. Bashkë me
këta file-a krijohet edhe një file .env e cila përmban të dhëna të cilat varirojnë prej pajisjes
në pajisje. Si hap i rradhës është editimi i po këtij file-i duke u bazuar në specifikat tona që
posedojmë, si: databaza, hosti, përdoruesi, etj.

DB_CONNECTION=mysql
DB_HOST=127.0.0.1
DB_PORT=3306
DB_DATABASE=patients
DB_USERNAME=root
DB_PASSWORD=
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5.2.3 Krijimi i databazës dhe tabelave

Pasi të është kryer me sukses lidhja me databazat përkatëse, bëhet krijimi i tabelave për çdo
shërbim. Këtë Lumen-i na mundëson duke ekzekutuar vetëm një komandë të cilën e
shkruajmë poashtu në Git Bash.
php artisan create:migration create_patients_table
php artisan create:migration create_appointments_table
php artisan create:migration create_services_table
php artisan create:migration create_users_table
Me ekzekutimin e këtyre komandave për çdo shërbim që kemi, në folderin përkatës krijohen
file-a për migrim të databazës. Si shembull më poshtë është paraqitur pjesa e kodit tek
shërbimi i pacientëve, se si krijohet një tabelë:

<?php
use Illuminate\Support\Facades\Schema;
use Illuminate\Database\Schema\Blueprint;
use Illuminate\Database\Migrations\Migration;
class CreatePatientsTable extends Migration
{
/**
* Run the migrations.
*
* @return void
*/
public function up()
{
Schema::create('patients', function (Blueprint $table) {
$table->bigIncrements('id');
$table->string('firstname');
$table->string('lastname');
$table->string('email');
$table->string('tel');
$table->string('address');
$table->string('city');
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$table->string('zipcode');
$table->timestamps();
});
}
* Reverse the migrations.
*
* @return void
*/
public function down()
{
Schema::dropIfExists('patients');
}
}
Pas editimit të pjesëve të kodit për të gjitha shërbimet sa i përket krijimit të tabelave,
ekzekutohet kodi si në vijim, që këto tabela të krijohen edhe në databazën tonë në MySQL.
php artisan migrate

5.2.4 Krijimi i kontrollerëve

Pas krijimit të databazës dhe migrimit të tabelave në MySQL, hapi i rradhës është të krijojmë
kontrollerët nga ku kontrollohet e gjithë logjika e shërbimeve të aplikacionit. Për krijimin e
një kontrolleri për secilin shërbim, në Git Bash ekzekutohet komanda:

php artisan make:controller PatientController
php artisan make:controller AppointmentController
php artisan make:controller ServiceController
php artisan make:controller UserController
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dhe krijohen file-at përkatës për çdo shërbim, më poshtë është shembulli për shërbimin e
termineve:
<?php
namespace App\Http\Controllers;
use App\Appointment;
use App\Traits\ApiResponser;
use Illuminate\Http\Request;
use Illuminate\Http\Response;
class AppointmentController extends Controller
{
use ApiResponser;
/**
* Create a new controller instance.
*
* @return void
*/
public function __construct()
{
//
}
public function index()
{
$appointments = Appointment::all();
//return $this->successResponse($appointments);
return response()->json($appointments);
}
public function appointmentCounter()
{
$appointments = Appointment::count();
return response()->json($appointments);
}
/**
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* Create a new controller instance.
*
* @return void
*/
public function store(Request $request)
{
$rules = [
'name' => 'required|max:255',
'start_datetime' => 'required',
'end_datetime' => 'required',
];
$this->validate($request, $rules);
$appointment = Appointment::create($request->all());
return redirect("http://localhost:8000/calendar");
}
/**
* Create a new controller instance.
*
* @return void
*/
public function show($appointment)
{
$appointment = Appointment::findOrFail($appointment);
return $this->successResponse($appointment);
}
/**
* Create a new controller instance.
*
* @return void
*/
public function update(Request $request, $appointment)
{
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$rules = [
'name' => 'required|max:255',
'start_datetime' => 'required',
'end_datetime' => 'required',
];
$this->validate($request, $rules);
$appointment = Appointment::findOrFail($appointment);
$appointment->fill($request->all());
if($appointment->isClean()){
return
$this->errorResponse('At
least
Response::HTTP_UNPROCESSABLE_ENTITY);
}

one

value

must

change',

$appointment->save();
return $this->successResponse($appointment);
}
/**
* Create a new controller instance.
*
* @return void
*/
public function destroy($appointment)
{
$appointment = Appointment::findOrFail($appointment);
$appointment->delete();
return $this->successResponse($appointment);
}
}
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5.2.5 Krijimi i routes-ve
Për komunikimin e këtyre funksioneve të krijuara në kontroller, përdorim ’routes’ të cilat na
mundësojnë komunikimin apo ndërlidhjen mes ndërfaqes të përdoruesve dhe pjesës prapa
kodit përmes metodave GET, POST, PATCH, PUT dhe DELETE.

$router->get('/appoints', 'AppointmentController@index');
$router->get('/appoints/counter', 'AppointmentController@appointmentCounter');
$router->post('/appoints', 'AppointmentController@store');
$router->get('/appoints/{appointment}', 'AppointmentController@show');
$router->put('/appoints/{appointment}', 'AppointmentController@update');
$router->patch('/appoints/{appointment}', 'AppointmentController@update');
$router->delete('/appoints/{appointment}', 'AppointmentController@destroy');

5.2.6 OAuth
Pasi sistemi është zhvilluar duke përdorur API, për autentifikimin e tyre është përdorur
shërbimi OAuth.
Si fillim është bërë instalimi i Lumen Pasport, e cila është instaluar pas ekzekutimit të
komandës si në vijim:

composer require dusterio/lumen-passport
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Pas instalimit te paketës Lumen Passport, është modifikuar bootstrap-i, e cila gjendet tek
bootstrap/app.php duke shtuar Laravel dhe Lumen Passport.

// Enable Facades
$app->withFacades();
// Enable Eloquent
$app->withEloquent();
// Enable auth middleware (shipped with Lumen)
$app->routeMiddleware([
'auth' => App\Http\Middleware\Authenticate::class,
]);
// Finally register two service providers - original one and Lumen adapter
$app->register(Laravel\Passport\PassportServiceProvider::class);
$app->register(Dusterio\LumenPassport\PassportServiceProvider::class);
Pasi që është edituar ky file, krijohen tabela të reja të Passport dhe instalojmë encryption keys
duke shënuar komandat në vijim në terminal (git bash):
# Create new tables for Passport
php artisan migrate
# Install encryption keys and other necessary stuff for Passport
php artisan passport:install
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Pas shtimit të tabelave dhe krijimit të encryption key është bërë konfigurimi i file-it
config/auth.php si në vijim:
return [
'defaults' => [
'guard' => 'api',
'passwords' => 'users',
],
'guards' => [
'api' => [
'driver' => 'passport',
'provider' => 'users',
],
],
'providers' => [
'users' => [
'driver' => 'eloquent',
'model' => \App\User::class
]
]
];

Pas konfigurimit të auth.php, është bërë load config file-i tek boostrap/app.php duke shtuar
kodin në vijim:
$app->configure('auth');
Pas përfundimit të konfigurimit të Lumen Passport, është shtuar HasApiToken trait tek User
modeli:
class User extends Model implements AuthenticatableContract, AuthorizableContract
{
use HasApiTokens, Authenticatable, Authorizable;
}
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5.2.7 APIGateway
Për lidhjen dhe sigurimin e të gjitha mikroshërbimeve që janë krijuar, do të përdoret
APIGateway të cilën e kemi krijuar dhe cekur më lartë. Pas krijimit të APIGateway së pari
do të instalohet Guzzle HTTP Client e cila lejon të bëhen HTTP request-a midis shërbimeve
që i posedojmë. Instalimi i paketës Guzzle bëhet duke ekzekutuar komandën në vijim:
composer require guzzlehttp/guzzle

Pas instalimit të Guzzle krijojmë një trait të ri, përmes të cilit do të konsumojmë
mikroshërbimet tona.
<?php
namespace App\Traits;
use GuzzleHttp\Client;
trait ConsumesExternalService
{
public function performRequest($method, $requestUrl, $formParams = [], $headers = [])
{
$client = new Client([
'base_uri' => $this->baseUri,
]);
if (isset($this->secret)) {
$headers['Authorization'] = $this->secret;
}
$response = $client->request($method, $requestUrl, ['form_params' => $formParams,
'headers' => $headers]);
return $response->getBody()->getContents();
}
}

33

Pas krijimit të Trait-it kemi krijuar një konfigurim për mikroshërbimet tona, prej të cilës do
të bëjmë lidhjen mes tyre.
<?php
return [
'patients' => [
'base_uri' => env('PATIENTS_SERVICE_BASE_URL'),
'secret' => env('PATIENTS _SERVICE_SECRET'),
],
'appointments' => [
'base_uri' => env('APPOINTMENTS_SERVICE_BASE_URL'),
'secret' => env('APPOINTMENTS _SERVICE_SECRET'),
],
'services' => [
'base_uri' => env('SERVICES_SERVICE_BASE_URL'),
'secret' => env('SERVICES _SERVICE_SECRET'),
],
];

Pra në konfigurim themi që uri i mikroshërbimeve gjendet në .env file-n:

PATIENTS_SERVICE_BASE_URL=localhost:8001
APPOINTMENTS_SERVICE_BASE_URL=localhost:8002
SERVICES_SERVICE_BASE_URL=localhost:8003

Pas lidhjes së këtyre mikroshërbimeve në API Gateway dhe konsumimit të tyre, kemi krijuar
metodat e shërbimeve, prej të cilave do të bëhen HTTP Requests. Së pari, në folderin app,
kemi krijuar folderin Services. Pastaj kemi krijuar nga një file për çdo shërbim, pra
AppointmentService.php, PatientService.php dhe ServiceService.php.
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<?php
namespace App\Services;
use App\Traits\ConsumesExternalService;
class AppointmentService
{
use ConsumesExternalService;
public $baseUri;
public function __construct()
{
$this->baseUri = config('services.appointments.base_uri');
}
public function obtainAppointments()
{
return $this->performRequest('GET', '/appoints');
}
public function createAppointment($data)
{
return $this->performRequest('POST', '/appoints', $data);
}
public function obtainAppointment($appointment)
{
return $this->performRequest('GET', "/appoints/{$appointment}");
}
public function editAppointment($data, $appointment)
{
return $this->performRequest('PUT', "/appoints/{$appointment}", $data);
}
public function deleteAppointment($appointment)
{
return $this->performRequest('DELETE', "/appoints/{$appointment}");
}
}
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Për të thirrur metodat e shërbimeve, kemi krijuar nga një kontroller për secilin shërbim në
APIGatway:
<?php
namespace App\Http\Controllers;
use App\Appointment;
use App\Traits\ApiResponser;
use Illuminate\Http\Request;
use Illuminate\Http\Response;
use App\Services\AppointmentService;
use App\Services\PatientService;
class AppointmentController extends Controller
{
use ApiResponser;
public $appointmentService;
public $patientService;
/**
* Create a new controller instance.
*
* @return void
*/
public function __construct(AppointmentService $appointmentService, PatientService
$patientService)
{
$this->appointmentService = $appointmentService;
$this->patientService = $patientService;
}
public function index()
{
return $this->successResponse($this->appointmentService->obtainAppointments());
}
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/**
* Create a new controller instance.
*
* @return void
*/
public function store(Request $request)
{
$this->patientService->obtainPatient($request->patient_id);
return $this->successResponse($this->appointmentService>createAppointment($request->all(), Response::HTTP_CREATED));
}
/**
* Create a new controller instance.
*
* @return void
*/
public function show($appointment)
{
return $this->successResponse($this->appointmentService>obtainAppointment($appointment));
}
/**
* Create a new controller instance.
*
* @return void
*/
public function update(Request $request, $appointment)
{
return $this->successResponse($this->appointmentService>editAppointment($request->all(), $appointment));
}
/**
* Create a new controller instance.
*
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* @return void
*/
public function destroy($appointment)
{
return $this->successResponse($this->appointmentService>deleteAppointment($appointment));
}
}

Pra duke thirrur metodat tek Services folderi dhe duke krijuar Controller për secilin shërbim,
mund të bëjmë HTTP requesta dhe lidhje midis shërbimeve. Gjithashtu për të funksionuar
HTTP Requestat kemi krijuar routat e shërbimeve në APIGatway, duke i siguarar ato me
OAuth:
<?php
/*
|-------------------------------------------------------------------------| Application Routes
|-------------------------------------------------------------------------|
| Here is where you can register all of the routes for an application.
| It is a breeze. Simply tell Lumen the URIs it should respond to
| and give it the Closure to call when that URI is requested.
|
*/
$router->group(['middleware' => 'client.credentials'], function () use ($router)
{
$router->get('/appoints', 'AppointmentController@index');
$router->post('/appoints', 'AppointmentController@store');
$router->get('/appoints/{appointment}', 'AppointmentController@show');
$router->put('/appoints/{appointment}', 'AppointmentController@update');
$router->patch('/appoints/{appointment}', 'AppointmentController@update');
$router->delete('/appoints/{appointment}', 'AppointmentController@destroy');
$router->get('/patients', 'PatientController@index');
$router->post('/patients', 'PatientController@store');
$router->get('/patients/{patient}', 'PatientController@show');
$router->put('/patients/{patient}', 'PatientController@update');
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$router->patch('/patients/{patient}', 'PatientController@update');
$router->delete('/patients/{patient}', 'PatientController@destroy');
$router->get('/services', 'ServiceController@index');
$router->post('/services', 'ServiceController@store');
$router->get('/services/{service}', 'ServiceController@show');
$router->put('/services/{service}', 'ServiceController@update');
$router->patch('/services/{service}', 'ServiceController@update');
$router->delete('/services/{service}', 'ServiceController@destroy');
}

5.2.8 Trajtimi i Exception-s (Përjashtimeve)
Për lehtësimin në kuptimin e problemeve të mikroshërbimeve, kemi bërë trajtimin e
përjashtimeve të ndryshme. Për të realizuar këtë shërbim është bërë modifikimi i file-it:
app/Exceptions/Handler.php, duke shtuar kodin si në vijim:
<?php
namespace App\Exceptions;
use Exception;
use App\Traits\ApiResponser;
use Illuminate\Http\Response;
use Illuminate\Validation\ValidationException;
use Illuminate\Auth\Access\AuthorizationException;
use Illuminate\Database\Eloquent\ModelNotFoundException;
use Laravel\Lumen\Exceptions\Handler as ExceptionHandler;
use Symfony\Component\HttpKernel\Exception\HttpException;
class Handler extends ExceptionHandler
{
use ApiResponser;
protected $dontReport = [
AuthorizationException::class,
HttpException::class,
ModelNotFoundException::class,
ValidationException::class,
];
public function report(Exception $exception)
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{
parent::report($exception);
}
public function render($request, Exception $exception)
{
if ($exception instanceof HttpException) {
$code = $exception->getStatusCode();
$message = Response::$statusTexts[$code];
return $this->errorResponse($message, $code);
}
if ($exception instanceof ModelNotFoundException) {
$model = strtolower(class_basename($exception->getModel()));
return $this->errorResponse("Does not exist any instance of {$model} with the
given id", Response::HTTP_NOT_FOUND);
}
if ($exception instanceof AuthorizationException) {
return $this->errorResponse($exception->getMessage(),
Response::HTTP_FORBIDDEN);
}
if ($exception instanceof AuthenticationException) {
return $this->errorResponse($exception->getMessage(),
Response::HTTP_UNAUTHORIZED);
}
if ($exception instanceof ValidationException) {
$errors = $exception->validator->errors()->getMessages();
return $this->errorResponse($errors,
Response::HTTP_UNPROCESSABLE_ENTITY);
}
if (env('APP_DEBUG', false)) {
return parent::render($request, $exception);
}
return $this->errorResponse('Unexpected error. Try later',
Response::HTTP_INTERNAL_SERVER_ERROR);
}
}
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Pra siç shihet çdo exception (përjashtim) përcillet me një response (përgjigje). Për krijimin
e respons-ëve kemi krijuar një trait të ri me emrin ApiResponser.php dhe shtuar metodat në
vijim:
<?php
namespace App\Traits;
use Illuminate\Http\Response;
trait ApiResponser
{
public function successResponse($data, $code = Response::HTTP_OK)
{
return response($data, $code)->header('Content-Type', 'application/json');
}
public function errorResponse($message, $code)
{
return response()->json(['error' => $message, 'code' => $code], $code);
}
public function errorMessage($message, $code)
{
return response($message, $code)->header('Content-Type', 'application/json');
}
}
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5.3

Përshkrimi i moduleve të sistemit

Më poshtë, janë të përshkruara modulet të cilët do të përmbajë sistemi, shkurt dhe qartë duke
u shoqëruar me pjesë të ndërfaqeve të dizajnuara krahas kërkesave të përdoruesit.

5.3.1 Kyçja në sistem
Pas hyrjes në sistem, së pari përdoruesi duhet të kyçet, kyçja në sistemin tonë është e ndarë
në role të caktuara, ku mjeku, sekretari dhe administratori kanë privilegje të ndryshme.

Figura 8. Ndërfaqja për kyçje

Pasi që sistemi përdor mikroshërbime, kyçja realizohet përmes REST API. Por siç e dijmë
REST API nuk është gjithë i sigurt prandaj është përdorur O-Auth, e cila e mundëson kyçjen
në sistem përmes tokenëve, ku çdo përdorues posedon tokenin e tij personal. Pra kyçja në
sistemin nuk mund të bëhet nëse përdoruesi nuk posedon tokenin e caktuar.
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Figura 9. Funksionimi i O-Auth [12]

public function boot()
{
$this->app['auth']->viaRequest('api', function ($request) {
if ($request->input('api_token')) {
return User::ëhere('api_token', $request->input('api_token'))->first();
}
});
LumenPassport::routes($this->app->router);
}
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5.3.2 Ndërfaqja kryesore
Pasi të bëhet kyçja në sistem, si administrator ju mund t’i shihni të gjitha të dhënat dhe
raportet për muajt apo edhe javët e fundit. Gjithashtu mund t’i shihni se sa pacientë, termine,
shërbime dhe përdorues posedon sistemi.

Figura 10. Ndërfaqja kryesore

Në anën e majtë është menyja kryesore, ku ju mund të navigoni dhe të përdorni modulet
kryesore të sistemit dhe të bëni ndryshimet e nevojshme. Të gjitha këto mundësohen përmes
lidhjes me REST API, pra të gjitha të dhënat thithen nga mikroshërbimet e tjera.

44

5.3.3 Moduli i përdoruesve
Tek ndërfaqja e përdoruesve, ne si administrator kemi qasje të shtojmë mjekë, sekretarë dhe
administratorë të tjerë. Siç shihet në foton më poshtë, në krye të faqes kemi një tab ku mund
të navigojmë në tre rolet e përdoruesve që ekzistojnë në sistem. Pas klikimit tek mjekët, ne
mund t’i shohim të gjithë mjekët dhe të manipulojmë me të dhënat e tyre. Pra e njëjta ndodh
edhe me rolet e tjera.

Figura 11. Ndërfaqja e përdoruesve
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5.3.4 Moduli i pacientëve
Tek ndërfaqja e pacientëve, si tek moduli i përdoruesve ne mund t’i shohim të gjithë pacientët
e regjistruar në sistemin tonë. Përveq të dhënave personale të pacientëve, ne si administrator,
mjek, apo sekretar, gjithashtu mund të shohim edhe terniment, ku paraqitet data, ora, mjeku
dhe shërbimi.

Figura 12. Ndërfaqja e pacientëve
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5.3.5 Moduli i termineve
Tek ndërfaqja për termine, ne si mjek/sekretar/administrator, mund t’i shohim të gjitha
terminet per ditën e caktuar, dhe gjithashtu mund të shohim terminet për javët dhe muajt e
caktuar të zgjedhura. Administratori dhe sekretari kanë qasje tek të gjitha terminet e të gjithë
mjekëve, kurse mjeku ka qasje vetëm tek terminet e tij.

Figura 13. Ndërfaqja e termineve

Pas klikimit tek një termin, shfaqet një modal në të cilën mund t’i shohim të dhënat e caktuara
për atë termin.

Figura 14. Pas selektimit të një termini
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Gjithashtu nëse mjeku nuk është ne dispozicion, mund t’a caktoj orarin e caktuar në kalendar,
dhe gjatë asaj kohe nuk mund të krijohen termine.

Figura 15. Pas përcaktimit të pauzës

5.3.6 Modul i shërbimeve
Tek ndërfaqja e shërbimeve, administratori mund të shtoj, ndryshoj dhe fshij shërbime. Tek
shërbimet përfshihet: emri, kohëzgjatja, ku në bazë të saj bëhet llogaritja e kohës së
përfundimit të terminit, si dhe çmimi i shërbimit.

Figura 16. Ndërfaqja e shërbimeve
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5.3.7 Ndërfaqja e pacientëve
Tek ndërfaqja e pacientëve, ata lehtësisht mund të përcaktojnë terminin/rezervimin e tyre në
klinikë, duke e përdorur këtë ndërfaqe, online, nga kudo që janë. Në fillim pacientët zgjedhin
shërbimin dhe mjekun përkatës për atë shërbim, pastaj shfaqet ndërfaqja ku paraqiten sllotat
kohor të cilat janë të lira në atë datë të përcaktuar nga vetë pacientët. Së fundi pacientët
plotësojnë informatat e tyre personale në fushat përkatëse dhe konfirmojnë gjithë procesin.

Figura 17. Zgjedhja e shërbimit
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Figura 18. Zgjedhja e kohës së terminit

Figura 19. Plotësimi i informatave personale
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Figura 20. Konfirmimi i terminit

Figura 21. Pamja e terminit nga ana e mjekut
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6

DISKUTIME DHE PËRFUNDIME

Në këtë punim është analizuar procesi i zhvillimit të sistemit për menaxhimin e praktikave
mjekësore për klinikat dhe spitalet në rajonin tonë. Së pari është bërë analiza dhe krahasimi
me sistemet e ngjashme që përdoren në vendin tonë, si dhe rajon. Krahasimi është bërë në
fokus me teknologjitë dhe arkitekturat e përdorura, për të evituar problemet që ato kishin në
shpejtësi, siguri dhe fleksibilitet. Pas analizave të shumta në arkitekturë, është ardhur në
përfundim përdorimi i saj me mikroshërbime, me të cilën është arritur zgjidhje për: shpejtësi,
fleksibilitet, organizim të kodit, shkallëzueshmëri, etj. Po ashtu këtë arkitekturë e veçon
çështja se shërbimet janë të ndara fizikisht, të pavarura duke mos ndikuar në shërbimin tjetër
dhe duke poseduar bazë të të dhënash të veçanta secila prej tyre.

Për zhvillimin e këtij sistemi, si framework për zhvillim të mikroshërbimeve është përdorur
Lumen-i, përderisa është përdorur stili i arkitekturës REST për komunikim mes tyre. Secili
shërbim është i zhvilluar në mënyrë të pavarur nga të tjerët, me databazë të MySQL, dhe
duke ofruar REST API për shërbimet tjera, për procese të caktuara.

Sistemi për menaxhimin e praktikave mjekësore, në të ardhmen pritet që të aplikohet në të
gjithë institucionet shëndetësore si publike ashtu edhe private në vendin tonë, në mënyrë që
të përmirësohen shërbimet për pacientë dhe të lehtësohet puna e punëtorëve shëndetësor.
Duke ofruar module për secilën prej këtyre kategorive, me modul për pacientë, për termine
online, për shërbime, për përdoruesit e sistemit si dhe për raporte të ndryshme.
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