Abstract-
I. INTRODUCTION
MATLAB [1] is a powerful and widely used commercial software environment for numerical computation, statistic analysis and graphical presentation available for a large number of platforms. Specific toolboxes (i.e., collections of dedicated MATLAB functions) have been developed in the past few years for support in research and education, in almost every branch of engineering, such as, e.g., telecommunications, electronics, aerospace, mechanics and control. As far as robotics is concerned, several toolboxes have been presented in the last decade for the modeling of robot systems [2] - [7] . These simulation tools have been inspired by various applicative scenarios, such as visionbased robotics [5] , [6] and space robotics [3] , and have addressed different targets ranging from industrial [4] to academic/educational [2] , [5] - [7] .
A more challenging problem is to design MATLAB toolkits, offering versatile and high-level programming environments, for motion control of real robots. Some work has been done in this field for one of the first industrial robots, the Puma 560 manipulator [8] , [9] : however this robot is known to have some intrinsic software limitations, especially in realtime applications, which have been overcome by more recent manipulators.
In this paper we will focus on the manipulators produced by KUKA [10] , one of the world's leading manufacturers of industrial robots. KUKA manipulators are designed to cover a large variety of applications in industrial settings, such as, e.g., assembly, material handling, dispensing, palletizing and welding tasks. A specific C-like programming language, called KRL (KUKA Robot Language), has been developed by KUKA for robot motion control. This language is simple and allows comfortable programming. However, it is not suited for critical real-time remote control applications,
The authors are with the Department of Information Engineering, University of Siena, Via Roma 56, 53100 Siena, Italy. List of e-mails: {chinello,scheggi,morbidi,prattichizzo}@dii.unisi.it it does not support graphical interfaces and advanced mathematical tools (such as, matrix operations, optimization and filtering tasks), and it does not allow an easy integration of external modules and hardware (such as, e.g., cameras or embedded devices using common protocols: USB, Firewire, PCI, etc.). A possible way to overcome these drawbacks is to build a MATLAB abstraction layer upon the KRL. A first step towards this direction has been recently taken by a MAT-LAB toolbox called Kuka-KRL-tbx [11] . The authors in [11] use a serial interface to connect the KUKA Robot Controller (KRC) with a remote computer including MATLAB. A KRL interpreter running on the KRC, establishes a bi-directional communication between the robot and the remote computer and it is responsible for the identification and execution of all instructions that are transmitted via the serial interface. Kuka-KRL-tbx offers a homogeneous environment from the early design to the operation phase and an easy integration of external hardware components. In addition, it preserves the security standards guaranteed by the KRL (workspace supervision, check of the final position switches of every robot axis, etc.). However, Kuka-KRL-tbx suffers from some limitations:
• The MATLAB commands of the toolbox are one-toone with the KRL functions: this lack of abstraction may hinder the user from designing advanced control applications.
• The serial interface may represent a limit in real-time control applications.
• The toolbox does not include specific routines for graphical display.
This paper presents a new MATLAB toolbox, called KUKA Control Toolbox (KCT), for motion control of KUKA robot manipulators. The toolbox, designed both for academic/educational and industrial purposes, includes a broad set of functions divided into 6 categories, spanning operations such as, forward and inverse kinematics computation, point-to-point joint and Cartesian control, trajectory generation, graphical display, 3-D animation and diagnostics.
KCT shares with Kuka-KRL-tbx the same advantages and improves it in several directions:
• The rest of the paper is organized as follows: Sect. II provides a comprehensive overview of the functions of KCT. Two examples are reported in Sect. III to show the flexibility of the toolbox in real scenarios. In Sect. IV, conclusions are drawn and future research directions are highlighted.
II. OVERVIEW OF THE TOOLBOX
In this section we will be briefly describe the functions of KCT. The 6 DOF robot manipulator shown in Fig. 1 will be used as a reference along the paper:
T denotes the collection of the joint angles of the manipulator, and (3) relates the coordinates of a 3-D point written in the base reference frame x 0 , y 0 , z 0 , with the coordinates of the same point written in the end-effector frame x 6 , y 6 , z 6 .
In the interest of clarity, the commands of KCT have been subdivided into 6 categories, according to the task they perform (see Table II , next page). The KUKA robot models currently supported by KCT are listed in Table I: up to now, the toolbox has been successfully tested on the KR3, KR5sixxr850 and KR16-2 robots. To establish a connection between the remote computer and the robot controller, KCT provides kctserver, a C++ multi-thread server running on the KRC. kctserver communicates via Eth.RSIXML (a KUKA software package for TCP/IP-robot interface) with kctrsiclient.src, a KRL script which runs the eth.RSIXML client on the KRC and manages the information exchange with the robot manipulator. The MATLAB functions of KCT communicate with kctserver using specific MEX-files (default option) or via MATLAB Instrument Control Toolbox. The server sends the robot's current state to the computer and the velocity commands to the manipulator via kctrsiclient.src, in a soft real-time loop of 15±1 ms (the communication has been temporized to 15 ms in order to have a suitable margin over the 12 ms Eth.RSIXMLv1.0 time loop limit: the ±1 ms uncertainty is currently due to the lack of a hard real-time support platform). kctrsiclient.src is also used to define a HOME position (starting position) for the manipulator. Two classes of constraints affect robot's motion. The hardware constraints depend on manipulator's physics and cannot be modified by the user. On the other hand, the software constraints (established by Eth.RSIXML) can be configured at the beginning of each working session via the functions kctrsiclient.src or kctsetbound (see Sect. II-A for more details). In the following, all the angles will be in degrees and distances in millimeters.
Small Robots (from 3 to 5 kg) KR3 KR5sixxr650 KR5sixxr850
Low Payloads (from 6 to 16 kg) 
A. Initialization
The information relative to the KUKA robots supported by KCT is stored in the MATLAB file kctrobotdata.mat (see Table III ) and can be accessed by typing,
To initialize a particular robot model, it is sufficient to write kctinit('KR3'), where the argument is a string containing the name of the robot selected as specified in kctrobotdata.mat. The function kctsetbound(B) can be used to set the software bounds of the robot. The matrix, are violated. The bounds can be graphically visualized using the function kctgetbound.
B. Networking
After the initialization step, the TCP/IP communication between KCT and kctserver must be established. 
C. Kinematics
The state of the manipulator is stored in a 2 × 6 matrix, called robotstate, containing the current position and roll-pitch-yaw orientation of the end-effector (first row), and the current joint angles (second row). This matrix can be accessed using the following command: robotstate = kctreadstate(). To compute the matrix H 
D. Motion control
KCT provides several functions for point-to-point control and trajectory planning. The simplest task one could require, is to move the robot from an initial to a final configuration defined by robot's joint angles or by end-effector's poses.
T be the final desired joint configuration of the robot. The function, moves to robot from the initial to the desired pose p f using a proportional controller. Note that kctsetjoint and kctsetxyz are user-level routines relying on two lower level functions: kctmovejoint and kctmovexyz. When kctsetjoint is called, the KUKA controller computes the joint velocities necessary to accomplish the requested task using kctmovejoint(qdot). Similarly, when kctsetxyz is called, the linear and angular velocities of the endeffector necessary to achieve the goal are computed via kctmovexyz(pdot).
A graphical user interface, inspired by Robotics Toolbox's drivebot GUI [2] , is loaded by kctdrivegui(), (see Fig. 3 ). The joint angles of the robot can be easily regulated here using six sliders: the corresponding motion of the robot is diplayed via a 3-D animation.
It is very frequent in the applications to deal with trajectories defined by a sequence of Cartesian frames or joint angles. Consider a sequence of n points
T . The following commands, move the end-effector of the robot from point p 1 to point p 3 using a linear interpolation method: a time step tp of 2 seconds between two consecutive points is considered. The third argument of kctpathxyz is a Boolean variable enabling or disabling the visualization of the 3-D trajectory of the end-effector and the time history of the joint angles at the end of the task. The function kctpathjoint is analogous to kctpathxyz: the only difference is that the trajectory is defined here in the joint space instead of the operational space. The first argument of kctpathjoint is a n × 6 matrix Q, whose rows are vectors of joint angles: To immediately stop the robot in the current position, one should first terminate the execution of the motion control functions using ctrl-c, and then type kctstop(). Finally, to drive the robot back to the initial position, KCT provides the function kcthome().
E. Graphics
Three functions are available in KCT for graphical display. The function kctdisptraj(robotinfo) plots the 3-D trajectory of the end-effector, kctdispdyn(robotinfo) plots the time history of the joint angles and kctanimtraj(robotinfo) creates a 3-D animation of the robot executing the requested task. A suite of options (frame's and trajectory's color, frame's dimension, viewpoint, etc.) is available to customize the plot. (see the help of the single functions for more details).
F. Homogeneous transforms
KCT provides a set of transformation functions of frequent use in robotics. Let d ∈ R 3 be a translation vector and α an angle. The functions, 
(e) t = 55s (f) t = 83s III. APPLICATIVE EXAMPLES This section presents two examples demonstrating the flexibility and ease of use of KCT in real scenarios. The first example shows an elementary application of the trajectory control functions (e.g., for painting, welding or assembling tasks). The second example reflects authors' personal interest in robot vision. In fact, the effectiveness of a camera rotation estimation method based on the geometry of planar catadioptric stereo (PCS) sensors [13] is tested using KCT.
The experiments we will present in the next subsections 1 , have been performed using the KUKA KR3 manipulator with KR C3 controller: KCT run on MATLAB v.7.0.1 under Windows XP.
A. Drawing a circle
Suppose we wish to draw the circle,
, on a paper board, with a pen mounted on the flange of the KUKA KR3 manipulator. To achieve this goal, we have first to initialize the robot using the command kctinit('KR3'). To draw the circle, we generated a matrix P of points using the following lines of code: We finally called the function kctpathxyz(P,tp,1), with time step tp = 1. Fig. 4(a) shows the trajectory of the endeffector and Fig. 4 
IV. CONCLUSIONS AND FUTURE WORK
The paper describes an open-source MATLAB toolbox for motion control of KUKA robot manipulators. The KUKA control toolbox (KCT) runs on a remote computer connected with the KUKA controller via TCP/IP: it includes a broad set of functions for kinematics computation, trajectory generation, graphical display and diagnostics. The flexibility and reliability of the toolbox has been demonstrated with two real-word examples.
KCT is an ongoing software project: work is in progress to extend the compatibility of the toolbox to all KUKA industrial robots. We also aim to create a robot simulator for off-line validation of motion control tasks, and extend the functionality of KCT to the Simulink environment. The control of multiple robots is another subject of current research.
