Abstract-The use of generic models in the synthesis of flexible manufacturing systems (FMSs) systems, which allows for rapid modeling and analysis, does not ease the verification task difficulty. Even though generic modules can be verified separately, the verification of the interconnections between modules requires the whole model to be considered. A potential solution is to replace the generic modules with their functional abstractions which realize the external functional behavior of these modules. The number of places and transitions involved in realizing the required functionality is, typically, a fraction of that used to represent complete components. This reduces the complexity of the components of the modeled system, and thus the complexity of the verification model. The verification task can then focus on the correctness of the interfaces, rather then on the internal nature of the components. This paper presents new results that allow for systematic construction of functional abstractions for a class of Petri net models which can be used to represent the primary components of the automated-guided-vehicle-based FMSs.
The recognition of these factors has led to numerous attempts to model and analyze industrial automated systems such as simple production lines, job shops, robotic assembly cells, flexible manufacturing systems (FMSs), etc [25] . However, most of these works were done at academic and research institutions. The notable exception was work by Hitachi Ltd. which developed a Petri-net-based sequence controller [13] . One of the reasons why Petri nets are largely confined to academic and research institutions is the difficulty involved in constructing Petri net models. Constructing Petri net models of systems, especially large-scale systems, is not a trivial task. It requires a great deal of experience. No methodology is yet available which would allow for fully automatic construction of Petri net models. In the past two decades, numerous approaches to the systematic construction of Petri net models of industrial automated systems have been proposed, and the work in this area still continues. These approaches are classified into bottom-up, top-down, and hybrid approaches. The most significant developments adopting the bottom-up and top-down approaches were reported in [14] , [15] , [4] , [22] , [6] , [5] , and [23] . These developments drew substantially from the earlier results proposed in [10] [21] , [11] , [12] , [3] , [18] , [1] , and [8] . The approaches presented in [4] , [6] , [14] , [15] , and [21] have mainly academic value and are not suitable for modeling realistic large scale manufacturing systems. The approaches presented in [5] and [23] are also restricted to small-scale systems. However, these approaches are, by far, the most mature attempts to model systematically manufacturing systems resulting in models which retain the required correctness properties. A comprehensive overview of these approaches is provided in [2] . In the mentioned approaches, the modeling effort concentrates on the construction of Petri net models of systems which retain the required correctness properties irrespective of the modeling stage and the adopted technique. These techniques, however, require the designer to be able to project the constructed Petri net structures onto structural and functional properties of the systems modeled. This, however, is not a trivial task, as indicated by applications restricted to very simple systems. For this reason, these approaches have mainly academic value, although they provide a framework for systematic construction of reusable models.
From our observations, at the requirements specification stage, the customer or system developer tends to concentrate on the global functionality of the system, which involves the functionality of the constituent components and interactions between components. The synthesis of a design model of a 0278-0046/$20.00 © 2005 IEEE system with a focus on its global functionality would benefit from using objects representing typical components of industrial automated systems. To address this issue, functionality of selected primary components of an automated-guided-vehicle (AGV)-based FMS were defined in [27] , based on the study of components of actual systems. This functionality reflects invariant functional properties of these components, represented at a certain level of abstraction. Petri net models representing functionality of these components were introduced in [26] . The availability of these generic models allows for rapid construction of models of FMSs and subsequent analysis focusing on the major functional properties of these systems, as well as their approximate performance. The knowledge of the approximate performance helps at the early stages of a system design to select these alternatives which are likely to meet the performance requirements. The level of detail of the models can be increased at the later design stages to suit specific application domains.
The use of generic models, however, does not ease the verification task difficulty. Even though a design model of a system can be constructed fairly rapidly by using predefined objects, checking the model for its logical correctness may still be a computationally and intellectually challenging task. Although, the logical correctness of the individual objects can be established separately (from other objects), the need to check the correctness of the interactions (interfaces) between objects requires the whole model of the system to be considered. This is due to the fact that specific facets of the modeled system functionality are realized by specific facets of the individual objects functionality and certain interactions among those objects. Thus, the complexity of a design model may be such that the model is no longer amenable to analysis by inspection, or even computer-assisted analysis.
An approach abating the verification task difficulty by reducing complexity of design models was proposed in [26] . This approach is based on replacing objects in the design model with their functional abstractions. Functional abstractions represent external functional behavior, or functionality, of the objects. This functionality defines the way an object responds to its inputs. Functional abstractions of objects, obtained using the approach presented in [26] , employ less places and transitions then the actual objects to realize the required functionality. By replacing in the design model objects by less complex functional abstractions, the number of places and transitions can be substantially reduced. As a consequence, the number of place (transition) invariants, and places (transitions) in the corresponding invariant supports, and the size of the reachability set can be substantially reduced as well. As a result, the verification task difficulty can be eased substantially. Since functional abstractions of objects retain the functionality of the actual objects the verification effort can focus on the correctness of the interactions among components of the system, without paying attention to the correctness of the components themselves. An additional advantage of using functional abstractions is the compact representation of the model of a system. This helps to comprehend architecture and functionality of complex systems. In addition, if the size of the net permits, when using Petri nets to represent design models, it allows one to analyze dynamic behavior of the system and conduct validation of the interfaces between components by using interactive graphical simulation.
The technique proposed in [26] is restricted to objects with a particular type of interaction with environment (or more precisely, a model of the environment with which the object interacts with interfaces), or other objects. In general, for the models proposed in [24] , this is a valid assumption. However, this type of interaction is too restrictive to model realistic systems. For this reason, in this paper, we demonstrate the applicability of this technique to other types of interaction with the environment, or objects. These extensions allow to construct functional abstractions of Petri net models of more realistic, in terms of their functionality, components of flexible manufacturing systems, and other systems as well. At this development stage, this method is restricted to a class of Petri net models which allows for representing unidirectional flow of physical resources and control information/data. This property is characteristic of the primary components of automated guided vehicle based flexible manufacturing systems, Petri net models of which were introduced in [27] . A description of this class of Petri net models is provided in Section II. In order to introduce the concept of functionality of an object and represent it in a form of functional abstraction, temporal Petri nets [20] were adopted in this work. The description of functionality, or external functional behavior of an object, requires the concept of eventuality to be introduced. As this property cannot be expressed using ordinary Petri nets, temporal Petri nets are used in our work. Temporal Petri nets are overviewed in Section III. The concepts of functionality and functional abstractions are discussed in Section IV. The application of reduction techniques to the construction functional abstractions is presented in Section V. Techniques allowing for systematic construction of functional abstractions are introduced in Section VI. Finally, in Section VII, an example of applying the techniques to obtain functional abstraction of a Petri net model of a machining station is presented.
II. A CLASS OF PETRI NET MODELS
Many components of automated manufacturing systems can be viewed, at a certain level of structural abstraction, as a collection of space resources, such as buffers, machining areas, etc. In addition, they can also be characterized by an unidirectional flow of physical resources and (control) information/data. For instance, parts are delivered to a machining station, and removed from the station after machining. The information incoming to a subsystem may result in the execution of the operations internal to this subsystem, thus changing its state, or in the release of the requested physical resources or information/data. The released information, if it is a request for a resource, may result in the requested resource to be allocated to the subsystem. This also points to the fact that the progression of the unidirectional flow of resources may be controlled by the components themselves or a mix of events external to the components and components themselves.
This view of the manufacturing system components is reflected in the structure of a class of Petri net models which are discussed in this section. This class includes two types of models. Models which are composed of one or more subnets which are shown in Fig. 1(a) , and models which are composed of one or more subnets shown in Fig. 1(b) . Fig. 1 also shows the input and output interface places and , respectively. These are the places via which the model interacts with its environment. The first subnet [ Fig. 1(a) ] can be used to describe the primary components which can handle one part type. In place transition Petri nets, adopted in this work, tokens have no identity. To construct a model of a primary component which can handle one part type only, the subnets are combined into a model by sharing transitions in a way as shown in Fig. 2 . In Fig. 2 , two subnets were combined together into a larger subnet or model reflecting desired functionality. It should be noted that the composition of the interface places associated with the common transition should reflect the required functionality. Thus, after merging all interface places associated with the merged transitions may be retained, or some of them, or none. The second subnet [ Fig. 1(b) ] can be used to describe the primary components which can handle different part types. As already mentioned, in place transition Petri nets, adopted in this work, tokens have no identity. This identity, however, is required to distinguish amongst different types of parts. Thus, in order to obtain a Petri net model of a primary component that can handle part types, Petri net models of the primary component that can handle one part type only can be combined into a single net. This is achieved by the sharing of common places resulting in place ., as shown in Fig. 1(b) . If we consider subnets which are shown in Fig. 1(a) and combine them by sharing places which correspond to place , then the subnet shown in Fig. 1(b) will be obtained. It will be explained further in this section why merging involves places which correspond to place in Fig. 1(a) . Petri net models of the primary components represent flows of two types of objects. These are atomic and compound objects. The atomic objects represent physical resources, such as carts, pallets, tools, etc., as well as control information, data, etc. The flows of atomic objects which represent physical resources are modeled by one or more separate paths. These paths always begin with an input interface place and end with an output interface place, and do not contain any loops. For instance, in the model of a machining station, Fig. 3 , the flow of parts is represented by a single path. Parts enter the station, are machined and then removed (this is discussed later in this section). In the same model, the flow of carts is represented by two separate paths. Carts after unloading are returned to the central storage or material handling system. After machining of parts is completed, carts are delivered to the machining station, loaded, and leave the station. In Fig. 1(a) , a single path of flow of an atomic may be represented by a path involving input interface place , transition , internal place , transition , and interface output place . In Fig. 1(a) , two separate paths of flow of an atomic object may be represented by a path which contains input interface place , transition , and output interface place . The other path may be represented by input interface place , transition , and output interface place . The flow of the atomic objects which represent control information/data is modeled by two types of paths. Paths that begin and end with a transition, and paths that begin with a transition and end with an output interface place. The former type represents the flow of the control information which is internal to the model. Each place that belongs to the path of this type has one input and one output transition only. This path realizes control of the progression of the flow, internal to the model, of physical resources. In Fig. 1(a) , this path is represented by transition , internal place , and transition . To explain this, consider Fig. 2 . A token present on the input interface place may represent an area through which parts enter machining station, for instance. The progression of the flow of a token along the path which involves , , , , , , and is controlled by the presence of tokens on places and . The presence or absence of tokens on those places is controlled by the temporal characteristics of the activities which are modeled by the net. Places and in Fig. 2 model space resources of a component. For instance, in a machining station, they might be pallet input storage area, machining area, pallet output storage area, etc. The capacity of the space resources is typically limited. The machining area of a machining station may have space for one pallet only, for instance, whereas pallet input and output storage areas may have a much higher capacity. For this reason, a progression of a token through places which represent space resources must be controlled to reflect their storage capacity. In Fig. 2 , this is achieved by the presence or absence of tokens on places and . This explains why places corresponding to place in Fig. 1 (a) are merged to result in place . In Fig. 1(b) , places represent the same space resource, though associated with a different type of parts. The maximum number of tokens on place represents the capacity of this space resource. The other type of paths (paths that begin with a transition and end with an output interface place) describes the flow of the control information which represents, in general, a request for a service or resource. This control information is released to the environment of the model; it will be called in this paper the request control information. Paths of this type are modeled by a transition, output interface place, and a directed arc. In Fig. 1(a) , this may be represented by a path which involves transition and output interface place . The compound objects involve two or more atomic objects. An example of a compound object is the pair "request control information-flow of a physical resource". For the class of Petri net models discussed in this paper, the path of flow of a compound object consists of two separate sections. For instance, in Fig. 2 this may be represented by the following two separate paths , , and , . The first path may model a request for a physical resource and the second a requested resource delivered.
To illustrate these concepts, an example of a machining station will be used. The description of functionality of machining station can be found in [27] . The Petri net model of a machining station that can handle one part type is shown in Fig. 3 . This station comprises a number of space resources; input and output storage areas for pallets, a machining area, cart unload and load areas, and a cart departure area. In this model, it is assumed that the cart unload, load, and departure areas, as well as the machining area, can accommodate only one physical object. A maximum of one token is allowed to be present in places MA-S, LDA-S. The input and output storage areas for pallets can accommodate more than one pallet. A maximum of tokens are allowed to be present in places ISA-S, OSA-S at a time. In the model shown in Fig. 3 , a pallet present in the unload area (a token is present in place ULA) is removed from the cart (operation represented by firing transition UL) and transferred into the input storage area (place SA-IN), provided that there is a space in this area (at least one token is present in place ISA-S). The empty cart is then removed from the unload area (a token is present in place ULA-EC). If the machining area is empty (a token is present in place MA-S), then a pallet is moved (modeled by firing transition TO-MA) to this area (a token is present in place MA1), and the request for a set of tools is generated (a token is present in place RQ-T). Once the set of tools has been delivered to the machining area, the parts are being machined (represented by firing transition M). After machining (a token is present in place MA2), the pallet, loaded with machined parts, is moved to the output storage area (a token is present in place SA-OUT), provided that there is a space in this area (at least on token is present in place OSA-S). When the pallet is moved to the output storage area (modeled by firing transition TO-SA), a request for an empty cart is generated by the machining station (a token is present in place RQ-EC). Also, the set of tools is released by the machining station (a token is present in place T-REL). The delivered empty cart (a token is present in place EC-DEL) is loaded with a pallet in the load area (modeled by firing transition LD), provided that this area is empty (a token is present in place LDA-S). After loading, the cart is moved from the load area (place LDA) to the cart departure area (place DA). This event is modeled by transition TO-DA. In order to obtain a Petri net model of the machining station that can handle part types, Petri net models of the machining station that can handle one part type can be combined into a single net. This is achieved by the sharing of common places; ISA-S, MA-S, OSA-S, and LDA-S.
In this model, one can distinguish paths of flow of four objects. These objects are pallets (the movement of parts can be identified with the movement of pallets, assuming that each type of parts is allocated a dedicated group of pallets), carts, the request for a set of tools-the requested set of tools delivered, and the request for an empty cart-requested empty cart delivered. The last two objects are compound ones, representing the pair request for a resource ( It was mentioned that the progression of the unidirectional flow of resources may be controlled by the components themselves, or a mix of events external to the components and components themselves. If places and are removed from Fig. 2 , then the progression of the flow of tokens along the path formed by , , , , , , is clearly controlled internally by the presence or absence of tokens on places and . In the case of timed Petri nets, this would also depend on temporal characteristics of transitions , , and . However, with places and retained, the progression of the flow of tokens depends also on external events, in addition to the presence or absence of tokens on places and . This is because firing of transitions and depends on the presence of tokens on the input interface places and . Let us assume that the net shown in Fig. 2 is a part of a larger net, with places and connected to the rest of the net via transitions which are live. The presence of tokens on these two places can be determined by some (random) process reflecting dynamics of the rest of the net. Another way to ensure the presence of tokens on places and may involve a mechanism, reflected in the net structure, which ensures the presence of tokens on these two places only if they are required to progress the flow of tokens in the net shown in Fig. 2 . This would, obviously, reflect some functionality of the modeled system. Using the example of a flexible manufacturing system, a machining station would generate request for empty carts to load pallets with machined parts. In the net of Fig. 2 , the request would be modeled, for instance, by transition and place . Delivered cart represented by place connected to transition which models some activities involving the delivered cart. Those two paths constitute a compound object. A token would eventually appear on place as a result of a presence of a token on place , and some mechanism realized by the environment to which the net of Fig. 2 is interfaced.
In this paper, the discussion and the proposed method for systematic construction of functional abstractions of Petri net models of components are restricted to the latter type of control of progression of the unidirectional flow of resources within the components.
III. TEMPORAL PETRI NETS
This section presents an overview of a class of Petri nets, temporal Petri nets (TPN), which were introduced in [19] and [20] . This class uses a variant of propositional temporal logic of linear time [7] , [9] , [16] as a language for specifying the temporal constraints on the behavior of a Petri net. The temporal Petri net is a pair ; where is an ordinary Petri net as defined in [17] , and is a formula having the following syntax. 1) Propositions: , , and , where and , are atomic propositions. 2) Atomic propositions are formulas.
3) If and are formulas then so are , , ,
The atomic propositions , and mean that there is at least one token in place in the current marking, transition is firable in the current marking, and transition fires in the current marking, respectively. Symbols , , , and represent the Boolean connectives. The formula , " next ", means that becomes true in the next marking. The formula , "henceforth", means that becomes true in every marking reached from the current marking. The formula , "eventually", means that becomes true at some marking reachable from the current marking. The formula , "precede", means that becomes true prior to becoming true in some marking reachable from the current marking. The formula , "either-or", means that becomes true prior to becoming true, or becomes true prior to becoming true, in some marking reachable from the current marking. Let , where is the set of all (finite and infinite) sequences of elements of .
is the set of all finite sequences of elements of , including the empty element . is the set of all infinite sequences of elements of . Let The formula of a temporal TPN imposes restrictions on possible firing sequences of PN. The possible firing sequences from marking can be defined as follows . The following two properties of TPN, and , which can be easily proved, will be used in this paper: implies ; implies . In addition, we will use a proposition which was proved in [21] . For any firing sequence from , if transition is firable in , (is firable until) eventually fires. Since the Petri net models proposed in [24] are composed of subnets shown in Fig. 1 , this proposition is valid for those nets as they do not contain any conflict sets.
IV. FUNCTIONALITY AND FUNCTIONAL ABSTRACTIONS
As mentioned in the introduction, the concept of behavioral functional abstractions was introduced in order to ease the verification task difficulty of models of complex systems. In addition, the resulting compact representation of the models may allow one to study dynamics of the modeled system by using interactive graphical simulation of the model.
The concept of functionality is fundamental to the requirements specification. The main function of the requirements specification stage is to identify how the system to be develop is to respond, in terms of affecting its environment, to inputs generated by the environment. In a sense, the focus is on inputs generated by the environment, and the desired changes in the environment states as a result of these inputs. It is mostly the function of the design stage to develop a mechanism which would realize this input-output relationship. This input-output relationship is called functionality. In Petri net models, this input-output relationship, in general terms, defines distribution of tokens on the output interface places in response to distributions of tokens on the input interface places. Temporal aspects of these distributions have to be also considered.
In the remaining parts of this section, we will introduce some properties of the TPN representation of the primary components. These properties will be used later to define in general terms the functionality of those components. However, before we introduce those properties, we will attempt to introduce the functionality concept in an intuitive way. For this, we will use Fig. 4 . As mentioned in Section II, places of this model can be partitioned into interface places and internal places to the model. The interface places can be further partitioned into interface input places , and interface output places . The interface input place is the input place of the first transition of the model. The presence of tokens on this place results in firing of transition . This firing start progression of a token through places internal to the net. This progression ends with firing of the last transition of the net, , and a token being deposited on place which is the output place of . The focus in this paper is on models in which progression of a token through places internal to the model is controlled, in addition to control paths internal to the model, by the interaction of the model with its environment which is represented by the paths of flow of compound objects. As a result, the interface input places may belong to paths of flow of compound objects. In the net shown in Fig. 4 , there are three paths of flow of compound objects. The path represented by , , , and is one of them. Firing of results in tokens to be deposited on places , and . The presence of tokens on these three places results from the presence of a token on input interface place . Firing of depends on the distribution of tokens on places internal to the model; , ,
. After transitions and fire, a token is present on input interface places and , respectively. The presence of a token on place results in a token to appear on place , after fires. After fires, there is a token present on places and . Subsequently, and then fire resulting in a presence of a token on place . After careful examination of the dynamics of the net, by focusing on the presence/absence of tokens on the interface places only, one can notice a certain pattern. For instance, presence of a token on place will eventually result in a presence of tokens on places , , and . Then, presence of a token on place will result eventually in a presence of a token on place . Finally, the presence of a token on place and place will result in a presence of a token on place . By observing the interface places, one can identify groups of interface input places which when hold tokens on them will eventually give rise to the presence of tokens on groups of interface output places. For instance, the presence of a token on interface input place will eventually result in a token present on places , , and , once fires. In addition, one can establish an order in which tokens appear on interface input places of different groups. For instance, if is one group and belongs to another one, then, from the net, a token appears on always before it appears on . These observations will be used to formally describe functionality of the primary components.
Let be a set of interface places; be a set of interface input places; be a set of interface output places; such that . From the overview of the net functionality, the set of interface output places, , can be partitioned into two disjoined sets and ; . , , is a set which includes interface output places which are associated with paths of flow of compound objects as well as interface output places of the last transition of the net. It includes at least one element, one interface output place of the last transition of the net. , , is a potentially non empty set of other interface output places; e.g., places which are not associated with requests, or output places of the last transition of the net. This set can be empty. , and . The partitioning process starts with places which are output places to the first transition in the net and progresses toward the places which are output places of the last transition of the net.
Property 1 states that the set of interface output places, , can be partitioned into non empty disjoined sets, , , in such a way that for any two sets tokens appear on all of the places of one set before they appear on places of the other set. This property allows one to establish partial and global order in which tokens appear on places of the sets. The set contains places which are output places of the first transition in the net. The set contains places which are output places of the last transition in the net.
Property 2: Let , , , and ; , and . There exist no interface output places which belong to , and there exists no interface input place which belongs to , for which the following property holds and for every , , , and . Property 2 provides a criteria for partitioning the set of interface output places into sets as stated in Property 1. For instance, in Fig. 4 , when applying this property, places , and belong on the same set. Trying to enlarge this set by adding place would violate this property. This is because of the existence of place . Presence of a token on place would eventually resulted in the presence of a token on place . This in turn would result in a token to be deposited on place , once transition fires. Thus, and cannot belong to the same set, as per Property 2.
Property 3: Let ; , and . The following holds or and for every , , and . The interpretation of Property 3 is that for any interface output set, and any two places in this set, a token appears on the two places always in the same order or concurrently. This is illustrated in Fig. 4 . Places , , and belong to the same set of interface output places. In this set, a token appears concurrently on and , and prior to a token on . Property 4: The set of interface input places can be partitioned into nonempty disjoined sets:
; where , and , and , such that given , and , , the following holds ; for all , , and all , , for , and . The partitioning process starts with places which are input places to the first transition in the net and progresses toward the places which are input places of the last transition of the net.
The interpretation of Property 4 is the same as that of Property 1. However, it applies to interface input places. The set includes input places to the first transition of the net.
Property 5: Let , , and ;
, and . There exist no interface input places which belong to , and there exists no interface output place which belongs to , for which the following property holds and for every , , , and . Property 5 provides a criteria for partitioning the set of interface input places into sets as stated in Property 4. For instance, in Fig. 4 , when applying this property, places , belong on the same set. Trying to enlarge this set by adding place would violate this property. This is because of the existence of place . Presence of a token on place would eventually resulted in the presence of a token on place . This in turn would result in a token to be deposited on place , once transition fires. Thus, and cannot belong to the same set, as per Property 4.
Property 6: Let ; the following holds , for every , and every . Property 6 states that within a set , tokens may appear on any two places, , , in any order, which is determined by the firing sequence. This illustrated in Fig. 4 . In this figure, places and belong to the same interface input set. The firing sequence will result in a token to appear on prior to a token to appear on . On the other hand, the firing sequence will result in the opposite order. Property 7: Let , , and , where is the number of interface input sets; , , and , where is the number of interface output sets. The following holds for every , , and . The interpretation of Property 7 is that tokens appear on all places of interface input set, indexed by , prior to tokens to appear on places of interface output set, indexed by , if . This property establishes partial and global order in which tokens appear on places of interface input and output sets.
Proof: To prove this property, it is sufficient to consider the relationship between interface input and output sets for the first two interface input and output sets. Let , , and , . From Property 1 and Property 4, and observations arising from the two properties. The set includes input places to the first transition of the net. The set contains places which are output places of the first transition in the net. Thus, the following holds: (1) Given the assumption that the discussion is confined to the nets in which the progression of the token is controlled, in addition to internal mechanism, by the interaction with the net environment which is represented by the paths of flow of compound objects, and given Property 1 and Property 4, the following is true:
Given Property 1 and Property 4 and (1)-(3) the following holds:
The same reasoning can be used to prove the property in the general case.
In the case of , Property 7 identifies a pair of sets of interface input and output places for which the presence of tokens on the places of the interface output set results directly from the presence of tokens on places of the interface input set.
Property 8: Let , , and , where is the number of interface output sets; , , and , where is the number of interface input sets. The following holds for every , , and . The interpretation of Property 8 is that tokens appear on all places of interface output set, indexed by , prior to tokens to appear on places of interface input set, indexed by , if . This property establishes partial and global order in which tokens appear on places of interface output and input sets. Proof of Property 8 is similar to the proof of Property 7.
In case of , Property 8 identifies a pair of sets of interface output and input places for which the presence of tokens on the places of the interface input set results directly from the presence of tokens on places of the interface output set.
To illustrate the above properties, we consider Fig. 4 . The set of interface input places can be partitioned, using Properties 4-6, into three disjoined sets as follows: , , and . The set of interface output places can be partitioned, using Properties 1-3, into three disjoined sets as follows: , , and
. The presence of tokens on places , , directly depends on the presence of a token on place
The presence of a token on place directly depends on the presence of a token on place Finally, the presence of a token on place directly depends on the presence of a token on places , and . All the output places, except for place , are type of places which belong to paths of flow of compound objects.
Definition: Functionality of the the primary components as described in Section II of this paper is defined by Properties 1-8 of the TPN representation of these components.
Properties 1-8 identify the sets of interface input and output places and the order in which tokens appear on places of those sets.
Functional abstractions of objects, in general, are constructs which capture the functionality of the objects without replicating the objects' actual mechanisms realizing this functionality. This is achieved with much less elements, whatever nature of these elements. In case of Petri net models, they are places, transitions, and interconnections. In the approach described in [26] , the inner working of functional abstractions no longer bears any resemblance to that of the actual objects they represent. However, as mentioned at the beginning of this section, this is of no concern for verifying the correctness of the interactions between objects in a design model.
Let us define functional abstractions of Petri net models, in general terms. Let be a Petri net model of an object. Let be a set of interface places of the model. By interface places we understand places via which the model interacts with its environment. Let be a set of internal places of the model. Thus;
, and . Let be a set of transitions of the model; where , and . In addition, let be the functionality of the object represented by PN. Also, let be a functional abstraction of the Petri net model, PN, of the object. Let be a set of interface places of the functional abstraction. Let be a set of internal places of the functional abstraction. Thus; and . Let be a set of transitions of the functional abstraction; where , and . Let be the functionality of the functional abstraction of PN.
Definition: Functional abstraction, , of a Petri net model, PN, of an object is a Petri net with the following properties:
• ; identical sets. In Case b), ; PN and its functional abstraction, , are identical. The functionality of PN cannot be represented by any other construct then PN itself. (In approach presented in [26] , that implies that no reduction of PN is possible which would retain the required functionality). This definition applies to functional abstractions obtainable by using approach described in [26] . As the method is based on the net reduction, the elements of the functional abstraction-except for interface places-no longer represent any structural or functional properties of the original model.
The functional abstraction of a Petri net model should include all interface places of this model. The reason is that the interaction between the model and its environment is achieved via these places. The interface places are also the terminating places of the paths of flow of the physical resources, and control information which represents requests for resources (service). These paths provide connections between the input and output interface places, and are essential for the correct implementation of the external functionality of the model. From Fig. 4 , the presence of a token on places and results from the presence of a token on place . If transition represents some activity, spanning certain period of time, then the tokens will appear on places , after exactly this period of time. However, in order to study the correctness of the interfaces between components, the exact duration of the delay time between a time instant a token appears on place and a time instant a token appears on places , , as a result, is irrelevant. What is relevant is the fact that a token appears on places , as a direct result of the presence of a token on place . This bring us to the concept of eventuality which was mentioned in the Introduction section of this paper. Informally, this aspect of the net functionality can be expressed in the following way. If there is token on place , then eventually there will be a token on places and . To capture the eventuality concept, we used TPN, described in Section III, as this concept cannot be described by ordinary Petri nets. Furthermore, from Fig. 4 , the presence of a token on place will result in tokens appearing on places and , and then on place . This is expressed by Property 3. This temporal separation between the appearance of tokens on places and , and, then, on place is due to transition which may represent some physical activity. Otherwise, tokens appear on all these places at the same time. Again, this temporal separation is irrelevant for studying the correctness of the interfaces, or correctness of the path of flow of some resources/information in the model of a system. It should be noted here that this assumption is valid for the nets composed of subnets representing functionality as defined in this section. It may not be valid for nets involving other functionality types. Thus, this separation is omitted in the functionality description of this particular aspect of the functionality of the net of Fig. 4 . As a result, informally, this aspect can be expressed in the following way. If there is token on place , then eventually there will be a token on places , , This approach was adopted in [26] to formulate an algorithmic approach for obtaining functional abstractions. For the net shown in Fig. 4 , a complete informal description of the net functionality can be expressed in the following way. If there is token on place , then eventually there will be a token on places , , The presence of a token on place , will eventually result in a token on place . Finally, the presence of tokens on places , , will eventually result in the presence of a token on place .
V. APPLICATION OF REDUCTION TECHNIQUES TO CONSTRUCTION OF FUNCTIONAL ABSTRACTIONS
It has been mentioned on a number of occasions in this paper that Petri net models of the primary components represent flows of two types of objects. These are atomic and compound objects. The atomic objects represent physical resources, such as carts, pallets, tools, etc., as well as control information, data, etc. The flows of the atomic objects which represent control information are modeled by two types of paths. Paths that begin and end with a transition, and paths that begin with a transition and end with an output interface place. The former type represents the flow of the control information which is internal to the model. Each place that belongs to the path of this type has one input and one output transition only. This path realizes control of the progression of tokens along the sequence of places and transitions which constitute the path of flow of atomic objects representing physical resources. This control mechanism is directly associated with the availability of the space resources in the modeled component. This has been extensively discussed in Section II. It has been also mentioned that the progression of tokens along this path is controlled, in addition to the above mentioned mechanism, through the interaction of the model with its environment. This is represented by the paths of flow of compound objects. As the focus is on functionality, and not on exact timing of events, the paths of flow of atomic objects which represent control information involved in the progression of tokens can be removed from the net without affecting its functionality. This is equivalent to removing place P in Fig. 1(a) . As a result, the generic model consists of the sequences of places and transitions which constitute the path of flow of atomic objects representing physical resources and paths of flow of compound objects.
In order to minimize the number of transitions and places comprising remaining paths of flow, the path structural reduction techniques can be used [8] . However, the application of these techniques needs to be used in a selective manner so that a reduced model retains functionality of the original one. Since, in this work, description of functionality involves distributions of tokens on groups of interface input and output places, the path reduction will apply to sequences of transitions and places internal to the model which are delimited on both sides by transitions. These sequences will be replaced by macro-transitions. In the remaining parts of this section, we identify a restriction on the use of the mentioned reduction technique, so the functionality is retained.
Without losing generality, the model of Fig. 5 will be considered. Fig. 5 shows a Petri net which has three input and three output interface places. The required external functionality of this model can be informally described as follows. If there is a token in place , then eventually there will be a token in place , and in place . If there is a token in place and place , then eventually there will be a token in place . In this model, the sequences , , , , , and , , ,
, represent the paths of flow of compound objects. Where and represent, possibly, a sequence of places and transitions. The presence of a token in places and will eventually result in the presence of a token in places and , respectively. By using Properties 1-3 and Properties 4-6, the net shown in Fig. 5 can be decomposed into the following disjoined sets of interface input and output places: , ;
, . The functionality will be described by temporal logic formulas. These formulas are based on the same variant of a prepositional temporal logic of linear time as adopted in TPN; [7] , [9] , and [16] . Thus, the syntax and meaning of the temporal logic formulas are similar to those as described in point 3, in Section III, though, in Section III, it was put in the context of Petri nets. To provide an explicit link between functionality representation expressed by using temporal logic formulas and Petri net models, the same labels are used to tag interface places in Petri net models, as well as to represent the corresponding temporal logic formulas. The following formulas specify the functionality of the net shown in Fig. 5: (5) (6) First, the path reduction is applied to the sequence comprising , , , and , , . Path , , is delimited by transitions which are connected to places which belong to interface output set. Path , , is delimited by transitions which are connected to places which belong to interface input set. Fig. 6 shows the reduced net.
Lemma 1: The reduced net shown in Fig. 6 retains the external functionality of the original net.
Proof: By analyzing the behavior of the net, assuming that initially there is a token in place , we have:
Equation (7) and yield (8)
Equations (7) and (8) and and yield (9) (10) Equation (10) and yield (11) Fig. 6 . Reduced net.
Using (10), (11), , and we have
Equation (13) and yield (14) and using (13), (14), , and we have
Equation (16) and yield (17) and using (16) , (17), , and we have (18) The reduced net shown in Fig. 6 retains the external functional behavior of the original net, as indicated by (9) and (18) . By inspection, the net shown in Fig. 6 is consistent with Properties 7 and 8. Next, the path reduction step is applied to the sequence comprising , , . This path is delimited by transitions which are connected to a place which belongs to interface output set and a place which belongs to interface input set. Both places belong to the path of flow of a compound object. Fig. 7 shows the reduced net.
Lemma 2: The reduced net, shown in Fig. 7 , does not retain functionality of the original net.
Proof: Let us assume that there is a token on places and after fires, given a token present on in the initial marking. For to fire, a token would be required to be present on . Thus,
Equation (19) and yield (20) Equations (19) and (20) and and give (21) Equation (21) contradicts the requirements expressed by the formulas and of the original net. The reduced net shown in Fig. 7 does not retains the external functional behavior of the original net, as indicated by (21) . By inspection, the net shown in Fig. 7 is not posses Properties 7 and 8. If path segments , and , represent, in the net shown in Fig. 5 , a request for a resource and the requested resource delivered, respectively, then (21) states that a resource is delivered even if it is not requested. From another angle, delivery of a resource is a necessary requirement for the request for this resource to be generated.
The above analysis shows that the reduction step can be applied only selectively without affecting functionality. The sequences to which this technique cannot be applied involve delimiting transitions where one transition is connected to a place which belongs to interface output subset and the other transition connected to a place which belongs to a interface input subset. Or, transitions which belong to the paths of flow of compound objects. This observation was a basis for the formulation of an approach, presented in [26] , allowing for systematic construction of functional abstractions of the primary components. For detail of the approach we refer the reader to [26] .
VI. SYSTEMATIC CONSTRUCTION OF FUNCTIONAL ABSTRACTIONS
The approach for systematic construction of functional abstractions introduced in [26] was restricted to models in which the paths of flow of compound objects occurred in the net sequentially. This arrangement reflects dynamics of systems in which certain operations cannot proceed before other operations are completed. An example is the Petri net model of machining station, which is shown in Fig. 3 . In this net, there two paths of flow of compound objects. One represents the pair request for a set of tools, the requested set of tools delivered. It is modeled by TO-MA, RQ-T and T-DEL, M, with a closing path section in the environment of the model. The other one represents the pair request for empty cart, empty cart delivered. It is modeled by TO-SA, RQ-EC and EC-DEL, LD. The assumption that the paths of flow of compound objects occurr in the net sequentially is too restrictive to model realistic systems in their full complexity. In this section, we demonstrate that our approach allows for obtaining functional abstractions of models which involve nested, a combination of sequential and nested, and overlapping paths of flow of compound objects.
Let be a Petri net representing a primary component, and its environment. It is also assumed that the paths of flow of control information internal to the net are removed. These paths realize control of the progression of tokens along the sequence of places and transitions which constitute the path of flow of atomic objects representing physical resources. The trivial firing dependence of two transitions which belong to a directed path indicates that the firing of the last transition in this path is a result of firings of transitions which belong to this path only, including the first transition in the path.
Definition: Two transitions , and are said to be nontrivially firing-dependent, if there exists a directed path, , of transitions and places of the model, such that transition is the first element of this sequence and transition is the last element of this sequence, and and where is output function of a transition, such that: is the set of output places of .
Two transitions of the model are said to be nontrivially firing dependent if they belong to a path of flow of a compound object. This is illustrated in Fig. 5 . In Fig. 5 , transitions and are nontrivially firing dependent. Transition can be replaced, by using structural refinement techniques, by a sequence of places and transitions. The term "nontrivial firing dependence" is used to indicate that the last transition in the directed path fires as a result of firings of transitions which belong to this path, including the first transition in the path, and a transition which belongs to the segment closing the path of flow of a compound object. Let , and , ;
, and , are sets of transitions and places comprising the directed paths and , respectively. Definition: Two nontrivially firing-dependent transitions and , are said to be nested in two nontrivially firing-dependent transitions and if , and , e.g., the directed path, , which begins with transition and ends with transition is contained in the directed path, , which begins with transition and ends with transition . This structure is illustrated in Fig. 5 in which two nontrivially firing-dependent transitions and are nested within nontrivially firing-dependent transitions and . The directed path is contained in the directed path . Functional abstraction of this net is shown in Fig. 6 . Correctness proof is demonstrated in (7)- (18) .
The Petri net model shown in Fig. 8 combines sequential with nested nontrivially firing-dependent transitions. The nontrivially firing-dependent transitions and , and and occur sequentially, and are nested in the nontrivially firing-dependent transitions and . The functionality of this model is specified by the following formulas:
Functional abstraction of this model is shown in Fig. 9 . It has been obtained by using the approach discussed in Section IV of this paper.
Lemma 3: The functional abstraction, which is shown in Fig. 9 , retains functionality of the net shown in Fig. 8 .
Proof: Let us assume that initially there is a token on place , thus,
Equation (25) and give (26) and (25) and (26) and and give (27) 
Equation (28) and give (29) Equation (28) and (29) 
Equations (41) and (42) and and give
This functionality is retained as indicated by (27) , (36), and (42). Definition: Two nontrivially firing-dependent transitions and are said to be overlaping two nontrivially firing-dependent transitions  and  if  ,  ,  and  ,  ,  , ; e.g., the directed path, , which begins with transition and ends with transition share with the directed path, , which begins with transition and ends with transition a common sequence of transitions and places which begins with transition and ends with transition . This is illustrated in Fig. 10 in which the directed path , which begins with transition and terminates with transition , shares with the directed path , which begins with transition and ends with transition , a directed path , which begins with transition and ends with transition . The functionality of this Petri net model is expressed by the following formulas:
The functionality of this net is identical to the functionality of the net shown in Fig. 5 . As a consequence, the functional abstraction of the model of Fig. 10 is identical to the functional abstractions depicted in Fig. 6 . The reasoning process to demonstrate the above is also identical.
VII. FUNCTIONAL ABSTRACTION OF MACHINING STATION-AN EXAMPLE
To illustrate the usefulness of the proposed method, we apply it to obtain a functional abstraction of the Petri net model of a machining station. This model involves two overlapping paths of flow of compound objects. The Petri net model of a machining station, which is shown in Fig. 3 , has been modified to serve this example. The modified model is shown in Fig. 11 . When compared with Fig. 3 , a section of the net which represents the output storage area for pallet carrying parts after processing is not included. This corresponds to the requirement that parts after being subjected to a manufacturing step are moved directly to the load area, where the pallet is loaded onto an empty cart. In the net, this activity is represented by firing transition LD. For LD to be enabled, a token has to be present on place LDS-S, which represents the empty load area. Also, a token has to be present on place EC-DEL, which models empty carts available for loading. Another change is that request for empty cart is made after parts are moved to the machining area. This represented by firing transition TO-MA. Obviously, one could argue that better policy would be to retain cart in the station instead of releasing it after it is unloaded. However, in this section, the focus is on demonstrating the reduction approaches, and not on refining policies. In the model shown in Fig. 3 , there are paths of flow of two compound objects. One represents the pair: request for a set of tools, the requested set of tools delivered. It is modeled by TO-MA, RQ-T and T-DEL, M, with a closing path section in the environment of the model. The other one represents the pair: request for empty cart, empty cart delivered. It is modeled by TO-MA, RQ-EC and EC-DEL, LD. As with the first path of flow, this is closed be a path section which belongs to the environment. When defined as above, the paths overlap. Informally, the functionality of the machining station can be described as follows. If there is a cart carrying a pallet loaded with a parts to be processed present in the unload area, eventually, there will be an empty cart in empty cart departure area and requests for a set of tools and empty cart will be generated. Once a set of tools and empty cart are delivered, eventually, there will be cart loaded with a pallet carrying parts after processing present in the loaded cart departure area, and a set of tools will be released. This functionality can be expressed in more formal way using the following formulas:
---
The functional abstraction of the net which is shown in Fig. 11 is illustrated in Fig. 12 . The functional abstraction net involves nine places, including all interface places, compared with 15 places of the original model. Also, the number of transitions is down from five to two. It can be easily demonstrated that the net of Fig. 12 retains the functionality of the net shown in Fig. 11 .
Let us assume that, initially, in the net of Fig. 12 , there is a token on place ULA-CPL, thus, -
Equation (47) and give
Equations (47) and (48) and and give ---
-
Equation (50) and give -
Equations (50) 
Equation (53) and give -
Equations (53) 
Equations (56) and (57) and and give ---
In the above, (49) and (58) represent the functionality of the original model.
VIII. CONCLUSION
In this paper, we have presented extensions to the approach, proposed in [26] , for systematic construction of functional abstractions which was restricted to models for which the paths of flow of compound objects occurred in the net sequentially. This arrangement reflects dynamics of systems in which certain operations cannot proceed before other operations are completed. However, this assumption is too restrictive to model realistic systems in their full complexity. In this paper, this approach was extended to allow for obtaining functional abstractions of models which are characterized by the existence of nested, a combination of sequential and nested, and overlapping paths of flow of compound objects.
As mentioned in Section I of this paper, by replacing, in the verification model, complex subnets by simple ones, the number of places and transitions can be substantially reduced. As a consequence, the number of place (transition) invariants, and places (transitions) in the corresponding invariant supports, and the size of the reachability set can be substantially reduced as well. As a result, the verification task difficulty can be eased substantially. Since functional abstractions represent external behavior of modules assembled into a model, the verification effort can primarily concentrate on the model structure (interconnections of modules) and not on its components.
The presented method is restricted to a class of Petri net models which were used to realize a number of typical components of FMSs. However, this class of models, subject to additional assumptions, might be suitable to represent other types of systems which are characterized by a unidirectional flow of resources and control information/data. This would open a possibility for the construction of functional abstractions of other types of industrial systems, as well as components. Further research is still required.
