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One problem facing the Computer Aided Protot)'ping System (CAPS) project at the 
Naval Postgraduate School, is the lack of a large repository of existing reliable software 
components to draw upon for the creation of new prototype designs. Specifically, it is the 
lack of Prototype System Description Language (PSDL) specifications which describe Ada 
software components, that prevents Ada software components from being incorporated into 
the CAPS sottware base Previously, PSDL specification had to be generated manuaJly for 
each Ada software component being added into the software base, This process was ti me 
consuming and error prone 
The primary goal of this thesis is to solve this problem by creating a too! which 
accepts an Ada Package Specification as input and automatically generates its 
corresponding Prototype System Description Language (PSDL) specification. The Ada 
package along with its PSDL specification may then be stored directly into the CAPS 
software base 
The result of this thesis is a translator that examines each declaration contained in 
an Ada Package Specification and creates a cO!Tesponding PSDL specification. This tool 
allows the CAPS software base to be populated much faster utilizing existing DOD Ada 
software libraries such as the CAMP, ASSET, RAPID, and CRSS libraries. This tool has 
demonstrated its effectiveness hy translating several complex components of the Common 
Ada Missile Packages into PSDL specifIcations 
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I. INTRODUCTION 
A. RAPID PROTOTYPING 
The classical approach to software development, the waterfallmcthod, is a method 
in which a project moves forward one phase at a time [Ref. IJ. The phases consist of 
analysis, design, implemenw.tion. and testing. Each decision made in the analysis phase 
propagates through to the testing phase, and any problems encountered in the testing phase 
will require a return \0 the analysis phase to correct. 
Rapid prototyping provides an alternative method to the waterfall method. In rapid 
prototyping, a spiral rather than linear approach is followed, which allows various phases 
of development to proceed in parallel [Ref. 2J. A prototype is constructed quickly which is 
used to verify both the users requirements, and the designers interpretation of those 
requirements. A model for this method is shown in Figure 1 [Ref. 3]. 
One hinderance to the idea of rapid prototyping is the time required to complete the 
(;Oding of a system. l"e concept of software reuse is one that can dramatically redoce the 
time spent on coding. Utilizing existing software components, prototype designers can 
rapidly (;On.muet systems with significant functionality rather than mere skeletons with 
large numbers of procedural stubs. These software components are stored and retrieved 
from a library of software components which is an integral part of the prototype designers 
tools. 
B. THE CAPS SYSTEM 
Computer aided prototyping of hard real-time systems is the goal of the Computer 
Aided Prototyping System (CAPS) project at the Naval Postgraduate School. CAPS 
provides tools which enable users to graphically specify a system, retrieve existing 
software compollt":nts from a software base and intt":grate tht":m to form the specified 
prototype, perform timing analysis, and create a running prototype of a hard real-time 
system. Together these tools form the CAPS development environment shown in Figure 2. 
changes/ 
evolution 
Figure I. The CAPS Prototyping Process 
Timing analysis in the prototype is performed by the s(;hedulers which examine the 
prototype specifications to produce a static schedule and a dynamic schedule. A static 
schedule is generated to fulfill the timing requirements of all time critical components in 
the system, and ensure that each of these components is scheduled as frequently and as long 
as they require. A dynamic s(;hedule is created to allow those components which are not 
time critical to be incorporated into the processor schedule on a not to intcrfcre basis with 
the time critical operators. In order to accomplish the required analysis, the timing 
requirements of each component in the prototype system must be propcrly specified. The 
Prototype System Description Language (PSDL) is a language which has been dcsigned to 
accomplish e,,;actly this [Ref. 4]. PSDL is a fonnal description languagc which provides a 
means to specify a variety of tinung infonnation for softwarc components. Every software 
component which may be incorporated into a CAPS prototype must have a corresponding 
PSDL description to define its characteristics. While there e;.;:ists a large body of Ada 
softwan: componl:nts which cou ld potentially be utilized in the creation of sysll:ms. few if 
any of Ihese components have had corresponding PSDL descriptions created for thl:nl 
Before proper PSDL descriptions can be generated for existing Ada components, a 
thorough understanding of the mapping from Ada package specifications into PSDL 
specifications is requin:d. A~ PSDL is nOI a language with which most Ada progranuners 
Figure 2. The CAPS Development Environment 
are familiar, a major goal of this thesis has bel:n to creatl: a too] which will examine Ada 
package specifications and automatically generate corresponding PSDL deSCriptions for 
tho.~e specifications.The CAPS software base provides a database for these: Ada 
components and tllt:ir PSDL descriptions. The PSDL descriptions serve as the target keys 
in s~archl;.':s of the software database. Be{:ause prototype systems are specified using PSDL, 
it becomes necessary to be able to compare one PSDL specification against another. AIJ 
PSDL components are one of two types, a PSDL type component, or a PSDL operator 
component. Scott Dolgoff has described and implemented methods for search, retrieval, 
and integration of PSDL operator components from the software base into CAPS 
prototypes [Ref. 5]. A secondary obje{:tive of this thesis is to develop methods for searching 
and retrieving PSDL type components from the software base. The implementation of these 
methods is left for future research, 
C. PROBLEM STATEMEl\1' 
CAPS has been the focus of research efforts for several years. Many different parts 
of CAPS have been implemented as the end product of Doctoral and Masters' theses over 
Ihe years, during different stages of the design effort, using system models with higher level 
of maturity as time passes. 
The focus of this thesis is 10 create a tool which allows software base administrators 
to more rapidly incorporale existing Ada software components into the software base. This 
is accomplished by automatically generating a PSDL specification, which accurately 
describes the Ada component, which will be stored along with the Ada component into the 
software base for later retrieval. 
D. SCOPE 
The scope of this thesis includes the development of the previously described 1001 
which can operate both interactively and in a batch mode. Adrlitionally, methods for the 
retrieval of PSDL type components fro m the software base are developed as a foundation 
for further research in the area of software retrieval. 
E. ORGANIZATION OF THESIS 
Chapter n discusses software reuse, and the role which PSDL plays in software 
reuse within CAPS. Chapter 11l describes the mapping of Ada package specifications into 
PSDL component specifications. Chapter IV discusses the design of a tool which 
automatically translates Ada package specifications into corresponding PSDL component 
specifications. Chapter V describes methods for database ~arch and retrieval of PSDL type 
components. Chapter VI presents conclusions. 

II. SOnWARE REllSE 
A. WHY REUSE? 
In 1984 it was determined that "of aU the (Ode written in 1983, probably less than 
15% is unique, novel, and specific to individual applications _ The remaining 85% appears 
to be common. generic and concerned with putting applications onto computers" [Ref 6]. 
It is evident that by building large libraries of software components designed for reuse , time 
can be saved in the construction offumre software systems. Additionally, reliability in fin al 
products is enhanced by the use of time tested components. Problems being faced today 
include the availability of large libraries of existing componellts, and the methods to 
retrieve and integrate these components into new software systems_ The focus of this thesis 
is to provide a tool to automate the process of populating a library of software components, 
in this case the CAPS Software Base 
B. COMPONENT RETRIEVAL AND REUSE 
In its simplest form, sofhvare reuse exists as a simple copy and paste operation in a 
programmers devdopment environment. Programmers, familiar with their own previously 
written code, may reuse portions of that code when creating new systems. Two immediate 
benefits await that programmer. tirst , time is saved that would otherwise have been spent 
creating new code from scratch, and two, this recycled code has been debugged, and shown 
to be reliable within its original system , The goals of software reuse are \0 make this reuse 
effort payoff on a larger seale, rather than programmers reusing only their own code. it is 
desirable to have large libraries of tested and debugged components available to all 
members of an organization 
I. Software Component Retrieval .\1elhods 
rhe collecti on of software components into some form of component library itself 
is no prohlem. the prohlem lies in methods for retrieving components from such a library, 
and integrating those components into a new software system, Three primary methods for 
retrieving software components exist: browsing. infonnal specifications. and fonnal 
specifications [Ref 7] Each of these methods is described below 
(I. Browsers 
Browsers simply provide thei r users a means to scan through a software 
library in search of something useful, A successful search conducted with a browser will 
rely heavily on the users ability to recognize a desirable component when it is displayed by 
the browser, Components within libraries served by browsers must utilize recognizable 
naming conventions or be thoroughly commented in order for users to identify and evaluate 
a component as having potential for reuse, A significant amount of time can be spent 
scanning through large software libraries, which may negate the time savings gained by 
utilizing any ret rieved components 
b. Informal Specifications 
Informal specifications are queries constructed by a user with the goal of 
searching a software library for matching components, This type of search may utilize 
keywords to describe component behavior, or classify components by functionality 
Attributes such as type and numbers of parameters may also be specified in a query of this 
sort. Successful queries of this sort require users to utilize appropriate keywords in order to 
locate desirable components, For example a user who queries based on the keyword "list" 
may not be informed of components in the library named ·'queue," The burden of 
evaluating components located in this manner remains entirely with the user. Users must 
still perfonn final evaluation of components retrieved in this manner in order to determine 
their usefulness 
c. Formal SpecificaJion.~ 
Formal speciftcation searches attempt to rigidly define a users requirements 
This ['{pc of search can be the most automated of al! searches, and therefore produces the 
most accurate and efficient results of the three methods mentioned, Searches may be 
conducted to compare a library components syntactic similarity and ~emanric similarity 
against a fonnal specification provided by a user. In syntactic matching, numbers and types 
of parameters, are compared against components within the library to yield only those 
components which have signatures which match a users query , Semantic matching 
aITemplS to go one step further by examining behaviors identified by the user as desirable, 
against known behavior of library components Components fully satisfying the constraints 
imposed hy semantic matching are exactly those which can be integrated directly into the 
users new systems. [Ref 8J 
2. Comlloncnt Retrieval Within CAPS 
rhere are currenlly lhree methods available for searching thc CAPS software base 
for desirable components. These methods arc browsing. keyword search, and PSDL query 
[Rcf 51 
a. Browsing Within CAPS 
Browsing simply presents the user with a list of available type or operator 
componcnts which may be filr1her examined, and ultimately selected for inclusion in the 
users system. should they meet the users requirements 
h. Keyword Search in CAPS 
PSDL pennits the use of keywords within PSDL components as shown in 
Figure 3 These keywords are used as the basis of keyword searches within CAPS, The user 
is presented with a list of alJ keywords currently used by CAPS software base components 
From this list, the user can select one or more keywords. and the search will yield all 
components containing those keywords The user may then browse the resulting list to fllld 
a specific component which satisfies the users requirements 
c. PSDL Query 
A PSDL query is a query by formal specification. [n order to perform a 
PSDL query, the user must provide a PSDL specification as a query That query is 
compared against PSDL components stored in the CAPS software base, and only those 
components within the software base that satisfy the query are returned. Syntactic matching 
examines both numbers and types of parameters within the query component in search of 
a match within the software base. Syntactic matching has been described and implemented 
by John McDowell [Ref 9] and Scott Dolgoff[Ref 5J 
OPERA TOR Addition 
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Figure 3. PSDL Component With Keywords 
Semantic matching examines not only the external interface to a component, 
but the internal behavior of the component as well [Ref. 7]. Internal behavior is evaluated 
by utilizing normalized algebraic expressions which describe the desired behavior in a 
query specification, and actual behavior of a software base component. These expressions 
are embedded in PSDL specifications in the form of 08]3 conditional equations utilizing 
the irxloms facility ofPSDL 
C. PROTOTYPE SYSTEM DESCRIPTION LANCUAG[ 
PSDL is a text-based language designed to express the specifications of real-time 
systems. It is based on a graphic model of vertices and edges, in which the vertices 
represent operu/ors, or software process, and the edges represent the conceptual "flow" of 
data from one operator to another. Each vertex and edge may have associated timing 
constraint, and the vertices may have associated control constraints 
Formally, the model used is that of an augmented graph, 
G = (V, E, T(v), C(I'» 
where G is the graph, V is the set of vertices, E is the set of edges, lev) represents the timing 
constraints for the vertices, and e(I') reprcsents the control constraints for the vertices [Ref 
4] 
ConceplUaI1y, PSDL operators may contain other operators to support the principle 
of abstraction Effectively, the prototype may be expressed as a flat graph, or a one level 
graph containing all the atomic operators and their streams An atomic operator is one that 
is implemented in a programming language, vice a composite operator consisting of other 
opcrators and streams 
For example, the following diagram shows a PSDL prototype 
Figure 4. Eumple of PSDL Graph 
This graph represents an operation modelled by the Operator X that accepts one 
item from Stream A, it perfonm some operation on the data, and OUlput~ Stream B. The 
Maximum Execution Time (?I.:lET). this is the maximum possible time the operator may 
take to execute the task, defined as 600 milliseconds 








Figure 5. Decomposed PSDL Graph 
Operator X is a composite operator, while Operator Xl and Operator X2 are atomic 
operators, implemented in Ada or some other language The timing and control constraints 
on these atomic operators must he consistent with those of their parent operator In a single 
processor the combined MEl's of these atomic operators can not he greatcr than their 
parent Operator X is really not needed to implement the protorype It serves merely to 
abstract the functionality of its child operators, A more detailed description of the PSDL 
may be found in [Ref 4] and [Ref 3] 
Ill. MAPPING ADA 95 TO PSDL 
A. INTRODUCTION 
In order to perform th~ translation of Ada software into PSDL specifications, a well 
formu lated set of rules is required which will accept alllcgal Ada programs, and provide 
an accurate translation in all cases. Past research within the CAPS project has provided Ihe 
capahility to perfonn Software Base queries based upon syntactic attributes of desi red 
software components This syntacti c matching process serves as a front end filte r for later 
semantic matching operations. Thc syntactic characteristics of an Ada package can be 
observed entirely within the package specification by examining the number of procedure 
declarations, and the number and type of arguments to those procedures. Semantic 
matching opcration~ mu~t focus on the actual behavior exhibited by component software 
packages_ Behavioral characteristics can not be inferred from a package specification 
alone, and it becomes necessary to examine the package bodies of soft\.vare components in 
order to provide efTective semantic matching services 
The work in this thesis provides additional capabilities for existing syntactic 
matching services in the CAPS environment The focus of the translation effort is therefore 
limited to Ada package specifications Future research will examine the possibilities of 
extending these methods to cover Ada package bodies 
B. THE MAPPING SUBSET OF ADA 
The CAPS software hase, and retrieval tools are set up in a way that requires Ada 
software components to be contained within an Ada package. For that reason, the starting 
point for the translation effort, which is the focus of this thesis, is the subset oflhe Ada 95 
language which is required to specify package specifications. This subset is expressed by 
the abstract syntax of Appendix A. Given this grammar subset, there are productions which 
have no translation to PSDL. productions which have some form of translation to PSDL, 
and productions which translate in a nearly one \0 one manner to PSDL 
1. Basic Rules for Translations 
The translator acccpts Ada 95 package specifications and produces appropriate 
PSDL specifications which describe the givcn Ada component The input Ada componcnt 
must be a valid Ada 95 package specification free of syntax errors. The output of the 
translator will be a valid PSDL component, PSDL components are either data types or 
operators A PSDL operator represents a single operation which may have inputs and 
outputs A PSDL data type represents a state machine along with the associated operators 
to manipulate that state machine 
Ada procedures translate rather straightforwardly into PSDL operators as shown in 
Figure 6, Ada packages which contain a single procedure declaration will translate into 
Ada 










implementation ada ExampleProc 
"d 
FIgure 6, TranslatIOn of an Ada Procedure 
PSDL operator components_ The name of the PSDL operator component will be that of the 
single procedure contained in thc Ada package. For exalnp\e. the Ada package of Figure 7 
package OneProc_pkg is 
DemoException : e.'(ception: 
procedure Procl(x: integer: y in out float); 
end OneProc_pkg; 
Figure 7. Ada Package Containing a Single Procedure 
becomes the PSDL operator of Figure 8. Ada package specifications which contain eithcr 









implementation ada Proc 1 
eod 
J< Igure 8. PSDL Translation of Smgle Procedure Package 
no procedure declarations or two or more such declarations will translate into PSDL type 
componcnts. In this case. the packagt:: must contain a type declaration for an abstract data 
type upon which all of the procedures within the package operate. The name of thl: PSDL 
type component will be that of the abstract data type so defined. An example of a well 
formed PSDL type component is shown as an Ada package specification in Fi gure 9 and in 
package SeLpkg is 
type Set is private: 
DemoExccption : exccption; 
procedure Union(sl, s2: in Sct; Result: out Set); 
SecondException : exception; 
procedure Size(s : in Set; result: out integer); 
private 
type Set is array(1..lO) of integer; 
end SeLpkg; 
FIgure 9. Ada Package with Two Procedures 




















Figure 10. PSDL Translahon of Two Prottdure Package 
tools do not allow for the use of fun ctions within Ada software components. Operations 
which must n:turn a value should be written as procedures with an additional out parameter 
which is used to pass the return value to the calling unit. Within an Ada package 
specitkation, each procedure will translate into a PSDL operator spedf1cation 
2. Productiuns Which do not Translate to PSDL 
The following list represents Ada 95 productions which have no legitimate 
translation to PSDL: 
• Pragmas. 
• Object declarations. 
• Number declarations. 
- Type declarations. 
• Subtype declarations. 
-Task: declarations. 
- Function declarations. 
• With and Use clauses. 
- Generic fonnal parameters which are packages. 
3. Production.<i Which Translate to PSDL 
The following Ada productions have some fonn of translation into PSDL: 
• Package dedarations (induding generics). 
• Procedure declarations (including generics). 
• Exception declarations. 
• Generic fonnal parameters (except packages). 
Packages translate as described previously. Ada procedures are translated to PSDL 
by listing the in and in out parameters of the procedure a.~ inputs of the translated PSDL 
operator, and the out and in out parameters as outputs of the translated PSDL operator. All 
exceptions declared within a package are listed as PSDL exceptions of all translated PSDL 
operators. This approach 10 exceptions is a conservative approximation that includes all 
possihle behaviors, as it is not possible by examining an Ada package specification to 
determine which declared exceptions will be raised by particular procedures. Restricting 
17 
exception declarations to only those operators which actually raise them would require 
analysis of Ada components to be extended to the package bodies as well. This requires a 
considerable amount of additional computational effort with relatively little gain in 
translational accuracy. 
4. Generic Formal Parameters 
Naming conventions were required in order to properly translate generic formal 
parameters in an Ada specification into generic fonnal parameters of a PSDL componcll!. 
Thc translations for generic formal type parameters are shown in Figure I I. In order to 
Ada 
type tl is «»; 
type t2 is RANGE 0; 
type t3 is MOD 0; 
type t4 is DELTA <>; 
type t5 is DELTA <> DIGITS <>; 
type t6 is DIGITS <>; 
type t7 is PRIVATE; 
PSDL 
tl : DISCRETE_TYPE 
t2 RANGE_TYPE 





Figure ll. Translation of Generic Formal Parameters 
specify generic function and procedure parameters, it is neccssary to utilize the array syntax 
of PSDL to specify the parameters, and the associated types of the Ada funct ion and 
procedure parameters. The translation of an Ada generic fonnal function parameter is 
shown in Figure 12. PSDL array syntax is utilized to specify the formal parameters and the 
Ada: 
with function fund (parm 1 : integer; parm2: float) return boolean is <>; 
PSDL: 
fund: function [ parmi: integer, parm2 : float. return : boolean 1 
Figure 12. TranslatIOn of GeneriC Formal FunctIOn Parameter 
rerum type of the parameter functiOll . The retum type is appended to the formal parameters 
of the function to make up the array components. The identifier rerum in the PSDL 
translation is guaranteed to be unique sint:e it is a keyword in Ada, and no identifier in Ada 
may bear that name. It is nO! necessary to indude infonnation about thc modes of the 
various parameters as they can be inferred from the fat:t that it is an Ada function being 
translated. All formal parameters are assumed to be in parameters, and the return parameter 
is assumed to be an out parameter. The rranslation of an Ada generic fonnal procedure 
parameter takes on a Slightly different form. In the case of a procedure, it is necessary to 
encode the mode infommtion for each formal parameter of the procooure, Again, the syntax 
for PSDL generic types is utilized. Nesting of PSDL generic instantiations is used to em:ode 
parameter mode information for eaeh fonnal parameter. The identifiers in, Ollt, and in_out 
are used to indicate the mode of a parameter. The identifier t is used as a placeholder, 
followed by the actual type of the formal parameter. This method maintains consistency of 
translation between Ada types and PSDL types, and allows for the proper translation of 
nested type definitions. The translation of an Ada generic fonnal procedure parameter is 
shown in Figure 13. 
Ada : 
with proce<:lure proc 1 (p 1 : integer; 
p2 out float: 
p3 : in out boolean) is <>: 
PSDL: 
proel : procedure ( parml: in (t : integer 1, 
parm2 : out (t: float], 
parm3 : in_out L t : boolean] 1 
Figure 13. TranslatIOn of GeneriC Formal Procedure Paramctcr 
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IV. THE ADA TO PSDL TRANSLATOR 
A. BACKGROUND 
Previous work in this area was completed by Jennie Sealander in 1992 [Ref 101 A 
variety of deficiencies in that work lead to requirements for follow-on work These 
deficiencies include 
• No suppon for the Ada 95 language 
• Failure to handle nested packages 
• Restriction to uppercase only or lowercase only for Ada keywords 
• Does not handle exceptions for PSDL operators 
• Improper handling of generic value, generic array, and generic suhprogram 
parameters 
• No suppon for in out parameters 
In order to provide an updated translator, the decision was made to build a 
completely new version rather than attempt to upgrade the existing version Staning from 
scratch allowed the sdection of a new tool for constructing the translator. While tools such 
as Kodiak, developed at the University of Minnesota, and Eli, developed at the University 
of Colorado. are available as compilerftranslator generators, the Synthesizer Generator 
(SynGen) was ultimately selected for implementation of the translator All of these tools 
are based upon the concept of attribute grammars as described by Knuth [Ref I IJ . SynGen 
was selected because it has the capability to generate a syntax-directed editor from the 
specified attribute grammar Additionally , SynGen was used to construct the PSDL editor 
utilized by CAPS, so a common interface is achieved with the Ada 95 editor generated as 
a pan of the translator tool 
B. THE SYNTHEStZt:R GENERATOR 
The Synthesizer Generator is a tool, which through the use of attribute grammars 
can create a variety of syntax directed editors, translators, and other language based tools 
The generated tools are designed to he run within the X graphical environment, but may be 
created to operate in batch modes as well. The Synthesizer Specification Language (SSL) 
is utilized to create editor specifications. SynGen creates C language source files utilizing 
a user's SSL files, and other tools such as YACC. These source files are compiled to create 
a stand-alone final product SSL constructs are used to specify several aspects of user 
specified editors including 
• The abstract syntax of a language 
• Context-sensitive relationships 
• Display format 
• Concrete input syntax 
• Transformation rules for restructuring objects. [Ref. \2] 
Each of these may be specified in separate files, with an ab~tract syntax the only 
requirement for executing SynGen. This allows tools to be constructed in an im;remental 
manner, greatly easing the debugging process 
C. TilE TRANSLATOR 
The translator constructed utilizing SynGen can be operated in two modes, 
interactive and batch . In the interactive mode, the translator is a syntax directed Ada 95 
package specification editor which simultaneously produces PSDL translations. In the 
batch mode, an existing Ada package specification is specified as input to the translator 
which produces two output files, a PSDL translation, and an annotated Ada file which has 
comments interspersed with the Ada source code, these comments indicate the quality of 
the translation which has taken place. By examining the annotated Ada source file , users 
can get an idea as to how complete the translation was. Error messages inserted into the Ada 
source code, in the form of Ada comment statements, indicate which lines of source 
presented problems for the translator 
I. SSL Source Files 
Th~ translator is constructed from eight SSL source files. Two files specify the 
abstract syntax of for Ada 95 package specifications, and PSDL The source code listings 
for the abstract syntax files are contained in Appendix A One file specifies the concrete 
syntax for Ada 95 package specifications which allows the translator to accept existing Ada 
95 text files as input. Appendix D contains the concrete syntax rules for the translator One 
file contains SSL functions which are used to com pUle attributes for Ada 95 productions 
which translate to PSDL These functions are contained in Appendix C Three files are 
required to specify the unparsing rules for Ada 95 and PSDL llnparsing rules specifY the 
format which is to be used for display of the underlying syntax trees The source code for 
all unparsing rules may be found in Appendix B. The final file contains SSL transformation 
declarations which specify the manner in which users of the interactive translator may 
manipulate the syntax tree for Ada speeifications_ Appendix E contains the source listing 
for the transformation declarations used by the translator 
2. Accomplishing the Translation 
An Ada package specification is translated into PSDL by taking advantage of the 
way in which SSL treats abstract syntax definitions and user-defined attribute types . In SSL 
these two concepts arc merged so that allributes arc in turn root nodes of an abstract syntax 
tree. In order to perform a translation, both the abstract syntax for Ada 95 and the ahstract 
syntax for PSDL were specified. The Ada production pkg_spec contains a single attribute 
psdl_trans which serves as the root of a PSDL abstract syntax tree. The attribute, 
psdJ_lrans, is computed based upon the structure of the Ada abstract syntax Iree rooted at 
pkg_spec by utilizing a variety of attribute computation functions which extract 
information from the Ada tree and convert it to nodes in the PSDL tree By displaying the 
PSDL abstract syntax tree rooted at psdl_trans, a translation of the Ada pkg_spec is 
ohtained 
3. Assumptions for Proper Translations 
There are several restrictions which apply to the usc of the translator. These fall into 
two categones 
• Implementation imJXl~ed limitations 
• Limitations imposed by Ada to PSDL mapping restrictions 
The translator expects input files to contain only Ada package specifications Ada 
package bodies are not recognized by the translator, and will result in no translation being 
accomplished. Components which place both the package specification and the package 
body in a single file must be split into 1\'10 separate files, one containing the specification 
and the other the package body The specification file is the file which the translator will 
process 
The input file may contain zero or more Ada package specifications, but it is 
recommended that each input file contain only a single package specification in order to 
produce only a single PSDL component as output. Multiple package specifications in a 
single file will result in multiple PSDL component specifications in the output file 
Ada functions are not translated into PSDL because the CAPS prototype 
construction tools provide only for interfacing to Ada procedures In order to utilize the vast 
amount of existing Ada functions which have been written, packages which contain 
functions should be preprocessed to add procedure wrappers for each function interface 
[his is done by adding an additional procedure within the package specification which 
contains the same parameters as the function, and an additional out parameter used to pass 
out the return value In the package body, a wrapper procedure is inserted which calls the 
function and passes out the functions return value in its extra out parameter. Appendix F 
discusses this process and contains examples of how this is done for both generic and non-
generic functions within a package 
PSDL docs not allow the nested definition of type components In many cases the 
outel11lost package specification in a file may contain one or more nested package 
specifications. If these nested package specifications translate to PSDL ope components, 
then the outermost package specification is stripped offand each nested package translated 
as a unique PSDL type component This makes more of the software components available 
fo r reuse If the outer package was not stripped away, the nested packages would nOI be 
translated at ali , and would be unavailable for reuse Figure 14 show and Ada package 
procedure OuterProc I ( parm I in integer); 
procedure OuterProc2(parm2 out float): 
package Inner_Pkg is 
procedure InnerProc I (parm I character); 
procedure InnerProc2(parm2 in out integer); 
end Outer _Pkg; 
Figure 14. Package with Nested Package 
specification containing a nested package. A strict translation of the this package to PSDL 
is shown in Figure 15 . Notice that no translation of Inner _Pkg occurs. lnner_Pkg would 
type Outer ]kg 
specification 
,"d 
operator OuterProc I 
specification 
mput 





implementation ada Outer_Pkg 
end 
Figure 15. Stnct TranslatIOn for Nested Packages 
translate into a PSDL type component, however, no translation is perfolmed because nested 
types are not allowed in PSDL. By allowing the outennost package in a specification to be 
stripped away, the translation of Figure 16 is obtained. This form of translation makes many 
operator OuterProc I 
specification 
Input 
pann I integer 
end 





pann2 : float 




operator InnerProc I 
specification 
tnput 









implementation ada Inner _Pkg 
end 
Figure 16, TranslatIOn With Outer Package Stripped Away 
more packages available within the software base. It is an attempt to allow access to 
SofT\vare in cases where many unrelated packages are bundled togdher to form a single 
package simply for containership 

V. PSDL TYPE COMPONENT RETRiEVAL 
A. IIACKGROUND 
Des ign and implementation aftaoh for retrieving PSDL operator components was 
performed hy McDowell [Ref. 9] and Dolgoff {Ref. 5J. In particular Dolgoff's work yields 
a too l which utilizes user interactions to retrieve "beSt match" operator components from 
the CAPS software base for integration into prototype systems.llis desirable to e;.;;lcnd this 
tool to allow the retrieval of PSDL type components as well. This chapter discusses 
considerations for the retrieval of PSDL type components from the software base, while 
leaving actual implementation of such a tool for future research. 
8. PSDL TYPE COMPONENTS 
PSDL type components are similar to the "objects" of ohject-oriented programming 
languages. PSDL types represent a data object and the associated operators to manipulate 
that object. within CAPS, tht:y COITt:spond to Ada abstract data types (A01). Figure 17 
.\hows a partial specification of a generic PSOL set data type. PSDL type wmponents may 
be either generic, or non-generic, may contain internal type declarations, and may contain 
zero or more opt:rators which operate on that type. 
In order to retrieve a type component from the software base a user must fonnulate 
a PSDL query which specifies the user 's type component. This will be referred to as the 
query type component, or simply query component (4C), throughout the remainder of the 
chapter. Given a query component, the software base is searched in order to find a match 
for the .\pecifit:d query component. Software base components (sbc) are those PSDL type 
components residing in the software base which are the objects of search process. Any 
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software base components which pass through all filteri ng operations become possible 























Figure 17. PSDL SpecificatIOn of a Set Data Type 
C. MATCHING TYPE COI\-1PONENTS 
The goal of the matching process is to locate, for the user, a.~ many lype components 
as possible which may suit the requirements of the users protOtype. In presenting these 
"matching" types to the user, it is desirable to narrow the range of choices the user must 
evaluate to those which have the highest likelihood of suiting the user's needs. In order to 
3D 
prevent the user from browsing through the entire dictionary of f}1Je components within the 
CAPS software hase, several filters are applied, utilizing the user's query component, to 
make the lis! of choices more manageable for the user. These filters are constructed based 
upon information specified by the users query component. An initial query to the software 
base utilizing these initial filters will return a sct of type components which will be 
subjected to further processing. The results of this second pass over the components are 
then displayed to the user, who can browse the list ofrype components in search of the most 
suitable for the current prototype system. Once the user has selected a type component for 
integration into a CAPS prototype, the retrieved component must be made availahle to the 
lIser in a form which will integrate directly into the prototype. In the (;ase of generic type 
components, it i.~ ne(;essary to first instantiate the (;omponent. Following instantiation, 
integration proceeds similarly for both generic and non-generic Iype components. A 
wrapper package must be (;onstructed which suitably renames and instantiates the target 
component into a component which will integrate directly into the users prototype system. 
D. DEFrNITIONS 
The following definitions are taken from Dolgoffs thesis and are utilized here for 
comistency [Ref. 5]. 
1. PSDL Specification 
The PSDL specification for a component denoted by PS. 
2. Sortware Base Component 
The software base component is denoted by sbc. The PSDL .~pecification of a 
software base component is denoted by PS(shc). 
3. Query Component 
A query component refers to the component that the CAPS user is in the process of 
finding a match for and is denoted by qc. The PSDL specification for a query component 
is denoted by PS(qc). 
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4. Component Signature 
The component signature refers to the types of the component parameters, with 
separate signatures representing the input and output parameters of software basI;.': 
components. A signature encodes infonnation that describes each instance of parameter 





Parm2 : Integer, 





(Integer, Integer, Boolean, Range) 
Output Signature: 
(Float) 
Flgurt! 18. Example Operator Component SIgnatures 
component. Ordering of types within a signature is insignificant. For example. the input 
signature (Boolean, Integer. Range, Integer) is considered a match for the input signature 
in Figure 18. The types will be mapped by the wrapper package created to integrate a 
software base component into the users prototype. For PSDL type component~, the 
signatures represent the aggregate of all parameter types utilized hy the types operators. 
Figure 19 shows the signatures for an example type component. 
a. Parameter Types 
In the simplest case of parameter matching, an input PS(qc) parameter 
exactly matches an input PS(shc) parameter. However, the type hierarchy employed by 
Ada allows types to be matched in some cases where it would appear that no match exists. 
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The types Private. Discrete, Integer, Range, Natural, Positive, Enumeration, Character, 
Hookan. Access, Record. Array, String, Digits, Float, Delta, and Fixed are preddined and 









Parm2 : Integer 
output 




Parm2 : Integer 
Input Signature: 
(Boolean, Integer, Imeger) 
Output Signature: 
(Integer) 
Figure 19. Example Type Component Signatures 
an input PS(qc) parameter of type Positive can be matched to an input PS(sbc) parameter 
of type Integer. This is a one way relationship. Input parameter types in a PS(sbc) mllst 
accept the entire range of values expressed by the input parameter types of a PS(qc). 
Conversely, the output parameter types of a PS(qc) must accept all values generated by the 
output parameter types of a PS(sbc). 
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h. Input Parameters 
Each input parameter has an identifier name. and a type. The identifier name 
is represented by p. The expression input_type(p,sbc) refers to the parameter type for a 
specified input parameter p in a PS(sbc). Similarly. the expression input_type(p,qc) refers 
~',"~ 
Record Access Discrete Digits Delta Array 
-------- iii i E;nUm'\ ~IS::, F;"d S";ng 
, t Charact~r Boolean POSitive 
Figure 20. Ada Subtype Hlemrchy 
to the parameter type for a specified input parameter p in a PS(qc). The expression In(sbc) 
refers to the entire set of input parameter identifier names in a PS(sbc), and In(qc) refers 
to the entire set of input parameter identifier names in a PS(qc). 
c. Output Parameten; 
Output parameter definitions mirror those of input parameters. The 
expression output_type(p,sbc) refers to the parameter type for a specified output 
parameter p in a PS(sbc). Similarly, the expression uutputJ),pe(p,qc) refers to the 
parameter type for a specified output parameter p in a PS(qc). The expression Out(sbc) 
refers to the entire set of output parameter identifier names in a PS(sbc), and Out(qc) refers 
to the entire set of output parameter identifier names in a PS(qc). 
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II. States 
The expression ST(sbc) is a boolean function that evaluates whether the 
software base component is a state machine or not. ST(qc) does the same for a query 
component. 
e. Abstract Data Types 
Type components may contain type declarations for ahstract data types 
util ized by the type component. This is not the case for operator components. AI)T(sbc) 
denotes the set of all abstract data types in s software base Type component, while ADT(qc) 
represents the set of all abstract data types in a query type component. OPS(shc) denotes 
the set of all operators in a software base type component, while OPS(qc) represents the 
set of all operators in a query type component. Tot_In(sbc) denotes the entire set of input 
parameter identifier names over all operators of a software base type component, while 
Tut_ln(qe) denotes the entire set of input parameter identifier names over all operators of 
a query type component. Similarly Tot_ Out(sbc) and Tot_Dut(qc) are defined for output 
operators. 
E. SYNTAC""TIC MATCHING RULES FOR TYPE COMPONENTS 
The following rules for component matching are again taken from McDowell [Ref. 
9] and Dolgoff [Ref. 5]. NUM(X) is used to represent the cardinality of the set X. 
1. Rules for Operator Components 
Initial filtering for operator components is ba.~ed upon comparing numbers of 
parameters between two operators. these are listed below: 
• l'o'UM(III(sbc)) '" NUM(In(qc» 
• NUM(Out(sbc» 2: NU~(Ollt(qc)) 
• ST(sbc) '" ST(qc) 
The number of software base component input parameters must be the same as those of the 
query component. The number of .wftware base component omput parameters must be 
greater than or equal to those of the query component. Both components must either be 
state machines, or both components must not be state machines, 
Extended tiltering rules for operator componenl~ were specified by Dolgoff and 
follow below [Ref. 5J: 
a. Property J 
There must exist a bijective function f from the set In(qc) to the set In(sbc) 
for which the following holds: 
(iip E In(qc» (input_type(p, qc)!:: input_type(f(p), sbc» 
where the subset operator denotes "is a subtype of'. 
b. Property2 
There must exist a one-to-one function f from the set Out(qc) to the set 
Out(sbc) for which the following holds: 
( iip E Out(qc») (output_type(f(p), sbc)!:;;; output_type(p, qc)) 
These two rules enforce signature matching for operator components. 
2. Rules fUf" Type Components 
PSDL type components contain one or more abstract data type declardtions and zero 
or more operator. Initial filtering of software base type components is based upon aggregate 
signatures composed from the type's operator components. The basic rules for types are 
[Ref. 9]: 
• NUM(ADT(sbc» ~ NUMtADT(qc» 
• NUM(Tot_In(sbc))?: NUM(Tot_In(qc)) 
• NUM(Tut_Out(sbc»?: NUM(Tot_Out(qc)) 
• NUM(OPS(sbc))?: NUM(OPS(qc» 
The number of ADTs, operators, total operator inputs and total operator outpul~ within the 
software oase type component must all be greater than or equal to those of the query type 
component. 
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Extended filtering for type components as specified by Dolgoff, consists of a single 
rule which states that there must exist a one-to-one function ffrom the set OPS(qC) to the 
set OPS(sbc) such that liOP qr E OPS(qc) properties one and two above, for operators, 
hold true [Ref. 5]. In addition to the rules specified by Oolgoff, properties om: and two for 
operators must be satisfied by type components as well, in order to maICh the aggregate 
signarures for component inputs and outputs. 
f·, SEARCHING FOR TYPE: COMPONENTS 
The process for maIChing type compom:nts is shown in Figure 21. This is a slightly 
Figure 21. Matching Process for Type Components 
modified version of the process presenteri by Dolgoff LRef. 5]. The Array Clwck step has 
been removed. as it is performed within the Operator Mapping sub'process. All fi ltering 
prior to Operator Mapping is aeeomplishetl hy database queries to the CAPS software base, 
as describeri by Dolgoff. Operator Mapping and the Instantiation Check are discu.\sed in 
the following sections. 
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1. Operatur Mapping 
Operator Mapping is the process that determines whether a one-to-one function can 
be found that maps OPS(qc) to OPS(sbc). In order to do this, each operator component, 
within the query type component, is formulated into a query operator component, and used 
as input to existing operator matching functions. Each of these query operator components 
is matched against a set derived from OPS(sbc) in search of a match. Should a match be 
found for an operaror component, it becomes part of the Operator Mapping fu nction, and 
the matching software base operator component is added to a set Used _ OPS(sbc). 
U~ed_ OPS(sbc) is initialized to the empty set. The set of available software hase operator 
components input to the process is, OPS(sbc) - Used_OPS(shc). This assures that a onc-
to-one mapping will be generated should the process succeed. If no match can be found for 
an operator component, backtracking is utilized. in order to achieve an exhaustive search 
for a suitable one-to-one mapping. If no one-to-one mapping can be generated, then the 
entire Operator Mapping step fails for that particular software base type component, and it 
is etiminated from consideration as a match for PS(sbc). The Operator Mapping process is 
shown in Figure 22 and is derived from Dolgoff's filter process for operators. The Is 
Figure 22. Operator Mapping Sub-Process 
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Generic step is a modified version of the same step used by Dolgoff. Is GI'neric branches 
in the following manner: 
Yes - Thl: Yes branch can be taken for either of the following two reasons. First, the 
software base operator component is generic. Second, if the software basc type 
component which contains the software base operator component is generic, and one 
arc more of Ihl: operator's input or output parameter types malches one of the type 
component's declared generic parameters (see example Figure 23). 
No -The No branch is taken if the operator component is non-generic, and none of its 
input or output parameters malch any generic parameters which belong to the type 
component in which it is contained. 
The Array Check step performed across the set of OPS(qc), throughout the process of 
Operator Mapping, removes the nl:ed to perfonn Array Check separately in the type 
matching process. 
2_ Type Instantiation Check 
At the Instantiation Check stage, generic type components are evaluated to 
determine if a proper set of actual Ada type parameters can be found to properly instantiate 
the type component to match the query type component. Uno set of Ada types can be found 
to perform the instantiation, the software base type component is removed from 
consideration as a possible match for the query component For non-generic software base 
type components, this stage is simply a pass through filter, and the previous stages have 
demonstrated that the component is a syntactic match for the query component For generic 
software base type components, the Operator Mapping stage has shown that at the operator 
level, generic instantiations exist which match all operators contained in the query type 
componcnt. A problem exisls in the fact that the generic parameters are defined al the type 
level rather than at the operator in generic type componenl~. Figure 23 shows an example 
of a generic type component. Potential problems lie in the manner in which the Operator 
Mapping pha~ assigns to actual Ada typt:s to tht: parameter Discrete I. Figure 24 shows an 
example query type component which can be matched by the type component in Figure 23. 
In this example, the Operator Mappin.>: process would assign Discretel to Ada type 
Positive when instantiating Op!. and it would assign Discretel to Ada type Integer when 
instantiating Op2. The problem is to find a single type to assign to Discrete! which will 
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operator Op I 
specification 
input 




Op2Parm I : Discrete 1 
output 
Op2Parm2 . Float 
,nd 
Figure 23. Example Generic Type Specification 
hierarchies specified by Dolgoff[Ref. 5J.ln t:ases where two or more operator components 
utilize the same generic parameter in declaring input or output parameters. the concept of 
least apper bound is used to determine a proper instantiation of the type component. 
Considering the Ada types selected for instantiation of operators within the software base 
type component as a set, a proper instantiation is possible only if the least upper bound of 
the set is a specifit: Ada type, as opposed to the types which may only appear in generic 
formal parameter declarations (shown in Figure II). In attempting to match the query 
component in Figure 24 to the software base component of Figure 23, the set of possibilitie.~ 
for the Discretel parameter is found to be {Integer, Positive}. Referring to Figure 20. the 
Ada type Integer is found to be the least upper bound. Integer is a specific Ada type, and is 
therefore selected as the appropriate type with whkh to instantiate the software base 
component. In Figure 25, an example of an unsuccessful instantiation is shown. The set of 
possibilities for Discrete I in this case is {Positive, String}, and the least upper bound of this 
set is the Ada type Private. Private is not a specific Ada type, and the conclusion is that 
GenericExample can not be instantiated in such a way as to match QueryExarnple2. There 
is no single Ada type with which GenericExample can be instantiated which contains both 
a String and an Integer. GenericExamplc is then removed from consideration as a matching 










Op2Parml : Positive 
output 
Op2Parm2 : Fioal 












Op2Parm 1 : String 
output 
Op2Punn2 . float 
Figure 25. Example Query Type Component (Unsuccessful Match) 
VI. CONCLUSIONS AND FUTURE RESEARCH 
A. CONCLUSIONS 
Thtl primal)' goal of this thesis was 10 produce a tool with the capability to 
automatically produce a PSDL specification when given an Ada package specification as 
input. This translation tool was produced utilizing the Synthesizer Generator, and has 
demonstrated ils effectiveness by successfully translating several complex components 
from the Common Ada Missile Packages library Additional accomplishments include the 
extension ofPSDL constructs to allow the usc of Ada procedures and functions as generic 
formal parameters, and c,'I(\cnded considerations for the retrieval ofPSDL type com ponents 
from the CAPS softv.-are base The following sections discuss areas in which further work 
may be accomplished to build upon the work of this thesis 
B. POPULATE THE CAPS SOFTWARE BASE 
The completion of the translation tool presented in this thesis provides the 
opponunity to populate the CAPS software base by bringing in components from a variety 
of DOD Ada software libraries These libraries include, but are not limited to, the CAMP, 
RAPID, ASSET, and CRSS libraries. Population of the software base wil l greatly enhance 
the abi lity of CAPS users to bui ld significant useful, prototype systems 
C. EXTF.ND THE CAPABTI.JTIES OF CURRENT COMPONENT 
RETRU:VAL TOOLS 
The current retrieval tool uti lized by CAPS is capable ofretneving PSDL operator 
components only_ Two major restrictions were imposed on these retrieval operations due 
to Ada to PSDL mapping limitations which existed at the time the retrieval tool was 
created The first restriction prevented the use of in out parameters as procedure arguments 
The second restriction prevented the use of functions and procedures as generic formal 
parameters. Updated translation tools and further review ofPSDL have removed these two 
restrictions hrst, in out parameters arc now allowed as formal arguments within 
procedures, and second mapping schemes have been created to allow functions and 
'J 
procedures to be used as generic formal parameters. DolgoIT's retrieval tool needs updating 
to handle these two new cases. Additionally, Dolgoff's tool was created to handle Ada S3 
packages, and with the introduction of Ada 95 , further research will be required to 
determine how derived types, and generic derived types can be made to fit into Dolgoffs 
type hierarchy 
D. IMPLEMENT PSDL TYPE COMPOI'ENT RETRIEVAL 
Scott Dolgoff's work created a tool which is used to retrieve PSDL operator 
components from the CAPS Software Base. This thesis extends the discussion on methods 
for the retrieval ofPSDL type components from the software base. These methods require 
some further refinement followed by an actual implementation and integration with the 
operator retrieval tool to provide a complete PSDL component retrieval suite 
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APPE:'IIDlX A. SS!. SOli RC E CODE: ABSTRACT SYNTAX 
rhe source code below comprises two files which specify the abstract syntax for 
Ada 95 package specifications and for PSD L 
/. fil~ abSlraCI ad.9x ssl 
.1 Marcn, 1<)95 
gramm~n<lleJbel"w 
/.u ..... . . ..... . . .. ............ . ................... . ..... .............. . / 
/ . .. 0. .. A YACC g; .. mmar for Ada 9X ·** .... •• •• • .. •••• .. ••• .... •••• .. • .... · 1 
/. Copyright (C) I nlerm~lrics, I n~ . 1994 Cambridge, MA USA ./ 
/. Cop)'in~ pennittcd if accompanied by Ihis statement 
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< [bBJlcEJlgG][il)[nN] > 
"< [bBl[oOUdD][yYJ >; 
< [cC][aA][sS][eE1 > 
< [cCl[oO)[nN)[sS][tT][aAJLnl\J[tT)>; 




<: [dD][oO] >; 
< (cE][ lL][sS][eE) > 
< [eE][ lLJ[sSJ[ if llfF»; 
<[eEJlnNJ[dDJ>: 
< [~E][nN][tTlLrRl[yYl > 
<: [cE][xX][cC][cEllpP)[tT)[ilJloOJLnN] ;> 
<: <PSDL_ST A TE> [~E][xXU"El[cCl[uUl!IT)[il][oO][nN] >; 
< [cE] lxXlfi l ][IT) >; 
< [fFJloOJLrR]>: 
<: [fF][uU)[nN][cC Jl lT][il]foO][nN] >; 
< (gG] I"E]lnN]JcE][rR][illlcc]>; 
< (gG][oO][tTJ[oO] >. 
< <PSDL_STATE> [hH][oO][uU][ rR][sS] <INITIAL> >; 
< li l lll}"] > 
< [ilJLnN]>; 
< [il][sS] >; 
:< [JLJ[ iI][mMl[ iI][tT][eE][dD] >. 
< [IL][oOJloOJtpP] >; 
< <PSDL_STATE> ]rnMllaAJLxXJ[illlrnMJ[uUJ[mM] >; 
"< [mMllil][nN] >; 
< [mM][oO] ldD] > 
< <PSDL_STA TE> [mM lJsS] <INITIAL> > 
< [nN][cEl[wW]>; 
< [nN][oO][tT] > 
< [nN][uU][IL](ILJ>; 
< (oO][IF ] >; 
< [oO)[rRJ>; 
< [oO)[!T1[hH][eEl[rRJ[sS]>; 
< [oO][uUJ[lT1 > 
< [pP][aA][cCJ(kK][aAlIgGJlcEJ > 
< [pP][rRJ[aA)[gGJ[mMlJaA] >; 
< tpP](rRlIilJlvV][aAlltTllcE1 > 
< IpP)[rR]loO][cC]leE][dDllllU)[rR][eE] >; 
< [pPUrRlloO](lT)[eEJlcC][tT][eE][dDJ > 
< [rRllaAJl 'I][sSJleEl> 
< (rR](aAJlnN] (gG][eE]>. 
< [rRJ[eEJ[cC][oOllrR][dD] > 
< [rR ][eEllmMJ> 





















< [rR)[,lElLc.Q][uU][eE][uUJlcE] > 
< LrR)[cE][tTJ[uU](rR)(nN] > 
< Lr RJ[cE][vV] [eEJ[rR)[sSJleE] > 
'" <PSDL STATE> [sSJleEJ[cC] <INITIAL> >, 
< [sS][eE][IL][eE][cCllrT] >. 
< [sSllcE1[pP][aA][rRl[aA][!T][eE] > 
< [<S][uUllbBlftTl[yY][pP][c;:.j > 
< [ITJlaAllgGJ[gG l[eE][dD] >, 
< [IT llaA)[sS][kK] >. 
< [IT](eEj[rRllmM]lilj(nN][aAl[!T][eE] ,,; 
< [ITJ(hHlleEJrnN] >; 
< ",PSDL_STATE" [tTJlll][mM][eE) >. 
< [IT]!YYllpP][eF) " 
< (uUllnN H1 T][il][ lL] >. 
< [uU][sS][cE]>, 
< <PSDL_STATE" [mM)[iIJ(cC](rRlloO][sS][eE][cC] <INITIAL> " . 
< [wWj[hH][cE] [nN] "; 
< [wW][hJ-I][i!)[IL][eF) >. 
< (\\t\n]>; 
< IwW)[iI)[ITl lhH] > '. 
< [xX][oO][IR] > 
/" p,ccedencedeciarations * / 
left·,' 
left AND, OR, XOK 
left· ~· ,NE.LT LT, LT EQ.GT CiT. UE 
Ieli '+ ' , .', '&-~ - -
leii -. ' , -r, MOD, REM: 
leli EXPON; 
!eft 
rool compilati nn 
COntp_ Unll, pk!,_ 'kcJ, pkS_sp.:c, I'Iiv31eyan, decljtcm_5, drtl _'lem. decl 
{mh INTne<l ingJ"vel, } 
comp_unit : CompU!lit(COflt~xt_sp"c_opt privat,,_opt pkl>_ded pragma_s) { 
pkg_dt:el nesting_level = S$,nestin~Jcvd; 
I 
COIllt:xt_SpeC : Empt'iCont~xtSpccO 
I ContextWithUse(comext_sJ>eC.-,"'Pt with_clause us,,_ clause_opt) 
I COnTextPragma(context_spec pragma) 
llame' BmptvName() Siml,kN'"'"I,d"",,"",) 
IOperalorSymhol(QUOTED_STRING) 
,d~ "I;~i er . IdNul1() 
I Idellt(lD) 
m~mh~r,;IH I-' . Eml-'lyM~mbl() 

choice 




pkg_sp.:c. ne 'tingJ~vcl = SS.nesting_levd , 
l 
I OenPkg[n~t(cornpound_narne generic _insl) 
pkiLSpeC: Packagc(cornpound_"aITl<O dcdj tcrnJ privatcJ'lUI) { 
decUtern_, .nesting_lcvcl" SS_nestilljLlcvel '" I; 
privatcJ'art _nestingJcvcl = SS_nesting_lcvel 
} 
optionalprivateJ'art; 
private J'art : PrivalePartNullO 
I PrivatePartPromplO 
IPrivate(decl item s) ( 
dcc l_it~m _ s_;est illg_l~vd .. S$.llcstingJeve] ... I ; 
optlOna j li,t decl item s; 
decljem_' · Ik~ILislNi IO 
IO"clList(decl ilemdecl item ")( 
d~d_i tern_ sS2~es tiIlLje~d - $S""sting_lcvcl 
dccl_item _Tl cstinlLlewl = $$_nt:stinlLlcvcl; 
l 
d<:<:Utem : EmptyDecllkmO 
I Decl(d<:<:l){ 
decl nesungJevd $SneSlingJevel: 
} 




I Anrib[kf(marl e"preSSiOll) 
I ReCQrdTypeSpcc(markali~n_oplcomp)oc_s) 






cor"p loe s. CompLocNullO 
- - I CornpLocPromp10 
mark _EmplyMarkO 




IDol0pl( ident ifi~'f ) 
op!1on ai IIs1 mBrldis! ; 
mark I;,! : MarkList NilO 
deel ErnplyDeclO 
I MarkList(t icdotmarldist ) 
I ObJD..::I (dd.-,d_sobjecl _quahfi<'f_OPIObjecl_, uhl}'p"_dcfinit_opt) 
I Nurnl:><Xl(def id sexpression) 
I TypcDecl(idc~tifierdjscrim--part_opttypc_complelion) 
ISllbTypeDecl( idcnt ifi"r subl}'pc_ind) 
I SubPro~ D<!Cj (subprop:_d"cl ) 
IPkgDed(plLdecl l { 
p~g_dtcl.n"sting_levcl - $S lle S!i njUcvd, , 
I Ta.llJ)ecl(task_spec) 
IPr01Decl(prot_spec) 









I Dlsc'deRangeList(discreteJange itcr_ discrete Jange _~) 
di<;crelcJange: EmptyDiscRngO 
I Di<;cRan8"Nam~(n"me range _ con,tr_ opt) 
ID,scRangcRangc(range) 
ophonal discrim-.Jlart_opl; 






I D1SCrimSpccLisl(discrim _spec discrim _SpeC_5) 
optional type_completion, 
type_completion . Tn>cComplNullO 
I Tn",ComplPrompl0 
I TypcDcK'ompl(typc _ dd) 
typ~ _dd" : EmplyT.I'pcDd() 





variant---'p,1rt ' VJnnmP~rt(id~nlifi~r pra~m" _" v~riJnl_s) 
r(;al 
priVat(; typ.;: Priva((;Typ.;(wgg(;d opIlunit~.d opt) 
li,l param_s; 
pararn_, : PararnNi IO 
I PararnLi_<I(param param_s) 
param : Param ld(dcf)d_s mod~ mark inil_0pl ) 
I EmptyParamO 
la~k def: T askD~:N"1I0 
- I Ta,kDdPIO!JIPIO 
IT asl.:Dd(eniry _de..::l_ ~ rep _~pe..::_s lasl.:J'l;vale _ Opl) 
0plional lasl.:.J!riv3Ie_op! , 
lasl.:ynvale_0I'I : TaskP\10plNullO 
I TaskPvtOplPrompl() 
I Taskh10pl(enL')' _ dcd_s n:p_~~c_s) 
Cllll)' _de..::l_s : Enll)'De..::lPlagma(pragma_s) 
I EntryDeclP13gmaLISI(entry _ dcd_s enl')'_ ded pragma_s) 
enlry_oed : EmptyEnlryDccIO 
i EnlryDec ll <.l(id~nlificr formalyart_opt) 
I Entr}'Rangel)d~'ntifier discrete_range form alyart_ opt) 
<>I'tional rcp_spec_s, 
rep_spec_s , R.:pSpecNull() 
I RepSpecPromptO 
I R~"SpecL lst( rep_spe~_ s rep_spec pragma _~) 




protynv31c _ Opl ProtP\,OptNullO 
I ProtP'~OptPromptO 
IProth10pt(prol_clem_decl_s) 
opt ional lisl prot_op_decl_s; 
prol_op_decl_s , Prol0pID<'CU.islNIIO 
IProtOptDedLlst(prot_0I'_<.Iec l prot_op_decl_s) 





r~name_decl : Empl}-Romamd)':clO 
I RenamcDeclSub(de()d _ s objecl_ qualifier_opt subtype _ind renames) 
I RenameExc(dcCid_, renames) 
I RenamcUnitD~cl(rename _unit) 
rename_un,t : EmplyRenameunitO 
I Renam~rkg(generic_hdr compound_name renam~s) 
I RenameSuhprog(generic_hdr subprog_spec renames) 
renames - Rename,(name) 
opt ional generIC_lIdr; 
generic_lIdr : GcnericHdrNilO 
I GenericHdrPromptO 
I GenericHdr(gcnericJomla l.,.part) 
opt i onalli~t gencricJom,alJ'art 
~""rnc_fo[ffialJ'art: GenericNilO 
I GenFormalLisl(g~neric_formal generic JumlaJ-.l'art) 
genencJonnal : EmptyGenFormalO 
1 G~~IParm(param ) 
I GcnTypcParm(idclllificr gcneric_discrim.,.part_opt generic _lYpe_ def) 
I GcrrProcPann(id~llti tler fonnal_part_ opt subp_ default) 
I GenFullcParm(de,ignator fonnalJ'art_ opt name suhp _default) 
I GenPk~ParmDox(ident ifiername) 














I GenTypeAlray (arraLlyp") 
I GenTYpt'Access(access_!yp~) 
I GenTypePnv(pnval,,_lypc) 







access Npe' EmptyAcccssTypcO 
- I AccessSuhlypo;: (subtypt'jnd) 
oplional prot_opt 
I AcccssConstSuhfype(sublype jnd) 
I AccessAllSublype(subtype_ind) 
I Acce",sProcerlu,,,{prot_opt formal---.part_opt) 
I AccessFunction(prot_ 01'1 formal ---'pari _ Opt mark) 
pror_opt - ProrOptNulJO 
IProlOptPromprO 
IProrecrcdO 
hodl _stuh ' Empr,-l3odyStur.() 
ITa~kSmb(Jd"ntJfier) 
I Pk~SIUh(compound_ name) 
I SubprogSruh(suhprog spc:c ) 
IPro tSluh(id<"n!lfkr) -
gmcric_i~'l Gcnlnst(namc) 
I" * ...... ..... * ................. ****.*.***** ...... **"'**.**** ........ ..... / 
/ •• u ..... *** ............................. * •••••••••• ** .................. / 1···· .. ··******· .. •••• .. •• .. * .. •••••• .. •• •• ••••• .. •• • .. **·**·· .. ···.·"·*1 
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I' f,le 
I · Date 
'·System 
,. Ocscription This fi le cool<lins the ahstracl wmax defmition. 
I · for the PSDL lan guage. The"" productions ar<l usOt! to 
provide attrihution for an Ada 9x abstract synlllXlrCe 
wilh th~ r~suhing display providing thc translation from 




compollent_ s . COlllpontmlNil() 
I ComponentList(componL"Itl cOmpOlleJ ,I_ s) 
compontmt: CompDataType(data_tyl"'l 
I CompOpcrator{op,:rator _in lp) 
I)-'pe _spec. TypeSpec(generic_t)'pe_dccl type_decl_opt op _li ~t_opt 
functionality) 
optio~ nll?'1n..nc_lype_decL 
~tmenc_typc_dccl . GTD:-JilO 
IGTD PHO 
I G1D(~'p~_d~cl_Sl 
opi lOllal type_d~cI_opt 
type_decl_opt - TOO_Nil () 
opcrator: EmptyOpdatorO 
I ? sdIOp{componnd_namcopcrator_srec) 
opcrator_imp·Operatorlmp(opcraloropcrator_impl) 
opltonallist int~rfllCC_S 
lflt~lfact s !nterfac~ S NilO 
- I [-;; lerf3C~L'Sl(inlerface interfacc_s) 
mt~rf"cc: Empty!nlerfac~() 
Iinterface{anribulc,,"qmls_trace) 
altribule - Generics,lnputs,OUlPUh(typc_decl_s) 
IStalcs(I)-']X_decl_sinmal_cxpressionJist) 
I Excpls(def ,d .~) 
I MET(llme~ullrt ) 
/ . lhls Jist unparses with a carriage retum ~tween elements'/ 
hsllyp"_ded_s; 
type ded S ' TypcDeclNilO 
- - I TypeDcdLlst(typ"_decltYp"_dccl_s) 
;* thislistunpafSe,withnocamage f" IUmbctweenelernents'; 
hsttYP"_ded_s2 
tyJ",,_decl_sl: TypcDcclNi120 
I TvpeDeclLi<t2(typc_dec l typc_dccl_,2) 




I ExpReal (REAL CS) 




I ExpBinOp(imhal_expressroll bina ry_op mllral_expresslon) 
IExpUnal)'(tlllarY_0l'inlh. l_exl',cssion) 
binary_op: PsdlAnd, PsdlOr, PsdlXor, PsdlL T, PsdlGT, 
PsdlEQ, PsdlGTEQ, PsdlL TEQ, PsdlNE, PsdlAdd, 
PsdlSub, PsdlCal,Psdl"',,lul, PsdU);\',PsdL\.1od, 
PsdlR"m,PsdlExpO 
una",, _op_ PsdlNnt,PsdlAbs, PsdlNcg, PsdIPos( ) 
tnn,,_unl1' TimeuSeI:, TuneMs. TimeScc. TimeMul, TimeHrs(inleger) 
• 
APPENDIX B. SSL SOURCE CODE: t:NPARSL"IG RULES 
The source code helow comprises three tiles which specify the unparsing rules for 
Ada 95 package specitications and for PSDL 
style Keyword, Pbcehol(\er 
Corr,p,l",,,,,ill@ '<"/. S(Plac~hojdercompil"lion%<;l>"l 

Iypc_compldlon TypcComplNulJ[@ 1 
i TypcComplPro:llp( [~ '<% ScP1accholda:type%S»"J 
IlypeDefComp l[@ · = %S(KeywordIS%S) -'@1 
dcnvcd_l)-'}lc . EmptyDeri,-edTyper~ . "<"loScPlaccholdcr:dcrivcd typ&!.s»"J 
I N"wOerwtdType[~ : "%S(KeywordNEW%S)"@l 
I NcwDerivcdWllhPrivRIC[A : "%S(Keyword:NEW%Sj@ 
%S(KeywordWITH PRI VA TE%S)l 
I New[krivedW!1hRC<XIrdr~: '<%S(Keyword,NEW%S)"@ 
.. %S(Keyword:WlTl-!%S)"@l 
I AbsNewOeri\'edWi{hPnva{er~ , "·/.S(Keyword:ABSTRACT NEW%S) , @ 
%S(Keyworci:W!lH PR\VA TE%SIl 
I Ab~NcwOerivedWllhRecord[A : "%S(K~j'wordABSTRACT NEW%S) <@ 
. %S(Keyword 'WlTH%S)"@J 
range_con,~(raml Ran~e[@ :.~"%S(Keyword-RANGE%S)" @J 
n 
Iler d',<Cf':tc r~n~e s DlscreteRangeNIl[@ J 
-I DI.~rc~Ran~;Lisl[@ •• A [ ,,, "J @] 
dlscre1e_range Emp1'\'DIs.:Rng[ Iq1 . • .o<"/oS(placeholder,discreterange%S»'>J 
I DlscRan~eName[@ .,~ iW@1 
I DlscRangeRange[@ .@] 
range_constf_opt EmptyRangeConstrOpt[@ '·· 
<%S(placeholder:rangeC()nslrainl%S»"j 
IRangeConstr[@:····· fiill 
record_del" EmptyRecordDt:IT@ :- .o~.S{Placeholdene<.:ord def%S»,"] 
I Record[@·'- ·'%S(l(<:)'word.RECORD"/. S)"A.to/. n"@@ 
'''''ob%n%S(Keyword:END RECORDo/. S)"j 
1 NuIlRccord[A : ··%S(Keyword.NULL RECORD%Sn 
la~g~d_opl : T~@gcdOpiNull[@] 
1 Tagl!-cdOptPrompl[@: :"'''<%S(placenoldc,,'agged%S»""] 
1 Tag~ed[A. '"%S(Keyword.TAGGED%S)"") 
I AbSlrBCITagged[A. ·'o/.S{Kqword ABSTRACT TAGGED%S) .01 
comp)lst . EmptyCompLISI[@ ::. "<%S(Placeholder.comp IIsW.S»""] 
1 CumpL,stWllhVanant[@ .• ~@ @] 
1 CompListWI1hl'ragma[@ '- @@l 
1 NuIlW,thPragma[@: ·· .. o/.S{Kcp,·ord:NULL%S);%n""@J 
comp_decl_s Compl)e.:INil[@ ,I 
1 CompOecl[@ :·- @1 
1 ComplkcILi$l[@ :·@@@l 
vanant.Jlal1_0pl ' EmptyVanamPart[@::-'"<:o/.S(Placeholder:vanantpal1%S»"] 
1 VanamPartOptPragma[@ "-@l 
1 VanamPanOpt[@: .. @ @ '~J 
dlscnm_spo::c_s DlscrimSpo::cNil[r~ . J 
IDI:;cnmSp<eL",,[@,' : - A l'".%n"J :~1 
vanantJlart 
variant: VarirultChoicc[@ :: ~ "%S(K~)' word : \VI-IEN%S)" @ ·''''>%t'Y.n''@@ ''%\:>''J 
I OedList[@ . ~ ~ ("%n%n"] (@] 
name . ErnptyN~me[@: _ "~.S(plaeeholdcrnanle%S»l 
I SlmpleNamc(@ ::"' @J 
I IndexComp[@ ;;= @ "("@<O)"] 
I Sele<:ledCornp[@ ; "' @l 
! Attnbutc(@: _ @"I,n @J 
, OperatorSyrnbol[@ ;;= @J 
ticdot TicDotNi l[@; ,= J 
I TicDotPH(@:" "<%S(Placeholdcr'ATTRor .ID%S»l 
I TicOpl [I41, :c= -Y ' @] 
I DotOpt[@ :=O<"@J 
~l 
scl<'Cled_comp : EmptvSeIComp[@ : - --<.%S(I' iaccholder:selectedcomponcnt%S» "] 

mcmbershlp, Empty M"mhr[@ = """/oS(l'laceholder:mbr 0p%Sp"l 
I lnj" · "%S(Kcy"'ordJN%S)"j 
I NOl In]" ., % S(Kcyword_NOT IN%S) "I 
factor. EmptyFactor[@ = "<%S{Plac~holder:faClOl%S»l 
IPnmaryl@ M@1 
I NotPnmaryl@ 'W "%S(K"yword;NOT%S) "@J 
I AhsPrimal)"[@ ::= '%S(KeywordABS%S)"@J 
IExpon[@:"'@" " "@) 
primary EmptyPnmary[@. :K"<%S(Placeholder"primsIY%S»"'] 
ILIlcra II@""-@1 
I PnmaryNamc[@" "@J 
IAJlocator[@'''''@J 
I Qualificd[(,v -·rm] 
IParcns[@ -.. .. C l'iiJTl 
IPnmaf\-, Aggj@ ::"@1 
ql1ahfied EtuptvQl1al[@ ... """/oS(placchold~'Tql1ahfied%S»"l 

I InMode['" '%S(Kcyword:1N%SJ HJ 
I OutMode!" : "%S(K eyword OUT%S) -] 
I InOut:-'1odc(" . "%S(Keyword IN OUT%S) .oj 
I AccessModef : "'YoS(Keyword.ACCESS%S) Hj 
pkL>pec Package[@. -~ "%S(Keyword:PA CKAGE%S)" @ 
, %S(Keyword:IS%S)%t'Yon"@@ 
"%b%n%S(Keyword _E ND"/oS)" eornpound_nam~] 
private_type: PnvateType(@. '"'@ @·'%S(KeywordPRIVA TE%S)",] 
lImLloo_opt: LLmilcdOpINull[@] 
I LUllLlcdOptPromplf@ :."" "<"/.S(pJa<:eholder; limil ~d%S» ' ·] 
I Limlted[(~ ~ " %S(K~yword :UMlTEI»IoS) "] 
usc_clause: ErnptyUscC[@ ::"'''<%S(placeholderuwclause%Sp''] 
( Usc[r,,;. - "·,;'S(Keyword:USE%S)" @ '- ,%n"] 
I Usdypc(@ ~ "'YoS(Kcyword:USE TVPE%S) " @";%n") 
rename _dec[ _ EmplyRt:nameDed(@ ~ "<%S(placcholdcr:rcnamc d.:cI%S»" j 
ReuameDedSuh[@::-@."' . @@"'''@''; '' ] 
I R~tlaJ1ld::xc(@ : ;= (o,l ' %S(Kcyword 'EXCEPT10N%S) ' @"';" ] 
I R~nam~Un!lDccl(@~:: - @] 
r~naJ1l~< . R"llames(EJ := -- %S(Kevword,RENAMES%S) ' @J 
80 
cntIY_dccl_s EntIyDec1Pragma[@ : - @J 
I EnlI)'DcdPragmaLlsl[@ ' 3@ @@J 
rep_sp<:c_s ' RcpSpc.:Null[@ :1 
I RepSpecPrompt[@:;= "<%S(l'laceholder:rep,cscntatlOII ~pc.:s%S» " J 
I R~pSpe<:L'SI [@ "" @@@J 
C()ntcxt_spcc_opt c Cont"XtSpecNull(@-J 
I ContextSpecPtompt[@ c"- "'<%S(PJaccholdcrcontcxl spec Opl%S»%n'"J 
I ContexrSpec(@ ::= @"%o'"J 
C()ntexl_Svec EmptyContc":ISpec[@::- ""<:%s(placdlOldcrcon'cxlspec%S» "'] 
I ContexlWnhUsc[@ ::=@@@J 
I Conle_'tPra~",al@ ,= 1i},1@1 
wI1h_claus., : WithClaus.,[@c - "%S(Keyword"WITH%S) @ ;%11"1 
use_clau;C_op1 c UscClauscOpIN,l[@l 
I UseClaus,,[@-A@l 
genericJOffilal : EmptyGcllFomlalL@ ::~ "<"A>S(placchokkr :gcneric formal%S»"] 
IGL'nrarm[@ :~ @ 
, %n--TRANSLA TION _ERROR: Generic ~aluc paramctcrs do nO! " 
't ranslate to PSDL"] 
I GenTypcParm[@ :; - "%S{Keyword:TYrE%S)"@@ 
· %S(Keyword:IS%S)"@-';"l 
I GenProcPamlL@ ;= "%S(Keyword:WITH PROCEDURE%S)"@@@" : 'J 
I GenFullcParm[@ ; ; ~ "%${Keyword:WITH FUNCTION%S)"@@ 
, o;'S{Keyword:RETURNOJoS)"@@" ;"] 
I GL-nPkgPannBoxl@ ::- ·'~.S{KL'Ywurd:WITH PACKAGE%S)«@ 
· %S{Kcyword:IS NEW~.S)" @ 
"C<»;%n--TRANSLATION ERROR: Generic packag~ param~tern" 
· do nol trans!al~ lo PSDL"J -
I G<--nPkgP:rrm[@ : =' "%S{K"Yword:WITH PACKAGE%S)"@ 
%S{KcywordJS NEW%S) " @ 
%n--TRANSLA nON _ERROR: GL'1leric package parame!ern do not' 
' Iranslal~ 10 PSDL "] 
I GenUstparm[@,: ~ @ 
'/on--TRANSLATION_ERROR: GL'1lcric Use clauses do not '-
'tralls181~ to PSDL"J 
1 SubpDdNarne[@ -- = ' %S(Keyword ,)S%S)'-@] 
I SubpDeIDox[@'" %S(Keyword.lS%S) <>"] 
generic_typc~dcf: EmptyGcnTypcl)et1@:c oo "'<%s(placeholder:generictypedd%S»1 
I GeIlTypcBox [~ : "(<>rJ 
I GenTypcRangcB()x[~ : "'%S(Keyword:RANGE%S) <>") 
I GellTypeModBoxl~ _ "%S(Keyword_MOD%S) 0"] 
I GenTypcDellaBoxl'" "%S(Keyword:DEL TA%S) 0'"1 
1 GenT}'peDellaDigBox[A 
"%S(Keyword:DEL T A%S) <> ~.S(KeywordDIG!TSo/.S) <>") 
I GenTypcDl gilsBox[~ _ -'%S(KeywordDIGITS%S) <>"' ] 
I GenT}'pcArray[@ --~@l 
1 GenTrpcAcccssl@ ::=@] 
I GenTypcPrw[@ ::=@) 
I GenTypcDcrived[@ . :~ @) 
generic_derived~typc : EmptyGenDerTypeL@' := 
"'~'.S(placcholdcr:genencderived type%S»"l 
I GcnDcllVedSub!I@:~ "%S(Keyword :NEW~,S) '" @l 
I GenDerivedSubtPrivl@ ::= '%S(KeywO!d:NEW%S)"@ 
'" %S(KeywordWITH PRIVATE%S),,] 
I GenD~'ri\"edAb.'it(@ - " '"%S(Keyword:AHSTRACT NEW%S) '@ 
. %S(Key,,'ord' WITHPRIVATE%Sn 
generic~insl: Genlnst[@ :- "'%S(Kcyword.NEWO/OS)"@1 
ahgn_opl _ Ah p.nOpINunf@l 
I AlignOpIProrllpl[@ ::x"<o/.S(placeholdcnltgn%S»"'1 
I AlignOpl[@ :~"%S(K<:yword:AT MODo/.S)"@" ,%n"'] 
I" ...... **.u ..... ~** ••••••• **.u** ....... ** ....... **.**.** .... u • •• •••••• / 
/ .......................................... "u ......... . ............... . . . / 
; .............. ** .......................... ........... **** ............... / 
/ ................ . .......... ** ........................................... , 
/* Fil~ 
'·Dale 
/'AUlhor Chris Eagle ./ 
/. Spt~m Sun SPARCslation ./ 
/. DcscriPlion This fil~ cOlllain~ the unpan<ing rule to di~p la~' 
/. th~ PSDL Iranslallon of an Ada 9x packag~ specification 
, •••••• ;~:·:!.d.~.:e.d.:r~;l;~~~.~!;~:f.=::~l~:e:.~:o.~ ....................... / 
/ ....... A YACC gr!lfllmar for Ada 9X ....................................... / 
/. COl'ynght (Cl Intemletrics, Inc. 1994 Cambridge. MA USA . / 
/. Copying perml1t~d if accollJpanied br this SlalClllcllt 
/. Dcrivallve works Me pt'rmitted if accompanied by this stakment 
/. ThIs grammar is thought to be COlTect as of May I, 1994 
/·bulasusual lhereis ·nowalTantr·tolhatdfect 
/ ........................................................................ / 
v i~w PSDL~ VIEW: 
ldclltifin,IdNull[pSDL VIEW ~ . <ldentificr>"j 
I Ident[PSDL_ VIEI.\' ~ , ~l 
inle~er . IntNnU[pSDL_ VIEW ~ : "<integer>") 
I Inlcgcr[pSDL_ VIEW ~:~] 
compllallon: CompilatjonNil[pSDL_VIEW@:] 
I C\)mpi l ation[pSDL~ VlleW@ , . ~j 
pmgma • EmptyPragma[pSDL VIEW ~ : ] 
I PragmaId[pSDL _ VIEW ~~: 1 
I PragmaSimple[pSDL_ VIEW" 
pragma ar~ s: PragmaArgNil[pSDL VIEW" :) 
I PI;8m;SargLi~1[pSDL_ \'JFW ~~ ] 
pragma~nrg . FmplvPragmaArg[rSDL_ VIEW "] 
I Pragmabp[PSDL VIEW ~ .. j 
I PragmaNam"ExprPSDl_ VIEW ~ 
pragma_s PragrnasNil[pSDL_ VlEW A ] 
IPragmasLlst[pSDL_ VlEW A ] 
decl EmptyDecl[pSDL_ VI EW " J 
IObJDec![pSDL VIEW" 
I NwnD.:cl[pSDL VlEW " I 
I Typ~Dec![pSnL - VlEW " " ] 
I SubTypcDec![pS-DL_ VIEW " J 
I SubProgDecI[pSDL_ VIEW A A "'%n"J 
I PkgDeclfPSDL_ VIEW '" """%n""] 
I TaskDeclfPSDL_ VIEW A .J 
I ProtDecI(pSDL VIEW " . I 
I ExcDecl(pSDL=VIEW'" I 
I R"'nameDecl(pSDL_ VIEW A Al 
I BodyStubDecl[pSDL_ VIEW " -I 
def_id_s ' DelldNil[pSDL_ VlEW ":J 
IDerldList[pSDL_VlEW A A[" ","'1 A J 
obJect_qualifier_opt· OhJQuaIOptNul lfPSDL _ VlEW AJ 
I ObJQuaIOptPrompt[pSDL_ VIEW A"] 
IAhased[pSDL_VlEW AJ 
IConSlant[pSDL_V1 EW " ] 
IAhasedConst[pSDL_ VlEW A:J 
obJecl_subtype_def" EmptySubtypeDef[PSDL_ VIEW A:J 
ISubtypelnd[pSDL VlEW A I 
IAn-ayTypc[psnL~VlEW A :. J 
inll_opt - ImtOplNull[pSDL_ VIEW AJ 
I lnuOplPrompl[pSDL_VlEW " I 
I ExprlmIOpt[pSDL_ VIEW A ] 
dlscnmJlat1_opt DtscnmPartNullfPSDL_ VIEW "-J 
I DlscnmPartPrOmpl[pSDL_ VIEW A J 
I DiscnmPartfPSDL_ VIEW Al 
I Bo,[pSDL_ VIEW Al 
!\Ipc_COmpletlon' TypcComplNullfPSDL_ VIEW A J 
I TvpeCompIPrompl[pSDL_ VIEW A:] 
I TypeDdCompJ[pSDL_ VIEW" ... ] 
type_def: Eml'tyTypcl)~lfPSDl ._ VIEW A:J 
I EnumTypd)(:tTl'SDL _VlEW A: --J 
IlntTYpt'Dd[PSDL_ VIEW A: .. ] 
I RealI ypeD~f[PSDL_ VIEW A : . J 
I ArrayTypeDef[pSDL VIEW A: -J 
I RecordTyp~[pSDL_ viEW A J 
I AccesslypcDefIPSDL_VIEWA 1 
I Dcnv~dTvpd)ef[pSDL_ VTEW A: ,.1 
I l'rivatcTYl'eDctTPSDL_ VIEW A : -1 
subtype)ud . EmprySubtlnd[I'SDL_ VIEW A:J 
I Subtypdndl.:onstraint[pSDL VIEW A 
I SnbTypdndName[pSDL_ v iEW A: .. ] 
constraint : EmplyConslraint[I'SDl._ VIEW A:J 
I RangeConslrain t[PSDL _ VTEW A: j 
I DecDigConslraint[pSDL _ VTEW A 
derived_type: Eml'tyDcrivcdType[pSDL_ VlEW A:] 
I NewDerivedlype[I'SDL VTEW A: -oj 
I NewDerivedWithPrivaterPSDL_ VTEW A: .. J 
I NewDeri""dWithR~cord[pSDL VTEW A 1 
I AbsNewDcrivcdWithPrivate[PSDL VIEW A .1 
I AbsNe.\'DenvedWithRecord[pSDL~ VTEW" I 
range: EmptyRangc[pSDL_ VIEW A:] 
I SimpleRange[l'SDL _ VTEW A I 
I NameTicRange[pSDL_ VTEW A: --J 
I !\ameTicRangcExl'[PSDL_VTEW A: 
""nm id s : EnumldNil[J'SDL VTEW A:] 
I En~mld!.ist[pSDL_ VIEl,I.,-;- " 1 
enumjd : EmpwEnumJd[pSDL_ VTEW Aj 
I IdlPSDL VIEW A .. 1 
I CharLit[PSDL_ VTEW A: 1 
integ~r_T)pe: Empt\'lntT\' pe[pSDL_ VIEW A_J 
I RangcSpec[pSDL VIEW A: .. j 
I ModE"pr[PSDL_ VIEW A: ] 
Wnlponent_,ubtYP"_def _ COlllp$ubtyp"o.,f[PSDL_ VIEW'" 
I R~oord[pSDL_ VIEW ~ ] 
I NullRecord[pSDL_ VIEW" :] 
lagged_opt . TaggedOpINull[pSDL_ VlEW ":1 
ITaggcdOptPromptlPSnL VIEW" ] 
I Tagg~d[pSDL_ VIEW" :] 
I Abstrac tTagged(PSDL_ VIEW":] 
comp_lisl EmptyCompList[pSDL_ VIEW ":] 
I Coml'LislWilhVanant[pSDL VIEW" ... ] 
I CompLisIWilhPragma[pSDL= VIEW" . ] 
I NuUWilhPragma[pSDL_ V!EW" : ] 
comp_decl_s : CompDecl[pSDL_ VIEW": .. J 
I CompD~clList[pSnL_ VIEW" : . ] 
variantyart_opt : EmptyVanantPart[PSDL_ VIEW" :] 
I VariantPartOptPragma[pSDL VIEW" · ] 
I VariantPartOpt[pSDL_ VlEW-~ I 
oomp_decl : CompDedDcfs[pSDL_ V!EW" 
discrim_s~_s: DiscrimSpecNil[pSDL_ VIEW"] 
I DiscrimSpecLtst[pSDL _VIEW" I 
access_opl' Acce5S0ptNull [pSDL_ V!EW" =] 
I Acc~'S"OptPrOlnpt[pS[)L_ VIEW" :] 
I AccessOpt[pSDL_VJEW " :] 
variantyart: VariantPar1[pSDL_ VIEW ~ 
variant_s . VanantNil(PSDL_ VIEW ":] 
I VanantL,sl[PSDL_ VIEW ~ ] 
variant , VarianIChotcc[pSDL_ VIEW" 
choice EmptvChOlce[pSDL_VIEW A I 
I ChOlc~E'prfPSDL_ VIEW A I 
1 CholceRange(pSDL_ VIEW ~ . -J 
I ChoiceOthers(pSDL_ VIEW A J 
dlscrel~_ With Janl'-~ : DiscreleNameRange[pSDL_ VIEW A 
1 DiscrclcW,lhRange(pSDL_ VIEW A --I 
a~~~ss_ty~ : EmptyAccessTy~[pSDL_ VIEW ~:I 
1 AccessSnhtype[pSDL_ VIEW A , ) 
1 AccessConslSubtypc[pSDL VIEW A . -1 
1 AccessAIiSubtype[pSDL VIEW ~ I 
1 Acces_~Procedure[psDL_ VIEW A ) 
1 AccessFwlctlOn[pSDL_ VIEW A I 
prol_Opl: PrOl0plNull(PSDL_ VIEW Al 
I ProlOptPrurnpt[pSDL_ VIEW A:I 
I Protecl<:d lPSDL_ VIEW ~ : J 
dccUlem_s, DeclLlstNil(pSDL_ VIEW AJ 
/_ I DeclLlst[pSDL_ VIEW A: A r'%n"l A]_/ 
I D~clLisl]PSDL_ VIEW A: A I"%n") A) 
ded)t<:m: ErnptyDedJlem[pSDL_ VIEW A] 
I Decl[T'SDL_ VIEW" : ~l 
I UscClausdk<:I[pSDL _ VIEW A , I 
I Dcc1RepSpec [pSDL_VlEW A.l 
I DedPr8IP"a[rSDL_ VIEW'" "J 
narn~ • ErnptyNamclPSDL_ VlEW~) 
I SimpkNarn~[PSDL_ VIEW ~ . -1 
I [lldexComp[pSDL_ VIEW A ) 
I Sekct~dCornp[psDL_ VIEW A. --J 
I Anribul.:!!'SDL_ VIEW ~ I 
1 Op«ratorSyrnhol[PSDL_ VIEW A ] 
marl.: ' EmptyMarl.c(pSDL_ VIEW ~: 1 
IlI.latl.c[PSDL_ VIEW" ~ A] 
t'cUot . TicDotNil[PSDL _ VIEW A • J 
I TicOpt[pSDL_ VIEW A::" "\'" A] 
I DotOp\[pSDL_ VIEW" :: - « » AI 
compound nam., - EmptyCompound[pSDL VlEW":J 
I DotC~ml-'<lund[pSDL_ VIEW": A [",'l "] 
~_namc_Jisl: CompoundNaJnt:NiII1'SDI ._ VIEW A :] 
I CompoundList(pSOL _VIEW" 1 
valuc_s: ValueNil[pSDL_ VIEW A:j 
IValueList[pSOLYIEW " J 
value: EmptyValllc[pSDL VIEW" :] 
I ValueExpr[pSDL_ VIEW". __ ]
I ValueColllpAssoc[PSDL_ VIEW A J 
I ValueDiscWithRang.,[pSOL._ VIEW" 1 
sdected cornp : EmptySdComp[pSDL VIEW A J 
I D';;Jd[pSDL_ VIEW" ] -
I DotUsedChar[pSDL_ VIEW A 
I DoIString[pSDL_ VIEW A J 
I DotAII[pSDL_ VIEW A:] 
attnbutcjd: EmptyAttribld[PSDL_ VIEW":] 
I Anribld[pSDL VIEW A: . J 
I AttribOigits[pSDL_ VlEW":J 
I AuribDdta[pSDL VIEW A:] 
I AttribAccess[pSDL_ VIEW" =j 
numeric lit : ImLit[PSDL VIEW": "J 
I Re~IL it[pSDL_ VIEW A: A] 
l it~"Tal • EmplvLittraI[pSOL_ VIEW A:] 
I NumLil\PSDL VIEW" .-l 
I U . .-xlChar[rs6i._VIEW " 1 
I NilLitll'SDL_ VIEW A ] 
comp_sssoc . Compt\ssoc[PSDL_ VIEW ~ 
term , EmpTyTerm [PSDL VIEW " J 
IF3clor[pSDL~VlEW ;:: ' ] 
IMul![pSDL~VlEW " J 
I D1Vld,,[pSDL~ VIEW '" ] 
IMod[pSDL~VlEW" .. J 
I Rem[pSDL_ VIEW" J 
fllClor ' EmptyFactor[pSDL VIEW A:] 
IPnmary[pSDL_VIE£'" ,.] 
I NotPrimary[pSDL~ VIEW '" ] 
I AbsPnmary[pSDL_ VlEW" :_ 1 
I Expon[pSDL~ VIEW " ] 
primary: EmptyPrimary[pSDL VIEW'" :] 
I Ll\eral[pSDL~ VIEW A: .. ] 
I PrimaryName[pSDL VIEW " 1 
I AllocalOr[pSDL~ VIEW " : ,.] 
I Qualified[pSDL~ VIEW" ,.J 
IParens[PSDL~VlEW".] 
quahfied : EmptyQual[PSDL VIEW ":] 
I NameTicAgg[pSDL~ vIEW " ... J 
I NameTicExprfPSDL_ VIEW" ] 
allocator, newNarne[pSDL VIEW " , 
I NewQualifiedfPSDLjf1 EW A . ] 
subprolLdec! : ErnptySubpDeclfPSDL~ VIEW ":] 
I SubprogSpec[pSDL~VlEW" : A" __ 1 
I GeJ\mcSubproglnst[PSDL~ VIEW " . ] 
I Abstr3CtSubprogSpcc[PSDL_ VIEW ": ] 
psd!~mel_Opl : Me! NullfPSDL~ VIEW '"_J 
I M<:1PrOmpl[PSDL_ VIEW " :] 
I Me!Usec[pSDL_VlEW " ' .. } 
I M~"\Ms[pSDL~ VIEW " J 
I MclS«:[PSDL_ vmW" ] 
I M~\MU\[pSOL~ VIEW'" . 1 
I MclHrs[PSDL_ VIEW " . , ] 
subprOB_S?"C _ Empf\'SubpSpec [PSDL_ VIEW '" 1 
92 
pmam' Parmnldll'SDL_ VIEw ' 
pt!l, spec PactagelPSDI VIEV',..·~ 
rename_dccl EmpTyRenarneDed[pSDL_ VIEW " 1 
I RcnamcDeclSllb[pSDL VIEW" J 
1 RCllamctxc[pSDL VIEW" . . 1 
I RenarneLTllitD~cl[p~<;nL_ VIEW", "1 
rcmUlle_lInit. ErnptyRcnameUllit[pSDL_VIE W" :] 
I RellarnePkg[pSDL_ VIEW": . 1 
I RenallleSubprog[pSDJ._ VIEW": "". J 
ren.lIlneS : R~namcs[pSDL_ VIEW" : .1 
lask spec: EmptyTaskSpcc[pSDL V[EW":] 
"I SimpleTask[pSDL_ VIEW " - J 
I TaskTn}~rrSDL_ VIEW" 1 
task de!": TaskDctNull[PSDL VIEW":] 
"I Ta:;kDeIPrompt[PSDL VIEW" :] 
I TaskDcf{PSDJ._VIEW-" 1 
task..Jlrivalc_opl . TaskPvtOptNull[PSDL_ VIEW":1 
I hskP\10pIPrompt[pSDL_ VIEW":] 
I Ta'kP~10pt[pSDL_ VIEW" ] 
prol_Spec: EmplyProtSpec[pSDL_ VIEW":] 
I Prol[pSDL_ VIEW" ] 
I ProtTYP"[pSDL_ VIEW" 
plOl_op_decl_s : ProIOpt[kclL,sINil[PSDL_ VIEW " J 
I ProIOpIDeclLlsl[pSDL_ VIEW A J 
prol_op_d~cl EmplyPr010p[kcl[I'SDL_ VIEW Al 
IEntryDecl[pSDL_VlEW A-,, 1 
I l'ro IOptSubprog[1'SDL_ VIEW A j 
I RcpSpec[pSDL_VlEWA ) 
I ProtOplPtagma[pSDL_ VIEW" .' "j 
prol_elern_decl _s' ProtEI~rn1kclNil[pSDL_ VIEW AJ 
I ProIEkrnDeclLisl[I'SDL_VIEW A J 
pml_elem_decl . EmpIYProIElcm[pSDL_ VIEW ":J 
I ProlOptDecl[pSDL_ VlEW ~I 
I l'roIElemCompDecl[pSDL_ VIEW ": J 
enll'}'_decl_s ' EnllyDecll'ragma[I'SDL_ VIEW " ] 
I Enu,,.DeclPmgmaL,sl[pSDL_ VIEW A ] 
@l ry_rlec l :Erupl}'EnlryDecJ[pSDL_VIEW A:J 
I EnlryDeclld[l'SDL_VIEW" ] 
I EntlvRang~[pSDL_ VIEW A I 
r~p_spec_s _ RepSpecNul l[pSDL_ VIEW ~ : j 
IRepSpecPrOlupl[1'SDL_VIEW "] 
I RepSp~cLisl[1'SDL_VIEW" 
rump_unit CompUnil[1'SDL_ VIEW" A l 
pnval~_opl - PnvalcOplNuH[PSDL_ VIEW A:) 
I PnvatcOpIPrompl[pSDL_ VIEW A :] 
I PnvatcOptfPSDL_VIEW A I 
context_spec_Op!' ContexISpecNul![pSDL_V1EW A:J 
I ContexISpecPromp1[pSDL_ VIEW AJ 
I Co,,!e:<tSpec[pSDL_VIEW~ .J 
conlc:<t_"pec . ErnplvConlc_~ISpec[pSDI VIEW A :] 
I Conl~'tWl1hUs<:[pSDI. VIEW A I 
I Cont~~IPra~rna[pSDL_ VIEW ~ 
use_claUs~_()p l U",Claus~OplNil[pSDL_ VIEW":j 
I Us.:Clauw[pSDL _VIEW" 1 
bodLslub : EmplyBodyStub[pSDL_ VIEW " :] 
I TaskStubjPSDL VIEW": , ,J 
I PkgStub[pSDLjIJEW " '-J 
I SubprogSrub[PSDL_ VIEW ": -- J 
I ProtS\ub[pSDL_ VIEW": .. j 
g~'ucri c_hdr: GcncricHdrNil jPSDL_ VIEW A =] 
I GencricHdrPrompt[pSDL VIEW A:J 
I Gell~ricHdr[pSDL_ VIEW-A :,] 
g~lleric fonual pan: Gell"ricNil[pSDL VIEW" "%b"'] 
I G~IlForm~n.isl[pSDI._ VIEW A. A["%n"] A "%n"] 
~eneri~_formai , EmptyG"IlFormaltpSDL_ VIEW " :J 
I GcnParm[pSDL_ VIEW " 'GenericValue"'] 
I G"IlTyp"Pal1lltpSDL_ VIEW A :" GellericType"J 
I G~nProcParm[pSDL_ VIEW ~ : A < G~rI"ricProccdure'>l 
I G"IIFuncPannjPSDL VIEW ": ~ " . GeuericFunclion"1 
I G~nPk~PanIlBox[pSDL_VIEW" " 
I GtnPkgParm[pSDL _VIEW " ] 
I GenUsL1Jarm[pSDL_ VIEW A. - J 
genL-ric discrimyart opt : GenDis.:OpiNulltpSDI. VIEW A: I 
I G;;nDiscOptPro-;;'Pl[PSDL_ VIEW A:J -
I GenDisc[PSDL VIEW": --J 
I G~I1B(}x[pSDL-=-VlEW" : 1 
subp_default : SubpDefaultNull[PSDL_V1EW":] 
I SubpDefaultPrompltpSDL_ VIEW ":) 
I SubpDd~lImc[PSDL_ VIEW A . -1 
I SubpDd13oxtpSDL _ VIEW":J 
genenc_IYP<'_dcL EmptyG~nTypeDcfrPSDL_ VIEW Al 
I G':'nTy]><'Box[pSDL_ VIEW "I 
I G~nTyp"Rangel:3o'fPSDL_ VIEW A ] 
I G~nTypeMod[3o,tpSDL_ VIEW":j 
genenc_inst. G~nlnst [pSOL_ VIEW ~: 1 
/ •• A . A ......... * .... . A.AU ••••• UU.* ..................... . ........ **** .. / 1·**· .. · .... ··· .. **·· .... ·· .. •··•·········• .... ·*··········· .... ···"'·"1 ; ... ...... . ............. ........ . . . ............. *.**** •• * ............... . / 





Th is file cOn(HlII S (he wlparsUlg rules for l'SDL 
1*·* · ·· · ·· .. ••• .. ··**······· .... ······· .. ·· .. ···· .... ··· .. ·**· .. · .... · .. *1 
data_type . DataType[pSDL_ VIEW ~ . "'VoS(KeywonI;TYPE%S)' A '"%n" A A] 
type ded opt: TDO Nil[pSDL VIEW A:1 I T[)()_PH[pSm-_ VIEW A ~ 
I TOO1PSDL_ VIEW A : A "''!-ou' ' J 
or_l ist_opt. OLO_Nil[PSDL_ VIEW A:] 
I Ol.O_Colls[pSDL_VIEW A . A ["% n" ] "I 
operator: EmpryOpL'rn tor[pSDL_ VIEW A: I 
I PsdIOp[pSDl._ VIEW A: "%S(KeywmdOPERATOR%S)' A ·'~.n" A] 
operator_imp : Operatorlmp[pSDL_ VIEW A: A "~.n" A] 
inkTfoce_' : Int~rt'ace_s_Nil[pSDL_ VIEW A1 
I rm~'rfaccLi'I[PSDL_ VIEW ": "A] 
imerfac~ : Emplylntcr1"acc[pSDL_ VIEW A.] 
Ilm"{lacc[PSDL_ VIEW A · "'%n'" AI 
ly j"'_decl _, • TypcDeclNil[pSDL_ VIEW @ J 
I TypeDecJL"I[pSDL_ VIEW @::- "[",'Yon"] @] 
1}'I"'_decl_s2 • Typc:DedNi12[PSUL_ VIEW@ J 
I TypeDeclLisI2[pSDL_ VIEW @ ·=A[" ,"]@J 
tH),,_decl· Tl'peDedPSDL[pSDL VIEW@: :- @' "@] 
I EmpryTypcDccl[1'SDL_ VIEW @:J -
lype_name _ EmplyTypeName[pSDL_ VIEW@,J 
I TN_ld[pSDL_ VIEW ~ : "J 
I TN_ Array[pSDL_VIEW" " " ["~'TJ 
reqm1>_trace RqmtsNll[pSDL_ VIEW":] 
I Rqrn ts]H[PSDL_ VIEW ~J 
/0 , Rqrnls[pSDL_ VIEW A. "'YoS(Ke)'wordBY REQUJREMENTS%S)" JO/ 
functionality _ FuncNil[pSDL_ VIEW ~ . J 
I FuncPH[pSDL _ VIEW":} 
/ 0 I Functionality[pSDL_ VIEW" JO/ 
keywords · K W Nil[pSDL VIEW ~ -J 
IKW PH[P-SDL VIEW":J 
I Key;ords[pSDL_ VIEW" : "!I.S(Keyword·KEYWORDS%Sj·· J 
infomlal d",;c • ID Nil[PSDL VIEW ~ . ) 
I ID,)H[PSDL-_ VIEW ~T 
I lnIDesc[pSDL_ VIEW" . "!I.S(Keyword:DESCR 1PTlON%S)'Yot'Yon' < 'Yob%nJ 
forma l_d~:;c FD_Nil[pSDL_ VIEW ":J 
I FO]H [PSDL_VIEW" :] 
I FormalDesc[PSDL_ VIEW" _ "%S(K~'\'wordAXIOMS%S)% I'Yon %b%n"] 
type_'mpl : AuaTypdmp[PSDL_ VIEW A 
'%S(Kcyword.lMPLEMENT A TiON ADA %S)" 
A "'YoS{Kcyword:%nEND%S)%n"] 
I' I Typchnpl[PSDL_ VIEW A : "%S(Kevword;IMPLEMENTAT10N%S)" 
'%S{Keyw~d:%nEND%S)%n" ] ·' 
op.:rator_impl • AdaOplmpIPSDL_ VIEW A 
"%S{KeyworU:iMPLEMENTATiON ADA%S)" 
A '-O/OS( Kcyword:0/onENDO/OS)%n"J 
I Empty lmpl[PSDL_ VIEW ~:) 
I' I POO IOpimpl[PSDL VIEW": "%S{Kcywold:IWLEMENT A TION%S)" 
"%S(Key~ord.%nEND"'/.S)%n"]· ' 
inihal_expression_ list : InitExpNillPSDL_ VIEW A:I 
IlnitExpList[pSDL_ VIEW A - A r', "J Al 
initial_expression _ ExpTruc[pSDL_ VIEW A "True"] 
I ExpFalse[pSDL VIEW A: "False"] 
I Expln l[pSDL VlEW A : " ] 
I ExpRcal[pSDi _ VIEW A: A] 
I ExpStr[pSDL VIEW" : "] 
I Expld[pSDL ~VlEW A : " I 
I ExpTypc[pSDL_ VIEW A. " .... A A] 
I ExpInitExp[pSDL VIEW": "(" A ")"1 
I ExpAinOpIPSDL VIEW" : A A AJ 
I ExpUnaryIPSDL'=-VlEW ": A Al 
orUnit_cxp_lisl: optLi~1Ni l [pSDL_ VlEW":1 
I optLiSlProlllpl[PSDL_ VIEW ~:I 
1 OpIL l>1 IPSDL_ VIEW" : "('" A "n 
binary_op : PsdIAndfPSDL_ VIEW A; "%S(Keyword: AND%S)""] 
I PsdIOr[pSDL VIEW" : "%S{K~"yword : OR%S) "] 
I PsdlXorIPSDL_ VIEW" ; '"%S(Keyword: XOR%S) <o j 
IPsdll .TfPSDL VlEWA . "<"1 
I PsdIGT[PSDL- VIEW":" > HI 
I PsdlEQIPSDL= VIEW" :" - ""j 
I l'sdIGTEQ[pSDL _VI EW ~ : .. >="' 1 
I I'OO IL TEQ[PSDL_ VIEW ~ : "' <- "I 
I PsdlNE[PSDL_ VlEW A . ' I~ "I 
I PsdlAdd[PSDI._ VIEW A • + "1 
I l'sdlSub[pSDL_ VIEW" . - "] 
1 PsdICaT[pSDL_ VIEW" & -] 
I P>dIMH1[PSDL _ VIEW ~ . • "1 
I PsdIDi"!Psm._ VIEW A 1--] 
I PsdIModfPSDL_ VIEW A • %S(KevworrL MOQ%S) ,,] 


APPEI\OIX C. SSL SOURCE CODE: ATTRIBUTE FUN"CTIONS 
The source code below is used 10 compute the attributes of Ada 95 productions 
These attributes are arc specified as productions within the PSDL language. Once 
computed each attribute is displayed according to the unparsing rules for PSDL 
productions 
/ ................... **** .. ******.**.***** ............................ ** •• / 
/·File attri bada<fx.ssl 
TNT IsProcDccJ(rlecld) { 
/. ruction 10 count the number of declaratlous iu the input 
/. dec1jlem_s hst which wllltranslat~ to PSDL operators 
/. Return value '" number of decls that will become PSDL operators 
INT CountOps(decl_,tem_s dis) { 
wilh (dis) ( 
DecIListNil : 0, 
DecILlst(dl , rcst) : wilh (di) ( 
DccJ(d) : Wilh (d) ( 
SubProgDed(*) : isProcDecl(d) + C"untOps(resl), 
PkgDecl(pd) : with (pd) ( 
PkgSpce(gh,ps): with (PS)( 





Rename[kd(rd) : Wilh (rd) ( 
RenamcUnitDcd(ru) : with (ru) ( 
RenameSubprog(*, ss, oJ : isProcSpec(ss)'" COWltOps(reslj, 
defauh : CountOps(n:st) 
), 






identifier MarkToId(mark m) { 
with(m) ( 
EmptyMark : idNull , 
Mark(i, · ) :i 
type_name PSDL TypeName(mark m) { 
wIth (m) ( 
EmptvMJrk : EmptyTypel"ame, 
Mark(I , · ) ·TN_Id(i) 
i- fU:lction to r,~t\lm a parameter lisl cor.lainmg only the parameters 
i* in p which ar~ of [)'f'" IN Of IN OUT 
/- [illlClion to reh:m "p"ram~ler list containmg onl\' the parameters 
/" in p which are ot ty!'" OlJT Of IN OUT 
InOutMode : PSDL TypeDecl(pann)" E:-.:tractOut«ps), 
default . ExtractOuts(ps) 
1* function to cr<late the OUTPUTS portion of a PSDL operator 
1* Spcclt;catwn giv"" an mput lonnal param"tcr list 
tntert'ace MakeOutputs(fonnaIJlart~opt fp) { 
l. 
ddaulr · Emptylnterface, 
) 
1* function to create the MET portion of a PSOL operator given 
1* an input psdl~met_opt from an Ada program 
idcllti tlcr Mode Told(lIlodc m) { 
106 
EmptyParam 
type_ded_52 ProcrannsToTypcDecJS(pa:am_~ p) I 
w1tll(p)( 





EmptyParam - ProcParmsToTypeDeclS(ps) 
) 
type_lIame ProcTYp"Name(fonnalyaIl_opl fpo) ( 
w!th (fpol ( 
FonnalPart(p) 
TN .. Array(ldenl{'" PROCEDURE"),ProcParm,ToTypeDcclS(p», 
default: TN_ld(ldentCPROCEDURE")) 
ld":ntifier NameTold~lII(name 0) ( 
"';Ih(n)( 
Emp(yNam~ : IdNull, 
Simpl~Name(i ): I, 
OpaalorSymbol(05):IdclII(oS), 
default ' Id..:nt(,[)efaull]d") 




ParamN,] : IypcDeclNd2, 
ParamLi~l(p:um.ps) 
with (pafTlI) ( 
l'ruamTd(d,md.mk , lo) 
PSDL T Yp"DccJ(paml) FuncParmsT 0 Typ.!DeclS(ps), 
EmptyParam , FuncPaml.ToTypd)eclS(ps) 
) 
107 
tn>e_decl MakeProcOeci(,dentif,er i, r'mnal--'pan_'-'Pt rpo ) { 
TypeDeclPSDL(i::DdldNil,ProeTypeName(fpo) 
ident ; fi~r DesigTold(dcsig,lIator d) ( 
wilh (d) ( 
DesigCompound(cn) : CompoundTold(cn), 
DesigString(s) ; ldentCfullC_"#s), 
EmptyDesignator: Id~ntC -') 
l)'I"'_ded Mak~F"ncDed(d~"igllator d, forrnalJ"l!t_opt fpo, name II) 1 
T ypcDeclPSDL (Dcs;g T old( d) DetldN;I,FuncTypcNamc(fpo,II» 
/. passing r~st to r.dIG~llC[1C 
typc_d~d MakcParam(gencricJonnal gf) { 
GenTypcPnv(*): MakePSDL TypcDed(I,"PRIVATE_T i'PE"), 
GcnTypcDerived(gdt) : MahPSDL TypcDecl(i, 
. GENERIC DERIVED TYPE"), 
default _ Empt}'TypcD.:c\- -
), 
1* PSDL does not curreutly allow ~'alu ~ parameters as generic fOl1Uals 
I· ii that ~hauses, the following lines must b<: uneommented to 
j. provide the trauslation 
;, 
G~nPann(p) : with (pl ( 
Paramld(id,· . "' ,*) : MakePSDl . TypcDecl( id,"GENERIC _ VALu"E"), 




I · function to build a Ii~t of s""eric paramdcn; for a PSDL Compollent 
I" ~peclfication given au input list of Ada gcn~-rie fonnal parameters 
type_d~cl_, PsdIGeneric(generic_fotmalJ,art gfp) ( 
with (gfp) ( 
GenericNil : TypcDe<:INil 
GenFonnall. ist(g( rest) : wiU, (MakeParam(gf)) ( 
EmptyTypeDecl : PsdIGeneric(rest» 
default : Mai<eParam(gf) :PsdIGeneric(rest) 
) 
1* function to "",ate the PSOL code for a li~t of Generic 
I*fomlalparamet~n; 
interface MakeG~'nerics(gellericJomJaIJlart gfp) ( 
with (gfp) ( 
GL'U~ricNil: Emptylnterface. 
G.-:nFonnalLis!(*, ") - Interfact(Gtntric~(psdIG""~ne( gfp)).Rqlll!SNil) 
) 
/* create a PSDL gell~ric type d~daralion from all Ada generic formal 
1* paramcterhst 







f ' an existing interface portl<m. and a prol mel from an Ada program 
mterfacc_s Gu!ldlnlerfaces(genenc_fol1TlaIJmrt gfp, fonnalJlart_opl fpo, 
Ullerfacee, psdl_mel_oplpmo)( 
MakeGenencs(gfp) Makelnpuls(fpo) MakcOulputs(fpo) 
c. MakeMet{pmo), Inlerface_s_Nil 
J* Exu-act all of the exceplions from a hstofdeclarallons 
deUd_sExtractExcepllons(decUlem_s dll i 
""'lh (dl )( 
DcclListNil DetldNil, 
[)edL,st(d' , resl} 
wIth (di) ( 
Decl(dcl) 
w,lh(ddl ( 
RenameDecl(rd) : with (rd) ( 
RenameE,.,;: (ds, oJ 
ds@ExtractExceptions(rcsl), 
default - Ex1raCIExceptlOns(resl) 
), 




/ . create the exceptions por1lon ofa PSDL component specification 
mterface MakeE"ccpts(decl_'tem._s d) { 
wllh (E"tractE"cepIiOlls(d))( 
DdldNII-Emptyint"l"face. 
DendL,slC ' , ' ) : InterfacLo(E"cpts(E~tractE~ceptlons(d».RqmtsNII) 
/*CQmbtne IWO hstsofexcepllonsto form a stngle list 
interfa~e JomEsccpls(lntcrlacc II . tntcrfacc i2l 1 
\\'''h (II) ( 
), 





1* given an Ada packag~ specificatlon and its generic header 
1* create a PSDL operator spt'Cificalioll incOIpomling lh~ */ 
jOlfllerfacese 0' 
o!",rator MakcOpFromPk~(g"n~ric_hdr gh. pkg_,l"'c ps , interface: oj { 
with (r s ) ( 
Packagc(cn,d, pp): with (8h) ( 
GcncricHdr(grp): with (Mak':opFromf'kg lGenericHdrNi l, ps, 
Ernptylntclface»( 
PsdIOp(c, os): with (os) ( 
OpSpec(is, I) : PsdJOp(c,OpSpec(MakeGenerics(gfp) is, f) 
), 
EmptyOpera tor : EruptyOpcrator 
), 




/. gi V"llan Ada package sp"cificalion and ilS II.cncric header, 
1* crCale a PSDL Type component specification 
rompon=! MakeCompFmmPkg(generic hdT gh, ['kg spee r s) { 
with (ps) ( - -
Package(cn, d, p): CountOps(dj == I oj 
CompO""ralor(Operal0rimp(MakeOpF mmPkg(gh, ps, Empty Intcr1'ace), 








CompDalaTypc(DalaType(cn,MakeTypc(ps,GenerlcNiJ) AdaTypclmp(c n)» 
componcnl_ s MahCompl.i"'Fro~lIkmS(de<:l_ilem_S dis, inlerfac~ exc) f 
wllh(dis)( 
Dccll..islNiJ . ComponenlN11, 
DeclLis l(di,resl)cwllh(dl)( 
Ded(dcl). w.lh (dcl)( 
SubPrugDecl(sd)'wilh(sd)( 
SubpmgSpec(gh, ss,pmo) 
MakeCompOpFromSubprog(gh, ss, pm", c~c)@ 
MakcC"IllI'L1S1FlOmD.::clllemS(resl. c~c), 
default . MakeCompListhomJ)ec)ltemS(rest , e~c) 
) 
PkgDccl(pd): wIth (pd)( 
PkgSpec(gh, ps): MakeCompFromPkg(gh,ps) 
MakcCompListfromDe<:JltemS(rest,exc) , 
default : MakeCompListflOmDeclltcmS(,~st ,tXc) 
), 
default . MakeCompLlstfromDccUlcmS(rest,exc) 
), 
default : MakeCompLlstfromD~-clll~~nS(rcst,exc) 
DcclList(dl,resl): Wilh (di)( 
Decl(d) w.th (d)( 
PkgDecl(pd): WIth (pd)( 
PkgSpec(gh,ps) w.th(ps) ( 
Pacbge(cn,ds,ppl 









1* givcn all input subprogram 'pec;ficatjon, il<g~"I1eric header, 
1* ils WT, and existing iutcrfaces, create a PSDL operator 
j-specukation 
operalor MakeOpFromSubprog(genenc _hdr gh, subproB-spec ss, 
psdl_mct_opt pmo, intcrfacc el { 
with (gh) ( 
GenericHdr(gfp) : witll(ss)( 
), 
SubProgProc(e, f) : PsdIOp(c, OpSpec(Buildlnterfaces(gfp, 
f, e, pOlO), FuneNiI)), 
defaul! : EmptyOperator 
default: with (ss) ( 
SuhProgProc(c. f): P~dJOp(c, OpSpec(Buildlnterfaces(GenericNil, 
Le, pmo),FuncNill), 
default : EmptyOpera\or 
component_5 MaleCompOpFromSubprog(generic_hdr gh, subproL spec ss, 




default : ComponeTltNil 
) 
1+ create a list of PSDL operators from a list of Ada declas-ations 
f+ IOcorporating the exceplions specified inexc 
). 
) 
PkgOecl(pd) . With (pd) ( 
PkgSp...'C(gh, ps): with (p$)( 
Package(cn. ds, pp). COUl:tOps(<.Is) 0;= I ? 
akeOpFromPkg{gh, ps , exc): akcOps(rest,exc ) 
MakeOps(rcst,exc) 
dcfaul t : MakeOps(rest ,~xc) 
default Mak"Ops(rest .e>;eJ 
type_spec MakeTypc(pkg_spec ps, genencJormal-par1 gfp) ( 
with (ps)( 
Packagc(c, <.I , p)' TypcSpec(MakeGenencType~cl( g:fp), 
TOO_Nil, MakeOps{d, MakcExcepts(d» , FuneNi l) 
I 
sUbprog_dccl: SuIJprogSpt'C{ 
subpr01Lspec.mct = psdl_met_opt , 
} 
I GencncSubproglnslj 
subproL~pt'C . met = psdl_met_opt~ 
} 
I AbstraelSubprogSpcc{ 




local component_s psdl_trans; 
psdUrans = (SS . n~stinIUcveJ - 0) ') 
MakeCompLislFromPkg{generic _hdr, pkg_spec) 
ComponenlNl1 
r~nam~_umt : RcnameSubprogl 
"uIJpro~ _s pec,met = Met Null ' 
l'mt_0p_ded • ProlOplSubprog 1 
subprOLSPCC met = M~INull 
U"CLS1Ub:SubpmgSlllbl 
subprolLspec _ mct"'M~tr.;ull 
l 
AI'PENDLX D. SSL SO URCE CODE: CONCRETE SYNTAX 
fhe source code below is used to specify the concrete syntax of Ada 95 package 
specifications. A complete concrete syntax for Ada 95 package ~pecifi cations allows 
SynGen to construct a parser which will accept existing Ada 95 source code as a text tile, 
and create the attributed abstract syntax tree which is required to complete a translation 
/ ................. u •••• u ............................................. u. / 
appropriate abstroct s), ntax tree for an Ada 9x 
packagespecific"li<ln 
/ ............................................................................ / 
DECL : ~,' !l ded abs', 1 
doct-DECL.abs 
OEF _ID _ S 1 ~1'n def_id _ 5 rev ~ 
mhdcf id "taiL L 
def id 5 - Off 10 S_rc v 
- {l)EF JO j;.lail ~ De!ldNil', }: 
OBJECT_QUALIFIER_OPT {syn obJcct_qualifier_opt abs; }: 
object_ 'lualifier_"pt - OBJECT _ QUALIFIER_ OPT_Bb<: 
OBJECl'_SUBTYPE_OEF { syn object_subtYJlC_def abs; ): 
oVject_subtype _def - OBJECT_SUBTYPE_OEF.abs; 
INlT_OPT 1 SYI) init_opt ahs: }: 
init_opt -INlT_OPTahs', 
DlSCRIM]ART_OPT ! syn discrimJart_opt BOO: ) 
discrimJart_opt - D1SCRIM]ART _OPT_al>s; 
TYPE_COMPLETION { syn type_completion ans; 1: 
type_complctio n - TYPE_ COMPLETION.abs: 
TYPE_DEF 1 ~1'n t)"J><:_def abs; }, 
type_def - TYPE_DEF_abs: 
SUBTYPE_IND { syn subtypejnd ab5; }: 
subtype _iOO - SlJBTYPE _ INDabs: 
CONSTRAINT { syn constraint aOO; J: 
constrain t - CONSTRAINT.ab5: 
DERIVED_TYPE (SYI) derived_type abs; }: 
derived _type - DERIVED _TYPE_abs: 
RANGE_CONSTRAINT { syn range_constraint abs: }; 
range_constraint - RAKGE_ CONSTRAINT.abs; 
RANGE {syn range abs; }; 
range - RANGE.abs~ 
ENUM_ID_S {syncllumJd_srev; 
inhcnum id stail: ) : 
cnum id s - ENuM. ID S.rev 
- (EN{JM_[D~S .~il '" EnumidNil: ) ; 
El\lJM J[) {SYllcnum idabs: J: 
enum_id _ ENUM_ID ;bs: 
INTEGER_TYPE { '1'n ;nt~g~r_type abs; ); 
lIltegcr_I)'pc - INTEGER_TYrE.abs ; 

COMP _DECL 1 ;iyn comp_decl abs: L 
comp _decl- COMP _DECL.abs; 
D1SCR1M_SPEC_S 1 syn di'<Crim_spec_s rev: 
mh discnm_spec_s tail: }: 
discrim spec s - DlSCR1M SPEC Srev 
- (DlSCRIM_SPEC~S . tai l ~-DiscrimSpecNil,); 
D1SCRlM_SPEC { syn discnm_spec abs: }; 
di'<Crim_spec - DlSCRlM_ SPEC.abs ', 
ACCESS_OPT ( syn access_opt ahs; ); 
access_opt - ACCESS _ OPTabs; 
VAR 1ANT]ART ( syn variantyart ahs', ): 
vanantyart - VARIANT]ART,abs. 
VARIANT_S (sy n variant_srev: 
inhvanantslail;) '. 
vanant_s - VARIANT_S r~v 
{VARIA NT_S,tai l " VariaIllNi ):} ', 
VARIANT { syn variant abs; L 
variant - V ARIANTabs; 
CHOICE_S {synchoice_srev: 
inhctlOic.:stail ', }: 
cboicc_s - CIiOICE_S,rev 
(CH01CE_SJail .a Cholc~Ni1:L 
CHOICE (sJnchoiceabs; ) 
chO!c~ - CHOICE.abs; 
DISCRETE_WITH_RANGE (S)' n di scrc tc_wlthJangc abs; ); 
discre te_ with_range - DISCRETE_ WITH_RANGE.sbs; 
ACCESS_TYPE {synaCC':SS_I}'peabs; L 
access _ tyP<' - ACCESS _ TYPE,abs; 
PROT_OPT ( syn prot_opt abs; ). 
prot_ cyt - PROT _ OPTabs; 
DECL_ITEM_S { s)'n decUtem_s ",v; 
inh dccl_itcm_s taiL} 
dec! item s - DECL ITEM S.re\' 
IDECL_IT EM_ S tatl ~ DeclLis\t'il; J; 
DECL_ITEM ; "n d~clj tcm abs: } 
dec l_it~m - DECL]fEMahs 
NAME { syn n3m.: ahs. J. 
120 
name - NMiE abs ; 
SELECTED COMP I synsdcctcd_colllpaI.>S. J 
.sdect~d _comp - SELECTED_COW ,a h.s ; 
ATTRIBUTFUD {,y n al1rihu!t:_id abs;}; 
atU1bute_id ~· AITRIBUTE_ID.abs, 
AGGREGATE I syn aggregate ab s~} 
aggregat~ - AGGREGA TE,abs~ 
EXPRESSION I s'on <');pr",:>S!on abs: } 
~xpression - EXPRESSION abs 
PRIMARY: syn primary abs; ~ 
primary - PRIMARYaw; 
SUBPROG_DECL { syll subprolLdccl abs', ) 
subprog_decl - SUBPROG_DECL abs 
PSDL_MET_OPT { syn psdl_met_opt abs; }', 
psdl_ mct_opt,- PSDL _MET_ OPT.abs, 
FORMAL]ART _OPT { syn formalj'art_opt abs', l: 
l<xmalJlar1_opl - FORMAL_PART_Opr ab,; 
PARAM S { syn param s rev, 
inhparam_staiL )-
param_s - PARAM_S.rev 
/PARAM_S.lail ~ ParamNII) 
MODE { syn mod~ uhs. ) 
mode - MODE.ahs 
PKG_DECI. : ;;VI! pkLd~c1 nhs. } 
pkLdecl - PKG_DECLah,; 
PKG_SPEC 1 syn pk!Lspo..-c aI>,; , }; 
pk~_"pcc - PKG _SPEC abs' 
PRIVATE_TYPE 1 syn privat e_I)'p~ abo: ). 
pnvale _type - PRIVA TE_ TYPEabs: 
LIM ITED_OPT 1 syn hmlted_opt ab". i. 
IImlled _opt - I.IMITED _ OPT.ab,,: 
USE CLA USE 1 syn use clause abs. J. 
usc_Zlause ~ USE _ Cl.AU-SEabs: 
NAME S 1 syn name s rev ~ 
inhname_staJ!:J: 
name s - NAME S.WY 
{NAME5t;d ~ Name>JiLi : 
RE>JAME_ DECI. 1 syn rename _ ded abs; i . 
rename_dcc l - RENAME _ DECL.abs: 
RENAME_UNIT 1 S)'n rename_,mil ab5; L 
renrunc_unll- RENAME_UNlTab,,; 
RENAMES 1 syn renames abs; i , 
renames - RENAMES abs; 
TASK_ SPEC 1 'In task_s[= abs: i , 
task_spec - TASK_SPECabs 
TASK]RIVATE_OPT {svn task..1>lwate_opt abs; J: 
ta,k.JlnYate _opt - TA SK _PRIVA TE_ OPTabs. 
PROT_SPEC 1 syn prot_spec abs. i . 
prot_spec - PROT_SPEC abs; 
PROT OEf { S\'n plOt dcf al>s: 1 
pro,_(i;l- PROT_DEF-ab; 
PROT_or _DECl. _S : ,)'n plOt_op_decl _, rev . 
IIln pro l _op_d~-cl_s tall' ; 
pnll_op_decl_s - PROT _op _DECL_ S",\ 
(PROT_OP _DECL_S.tail ~ ProtOptDedListNil;l ; 
PROT_OP_DECL (synprol_ov_dcdabs.); 
I'rot_op_decl- PROT_OP _DECL.abs; 
PROT_ELEM_DECL_S { syn prOl_elem_decl_s rev; 
inh prot_dem_decl_s tail; L 
prot elem dec! s - PROT ELEM DECL S.re\' 
- - (PROT _ELEM~DECL-=-S . tall =-ProtElemOeelNil;); 
PROT_EI.EM_DECL { syn prol_dem_decJ aos; L 
prot_ clelll_ded - PROT _ELEM _DECL.aos; 
ENTRY _DECL_S { syn entry _decJ_s aos; }; 
~ntry _ded_s - ENTR Y _DECL_S.aos· 
ENTRY DECI. { ~1· n entry deel 80S; ); 
~ntl}· _d';;;l- ENTRY _DECL.aos; 
REP_SPEC_S {synrep_speCJabs; l: 
rep_spcc_s- REP _SPEC_Sabs; 
CaMP UNIT { syn comp unit aos; }; 
comp_;;-nlt- CaMP _UNrr.abs 
PRIVATE_OPT {srn private_~t abs; }, 
private_opt - PRIVA TE_ OPT.abs; 
CONTEXT_SPEC_OPT { syn context_spcc_opt aos; }; 
context_ spec_opt - CONTEXT_SPEC _ OPT.abs; 
CONTEXT SPEC { syn context spec ahs; }; 
contcxt_ spe~ - CO>JTEXT _ SPEC.ahs 
WITH_CLAUSE ( "jin with_clause aos; ); 
",Ith_clause - WITH_CLA USE.abs; 
USE_CLAUSE_OPT {syn use_clause_opt fCV; 
inh uS<'_clause_opl tail;) 
usc_clause_opt - USE_CLAUSE_OPT.rev 
{USE_CLAUSE_OPT.tatl ~ UseClauseOptNil;}; 
BODY_STUB ( S)·n hodLstub abs; ); 
body Jtub - [lODY _STUll.8os· 
GENERICJORMAL_PART {syngenericJurmalyart rev; 
mh ~enericjorma l ...p" rt tail; L 
~enericJormalyar1 - GENERICJ0RJ...1AL_PART.rev 
: GENERICJORMAL]ART.tail = GenericNil;J; 
GENERIC_FORMAL {5,·n gencricJonn.labs: I; 
genencJOImal - GENERlC_FORMALabs, 
GJ::NERIC_DlSCRlM_PA.'rr_oPT I syn generic_discnm y an_opl ab5, }, 
generic _dlscnmJ'aM _Opl- GH,:ERIC_DI SCR IM]A..~T_ OPT.abs 
SURP _DEFAULT { sy n subp_default ab5', }: 
subp_default - SUBP _DEFAULT_abs; 
GE?->''ERIC _ TYPE_DEF I syn gt:n"nc_type_def 3b5, }; 
generic_lype_ def - GENERIC_T YPE _DEF _abs; 
GEl--;'ERIC_DERl VED_TYPE I sy" ge-nenc_dcrlVed_[Vp., ab5; }: 
gcn.,ne _ deri.'ed _type - GENERIC _DERlVED _TYPEabs, 
GENERIC_INST I .<yn generic ) n"t 3bs , L 
generic inst - GENERIC INST.abs, 
- -
REP_SPEC { S}'1l rep_spec ab,; L 
rep_spec - REP _SPEC.abs 
COMP _LOC_S ( syn comp_Ioc_s 3b5: ); 
comp_loc_5 - COMP_LOC_S,abs, 
INTEGER _CS I syn inles", ab,;\; 
lIl1egc, - INTEGER_CS abs 
INTEGER_CS •• ~ (INTEGER) {SSab,; " Imeger(lNTEGER), } 
COMPILATION .- 0 {$$,abs " CompilallonN,1. } 
I (PRAGMA S COMP UNIT LIST) ( 
PRAGMA _ S_[81! ; Pragm-asNil 
COMP UNIT L1 ST.!ail " CULislNi l, 
$$.abs;;; CompliallOn(PRAGMA_S,le,', Cm .. fP_UNIT_LIST.rev);} 
COMI' UNIT LIST , " (COMP UNIT) ($$ ,rL'" '' cm .. fP _UNIT.abs,$Stail ;) 
I (COMP U NIT LIST COMP Ur-'lT) { 
COMP uNIT L1STS2tail '" COMP VNlT,abs ::$Slai l 
SS_r"" : CO\fP _UNIT _LISTS2rev;-
I 
PRAGMA :: .. (PrAGMA ID '; ') { U ,ab,; - Plagmakl(Idclll(1D» ; I 
I(PrAGMA ID T PRAGMA ARG S -j' ': ' ) I 
?RAGMA ARG Slal! "- Prag':;;aArgNJI , 
n,ab. - P;agmaSllllpk(ld~nt(!D ), PRAGMA_ ARG _S,re") 
I 
PRAGMA ARG S ::= (PRAGMA ARG) {$S.rev = PRAGMA ARG abs: :SS, la il, } 
I(PRA-GMA-ARG S ': PRA(;MA ARG){ -
PRAG:vIA ARG SS2.1ail-- PRAGMA ARG.abs,SS,lail ; 
S$. rc\, '" PRAG/l.1A_ARG_SS2"cv '. -
PRAGMA_ARG ::- (EXPRESSION) { Shbs '= PragrnaExp(EXPRESSION,ahs); } 
100 RIGHT SHAFT EXPRESSION) ( 
SS,ahs =- PragmaNameExp(ld~11 1(1D), EXPRESSIO~ ab:'l); 
I 
PRAGMA_S ::= () { is.re\' = SSlail -, } 
I (PRAGMA_S PRAGMA) { 
PRAG~_SS2.\ail = PRAGMA.abs::SS.lail; 
$S,rev = PRAG:VIA _ SS2re\'; 
OBJECT_DECI . {syn d~cl ahs,} 
NUMBER_DECL {>jln dcc l ahs,}: 
TYPE_DECL {syn dccl abs~); 
EXCEPTlON_DECL {s)'n dec! abs:}: 
DECL ::= (OBJECT DECL) {SS,ah. - OBJECT DECLahsJ 
I (NUMBER DEli) {S~li.abs= NUMBER DECLabs:} 
I (TYPE_OEeLl {Shhs - TYI'[_DECL;hs-,} 
I (SUBTYPE]l) IS SUBTYPE IND '.') ( 
S$.abs = SubTypeDccl(ld;;I(lD), SUBTYPE INDa!Js): I 
I (SURPROG DECL) ( $S,abs ~ SubProgDecl(SUBPROG DECLabs); ) 
I (PKG DECL) { SS.abs = PkgDecl(pKG DECLabs);} -
I (TASK SPEC ' ;') {$S,abs '" TaskDecl(TASK SPEC.abs):) 
I (PROT -SPEC ' :') { S!i.abs = Prolj)ecl(PROT SPECabs): } 
I (EXCEPTION_DECL) [SS,abs = EXCEPTIO~.DECLabs; } 
I (RENA!I.fE_DECl, ) (SS,abs= RenameDecl(RENAIvIE_DECL.abs);} 
I (OODY _STUB) { $S.abs = BodyStnbDccl(BODY_Sl1m.abs); } 
OBJECT DECL .:= 
(DEF _ID_S ' , ' OBJECT_QUALIFIER_OPT ORJECT_SUBTYI'E_DEF 
INIT OPT ': ') ( 
DEF ID S tail = DctldNil 
SS a~ ~- ObjDecl(DEF ID S.re\'. OBJECT QUALIFIER OPIahs , 
OBJECT_SUBTYI'E_DEF,abs,lNIT _OPT.ahs); -
Exprlni IOp!(EXPRESSJON.ab;); } 
127 
$S.abs = RccordType(T AGGED _ OPTabs, LIMITED_OPT , ab~, 
RECORD DEF,abs);} 
I (ACCESS_TYrE){ SS,abs = AcccssTypcDef(ACCESS_TYrE.ahs); 1 
I (DERIVED_TYrE) ( SS.ahs · Or;rivedTypeDef(DERIVED_T YrE .abs); I 
I (PRIVATE_TYPE) ( SS.abs ~ Prival~TypcDef(PRIVATE_TYrE,abs): } 
SUBTYPE_INn -:= (NAME CONSTRAINT) ( 
$Sabs· SuhlypdndConslraint(NAME,ah~ , CONSTRAINT.ahs): } 
I (NAME) ( SS_abs = SubTypclndNamc(NM1E.abs); I 
CONSTRAINT ::= (RANGE CONSTRAINT) ( 
$S abs = RangeCon;trainl(RANGE_CONSTRAINT .abs); 
} 
I (DIGITS EXPRESSION RANGE CONSTR OPT) { 
n_abs • IkcDigConslra inl(EXPRESSIO~abs> RANGE_ CONSTR _ OPT.ab.); 
} 
DERIVED_l YrE : :~ 
(NEW SUBTYrE IND) { 5S,abs = NewDeri\'~dT)'pe(SUBTYPE IND.abs): ) 
I (NEW SUBTYrE IND WITH PRIVATE) { -
$S,abs = NcwDerivedWithPtivale{SUBTYrE_IND,abs); 
} 
I (NEW SUBTYPE INn WITH RECORD DEF) { 
SS_ab~" NewDeri\'edWithRecord{SuBTYrE_IND,ab~, RECORD _DEF.abs) 
} 
I (ABSTRACT NEW SURTYrF IND WillI PRIVATE) ( 
SS,abs = AbsNewDerivooWithPrivalc(SUBTYPE IND.abs); } 
I (ABSTRACT NEW SU13TYrE IND WITH RECOKD DEF) { 
SS,abs = AbsNcwD.....-ivedWithRccord(SUBTYPE lNn_aus, 
RECORD DEF,abs)", -
} -
RANGEJONSTRAINT ::= (RaNGE RANGE) { U .abs · Range(RANGE,abs); I 
RANGE ::"" (SIMPLE EXPRESSION DOT DOT SIMPLE EXPRESSION) ( 
$$.nbs "' SimpleRange(SIJvtPLE_EXPRESSJQ;.J$1 :;bs, 
SIMPLE_EXPRESSION$2.ahs): 
} 
I (NAME TIC RaNGE) { $S_abs= NameTicRang~(NAME.abs) ; ) 
I (NAME TIC RaNGE r EXPRESSION T) ( 
$S_ahs - NameTicRangeEsp(NAME.ah<, EXPRESSION.ahs)" 
} 
ENlIM ID S ::= (ENUM (0) ($$ rev ~ FNUM ID_ahs':SS.tail:J 
I (E--::'I1.n..I _!D_S ' ,' ENUM_IDl ~ -
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INDEX S :O' (NAME RaNGE BOX) ($.Ii rev = NAME,abs::$$Jai l;) 
I (INDEX , S ' , ' NAME RaNGE BOX) ( 
Il\OEX_S$2ta,1 = NAl'.fE.abs::$$,lail, 
$S,rev = INDEX_SS2,rev:) 
ITER DISCRETE RANGE S :- (DISCRETE RANGE) { 
~ SS. rc~ ~ DISCRETE RANGE.~bs~$.S.lai l;} 
I (ITER DISCRETE RANGE- S ' ,' DISCRETE RANGE) { 
ITER DISCRETE RANGE S$2,wil = DISCRETE RANGEabs: $S,lail; 
$$.re; = ITER_D1SCRETEj.ANGE_SS2, [n ~ ) -
DISCRETE RANGE ::= (NAME RANGE CONSTR OPT) ( 
U;b< = DiscRanlleName(NAME~abs, RANGE_CONSTR_OPTabs); } 
I (RANGE) ( $S,abs '" Di<cRangeRange(RANGlLabs): ) 
RANGE_CONSTR_OPT ::~ 0 { S$,abs "" EmptyRangeConstrOp10; } 
I (RANGE_CONSTRAINT) { $$, abs = RanlleCon<Ir(RANGE_CONSTRAJ;-.JTabs)~ I 
RECORD DEF ;:'" (RECORD PRAGMA S COMP LIST END RECORD) { 
PRAGMA _ SJ ail - PragmasNil: - -
SS.abs = R<!Cord(PRAGMA S,rev. COMP \.IST. ab.~); I 
I (NuLL RECORD) ( $S,abs ~ NullRecunlO; )-
TAGGED_OPT := 0 ( S$,abs= TallSedOpINull(): } 
I (TAGGED) ( SS,abs ~ Tagged(); } 
I (ABSTRACT TAGGED) ( SS.ab, - AbslractTaggedO; ) 
COMP ~LlST: - (COMP _DECL_S VARJANT]ART_OPT) { 
5$,abs = CompLislWilhVarianl(COMP DECL S ,abs, 
VARIANT PART Oprabsl'. } - -
i (VAHIANT PART- PRAGMA S){ 
PRAGMA _ SJai] .. Pragma.;;-NiL 
S$, abs = ComI'ListWithPragrna(VARJANT]ARTab" 
PRAGMA S.rev): } 
I (NuLL ': ' PRAGtvlA S) { 
PRAGMA_Slai] :: Pragrnil.~Ni l; 
S$,abs = NullWithPmgrnacpRAGMA_S rev); I 
COMP _DEC L_S ::- (COMP _DECL) ( $$,abs = ComI'Ded(COMP _DEC\. ,abs); ) 
I (COMP DECL S PRAGMA S COMP DECL) { 
PRA(;MAjitail = Pra~m;sNil -
$$,abs '" C()mpDeclLi~I(COMJ'_DECL_SS2.ab<, PRAGMA_S",v, 
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COMP _DEC[. .absj:} 
[)]SCRJM_SPEC_S : - (DISCRIM_SPECj l~S_ ",y" DlSCRIM_SPEC ,ab5: :$$. talI;) 
I (DISCRIM SPEC S ';' DISCRIM SPEC) { 
DISCRI~f SPEC S$l.tall = DISCRIM SPEC.abs::$SJail, 
$Srcv DISCRIM_SPEC_S$l,rcv; -
S$.abs " niscrimS~Th::r(DEF _ID_S rev, 
ACCESS_OPT.abs, /l.1ARKabs ,lt'HT_OPT abs); J 
Cl 10lCE _ S.lai!· Cho;c"Nll . 
PRAG~A _ S,tai l .. Pragmasl\il; 
$S_lbs '" VarialllChoicc(CHOICE S_ rcv, PRAG/I..1A S.r"", 
COMP _LlST,sbs): } - -
CI IOICE S :- (CHOICE) (S$,rev ~ CHOICE_abs::$$ laiLj 
I (CHOICE S 'I' CHOICE) { 
CHOICE S$2.1lI1 = CHOICE.abs::Choice:"l i!; 
SS rev - CHOICE SS2rev; 
} -
CHOICE : := (EXPRESSION) { .$S,abs - ChoiceEXpr(EXPRESSION.abs): 1 
I (DISCRETE WITH RANGE) { 
S$.abs = ChoiceRange(DISCRETE WITH RANGEabs): 1 - -
I (OTI-IERS) { U sbs · ChoiceOlher:s(); ) 
DISCRETE_WITH_RANGE ::= 
(NAME RANGE_CONSTRAINT) { 
$$.abs = LJiscrelcNam«Rangc:.{NAME_abs, 
RANGEJONSTRAiNT.abs): 
l 
I (RANGE) { SS,abs · Discrcl"WilhRang,,(RANGEabs); ) 
ACCESS_TYPE ::= 
(ACCESS SUBTYPE_I NO) {S$.abs · Aeccs,Subtyp.:(SUBrYPE_IND_sbs): } 
I (ACCESS CONSTANT SUBTYPE IND) ( 
.$S, abs - Ac,,",ssConstSubtype(SUBTYPE IND.abs) } -
I (ACCESS AlL SUBT YPE INO) { 
$$abs · Ac,,",ssAllSnbrypc(SUDTYPEJND_abs); 
} 
I (ACCESS PROT OPT PROCEDURE FORMAL PART OPT) { 
S$,&b" - Acc;.sProcednr"cPROT OPT.abs, FORMAL PART OPT,ab5): l - - -
I (ACCESS PROT OPT FUNCTION fORMAL PART OPT RETURN MARK) ( 
$$,ab5 = Acc;;-ssFunclion(PROT OPT.sbs, - -
f OR.\1AL _PART _ OPT abs.--;\olARK_abs) 
PROT_OPT ::= () { S$,abs - ProlOplNullO; } 
I (PROTECTED) { $$_ahs - Pml"cl"dO: } 
DECL_ITEM_S := () {$S_rev= SS,taiL) 
I (DECL_ITE:vI_S DEeL_ITEM) { 
DECI._ITEM_SSZ,lail- DECLJTEM alls_,SS,tail 
$S rev = DECL_ITEM_SS2 rev , 
NAME .'" (ID) ( SS,abs = SimpIcNamc(ldent(ID)); ; 
I (NAME T VALUE_S T ) ( 
VAl.UE S,tail ~ ValueNil ; 
SS,abs = - lndexComp(NAMES2.abs. V AI.UE_S_,~ .... -); 
i 
I (SELECTED_COMP) { SS abs " Se!ectedComp(SELECTEO_COMP,abs). ) 
I (NAME TIC ATTRIBUTE 10) ( 
SS.abs = Attribule(NAMES2,abs , A TTRIBUTEJD_abs); 
$S abs '" 0l'aatorSymbol(QUOTED_STRING); ) 
MARK .. OJ) MARKLlST) ( 
SS_ab;; " Mal~Od""t(ID) , MARKLlSTabs); ) 
l lCOOl : : ~ (TIC ATTRII3UTE ID) ( SS,abs = TicOpI(ATTRIBUTE lD.ahs); ) 
Ie' /0) ( SSabs = DoIOpt(ident(lO)); i -
MARKLIST .= 0 { SS_abs = MarkListNII: ) 
I (TICDOT MARKLlSTj { 
SS,ahs " 1 1COOr ah'-~AR.KLlSTS2abs:} 
COMPOUND NAME ' = (10) I SS rev'" Ident(!J):SStail; } 
I (COMPOUND_NAME '_' 10) ( 
COMPOUND NAMES2,tall '" Ident(lD),SS.lail; 
5S_ rev ~ COMPOUND _NAMES2 .rcv: 
) 
C_NAM'E LJST = (COMPOUND NAME) { 
COMPOUND _ NAMEtail -;' EmplyCompOllfld: 
SS rev = COMPOUND_NAME.rev :S$,ta,1 
i 
I (C _NAME _LlSr '," COMPOUND_NAME) ~ 
COMPOU~n NAME tail ~ EmplyCompound 
C NAME LISTS2tail " COMPOU~n NAME.rev ,SS.lail 
si"", = C_NAMEJ,ISTS2rev -
VALUE S ::= (VALUE) {S$.rcv = VALUE,ahs: :S$,taiU 
!(VALUE_S ,' VALUE)' 
VAUJE_S$2.tail ~ VALVE . ahs: : $$ . lail ~ 
VALUE ::= (EXPRESSION) { $$,ahs = Vaj"eExpr(EXPRESSION.ai>s)', } 
I (COW _ASSOC) ( $$,abs - ValueCompAssoc(COMP _ASSOC.abs); J 
I (DISCRETE WJTH RANGE) { 
S$.abs " ValueDTscWithRangc(DlSCRETE_ WITH_RANGEabs); 
} 
SELECTED_COW:- (NNvIE . .' 10) { $$.abs " Dot ld(NAMEabs, Ident(IO»; I 
I (NA.M£ ' . > CHAR LIT) ( 
n,ahs = DOlU~Char(NAME.abs. CHAR LIT); J 
I(NAM"E '_ ' QUOTED_STRING) { -
$Sabs " D"tSlring(NAME_ahs, QUOTED_STRING); } 
I (NA!l.fE ' . ' ALL) { n ,abs = DolAll(NAMEabs); } 
ATTRIB1JTE ID ::= (10) I SS abs = Attribld{ldent{ID); } 
I (DIGITS) ( S$.abs = AtlribDigiIS()', } 
I (DEL T Al ( S$ .abs = AttribOdta(); } 
I (ACCESS) ( $$,abs = AttribAcccss(); J 
INTEGER_CS --= (INTEGER) (S$abs = Intcger(lNTEGER)', } ~ 
NUMERIC LlT-- (INTEGER CS) (SS_ab, = InILi l(lNTEGER CS,abs);} 
I (REAL_CS) {SS.ab, = Rea-lLit(REAI_CSl:} -
LITERAL :: .. (NUMERIC LIT) ( SS,abs = NumL it(NUMERIC LlT,abs); } 
I (CHAR LIT) { SSab,; .. U,;edChar(CT-IAR I.IT); ) -
I (NuLL)1 $Sabs = NllLitO: ) -
AGGREGATE ' ~ 
C(' COMP _ASSOC ')') ( SS.abs" AggCompAssoc(CO/l.1P _ASSOC _abs); 1 
I ('(" VALUE S 2 'J') (SS.abs = AggValucs2(VALUE S 2.ab,); 1 
ICCEXPRESsiONWlTHVAI,UES')'){ - -
VALUE_Stail- ValueNil -
SS .ab, = i\i>gExprValuc(EXPRESSION.a\Js, VALUE_-',>- rev); 
} 
I (T EXPRESSION WlTH NuLL RECORD 'n ( 
SSahs = Aggbp, WithNuIICEXPRESSIONab,); 
l 
CC NuLL RECORD T) ( SS abs ~ AgsExpNul l R~c (). } 
VALUE_S_2 ' . ~ 
(VALUE ',' VALUE) { SS,abs ~ Valu~S2Pajr(VALUcSI abs , VALL'Ei2 abs); } 
I (VALUE_S_2 ', ' VALUE) ( 
SS,abs " V.lu~S2i...IS1(VALl'E S 2S2,abs, VALUEabs), I - -
COMP _ ASSOC ,= (CHOICE S RlGHT SHAFT EXPRESSION) { 
CHOICE S.lail = Ch';-ic~NIL -
SS.abs = CompAssoc(CHOJCE_Sr~v, EXPRESSION.abs) 
I 
LOGICAL {syn expression ~XpOuI; 
mhcxprcsslOllexpln: }; 
SHORT_CIRCUIT {syn ~xpre>sion expOul: 
mh expreSSJOn expln;L 
EXPRESSION ::= (Ili:LATlON) { SS,abs - Re lalion(RELA T10N_abs); } 
I (EXPRESSION LOGICAL) { 
LOGICAL.expln " EXPRESSIONS2 abs; 
SS_abs = LOGICAL.cxpOul; 
I 
I (EXPRESSION SHORT CIRCUIT) { 
SHORT _ CIRCUIT_e;pln = EXPRESSIONS2,abs; 
SS,abs = SHORT_CIRCUIT.expOut: 
LOG ICAL ::= (At-:O RELATION) { 
SSexpOul" And(SS,e~pJn,RELATION . abs): 
} 
I (OR RELATION) { 
SS,C"pO Ul " Or(SS,expln,RELA TION abs); 
} 
I (XOR RELA n ON) ( 
SS.expOut = Xor(SS.,,"pin,RELA T10N.abs) 
) 
SHORT_CIRCUli = (AND THEN RELA nON) ( 
S5 ,,"pOUI AndTh~'n( SS. expln,RELA TION,abs); 
[JS 
RELATIONAL 1 syn rdation rdOu l; 
mh simpk_exprcssion scln;} ; 
MEMBERSHIP {syn relation rclOut: 
inhslmpk_cxprcssionseln:L 
RELATION ': ~ (SIMPLE EXPRESSION RELATIONAL) { 
RELA TlONAL,;ln = SIMPLE_EXPRESSIONabs: 
$S,ahs = RELA T10NAL.reIOut; 
, 
I (SIMPLE EXPRESSION MEMBERSI lIP) { 
MEMBERSHIP.seln - SIMPLE_EXPRESSION,ahs', 
$$.abs" ME:v1BERSHIP,rdOut: 
RELATIONAL "' 0 {$S.rdOut .. SimpIeExpr(iS.sclnU 
I ('= SIMPLE EXPRESSION) ( 
S$.rdOnt;;; EqnaI($$,sein,SIMPLE_EXPRESSION.ahs): ) 
I (NE SIMPLE EXPRESSION) { 
$S.reIOm:: NotEqual($$,seln,SIMPLE_EXPRESSION.nhs); ) 
I (L T L T SIMPLE EXPRESSION) ( 
$$.reIOut -- Lc-;sThan{$S,sein,SIMPLE EXPRESSION.ahs): 1 
: (L T EQ SIMPLE EXPRESSION) { -
1$,rdOm = Lc~slhanEq(S$se l n,SIMPLE_EXl'RESSION , abs); I 
I (GT_GT SIMPLE_EXPRESSION) ( 
Sll'elOut '" Great"fThan($I . ~~In,SIM1'IE EXPRESSION,abs): } 
I (GE SIMPLE_EXPRESSION) { -
SS,reIOm '" Great~rThonEq{IS,sein,SIMPLE_EXPRESSION.abs); } 
MEMBERSHIP:- (IN RANGE) ( $S.rcIOut = RanscMembcr(SS.seln,ln,RANGE.abs); } 
I (NOT IN RANGE) ( S$,rdOut - Rang~Member($S . ,dn,Notln.RANGEahs): } 
I (IN NAME) { $$.rdOut .. NameM~mber{U .-,dn.In,NAME , ab~l: } 
I (NOT IN NAME) ( IS,rdOm '" Nam~M~mber($$.scIn.NotJll>NAt-.1E,abs): } 
UNARY {syn simple_expression abs;} ' 
SIMPLE EXPRESSION : :~ (UNARY ) {U ,abs '" IJNN<Y ,ahs;} 
1( '· '-TER:-'1) {SS ah~ '" T~rm (/l4inusO.TERM.absy: 
I (SIMPLE EXPRESSION ADDING) { 




$S.abs ~ lvful.TIT'L YINGtermOut; 
SIJBPROG DECL ::= 
(GENERIC GENERIC FOR\1AL PART SUBPROG SPEC ~' PSDL_illT_OPT) ( 
GENERIC FOR.MAL PART ~ail = G~cricNiI; -
n abs = S;;-bprogSpec(G~nericHd;-(GENtR IC J'OIUvIAL_PART.rev), 
SI JBPROG_ SPEC . ab~, PSDL _MET _ OPT.abst 
I 
I (SUBPROG SPEC ' ;' PSDL illT OPT) { 
SS. ~bs = - SubprogSp<--..:(G~nericHd[Ni l , 
SUBPROG _SPECabs, PSDL_illT_ OPT,abs); 
I 
I(SUE3PROG_SPEC IS GENERIC_INST ",' PSDL_COMMENT PSDL_MET_OPT) ( 
SSahs ~ GenericSubproglnst(SI JBPROG _ SPEC a!>" 
GENERIC lNST.ahs, rSDL illT OPT abs); ) 
I (SUOPROG SPEC IS ABSTRACT \' PSDL MET OPT) ( 
SS.abs = -AbstractSubprogSpec(SUHPROG_SPEC. ab~, 
PSDL_MF.T_OPT.abs ); } 
PSDL_MET_OPT •• - 0 {$Sahs=Mett--;ullO;) 
I (PSDL CO/IAMENT MAXIMUM EXECUTION TIME INTEGER CS USEC) { 
$S . .ilis = MetUsec(INTEGER CS.abs); ) -
I CPSDL COM1l.-tENT MAXIMuM EXECUTION TIME INTEGER CS MS) { 
SS;hs - MctMs(IKTEGER CSabs); } -
I (PSDL_ COMMENT MAXIMUM EXECUTION TIME INTEGER_ CS SEC) { 
SS.abs = MCISc~(lNTEOER CS ,abs); ) 
I (pSDL COMMENT MAXIMlTh.t EXECUTION TI!-.1E INTEGER CS MIN) { 
S)a-b~ = \ietMin(INTEGER CS.abs); ) -
I (pSDL _COMMENT 1>.-1AX.IMUM EXECUTION TIME INTEGER _ CS HRS) { 
$S.abs = MdHrs(I!\'TEOER_ CS ,abs); } 
SUBJ'ROG SPEC:~ (pROCEDURE COMPOUND NAME FOR:\1AL PART OPT) { 
COMPOUND_NAME.tail"EmplyC"mp"u;d - -
n ahs ~ SubProgProc(COMPOUND _NAME.rev, FORMAL_PART_OPT.abs); 
I 
I (FUNCTION DESIGNATOR FORMAL PART OPT RETURN NAME) { 
$S.abs " SubProgF\mcRctu!1l(DESIGNAlOR,ahs, 
FORll.-1AL PART OPTahs. NAME.abs) ; ) 
I (fVNCTION DESIGNA iC)R) { 
SS.abs ~ Suhf'rogF\mc(DESIGNATORabs): 
) 1* for f\en~ric iUSl and generic lenarfic · ' 
DESIGNATOR ' ;= (COWOUNU NAME) { 
COMPOUND _NAME.tatl- EmplyColnpound 

PRIVATE_PART •• '" 0 { $S.abs ~ Priv3lcParlNullO, I 
I (PRIVATE DECL ITEM S) ( 
DECLJTEM31ail = DeciLislNiL 
$S.abs "" Pri\'al~(DECL_ITEM_S . rcv); 1 
PRIVATE TYPE :x (TAGGED OPT LIMITED OPT PRIVATE) ( 
Stabs - Pri\'a teT),p"(TAG(;ED_OPT . ab~ , L1MITED_OPT ab<); ) 
LIMITED_OPT •• - 0 { SS.ahs '" l.imil~dOplNu ll O; I 
I (I.IMITED) ( SS.ahs - Limi lcdO; 1 
USE Cl.AUSE,,", (USENAME S'; ') l 
- NA/IXE S.lail = NumeND; 
$$abs;: Use(Nk\1E S,re.-), ) 
I (USE TYPE NAME S .;;-) ( 
NAME_S.lail ~ NameNil·. 
SS.ubs = U,;eT)'pe(NAME_S.r~\') ; } 
NAME_S ::"" (NAME) ( SS,rev = NAME,abs::$S.laii;) 
I (NAME_S ' ,' NAME) ( 
NAME S$2.tail · NAME.abs:SS.tail; 
SS.rev; NAi\1E_S$2re\' ; ) 
RENAME_DECL ::-
(OFF ID S ' :' OBJECT QUALIFIER OPT SUBTYPE IND RfNAMES ' ,') ( 
DEF ~Jr)_S . tajl = DefldNil; - -
n .abs = Rt:!lam~D~clSuh{DEF JD Snw, 
OBJEC T _ QUALIFIER_ OPTab-;, SUUTYPE_IND.abs, RENk\1ES,abs) 
, 
I (DEF !D S ': ' EXCEPTION RENAMES ",'J { 
DEF ID S ta il - DendNil 
n.ahs ~ -Rcnam~E:w(DEF _ID_S. r"" , RENAM£S.abs); 
i<ENA.I.1ES:= (ReNAMl::S NAME) 1 SS,ahs = Rcnamc:;(NA.'vIEahs); 1 
PROT PRIVATE OPT :."" 0 (SS.abs = ProtPvtOpiNullO: I 
I CPRI VA TE PROT ElEM PECl S) { 
PROT ELEM -DECL -S lail ~ ProtEkmDeciNil 
$S ab~-R ProtP\10ptcPROT_ElEM_DECL_S. rev); } 
PROT 01' DECL S :.= () { SS,rev = SS,tail ;) 
I (PROT OP DECL S PROT OP DECL) ( 
PROT OP DECL SS2 taii ~ PROT or DECL.abs::SS, laiL 
nrev -:. PROT_OP_DECl_SS2,lc\,;) -
PROT OP DECL . - (ENTRY PECl) (SS,abs= EntryDecl(ENTRY_DECl. ,abs);} 
I (SlJBPROG_SPEC ';') (SSahs- PrutOptSnbprog(SUBPROG_SPEC.abs);} 
i (REP_SPEC) ( nabs = RepSpec(REP _SPEC ,ahs);) 
I (pRAGMA) (SS,ahs= PrOlOplPra[lllla(PRAGMA,abs); } 
PROT ELEM DECl 5 ::= () ( SS.rev = SS.lail ',) 
I (PROT ElEM DECl S PROT ELEM DECL) ( 
PROT ELEi,l PEci SS2ta"i1 " PROT ElEM DECL.abs::Utail ; 
SS.rev-:'1'RO'(ELD.1_DECL_SS2.re\,;) -
PROT HEM DECL : = 
(PROT_OP _DECL) (U.ahs· Pr()tOptD~I(pROT_OP _DECL ,ahs); } 
I (COMP _DECL) ( SS.abs ~ ProtElcmCompDccl(COMP_DECL.abs): } 
ENTRY DECl S::" (pRAGMA S) ( 
-PRAGMA5tail ~ Pra~asNil : 
SS.ahs"' Enl!)'DeclPragma(PRAGMA S.re.-): } 
I (ENTRY PECl SENTRY DEel PRAGMA S) ( 
PRAGMA _ S'lail = Prag~asNiJ-, -
SS , ah.~ " EntryDcclPragmaLisl(ENTR Y _DECL_ SS2,ahs, 
ENTRY _ DECL.ab" PRAGMA _ S.rev); } 
DHRY _DEel ::~ (ENTRY]J) FORMAL]ART_OPT ' ;') ( 
SS,abs = Enl ryDccllc.l(ldent(JD), FORMAL] ART_01'T abs): } 
I (ENTRY ID T DISCRETE RA NGE,), FORMAL PART OPT ':') ( 
SS,ahs - EntryRange(ld;nl(lD), DlSCRETE_RANGE.abs, 
FORMAL]ART_OPT.abs); ) 
REP_SPEC_S ,." 0 { SSabs " R~pSpecN,,1I0; } 
I (REP SPEC S REP SPEC PRAGl\-tA 5) { 
PRAGMA_Stail-" Pragma,Nil: -
SS,abs " RepSp~cLisl(REP _SPEC_SS2,ahs, REP _ SPEC ,ahs 
I'RAGMA_S,rev)c } 

SUBP DEFAULT ' ;'){ 
SS.ah; '" G~nFuncParm(DESIGNATORabs, FORMAL]ART_OPT.abs, 
NAlvIE,ahs, SUBP DEFAUl.T.ahs);} 
I (WITH PACKAGE ID IS t::mW NAME '(' UOX T ';') { 
S$,abs = GcnPkgPannBox(ldent(ID), NAMLabs): } 
i (WITH PACKAGE ID ISNEW NAME '; ') ( 
S$,abs = GenPkgParm(ldent(ID), NAME.abs); } 
I (USE_CLAUSE) { SS,ubs ~ GenU>;<:parm(USE_CLAUSE,abs); } 
GEl\'ERIC_DISCRIM]ARf_OPT ::- 0 {U.abs=GcnDiscOptNullO; } 
I CC D1SCRIM SPEC S <n ( 
D I SCR1M~<;PEC"::<; .tail = DiscrimSpecNil; 
£~.abs = G~nDisc(DISCRIM SPEC S,r~v): I 
I ('(. BOX ')'1 ( S5,ahs - GenBox(); I -
SL'BP _DEFAULT ::- 0 { SS,abs = SubpDefaullNuHO; I 
I OS NA~) { S5.abs" SubpDefName(NM1Eabs); } 
I (IS BOX) { £S,abs = SubpDdBoxO, } 
GENERIC_TYPE_DEF ::= C(' BOX ' )") {Sbbs= GcnTypeBoxO: } 
I (RaNGE BOX) { SS,abs" G~nTyp~RlUlgeBoxO; I 
I (MOD BOX) { SS.abs = G~nTypeModBoxO; I 
I (DEL TA BOX) { U ,ahs · GenTypeDdlaBoxO; } 
I (DELTA BOX DIGITS BOX) { SS,abs ~ G~nTYJl<'Del taD i gBoxO; I 
I (DIGITS BOX) f S$,abs = GcnT)'pcDigitsBoxO; } 
I (ARRA Y _TYPE) ( SS,sbp G<:nTypeArray(ARRA Y _ TYPE,abs); I 
I (ACCESS_TYrE) (SS ,abs = GcnTypeAcccss(ACCESS_TYPE,abs); } 
I (PRIVATE TYPE) { $S,abs = G<:nTypcPriv(PRIVATE TYPE-abs); } 
I (GENERIC~DER l VED_TYPE) { -
$Sabs = GcnTypcDeri veJ(GENERIC_DERIVED_TYPE.abs):} 
GEl'.'ERIC_I NST : .. (NEW NAME) { SS.abs =G<'Il[llst(NAMEabs), } 
REP_SPEC . - (fOR MARK USE EXPRESSION ';') { 
SS.abs - Anri bDef(MARKahs, EXPRESSION ails); ) 
I (FOR MARK USE RECORD ALlGN OPT CaMP LOC S Et-'D RECORD; ') I 
SSab.~ 5 RecordTypcSpec(MARK-ahs. AUGN~O?T ~bs, 
COl'ill'JOC_S,abs); } 
I(FOR MARK USE AT EXPRESSION ' ;' ) { 
'liS.abs = AddressSp."<:(MARj(.abs, EXPRESS10N.ahs); } 
AliGN_OPT ::'" 0 { SS.abs " AhgnOp:Nu!JO . } 
I (AT MOD EXPRESSION '; ') { S$,abs = AligIlOpl(EXPRESS10N. ah~); ) 
COMP LOC S. = 0 I SS.abs = CompLocNull(); ) 
I (COMP-LOC SMARK AT EXPRESSION RaNGE RANGE ' 'j ( 
Stabs - C~mpLocList(CO~1? _LOC_S$2,abs, lvlARK,abs, 
EXPRESSION,abs . RANGE,abs); ) 
'", 
APPENDIX E. SSL SOURCE CODE: TRO\NSFOR\lATIONS 
The source code below is used to specify the allowable transformations for Ada 95 
productions Transfonnation declarations specify the manner in which a user may 
manipulate the abstract syntax tree while using the translator in the interactive mode 
/ ....................................... ** ........ * .... * ............... *./ 
/* Datc 
specify Ihe ways m which 115<'fS ofth~ "ynlax dircct.::d 
may transfoml th~ synlax trC~ of an Ada 9x package 
'pecificaholl 
! •••• HU ..... U ... " .................................... " •••••••••••••••• 1 
transfomlcOlnpi!alion 














<cnmp_uniUi'D-: CULISt(<COlllp_unit>, !comp_unit_list]) 
on "PROTECTED' 
on "EXCEPTION' 
tJa/lS fmrn ohject_5uhIYI"'_dcf 
<ded>: Prol()ecl«pro!_sl"'~), 
<d~cl> : ExcDecl«deCid_~), 
<ded>' RenameDed«renam~ _ deel» 
<d~cl>: BodyS!ubDcel«bodLstub» 
011 ;'SUBTYPE" <objeel_suhlypc_d~f> SuhtypcInd«subtype_ind», 
On " ARRA Y <ohject_subtYI"'_def>:ArrayType«arrRy_type» 
transfo.-rn Iype_def 
on "E:-<UM" <tH",_dcf>: EnumTYI"'Def(<cnwn_id_~). 
on "INT' <type def>: IntTypcDef«intcger type» , 
on "REAL' <typc=dcf>: RealTypeDef(-<real_tYpe», 
On "ARRA Y" <type def>: ArrayTypeDcf«!llTay !ype», 
<tyl"'=def> R~()()rdTYI"'«tagged_-;;p!>, 
<limited_opt>, <record_det' __ ). 
On "ACCESS" -<f)'pc_def>: AeccssTypeD.:f(<acccss_typc» , 
on "DERIVED" <type_del>: Derh'cdTypeDcf«<krived_t)·pe», 
on "PRIVATE" <!)·pc_def.>: PrivateTypcDcf«priva!e_type» 
transfOllIl subtype_ind 













<range _ constr _ Op!» 
<dcriv<:d_t)'pe>: NcwDerivedType«sllbtypc_ind». 
<dcnved_type>: NewDerivedWithPnva\e(<subtype _ind» , 
<derived_type>: NewDt:riv~-dWithRccord«subtypc_ind>, 
<reeord_def.», 
on "ABSTRACT]R!VA TE" <derived_lype> 
AbsNewDtrivcdWithPriva!c( <~mbtype _lfid> ), 






















<,nteger _lype> : RangeSpec( <rallg~ _s~», 
<mkg"r_[)'pc> . ModExl-'r«exprc;;sion» 
<,jisc,ctcJangc> . DiscRangcName{<namc> 
<lange constr op!» 
<discrete_rang"; DiscRangeRange{<range» 
transfnrmvariamyan opt 







on "CONST SUBTYPE' 















on " .11)" 
trans(onn cornpouod_oam~ 
00 " 10" 
<variant ---.part _opt> : V ariantPartOplP11Igma( <pragma _ s», 
<variant---.part _opt>: VatiantPartOpt«pragma _3>, 
<valiant_part>, <pragma_s» 
<choice>. ChoiceE:,<pr«~xp,,--<;sion», 
«:hoice>: ChoiceRangc{<dlscrele with range», 
<choice>: Choice Others - -
<access_type>: AccessSub!vp!'« ,ublYp"_ind», 
«Jcccss_type>: AcccssConstSubtype{<subtYP"_ind», 
<access_type>; Acccs~AIlSub[Yp"«,ublyp~ _ind» , 
<acce.s_type>; Accc<sPmecdurc«prol_ opt>, 
<formaI-'part_opt», 




<d~CUl<.'Tll> ' DeclR~pSptlC«r~p_~;rec», 
<decl_il~'Tll> DcdPragma«pragma» 
<Jlame>: SimpleNamc« idenlifier», 
<name> . Ind~xComp«name>, <valu~_s», 
<I1amC> . Sel~ctcdComp{<sdccled_comp», 
<name>: Attributc{<name>, <attribute id» , 
<name>: OperalorSymbol«QUOTEO = STRING» 
<mark>: Mark{<idcntifier>. <marklist» 
<Iiedol> TicOpt«allrihule_id». 
<t lcdot>: DotOpt«identifier» 






On "DELTA ' 
transfo!:nliteral 








on " XOR 
"""XPf"ss lon>' Re lat ion«rdation>J, 

























<relation> : RangcMcmboer( <simple_expression>, 





<".Simple _expression> , T erm( <unary> , <term», 
<".Simple expression>; Ad<Jilion(<simpl" expression>, 
- <term» , -
<simple _ expressioll>: Subtraction( <s imple_expression> , 
<ICTIll», 
<simple expression> : Concal«simpk ""pr"ssion>, 
- <term» -
<unary> : Plus, 
<unary>: Minus 
<term>: Factor(<factor» , 
<lerm>: Mult«I<'TII\>, <factor», 
<term> Divide(<term>. <fac loP), 
<term>: Mod«teml>. <faclor», 
<term>: Rem(<tcmt>, <factor» 
<factor> : Primary«primary», 
<factor>: NotPrimar:>'«primary», 
<factop; AbsPrimary«primary», 
<factor>; Expon«primary>, <primary» 
<pnmary> Literal«literal», 


















<psdl met opt> MetMs{<integer-,,), 
<psd l~mct=opt>: MetSc:c«illtegC!», 
<psdl mct opt> MetMin«integcl», 
<psdl= met=opt>: :lIktHr:>«int~gePJ 




transform rename unit 




transform prot op decl 
On "ENTRY' -
On "SlJBPROG" 
on '-REP _SPEC" 
transform prot_eJem_de-cJ 
on "OP DECL" 
on "ELEM _ DECL" 
transfonnemry decl 
On '"ENTRY' 
on "RANGE _ENTR Y" 
transform COIll""t_SpeC_opt 
o,,-CONTEXT_SPEC 
<rename ded>, RenameDeclSub{<dcf id S-">, 
~bject_ qualifier_opt>, <suhtipe = ind>, 
<rcIIames», 
<rename_deel>: Rcnameb:c«.def_id_,Y, <renamcs», 
"",cname_uecl>: RcnamcUnitDecl«rcname_"n;p) 
<rename un it>: RenamePkg«generic hdp, 
::"ompound _name>, <renam;;», 
<rename unit> RenameSubprog«generic hdr>, 
<subpro!Lspt:C>, <rcnames» -
<task spec>: SimpleTask«idcntifier>, <task uef», 
<task =,~pcc.>: T askTypc( <identifIer> , <discri~ -pru't_ opt>, 
<task_dcl'» 
<prot_spec>: Prot«id""lifiep , <prot_def», 
<prot_spec.> : ProtType«identifocr>, 
<di:>erim-pru't_opp, <proUkl» 
<pro t_op_decl>: EntryDeel(<cntT)'_ dcd» , 
<prot_ op_ .reel>: ProtOptSnbprog«subpro~L spec», 
<prot_op_decl>: RcpSpec«rcp_spcc>l, 
<prot_op~dccl>: ProtOptPragma«pragma» 
<prot clem ded>: ProtOptDecl«prot '-'P decl», 
<pt'Jt=elcm= ded>: ProtElemCompDecl(<Zomp _ dccl» 
<entry ded> ' EntryDedld«idcntificP, 
- <fonnal-part_opP), 














on "USE " 
transform gCllcric_lJ'!JC_dd 
<gcn~nc_hdl>: GCllcncHcll«gencncjomlal_part» 
on "0" <g~n.,ric_type_dd'> G~IITypeBox , 
<gcn~ric _lJ!JC_dcl>: GenTypeRangcBox 
on '-MODe>" <generic_typ"_def> GenTypeModBox, 
"n "DEL T Ae>" <g,men~_~'pe_dct> GcnTypcDdtaBox, 
on ' -oELTA_D1GlTS<'~ <generic_tYP"_del>- GenTypeDdtaDigBox, 
on "D!GITS<> <generic_lype_def> GenT:;peDigllsFlox, 
on "ARRA Y" <genenc_ly pe_del> G<>nT:,peArray« aITllLlype-"» 
<gcueric_ tyl-'" _def> : UenTypeAccess{<access_ type», 
<g"n~ric _1)'1'" _d~l>: GenTypePriv«rnval~ _lY!"'», 
<generic_r;.I"'_d~j> 
Gell TypeDenved( <genenc _ dcrivecl_ type» 
!!ansfoml g,::nenc_derived_t\'1'" 
011 "SUBTYPE <gclleric_d~nved_type> ' G"[lD~ri\'edSubl«subtype_ind», 
On "PRTVA TE ' 
nn "ABSTRACT 
llansformrep_5(1"C 
on " ATTRII)UTE' 
o,,"RECORD" 
transfonn object_qualifier _opt 
<generic_derived_type> 
G~nDeriv~dSublPnv«subtype_ind» 
<generic_derivcd _type>. Gerill~nvedAbst«5ubtyp.: _ind» 
<rep_spec> _ AtlriblJef( <mark>, <~)(pre"sion» 
<r~p_spec> : RecnrdTy(l"Sp.:c« mark>, <align_opt>, 
<comp_loc_s.---'), 
<rep_spec>: AddressSpec«mark>, <e:>(presslon» 
on <' ALIASED "' <object_qualifier_op!>; Aliascd, 
on "CONSTANT' <object_qualifier_opt>: Constant 
on "ALIASED_CONSTANT' <object_qualifier_op!>: AliasedConst 
tran~fonn init_opt 
On "ASSIGN' 






transfonn range _ conslr _opt 
<init_"pl>: ExprlnitOpt«L'XprcsslOn» 
<discrim.Jlarl_ opt> : DiscrimParl« discrim _spec_s», 
<dis<"rim--.Jllll1_opt> Box 
<raltge_spec_opt>: RangeSpecOpt«Tangc _spec» 
on "RANGE CONSTRAlNT' <range con,tr opt> 
- - Rangd:onstr«nlllgc_constraint» 
Tlansform tagged _ opl 
on "TAGGED' <tagged_opt>: Tagged, 





transfom, fomulJ'aI1_o pt 










transform task def 
on "TAS0 ' 
transform taskJ'l-ivate_opt 
on "PRIVATE" 
transfo rm protJ'riva te_opt 
On "PRIVATE" 
transform pllvate _opt 
on "PR IVATE" 





qask_dd> - TaskDef{<':Il1t)'_dec l_s>, <rcp_;q>ec_s> , 
<t~skJ'riv"te_opt:» 
<tas\.: J'1l\'arc_opt>: Tasld'vtOpt« cnt ry _ d~'CI_ s>, 
<rep_spec_p) 
<pnvate_opt:> . PrivateOpt 
transfonn gcnenc _ drsclllnJ'an _opt 





tlan ,fonn ali Bn_opt 
on -ALIGN 
<:<ubp_dcfault:> SubpDelName{<name:», 
<suup _ ddauit>- SubpDdBox 
<ahl?n_opt> AhgnOpt«c"pressJon:» 
lran~fonn rep spec s 
on " REPRESENT A T10N_SPECS"<[~1>_spec_s>_ RcpSpe.:Lisl(<rCP_.spec_s>, 
<rep_spec>, <pragl11a_s» 
tran"foml typc ._completion 
on " TYPES" <type_completion>: TypdJefCompl(<type_def» 
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APPENDL"X f.INSTAlLATION ANf) USE 
In order to use the translator. aU of the SSL source files contained in Appendices A 
through E must be installed. An executable is created utilizing the makefile shown in Figure 
26. The Synthesizer Generator ,'ersion 4.1 is required in order to create the executable. This 








pkgtrans : $(PROJECn 
sgen -ssUnterpreter -0 pkgtrans S(PROJECI") 
cstrip: cstrip.o 
CC -0 cstrip cstrip.c 
FIgure 26. Translator Makefile 
executable is created to run in either an interactive mode or a batch mode by induding the 
-ssl_interpreler switch. In either l:ase. the translator may only be exel:utcd from within the 
X Windows System environment. Execution in llteral:tive mode is initiated by the 
command: 
pkgtrans 
In order to execute using the batch mode. the command is: 
pkgtrans -b -I scriptjile 
159 
where script/ile is a fil e containing SSL commands which are to be executoo by the 
translator. A script file is shown in Figure 27. This script file reads in an Ada package 
Open("temp.snip", "compilation", "No")! 
Save_as("Text","temp.annotated.ada", "BASEVIEW")! 
Change_view("PSDL_ VIEW", fal.~e)l 
Save_as("Text", "temp.psdl", "PSDL_ VIEW")! 
ExitO; 
Figure 27. Batch Mode Script File 
specification required to be in a file named temp.strip, this file is a preprocessed package 
specification which has had all comments removed from it by a comment stripping 
processor (source code follows text). The output of the batch mode is two fi les. the first is 
a file named temp.annolated.ada which is temp. strip with error comments from the 
translation inserted. The second file produced is called temp.psdl and contains the PSDL 
translation of temp. snip. The me names temp.'" are hard coded due to restrictions on 
command line parameters for the translator in the batch mode. Tn order to provide more 
flexibility, a shell file is used, which allows for the use of command line parameters and 
provides automatic comment stripping. This shell me is shown in Figure 28. This shell 
cstrip $1 temp.strip 
pkgtrans -b -I transcript 
mv t.emp.psdl $2 
Figure 2S. Translator Shell Execution "'ile 
allows user specified input Ada files and output PSDL files and assuming the file is named 
AdaToPsdl, may be executed as follows: 
AdaToPsdl PkgSpec.a PkgSpec.psdl 
This will translate the me PkgSpec.a to a PSDL file named PkgSpec.psdl, and will also 






FILE *inflk:, *outfi.k:; 
int inQuott: = 0; 
char ch; 
char chline[256]; 
int currCh == 0; 
int backup = 1; 
void flusheolO { 
char chI; 
J 
currCh -== backup; 




chi = fgetc(infile); 
I while «chi !=EOFj && (chI != '\n')); 
currCh = 0; 
bm:kup == I; 




ch = fgetc(infile); 
1 while «ch === '\r ' ) && (ch != EOF) && !inQuote); 
chline[currCh++] = ch; 
return ch; 
int main(int argc, char **argv) { 
if (argc < 3) I 
J 
printfC"USAGE: cstrip infile outfiJem"); 
exit(O); 
infile = fopcn(argv[ IJ,"r"); 
ifCinfilc) { 
J 
printf("Could not open %s for reading\n",argvllJ); 
cxit(O); 
outfile = fopen(argv(2J,"w"); 
~f (\outfik) 1 
I 
printf("Could not open 'los for writing'n",argv[2]); 
exit(O); 
while «l:h = GetCh(» != EOF) I 
if (ch === '\''') inQuott: == !inQuott:; 
if (!inQuott:) { 
if(ch === '-') I 
backup++; 
ch = GetChO; 
if«ch === '-'» ( 
hackup++; 




ch = GetChO; 
if «l:h == 'S'» ( 
backup++; 
I 
ch = GetChO; 
if«l:h='D'»{ 
backup++; 






else if (ch == '\"') inQuote "" !inQuote; 
I 
I 
backup = 1; 




if (currCh != I) 1 
currCh[chline] == 0; 
fprintf(outfile,"%s",chline); 
ovurrCh == 0; 
162 
if (currCh) ( 
currCh[chline] = 0; 





This program strips out all Ada comments with the exception of those which begin as: 
--PSDL 
comments of this sort are used by the translator to recognize PSDL cunstruCtS annotated 
within Ada programs. 
ltd 
'M 
APPENDLX G. ADDING PROCEDURE WRAPPERS FOR ADA FUNCTIONS 
The current implementation of CAPS expects all PSDL operators to be 
implemented as Ada procedures. Unfortunately, most software components arc written 
using a mix of functions and procedures. In order to perfurm a complete translation of an 
Ada software <:omponent to PSDL it is necessary to add procedure interfaces for any 
functions which are specifir-d in the Ada package. In order to accomplish this, 
preprocessing must be performed on both the Ada package spccifkation, and the Ada 
package body to insert the required procedure wrappers. Figure 29 shows a sample Ada 
package TestPkg is 
generic 
type X is private; 
function fum:l(y: x) return float: 
function func2(z: character) return integer; 
end TestPkg; 
package body TestPkg is 









Figure 29. Ada package wdh functwns only 
package containing both a generic function and a non-generic function. 
The same package following preprocessing is shown in Figure 30. Procedure 
package TestPkg is 
genenc 
type x is private: 
function funcl(y : x) return float; 
generic 
type x is private; 
procedure procedurejunc I (y : x: ProcRdum out float): 
function func2(z : character) return integt":r; 
procedure procedurejunc2(z character; ProcReturn : au! integer); 
end TestPkg; 
package body TcstPkg is 




procedure procedure_func! (y : x; ProcRetum : out float) is 
function func_inst is new func J (x); 
begin 
ProcReturn := func_inst(y); 
end procedure_func I; 




procedure procedurejunc2(z. character; ProcRemrn : out integer) is 
begin 
ProcReturn := func2(z); 
end procedure_fund; 
end TestPkg; 
Figure 30. Ada package With prOC{!dllre wrappers for functions 
. 66 
interfaces have been added to provide access to all declared functions. Note that for generic 
functions, a generic procedure must he created with identical generic formal parameters 
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