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Abstract 
This paper describes research in the use of the RMI  to develop Java Card applications. the Java Card RMI (JCRMI), 
which is based on the J2SE RMI distributed-object model. In the RMI model a server application creates and makes 
accessible remote objects, and a client application obtains remote references to the server's remote objects, and then 
invokes remote methods on them. In JCRMI, the Java Card applet is the server, and the host application is the client.  
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1. Introduction 
Java Card technology adapts the Java platform for use on smart cards and other devices whose 
environments are highly specialized, and whose memory and processing constraints are typically more 
severe than those of J2ME devices. Java Card is a smart card that runs programs written in the Java 
programming language. The Java card looks almost exactly like a credit card but is in fact a small 
computer. The card contains a microprocessor to provide processing capability and memory for storing 




x EEPROM  
The minimum system requirement is 16 kilobytes of read-only memory (ROM), 8 kilobytes of 
EEPROM, and 256 bytes of random access memory (RAM).. The card can be used to store and update 
account information, personal data, and even monetary value[1]. 
In some areas of use smart cards are just memory cards that merely provide protected non-volatile 
storage. More advanced smart cards have both microprocessors and memory, for secure processing and 
storage, and can be used for security applications that use public-key or shared-key algorithms. The 
non-volatile memory in a smart card is its most precious resource and can be used to store secret keys and 
digital certificates.  
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Smart cards can be contact or contactless. As the names imply, contact smart cards work by 
communicating via physical contact between a card reader and the smart card's 8-pin contact, while 
contactless smart cards communicate by means of a radio frequency signal, with a typical range of less 
than 2 feet. The radio communication of contactless smart cards is based on technology similar to Radio 
Frequency ID (RFID) tags used in stores to counter theft and track inventory.  
Fig 1. Contactless Smart Card 
A complete Java Card application consists of a back-end application and systems, a host (off-card) 
application, an interface device (card reader), and the on-card applet, user credentials, and supporting 
software. All these elements together compose a secure end-to-end application:The system architecture on 
the Java Card is illustrated in the following figure. 
Fig 2. Architecture of Java Card Application 
The Java Card VM is built on top of a specific integrated circuit (IC) [2]and native operating system 
implementation. The Java Card framework defines a set of Application Programming Interface (API) 
classes for developing Java Card applications and for providing system services to those applications. A 
specific industry or business can supply add-on libraries to provide a service or to refine the security and 
system model. Java Card applications are called applets. Multiple applets can reside on one card. Each 
applet is identified uniquely by its AID (application identifier). 
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2. Overview of JAVA RMI 
Java RMI is a mechanism that allows one to invoke a method on an object that exists in another 
address space. Remote Method Invocation (RMI) facilitates object function calls between Java Virtual 
Machines (JVMs)[3]. JVMs can be located on separate computers - yet one JVM can invoke methods 
belonging to an object stored in another JVM. Methods can even pass objects that a foreign virtual 
machine has never encountered before, allowing dynamic loading of new classes as required. 
The other address space could be on the same machine or a different one. The RMI mechanism is 
basically an object-oriented RPC mechanism. CORBA is another object-oriented RPC mechanism. 
CORBA differs from Java RMI in a number of ways:  
z CORBA is a language-independent standard.  
z CORBA includes many other mechanisms in its standard (such as a standard for TP monitors) none 
of which are part of Java RMI. 
z There is also no notion of an "object request broker" in Java RMI. 
Java RMI has recently been evolving toward becoming more compatible with CORBA. In 
particular, there is now a form of RMI called RMI/IIOP ("RMI over IIOP") that uses the Internet 
Inter-ORB Protocol (IIOP) [4]of CORBA as the underlying protocol for RMI communication. 
Java RMI provides a very easy solution! Since RMI can dynamically load new classes, Developer 
B can let RMI handle updates automatically for him. Developer A places the new classes in a web 
directory, where RMI can fetch the new updates as they are required. 
Fig 3. Connections made whenclient uses RMI 
Figure 3 shows the connections made by the client when using RMI. Firstly, the client must contact 
an RMI registry, and request the name of the service. Developer B won't know the exact location of the 
RMI service, but he knows enough to contact Developer A's registry. This will point him in the direction 
of the service he wants to call.. Developer A's service changes regularly, so Developer B doesn't have a 
copy of the class. Not to worry, because the client automatically fetches the new subclass from a 
webserver where the two developers share classes. The new class is loaded into memory, and the client is 
ready to use the new class. This happens transparently for Developer B - no extra code need to be written 
to fetch the class. 
There are two kinds of classes that can be used in Java RMI.  
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z A Remote class is one whose instances can be used remotely. An object of such a class can be 
referenced in two different ways: 
z A Serializable class is one whose instances can be copied from one address space to another. An 
instance of a Serializable class will be called a serializable object. In other words, a serializable 
object is one that can be marshaled. Note that this concept has no connection to the concept of 
serializability in database management systems. 
If a serializable object is passed as a parameter (or return value) of a remote method invocation, then 
the value of the object will be copied from one address space to the other. By contrast if a remote object is 
passed as a parameter (or return value), then the object handle will be copied from one address space to 
the other.  
There are three processes that participate in supporting remote method invocation. 
z Writing RMI services.  
The Server itself is just a Java program. It need not be a Remote or Serializable class, although it will 
use them. The Server does have some responsibilities:   
z Writing an interface 
The first thing we need to do is to agree upon an interface, An interface is a description of the 
methods we will allow remote clients to invoke. Let's consider exactly what we'll need.  
1. A method that accepts as a parameter an integer, squares it, and returns a BigIntegerpublic BigInteger 
square ( int number_to_square );  
2. A method that accepts as a parameter two integers, calculates their power, and returns a BigInteger 
public BigInteger power[5] ( int num1, int num2 ); 
z Writing a RMI client 
A remote method invocation can return a remote object as its return value, but one must have a 
remote object in order to perform a remote method invocation. So to obtain a remote object one must 
already have one. Accordingly, there must be a separate mechanism for obtaining the first remote object. 
The Object Registry fulfills this requirement. It allows one to obtain a remote object using only the name 
of the remote object.. 
3. Develop Java Card application with RMI 
Following are the main steps for developing an RMI applet for the Java Card platform:  
1. Define remote interfaces  
2. Develop classes implementing the remote interfaces  
3. Develop the main class for the applet 
A. Define the remote interface 
The first step in creating a remote service is to define its visible behavior. The remote interfaces 
define the services your applet provides. As in standard J2SE RMI[6], all Java Card RMI remote 
interfaces must extend the java.rmi.Remote interface. To illustrate, here is a remote interface that exposes 
a method to get the balance stored in the card: 
Listing 1  hello.java. 
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import java.rmi.*; 
import javacard.framework.*; 
public interface Hello extends Remote { 
    ...   
    String myHello () throws RemoteException; 
    ... 
    
}
Remote method invocations can fail in many additional ways compared to local method invocations 
(such as network-related communication problems and server problems), and remote methods will report 
such failures by throwing a java.rmi.RemoteException.   
B. The Server Implementation 
A "server" class, in this context, is the class which has a main method that creates an instance of the 
remote object implementation, exports the remote object, and then binds that instance to a name in a Java 
RMI registry. The class that contains this main method could be the implementation class itself, or 
another class entirely. In this example, the main method for the server is defined in the class Server which 
also implements the remote interface Hello. 





         
public class HelloServer implements Hello { 
         
    public HelloServer() {} 
    public String myHello() { 
        return "Hello, world!"; 
    } 
         
    public static void main(String args[]) { 
         
        try { 
            HelloServer obj = new HelloServer(); 
            Hello stub = (Hello) UnicastRemoteObject.exportObject(obj, 0); 
            // Bind the remote object's stub in the registry 
            Registry registry = LocateRegistry.getRegistry(); 
            registry.bind("Hello", stub); 
            System.err.println("Server ready"); 
        } catch (Exception e) { 
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            System.err.println("Server exception: " + e.toString()); 
            e.printStackTrace(); 
        } 
    } 
}
C. Implement the The Java Card Applet client 
The Java Card applet is the JCRMI server, and the owner of remote objects that are available to host 
(client) applications. The structure of a typical Java Card RMI applet is illustrated in the next figure: 
Fig 4. Structue of  Java Card RMI Applet 
When compared to an applet that processes APDU messages explicitly, the JCRMI-based applet is 
more of an object container. As you can see in Figure 4, the JCRMI-based applet has one or more remote 
objects, an APDU Dispatcher, and an RMIService that receives APDUs and translates them into remote 
method calls. Java Card remote classes can extend the CardRemoteObject class[7], to export the object 
automatically, making it visible for remote use.  
JCRMI applets must extend javacard.framework.Applet, follow the standard applet structure, and 
define appropriate life-cycle methods. It must install and register itself, and dispatch APDUs. The next 
code snippet illustrates the typical structure of a JCRMI-based applet[8]:  
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Listing 3. MyApplet.java 
public class MyApplet extends javacard.framework.Applet { 
     
    private Dispatcher disp; 
    private RemoteService serv; 
    private Remote myRemoteInterface; 
     
    public MyApplet () { 
        // Create the implementation for my applet. 
        myRemoteInterface = new Hello(); 
        // Create a new Dispatcher that can hold a maximum of 1  
        // service, the RMIService. 
        disp = new Dispatcher((short)1); 
        // Create the RMIService 
        serv = new RMIService(myRemoteInterface); 
        disp.addService(serv, Dispatcher.PROCESS_COMMAND); 
        // Complete the registration process 
        register(); 
    } 
    ... 
4.  Conclusion 
In this article, we  can use RMI to develop Java Card application . Java RMI is a useful mechanism 
for invoking methods of remote objects. Java RMI allows one Java Virtual Machine to invoke methods of 
another, and to share any Java object type, even if client or server has never come across that object type 
before. 
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