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（Franke and Reisinger, 2003）．また，消費者の選好・ニーズに関する情報は低コストで









































モデル（Olson and Choi, 1985），マーケティングミックス変数を明示的に取り入れたモ
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1.1.3 新製品普及に関する 2つの典型問題へのアプローチ 
 次に，本論文で扱う 2 つの典型問題へのアプローチを整理する．新製品普及に関する






る（Tidd and Bodley, 2002; Tschirky et al., 2005）．また，マーケティング理論においては，
消費者の選好・ニーズを捉えることで，市場との良い関係を構築し，開発製品のコンセ





カード（Wonglimpiyarat, 2005），DVD-X（Dranove and Gandal, 2003）などの規格の標準
化に関する事例分析が行われている．しかし，これらの分析は事後的に個別市場の変化
を追っているため，今後の市場状況に依存した市場変化の説明に対しては部分的な示唆















図 1.2 では両方のプラットフォームを選択，プラットフォーム 1 を選択，プラットフ









ョンを起こす消費者の存在が観測され始めたが（Shah, 2000; Franke and Shah, 2003; 






























































これを「進化的モデリング」と呼ぶ．例えば，CD や DVD といった特定市場における
規格競争状況を分析するためには，まず規格競争という 1 つの問題クラスを対象とした
ミドルレンジモデルを作成し，従来の様々な規格競争で観測されてきた一定の市場特性














これらの課題を解決し，研究目的を達成するために，以下の 1.2.1 から 1.2.4 までの 4 つ
の副次的目的を掲げる． 
 







おり（大堀，2008; 大堀・高橋，2008; 小山，2008; 高橋，2008a, 2008b；後藤・高橋，
































の共進化プロセスが分析可能なフレームワーク（CAMCaT: Coevolutionary Agent-based 











































 3 章では，4，5 章の 2 つの典型問題の分析のためのモデルを構築する際に使用する
企業技術と消費者選好の共進化プロセスに関するフレームワーク (CAMCaT: 



















支持するのかを確認する．つまり，5 章のシミュレーションは 4 章とは異なり，ユーザ
ーイノベーションが市場に与える影響に関する仮説を提示することが目的である． 
6 章では，特定の分析対象市場として日本の MTB 製品市場を取り上げ，精緻な実証
的調査を通してモデル構造を決定し，パラメータ設定を行う．その上で，MTB 製品市
場におけるユーザーイノベーションを活用した製品普及戦略に関する市場ダイナミク
ス分析を行う．5,6 章はユーザーイノベーション現象という 1 つの新製品普及に関する
典型問題に対して，抽象度の高いモデルを用いた分析から特定市場を表現したファクシ


















































































































表 2.1 は従来の妥当性検証に関する研究（Fagiolo et al., 2007; Leombruni et al., 2006; 








表 2.1 妥当性検証方法 
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変数値を選択する．例えば，属性数が 1 から 3 までの場合と 4以上の場合では大きく振
る舞いが異なるのであれば属性数のシナリオ変数値は 1 から 3 の中から 1 つ，4以上か
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 6 章の MTB 製品市場におけるユーザーイノベーション現象の分析では，消費者や企
業に対して精緻な実証的調査を行い，領域知識を獲得する．得られた特徴を用いてエー
ジェントを設計し，内的妥当性を確保する．最後にシナリオ分析を行い，ユーザーイノ
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題に対して個別のモデルを 1 から作るのではなく，1 つのフレームワークを用いて，そ
れを基にモデル構築を行う． 
本章では，著者ら（Takahashi and Ohori, 2005）によって提案された消費者間，企業間，
消費者‐企業間の相互作用が本質的に考慮された CAMCaT (Coevolutionary Agent-based 
Model for Consumers and Technologies)フレームワーク（図 3.1）について説明する．  
 
図 3.1 CAMCaTフレームワーク 




（Evolutionary learning）と呼ぶ．従来のエージェントの学習記述には強化学習(Sutton and 

























Barto, 1998)やニューラルネットワーク(Dayhoff, 1989) (Wasserman, 1989)などのいくつか
のアルゴリズムが用いられているが，CAMCaT フレームワークでは遺伝的アルゴリズ


















題に関する市場デザイン分析（高橋・大堀, 2006b, 2008; Ohori and Takahashi, 2009, 2010a），
ユーザーイノベーションが市場に与える影響の分析（高橋・大堀, 2006a, 2007; Ohori and 






ークのコンポーネントは，技術経営（藤松, 2004; Tidd et al., 2005）や消費者行動論（片
平, 1987; Howard and Sheth, 1969; Bettman, 1979）などの理論研究の知見に基づいて抽出










品イノベーションは複数の技術革新プロセスの結果として実現されている(Thircky et al 
2005)．また，新製品技術コンセプトを策定する際には，開発する製品の特性によって


















































































































































































そこで，本章では 3 章で提示した CAMCaT フレームワークを基盤に消費者選好と企
業技術のミクロレベルの学習を記述し，規格競争状況が表現可能なエージェントベース


















本章のモデルにおける企業集団にはいずれかの規格団体 yS ， },...,2,1{ SNy∈ （SN は規










の内部モデル ),,( akaka tps=  
},,2,1{ SNsa K∈ ， 1=∑
k
akp ， }50,,2,1{ K∈akt   






















項目からなる製品属性 }50,...,2,1{∈akt と，規格 },...,2,1{ SNsa ∈ から構成される．ただし，














aaa sharewfff ∗= acab networkwfselfvaluewf ** ++  
ただし，selfvaluea = ∑ ∗
k
akak tp , wfa + wfb + wfc= 1 
企業
a
は自社シェア )( ashare と自社の技術コンセプトと現在の保有技術の適合度合い
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)( aselfvalue ，さらには同じ規格を採用している企業数 )( anetwork から市場競争における









uaSy = wfd *∑
∈ ySb







bkakaS tpothervalue  ，wfd + wfe+ wff = 1 
この効用値は規格団体 yS 内にいる企業数( ySnetwork )と規格団体 yS に属する企業 b の
シェア( ∑
∈ ySb
bshare )，規格団体 yS 内の企業技術と自社の技術コンセプトとの適合度
)(








































は属性ごとに以下の式で開発確率 akDpR & を求め，この確率に従って技術開発




10**& akak ppFMutDpR =  
 技術開発を行うことを決定した場合には企業の技術開発力を突然変異の分散 fσ とし
て自身の保有技術を突然変異させる．本モデルでは企業間の開発力の差異を考えていな
いことから，分散 fσ は企業集団内で一定とする． 
3 4 3 4
2 2 2 1 







3 4 3 4 
2 4 3 1 



















消費者集団には 500人の消費者エージェントが存在する．消費者 i は自らの意思決定
に関わるルールである内部モデルを有する．消費者 i の内部モデルは意思決定における
他者への依存度 id ，現在使用している規格 is ，製品属性に対するカットオフ値 ikc ，製
品属性に対するウェイト ikw からなる． 
消費者 i の内部モデル ),,,( ikikii wcsd=  
10 ≤≤ id ， },,2,1{ SNsi K∈ ， }50,,2,1{ K∈ikc ， 1=∑
k
ikw  








 消費者 i は製品空間に存在する製品の中から，以下の消費者 i の製品 j に対する効用





iijkkij cdawdabu *))1(****( ∑∑ −+=  












iijkik daw )1(** は自らの製
品属性に対するウェイトにより算出した効用であり，個人的差異にもとづく評価である．
また， jc は製品 jをカットオフした場合は 0，しない場合は 1 と表現される．以前と同
じ規格の製品を採用した場合には同一規格の継続利用となるが，異なる規格の製品を採
用した際には規格を乗り換え，現在使用している規格 is を変化させる． 
 
自己評価 
 消費者 i は製品選択の後，以下の市場における満足度を表した適応度関数 ifc により
自己評価する． 
fci = wca*(1 - ncuti) + wcb*sumcuti + wcc*(1/maxcuti) + wcd*networki 
ただし，wca+ wcb + wcc+ wcd = 1   
消費者はカットオフ値の和 )( isumcut が大きく，カットオフされずに残った製品数
)( incut が少ないほうが認知努力の削減に繋がることから高い評価をする．しかし，カッ
トオフ値の最大値 )( imaxcut が高すぎる場合や自らの使用規格と同じ規格を使用してい












































































キャリブレーションの際には規格数 SN=1，製品属性数 AN=1 とし，進化的学習に関
わる各パラメータを 0.01 ずつ変化させ，全ての組み合わせで 50 試行ずつ実験を行った．




パターン A は消費者の突然変異率 pCMut および分散 Cσ が企業集団に比べて高く，消
費者の適応度関数のカットオフ値の和（sumcut）に対するウェイト wcbが高い．これは
消費者の製品への要求が企業の技術革新により生み出された製品品質よりも高くなる
ことを表現している．パターン B は企業の適応度関数の技術に対するウェイト wfb，突
然変異の分散 fσ が高く，maxcut に対するウェイト wcc が高い．これは，企業が技術獲
得および技術開発に積極的である一方で，消費者は選好の進化に保守的であることを表





を示している．（パターン C における試行ごとの振る舞いの違いを付録 A-1 に示す） 
A B C
適応度関数のウェイト
wf a 0.60 0.20 0.55
wf b 0.30 0.70 0.35
wf c 0.10 0.10 0.10
交叉確率
pFCross 0.10 0.30 0.30
突然変異確率
pFMut 0.01 0.01 0.03
突然変異の分散値
σf 1.00 2.00 1.00
適応度関数のウェイト
wc a 0.10 0.20 0.40
wc b 0.70 0.20 0.45
wc c 0.10 0.50 0.05
wc d 0.10 0.10 0.10
交叉確率
pCCross 0.30 0.60 0.60
突然変異確率
pCMut 0.05 0.01 0.05
突然変異の分散値










図 4.2 3つのパターンにおける消費者集団の平均適応度の推移 
パターン C では，全ての試行で消費者のカットオフ値が企業技術の進化過程と同調し





   
      (a) パターン A              (b) パターン B 
図 4.3 平均カットオフ値と平均技術属性値の推移 































































かし，予備実験において，パターン C のパラメータセットを用いて +η の値を 1.0 から



































方を「Voluntary Standard Setting（自主的標準設定）」と呼んだ．DAD（Digital Audio Disc）

















+ 1.55 1.60 1.80 2.00
製品・技術属性数
AN 2 4 - -
規格数








下記のように 3 つのシナリオを設定する． 
政策 1）0 期（デファクト競争） 政策 2）30 期 政策 3）50 期 
0 期は調整を行わず製品を投入するため，デファクト競争を意味している．このシナ
リオは自主調整を行った場合との比較をするために用意した．これより，本分析で用い
られるシナリオ数は 4.4.1項で設定した 16個の状況シナリオと上記の 3個の政策シナリ
オから合計 48 シナリオとなる（表 4.3）． 
























































































そこで，1 試行（100 期）が終わった際に全消費者の 9割以上が製品空間に存在するい
ずれの製品も選択していないケースを「用途無き規格の発生」と定義する．図 4.4 は各
シナリオで 50 試行の実験を行い，用途無き規格が発生した回数を示したものである． 
 
(a) 0 期                        (b) 30 期 
 
     （c）50 期 
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結果を掲示した．（他の政策シナリオを用いた際の結果は付録 A-2 で示す） 
図 4.4-(a)のデファクト競争における結果は 4.3節で述べたように立ち上がり問題を解
消するようにパラメータ調整がされているため，
+η ，AN，SN に関係なく，シナリオ 8
を除く全てのシナリオで用途なき規格が発生しなかった． 
















に発生したシナリオ 36 を選択する．図 4.5 は用途なき規格が発生せず規格調整が成功
した場合(a)と，用途無き規格が発生して製品普及に失敗した場合(b)において，製品選
択した消費者割合の推移を示したものである．シナリオ 36 では 4 つの製品属性が存在












(a)規格調整成功時           (b)用途無き規格発生時 




(a)属性 1                (b)属性 2 
  
(c)属性 3                (d)属性 4 






































































































































シミュレーションで扱うシナリオは，前項と同様に 4.4.1項で定めた 16 の状況シナリ
オと以下に定める 2 つの政策シナリオから合計 32 シナリオを用いる（表 4.4）． 
政策 1）最も多くの消費者に好まれている規格 政策 2）最も技術力の高い規格 
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消費者は規格の乗り換えを迫られる．図 4.7 は，強制規格が決定した 10 期以降に規格
乗り換えを行った消費者の割合を各シナリオで 50 試行分プロットして作成した可能性
のランドスケープである．図 4.7-(a)は 9 期時点で最も多くの消費者に選択されている規
格，つまりシェアが最大の規格を標準に定めた場合である．一方で，図 4.7-(b)は 9 期時
点で各規格団体における全企業の技術属性値の平均を計算し，最も高い平均技術属性値
を持つ団体の規格を標準に定めた場合を示している． 







































































傾向 2） +η が大きい場合（ +η =1.80, 2.00）は +η が小さい場合（ +η =1.55, 1.60）に比べ
て，規格乗り換えを行う消費者の割合が低い． 
傾向 3） +η が小さい場合（ +η =1.55, 1.60）は，規格数が多い（SN=4）状況のほうが規
格乗り換えを行う消費者の割合が高い． 
 
(a) 消費者に最も好まれている規格       (b) 技術力が最大の規格 






での 2 つの製品属性について 9 期までの消費者集団における平均カットオフ値，各規格
団体の平均技術属性値の推移を示したものである． 
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1.55 1.60 1.80 2.00
SN
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(a) 属性 1 についての比較        (b) 属性 2 についての比較 
図 4.8 カットオフ値と技術属性値の比較 
次に，シナリオ 1，2，シナリオ 13，14 の消費者の採用規格について分析を行う． 
以下の図 4.9 は，強制規格が決定する前の 9 期間における消費者の規格採用割合の推移
を示したものである． 





オ 13,14 では， +η が大きいことから，企業集団では規格が乱立しているにもかかわら
ず，消費者集団の中では好みの規格が 1 つに決まってしまっており，多くの消費者が好
む規格を基準に標準を選択した場合には，規格の乗り換えの割合は低くなる．以上のメ


































(a)シナリオ 1               (b)シナリオ 2 
 
(c)シナリオ 13              (d)シナリオ 14 


























































































規格1 規格2 規格3 規格4





























田, 1999; 永井, 1999; 原野, 2000）．そのため，従来のマスマーケティングだけではなく，
ワンツーワンマーケティングやリレーションシップマーケティングにおいても，WEB
































トウェアの改良が行なわれた（Urban and von Hippel, 1988）．OPAC におけるユーザーイ
ノベーションでは，各地域における図書館で抱える問題を解決するため自ら OPAC の改





ートなどによるユーザーイノベーションの調査が行われている（Shah, 2000; Franke and 
Shah, 2003; Lüthje, 2004; Lüthje et al., 2005）．これらの研究ではイノベーティング・コン
シューマー（Innovating consumer）という市場での新製品をいち早く購入し，製品を開
発する消費者に注目している．特にアウトドア製品市場では調査対象の消費者のおよそ






















的多く得られているアウトドア製品市場（Shah, 2000; Franke and Shah, 2003; Lüthje, 
























akt という 3 つの染色体から構成される． 
企業aの染色体= ),,( akaka tpf  
}1,0{∈af , ∑ =
k














 企業 a は一定の確率 releasepF によって製品投入を行なう．本章では企業間の優劣に
は関心はないため，製品投入頻度に違いを持たせない．企業は製品投入の意思決定をし
た場合には保有技術 akt を用いて，投入製品の製品属性を決定する．また，4 章のモデル





adacabaaa sumtechwfselfvaluewfriskwfsharewfff ∗++−+∗= *)1(*  
∑ ∗=
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abkakaa ttsttsrisk ||*||*)1(  
ただし， 1=+++ dcba wfwfwfwf  
企業は市場シェア(











































消費者集団には消費者エージェントが 100人存在する．消費者 i の内部モデルは，開
発可能性 ii ，製品選択の意思決定における他者への依存度 id ，どの消費者と知人関係に
あるかを表すエッジ ije ，イノベーションコミュニティに加入しているかどうかを表すコ
ミュニティ in ，各製品属性軸に対するカットオフ値 ikc ，製品購入を行う際に重点を置
く属性を決定するウェイト ikw ，製品開発の際に必要とする保有技術もしくはアイデア
ikt から構成される． 
消費者 i の染色体= ),,,,,,( ikikikiijii twcnedi   
}1,0{∈ii , 10 ≤≤ id , }1,0{∈ije , }1,0{∈in , }100,,2,1{ K∈ikc , 1=∑
k
ikw , }100,,2,1{ K∈ikt  
ただし，消費者ナンバー 100,,2,1, K=ji ，製品属性 5,,2,1 K=k とする． 
上記の内部モデルには 3節で説明した CAMCaT フレームワークでは考慮されていな
かった染色体として，開発可能性 ii や保有技術 ikt ，ネットワークに関する染色体である
























をモデルに組み込む．このネットワークを表現する染色体がエッジ ije ，コミュニティ in
であり， 1=ije の場合は消費者 i が消費者 jとエッジが張られていることを表し， 1=in の












方は CNN モデル（Vazquez, 2003）が良いと考えられる．しかし，多くの現実市場にお
けるネットワークを表現することが可能なモデルは BA（Barabashi-Albert）モデルであ
るとも述べられている（Barabasi and Albert, 1999）．そこで，本論文では，CNN モデル



















2) 確率 q で，潜在的エッジのどれか 1 つを選び実際にエッジを張る．その際，新しく
エッジの張られた消費者 i ， jについて，消費者 i とエッジの張られている全ての消費者
と，消費者 jとのエッジを，次のエッジを張る候補となる潜在的エッジとする．また，


















きる製品空間に存在する製品の中から，4 章と同様の消費者 i の製品 g に対する効用関
数を用いて自らの効用を算出し，最も効用の高い製品を購入する． 







iigkkig cdawdabu *))1(****( ∑∑ −+=  
kb は流行製品の属性値をウェイト表現したものである．4 章のモデルと同様に， igka は




の 2項を他者依存度に従ってどちらに重みを置くかを算出している．また， gc は製品 g
をカットオフした場合は 0，しない場合は 1 と表現される． 
 
製品開発 
製品の開発行動を行うリードユーザー )1( =ii は，エッジ上やイノベーションコミュニ
ティ内に製品投入を行う．ユーザーイノベーションに関わる実証研究では，リードユー
ザーは思いつきやエージェンシーコストの影響，もしくは自らの楽しみのために製品開










develop iki   
otherwise










and Shah, 2003)，開発した製品はリードユーザー i とエッジが張られている消費者が発
見できると仮定する．また，リードユーザー i がイノベーションコミュニティに所属し
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idicibiai sumtechwctmaxtechwctovercutwctsharewctfct *)/1( +∗+∗+∗=  
ただし， 1=+++ dcba wctwctwctwct  
リードユーザーは自らの製品を周りの人に使ってもらえること( ishare )は周りから
名声を得るといったベネフィットがあるため，高く評価される．また，技術を多く持





























































 進化的学習および製品投入に関するパラメータを表 5.1 のように設定し，シミュレー
ションを行った．  











































図 5.1 製品選択数推移 
 










































































































 次に，ユーザーイノベーション研究において複数の研究（Franek and Shah, 2003; 











































されていないため，CNN モデル利用と BA モデル利用の 2 通りで実験し，仮説支持の
有無がネットワークに依存するのかを検証する．戦略シナリオに関しては，仮説 1,3 の





品開発を行うという 2 つの戦略を考える． 







仮説 1 の検証 
シナリオ 1,4では，イノベーションを起こすリードユーザーを全消費者の 15%として，
ランダムに発生させた状況の下，企業は製品空間のみにフォーカスするという戦略




品開発を目指す．消費者ネットワークはシナリオ 1 では CNN モデルを，シナリオ 4 で
は BA モデルを採用し，それぞれ図 5.3, 5.4 のネットワークを生成した．また，リード

















































図 5.4 消費者ネットワーク(BA) 
5 製品選択割合の推移（シナリオ 1） 








図 5.6 製品選択割合の推移（シナリオ 4） 












仮説 2 の検証 


































図 5.7 製品選択割合の推移（シナリオ 2） 
 
 
図 5.8 製品選択割合の推移（シナリオ 5） 
コミュニティが存在することによって消費者の情報交換は活発になり，企業の技術
を上回る製品がリードユーザーの手によって開発されていることが図 5.7, 5.8 より分































































仮説 3 の検証 





ションに目を向けることを考える．シナリオ 3,6 では企業の周囲状況パラメータ 1=if
と設定することで，企業はイノベーションコミュニティにおいて多くの消費者が採用
しているユーザーイノベーションを利用して技術開発を行うことが可能になる． 

















図 5.9 製品選択割合の推移（シナリオ 3） 
 



































































































（Franke and Shah, 2003; Lüthje, 2004; Lüthje et al., 2005）．しかし，これらの研究は実態





























る．本章で対象とする市場は従来研究（Shah, 2000; Franke and Shah, 2003; Lüthje, 2004; 





行動特性を得た．面接調査は MTB のレース参加者（23名）に対してそれぞれ 10 分～
30 分，多様な消費者を良く知り，自身も MTB の専門家である自転車店の店主 2 名と
























しをしたいという理由で消費者が自身の解決を無料公開する（Raymond, 2000; Lakhani 








































































































ンまでを 1 期として ST 期繰り返す．ただし，ノンリードユーザーはユーザーイノベー
ションを行うものとする． 
 















ント属性 Ai∈{0,1}，他の消費者 j との製品に関する情報交換の可能性を示すエッジ
Ei=(eij) j=1,...,AN, eij∈{0,1}，コミュニティkへの所属の有無を表すCi=(cik) k=1,...,CN, cik∈{0,1}，
ニーズ番号 l のニーズの有無を表す Ni=(nil) l=1,...,SN, nil∈{0,1}，ニーズ nilに対する解決を
表す Si=(sil) l=1,...,SN, sil∈{0,1}，企業の製品情報を収集する確率 pSearchi∈[0,1]，企業製品
を購買する確率 pPurchasei∈[0,1]，他の消費者との接触回数 nContacti∈Ν，新規ニーズ
発 生 確 率 pNewNeedsi ∈ [0,1], ニ ー ズ nil の 他 の 消 費 者 へ の 相 談 確 率
PEi=(pEAdvisementil)l=1,...,SN, pEAdvisementil∈[0,1]，コミュニティメンバーへの相談確率
pCAdvisementi∈[0,1]という 11 個のパラメータから構成され，これらのパラメータによ
りエージェントの異質性を表現する．ただし，j は消費者番号，k はコミュニティ番号， 
l はニーズおよび解決番号とし，CN，SN をそれぞれ消費者集団内に存在するコミュニ










図 6.2 ニーズビット列と解決ビット列の例 
SN=7．消費者 i がニーズ ni4，解決 si3を保有（ni4=1，si3=1） 
前章のモデルと同様に，エッジ（Ei）とコミュニティ（Ci）は消費者 i のネットワー
クを表現している．eij=1 の場合は消費者 i と消費者 j がエッジで繋がれ，製品に対する
ニーズや解決についての情報交換を行うことが可能であることを表す．一方，cik=1 の
場合は消費者 i がコミュニティ k に所属しており，コミュニティ k 内のメンバーと情報
交換が可能であることを示す．つまり，ネットワークで繋がれた消費者同士は，近い
0 0 0 1 0 0 0


























1) 確率 p で新消費者 i を１人追加し，ランダムに選択した既存消費者 j とエッジを張
る． 
2) 確率 q で，潜在エッジのどれか 1 つをエッジとする．  
3) 確率 r で，新コミュニティ k を追加し，ランダムに選択した既存消費者 i とそのコ
ミュニティにエッジを張る． 
4) 確率 1-p-q-r で，潜在コミュニティエッジのどれか 1 つをコミュニティエッジとす
る．  
ただし，全てのステップにおいて，消費者 i,j 間にエッジが張られた際には，消費者 i
とエッジが張られている全消費者と消費者 j との間に潜在エッジを張る．同様に，消費
者 j のエッジが張られている全消費者と消費者 i との間に潜在エッジを張る．また，消
費者 i とコミュニティ k にコミュニティエッジが張られた際にはコミュニティ k とコミ

















消費者 i は自身のニーズを解決する製品を発見した場合に，購買確率 pPurchaseiで購
買を行う．消費者が自身の持つニーズ nil (=1)を解決する製品を購買すると決定した際に




ンダムに 1人ずつ消費者を選択し，選択された消費者 i は自身とエッジが張られている
消費者から nContacti人の消費者をランダムに選択し，接触する．その後，消費者 i は接
触相手の消費者 j に対して，ランダムに選択したニーズ nil (=1)を相談確率 pEAdvisementil
で相談する． 
次に，消費者 j がそのニーズ nilと同じ位置 l の解決情報を保有していれば（sjl=1），消
費者 i のニーズ nilを解決する可能性がある．その解決情報 sjlの生成者が消費者 j，つま
り消費者 j が自らのユーザーイノベーションにより生成した情報，もしくは自らの情報
収集により発見した製品による情報であれば十分な説明が可能であるため，確率 1 で消
費者 i に伝えることができる．しかし，消費者 j が保有している解決 sjlが過去に他の消





できない．そこで，消費者 i は消費者 j から提供された解決 sjlの受容の判定を確率的に
行う．消費者 j が消費者 i に対して提供する解決 sjlが過去に他の消費者のユーザーイノ
ベーションから得た解決情報であれば受容確率を PS，他の消費者からの製品紹介によ
り得た解決情報であれば受容確率を PP とする．ただし，PP > PS とする．この確率で
消費者 i が解決 sjlを受け入れた場合には，nil:1→0，sil :0→1 とパラメータ値が変化する．
以上のプロセスは，消費者間でのユーザーイノベーションや企業製品による解決情報の
提供を意味している． 
一方で，消費者 i が消費者 j にニーズ nilを相談した際に，消費者 j がそのニーズに対








者 i のニーズ nilが消費者 j に伝播した際には，njl:0→1 とパラメータ値が変化する． 
 
コミュニティ内での相互作用 
 コミュニティ k は 1 ヶ月の間に活動を行う確率 pActivityk，ニーズを共有する確率
pNSharek を有する．消費者 i がコミュニティ k に所属している場合には，活動確率
pActivitykに基づきコミュニティkに入っている消費者とツーリングや大会参加などのコ
ミュニティ活動を行う．その際に，コミュニティでの相談確率 pCAdvisementi で，自身
のニーズ nil（=1）を相談する．その後，ニーズ共有確率 pNSharek で共有されたと判断
された際には，以下のルールでニーズの解決，ニーズの伝播が行われる． 
コミュニティ k 内に消費者 i が保有するニーズ nilを解決する可能性のある消費者 j が
いる場合 [∃j (j≠i, cjk=1, sjl =1)]は，消費者 j により提供された解決 sjlを消費者 i が受け
入れるかどうかの判定をエッジでの相互作用と同様に PS もしくは PP を用いて，確率
的に行う．受け入れる場合には，nil:1→0，sil :0→1 とパラメータ値が変化する． 
一方で，コミュニティ k 内に消費者 i のニーズ nilを解決する可能性のある消費者 j が
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いない場合 [∀j (j≠i, cjk=1, njl =0)]は，コミュニティ k 内の消費者 i以外の全消費者 j がエ












 消費者 i がリードユーザー（Ai=1）の場合，ユーザーイノベーション確率 PUI で自身
が保有しているニーズの中からランダムにひとつのニーズ nil (=1)を選び，nil:1→0,  





































T=(tl) l=1,...,SN, tl∈{0,1}を有する．ただし，初期状態では（∀l）tl=0 とする．この技術ビッ
ト列は企業の製品化に用いる技術を表している．  
企業は消費者が保有しているニーズや解決についての情報を獲得する．この獲得した
情報を基に 6.5.3項で述べる 2 つの製品開発戦略シナリオに従って，技術ビット列にお
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用いて製品 m を製品ビット列 Pm=(pml) l=1,...,SN, pml∈{0,1}として製品空間へと投入する．
ただし，製品番号を m とし，期数が増えるにつれて製品数は増える．本モデルでは 1
つの技術により 1 つの製品を開発できると仮定する．つまり，投入製品のビット列は位
置 h のビットが 1 で，それ以外は 0 となる（図 6.3）．また，製品は 1 が立っている位置
に対応したニーズのみを解決することができる． 
 
図 6.3 技術開発と製品化の例 



















0 1 0 1 0 0 1
0 0 0 0 0 0 1









め，これらの極端な 2 つの戦略のみをシナリオとして扱う． 
 







えているニーズとは異なるという状況が頻繁に生じる（von Hippel, 1994）．  
また，面接調査から明らかになったように企業は製品開発意思決定の際に規格の遵守
や自社技術の強みを考慮するため，必ずしも獲得したニーズ情報のみで製品化の決定を
行わない．以上より，戦略シナリオ 1 を以下のように設定する． 
企業は消費者集団においてランダムに選択した 10%の消費者からニーズ情報を獲得
する．その中からニーズビット列の位置 l の近傍 l±IS ビットにあるニーズ数を計算す
る．全てのニーズ番号の中から，このニーズ数が最も大きいニーズ m の近傍 m±IS ビ
ットを解決対象ニーズとし，その解決対象ニーズの中から 1 つのニーズ番号 h をランダ







戦略シナリオ 2: ユーザーイノベーション活用による製品開発 
 前章では，イノベーションコミュニティ内におけるユーザーイノベーションを活用し
た製品開発を考えた．本章の MTB 製品市場のモデルではイノベーションコミュニティ










戦略シナリオ 2 では，企業は消費者集団においてランダムに選択した 1%のリードユ

















本章のシミュレーションにおいては，消費者エージェント数 AN を 1000 に, ニーズ・







ットに 1 が立つことがないように十分な値を設定した． 




の消費者エージェント，n(p+q)個のエッジが生じる．1 つのエッジで次数が 2 増えるこ
とから，平均次数は 2n(p+q)/np である．同様の考え方から，平均コミュニティ参加数は
n(1-p-q)/np個となる．本章における質問紙調査から，平均次数は約 6.48, 平均コミュニ
ティ参加数は約 0.74 と得た. よって，2n(p+q)/np = 6.48, n(1-p-q)/np= 0.74 を解き，p=0.251, 
q=0.563 とする．また，アルゴリズムを n回繰り返すと，nr個のコミュニティができる




消費者が存在することから，740 人が 1 つのコミュニティに参加していると仮定する．
また，調査より 1 コミュニティは平均して 12.41 人の消費者が所属していることから，
740 を 12.41 で除し，コミュニティ数を算出する．算出したコミュニティ数（59.65）に
















ユーザー属性 A i 4 自身の製品開発によるニーズの解決経験の有無
情報収集確率 pSearch i 5 カタログやインターネットからの情報収集回数
製品購買確率 
pPurchase i 6 製品買い替え回数
他ユーザーとの接触回数 
nContact i 7 知人との接触延べ人数
新規ニーズの発生確率 
pNewNeeds i 8 MTB活動経験期間
9 MTB活動内で発生したニーズ数








pActivity k 16 所属コミュニティの活動回数
コミュニティ内の情報共有確率 pNShare k 17 コミュニティ活動時にニーズを相談した回数
18 コミュニティ内で相談したニーズが共有された回数




質問項目 4～15 より，6.4 節で説明した消費者エージェントの内部モデルパラメータ
を表 6.2 のように設定する．まず，消費者に対してユーザーイノベーション経験の質問
によりリードユーザーとノンリードユーザーを区別する．調査の結果，リードユーザー
の割合（rLU）は全消費者 466名のうち 127名であったことから，rLU＝0.273 とし，1000
エージェントのうち，リードユーザーを 273名，ノンリードユーザーを 727名とする．




る．確率パラメータは表 6.2 のように正規分布を用いて生成する．  



















A i 1 0
　エッジ
E i =(e ij )
　コミュニティ
C i =(c ik )
　ニーズ
N i =(n il )
　解決
T i =(t il )
　情報収集確率
pSearch i N（0.36, 0.332)で生成 N（0.26, 0.322)で生成
　製品購買確率
pPurchase i N（0.26, 0.292)で生成 N（0.19, 0.272)で生成
　知人との接触回数
nContact i N（3.85, 4.542)で生成 N（2.87, 2.772)で生成
　新規ニーズの発生確率



























性 Aiや確率パラメータ pSearchi，nContactiを与える． 
 

















2) 各エージェントの情報収集確率 pSearchi，他の消費者との接触回数 nContactiの決
定 
 次数と情報収集確率および他の消費者との接触回数には弱い正の相関関係があるた








まず，リードユーザー273人分の情報収集確率を平均 0.36，標準偏差 0.33 の正規分布








適応度＝1/（1 + |情報収集確率と他の消費者との接触回数の相関係数－0.273|  
+ |情報収集確率と次数の相関係数－0.236| 
 + |他の消費者との接触回数と次数の相関係数－0.381| ) 
選択された染色体群において情報収集確率，他の消費者との接触回数の染色体それぞ
れに対して交叉・突然変異を行う．このとき，選択方法としてルーレット選択，交叉方






















0 1 0 0 1 0 0 0
0 0 1 0 0 0 1 0




1 0 0 0 0 0 1 0




0 1 0 0 1 0 0 0
1 0 0 0 0 0 1 0
0 0 1 0 1 0 0 0
0 1 0 0 1 0 0 0
0 0 1 0 0 0 1 0




LU(Ai=1) or NLU (Ai=0) 
2 3 2 5 1 2 2 1次数
1 2 3 4 5 6 7 8
ユーザー番号
1 0 0 0 0 0 1 0
















統計量に関しては付録 B に示す） 


















pActivity k N（0.27, 0.262)で生成
　コミュニティ内でのニーズ共有確率
pNShare k N（0.91, 0.182)で生成















た．企業の技術開発期間は 6.5.1 の企業への面接調査よりおよそ 1年と考え TN=12 と設
定する． 
次に，キャリブレーションの対象となるパラメータの値のうち確率パラメータをそれ





で，各パラメータ値の組み合わせで 100 試行を行い，100 試行分の平均値が上述した解
決比率に最も適合するパラメータ値の組を次節のシナリオ分析で用いるパラメータ値
とする（表 6.4）． 





















本章の分析では，6.5.3 で提示した 2 つの戦略シナリオと以下で説明する 4 つの市場
状況シナリオから，合計 8 シナリオを設定する（表 6.5）．  
表 6.5 シナリオ一覧 
 
市場状況を表現するシナリオ変数として，「消費者ニーズの伝播確率 PNL，PNN」，「企
業の技術開発期間 TN」の 2 つを選択した．消費者ニーズの伝播確率に関しては，ノン
リードユーザーのニーズの伝播確率 PNN を 0.20 に固定し，リードユーザーのニーズの
伝播確率 PNL を 0.30, 0.60 の 2通り用意する．また，「技術開発期間 TN」は 12ヵ月，6
ヶ月の 2通りを用意する．ここで，シナリオ 1 に関してはキャリブレーション時の設定





























































































はシナリオ 5 の方がシナリオ 1 に比べて大きい．シナリオ 5 の製品購買数は 40 期から








































図 6.7 1リードユーザーおよび 1ノンリードユーザーあたりのニーズ数，製品購買数，
ユーザーイノベーション採用数（シナリオ 1,5） 
さらに，ノンリードユーザーの消費者のうち最も典型的なニーズ数と製品購買数の推
移を示した消費者を 1人取り出す（図 6.8）． 
 
























































































業が市場に投入した新製品の多くが失敗するという従来研究（Balachandra and Friar, 
































































































最後に本章の提案モデルおよびシナリオ分析に関する 2 つの課題を述べる．1 つ目の
課題は，「他市場の調査」が考えられる．本章が対象とした MTB 製品市場はノンリー
ドユーザーへのユーザーイノベーションの伝播が比較的少ないため，ユーザーイノベー















































































3) 2 つの典型問題における市場変化の可能性の提示（4,5,6 章） 
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付録 A シミュレーション結果（4 章） 
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付録 C クラス図とソースコード（4 章，5 章，6 章） 

















































































































public class CAMCaT { 
  
 //メイン関数 
 public static void main(String[] args) { 
   
  Lead lead = new Lead();//変数等を管理するクラスを生成する 
 
    
  //シナリオ変数 
  int ITCNN = 0;//ランキング選択のη 
  int ANN = 0;//製品・サービス属性数 
  int SNN = 0;//規格数 
  int Policy = 0;//政策シナリオ 
  int targetProblem = lead.getTargetProblem();//対象問題（0:自主調整，1:強制的標準） 
   
  int curScenario = 0;//現在のシナリオ番号 
   
   
  for(ITCNN = 0; ITCNN < lead.getItcN(); ITCNN++){ 
   for(ANN = 0; ANN < lead.getNAN(); ANN++){ 
    for(SNN = 0; SNN < lead.getNSN(); SNN++){ 
     for(Policy = 0; Policy < lead.getNPolicy(); Policy++){ 
         
      curScenario++; 
         
      /* シナリオ変数の設定 */ 
      lead.setItc(ITCNN); 
      lead.setAN(ANN); 
      lead.setSN(SNN); 
      lead.setTSelf(Policy); 
      int MAX_TRIAL = lead.getNTrial();//試行数を得る  
      for(int trialNum=1; trialNum <= MAX_TRIAL; trialNum++){ 
       
       
      /* クラスの初期化 */ 
       
      FirmPopulation firmpopulation = new FirmPopulation("企業集団", lead);//企業集団 
      ConsPopulation conspopulation = new ConsPopulation("消費者集団", lead);//消費者集団   
    
      ProductSpace productspace = new ProductSpace("市場", lead);//製品空間 
      Function function = new Function();//関数 
      TonyuRule tonyurule = new TonyuRule(function, lead);//企業の投入ルール 
       
      /* エージェント生成 */ 
      lead.prepareFirm(firmpopulation, tonyurule, productspace, function, lead);//企業集団の初期生成 
      lead.prepareCons(conspopulation, productspace, function, lead);//消費者集団の初期生成 
       
      int MAX_SEDAI = lead.getNGeneration();//全世代数をゲット 
       
      /* 世代の開始（ループ部分) */ 
       
      for(int sedai=1; sedai<=MAX_SEDAI; sedai++){ 
       lead.setCurGeneration(sedai); 
        
       //政策 
       if(targetProblem == 0){//自主調整 
         
        if(lead.getTSelf()== MAX_SEDAI || sedai > lead.getTSelf()){ 
          
         /*製品投入&製品選択*/ 
         lead.startFirm(firmpopulation);//企業行動を開始（製品を投入する） 
         lead.startCons(conspopulation, productspace);//消費者行動を開始（製品を購入する） 
         lead.calculationShare(productspace,firmpopulation);//製品シェアを製品別，企業別で求める 
          
        } 
         
       } 
       else{//公的標準 
         
        if(sedai == 10){ 
         int SN = lead.getSN(); 
         int Deju = (int)(Math.random()* SN); 
         lead.changeST(firmpopulation, Deju);//全企業の規格をデジュールスタンダードにする 
        }    
      
        /*製品投入&製品選択*/ 
        lead.startFirm(firmpopulation);//企業行動を開始（製品を投入する） 
        lead.startCons(conspopulation, productspace);//消費者行動を開始（製品を購入する） 
        lead.calculationShare(productspace,firmpopulation);//製品シェアを製品別，企業別で求める 
          
       } 
        
       /* 規格ごとのシェア計算 */ 
       lead.calculationNetwork(firmpopulation); 
        
       /* 遺伝的操作 */ 
       lead.gaFirm(firmpopulation);//企業が技術獲得を行なう 
       lead.gaCons(conspopulation);//消費者が選好を進化させる 
         
       }  
      } 
     } 
    } 
   } 














public class Lead { 
  
 //対象問題・シナリオ数・試行数・世代数 
 private int targetProblem = 1;//対象問題 
 private int nTrial = 1;//試行数 
 private int nGeneration = 100;//全世代数 
 private int curGeneration;//現在の世代数 
  
 //消費者・企業数 
 private int fPopuration = 30;//企業数 
 private int cPopuration = 500;//消費者数 
 Consumer cons[] = new Consumer[cPopuration];//消費者クラスを配列にする 
 Firm firm[] = new Firm[fPopuration];//企業クラスを配列にする 
  
 private int maxZoku = 50;//カットオフ値,技術の最大値 
  
 //進化パラメータ（交叉・突然変異） 
 private double fpCrossover = 0.3;//交叉確率（企業） 
 private double cpCrossover = 0.6;//交叉確率（消費者） 
 private double fpMutation = 0.03;//突然変異確率（企業） 
 private double cpMutation = 0.05;//突然変異確率（消費者） 
 private double dpPower = 1.0;//突然変異の分散値（企業） 
 private double cVar = 1.0;//突然変異の分散値（消費者） 
  
 //進化パラメータ（適応度関数） 
 private double cWeiA = 0.40; 
 private double cWeiB = 0.45; 
 private double cWeiC = 0.05; 
 private double cWeiD = 0.10; 
 private double fWeiA = 0.55; 
 private double fWeiB = 0.35; 




 private int itcN = 4;//ランキングパラのシナリオ数 
 private int nAN = 2;//製品・サービス属性数のシナリオ数 
 private int nSN = 2;//規格数のシナリオ数 
 private int nPolicy = 2;//政策変数の数 
 private int tSelf = 0;//自主調整期間数 
  
 //シナリオ変数の値 
 private double itc = 0;//消費者ランキング選択用パラ 
 private int AN = 0;//製品・サービス属性数 




 public void setItc(int itcn) { 
   
  if(itcn == 0){ 
   itc = 1.55; 
  } 
  else if(itcn == 1){ 
   itc = 1.6; 
  } 
  else if(itcn == 2){ 
   itc = 1.8; 
  } 
  else{ 
   itc = 2.0; 
  } 




 public void setAN(int ann) { 
   
  if(ann == 0){ 
   AN = 2; 
  } 
  else if(ann == 1){ 
   AN = 4; 




 public void setSN(int snn) { 
   
  if(snn == 0){ 
   SN = 2; 
  } 
  else if(snn == 1){ 
   SN = 4; 





 public void setTSelf(int Policy) { 
   
  if(Policy == 0){ 
   tSelf = 10; 
  } 
  else if(Policy == 1){ 
   tSelf = 30; 
  } 
  else if(Policy == 2){ 
   tSelf = 50; 







 /* 企業集団を生成する */  
 public void prepareFirm(FirmPopulation firmpopulation, TonyuRule tonyurule, ProductSpace productspace, Function function, Lead lead){ 
   
  for(int a=0; a<fPopuration; a++){//企業の初期生成 
   firm[a] = new Firm("企業"+a, tonyurule, productspace, function, lead); 
  } 
   
  for(int a=0; a<fPopuration; a++){//企業をリストに登録 
   firmpopulation.entry(firm[a]); 
  }   




 /* 消費者集団を生成する */  
 public void prepareCons(ConsPopulation conspopulation, ProductSpace productspace, Function function, Lead lead){ 
   
  for(int a=0; a<cPopuration; a++){//消費者の初期生成 
   cons[a] = new Consumer("消費者"+a, productspace, function, lead); 
  } 
   
  for(int a=0; a<cPopuration; a++){//消費者をリストに登録 
   conspopulation.entry(cons[a]); 
  } 
   
  conspopulation.createCons();//消費者ごとに初期属性を与える 




 /* 企業が製品を作る */  
 public void startFirm(FirmPopulation firmpopulation){ 
  firmpopulation.indicateThrow();//製品投入の指示 
 } 
  
 /* 消費者が製品を購入する */  
 public void startCons(ConsPopulation conspopulation, ProductSpace productspace){ 
  conspopulation.indicatePurchase(productspace);//製品購入の指示  
 }  
  
 /* 製品シェアを算出する */ 
 public void calculationShare(ProductSpace productspace, FirmPopulation firmpopulation){ 
  productspace.productShare(); 
  firmpopulation.firmShare(productspace); 
 } 
 
 /* 規格をデジュールスタンダードに変更 */  
 public void changeST(FirmPopulation firmpopulation, int dejuSt){ 
  firmpopulation.changeStandard(dejuSt); 
 } 
  
 /* 規格計算 */ 
 public void calculationNetwork(FirmPopulation firmpopulation){ 
  firmpopulation.culculateNetwork(); 
  firmpopulation.StandardShare(); 
 } 
   
 /* 企業集団に GA をかける */ 
 public void gaFirm(FirmPopulation firmpopulation){ 
  firmpopulation.calculateFitness();//全企業の適応度を計算して平均適応度を格納 
  firmpopulation.selectionStandard();//企業を選択する 
  firmpopulation.selectiveCrossover();//選択的交叉 




 /* 消費者集団に GA をかける */ 
 public void gaCons(ConsPopulation conspopulation){ 
  conspopulation.calculateFitness();//全消費者の適応度を計算して平均適応度を格納 
  conspopulation.selectionCons();//消費者を選択する(バンドワゴン効果/ランキング) 
  conspopulation.exchangeInformation();//消費者に情報交換させる 




 /* セッタ・ゲッタ関数 */  
 public int getTargetProblem() { 
  return targetProblem; 
 } 
  
 public int getNGeneration() { 
  return nGeneration; 
 }  
  
 public int getCurGeneration() { 
  return curGeneration; 
 } 
 
 public void setCurGeneration(int curGeneration) { 
  this.curGeneration = curGeneration; 
 } 
 
 public int getMaxZoku() { 
  return maxZoku; 
 } 
 
 public int getCPopuration() { 
  return cPopuration; 
 } 
 
 public void setCPopuration(int popuration) { 
  cPopuration = popuration; 
 } 
 
 public int getNTrial() { 







 public int getNAN() { 
  return nAN; 
 } 
 
 public int getNSN() { 
  return nSN; 
 } 
 
 public int getAN() { 
  return AN; 
 } 
  
 public int getSN() { 
  return SN; 
 } 
 
 public double getCpCrossover() { 
  return cpCrossover; 
 } 
 
 public double getCpMutation() { 
  return cpMutation; 
 } 
 
 public double getFpCrossover() { 
  return fpCrossover; 
 } 
 
 public double getFpMutation() { 
  return fpMutation; 
 } 
 
 public double getDpPower() { 
  return dpPower; 
 } 
 
 public int getFPopuration() { 
  return fPopuration; 
 } 
 
 public double getCWeiA() { 
  return cWeiA; 
 } 
 
 public double getCWeiB() { 
  return cWeiB; 
 } 
 
 public double getCWeiC() { 
  return cWeiC; 
 } 
 
 public double getCWeiD() { 
  return cWeiD; 
 } 
 
 public double getFWeiA() { 
  return fWeiA; 
 } 
 
 public double getFWeiB() { 
  return fWeiB; 
 } 
 
 public double getFWeiC() { 
  return fWeiC; 
 } 
 
 public double getCVar() { 
  return cVar; 
 } 
 
 public double getItc() { 
  return itc; 
 } 
 
 public int getItcN() { 
  return itcN; 
 } 
  
 public int getTSelf(){ 
  return tSelf; 
 } 
 
 public int getNPolicy() { 








public class FirmPopulation { 
 private String populationname_;//企業集団名 
 private Lead lead_; 
 private ArrayList<Firm> firmlist =new ArrayList<Firm>();//企業リスト 
 private ArrayList<Integer> netList = new ArrayList<Integer>();//ネットワークリスト[規格 0 の企業数，規格 1 の企業数・・・] 
 private ArrayList<Double> stShare = new ArrayList<Double>();//規格ごとのシェア 
 private ArrayList firmStList[] = new ArrayList[10];//各規格内企業ナンバー 
  
 /* コンストラクタ */ 
 public FirmPopulation(String populationname, Lead lead){ 
  populationname_ = populationname; 






 /* 企業をリストに登録 */ 
 public void entry(Firm firm){ 
  firmlist.add(firm); 
 } 
  
    /* 各企業に染色体を与える */ 
 public void createFirm(){ 
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//企業番号順に属性を与える 
   Firm firm = (Firm)firmlist.get(a);   
    
   //技術戦略初期値を与える 
   firm.decideTechSt(a); 
    
   //技術属性を与える 
   firm.decideTechnology(a); 
    
   //ネットワーク属性（規格）を与える 
   firm.decideNetwork(a); 




 /* 企業シェアを算出する */ 
 public void firmShare(ProductSpace productspace){ 
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//前世代のシェアリセット 
   Firm firm = firmlist.get(a); 
   firm.setSales(10000); 
  } 
  productspace.culcFirmshare();//この世代のシェアを計算 
 } 
  
 /* 規格ごとのシェアを算出する */ 
 public void StandardShare(){  
  int numStandard = lead_.getSN();//規格数 
  int numFirms = firmlist.size();//企業数を取得 
  int stSales[] = new int[numStandard];//規格ごとの売上げ 
  int allSales = 0;//全規格の売上げ合計 
  int sedai = lead_.getCurGeneration(); 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = firmlist.get(a); 
   int sales = firm.getSales();//各企業の売上数 
    
   for(int b=0; b<numStandard; b++){ 
    if(firm.networkDisp(0)== b){ 
     stSales[b] += sales; 
     allSales += sales; 
    }  
   } 
  } 
  stShare.clear(); 
   
  //規格ごとのシェアを計算 
  for(int a=0; a<numStandard; a++){ 
   if(allSales != 0){ 
    stShare.add(stSales[a]/(double)allSales); 
   } 
   else{ 
    stShare.add(0.0); 
   } 




 /* ネットワーク計算（各規格団体の企業） */ 
 public void culculateNetwork(){ 
  int numFirms = firmlist.size();//企業数を獲得 
  int numStandard = lead_.getSN();//規格数をゲット 
  int numOfSt[] = new int[numStandard];//各規格における企業数  
  int numOfZoku = lead_.getAN();//属性数をゲット 
   
  netList.clear(); 
   
  for(int a=0; a<numStandard; a++){ 
   firmStList[a] = new ArrayList<Firm>(); 
  } 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = firmlist.get(a); 
   int Gnet = firm.networkDisp(0);//企業の規格をゲット 
   numOfSt[Gnet]++; 
   firmStList[Gnet].add(firm);//規格 Gnet に企業 a を保持 
  } 
   
  for(int b=0; b<numStandard; b++){ 
   netList.add(numOfSt[b]); 




 /* 製品投入を指示する */  
 public void indicateThrow(){ 
   
  int numFirms = firmlist.size();//企業数を獲得 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.throwProduct(a); 




 /* 企業の適応度を計算する */  





   
  int numFirms = firmlist.size();//企業数を獲得 
  int numOfConss = lead_.getCPopuration(); 
  double sumfit = 0; 
  double avgfit = 0; 
   
  for(int a=0; a<numFirms; a++){ 
    
   Firm firm = firmlist.get(a); 
   int Gnet = firm.networkDisp(0);//企業の規格をゲット 
   double network = netList.get(Gnet)/(double)numFirms; 
   firm.setFitness(numOfConss,network);   





 /* 規格選択 */ 
 public void selectionStandard(){ 
   
  int numFirms = firmlist.size(); 
  ArrayList<Double> fitlist = new ArrayList<Double>(); 
   
  int numOfSt = lead_.getSN();//規格数 
  int numOfZoku = lead_.getAN();//属性数 
  double otherValue[] = new double[numOfSt];//各規格にいる自社以外の企業評価 
   
  for(int a=0; a<numFirms; a++){//企業の適応度を適応度リストに一時確保 
   Firm firm = firmlist.get(a); 
   double fit = firm.getFitness(); 
   fitlist.add(fit); 
  } 
   
  Collections.sort(fitlist);//適応度を小さい順にソート 
  double minfit = fitlist.get(0);//最小適応度を得る 
 
  int toutafirm = 0;//淘汰される企業番号 
   
  for(int a=0; a<numFirms; a++){//最小適応度を持つ企業を探す 
   Firm firm = firmlist.get(a); 
   double fit = firm.getFitness(); 
   if(minfit == fit) toutafirm = a; 
  } 
    
  Firm tfirm = firmlist.get(toutafirm); 
   
  //他企業評価 
  for(int a=0; a<numOfSt; a++){    
   for(int b=0; b<numFirms; b++){ 
    Firm firm = firmlist.get(b); 
    int firmSt = firm.networkDisp(0); 
    if(toutafirm != a && firmSt == a){ 
     otherValue[a] +=  tfirm.hyokaOtherfirm(firm);      
    } 
   } 
  } 
   
  int prenet = tfirm.networkDisp(0);//淘汰された企業の規格 
   
  //規格選択 
  tfirm.selectStandard(stShare, netList, firmStList, numFirms, otherValue, numOfZoku, prenet); 
 } 
  
 /* 規格を公的標準に変える */ 
 public void changeStandard(int dejuSt){ 
  int numFirms = firmlist.size(); 
  int numOfZoku = lead_.getAN();//属性数 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = firmlist.get(a); 
   firm.changeStandard(dejuSt, numOfZoku);  




 /* 技術提携をする */ 
 public void selectiveCrossover(){  
  int numOfSt = lead_.getSN();//規格数 
  int numFirms = firmlist.size();//企業数を取得 
  ArrayList gijiFirmStList[] = new ArrayList[numOfSt];//規格ごとの企業保持リスト 
   
  for(int a=0; a<numOfSt; a++){ 
   gijiFirmStList[a] = new ArrayList<Firm>(); 
  } 
   
  //規格団体ごとに企業を分ける 
  for(int a=0; a<numFirms; a++){ 
   Firm firm = firmlist.get(a); 
   int st = firm.networkDisp(0); 
    
   for(int b=0; b<numOfSt; b++){ 
    if(st == b){ 
     gijiFirmStList[b].add(firm); 
    } 
   } 
  } 
 
  double numOfMask = 0.50;//マスク数の割合 
  int zoku = lead_.getAN();//属性数 
  double pCross = lead_.getFpCrossover();//交叉確率 
   
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> gijitechlist = new ArrayList<Integer>();//一度確保する擬似技術リスト 
  ArrayList<Double> gijitechStlist = new ArrayList<Double>();//一度確保する擬似技術戦略リスト 
  
  for(int a = 0; a < zoku; a++){//マスクを属性数中 numOfMask 割だけかける 
   if(a < (int)zoku * numOfMask){ 
    masklist.add(new Integer(1)); 




   else masklist.add(new Integer(0)); 
  } 
   
  for(int a=0; a<numOfSt; a++){ 
    
   Collections.shuffle(gijiFirmStList[a]);//企業番号を無作為に入れ替える 
    
   for(int b=0; b<gijiFirmStList[a].size(); b +=2){ 
     
    gijitechlist.clear();//擬似リストを空に 
    gijitechStlist.clear();//擬似リストを空に 
     
    if(b+2 > gijiFirmStList[a].size()) break; 
     
    Firm firmA = (Firm)gijiFirmStList[a].get(b); 
    Firm firmB = (Firm)gijiFirmStList[a].get(b+1); 
     
    double sai = Math.random(); 
    if(sai < pCross){   
     Collections.shuffle(masklist);//マスクの位置を無作為に入れ替える 
 
     //選択的交叉 
     if(firmA.getFitness() > firmB.getFitness()){//firmA の適応度が firmB を上回ったとき  
      for(int c = 0; c < zoku; c++){ 
       gijitechlist.add(firmA.techDisp(c)); 
       gijitechStlist.add(firmA.techstDisp(c)); 
      } 
      firmB.maskCopyTech(gijitechlist,masklist); 
      firmB.maskCopyTechst(gijitechStlist,masklist); 
     } 
     else if(firmA.getFitness() < firmB.getFitness()){//firmB の適応度が firmA を上回ったとき  
       
      for(int c = 0; c < zoku; c++){ 
       gijitechlist.add(firmB.techDisp(c)); 
       gijitechStlist.add(firmB.techstDisp(c)); 
      } 
      firmA.maskCopyTech(gijitechlist,masklist); 
      firmA.maskCopyTechst(gijitechStlist,masklist); 
     } 
     else;//同じ時は交叉しない  
    }     
   } 




 /* 企業が技術開発を行う */ 
 public void developmentFirm(){ 
  int numFirms = firmlist.size(); 
  double pMut = lead_.getFpMutation();//突然変異確率 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.developFirm(pMut); 











public class ConsPopulation { 
 private String populationname_;//消費者集団名 
 private Lead lead_; 
 private ArrayList<Consumer> conslist =new ArrayList<Consumer>();//消費者リスト 
 private double fitavg;//平均適応度 
 private int purchaseNum = 0;//購買数 
  
 /* 消費者集団コンストラクタ */ 
 public ConsPopulation(String populationname, Lead lead){ 
  populationname_ = populationname; 
  lead_ = lead; 
 } 
 
 /* 消費者をリストに登録 */ 
 public void entry(Consumer cons){ 
  conslist.add(cons); 
 }  
  
 /* 各消費者に染色体を与える */ 
 public void createCons(){//各消費者に染色体を与える 
  int numConss = conslist.size();//消費者数を取得 
  int numOfSt = lead_.getSN();//規格数 
   
  for(int a=0; a<numConss; a++){//各消費者に順番に属性値を与えていく 
   Consumer cons = (Consumer)conslist.get(a); 
    
   //依存度初期値を与える 
   cons.decideDependence(); 
    
   //初期カットオフ値を与える 
   cons.decideCutoff(); 
    
   //初期ウェイトを与える 
   cons.decideWeight(); 
    
   //初期ネットワーク(採用規格）を与える 
   cons.decideNetowrk(numOfSt); 








 /* 消費者に購入の指示をする */ 
 public void indicatePurchase(ProductSpace productspace){ 
  int numConss = conslist.size();//消費者数を獲得 
  productspace.resetShare(); 
  purchaseNum = 0;//購買数 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   purchaseNum += cons.purchaseProduct(); 
  }  
 } 
  
 /* 消費者適応度を計算する */ 
 public void calculateFitness(){ 
  int numConss = conslist.size();//消費者数を獲得 
  int numOfSt = lead_.getSN();//規格数 
  double sumfit = 0; 
  double avgfit = 0; 
  int stList[] = new int[numOfSt];//規格ごとの消費者の選択数 
   
  for(int a=0; a<numConss; a++){ 
    
   Consumer cons = conslist.get(a); 
   int st = cons.netDisp(); 
   stList[st]++; 
  } 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = conslist.get(a); 
   int st = cons.netDisp(); 
   double network = stList[st]/(double) numConss; 
   cons.setFitness(network); 
  } 
   
  avgfit = sumfit / numConss; 
  setFitavg(avgfit); 
 } 
  
 /* 消費者選択（ランキング選択） */ 
 public void selectionCons(){ 
  int numConss = conslist.size(); 
  ArrayList<Double> fitlist = new ArrayList<Double>(); 
  ArrayList<Double> fitlist2 = new ArrayList<Double>(); 
  ArrayList<Integer> rankList = new ArrayList<Integer>();//ランク順の消費者番号 
  ArrayList<Integer> numRankList = new ArrayList<Integer>();//ランク順の選択数 
   
  //消費者の適応度を適応度リストに一時確保 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   double fit = cons.getFitness(); 
   fitlist.add(fit); 
   fitlist2.add(fit); 
  } 
   
  Collections.sort(fitlist2);//適応度を小さい順にソート 
  Collections.reverse(fitlist2);//大きい順にソート  
   
  //ランク順に並び替え 
  for(int a=0; a<numConss; a++){ 
   int consnum = 0; 
   do{ 
    double fit = fitlist.get(consnum); 
    double fit2 = fitlist2.get(a); 
    if(fit2 == fit){ 
     rankList.add(consnum); 
     fitlist.set(consnum,0.0); 
     break; 
    } 
    consnum++; 
   }while(consnum != 10000); 
  } 
   
  int rank = 0;//ランク 
  int numSelection = 0;//再生数 
  double pSelect = 0;//選択確率 
  double it = lead_.getItc(); 
  int sum = 0; 
   
  //選択確率の計算 
  for(int a=0; a<numConss; a++){ 
   rank = a+1; 
   pSelect = (it - 2*(it-1)*(rank-1)/(double)(numConss-1))/(double)numConss ; 
   numSelection = (int)((numConss * pSelect) + 0.5); 
   numRankList.add(numSelection); 
   sum += numSelection; 
  } 
  
  ArrayList<Integer> selectedlist = new ArrayList<Integer>();//選択された消費者リスト 
   
  //選択された消費者番号を格納 
  for(int a=0; a<numConss; a++){ 
   int selectedcons = rankList.get(a); 
   for(int b=0; b<numRankList.get(a); b++){ 
    selectedlist.add(selectedcons); 
   } 
  }    
    
  Collections.sort(selectedlist);//再生された消費者を小さい順にソート  
  ArrayList<Integer> slist = new ArrayList<Integer>();//再生消費者リスト 
  ArrayList<Integer> tlist = new ArrayList<Integer>();//淘汰消費者リスト 
 
  int numOfConss = numConss; 
  for(int a = 0; a<numConss; a++){ 
   int num = 0;     
   do{ 
    if(a == selectedlist.get(num)){ 
     slist.add(a); 
     selectedlist.remove(num); 




     break; 
    } 
    else{ 
     num++; 
     if(num == numOfConss){ 
      tlist.add(a); 
      break; 
     } 
    }   
   }while(num != 10000);     
  } 
 
   
  //染色体のコピー 
  for(int a=0; a<numOfConss; a++){ 
   int toutacons = tlist.get(a); 
   int saiseicons = selectedlist.get(a); 
 
   Consumer tcons = conslist.get(toutacons); 
   Consumer scons = conslist.get(saiseicons); 
    
   tcons.chromCopy(scons);//カットオフ，ウェイト，規格のコピー 
  } 
 } 
  
 /* 消費者に情報交換をさせる */ 
 public void exchangeInformation(){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList<Consumer>)conslist.clone();//順番に並んでいるリストを保持 
  Collections.shuffle(conslist);//消費者番号を無作為に入れ替える 
  int numconss = conslist.size();//企業数を取得 
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> cutlistA = new ArrayList<Integer>();//一度確保する擬似カットオフリスト 
  ArrayList<Integer> cutlistB = new ArrayList<Integer>();//一度確保する擬似カットオフリスト 
  ArrayList<Double> weilistA = new ArrayList<Double>();//一度確保する擬似ウェイトリスト 
  ArrayList<Double> weilistB = new ArrayList<Double>();//一度確保する擬似ウェイトリスト 
 
  int zoku = lead_.getAN(); 
  double maskRate = 0.50;//マスクの割合 
  int numOfMask = (int)(maskRate * zoku); 
   
  for(int a = 0; a < zoku; a++){//マスクの数を決定 
   if(a <= numOfMask){ 
    masklist.add(new Integer(0)); 
   } 
   else masklist.add(new Integer(1)); 
  } 
 
  double pCross = lead_.getCpCrossover(); 
   
  //先頭から順に 2 人ずつ取り出して交叉するかどうか判断 
  for(int a = 0; a < numconss; a += 2){ 
   cutlistA.clear();//擬似カットオフリストを空に 
   cutlistB.clear();//擬似カットオフリストを空に 
    
   if(a+2 >numconss) break; 
   Consumer consA = (Consumer)conslist.get(a); 
   Consumer consB = (Consumer)conslist.get(a+1); 
  
   double pro = Math.random(); 
   if(pro < pCross){//交叉確率が Math.random()より大きければ交叉する 
    Collections.shuffle(masklist);//マスクの位置を無作為に入れ替える 
     
    for(int b = 0; b < zoku; b++){//相手が持っているカットオフ値を一度保管 
     cutlistA.add(consA.cutDisp(b)); 
     cutlistB.add(consB.cutDisp(b)); 
    } 
     
    for(int b = 0; b < zoku; b++){//相手が持っているウェイトを一度保管 
     weilistA.add(consA.weiDisp(b)); 
     weilistB.add(consB.weiDisp(b)); 
    } 
     
    consA.cutCopy(cutlistB,masklist);//マスクのかかっていない B のカットオフ値をもらう 
    consB.cutCopy(cutlistA,masklist);//マスクのかかっていない A のカットオフ値をもらう 
     
    consA.weiCopy(weilistB,masklist);//マスクのかかっていない B のカットオフ値をもらう 
    consB.weiCopy(weilistA,masklist);//マスクのかかっていない A のカットオフ値をもらう 
   } 
    
   ArrayList<Double> tensulistA = new ArrayList<Double>();//ウェイトリスト A 
   ArrayList<Double> tensulistB = new ArrayList<Double>();//ウェイトリスト B 
   tensulistA.clear(); 
   tensulistB.clear(); 
    
   double sumA = 0; 
   double sumB = 0; 
    
   //ウェイトの和を計算 
   for(int position = 0; position < zoku; position++){ 
    double tensuA = consA.weiDisp(position); 
    double tensuB = consB.weiDisp(position); 
     
    tensulistA.add(consA.weiDisp(position)); 
    tensulistB.add(consB.weiDisp(position)); 
    sumA = sumA + tensuA; 
    sumB = sumB + tensuB; 
   } 
    
   //一度中身を消去 
   consA.clearWeight(); 
   consB.clearWeight(); 
    
   //点数を標準化して新ウェイトにする 
   for(int position=0; position< zoku; position++){ 
    double GweiA = 0; 
    double GweiB = 0; 
     





    GweiB = tensulistB.get(position)/sumB; 
     
    consA.redecideWeight(GweiA); 
    consB.redecideWeight(GweiB); 
   } 
  } 
   
  //シャッフルしたリストを消去して順番通りに戻す 
  conslist.clear(); 




 /* 消費者集団に情報収集を行わせる */ 
 public void searchInformation(){ 
  int numConss = conslist.size(); 
  double pMut = lead_.getCpMutation(); 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.searchInfo(pMut); 






 public double getFitavg() { 
  return fitavg; 
 } 
 
 public void setFitavg(double avg) { 












public class ProductSpace { 
 private String spacename_;//製品空間名（市場名） 
 private ArrayList<Product> productlist = new ArrayList<Product>();//製品リスト 
 private int pRyuko ;//流行製品番号 
 private Lead lead_; 
  
 /* 製品空間コンストラクタ */ 
 public ProductSpace(String spacename, Lead lead){ 
   spacename_ = spacename; 
   lead_ = lead; 
 } 
 
 //製品投入（1 回目） 
 public void entry(Product product){ 
  productlist.add(product); 
 } 
  
 //製品投入（2 回目以降） 
 public void entry2(Product product, int firmNum){ 
  productlist.remove(firmNum); 
  productlist.add(firmNum, product); 
 } 
  
 /* 製品を消費者が評価する */ 
 public int[] evaluateProduct(ChromDouble Cdepend, ChromInteger Ccut, ChromDouble Cwei, ChromInteger Cnet, Function function){ 
  int Ccutsize = Ccut.getCInt();//属性数をゲット 
  double dependzoku = Cdepend.selectCdouble(0);//他者依存度 
  double maxhyoka = 0;//製品の最大評価値 
  int selectedproduct = 10000;//購入する製品番号 
  int ncutNst[] = new int[3];//カットオフされずに残った製品数（N）,購買した数（0or1）,購買した製品の規格 
  int numOfProducts = productlist.size(); 
  int tSelf = lead_.getTSelf(); 
   
  //流行製品属性をウェイト bk に変換 
  ArrayList<Integer> ryukolist = new ArrayList<Integer>(); 
  ArrayList<Double> ryukowei = new ArrayList<Double>(); 
  int sedai = lead_.getCurGeneration(); 
   
  //製品投入の最初の世代であれば ryukowei を 0 に 
  if(sedai == tSelf || sedai == 1){ 
   for(int d = 0; d<Ccutsize; d++){ 
    ryukowei.add(0.0); 
   } 
  } 
  else{//そうでなければ流行製品の属性をウェイトへ 
   double sumryuko = 0; 
 
   ryukolist = ryukoZoku(); 
    
   for(int c = 0; c<Ccutsize; c++){ 
    sumryuko = sumryuko + ryukolist.get(c); 
   } 
 
   for(int d = 0; d<Ccutsize; d++){ 
    double ss = 0; 
    ss = ryukolist.get(d); 
    ryukowei.add(ss/(double)sumryuko); 
   } 
  } 
 
  //各製品の評価を行なう   
  for(int a = 0; a < numOfProducts; a++){ 




   double hyoka = 0;//製品の評価値 
    
   //カットオフ判定 
   for(int zoku=0; zoku< Ccutsize ; zoku++){ 
    int cutzoku = Ccut.selectCint(zoku);//カットオフ値 
    int prozoku = product.lookSpec(zoku);//製品属性値 
    if(cutzoku > prozoku){//カットオフした場合 
     hyoka = -100; 
    } 
   } 
    
   if(hyoka != -100) ncutNst[0] += 1; 
    
   if(hyoka != -100){//カットオフされずに残った製品を評価をする 
    for(int zoku=0; zoku< Ccutsize ; zoku++){//製品の評価 
     double weizoku = Cwei.selectCdouble(zoku);//（重み） 
     double bandzoku = ryukowei.get(zoku); 
     int prozoku = product.lookSpec(zoku);//製品属性値 
     int seikizoku = function.Seiki(prozoku, 2.0);//製品属性を正規乱数で認識誤差を出す 
     hyoka = hyoka + (bandzoku * seikizoku * dependzoku  +  weizoku * seikizoku * (1 - dependzoku));  
    } 
   } 
   if(hyoka > maxhyoka && hyoka != 0){//最大評価値の更新 
    maxhyoka = hyoka; 
    selectedproduct = a;//製品 a を購入候補に入れる 
   } 
  }  
   
  if(selectedproduct != 10000){//最大効用の製品を購入する. 
   Product product = (Product)productlist.get(selectedproduct); 
   int kikaku = product.lookSt(); 
   ncutNst[2] = kikaku; 
   product.setNumOfPurchase(1);//購入数を更新 
   ncutNst[1] = 1; 
  } 
  else{ 
   ncutNst[1] =0; 
   ncutNst[2] = 10000; 
  } 
   




 /* 製品シェアをリセットする */ 
 public void resetShare(){ 
  int numOfProducts = productlist.size(); 
  for(int a = 0; a < numOfProducts; a++){ 
   Product product = (Product)productlist.get(a); 
   product.setNumOfPurchase(10000); 




 /* 製品シェアと流行製品をだす */ 
 public void productShare(){ 
  int numProducts = productlist.size();//製品数を取得 
  boolean hantei = false;//製品投入判定 
  ArrayList<Integer> saleslist = new ArrayList<Integer>(); 
   
  //売上リスト作成 
  for(int a=0; a< numProducts ; a++){ 
   hantei = true; 
   int share = 0; 
   Product product = (Product)productlist.get(a); 
   share = product.getNumOfPurchase(); 
   saleslist.add(share); 
  } 
   
  if(hantei == true){ 
   Comparator comp = Collections.reverseOrder(); 
   Collections.sort(saleslist, comp); 
   int max = saleslist.get(0);//最大売り上げを得る 
   int pRyuko = 10000; 
    
   for(int a=0; a<numProducts; a++){//流行製品を探す 
    Product product = (Product)productlist.get(a); 
    int share = product.getNumOfPurchase(); 
    if(max == share){ 
     pRyuko = a; 
    } 
   } 
   setPRyuko(pRyuko); 




 /* 製品シェアから企業シェアをカウントする */ 
 public void culcFirmshare(){ 
  int numProducts = productlist.size();//製品数を取得 
  for(int a=0; a< numProducts; a++){ 
   Product product = (Product)productlist.get(a); 
   product.addFirmshare(product); 




 /* 流行製品属性を返す */ 
 public ArrayList<Integer> ryukoZoku(){ 
   
  ArrayList<Integer> list = new ArrayList<Integer>(); 
   
  int ryukonum = getPRyuko(); 
  Product product = (Product)productlist.get(ryukonum); 
   
  list = product.copyChrom(); 
   








 /* セッタ・ゲッタ */ 
 public void setPRyuko(int ryuko) { 
  pRyuko = ryuko; 
 } 
 
 public int getPRyuko() { 
  return pRyuko; 
 } 
  
 public int getPlist(){ 











public class Firm { 
  private String firmname_;//企業名 
  private TonyuRule tonyurule_; 
  private ProductSpace productspace_; 
  private Function function_; 
  private Lead lead_; 
  private ChromDouble mytechst = new ChromDouble();//技術戦略染色体 
  private ChromInteger mynet = new ChromInteger();//ネットワーク染色体 
  private ChromInteger mytech = new ChromInteger();//保有技術染色体 
  private int numOfSales = 0;//自社売上 
  private double fitness = 0.0;//適応度 
  private double selfvalue = 0.0; 
  //規格選択に用いられるウェイト 
  double weid = 0.0; 
  double weie = 0.0; 
  double weif = 0.0; 
  private Product product[] = new Product[30];//製品の最大値 
   
   
 /* 企業コンストラクタ */ 
 public Firm(String firmname, TonyuRule tonyurule, ProductSpace productspace, Function function, Lead lead){ 
  firmname_ = firmname; 
  tonyurule_ = tonyurule; 
  productspace_ = productspace; 
  function_ = function; 
  lead_ = lead; 
  weid = Math.random(); 
  weie = Math.random(); 
  weif = Math.random(); 
 } 
  
 /* 技術戦略属性を決定する */ 
 public void decideTechSt(int firmnum){ 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear();//点数リストの初期化 
  double sum = 0;//点数の和を初期化 
  int zoku = lead_.getAN();//属性数をゲット 
   
  //初期技術戦略値を与えるために点数をつける 
  for(int b=0; b<zoku; b++){ 
   double tensu = Math.random(); 
   tensulist.add(tensu); 
   sum = sum + tensu; 
  } 
   
  //点数を標準化して技術戦略初期値にする 
  for(int b=0; b<zoku; b++){ 
   double Gtechst = 0; 
   Gtechst = tensulist.get(b)/sum; 
   mytechst.addDouble(Gtechst); 




 /* 技術属性を決定する */ 
 public void decideTechnology(int firmnum){  
  int zoku = lead_.getAN();//技術属性数をゲット 
   
  //技術初期値を与える 
  for(int b=0; b<zoku; b++){ 
   int Gtech = (int)(Math.random()*5); 
   mytech.addInt(Gtech);  
  } 
 } 
  
 /* ネットワーク属性（規格）を決定する */ 
 public void decideNetwork(int firmnum){ 
  int numOfStandard = lead_.getSN();//規格数をゲット 
   
  if(firmnum < numOfStandard){//全規格が生成されるための条件 
   int Gnet = firmnum; 
   mynet.addInt(Gnet); 
  } 
  else {//それ以外は規格番号を 0～NSN-1 でランダムに与える 
   int Gnet = (int)(Math.random()*numOfStandard); 
   mynet.addInt(Gnet);  
  } 
 } 
  
 /* 投入の意思決定をして、製品を投入する */ 
 public void throwProduct(int firmNum){ 
  boolean hantei = false; 




  int tSelf = lead_.getTSelf();//自主調整期間 
  int sedai = lead_.getCurGeneration(); 
  int nGeneration = lead_.getNGeneration(); 
   
  hantei = tonyurule_.decideThrow(sedai); 
   
  //初期世代 or 自主調整後には製品投入 
  if(targetProblem == 0 && sedai == (tSelf + 1) || targetProblem == 1 && sedai == 1){ 
   product[firmNum] = new Product("製品"+firmNum, this, productspace_); 
   productspace_.entry(product[firmNum]);//製品空間の製品リストに製品を登録 
   tonyurule_.createSpec(mytech, product[firmNum]);//技術から製品仕様決定 
   tonyurule_.createSt(mynet, product[firmNum]);//製品規格決定 
  }   
  else if(hantei == true){//投入判定が True のときに製品投入 
   product[firmNum] = new Product("製品"+firmNum, this, productspace_); 
   productspace_.entry2(product[firmNum], firmNum);//製品空間の製品リストに製品を登録 
   tonyurule_.createSpec(mytech, product[firmNum]);//技術から製品仕様決定 
   tonyurule_.createSt(mynet, product[firmNum]);//製品規格決定 
  } 
 } 
 
 /* 企業適応度の計算 */ 
 public void setFitness(int numOfCons, double network){ 
  double weia = lead_.getFWeiA(); 
  double weib = lead_.getFWeiB(); 
  double weic = lead_.getFWeiC(); 
  int numOfpurchaser = getSales(); 
  int zoku = lead_.getAN();//属性数 
  int maxZoku = lead_.getMaxZoku(); 
  selfvalue = 0.0; 
   
  //自社技術評価 
  for(int a =0; a<zoku; a++){ 
   selfvalue = selfvalue + mytechst.selectCdouble(a) * (mytech.selectCint(a) / (double)maxZoku);//コンセプトはかけずに 
  } 
  double share = (numOfpurchaser/(double)numOfCons); 
  this.fitness = weia * share + weib * selfvalue + weic * network; 
 } 
  
 /* 規格選択をする */ 
 public void selectStandard(ArrayList<Double> stShare, ArrayList<Integer> netList, ArrayList[] firmStList, int numOfFirm, double otherStValue[], 
int numOfZoku, int preKikaku){ 
  int numOfSt = stShare.size();//規格の数 
  int selectSt = 0;//選択規格番号 
  double maxHyoka = 0;//最大評価値 
   
  //他規格評価 
  for(int a=0; a<numOfSt; a++){ 
   double Hyoka = weid * stShare.get(a) + weie * netList.get(a)/(double)numOfFirm + weif * otherStValue[a]; 
   if(maxHyoka < Hyoka){  
    maxHyoka = Hyoka; 
    selectSt = a; 
   } 
  } 
   
  //規格が変わったとき 
  if(selectSt != preKikaku){ 
   mynet.chromSet(0,selectSt);//規格の乗り換え 
   for(int a=0; a<numOfZoku; a++){ 
    mytech.chromSet(0,0); 
   } 
  }  
 } 
  
 /* 他企業を評価する */ 
 public double hyokaOtherfirm(Firm otherfirm){ 
  double hyoka = 0; 
  int zoku = lead_.getAN(); 
  int maxZoku = lead_.getMaxZoku(); 
 
  for(int a =0; a< zoku; a++){ 
   hyoka = hyoka + mytechst.selectCdouble(a) * (otherfirm.techDisp(a) / (double)maxZoku ); 
  } 
  return hyoka; 
 } 
  
 /* 染色体をコピーする */ 
 public void chromCopy(Firm otherfirm){ 
  int zoku = lead_.getAN(); 
   
  //技術と技術戦略のコピー 
  for(int a=0; a<zoku; a++){ 
   mytech.chromSet(a,otherfirm.techDisp(a)); 
   mytechst.chromSet(a,otherfirm.techstDisp(a)); 




 /* マスクのかかっていない部分をコピーする（技術） */ 
 public void maskCopyTech(ArrayList<Integer> techlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getAN(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = masklist.get(a);//0 か 1 がはいる 
   if(mask == 0){// 
    int Gtech = techlist.get(a);//マスクのかかっていない相手の技術属性 
    mytech.chromSet(a,Gtech);//相手の技術を置き換える。 
   } 
  } 
 } 
  
 /* マスクのかかっていない部分をコピーする（技術戦略） */ 
 public void maskCopyTechst(ArrayList<Double> techstlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  double sum = 0; 
  int zoku = lead_.getAN(); 
   





   mask = masklist.get(a);//0 か 1 がはいる 
   if(mask == 0){ 
    double Gtechst = techstlist.get(a);//マスクがかかっていない相手の技術戦略 
    mytechst.chromSet(a,Gtechst);//相手の技術戦略を置き換える。 
   } 
  } 
   
  for(int a=0; a<zoku; a++){ 
   double Gtechst =mytechst.selectCdouble(a); 
   sum = sum + Gtechst; 
  } 
   
  for(int a=0; a<zoku; a++){//標準化して技術戦略を更新する 
   double Gtechst = 0; 
   Gtechst = mytechst.selectCdouble(a) / sum; 
   mytechst.chromSet(a,Gtechst); 
  } 
 } 
  
 /* 技術開発を行う */ 
 public void developFirm(double Pmut){ 
  int zoku = lead_.getAN(); 
  int maxTech = lead_.getMaxZoku(); 
  double dpPower = lead_.getDpPower();//開発力 
  double pRD = 0;//開発確率 
   
  for(int a = 0; a < zoku; a++){ 
   pRD = Pmut * mytechst.selectCdouble(a) * 10;//開発確率を求める 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < pRD){ 
    int Gtech; 
    int motoGtech = mytech.selectCint(a); 
    do{ 
     Gtech = function_.Seiki(motoGtech,dpPower); 
     if(Gtech > motoGtech) break; 
    }while(i == 0); 
     
    if(Gtech > maxTech){ 
     Gtech = maxTech; 
    } 
    mytech.chromSet(a,Gtech); 
     
    double Gtechst; 
    double motoGtechst = mytechst.selectCdouble(a); 
    do{ 
     Gtechst = function_.Seiki2(motoGtechst,2); 
     if(Gtechst != motoGtechst && Gtechst != 0) break;  
    }while(i == 0); 
    mytechst.chromSet(a,Gtechst); 
   }  
  } 
   
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear(); 
  double sum = 0; 
   
  //ウェイトの合計 
  for(int a=0; a<zoku; a++){ 
   double tensu = 0; 
   tensu = mytechst.selectCdouble(a); 
   sum += tensu; 
   tensulist.add(tensu); 
  } 
   
  //ウェイトを標準化して技術戦略にする 
  for(int b=0; b<zoku; b++){ 
   double Gtechst = 0; 
   Gtechst = ((Double)tensulist.get(b)).doubleValue()/sum; 
   mytechst.chromSet(b,Gtechst); 




 /* 規格を公的標準に変える */ 
 public void changeStandard(int dejuSt, int numOfZoku){ 
   
  int curSt = mynet.selectCint(0); 
   
  if(curSt != dejuSt){ 
   mynet.chromSet(0,dejuSt);//規格の乗り換え 
   for(int a=0; a<numOfZoku; a++){ 
    mytech.chromSet(0,0);//前規格で生きていた技術を捨てる 
   } 
  }  
 } 
 
 /* 技術を表示 */ 
 public int techDisp(int position){ 
  int tech = mytech.selectCint(position); 
  return tech; 
 } 
  
 /* 技術戦略を表示 */ 
 public double techstDisp(int position){ 
  double techst = mytechst.selectCdouble(position); 
  return techst; 
 } 
  
 /* ネットワークを表示 */ 
 public int networkDisp(int position){ 
  int net = mynet.selectCint(position); 




 /* 企業の名前 */ 
 public String toString(){ 






 /* ゲッタ・セッタ関数 */ 
 public double getSelfvalue() { 
  return selfvalue; 
 } 
 
 public void setSelfvalue(double selfvalue) { 
  this.selfvalue = selfvalue; 
 } 
  
 public int getSales() { 
  return numOfSales; 
 } 
 
 public void setSales(int numOfSales) { 
  if(numOfSales == 10000) this.numOfSales = 0;//世代ごとにシェアをリセット 
  if(numOfSales != 10000) this.numOfSales += numOfSales; 
 } 
  
 public double getFitness() { 












public class Consumer { 
 private String consname_;//消費者名 
 private ProductSpace productspace_;//所属製品空間 
 private Function function_;//関数 
 private Lead lead_; 
 private ChromDouble mydepend = new ChromDouble();//消費性向染色体 
 private ChromInteger mycutoff = new ChromInteger();//カットオフ染色体 
 private ChromDouble myweight = new ChromDouble();//ウェイト染色体 
 private ChromInteger mynet = new ChromInteger();//ネットワーク染色体 
 private double fitness = 0.0;//適応度 
 private int ncut = 0;//カットオフされずに残った製品 
 Product product[] = new Product[500];//製品の最大値 
  
 /* 消費者コンストラクタ */ 
 public Consumer(String consname, ProductSpace productspace, Function function, Lead lead){ 
  consname_ = consname; 
  productspace_ = productspace; 
  function_ =function; 
  lead_ = lead; 
 } 
  
 /* 消費性向を決定する */ 
 public void decideDependence(){ 
  int Gdepend = (int)(Math.random()*10); 
  mydepend.addDouble(Gdepend); 
 } 
  
 /* カットオフ属性を決定する */ 
 public void decideCutoff(){ 
  int zoku = lead_.getAN(); 
   
  for(int b=0; b<zoku; b++){ 
   int Gcut = 0; 
   mycutoff.addInt(Gcut); 
  } 
 } 
  
 /* ウェイト属性を決定する */ 
 public void decideWeight(){ 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear();//点数リストの初期化 
  double sum = 0;//点数の和を初期化 
  int zoku = lead_.getAN(); 
   
  //ウェイト値を与えるために点数をつける 
  for(int b=0; b<zoku; b++){ 
   double tensu = Math.random(); 
   tensulist.add(tensu); 
   sum = sum + tensu; 
  } 
   
  //点数を標準化してウェイトにする 
  for(int b=0; b<zoku; b++){ 
   double Gwei = 0; 
   Gwei = tensulist.get(b)/sum; 
   myweight.addDouble(Gwei); 
  } 
 } 
  
 /* ネットワーク属性を決定する */ 
 public void decideNetowrk(int numOfSt){ 
  int Gnet = (int)(Math.random() * numOfSt); 
  mynet.addInt(Gnet); 
 } 
 
 /* 製品を評価して購入し，カットオフされずに残った製品数を得る */ 
 public int purchaseProduct(){  
  int ncutNst[] = new int[3]; 
  //製品空間に入り製品を評価する 
  ncutNst = productspace_.evaluateProduct(mydepend, mycutoff, myweight, mynet, function_); 
  int rvalue = ncutNst[1]; 
  setNcut(ncutNst[0]); 





  //採用規格を変える 
  if(ncutNst[2] != 10000){ 
   mynet.chromSet(0,ncutNst[2]); 
  } 
  return rvalue; 
 } 
  
 /* 染色体のコピー */ 
 public void chromCopy(Consumer cons){ 
  int zoku = lead_.getAN(); 
   
  mycutoff.chromClear();//カットオフ値をクリア 
   
  //相手のカットオフ値をコピーする 
  for(int a=0; a<zoku; a++){ 
   mycutoff.addInt(cons.cutDisp(a)); 
  } 
   
  myweight.chromClear();//ウェイトをクリア 
   
  //相手のウェイトをコピーする 
  for(int a=0; a<zoku; a++){ 
   myweight.addDouble(cons.weiDisp(a)); 
  } 
   
  mynet.chromClear();//規格をクリア 
  mynet.addInt(cons.netDisp());//相手の規格をコピーする。 
 } 
  
 /* 規格のコピー */ 
 public void netCopy(Consumer cons){ 
  mynet.chromClear();//規格をクリア 
  mynet.addInt(cons.netDisp());//相手の規格をコピーする。 
 } 
  
 /* 消費者適応度のセッタ関数 */ 
 public void setFitness(double pNetwork) { 
  double weia = lead_.getCWeiA(); 
  double weib = lead_.getCWeiB(); 
  double weic = lead_.getCWeiC(); 
  double weid = lead_.getCWeiD(); 
  int ncut = getNcut(); 
  int sumcut = 0;//カットオフ値の和 
  int maxcut = 0;//カットオフ値の最大値 
  int zoku = lead_.getAN(); 
  int maxCut = lead_.getMaxZoku(); 
  int numOfProduct = productspace_.getPlist(); 
  ArrayList<Integer> gijilist = new ArrayList<Integer>(); 
   
  //カットオフ値の和を計算する,ついでにカットオフ値を擬似リストに保管 
  for(int a =0; a<zoku; a++){ 
   int cut = mycutoff.selectCint(a); 
   sumcut = sumcut + cut; 
   gijilist.add(cut); 
  } 
   
  Comparator comp = Collections.reverseOrder(); 
  Collections.sort(gijilist, comp); 
  maxcut = gijilist.get(0);//最大のカットオフ値 
   
  for(int a =0; a<zoku; a++){//カットオフ値の和を計算する 
   mycutoff.selectCint(a); 
  } 
   
  //適応度計算 
  if(maxcut != 0 && ncut !=0){ 
   this.fitness = weia * (1 - ncut/(double)numOfProduct) + weib * (sumcut/(double)(maxCut * zoku)) + weic * (1 / (double)maxcut) + weid * 
pNetwork; 
  } 
  else if(maxcut != 0 && ncut ==0){ 
   this.fitness = weib * (sumcut/(double)(maxCut * zoku)) + weic * (1 / (double)maxcut) + weid * pNetwork; 
  } 
  else if(maxcut == 0 && ncut != 0){ 
   this.fitness = weia * (1 - ncut/(double)numOfProduct) + weib * (sumcut/(double)(maxCut * zoku)) + weid * pNetwork; 
  } 
  else if(maxcut == 0 && ncut ==0){ 
   this.fitness = weib * (sumcut/(double)(maxCut * zoku)) + weid * pNetwork; 
  } 
 } 
  
 /* カットオフ値のコピー */ 
 public void cutCopy(ArrayList<Integer> cutlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getAN(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = masklist.get(a);//0 か 1 がはいる 
   if(mask == 0){// 
    int Gcut = cutlist.get(a);//マスクのかかっていない相手のカットオフ属性 
    mycutoff.chromSet(a,Gcut);//相手のカットオフを置き換える 
   } 
  } 
 } 
  
 /* ウェイトのコピー */ 
 public void weiCopy(ArrayList<Double> weilist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getAN(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = masklist.get(a);//0 か 1 がはいる 
   if(mask == 0){// 
    double Gwei = weilist.get(a);//マスクのかかっていない相手のウェイト属性 
    myweight.chromSet(a,Gwei);//相手のウェイトを置き換える 
   } 







 /* 情報収集を行う */ 
 public void searchInfo(double Pmut){ 
  int zoku = lead_.getAN(); 
  int maxCut = lead_.getMaxZoku(); 
  double cVar = lead_.getCVar(); 
   
  for(int a = 0; a < zoku; a++){ 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < Pmut){ 
    int Gcut; 
    int motoGcut = mycutoff.selectCint(a); 
    do{ 
     Gcut = function_.Seiki(motoGcut,cVar); 
     if(Gcut > motoGcut) break; 
    }while(i == 0); 
     
    if(Gcut > maxCut){ 
     Gcut = maxCut; 
    } 
     
    mycutoff.chromSet(a,Gcut); 
     
    double Gwei; 
    double motoGwei = myweight.selectCdouble(a); 
    do{ 
     Gwei = function_.Seiki2(motoGwei,cVar); 
     if(Gwei != motoGwei && Gwei != 0) break; 
    }while(i == 0); 
    myweight.chromSet(a,Gwei); 
   }  
   
   ArrayList<Double> tensulist = new ArrayList<Double>(); 
   double sum = 0; 
    
   //突然変異後のウェイト 
   for(int b=0; b<zoku; b++){ 
    double tensu = 0; 
    tensu = myweight.selectCdouble(b); 
    sum += tensu; 
    tensulist.add(tensu); 
   } 
    
   //点数を標準化して新しいウェイトにする 
   for(int b=0; b<zoku; b++){ 
    double Gweight = 0; 
    Gweight = tensulist.get(b)/sum; 
    myweight.chromSet(b,Gweight); 
   } 




 /* カットオフ値を得る */ 
 public int cutDisp(int position){ 
  int cut = mycutoff.selectCint(position); 
  return cut; 
 } 
  
 /* ウェイトを得る */ 
 public double weiDisp(int position){ 
  double wei = myweight.selectCdouble(position); 
  return wei; 
 } 
  
 /* ネットワークを得る */ 
 public int netDisp(){  
  int net = mynet.selectCint(0); 
  return net; 
 } 
  
 /* ウェイトを全消去 */ 
 public void clearWeight(){ 
  myweight.chromClear(); 
 } 
  
 /* 標準化時に再ウェイト決め */ 
 public void redecideWeight(double Gwei){ 
  myweight.addDouble(Gwei); 
 } 
  
 /* 消費者名を表示*/ 
 public String toString(){ 
  return consname_; 
 } 
  
 /* セッタ・ゲッタ関数 */ 
 public int getNcut() { 
  return ncut; 
 } 
 
 public void setNcut(int ncut) { 
  this.ncut = ncut; 
 } 
 
 public ChromInteger getMycutoff() { 
  return mycutoff; 
 } 
  
 public ArrayList copyCut(){ 
  ArrayList list = new ArrayList(); 
  list = mycutoff.copyChrom(); 
  return list; 
 } 
  
 public double getFitness() { 











public class Product { 
  private String productname_;//製品名 
  private Firm firmname_;//投入した企業名 
  private ProductSpace productspace_;//投入先の市場 
  private ChromInteger myproduct_ = new ChromInteger();//製品仕様 
  private ChromInteger myproductSt_ = new ChromInteger();//製品規格 
  private int numOfPurchase = 0;//売上数 
  
 /* 製品コンストラクタ */ 
 public Product(String productname, Firm firmname, ProductSpace productspace){ 
  productname_ = productname; 
  firmname_ = firmname; 
  productspace_ = productspace; 
 } 
  
 /* スペックを返す */ 
 public int lookSpec(int ZokuNum){ 
  int z = myproduct_.selectCint(ZokuNum); 
  return z; 
 } 
  
 /* 規格を返す */ 
 public int lookSt(){ 
  int z = myproductSt_.selectCint(0); 
  return z; 
 } 
  
 /* 製品属性のコピー */ 
 public ArrayList<Integer> copyChrom(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = myproduct_.copyChrom(); 
  return list; 
 } 
   
 /* 技術属性を決定する */ 
 public void decidePspec(int Pzoku){ 
  myproduct_.addInt(Pzoku); 
 } 
  
 /* 規格属性を決定する */ 
 public void decidePst(int Pst){ 
  myproductSt_.addInt(Pst); 
 } 
  
 /* 企業売上を加える */ 
 public void addFirmshare(Product product){ 
  int nPurchase = getNumOfPurchase(); 
  firmname_.setSales(nPurchase); 
 } 
  
 /* 購入数のゲッタ関数 */ 
 public int getNumOfPurchase() { 
  return numOfPurchase; 
 } 
  
 /* 購入数のセッタ関数 */ 
 public void setNumOfPurchase(int a) { 
  if(a == 10000) this.numOfPurchase = 0; 
  if(a != 10000) this.numOfPurchase++; 
 } 
  
 /* 製品名を表示 */ 
 public String toString(){ 






● TonyuRule クラス 
package camcat; 
public class TonyuRule { 
 private Function function_; 
 private Lead lead_; 
  
 /* コンストラクタ */ 
 public TonyuRule(Function function, Lead lead){ 
  function_ = function; 
  lead_ = lead; 
 } 
  
 /* 製品の投入意思決定 */ 
 public boolean decideThrow(int sedai){ 
  boolean hantei = false; 
  double pThrow = Math.random(); 
  if(pThrow > 0.50) hantei = true;//意思決定ルールの記述場所 
  return hantei; 
 } 
  
 /* 製品属性を作る（技術→製品属性） */ 
 public void createSpec(ChromInteger Ctech, Product product){ 
  int Ctechsize = Ctech.getCInt(); 
  int maxZoku = lead_.getMaxZoku(); 
   
  for(int a=0; a< Ctechsize ; a++){ 
   int dt = Ctech.selectCint(a); 
   if(dt > maxZoku) dt = maxZoku; 
   product.decidePspec(dt); 






 /* 規格決定 */ 
 public void createSt(ChromInteger Cnet, Product product){ 
  int st = Cnet.selectCint(0); 










/* Integer型の染色体操作 */ 
public class ChromInteger { 
 private ArrayList<Integer> intlist = new ArrayList<Integer>(); 
  
 public void addInt(int Gint){ 
  intlist.add(Gint); 
 } 
  
 public int getCInt(){ 
  return intlist.size(); 
 } 
  
 public int selectCint(int position){ 
  int selectedInt = 0; 
  selectedInt = intlist.get(position);  
  return selectedInt; 
 } 
  
 public ArrayList<Integer> copyChrom(){ 
  ArrayList<Integer> ary = new ArrayList<Integer>(); 
  ary = (ArrayList)intlist.clone(); 
  return ary; 
 } 
  
 public String toString(){ 
  StringBuffer string = new StringBuffer(); 
  int size = intlist.size(); 
  if(size > 0){ 
   for(int a = 0; a<size; a++){ 
    int GInt = intlist.get(a); 
    string.append(GInt); 
    string.append(" ");     
   } 
  } 




 public void chromClear(){ 
  intlist.clear(); 
 } 
 
 public void chromSet(int position, int GInt){ 










/* Double型の染色体操作 */ 
public class ChromDouble { 
private ArrayList<Double> doublelist = new ArrayList<Double>(); 
  
 public void addDouble(double GDouble){ 
  doublelist.add(GDouble); 
 } 
  
 public int getCDouble(){ 
  return doublelist.size(); 
 } 
  
 public double selectCdouble(int position){ 
  double selectedDouble = 0; 
  selectedDouble = doublelist.get(position); 
   
  return selectedDouble; 
 } 
  
 public String toString(){ 
  StringBuffer string = new StringBuffer(); 
   int size = doublelist.size(); 
   if(size > 0){ 
    for(int a = 0; a<size; a++){ 
     double GDouble = doublelist.get(a); 
     string.append(GDouble); 
     string.append(" ");     
    } 
   } 




 public void chromClear(){ 







 public void chromSet(int position, double Gdouble){ 






● Function クラス 
package camcat; 
public class Function { 
  
 /* 正規分布関数（整数を扱う） */ 
 public int Seiki(int a ,double bunsan){//正規乱数 
  int z = 0; 
  double t,u,r1,r2,ransu1,ransu2; 
  t = Math.sqrt(-2.0*Math.log(1-Math.random())); 
  u = 1*Math.PI*Math.random(); 
  r1 = t*Math.cos(u); 
  r2 = t*Math.sin(u); 
  ransu1 = r1*Math.sqrt(bunsan) + a; 
  if (ransu1<0) ransu1 =0; 
  ransu2 = r2*Math.sqrt(bunsan) + a; 
  if (ransu2<0) ransu2 =0; 
  if (Math.random()<=0.5) z = (int)ransu1; 
  else z = (int)ransu2; 




 /* 正規分布関数（小数を扱う） */ 
 public double Seiki2(double a, double bunsan){ 
  double t,u,r1,r2,ransu1,ransu2,z = 0; 
  t = Math.sqrt(-2.0*Math.log(1-Math.random())); 
  u = 1*Math.PI*Math.random(); 
  r1 = t*Math.cos(u); 
  r2 = t*Math.sin(u); 
  ransu1 = r1*Math.sqrt(bunsan) + a; 
  if (ransu1<0) ransu1 =0; 
  ransu2 = r2*Math.sqrt(bunsan) + a; 
  if (ransu2<0) ransu2 =0; 
  if (Math.random()<=0.5) z = ransu1; 
  else z = ransu2; 































































































































● CAMCaT クラス 
package camcat; 
 
public class CAMCaT { 
 public static void main(String[] args) { 
   
  Lead lead = new Lead();//シミュレーション操作クラス 
  FirmPopulation firmpopulation = new FirmPopulation("企業集団", lead);//企業集団   
  ConsPopulation conspopulation = new ConsPopulation("消費者集団", lead);//消費者集団    
  ProductSpace productspace1 = new ProductSpace("製品空間",lead);//製品空間  
  Function function = new Function();//関数 
  TonyuRule tonyurule = new TonyuRule(function);//企業の投入ルール  
   
  lead.createNetwork();//ネットワークを作成する 
  lead.prepareFirm(firmpopulation, tonyurule, productspace1, function, lead);//世代開始準備を企業がする 
  lead.prepareCons(conspopulation, productspace1, function, lead, tonyurule);//世代開始準備を消費者がする 
  
  int MAX_SEDAI = lead.getNGeneration();//全世代数 
    
  /* 世代の開始（ループ部分) */ 
  for(int sedai=1; sedai<=MAX_SEDAI; sedai++){ 
   lead.setCurGeneration(sedai); 
   lead.startFirm(sedai, firmpopulation, productspace1);//企業行動を開始（製品を投入する） 
   lead.startCons(conspopulation, productspace1);//消費者行動を開始（製品を購入，投入する） 
   lead.calculateShare(productspace1,firmpopulation,conspopulation);//製品シェアを製品別，企業別で求める 
   lead.gaFirm(firmpopulation);//企業が提携・技術開発を行なう 
   lead.gaCons(sedai,conspopulation);//消費者が情報交換を行う   










public class Lead { 
  
 private int nGeneration = 500;//全世代数 
 private int curGeneration;//現在の世代数 
 private int fPopulation = 10;//最大企業数 
 private int cPopulation = 100;//消費者数 
 private int pZoku = 5;//製品の属性数 




 private double cWeiA = 0.3; 
 private double cWeiB = 0.3; 
 private double cWeiC = 0.1; 
 private double cWeiD = 0.3; 
 //消費者適応度ウェイト（技術） 
 private double cTechWeiA = 0.40; 
 private double cTechWeiB = 0.25; 
 private double cTechWeiC = 0.20; 
 private double cTechWeiD = 0.15; 
 //企業適応度ウェイト 
 private double fWeiA = 0.35; 
 private double fWeiB = 0.25; 
 private double fWeiC = 0.30; 
 private double fWeiD = 0.10; 
 //交叉・突然変異確率 
 private double fpCrossover = 0.60;//企業クロスライセンス確率 
 private double cpCrossover = 0.60;//消費者情報交換確率 
 private double fpMutation = 0.05;//企業技術開発確率 
 private double cpMutation = 0.05;//消費者情報収集確率 
 //消費者(エッジでの技術交叉) 
 private double cpTechCrossover = 0.6;//消費者技術交換確率 
 private double cpTechMutation = 0.05;//消費者技術ひらめき確率 
 //消費者（コミュニティでの交叉） 
 private double cutComCross = 0.6;//消費者の選好交換確率 






 private int focus = 2; //0:製品空間のみ 1:製品空間，エッジ   2:製品空間，エッジ，コミュニティ 
  
 //企業戦略関連パラメータ 
 private int rule = 1;//0:自社技術 1:コミュニティ技術の利用 
 private int situ = 0;//製品空間に重視(1)-コミュニティに重視(0) 
  
 //コミュニティでのインタラクション 
 private int interactCom = 1;//（インタラクションあり 1,なし 0） 
  
 //イノベーターの割合 
 private double pInnovator = 0.15;//イノベーターの割合 
  
 //ネットワークパラメータ 
 private double probA = 0.2; 
 private double probB = 0.4; 
 
 /* ネットワーク情報 */ 
 private ArrayList<Integer> edgelist[] = new ArrayList[cPopulation];//各消費者のエッジリスト 
 private int com[] = new int[cPopulation];//各消費者のコミュニティの所属有無 
 private int numOfComCons = 0;//コミュニティに参加している消費者数 
 private ArrayList<Integer> comlist = new ArrayList<Integer>();//全消費者のコミュニティ参加の有無（0,1 の列） 
 private ArrayList<Integer> comcomlist = new ArrayList<Integer>();//コミュニティ所属消費者番号のリスト 
  
  




 public void prepareFirm(FirmPopulation firmpopulation, TonyuRule tonyurule, ProductSpace productspace, Function function, Lead lead){ 
   
  Firm firm[] = new Firm[fPopulation];//企業オブジェクト配列 
   
  for(int a=0; a<fPopulation; a++){//企業の初期生成 
   firm[a] = new Firm("企業"+a, tonyurule, productspace, function, lead); 
  } 
   
  for(int a=0; a<fPopulation; a++){//企業を企業集団のリストに登録 
   firmpopulation.entry(firm[a]); 
  } 
   
  firmpopulation.createFirm();//企業ごとに初期属性を与える 
 } 
   
 /* 消費者集団を生成する */ 
 public void prepareCons(ConsPopulation conspopulation, ProductSpace productspace, Function function, Lead lead, TonyuRule tonyurule){ 
 
  Consumer cons[] = new Consumer[cPopulation];//消費者クラスを配列にする 
   
  for(int a=0; a<cPopulation; a++){//消費者の初期生成 
   cons[a] = new Consumer("消費者"+a, productspace, function, lead, tonyurule); 
  } 
   
  for(int a=0; a<cPopulation; a++){//消費者をリストに登録 
   conspopulation.entry(cons[a]); 
  } 
   
  conspopulation.createCons();//消費者ごとに初期属性を与える 
 }  
  
 /* 企業が製品を投入する */ 
 public void startFirm(int sedai, FirmPopulation firmpopulation, ProductSpace productspace){ 
 
  if(sedai == 1 ){ 
   firmpopulation.indicateThrow(0);//初期世代は企業 0 が必ず製品投入 
  } 
  else{ 
   firmpopulation.indicateThrow(10000);//製品投入の指示 
  } 
 } 
  
 /* 消費者が製品を購入し，製品を投入する */ 
 public void startCons(ConsPopulation conspopulation, ProductSpace productspace){ 
   
  conspopulation.indicatePurchase(productspace);//製品購入の指示 
  conspopulation.indicateThrow();//製品投入 
 } 
  
 /* 製品シェアを算出する */ 
 public void calculateShare(ProductSpace productspace, FirmPopulation firmpopulation, ConsPopulation conspopulation){ 
   
  productspace.productShare();//流行製品の算出 
  conspopulation.resetConsShare();//消費者の売り上げをリセット 
  firmpopulation.resetFirmShare();//企業の売り上げをリセット 
  productspace.culcShare();//この世代の製品の売り上げを計算 
 }  
  
 /* 企業集団に GA をかける */ 
 public void gaFirm(FirmPopulation firmpopulation){ 
 
  firmpopulation.calculateFitness(cPopulation);//全企業の適応度を計算して平均適応度を格納 
  firmpopulation.selectionFirm();//企業を選択する 
  firmpopulation.crosslicenceFirm(fpCrossover);//企業にクロスライセンスさせる 
  firmpopulation.developmentFirm(fpMutation);//企業に技術開発をさせる 
 } 
   
 /* 消費者集団に GA をかける */ 
 public void gaCons(int x, ConsPopulation conspopulation){  
 
  conspopulation.calculateFitness();//全消費者の適応度を計算して平均適応度を格納 
  conspopulation.cutSC(cpCrossover);//消費者に情報交換させる（エッジ） 
  conspopulation.techSC(cpCrossover);//消費者に技術交換させる（エッジ） 
     
  if(interactCom == 1){ 
   conspopulation.cutCrossCom(cutComCross);//消費者に情報交換させる（コミュニティ） 
   conspopulation.techCrossCom(techComCross);//消費者に技術交換させる（コミュニティ） 
  } 
     
  conspopulation.searchInformation(cpMutation);//消費者に情報収集させる 
  conspopulation.developTechnology();//消費者の技術ひらめき       
 } 
  
 /* ネットワーク生成 */ 
 public void createNetwork(){ 
  int numConss = cPopulation;//消費者数 
   
  //各エージェントの潜在エッジ 
  ArrayList ePotenlist[] = new ArrayList[numConss]; 
   
  //各エージェントとコミュニティへの潜在的リンク 
  int cPoten[] = new int[numConss]; 
   
  //客観的に見た潜在リンクのセット 
  ArrayList<Integer> ePotenlist1 = new ArrayList<Integer>(); 
  ArrayList<Integer> ePotenlist2 = new ArrayList<Integer>(); 
   
  //客観的にみた潜在コミュニティリンク 
  ArrayList<Integer> cPotenlist = new ArrayList<Integer>(); 
   
  for(int a=0; a<numConss; a++){ 
   edgelist[a] = new ArrayList<Integer>(); 
   ePotenlist[a] = new ArrayList<Integer>(); 
    
  } 
   
  int num = 0;//ネットワークに入ったエージェント数 
   





   int x,y; 
   int nodeA,nodeB = 0; 
   int nodeP = 0; 
   int nodeAsize,nodeBsize,nodeCsize,comsize = 0; 
   double random; 
   boolean hantei = true; 
    
   //フェーズ 1) 
   random = Math.random(); 
   if(probA > random){ 
    if(num == 0){ 
     com[0]= 1; 
    } 
    if(num != 0){ 
     nodeA = (int)(Math.random() * num); 
     //互いにリンク 
     edgelist[num].add(nodeA); 
     edgelist[nodeA].add(num); 
      
     nodeAsize = edgelist[nodeA].size();        
     nodeCsize = edgelist[num].size(); 
      
     for(int b=0; b<nodeAsize; b++){ 
       
       x = edgelist[nodeA].get(b); 
        
       hantei = true; 
        
       if(num == x){ 
        hantei = false; 
       } 
       for(int c =0; c<nodeCsize; c++){ 
         
        if(x == edgelist[num].get(c)){ 
         hantei = false; 
        } 
       } 
       if(hantei == true){ 
        //互いに潜在的リンク 
        ePotenlist[num].add(x); 
        ePotenlist[x].add(num); 
       } 
      } 
      
     //選択ノードがコミュニティに入っている場合 
     if(com[nodeA] == 1){ 
      cPoten[num] = 1; 
     } 
    } 
    num++; 
   } 
    
   //フェーズ 2) 
   random = Math.random(); 
    
   if(probB > random){ 
    if(ePotenlist1.size() !=0){      
     do{ 
      hantei = true; 
      y = (int)(Math.random() * ePotenlist1.size()); 
       
      nodeA = ((Integer)ePotenlist1.get(y)).intValue(); 
      nodeB = ((Integer)ePotenlist2.get(y)).intValue(); 
       
      nodeAsize = edgelist[nodeA].size(); 
 
      //ある潜在リンクの組がすでにリンクされていれば false 
      for(int c =0; c<nodeAsize; c++){ 
       if(edgelist[nodeA].get(c) == nodeB){ 
        hantei = false; 
        break; 
       } 
      } 
       
      if(hantei == true){ 
       //潜在リストから削除 
       ePotenlist1.remove(y); 
       ePotenlist2.remove(y); 
        
       //互いにリンク 
       edgelist[nodeA].add(nodeB); 
       edgelist[nodeB].add(nodeA);      
  
      } 
     }while(hantei == false); 
            
     //ノード B の隣接ノードをノード A の潜在的リンクとする 
      
     nodeBsize = edgelist[nodeB].size();      
     nodeAsize = edgelist[nodeA].size(); 
      
     for(int b=0; b<nodeBsize; b++){ 
      x = edgelist[nodeB].get(b); 
      hantei = true; 
       
      if(nodeA == x){ 
       hantei = false; 
      } 
       
      for(int c =0; c<nodeAsize; c++){ 
       if(x == edgelist[nodeA].get(c)){ 
        hantei = false; 
       } 
      } 
       
      if(hantei == true){ 
       //互いに潜在的リンク 
       ePotenlist[nodeA].add(new Integer(x)); 




        
       ePotenlist1.add(new Integer(x)); 
       ePotenlist2.add(new Integer(nodeA)); 
      }       
     } 
 
                 //ノード A の隣接ノードをノード B の潜在的リンクとする       
     nodeAsize = edgelist[nodeA].size();      
     nodeBsize = edgelist[nodeB].size(); 
       
     for(int b=0; b<nodeAsize; b++){ 
      x = edgelist[nodeA].get(b); 
       
      if(nodeB == x){ 
       hantei = false; 
      } 
       
      for(int c =0; c<nodeBsize; c++){ 
       if(x == edgelist[nodeB].get(c)){ 
        hantei = false; 
       } 
      } 
       
      if(hantei == true){//互いに潜在的リンク 
       ePotenlist1.add(x); 
       ePotenlist2.add(nodeB); 
      }        
     } 
  
     if(com[nodeA] == 1){ 
      cPoten[nodeB] = 1; 
     }      
     if(com[nodeB] == 1){ 
      cPoten[nodeA] = 1; 
     } 
    }     
   } 
    
   //フェーズ 3) 
   random = Math.random(); 
   double z = 1 - probA - probB; 
   double potensize = 0; 
    
   if(z > random){     
    potensize = cPotenlist.size(); 
    if(potensize != 0){ 
     do{ 
      hantei = true; 
      potensize = cPotenlist.size(); 
      y = (int)(Math.random() * potensize); 
       
      nodeA = ((Integer)cPotenlist.get(y)).intValue(); 
       
      cPotenlist.remove(y); 
       
       
      //ある潜在コミュニティリンクがすでにリンクされていれば false 
      if(com[nodeA] == 1){ 
       hantei = false; 
       break; 
      }   
       
      if(hantei == true){ 
       com[nodeA] = 1; 
      } 
       
     }while(hantei == false); 
       
     nodeAsize = edgelist[nodeA].size(); 
      
     for(int b=0; b<nodeAsize; b++){ 
      x = ((Integer)edgelist[nodeA].get(b)).intValue(); 
       
      cPoten[x] = 1; 
      cPotenlist.add(new Integer(x)); 
     } 
      
     comsize = comlist.size(); 
      
     for(int c=0; c<comsize; c++){ 
      x = com[c]; 
       
      for(int d =0; d<nodeAsize; d++){ 
       if(x == ((Integer)edgelist[nodeA].get(d)).intValue()){ 
        hantei = false; 
       } 
      } 
       
      if(hantei == true){ 
       ePotenlist1.add(x); 
       ePotenlist2.add(nodeA); 
      } 
     } 
    }      
   } 
    
  }while(num < numConss); 
   
  for(int a = 0; a<numConss; a++){  
   setComlist(com[a]); 
   if(com[a] == 1){ 
    setComcomlist(a); 
    setNumOfComCons(); 
   } 
  }  
   
  //リストの長さを揃える 
  for(int a =0; a<numConss; a++){ 





    if(edgelist[a].size() == numConss){ 
     break; 
    } 
    edgelist[a].add(new Integer(-1)); 
   }while(edgelist[a].size() < numConss); 




 /* セッタ・ゲッタ関数 */ 
 public int getNGeneration() { 
  return nGeneration; 
 } 
 
 public int getPZoku() { 




 public void setPZoku(int zoku) { 




 public int getCurGeneration() { 
  return curGeneration; 
 } 
 
 public void setCurGeneration(int curGeneration) { 




 public int getMaxZoku() { 
  return maxZoku; 
 } 
 
 public double getProbA() { 




 public double getProbB() { 




 public int getCPopuration() { 




 public int getFocus() { 




 public void setFocus(int focus) { 
  this.focus = focus; 
 } 
 
 public double getCpTechCrossover() { 




 public double getCpTechMutation() { 




 public double getPInnovator() { 




 public void setMaxZoku(int maxZoku) { 
  this.maxZoku = maxZoku; 
 } 
 
 public int getSitu() { 
  return situ; 
 } 
 
 public double getCTechWeiA() { 




 public void setCTechWeiA(double techWeiA) { 




 public double getCTechWeiB() { 




 public void setCTechWeiB(double techWeiB) { 




 public double getCTechWeiC() { 







 public void setCTechWeiC(double techWeiC) { 




 public double getCTechWeiD() { 




 public void setCTechWeiD(double techWeiD) { 




 public double getCWeiA() { 




 public void setCWeiA(double weiA) { 




 public double getCWeiB() { 




 public void setCWeiB(double weiB) { 




 public double getCWeiC() { 




 public void setCWeiC(double weiC) { 




 public double getCWeiD() { 




 public void setCWeiD(double weiD) { 




 public double getFWeiA() { 




 public void setFWeiA(double weiA) { 




 public double getFWeiB() { 




 public void setFWeiB(double weiB) { 




 public double getFWeiC() { 




 public void setFWeiC(double weiC) { 




 public double getFWeiD() { 




 public void setFWeiD(double weiD) { 




 public int getRule() { 




 public void setRule(int rule) { 




 public int getInteractCom() { 








 public double getTechComCross() { 
  return techComCross; 
 } 
 
 public double getCutComCross() { 
  return cutComCross; 
 } 
 
 public int getCom(int a) { 




 public void setCom(int com, int a) { 




 public ArrayList getEdgelist(int num) { 
  return edgelist[num]; 
 } 
  
 public ArrayList[] getAllEdgelist(){ 
  return edgelist; 
 } 
  
 public int getNumOfComCons() { 




 public void setNumOfComCons() { 
  this.numOfComCons++; 
 } 
  
 public ArrayList<Integer> getComlist() { 
  return comlist; 
 } 
 
 public void setComlist(int a) { 




 public ArrayList<Integer> getComcomlist() { 




 public void setComcomlist(int comnum) { 











public class FirmPopulation { 
 private String populationname_;//企業集団名 
 private Lead lead_; 
 private ArrayList<Firm> firmlist =new ArrayList<Firm>();//企業リスト 
  
 /* コンストラクタ */ 
 public FirmPopulation(String populationname, Lead lead){ 
  populationname_ = populationname; 
  lead_ = lead; 
 } 
  
 /* 企業をリストに登録 */  
 public void entry(Firm firm){ 
  firmlist.add(firm); 
 } 
 
    /* 各企業に染色体を与える */ 
 public void createFirm(){ 
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//企業番号順に属性を与える 
   Firm firm = (Firm)firmlist.get(a); 
 
   //技術戦略初期値を与える 
   firm.decideTechSt(); 
    
   //技術属性を与える 
   firm.decideTechnology();  
    
   //周囲状況を与える 
   firm.decideSituation(); 
  }  
 } 
  
 /* 製品投入を指示する */ 
 public void indicateThrow(int fNumber){ 
   
  int numFirms = firmlist.size();//企業数を獲得 
   
  if(fNumber == 0){//初期世代のみ企業 0 が製品を投入 
   Firm firm = (Firm)firmlist.get(fNumber); 
   firm.throwProduct(); 
  } 




   for(int a=0; a<numFirms; a++){ 
    Firm firm = (Firm)firmlist.get(a); 
    firm.throwProduct(); 
   } 
  } 
 } 
  
 /* 企業シェアをリセットする */ 
 public void resetFirmShare(){ 
   
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//前世代のシェアリセット 
   Firm firm = (Firm)firmlist.get(a); 
   firm.setNPUR(10000); 
  } 
 } 
  
 /* 企業の適応度を計算する */ 
 public void calculateFitness(int numOfConss){ 
  int numFirms = firmlist.size();//企業数を獲得 
  int sumtech=0;//技術の和 
  double maxrisk=0.0; 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.setMaxtech(); 
   firm.setRisk(); 
   firm.setSelfvalue(); 
   firm.setSumtech();  
    
   if(maxrisk < firm.getRisk()){ 
    maxrisk = firm.getRisk(); 
   } 
    
   if(sumtech < firm.getSumtech()){ 
    sumtech = firm.getSumtech(); 
   } 
  } 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.setFitness(numOfConss,maxrisk,sumtech);    
  } 
 }  
  
 /* 企業を選択する（ランキング選択） */  
 public void selectionFirm(){ 
  int numFirms = firmlist.size();//企業サイズ 
  ArrayList<Double> fitlist = new ArrayList<Double>();//適応度リスト 
   
  //企業の適応度を適応度リストに一時確保 
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   double fit = firm.getFitness(); 
   fitlist.add(fit); 
  } 
   
  Collections.sort(fitlist);//適応度を小さい順にソート   
  double minfit = fitlist.get(0);//最小適応度を得る   
  int toutafirm = 0;//淘汰される企業番号 
   
  for(int a=0; a<numFirms; a++){//最小適応度を持つ企業を探す 
   Firm firm = (Firm)firmlist.get(a); 
   double fit = firm.getFitness(); 
   if(minfit == fit){//最小適応度をもつ企業を淘汰される企業とする 
    toutafirm = a; 
   } 
  } 
   
  Firm tfirm = (Firm)firmlist.get(toutafirm);     
  Collections.reverse(fitlist);//適応度を高い順にソート   
  double maxfit = fitlist.get(0);//最大適応度を得る   
  int saiseifirm = 0;//再生される企業番号 
   
  for(int a=0; a<numFirms; a++){//最大適応度を持つ企業を探す 
   Firm firm = (Firm)firmlist.get(a); 
   double fit = firm.getFitness(); 
   if(maxfit == fit){//最大適応度をもつ企業を淘汰される企業とする 
    saiseifirm = a; 
   } 
  } 
   
  Firm sfirm = (Firm)firmlist.get(saiseifirm);   
  tfirm.chromCopy(sfirm);//淘汰された企業の技術を選択先企業の技術をコピーする   
 }  
  
 /* 企業がクロスライセンスを行う */  
 public void crosslicenceFirm(double pCross){ 
   
  ArrayList<Firm> gijifirmlist = new ArrayList<Firm>();//企業擬似リスト 
  gijifirmlist = (ArrayList<Firm>)firmlist.clone();//順番に並んでいるのを保持 
  Collections.shuffle(firmlist);//企業番号をシャッフル 
  int numFirms = firmlist.size();//企業数を取得 
  int numOfMask = 3;//マスク数 
   
  int pZoku = lead_.getPZoku();//属性数   
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> gijilistA = new ArrayList<Integer>();//技術リスト 
  ArrayList<Integer> gijilistB = new ArrayList<Integer>();//技術リスト 
  ArrayList<Double> gijilistC = new ArrayList<Double>();//技術戦略リスト 
  ArrayList<Double> gijilistD = new ArrayList<Double>();//技術戦略リスト 
   
  for(int a = 0; a < pZoku; a++){//マスクリスト作成 
   if(a < numOfMask){ 
    masklist.add(new Integer(1)); 
   } 
   else masklist.add(new Integer(0)); 





   
  for(int a = 0; a < numFirms; a += 2){//先頭から順に 2 社ずつ取り出して交叉判定    
   gijilistA.clear(); 
   gijilistB.clear(); 
   gijilistC.clear(); 
   gijilistD.clear(); 
    
   if(a+2 >numFirms) break;//企業数が奇数の場合の処理 
   Firm firmA = (Firm)firmlist.get(a); 
   Firm firmB = (Firm)firmlist.get(a+1); 
    
   double pro = Math.random(); 
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスクの位置をシャッフル 
     
    for(int b = 0; b < pZoku; b++){//相手が持っている技術を一度保管 
     gijilistA.add(firmA.techDisp(b)); 
     gijilistB.add(firmB.techDisp(b)); 
    } 
    firmA.maskCopyTech(gijilistB,masklist);//マスクのかかっていない B の技術をもらう 
    firmB.maskCopyTech(gijilistA,masklist);//マスクのかかっていない A の技術をもらう 
     
    for(int b = 0; b < pZoku; b++){//相手が持っている技術戦略を一度保管 
     gijilistC.add(firmA.techstDisp(b)); 
     gijilistD.add(firmB.techstDisp(b)); 
    } 
    firmA.maskCopyTechst(gijilistD,masklist);//マスクのかかっていない B の技術戦略をもらう 
    firmB.maskCopyTechst(gijilistC,masklist);//マスクのかかっていない A の技術戦略をもらう   
  
   } 
  } 
   
  //企業リストを元に戻す 
  firmlist.clear(); 
  firmlist = (ArrayList)gijifirmlist.clone(); 
 } 
   
 /* 企業が技術開発を行う */  
 public void developmentFirm(double pMut){ 
  int numFirms = firmlist.size();//企業サイズ 
  int rule = lead_.getRule();//開発ルール 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
    
   if(rule ==0){//自社技術の開発 
    firm.developFirm(pMut); 
   } 
   else{//コミュニティ内のＵＩ技術の獲得 
    firm.developComFirm(pMut); 
   } 
   firm.changeTechSt(pMut);// 
  } 











public class ConsPopulation { 
 private String populationname_;//消費者集団名 
 private Lead lead_; 
 private ArrayList<Consumer> conslist =new ArrayList<Consumer>();//消費者リスト 
   
 /* 消費者集団コンストラクタ（名前をつけるだけ） */  
 public ConsPopulation(String populationname, Lead lead){ 
  populationname_ = populationname; 
  lead_ = lead;   
 } 
   
 /* 消費者をリストに登録 */  
 public void entry(Consumer cons){ 
  conslist.add(cons); 
 } 
   
 /* 各消費者に染色体を与える */ 
 public void createCons(){//各消費者に染色体を与える   
  int numConss = conslist.size();//消費者数を取得   
   
  //イノベーター（LU）を決定 
  ArrayList list[] = new ArrayList[numConss]; 
  ArrayList<Integer> innovlist = new ArrayList<Integer>();//イノベーターリスト 
  double pInnovator = lead_.getPInnovator();//イノベーター割合   
  int numInnov = (int)(pInnovator * numConss);//イノベーターの数  
  int innovNum = 0;//カウント用   
  ArrayList<Integer> consNumList = new ArrayList<Integer>(); 
   
  for(int a=0; a<numConss; a++){ 
   consNumList.add(a); 
  } 
   
  do{    
   int deme = (int)(consNumList.size() * Math.random()); 
   consNumList.remove(deme);  
   innovlist.add(deme);   
   innovNum++; 
  }while(innovNum < numInnov); 
 
   
  for(int a=0; a<numConss; a++){//各消費者に順番に属性を与えていく 




    
   //コミュニティを与える 
   cons.decideCommunity(a,lead_.getCom(a)); 
    
   //イノベーター情報を与える   
   boolean hantei = false; 
    
   for(int x=0; x<innovlist.size(); x++){ 
    if(a == innovlist.get(x)){ 
     hantei = true; 
     break; 
    } 
   } 
    
   cons.decideInnovator(hantei);    
 
   //依存度初期値を与える 
   cons.decideDependence(a);  
    
   //エッジを与える 
   list=lead_.getAllEdgelist(); 
   cons.decideEdge(a,list[a]);  
    
   //初期カットオフ値を与える 
   cons.decideCutoff();    
    
   //初期ウェイトを与える 
   cons.decideWeight(); 
    
   //初期技術を与える 
   cons.decideTechnology(); 
  } 
 } 
   
 /* 消費者に購入の指示をする */  
 public void indicatePurchase(ProductSpace productspace){ 
  int numConss = conslist.size();//消費者数を獲得   
  productspace.resetShare();//前世代のシェアのリセット 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.purchaseProduct(a); 
  } 
 }  
  
 /* 消費者の製品投入 */ 
 public void indicateThrow(){   
  int numConss = conslist.size();//企業数を獲得 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.throwProduct(a); 





 /* 前世代の消費者シェアをリセット */ 
  
 public void resetConsShare(){ 
  int numConss = conslist.size();//消費者数を取得 
   
  for(int a=0; a<numConss; a++){//前世代のシェアリセット 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.setConsshare(10000); 




 /* 消費者適応度を計算する */  
 public void calculateFitness(){   
  int numConss = conslist.size();//消費者数を獲得   
  int maxsumcut = 0;//sumcut の最大値 
  int maxtrend = 0;//trend の最大値 
  int maxsumtech =0;//sumtech の最大値 
  int maxncut=0;//ncut の最大値 
  int maxovercut = 0;//overcut の最大値 
   
  //適応度関数の各項の計算 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
    
   cons.setMaxcut(); 
   cons.setSumcut(); 
   cons.setTrend(); 
    
   int sumcut = cons.getSumcut(); 
   if(sumcut > maxsumcut) maxsumcut = sumcut; 
    
   int trend = cons.getTrend(); 
   if(trend > maxtrend) maxtrend = trend; 
    
   cons.setSumtech(); 
   cons.setMaxtech(); 
   cons.setOvercut(); 
   cons.setShare(lead_.getNumOfComCons(),lead_.getComlist()); 
    
   int sumtech = cons.getSumtech(); 
   if(sumtech > maxsumtech) maxsumtech = sumtech; 
    
   int ncut = cons.getNcut(); 
   if(ncut > maxncut) maxncut = ncut; 
    
   int overcut = cons.getOvercut(); 
   if(overcut > maxovercut) maxovercut = overcut; 
    
  } 






  //適応度計算 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.setFitness(maxsumcut,maxtrend,maxncut);    
   cons.setTechFitness(maxsumtech, maxovercut); 




 /* エッジでの選択的交叉 */  
 /* カットオフ値とウェイト（選好）の選択的交叉 */ 
 public void cutSC(double pCross){   
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>();//消費者の一時格納リスト 
  gijiconslist = (ArrayList)conslist.clone(); 
  Collections.shuffle(conslist);//消費者番号を無作為に入れ替える 
  int numconss = conslist.size();//消費者数  
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> cutlist = new ArrayList<Integer>();//一度確保する擬似カットオフリスト 
  ArrayList<Double> weilist = new ArrayList<Double>();//一度確保する擬似ウェイトリスト 
  ArrayList<Integer> edgelistA = new ArrayList<Integer>();   
  int pZoku = lead_.getPZoku();//属性数 
  int maskNum = 3;//マスク数 
  int size = 0;//エッジ数 
  int cross = 0; 
   
  //マスク用リスト作成 
  for(int a = 0; a < pZoku; a++){ 
   if(a < maskNum){ 
    masklist.add(1); 
   } 
   else masklist.add(0); 
  } 
   
  //交叉開始 
  for(int a = 0; a < numconss; a++){//先頭から取り出して    
   cutlist.clear();//擬似カットオフリストを空に 
   weilist.clear();//ウェイトリストを空に 
   edgelistA.clear();//エッジリストを空に 
    
   Consumer consA = (Consumer)conslist.get(a);    
   edgelistA = consA.edgeDisp();//エッジでつながれている消費者リスト     
  
   size = edgelistA.size(); 
   cross = (int)(size * Math.random());    
   cross = edgelistA.get(cross);//クロスオーバーする相手 
   Consumer consB = (Consumer)gijiconslist.get(cross); 
    
   double pro = Math.random(); 
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスクの位置をシャッフル 
 
    if(consA.getFitness() > consB.getFitness()){ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のカットオフ値を一度保管 
      cutlist.add(consA.cutDisp(b)); 
     } 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のウェイトを一度保管 
      weilist.add(consA.weiDisp(b)); 
     } 
     consB.cutCopy(cutlist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
     consB.weiCopy(weilist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
    } 
    else{ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のカットオフ値を一度保管 
      cutlist.add(consB.cutDisp(b)); 
     } 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のウェイトを一度保管 
      weilist.add(consB.weiDisp(b)); 
     } 
     consA.cutCopy(cutlist,masklist);//マスクのかかっていない B のカットオフ値をもらう 
     consA.weiCopy(weilist,masklist);//マスクのかかっていない B のカットオフ値をもらう 
    } 
   } 
       
   //ウェイトの標準化    
   ArrayList<Double> tensulistA = new ArrayList<Double>();//点数リスト A 
   ArrayList<Double> tensulistB = new ArrayList<Double>();//点数リスト B 
   tensulistA.clear(); 
   tensulistB.clear(); 
    
   double sumA = 0; 
   double sumB = 0; 
    
   //一度ウェイトを点数として取り出す  
   for(int position = 0; position < pZoku; position++){    
    double tensuA = consA.weiDisp(position); 
    double tensuB = consB.weiDisp(position);   
    tensulistA.add(tensuA); 
    tensulistB.add(tensuB); 
    sumA = sumA + tensuA; 
    sumB = sumB + tensuB; 
   } 
    
   //一度中身を消去 
   consA.clearWeight(); 
   consB.clearWeight(); 
    
   //点数を標準化して新ウェイトにする 
   for(int position=0; position< pZoku; position++){ 
    double GweiA = 0; 
    double GweiB = 0; 
    GweiA = ((Double)tensulistA.get(position)).doubleValue()/sumA; 
    GweiB = ((Double)tensulistB.get(position)).doubleValue()/sumB;    
    consA.redecideWeight(GweiA); 
    consB.redecideWeight(GweiB); 
   } 
  } 
   
  //消費者リストを順番どおりに戻す 




  conslist = (ArrayList)gijiconslist.clone(); 
 } 
   
 /* 技術の選択的交叉 */  
 public void techSC(double pCross){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList)conslist.clone();//順番に並んでいるのを保持しておこうと思ったりする 
  Collections.shuffle(conslist);//消費者番号を無作為に入れ替える 
  int numconss = conslist.size();//消費者数  
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> techlist = new ArrayList<Integer>();//技術リスト 
  ArrayList<Integer> edgelistA = new ArrayList<Integer>();//エッジリスト   
  int pZoku = lead_.getPZoku();//属性数 
  int maskNum = 3;//マスク数 
  int size = 0; 
  int cross = 0; 
   
  for(int a = 0; a < pZoku; a++){//マスクリスト作成 
   if(a < maskNum){ 
    masklist.add(1); 
   } 
   else masklist.add(0); 
  } 
   
  //交叉開始 
  for(int a = 0; a < numconss; a++){//先頭から取り出して 
    
   techlist.clear();//擬似技術リストを空に 
   edgelistA.clear();//エッジリストを空に 
    
   Consumer consA = (Consumer)conslist.get(a);   
   edgelistA = consA.edgeDisp();//エッジリスト  
   size = edgelistA.size();   
   cross = (int)(size * Math.random()); 
   cross = edgelistA.get(cross);//クロスオーバーの相手 
   Consumer consB = (Consumer)gijiconslist.get(cross);   
   double pro = Math.random(); 
    
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスクのシャッフル 
     
    if(consA.getTechFitness() > consB.getTechFitness()){ 
      
     for(int b = 0; b < pZoku; b++){//適応度が高い方の技術を一度保管 
      techlist.add(consA.techDisp(b)); 
     } 
     consB.techCopy(techlist,masklist);//マスクのかかっていない A の技術をもらう 
    } 
    else{ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方の技術を一度保管 
      techlist.add(consB.techDisp(b)); 
     } 
     consA.techCopy(techlist,masklist);//マスクのかかっていない B の技術をもらう 
    } 
   } 
  } 
  //消費者リストの順番を戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone();  
 } 
   
 /* コミュニティでの選択的交叉(選好) */ 
 public void cutCrossCom(double pCross){   
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList)conslist.clone();//消費者リストの確保 
  Collections.shuffle(conslist);// 
  int numconss = conslist.size();//消費者数 
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> cutlist = new ArrayList<Integer>();//カットオフリスト 
  ArrayList<Double> weilist = new ArrayList<Double>();//ウェイトリスト   
  ArrayList<Consumer> comlist = new ArrayList<Consumer>();//コミュニティメンバーリスト 
  int pZoku = lead_.getPZoku();//属性数 
  int maskNum = 3;//マスク数 
   
  //コミュニティメンバーリストへ消費者追加 
  for(int i=0; i< numconss; i++){ 
   Consumer cons = (Consumer)conslist.get(i);    
   if(cons.comDisp()== 1){ 
    comlist.add(cons); 
   }  
  }   
   
  int comnum = comlist.size(); 
  Collections.shuffle(comlist); 
   
  for(int a = 0; a < pZoku; a++){//マスクリスト作成 
   if(a < maskNum){ 
    masklist.add(1); 
   } 
   else masklist.add(0); 
  } 
   
  //交叉開始 
  for(int a = 0; a < comnum; a += 2){//先頭から順に 2 人ずつ取り出して交叉するかどうか判断    
   cutlist.clear();//擬似カットオフリストを空に 
   weilist.clear();//ウェイトリストを空に   
   if(a+2 >comnum) break;//消費者数が奇数の場合の処理 
   Consumer consA = (Consumer)comlist.get(a); 
   Consumer consB = (Consumer)comlist.get(a+1); 
   double pro = Math.random(); 
    
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスク位置のシャッフル     
    if(consA.getFitness() > consB.getFitness()){ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のカットオフ値を一度保管 
      cutlist.add(consA.cutDisp(b)); 
     } 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のウェイトを一度保管 





     } 
     consB.cutCopy(cutlist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
     consB.weiCopy(weilist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
    } 
    else{ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のカットオフ値を一度保管 
      cutlist.add(consB.cutDisp(b)); 
     } 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のウェイトを一度保管 
      weilist.add(consB.weiDisp(b)); 
     } 
     consA.cutCopy(cutlist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
     consA.weiCopy(weilist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
    } 
   } 
    
   //ウェイトの標準化 
   ArrayList<Double> tensulistA = new ArrayList<Double>();//点数リスト A 
   ArrayList<Double> tensulistB = new ArrayList<Double>();//点数リスト B 
   tensulistA.clear(); 
   tensulistB.clear();    
   double sumA = 0; 
   double sumB = 0; 
    
   for(int position = 0; position < pZoku; position++){//一度ウェイトを点数として取り出す     
    double tensuA = consA.weiDisp(position); 
    double tensuB = consB.weiDisp(position);     
    tensulistA.add(tensuA); 
    tensulistB.add(tensuB); 
    sumA = sumA + tensuA; 
    sumB = sumB + tensuB; 
   } 
    
   //一度中身を消去 
   consA.clearWeight(); 
   consB.clearWeight(); 
   
   for(int position=0; position< pZoku; position++){//点数を標準化して新ウェイトにする 
    double GweiA = 0; 
    double GweiB = 0;     
    GweiA = ((Double)tensulistA.get(position)).doubleValue()/sumA; 
    GweiB = ((Double)tensulistB.get(position)).doubleValue()/sumB;     
    consA.redecideWeight(GweiA); 
    consB.redecideWeight(GweiB); 
   } 
  } 
   
  //消費者リストを戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone(); 
 } 
   
 /* コミュニティでの選択的交叉(技術) */ 
 public void techCrossCom(double pCross){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList)conslist.clone();//消費者リストの保持 
  Collections.shuffle(conslist);//リストのシャッフル 
  int numconss = conslist.size();//消費者数  
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> techlist = new ArrayList<Integer>();//技術リスト 
  ArrayList<Consumer> comlist = new ArrayList<Consumer>();//コミュニティメンバーリスト 
  int pZoku = lead_.getPZoku();//属性数 
  int maskNum = 3;//マスク数 
   
  //コミュニティ内のエージェントリスト作成 
  for(int i=0; i< numconss; i++){ 
   Consumer cons = (Consumer)conslist.get(i); 
   if(cons.comDisp()== 1){ 
    comlist.add(cons); 
   } 
  } 
  
  int comnum = comlist.size();//コミュニティメンバー数   
  Collections.shuffle(comlist);//メンバーの並びをシャッフル 
   
  for(int a = 0; a < pZoku; a++){//マスクリスト作成 
   if(a < maskNum){ 
    masklist.add(1); 
   } 
   else masklist.add(0); 
  } 
   
  //交叉開始 
  for(int a = 0; a < comnum; a += 2){//先頭から順に 2 人ずつ取り出して交叉するかどうか判断    
   techlist.clear();  
   if(a+2 >comnum) break;//消費者数が奇数の場合の処理 
   Consumer consA = (Consumer)comlist.get(a); 
   Consumer consB = (Consumer)comlist.get(a+1);  
   double pro = Math.random(); 
    
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスクの位置を無作為に入れ替える 
 
    if(consA.getTechFitness() > consB.getTechFitness()){ 
      
     for(int b = 0; b < pZoku; b++){//適応度が高い方の技術を一度保管 
      techlist.add(consA.techDisp(b)); 
     } 
     consB.techCopy(techlist,masklist);//マスクのかかっていない A の技術をもらう 
    } 
    else{ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方の技術を一度保管 
      techlist.add(consB.techDisp(b)); 
     } 
     consA.techCopy(techlist,masklist);//マスクのかかっていない B の技術をもらう 
    } 
   } 
  } 




  //消費者リストを戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone(); 
 } 
   
 /* 消費者集団に情報収集を行わせる */ 
 public void searchInformation(double pMut){ 
  int numConss = conslist.size(); 
  
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.searchInfoCut(pMut);//カットオフの突然変異 
   cons.searchInfoWei(pMut);//ウェイトの突然変異 
  } 
 } 
  
 /* 技術・アイデアのひらめき */  
 public void developTechnology(){ 
  int numConss = conslist.size(); 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.developTech(); 












public class ProductSpace { 
 private String spacename_;//製品空間名（市場名） 
 private Lead lead_; 
 private ArrayList<Product> productlist = new ArrayList<Product>();//製品リスト 
 private int pRyuko ;//全製品での流行製品 
 private int comRyuko;//コミュニティでの流行製品 
 private int SpaceRyuko;//製品空間での流行製品 
 private int ncut = 0;//カットオフされずに残った製品数一時格納 
  
 /* 製品空間コンストラクタ */ 
 public ProductSpace(String spacename, Lead lead){ 
   spacename_ = spacename; 
   lead_ = lead; 
 }  
  
 /* productlist に製品を登録 */ 
 public void entry(Product product){ 
  productlist.add(product); 
 } 
  
 /* 製品を消費者が評価する */ 
 public ArrayList evaluateProduct(ChromInteger Cedge, ChromInteger Ccom, ChromDouble Cdepend, ChromInteger Ccut, ChromDouble Cwei, 
Function function, int consnum){  
  int pZoku = lead_.getPZoku();//属性数をゲット 
  double dependzoku = Cdepend.selectCdouble(0)/10.0;//依存度 
  double maxhyoka = 0;//製品の最大評価値 
  int selectedproduct = 10000;//購入する製品番号 
  int ncut = 0;//カットオフされずに残った製品数 
  int numOfProducts = productlist.size(); 
 
  /* 流行属性をウェイトに変換 */ 
  double sumryuko = 0; 
  ArrayList<Integer> ryukolist = new ArrayList<Integer>(); 
  ArrayList<Double> ryukowei = new ArrayList<Double>(); 
 
  ryukolist = ryukoZoku();//流行製品のリストをゲット 
   
  for(int i = 0; i < pZoku; i++){ 
   sumryuko = sumryuko + ryukolist.get(i); 
  } 
   
  for(int i = 0; i < pZoku; i++){ 
   double value = 0; 
   value = ryukolist.get(i); 
   ryukowei.add(value/(double)sumryuko); 
  } 
   
  /* 各製品の評価 */ 
  for(int a = 0; a < numOfProducts; a++){//各製品の評価を行なう 
   Product product = (Product)productlist.get(a); 
    
   double hyoka = 0;//製品の評価値 
   int edgeLength = 0; 
   boolean hantei = true; 
   int focus = lead_.getFocus();//消費者の製品探索可能範囲    
   ArrayList<Integer> edgelist = new ArrayList<Integer>(); 
   edgelist = product.lookEdge();//製品の発見可能消費者リスト 
   edgeLength = edgelist.size();//発見可能消費者リストの長さ 
    
   if(focus == 2 || focus == 1){//エッジ上の製品発見可能な場合 
    hantei = false; 
    for(int x =0; x<edgeLength; x++){ 
     //消費者 consnum が製品発見可能リストに入っている場合 
     if(consnum ==edgelist.get(x)){ 
      hantei = true; 
      break; 
     } 
    } 
   } 
   if(focus == 2){//コミュニティ内で製品発見可能な場合 





    //消費者 consnum がコミュニティに入っている∧製品がコミュニティ内にある場合 
    if(Ccom.selectCint(0) == product.lookCom()){ 
     hantei = true; 
    } 
   } 
   if(edgeLength == 0){//エッジリストが 0(UI ではない） 
    hantei = true; 
   } 
    
   /* カットオフするかどうか */   
   if(hantei == true){ 
    for(int k = 0; k < pZoku ; k++){ 
     int cutzoku = Ccut.selectCint(k);//カットオフ値 
     int prozoku = product.lookSpec(k);//製品属性値 
     if(cutzoku > prozoku){ 
      hantei = false; 
      break; 
     } 
    } 
   } 
   if(hantei == true){//カットオフされなければ製品評価をする 
    ncut += 1;//カットオフされずに残った製品数を 1増やす 
    for(int k = 0; k < pZoku ; k++){//製品の評価 
     double weizoku = Cwei.selectCdouble(k);//ウェイト 
     double bandzoku = ryukowei.get(k);//流行製品属性からのウェイト 
     int prozoku = product.lookSpec(k);//製品属性値 
     int seikizoku = function.Seiki(prozoku, 2.0);//製品属性への認識誤差（正規乱数利用）   
     
     hyoka = hyoka + (bandzoku * seikizoku * dependzoku  +  weizoku * seikizoku * (1 - dependzoku)); //効用関数 
    } 
   } 
   if(hyoka > maxhyoka && hyoka != 0){//最大評価値を評価値が越えたら最大評価値の更新 
    maxhyoka = hyoka; 
    selectedproduct = a;//製品 a を購入候補に入れる 
   } 
  } 
   
  ArrayList<Integer> prolist = new ArrayList<Integer>(); 
  if(selectedproduct != 10000){//10000 が入っていなければ最大効用の製品を購入する. 
   Product product = (Product)productlist.get(selectedproduct); 
   product.setNumOfPurchase(1);//購入数を更新 
   prolist = product.copyChrom(); 
  } 
  else{ 
   prolist.add(new Integer(10000)); 
  } 
  setNcut(ncut); 
  return prolist; 
 } 
   
 /* 製品購買数と流行製品を算出 */ 
 public void productShare(){ 
  int numProducts = productlist.size();//製品数 
  boolean hantei = false;//製品投入判定 
  ArrayList<Integer> sharelist = new ArrayList<Integer>();//全製品のシェアリスト   
  ArrayList<Integer> comSlist = new ArrayList<Integer>();//コミュニティのみのシェアリスト  
  ArrayList<Integer> proSlist = new ArrayList<Integer>();//製品空間のみのシェアリスト 
   
  for(int a=0; a< numProducts ; a++){ 
   hantei = true;//製品があれば true に 
   int pNum; 
   Product product = (Product)productlist.get(a);    
   pNum = product.getNumOfPurchase();    
   sharelist.add(pNum); 
    
   //コミュニティに投入されている製品 
   if(product.lookCom() == 1 && product.lookEdge().size() > 0){ 
    pNum = product.getNumOfPurchase(); 
    proSlist.add(-1000); 
    comSlist.add(pNum); 
   } 
   //製品空間に投入されている製品 
   else if(product.lookCom() == 0 && product.lookEdge().size() > 0){ 
    pNum = product.getNumOfPurchase(); 
    proSlist.add(-1000); 
    comSlist.add(-1000); 
   } 
   //エッジのみに投入されている製品 
   else if(product.lookCom()==0 && product.lookEdge().size() == 0){ 
    pNum = product.getNumOfPurchase(); 
    proSlist.add(new Integer(pNum)); 
    comSlist.add(new Integer(-1000)); 
   }    
  } 
     
  /* 流行製品を算出 */  
  if(hantei == true){ 
   Comparator comp = Collections.reverseOrder();    
   Collections.sort(sharelist, comp); 
   Collections.sort(comSlist, comp); 
   Collections.sort(proSlist, comp);      
   int max = sharelist.get(0);//最大売り上げを得る 
   int maxS = proSlist.get(0);//製品空間のみにおける最大売り上げを得る 
   int maxC = comSlist.get(0);//コミュニティにおける最大売り上げを得る 
   int pRyuko = 10000; 
   int cRyuko = 10000; 
   int sRyuko = 10000; 
    
   for(int a=0; a<numProducts; a++){//最大うりあげを持つ製品（流行製品）を探す 
    Product product = (Product)productlist.get(a); 
    int purNum = product.getNumOfPurchase(); 
    if(max == purNum){ 
     pRyuko = a; 
    } 
    if(maxS == purNum){ 
     sRyuko = a; 
    } 
    if(maxC == purNum){ 




    } 
   } 
 
   setPRyuko(pRyuko);//流行製品をセット 
   setSpaceRyuko(sRyuko);//製品空間における流行製品をセット 
   setComRyuko(cRyuko);//コミュニティにおける流行製品をセット   
  } 
 } 
  
 /* 製品シェアから企業シェアと消費者シェアをカウントする */ 
 public void culcShare(){ 
  int numProducts = productlist.size();//製品数を取得 
   
  for(int a=0; a< numProducts; a++){ 
   Product product = (Product)productlist.get(a); 
   product.addshare(); 
    
  } 
 } 
  
 /* 各製品の購入（された）数をリセットする */ 
 public void resetShare(){ 
  int numOfProducts = productlist.size(); 
  
  for(int a = 0; a < numOfProducts; a++){ 
   Product product = (Product)productlist.get(a); 
   product.setNumOfPurchase(10000); 




 /* 流行製品の属性を返す */ 
 public ArrayList<Integer> ryukoZoku(){  
  ArrayList<Integer> list = new ArrayList<Integer>();  
  int ryukonum = getPRyuko(); 
  Product product = (Product)productlist.get(ryukonum); 
  list = product.copyChrom(); 
  return list; 
 } 
  
 /* コミュニティの流行製品属性 */ 
 public ArrayList<Integer> comRyukoZoku(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  int ryukonum = getComRyuko(); 
  int pZoku = lead_.getPZoku();//属性数 
   
  if(ryukonum == 10000){ 
   for(int a=0; a < pZoku; a++){ 
    list.add(0); 
   } 
  } 
  else{//流行製品属性をリストへ 
   Product product = (Product)productlist.get(ryukonum);   
   list = product.copyChrom(); 
  } 
  return list; 
 } 
  
 /* 製品空間の流行製品属性 */ 
 public ArrayList<Integer> proRyukoZoku(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  int ryukonum = getSpaceRyuko(); 
  Product product = (Product)productlist.get(ryukonum); 
  list = product.copyChrom(); 
  return list; 
 } 
  
 /* セッタ・ゲッタ関数 */ 
 public void setPRyuko(int ryuko) { 
  pRyuko = ryuko; 
 } 
 
 public int getPlist(){ 
  return productlist.size(); 
 } 
 
 public int getPRyuko() { 
  return pRyuko; 
 } 
 
 public void setNcut(int ncut) { 
  this.ncut = ncut; 
 } 
 
 public int getNcut() { 
  return ncut; 
 } 
 
 public void setComRyuko(int comRyuko) { 
  this.comRyuko = comRyuko; 
 } 
  
 public int getComRyuko() { 
  return comRyuko; 
 } 
 
 public void setSpaceRyuko(int spaceRyuko) { 
  SpaceRyuko = spaceRyuko; 
 } 
 
 public int getSpaceRyuko() { 















public class Firm { 
  private String firmname_;//企業名 
  private TonyuRule tonyurule_;//投入ルール 
  private ProductSpace productspace_;//所属製品空間 
  private Function function_;//関数 
  private Lead lead_;//パラメータ群 
   
  /* 内部モデルパラメータ */ 
  private ChromDouble mytechst = new ChromDouble();//技術戦略 
  private ChromInteger mytech = new ChromInteger();//保有技術 
  private ChromInteger mysitu = new ChromInteger();//周囲状況 
   
  /* 適応度関連パラメータ */ 
  private double fitness = 0.0;//適応度 
  private int NPUR = 0;//自社売り上げ 
  private double selfvalue = 0.0; 
  private double Risk = 0.0; 
  private int sumtech = 0; 
  private int maxtech = 0; 
   
  Product product[] = new Product[5000];//製品の最大値 
  
 /* 企業コンストラクタ */ 
 public Firm(String firmname, TonyuRule tonyurule, ProductSpace productspace, Function function, Lead lead){ 
  firmname_ = firmname; 
  tonyurule_ = tonyurule; 
  productspace_ = productspace; 
  function_ = function; 
  lead_ = lead; 
 } 
  
 /* 内部モデルパラメータの決定 */ 
 /* 技術戦略属性を決定する */ 
 public void decideTechSt(){ 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear();//点数リストの初期化 
  double sum = 0;//点数の和を初期化 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int b=0; b<pZoku; b++){//初期技術戦略値を与えるための点数付け 
   double tensu = Math.random(); 
   tensulist.add(new Double (tensu)); 
   sum = sum + tensu; 
  } 
   
  for(int b=0; b<pZoku; b++){//点数を標準化して技術戦略初期値にする 
   double Gtechst = 0; 
   Gtechst = tensulist.get(b)/sum; 
   mytechst.addDouble(Gtechst); 
  } 
 } 
  
 /* 技術属性を決定する */ 
 public void decideTechnology(){ 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int i=0; i<pZoku; i++){//技術初期値を与える 
   int Gtech = (int)(Math.random()*5); 
   mytech.addInteger(Gtech);  
  } 
 } 
  
 /* 周囲状況を決定する */ 
 public void decideSituation(){ 
  int Gsitu = lead_.getSitu(); 
  mysitu.addInteger(Gsitu);  
 } 
  
 /* 投入の意思決定をして、製品を投入する */ 
 public void throwProduct(){ 
  boolean hantei = false;  
  int sedai = lead_.getCurGeneration();//現在の世代数 
  hantei = tonyurule_.decideThrowFirm(); 
   
  if(sedai == 1){//初期世代のみひとつの企業は必ず投入 
   hantei = true; 
  } 
  if(hantei == true){ 
   int productsize = productspace_.getPlist();//製品数を得る 
   product[productsize] = new Product("製品"+productsize, this, null, productspace_, sedai); 
   productspace_.entry(product[productsize]);//製品空間の製品リストに製品を登録 
   tonyurule_.createSpecFirm(mytech, product[productsize]);//技術を製品スペックに変える 
  } 
 } 
 
 /* 企業適応度計算 */  
 public void setFitness(int numOfCons, double maxrisk, int maxsumtech) { 
  double weia = lead_.getFWeiA();//適応度のウェイト 
  double weib = lead_.getFWeiB(); 
  double weic = lead_.getFWeiC(); 
  double weid = lead_.getFWeiD(); 
  double share = (NPUR/(double)numOfCons);//購買数をシェアに変換 
   
  if(maxtech == 0){ 
   this.fitness = 0; 
  } 
  if(maxrisk != 0){ 
   this.fitness = weia * share +weib * (1 - (Risk/(double)(maxrisk))) + weic * (selfvalue /(double)(maxtech)) + weid * 
(sumtech/(double)(maxsumtech)); 
  } 
  else{ 




  } 
 } 
   
 /* 染色体のコピー */ 
 public void chromCopy(Firm otherfirm){ 
  int pZoku = lead_.getPZoku();//属性数  
  for(int a=0; a<pZoku; a++){ 
   mytech.chromSet(a,otherfirm.techDisp(a));//相手の技術をコピーする。 
   mytechst.chromSet(a,otherfirm.techstDisp(a));//相手の技術戦略をコピーする 
  } 
 } 
  
 /* マスクがかかっていな技術のコピー */ 
 public void maskCopyTech(ArrayList<Integer> techlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a=0; a<pZoku; a++){ 
   mask = masklist.get(a);//0or1 
   if(mask == 0){ 
    int Gtech = techlist.get(a);//マスクのかかっていない相手の技術属性 
    mytech.chromSet(a,Gtech);//相手の技術を置換 
   }   
  } 
 }  
  
 /* マスクがかかっていな技術戦略のコピー */  
 public void maskCopyTechst(ArrayList<Double> techstlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  double sum = 0.0;//正規化用 
  int pZoku = lead_.getPZoku();//属性数 
 
  for(int a=0; a<pZoku; a++){ 
   mask = masklist.get(a);//0or1 
   if(mask == 0){//マスクがかかっていない相手の技術戦略 
    double Gtechst = techstlist.get(a); 
    mytechst.chromSet(a,Gtechst);//相手の技術戦略を置換 
   } 
  } 
  for(int a=0; a<pZoku; a++){ 
   double Gtechst =mytechst.selectCdouble(a); 
   sum = sum + Gtechst; 
  } 
  for(int a=0; a<pZoku; a++){//技術戦略を更新する 
   double Gtechst = 0; 
   Gtechst = mytechst.selectCdouble(a) / sum; 
   mytechst.chromSet(a,Gtechst); 
  } 
 } 
  
 /* 技術開発を行う */ 
 public void developFirm(double Pmut){ 
  int pZoku = lead_.getPZoku();//属性数 
  int maxTech = lead_.getMaxZoku();//技術属性の最大値 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   if(pro < Pmut){ 
    int Gtech;//開発後の技術属性値 
    int motoGtech = mytech.selectCint(a);//現在の技術属性値 
    do{ 
     Gtech = function_.Seiki(motoGtech,2); 
     if(Gtech != motoGtech) break; 
    }while(pro>=0); 
     
    if(Gtech > maxTech){ 
     Gtech = maxTech; 
    } 
    mytech.chromSet(a,Gtech); 
   }  
  } 
 } 
  
 /* コミュニティ技術を利用して開発を行う */ 
 public void developComFirm(double Pmut){ 
  int pZoku = lead_.getPZoku(); 
  int maxTech = lead_.getMaxZoku(); 
  ArrayList<Integer> comRyukolist = new ArrayList<Integer>(); 
  comRyukolist = productspace_.comRyukoZoku(); 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   if(pro < Pmut){ 
    int Gtech; 
    int motoGtech = comRyukolist.get(a); 
    do{ 
     Gtech = function_.Seiki(motoGtech,2); 
     if(Gtech != motoGtech) break; 
    }while(pro>=0); 
     
    if(Gtech > maxTech){ 
     Gtech = maxTech; 
    } 
    mytech.chromSet(a,Gtech); 
   }  
  } 
 } 
  
 /* 技術戦略を変える */ 
 public void changeTechSt(double Pmut){  
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   if(pro < Pmut){ 
    double Gtechst; 
    double motoGtechst = mytechst.selectCdouble(a); 
    do{ 





     if(Gtechst != motoGtechst && Gtechst != 0) break; 
    }while(pro>=0); 
    mytechst.chromSet(a,Gtechst); 
   } 
  } 
   
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  double sum = 0.0; 
   
  for(int a=0; a<pZoku; a++){//初期ウェイト値を与えるために点数をつける 
   double tensu = 0; 
   tensu = mytechst.selectCdouble(a); 
   sum += tensu; 
   tensulist.add(tensu); 
  } 
   
  for(int b=0; b<pZoku; b++){//点数を技術戦略にする 
   double Gtechst = 0; 
   Gtechst = tensulist.get(b)/sum; 
   mytechst.chromSet(b,Gtechst); 
  } 
 } 
  
 /* 適応度項計算 */ 
 /* share（購買数） */ 
 public void setNPUR(int NPUR) { 
  if(NPUR == 10000) this.NPUR = 0;// 
  if(NPUR != 10000) this.NPUR += NPUR; 
 } 
 
 /* risk */ 
 public void setRisk() {  
  double risk = 0.0; 
  double comRisk = 0.0;//コミュニティ流行製品との差 
  double proRisk = 0.0;//製品空間流行製品との差 
  int pZoku = lead_.getPZoku();//属性数 
   
  //流行製品との属性の差 
  ArrayList<Integer> comRyukolist = new ArrayList<Integer>();//コミュニティ流行製品属性 
  ArrayList<Integer> proRyukolist = new ArrayList<Integer>();//製品空間流行製品属性 
   
  comRyukolist = productspace_.comRyukoZoku(); 
  proRyukolist = productspace_.proRyukoZoku(); 
   
  for(int a = 0; a<pZoku; a++){ 
   proRisk = proRisk + Math.abs(mytech.selectCint(a) - proRyukolist.get(a)); 
  } 
  
  for(int a = 0; a<pZoku; a++){ 
   comRisk = comRisk + Math.abs(mytech.selectCint(a) - comRyukolist.get(a)); 
  } 
 
  proRisk = mysitu.selectCint(0) * proRisk; 
  comRisk = (1.0 - mysitu.selectCint(0)) * comRisk; 
    
  risk = proRisk + comRisk; 
  Risk = risk; 
 } 
 
 /* maxtech */ 
 public void setMaxtech() {  
  int maxtech = 0; 
  int zoku = lead_.getPZoku();  
  ArrayList<Integer> gijilist = new ArrayList<Integer>(); 
   
  for(int a =0; a<zoku; a++){ 
   int tech = mytech.selectCint(a); 
   gijilist.add(tech); 
  } 
   
  Comparator comp = Collections.reverseOrder(); 
  Collections.sort(gijilist, comp); 
  maxtech = gijilist.get(0); 





 /* selfvalue */  
 public void setSelfvalue() { 
  double selfvalue = 0; 
  int zoku = lead_.getPZoku(); 
   
  for(int a =0; a<zoku; a++){ 
   selfvalue = selfvalue + mytechst.selectCdouble(a) * mytech.selectCint(a); 
  } 
  this.selfvalue = selfvalue; 
 } 
 
 /* sumtech */ 
 public void setSumtech() { 
  int sumtech = 0; 
  int zoku = lead_.getPZoku(); 
   
  for(int a =0; a<zoku; a++){ 
   int tech = mytech.selectCint(a); 
   sumtech = sumtech + tech; 
  }  
  this.sumtech = sumtech; 
 } 
  
 /* 内部モデルを表示 */ 
 /* 技術 */ 
 public int techDisp(int position){ 
  int tech = mytech.selectCint(position); 







 /* 技術戦略 */ 
 public double techstDisp(int position){ 
  double techst = mytechst.selectCdouble(position); 




 /* 企業名表示用 */ 
 public String toString(){ 




 /* セッタ・ゲッタ関数 */ 
 public double getFitness() { 
  return fitness; 
 } 
  
 public int getNPUR() { 
  return NPUR; 
 } 
  
 public double getRisk() { 
  return Risk; 
 } 
  
 public int getMaxtech() { 
  return maxtech; 
 } 
  
 public double getSelfvalue() { 
  return selfvalue; 
 } 
  
 public int getSumtech() { 












public class Consumer { 
 private String consname_;//消費者名 
 private ProductSpace productspace_;//所属製品空間 
 private Function function_;//使用関数 
 private Lead lead_;//変数の取り出し用 
 private TonyuRule tonyurule_;//製品投入用 
  
 /* 内部モデル */ 
 private ChromInteger myinnov = new ChromInteger();//イノベーター  
 private ChromDouble mydepend = new ChromDouble();//他者依存度 
 private ChromInteger myedge = new ChromInteger();//エッジ 
 private ChromInteger mycom = new ChromInteger();//コミュニティ 
 private ChromInteger mycutoff = new ChromInteger();//カットオフ 
 private ChromDouble myweight = new ChromDouble();//ウェイト 
 private ChromInteger mytech = new ChromInteger();//技術・アイデア 
 private ChromInteger mypast = new ChromInteger();//前回買った製品属性 
  
 /* 適応度関連保持 */ 
 private double fitness = 0.0;//適応度 
 private double techFitness = 0.0;//技術適応度 
 private int NCUT = 0;//カットオフされずに残った製品 
 private int SUMCUT = 0;//カットオフ値の和 
 private int MAXCUT = 0;//カットオフ値の最大値 
 private int TREND = 0;//流行製品属性とカットオフ値との差 
 private double SHARE = 0.0;//自身のＵＩシェア 
 private int SUMTECH = 0;//技術の総和 
 private int MAXTECH = 0;//技術の最大値 
 private int OVERCUT = 0;//カットオフ値を超える技術 
  
 private int NPUR = 0;//購買数 
 Product product[] = new Product[5000];//投入製品 
  
 /* 消費者コンストラクタ */ 
 public Consumer(String consname, ProductSpace productspace, Function function, Lead lead, TonyuRule tonyurule){//消費者コンストラクタ 
  consname_ = consname; 
  productspace_ = productspace; 
  function_ =function; 
  lead_ = lead; 
  tonyurule_ = tonyurule; 
 } 
  
 /* 消費者の内部モデルパラメータ決定 */ 
 /* イノベーター情報を決定する */ 
 public void decideInnovator(boolean hantei){  
  int Ginnov = 0;  
  if(hantei == true) Ginnov =1;  
  myinnov.addInteger(Ginnov); 
 } 
  
 /* 消費性向を決定する */ 
 public void decideDependence(int consnum){ 
  int Gdepend = (int)(Math.random()*10); 
  mydepend.addDouble(Gdepend); 
 } 
  
 /* エッジを与える */ 
 public void decideEdge(int consnum, ArrayList edgelist){  
  int Gedge = 0; 






  for(int x = 0; x<listsize; x++){ 
   Gedge = ((Integer)edgelist.get(x)).intValue(); 
   if(Gedge != -1){ 
    myedge.addInteger(Gedge);     
   } 
  } 
 } 
   
 /* コミュニティを与える */ 
 public void decideCommunity(int consnum, int com){ 
  int Gcom = com; 
  mycom.addInteger(Gcom); 
 }  
  
 /* カットオフ属性を決定する */ 
 public void decideCutoff(){ 
  int zoku = lead_.getPZoku(); 
  
  for(int b=0; b<zoku; b++){ 
   int Gcut = 0; 
   mycutoff.addInteger(Gcut); 
  } 
 } 
  
 /* ウェイト属性を決定する */ 
 public void decideWeight(){ 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear();//点数リストの初期化 
  double sum = 0;//点数の和を初期化   
  int zoku = lead_.getPZoku(); 
   
  //以下の 2 つの for文がウェイトの算出式 
  for(int b=0; b<zoku; b++){//初期ウェイト値を与えるために点数をつける 
   double tensu = Math.random(); 
   tensulist.add(tensu); 
   sum = sum + tensu; 
  } 
   
  for(int b=0; b<zoku; b++){//点数を標準化してウェイトにする 
   double Gwei = 0; 
   Gwei = tensulist.get(b)/sum; 
   myweight.addDouble(Gwei); 
  } 
 } 
  
 /* 技術属性を決定する */ 
 public void decideTechnology(){ 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int b=0; b<pZoku; b++){ 
   int Gtech = 0; 
   mytech.addInteger(Gtech); 
  } 
 } 
  
 /* 製品を評価して購入し，カットオフされずに残った製品数を得る */ 
 public void purchaseProduct(int consnum){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = productspace_.evaluateProduct(myedge, mycom, mydepend, mycutoff, myweight, function_, consnum);//製品空間に入り製品を評価する 
   
  if(list.get(0) != 10000){//製品購買をしていれば 
   mypast.chromClear(); 
   mypast.setList(list);//購入製品情報へ追加 
  } 
   
  NCUT = productspace_.getNcut(); 
 } 
  
 /* 染色体のコピー */ 
 public void chromCopy(Consumer cons){ 
  int pZoku = lead_.getPZoku(); 
  mycutoff.chromClear();//カットオフ値をクリア 
   
  for(int a=0; a<pZoku; a++){ 
   mycutoff.addInteger(cons.cutDisp(a));//相手のカットオフ値をコピーする。 
  } 
   
  myweight.chromClear();//ウェイトをクリア 
   
  for(int a=0; a<pZoku; a++){ 
   myweight.addDouble(cons.weiDisp(a));//相手のウェイトをコピーする。 
  } 
 } 
 
 /* 消費者適応度（選好）の計算 */ 
 public void setFitness(int maxsumcut, int maxtrend, int maxncut) { 
  double weia = lead_.getCWeiA();//適応度関数のウェイト 
  double weib = lead_.getCWeiB(); 
  double weic = lead_.getCWeiC(); 
  double weid = lead_.getCWeiD(); 
   
  if(MAXCUT == 0){ 
   this.fitness = 0; 
  } 
  else if(maxncut !=0 && maxtrend !=0){ 
   this.fitness = weia * (1.0 - NCUT/(double)maxncut) + weib * (SUMCUT/(double)(maxsumcut)) + weic * (1 / (double)MAXCUT) + weid * (1 - 
(TREND/(double)(maxtrend))); 
  } 
  else if(maxncut == 0 && maxtrend != 0){ 
   this.fitness = weib * (SUMCUT/(double)(maxsumcut)) + weic * (1 / (double)MAXCUT) + weid * (1 - (TREND/(double)(maxtrend))); 
  } 
  else if(maxncut == 0 && maxtrend == 0){ 
   this.fitness = weib * (SUMCUT/(double)(maxsumcut)) + weic * (1 / (double)MAXCUT); 
  } 
  else if(maxncut != 0 && maxtrend == 0){ 
   this.fitness = weia * (1.0 - NCUT/(double)maxncut) + weib * (SUMCUT/(double)(maxsumcut)) + weic * (1 / (double)MAXCUT); 
  } 




   this.fitness = 0; 
  } 
 } 
 
 /* 消費者適応度（技術）の計算 */  
 public void setTechFitness(int maxsumtech, int maxovercut) {    
  double weia = lead_.getCTechWeiA();//適応度関数のウェイト 
  double weib = lead_.getCTechWeiB(); 
  double weic = lead_.getCTechWeiC(); 
  double weid = lead_.getCTechWeiD();  
   
  if(MAXTECH != 0 && maxovercut != 0){// 
   this.techFitness = weia * SHARE + weib * (OVERCUT /(double) maxovercut) + weic * (1 / (double)MAXTECH) + weid * 
(SUMTECH/(double)(maxsumtech)); 
  } 
  else if(maxovercut == 0){ 
   this.techFitness = weia * SHARE + weic * (1 / (double)MAXCUT) + weid * (SUMTECH/(double)(maxsumtech)); 
  } 
  else{ 
   this.techFitness = 0; 
  } 
 } 
  
 /* カットオフ値のコピー */ 
 public void cutCopy(ArrayList cutlist ,ArrayList masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getPZoku(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = ((Integer)masklist.get(a)).intValue();//0 か 1 がはいる 
   if(mask == 0){// 
    int Gcut = ((Integer)cutlist.get(a)).intValue();//マスクのかかっていない相手のカットオフ属性 
    mycutoff.chromSet(a,Gcut);//相手のカットオフを置き換える。 
   } 
  } 
 } 
  
 /* ウェイトのコピー */ 
 public void weiCopy(ArrayList weilist ,ArrayList masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getPZoku(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = ((Integer)masklist.get(a)).intValue();//0 か 1 がはいる 
   if(mask == 0){// 
    double Gwei = ((Double)weilist.get(a)).doubleValue();//マスクのかかっていない相手のウェイト属性 
    myweight.chromSet(a,Gwei);//相手のウェイトを置き換える。 
   } 
  } 
 } 
  
 /* 技術のコピー */ 
 public void techCopy(ArrayList techlist ,ArrayList masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getPZoku(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = ((Integer)masklist.get(a)).intValue();//0 か 1 がはいる 
   if(mask == 0){// 
    int Gtech = ((Integer)techlist.get(a)).intValue();//マスクのかかっていない相手の技術属性 
    mytech.chromSet(a,Gtech);//相手の技術を置き換える。 
   } 
  } 
 } 
  
 /* 情報収集（カットオフ）を行う */ 
 public void searchInfoCut(double Pmut){ 
  int pZoku = lead_.getPZoku();//属性数 
  int maxCut = lead_.getMaxZoku();//カットオフ値の最大値 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < Pmut){ 
    int Gcut; 
    int motoGcut = mycutoff.selectCint(a); 
    do{ 
     Gcut = function_.Seiki(motoGcut,2); 
     if(Gcut != motoGcut) break; 
    }while(i == 0); 
     
    if(Gcut > maxCut){ 
     Gcut = maxCut; 
    }   
    mycutoff.chromSet(a,Gcut); 
   }  
  } 
 } 
  
 /* 情報収集（ウェイト）を行う */ 
 public void searchInfoWei(double Pmut){  
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < Pmut){ 
    double Gwei; 
    double motoGwei = myweight.selectCdouble(a); 
    do{ 
     Gwei = function_.Seiki2(motoGwei,2); 
     if(Gwei != motoGwei && Gwei != 0) break;//0 になったときの処理 
    }while(i == 0); 
    myweight.chromSet(a,Gwei); 
   } 
  } 
   
  //標準化処理 





  double sum = 0; 
   
  for(int a=0; a<pZoku; a++){ 
   double tensu = 0; 
   tensu = myweight.selectCdouble(a); 
   sum += tensu; 
   tensulist.add(tensu); 
  } 
   
  for(int b=0; b<pZoku; b++){ 
   double Gweight = 0; 
   Gweight = tensulist.get(b)/sum; 
   myweight.chromSet(b,Gweight);  




 /* 消費者の技術・アイデア獲得 */ 
 public void developTech(){ 
  int pZoku = lead_.getPZoku();//属性数 
  int maxTech = lead_.getMaxZoku();//最大技術値 
  double cpTech = lead_.getCpTechMutation();//突然変異確率 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < cpTech){ 
    int Gtech; 
    int motoGtech = mytech.selectCint(a); 
    do{ 
     Gtech = function_.Seiki(motoGtech,2); 
     if(Gtech != motoGtech) break; 
    }while(i == 0); 
     
    if(Gtech > maxTech){ 
     Gtech = maxTech; 
    } 
    mytech.chromSet(a,Gtech); 
   }  
  } 
 } 
 
 /* 消費者が製品投入をする */ 
 public void throwProduct(int consnum){ 
  boolean hantei = false; 
  int sedai = lead_.getCurGeneration();//現在の世代 
  int numOfZoku = lead_.getPZoku();//製品属性数 
   
  if(myinnov.selectCint(0) == 1){ 
   hantei = tonyurule_.decideThrowCons(mycutoff, mytech, numOfZoku); 
  } 
  if(hantei == true){ 
   int productsize = productspace_.getPlist();//製品の数を得る 
   product[productsize] = new Product("製品"+productsize, null, this, productspace_,sedai); 
   productspace_.entry(product[productsize]);//製品空間の製品リストに製品を登録 
   tonyurule_.createSpecCons(mypast, mycutoff, mytech, product[productsize],myedge,mycom,consnum);//技術を製品スペックに変える 
  } 
 } 
  
 /* 適応度関数項計算（選好）*/ 
 /* SUMCUT */ 
 public void setSumcut() { 
  int pZoku = lead_.getPZoku(); 
  int sumcut = 0; 
   
  for(int a =0; a<pZoku; a++){//カットオフ値の和を計算する 
   int cut = mycutoff.selectCint(a); 
   sumcut = sumcut + cut; 
  }  
  this.SUMCUT = sumcut; 
 } 
  
 /* MAXCUT */ 
 public void setMaxcut() { 
  int pZoku = lead_.getPZoku(); 
  int maxcut = 0; 
   
  for(int a =0; a<pZoku; a++){//カットオフ値の最大値を計算する 
   int cut = mycutoff.selectCint(a); 
   if(maxcut < cut) maxcut = cut; 
  } 
  this.MAXCUT = maxcut; 
 } 
 
 /* TREND */   
 public void setTrend() { 
  int proTrend = 0;//製品空間内  
  int zoku = lead_.getPZoku(); 
   
  //流行製品との属性の差 
  ArrayList<Integer> proRyukolist = new ArrayList<Integer>(); 
  proRyukolist = productspace_.proRyukoZoku(); 
 
  for(int a = 0; a<zoku; a++){ 
   proTrend = proTrend + Math.abs(mycutoff.selectCint(a) - proRyukolist.get(a)); 
  } 




 /* 適応度関数項計算（技術）*/ 
 /* SHARE */ 
 public void setShare(int comNumCons,ArrayList<Integer> comlist) { 
  int numOfCons = 0;//購買可能性のある消費者数 
  int numOfPurchaser = getConsshare();//自身の製品を選択した消費者数 
  int overlap = 0;//自身のエッジとコミュニティの両方にいる消費者数 
   
  for(int a=0; a<myedge.getCint(); a++){ 




    overlap++; 
   } 
  } 
  if(lead_.getFocus() == 1){//探索可能範囲が製品空間とエッジのみ 
   numOfCons = myedge.getCint() + 1;//エッジのメンバー＋自分 
  } 
  else if(lead_.getFocus() == 2 && mycom.selectCint(0) == 1){//探索可能範囲にコミュニティを含む∧自身がコミュニティに所属 
   numOfCons = myedge.getCint() + comNumCons - overlap; 
  } 
  else if(lead_.getFocus() == 2){// 
   numOfCons = myedge.getCint() + 1; 
  } 
  double share = (numOfPurchaser/(double)numOfCons); 
  this.SHARE = share; 
 } 
  
 /* SUMTECH */ 
 public void setSumtech() { 
   
  int sumtech = 0; 
  int pZoku = lead_.getPZoku();//属性数 
   
   
  for(int a =0; a<pZoku; a++){//技術属性の和を計算する,ついでに技術属性を擬似リストに保管 
   int tech = mytech.selectCint(a); 
   sumtech = sumtech + tech; 
  } 
   
  this.SUMTECH = sumtech; 
 } 
  
 /* MAXTECH */ 
 public void setMaxtech() { 
  int maxtech = 0; 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a =0; a<pZoku; a++){//技術属性の和を計算する,ついでに技術属性を擬似リストに保管 
   int tech = mytech.selectCint(a); 
   if(maxtech < tech) maxtech = tech; 
  } 
  this.MAXTECH = maxtech; 
 } 
  
 /* OVERCUT */ 
 public void setOvercut() {  
  int overcut =0; 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a =0; a<pZoku; a++){ 
   int tech = mytech.selectCint(a); 
   int cut = mycutoff.selectCint(a); 
   int solution = tech - cut; 
   if(solution > 0){ 
    overcut += solution;  
   } 
  } 







 /* 消費者シェアのセッタ関数 */ 
 public void setConsshare(int consshare) { 
  if(consshare == 10000) this.NPUR = 0;//世代ごとにシェアをリセット 
  if(consshare != 10000) this.NPUR += consshare; 
 } 
 
 /* ウェイトを全消去 */ 
 public void clearWeight(){ 
  myweight.chromClear(); 
 } 
  
 /* 標準化時に再ウェイト決め */ 
 public void redecideWeight(double Gwei){ 
  myweight.addDouble(Gwei); 
 } 
  
 /* 内部モデルパラメータ取得 */ 
 /* イノベーターかどうかを得る */ 
 public int innovDisp(){ 
  int innov = myinnov.selectCint(0); 
  return innov; 
 } 
  
 /* カットオフ値を得る */ 
 public int cutDisp(int position){ 
  int cut = mycutoff.selectCint(position); 
  return cut; 
 } 
  
 /* ウェイトを得る */ 
 public double weiDisp(int position){ 
  double wei = myweight.selectCdouble(position); 
  return wei; 
 } 
  
 /* エッジを得る */ 
 public ArrayList<Integer> edgeDisp(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = myedge.getList(); 
  return list; 
 } 
 
 /* コミュニティを得る */ 
 public int comDisp(){ 
  int com = 0; 





  return com; 
 } 
  
 /* 技術を得る */ 
 public int techDisp(int position){  
  int tech = mytech.selectCint(position); 




 /* 技術リストをコピー */ 
 public ArrayList<Integer> copyTech(){ 
  ArrayList<Integer> list = new ArrayList<Integer>();  
  list = mytech.getList(); 
  return list; 
 } 
  
 /* 消費者名を表示のため必要 */ 
 public String toString(){ 




 /* セッタ・ゲッタ関数 */ 
 public int getNcut() { 
  return NCUT; 
 } 
  
 public int getSumcut() { 
  return SUMCUT; 
 } 
  
 public int getMaxcut() { 
  return MAXCUT; 
 } 
  
 public int getTrend() { 
  return TREND; 
 } 
  
 public double getShare() { 
  return SHARE; 
 } 
 
 public int getSumtech() { 
  return SUMTECH; 
 } 
  
 public int getMaxtech() { 
  return MAXTECH; 
 } 
  
 public int getOvercut() { 
  return OVERCUT; 
 } 
  
 public int getConsshare() { 
  return NPUR; 
 } 
  
 public double getTechFitness() { 
  return techFitness; 
 } 
  
 public double getFitness() { 










public class Product { 
  private String productname_;//製品名 
  private Firm firmname_;//投入した企業名 
  private Consumer consname_;//投入した消費者名 
  private ProductSpace productspace_;//投入先の市場 
  private ChromInteger mySpec = new ChromInteger();//製品仕様 
  private ChromInteger myEdge = new ChromInteger();//製品発見可能消費者(エッジ） 
  private ChromInteger mycom = new ChromInteger();//コミュニティでの発見可能性 
  private int numOfPurchase = 0;//製品の購入数 
  
  
 /* 製品コンストラクタ */ 
 public Product(String productname, Firm firmname, Consumer consname, ProductSpace productspace, int sedai){ 
  productname_ = productname; 
  firmname_ = firmname; 
  consname_ = consname; 
 } 
  
 /* 技術属性を決定する */ 
 public void decidePspec(int Pzoku){ 
  mySpec.addInteger(Pzoku); 
 } 
  
 /* スペックをみる（一属性） */ 
 public int lookSpec(int position){ 
  int value = mySpec.selectCint(position); 
  return value; 
 } 
 
 /* スペックを見る（全属性） */ 




  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = mySpec.getList(); 
  return list; 
 } 
  
 /* 製品探索可能消費者リストを見る */ 
 public ArrayList<Integer> lookEdge(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = myEdge.getList(); 
  return list; 
 } 
  
 /* コミュニティを見る */ 
 public int lookCom(){ 
  int value = 0; 
  if(mycom.getCint()!= 0){ 
   value = mycom.selectCint(0); 
  } 
  return value; 
 } 
 
 /* 企業シェアと消費者シェアを加える */ 
 public void addshare(){ 
  int share = getNumOfPurchase(); 
  if(firmname_ != null){ 
   firmname_.setNPUR(share); 
  } 
  else{ 
   consname_.setConsshare(share); 
  } 
 } 
  
 /* 購入可能消費者をエッジリストセット */ 
 public void setEdge(ArrayList<Integer> edgelist) { 
  myEdge.setList(edgelist); 
 } 
  
 /* 購入可能消費者に 1 消費者をセット */ 
 public void setSelf(int num){ 
  myEdge.addInteger(num); 
 } 
  
 /* 購入数を設定する */ 
 public void setNumOfPurchase(int a) { 
  if(a == 10000) this.numOfPurchase = 0; 
  if(a != 10000) this.numOfPurchase++; 
 } 
  
 /* 製品名を表示したいときに必要 */ 
 public String toString(){ 
  return productname_; 
 } 
  
 /* 企業名を返す */ 
 public Firm getFirmname(){ 




 /* セッタ・ゲッタ関数 */ 
 public int getNumOfPurchase() { 
  return numOfPurchase; 
 } 
  
 public Consumer getConsname(){ 
  return consname_; 
 } 
 
 public void setCommunity(int com){ 











public class TonyuRule { 
 private Function function_; 
  
 /* コンストラクタ */ 
 public TonyuRule(Function function){ 
  function_ = function; 
 } 
  
 /* 企業の投入意思決定 */ 
 public boolean decideThrowFirm(){ 
  boolean hantei = false; 
  double pThrow = Math.random(); 
   
  if(pThrow > 0.50 ) hantei = true;//判定式はここに 
  return hantei; 
 } 
  
 /* 消費者の投入意思決定 */ 
 public boolean decideThrowCons(ChromInteger Ccut, ChromInteger Ctech, int numOfZoku){ 
  boolean hantei = false; 
  double pThrow = Math.random(); 
  if(pThrow < 0.05 ) hantei = true; 
   
  if(hantei == true){ 
   for(int x=0; x<numOfZoku; x++){ 





     hantei = true; 
     break; 
    } 
    hantei = false; 
   } 
  } 
  return hantei; 
 } 
  
 /* 企業が製品を作る（技術→製品属性） */ 
 public void createSpecFirm(ChromInteger Ctech, Product product){ 
  int Ctechsize = Ctech.getCint();//属性数 
  for(int a=0; a< Ctechsize ; a++){ 
    int dt = Ctech.selectCint(a); 
    product.decidePspec(dt); 
  } 
 } 
  
 /* 消費者が製品属性を作る（技術→製品属性） */ 
 public void createSpecCons(ChromInteger Cpast, ChromInteger Ccut, ChromInteger Ctech, Product product, ChromInteger edgelist, ChromInteger 
community, int consnum){ 
  int Ctechsize = Ctech.getCint();//技術属性サイズ 
  int Cedgesize = edgelist.getCint();//エッジサイズ 
  int com = 0; 
  int zoku = 0; 
   
  if(Cpast.getCint() != 0){//過去の買った製品がある場合 
   for(int a=0; a< Ctechsize ; a++){ 
    int past = Cpast.selectCint(a); 
    int tech = Ctech.selectCint(a); 
    int cut = Ccut.selectCint(a);  
    if(cut < tech){ 
     zoku = tech; 
    } 
    else{ 
     zoku = past;  
    } 
    product.decidePspec(zoku);//ユーザーイノベーション 
   } 
  } 
   
  //製品に購入可能者情報を登録 
  if(Cedgesize != 0){ 
   product.setEdge(edgelist.getList()); 
   product.setSelf(consnum); 
  } 
   
  //コミュニティにも製品を投入するかを判断 
  com = community.selectCint(0);   
  product.setCommunity(com); 









public class ChromInteger { 
 private ArrayList<Integer> intlist = new ArrayList<Integer>();//Integer型染色体 
  
 /* 遺伝子の追加 */ 
 public void addInteger(int Gint){ 
  intlist.add(Gint); 
 } 
 
 /* 遺伝子長を返す */ 
 public int getCint(){ 
  return intlist.size(); 
 } 
 
 /* position 番目の遺伝子を返す */ 
 public int selectCint(int position){ 
  int Gint = 0; 
  Gint = intlist.get(position); 
  return Gint; 
 } 
  
 /* 染色体（String型）の中身を表示する場合に必要 */ 
 public String toString(){ 
  StringBuffer string = new StringBuffer();  
  int size = intlist.size(); 
  if(size > 0){ 
   for(int a = 0; a<size; a++){ 
    int Gint = intlist.get(a); 
    string.append(Gint); 
    string.append(" ");     
   } 
  } 
  return string.toString(); 
 } 
   
 /* 染色体の中身を消去 */ 
 public void chromClear(){ 
  intlist.clear(); 
 } 
  
 /* position 番目の遺伝子を Gint に置き換える */ 
 public void chromSet(int position, int Gint){ 
  intlist.set(position, Gint); 
 } 
   
 /* 染色体を返す */ 
 public ArrayList<Integer> getList() { 




  list = (ArrayList<Integer>)intlist.clone(); 
  return list; 
 } 
  
 /* 染色体をセット */ 
 public void setList(ArrayList<Integer> list) { 










public class ChromDouble { 
 private ArrayList<Double> doublelist = new ArrayList<Double>();//Double型染色体 
  
 /* 遺伝子の追加 */ 
 public void addDouble(double Gdouble){ 
  doublelist.add(Gdouble); 
 } 
  
 /* 遺伝子長を返す */ 
 public int getCdouble(){ 
  return doublelist.size(); 
 } 
  
 /* position 番目の遺伝子を返す */ 
 public double selectCdouble(int position){ 
  double Gdouble = 0; 
  Gdouble = doublelist.get(position); 
  return Gdouble; 
 } 
  
 /* 染色体（String型）の中身を表示する場合に必要 */ 
 public String toString(){ 
  StringBuffer string = new StringBuffer();   
  int size = doublelist.size(); 
  if(size > 0){ 
   for(int a = 0; a<size; a++){ 
    double Gdouble = doublelist.get(a); 
    string.append(Gdouble); 
    string.append(" ");     
   } 
  } 
  return string.toString(); 
 } 
  
 /* 染色体の中身を消去 */ 
 public void chromClear(){ 
  doublelist.clear(); 
 } 
  
 /* position 番目の遺伝子を Gdouble に置き換える */ 
 public void chromSet(int position, double Gdouble){ 






● Function クラス 
package camcat; 
 
public class Function { 
  
 /* 正規分布関数（整数を扱う） */ 
 public int Seiki(int a ,double bunsan){//正規乱数 
  int z = 0; 
  double t,u,r1,r2,ransu1,ransu2; 
  t = Math.sqrt(-2.0*Math.log(1-Math.random())); //Math.random → ??  
  u = 1*Math.PI*Math.random(); 
  r1 = t*Math.cos(u); 
  r2 = t*Math.sin(u); 
  ransu1 = r1*Math.sqrt(bunsan) + a; 
  if (ransu1<0) ransu1 =0; 
  ransu2 = r2*Math.sqrt(bunsan) + a; 
  if (ransu2<0) ransu2 =0; 
  if (Math.random()<=0.5) z = (int)ransu1; 
  else z = (int)ransu2; 
  return z; 
 } 
   
 /* 正規分布関数（小数を扱う） */ 
 public double Seiki2(double a, double bunsan){ 
  double t,u,r1,r2,ransu1,ransu2,z = 0; 
  t = Math.sqrt(-2.0*Math.log(1-Math.random())); //Math.random → ??  
  u = 1*Math.PI*Math.random(); 
  r1 = t*Math.cos(u); 
  r2 = t*Math.sin(u); 
  ransu1 = r1*Math.sqrt(bunsan) + a; 
  if (ransu1<0) ransu1 =0; 
  ransu2 = r2*Math.sqrt(bunsan) + a; 
  if (ransu2<0) ransu2 =0; 
  if (Math.random()<=0.5) z = ransu1; 
  else z = ransu2; 























































































public class CAMCaT { 
  
  
 public static void main(String[] args) { 
   
  Random rand = new Random(330); 
   
  Lead lead = new Lead(rand);//変数等を管理するクラスを生成する 
   
  int MAX_TRIAL = 1;//試行数 
 
  Network network = new Network(lead);//ネットワーククラスのインスタンス化 
  lead.buildNetwork(network);//ネットワーク生成 
  lead.setAgentPosition(network);//ポジション決定 
 
  for(int curScenario = 0; curScenario < 1; curScenario++){    
   if(curScenario == 0){//シナリオをここで設定 
    lead.setPGAIN(0.50);//製品発見確率 
    lead.setpTechAcceptance(0.14);//解決の受容確率 
    lead.setpProAcceptance(0.30);//製品の受容確率 
    lead.setpInnovation(0.11);//ユーザーイノベーション確率 
    lead.setpNeedsAcceptance(0.30);//IUニーズの受容確率 
    lead.setpNeedsAcceptance2(0.20);//NIUニーズの受容確率 
    lead.setNbit(2);//情報の粘着性設定 
 
    lead.setFocusWho(0);//0:マス  1:LU 
    lead.setFocusRate(0.1);//何割にフォーカス  
    lead.setFormationConcept(0);//製品開発方法 0:ニーズの最も多いもの 1:技術の多いもの  
    lead.setDevelopmentTime(12);//何期間で製品ができるか 
   } 
 
 
   for(int trialnum=1; trialnum <= MAX_TRIAL; trialnum++){   
    ProductSpace productspace = new ProductSpace("市場",lead);//製品空間を生成 
    FirmPopulation firmpopulation = new FirmPopulation("企業集団", lead);//企業集団を生成 
    ConsPopulation conspopulation = new ConsPopulation("消費者集団", lead, productspace, network);//消費者集団を生成 
   
    lead.prepareFirm(firmpopulation, productspace, lead);//世代開始準備を企業がする 
    lead.prepareCons(conspopulation, productspace, lead);//世代開始準備を消費者がする 
     
    int MAX_STEP = lead.getNStep();//ステップ数 
     
    /* ステップの開始（ループ部分) */ 
    for(int step=1; step<=MAX_STEP; step++){ 
     lead.setcurStep(step); 
     lead.startCons(conspopulation);//消費者行動を開始 
     lead.startFirm(firmpopulation, productspace);//企業行動を開始（製品を投入する） 
    } 
   } 
  } 











public class Lead { 
  
 /*シミュレーション時間，集団設定，属性数に関わるパラメータ*/  
 private int nStep = 240;//全ステップ数 
 private int curStep;//現在の世代数 
 private int fPopulation = 1;//最大企業数 
 private int cPopulation = 1000;//消費者数 
 private int pZoku = 100;//製品属性（ニーズ）の数 
 Random rand_; 
  
 /*消費者内部モデルパラメータ*/  
 //イノベーターの割合 
 private int nInnovator = (int)(0.2725 * cPopulation);//LU の数 
 private int nNInnovator =  cPopulation - nInnovator;//NLU の数 
  
 //企業製品に対する情報収集の頻度 
 private ArrayList<Double> pInfoLU = new ArrayList<Double>(); 
 private ArrayList<Double> pInfoNLU = new ArrayList<Double>(); 
  
 //購買タイミング 
 private ArrayList<Double> purchaseTimeLU = new ArrayList<Double>(); 
 private ArrayList<Double> purchaseTimeNLU = new ArrayList<Double>(); 
  
 //知人との接触回数 
 private ArrayList<Integer> numOfContactLU = new ArrayList<Integer>(); 
 private ArrayList<Integer> numOfContactNLU = new ArrayList<Integer>(); 
  
 //新規問題・ニーズの発生確率 
 private ArrayList<Double> pNewNeedsLU = new ArrayList<Double>(); 
 private ArrayList<Double> pNewNeedsNLU = new ArrayList<Double>(); 
  
 //コミュニティメンバーへの相談確率 
 private ArrayList<Double> pCNeeds = new ArrayList<Double>(); 
  
 //コミュニティメンバーへの開発紹介確率 
 private ArrayList<Double> pCTech = new ArrayList<Double>(); 
  
 //情報の粘着性の度合い 







 private double PGAIN;//発見確率 
  
 //他者からの解決の移転確率 
 private double pOffering = 0.50;  
  
 //技術の受容確率 
 private double pTechAcceptance;//技術提供された際の受容確率 
  
 //製品の受容確率 
 private double pProAcceptance;//製品提供された際の受容確率 
  
 //問題の受容確率 
 private double pNeedsAcceptance; 
 private double pNeedsAcceptance2; 
 
 //ユーザーイノベーション確率 
 private double pInnovation = 0.10;//自身での開発確率 
 
 //コミュニティ活動頻度 
 private double pCActivity[] = new double[1000];//最大 100 コミュニティまで 
 private double pCNeedsShare[] = new double[1000];//最大 100 コミュニティまで 
 private double pCTechShare[] = new double[1000];//最大 100 コミュニティまで 
  
 /*消費者ネットワークパラメータ*/   
 //ネットワークパラメータ 
 private double probA = 0.251256; 
 private double probB = 0.562814; 
 private double probC = 0.015141; 
 private double aveIUDegree = 9.63; 
 private double aveNIUDegree = 5.83; 
 
 /*企業戦略に関わるパラメータ*/ 
 private int focusWho ; 
 private double focusRate;//何割にフォーカス   
 private int researchTiming = 3;//3 ヶ月に 1 回リサーチし，製品開発を決定する． 
 
 /*製品コンセプト決定および製品開発期間*/ 
 private int formationConcept = 1;//製品開発方法 0:ニーズの最も多いもの (1:技術の多いもの  2:ニーズの少ないもの 3:技術の少ないもの→まだ） 
 private int developmentTime = 12;//何期間で製品が出来るか？ 
  
 //Lead 生成時にパラは決定 
 public Lead(Random rand){ 
  rand_ = rand; 
   
  for(int a = 0; a<nInnovator; a++){ 
   int k = 0; 
   double prob = 0; 
   do{ 
    prob = nDistribution(0.36, 0.332); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
 
   pInfoLU.add(prob); 
    
   do{ 
    prob = nDistribution(0.26, 0.290); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   purchaseTimeLU.add(prob); 
    
   int prob2 = 0; 
    
   do{ 
    prob2 = (int)nDistribution(3.85, 4.535); 
    if(prob2 >= 0) break; 
   }while(k == 0); 
    
   numOfContactLU.add(prob2); 
    
   do{ 
    prob = nDistribution(0.10, 0.182); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pNewNeedsLU.add(prob); 
    
   do{ 
    prob = nDistribution(0.089, 0.156); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCNeeds.add(prob); 
    
    
   do{ 
    prob = nDistribution(0.069, 0.140); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCTech.add(prob); 
  } 
  for(int a = 0; a<nNInnovator; a++){ 
    
    
   int k = 0; 
   double prob = 0; 
   do{ 
    prob = nDistribution(0.26, 0.319); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
 
   pInfoNLU.add(prob); 
    
   do{ 
    prob = nDistribution(0.19, 0.272); 




   }while(k == 0); 
    
   purchaseTimeNLU.add(prob); 
    
   int prob2 = 0; 
    
   do{ 
    prob2 = (int)nDistribution(2.87, 2.774); 
    if(prob2 >= 0) break; 
   }while(k == 0); 
    
   numOfContactNLU.add(prob2); 
    
   do{ 
    prob = nDistribution(0.06, 0.130); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pNewNeedsNLU.add(prob); 
    
   do{ 
    prob = nDistribution(0.089, 0.156); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCNeeds.add(prob); 
    
    
   do{ 
    prob = nDistribution(0.069, 0.140); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCTech.add(prob); 
    
  } 
  for(int a=0; a<100; a++){ 
    
 
   int k = 0; 
   double prob = 0; 
   do{ 
    prob = nDistribution(0.27, 0.261); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCActivity[a] =  prob;//活動頻度 
    
   do{ 
    prob = nDistribution(0.91, 0.187); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCNeedsShare[a] = prob;//コミュニティ内ニーズ共有頻度 
    
   do{ 
    prob = nDistribution(0.97, 0.126); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCTechShare[a] = prob;//コミュニティ内技術共有頻度 
    
  } 
 } 
  
 /* ネットワークを生成する */ 
 public void buildNetwork(Network network){ 
   
  /*エージェントネットワーク作成*/ 
  int consNum = 0; 
  network.setNumOfAgent(cPopulation);//ネットワークの最大エージェント数を決定 
   
  //初期ネットワークを生成する（consNum が全消費者数に達するまで CNN アルゴリズムを回す） 
  do{ 
   consNum = network.createCNN(probA, probB, probC);   




 public void setAgentPosition(Network network){ 
  network.setAgentPosition(cPopulation); 
 }  
  
 /* 企業集団を生成する */ 
 public void prepareFirm(FirmPopulation firmPopulation, ProductSpace productspace, Lead lead){ 
   
  Firm firm[] = new Firm[fPopulation];//企業クラスを配列にする 
   
  for(int a=0; a<fPopulation; a++){//企業の初期生成 
   firm[a] = new Firm("企業"+a, productspace, lead); 
  } 
   
  for(int a=0; a<fPopulation; a++){//企業をリストに登録 
   firmPopulation.entry(firm[a]); 
  }   
  firmPopulation.createFirm();//企業ごとに初期属性を与える 
 } 
  
 /* 消費者集団を生成する */ 
 public void prepareCons(ConsPopulation consPopulation, ProductSpace productspace, Lead lead){ 
   
  Consumer cons[] = new Consumer[cPopulation];//消費者クラスを配列にする 
   
  for(int a=0; a<cPopulation; a++){//消費者の初期生成 
   cons[a] = new Consumer(a, productspace, lead); 
  } 
   
  for(int a=0; a<cPopulation; a++){//消費者をリストに登録 





  } 
  //消費者ごとに初期属性を与える 
  consPopulation.createCons(pInfoLU, purchaseTimeLU, numOfContactLU, pNewNeedsLU, pInfoNLU, purchaseTimeNLU, numOfContactNLU, 
pNewNeedsNLU, pCNeeds, pCTech); 
 }  
  
 /* 企業が消費者のニーズを捉える．*/ 
 public void startFirm(FirmPopulation firmPopulation, ProductSpace productspace){ 
  firmPopulation.dictateResearch();//消費者空間に入り，情報を収集 
  firmPopulation.dictateDevelopment();//製品を開発する 
  firmPopulation.dictateRelease();//製品を投入する 
 } 
  
 /* 消費者が製品空間に入り，製品を検索する． */ 
 public void startCons(ConsPopulation consPopulation){ 
  consPopulation.dictateSearch();//情報探索 
  consPopulation.dictatePurchase();//購買する 
  consPopulation.consultationEdge();//相互作用（エッジ） 
  consPopulation.consultationCom();//相互作用（コミュニティ） 
  consPopulation.userInnovation();//ユーザーイノベーション 
  consPopulation.needsGeneration();//ニーズを生成させる 
  consPopulation.dictateInput();//プロダクトスペースにあるデータベースにニーズと技術を登録 
 } 
  
 /* 正規分布 */ 
 public double nDistribution(double m, double h){ 
  double temp = rand_.nextGaussian(); 
  double z = temp * h + m; 
  return z; 
 } 
 
 /* セッタ・ゲッタ関数 */ 
 public int getNStep() { 
  return nStep; 
 } 
 
 public int getNbit() { 
  return Nbit; 
 } 
 
 public void setNbit(int nbit) { 
  Nbit = nbit; 
 } 
  
 public double getpNeedsAcceptance2() { 
  return pNeedsAcceptance2; 
 } 
  
 public int getResearchTiming() { 
  return researchTiming; 
 } 
  
 public int getPZoku() { 
  return pZoku; 
 } 
 
 public void setPZoku(int zoku) { 
  pZoku = zoku; 
 } 
  
 public int getcurStep() { 




 public double getProbA() { 




 public double getProbB() { 
  return probB; 
 } 
 
 public int getCPopulation() { 
  return cPopulation; 
 } 
 
 public int getFPopulation() { 
  return fPopulation; 
 } 
 
 public double getProbC() { 
  return probC; 
 } 
 
 public int getFocusWho() { 
  return focusWho; 
 } 
 
 public void setFocusWho(int focusWho) { 
  this.focusWho = focusWho; 
 } 
 
 public double getFocusRate() { 
  return focusRate; 
 } 
 
 public void setFocusRate(double focusRate) { 
  this.focusRate = focusRate; 
 } 
  
 public int getDevelopmentTime() { 
  return developmentTime; 
 } 
 
 public void setDevelopmentTime(int developmentTime) { 






 public int getFormationConcept() { 
  return formationConcept; 
 } 
 public void setFormationConcept(int formationConcept) { 
  this.formationConcept = formationConcept; 
 } 
  
 public int getnInnovator() { 
  return nInnovator; 
 } 
 
 public int getnNInnovator() { 
  return nNInnovator; 
 } 
  
 public double getpOffering() { 
  return pOffering; 
 } 
 
 public double getpTechAcceptance() { 
  return pTechAcceptance; 
 } 
 
 public double getpNeedsAcceptance() { 
  return pNeedsAcceptance; 
 } 
  
 public double getpInnovation() { 
  return pInnovation; 
 } 
  
 public double getpCActivity(int comnum) { 
  return pCActivity[comnum]; 
 } 
 
 public double getpCNeedsShare(int comnum) { 
  return pCNeedsShare[comnum]; 
 } 
 
 public double getpCTechShare(int comnum) { 
  return pCTechShare[comnum]; 
 } 
  
 public double getAveIUDegree() { 
  return aveIUDegree; 
 } 
 
 public double getAveNIUDegree() { 
  return aveNIUDegree; 
 } 
  
 public void setcurStep(int curStep) { 
  this.curStep = curStep; 
 } 
  
 public void setPGAIN(double pGAIN) { 
  PGAIN = pGAIN; 
 } 
 
 public void setpOffering(double pOffering) { 
  this.pOffering = pOffering; 
 } 
 
 public void setpTechAcceptance(double pTechAcceptance) { 
  this.pTechAcceptance = pTechAcceptance; 
 } 
 
 public void setpProAcceptance(double pProAcceptance) { 
  this.pProAcceptance = pProAcceptance; 
 } 
 
 public void setpNeedsAcceptance(double pNeedsAcceptance) { 
  this.pNeedsAcceptance = pNeedsAcceptance; 
 } 
 
 public void setpNeedsAcceptance2(double pNeedsAcceptance2) { 
  this.pNeedsAcceptance2 = pNeedsAcceptance2; 
 } 
 
 public void setpInnovation(double pInnovation) { 
  this.pInnovation = pInnovation; 
 } 
 
 public double getPGAIN() { 
  return PGAIN; 
 } 
  
 public double getpProAcceptance() { 










public class FirmPopulation { 
 private String populationname_;//企業集団名 
 private Lead lead_; 
 private ArrayList<Firm> firmlist =new ArrayList<Firm>();//企業リスト 
  
 /* コンストラクタ */ 





  populationname_ = populationname; 
  lead_ = lead; 
 } 
  
 /* 企業をリストに登録 */ 
 public void entry(Firm firm){ 
  firmlist.add(firm); 
 } 
 
    /* 各企業に染色体を与える */ 
 public void createFirm(){ 
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//企業番号順に属性を与える 
   Firm firm = (Firm)firmlist.get(a); 
    
   //戦略を与える 
   firm.decideManaSt(); 
    
   //技術属性を与える 
   firm.decideTechnology();  
    
   //製品開発期間を与える 
   firm.decideFirmProduct(); 




 /* 企業行動 */  
 /* 消費者にアクセスし，ニーズを抽出する*/ 
 public void dictateResearch(){   
  int numFirms = firmlist.size();  
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.researchConsumer();//ニーズおよび技術調査を行う 
  } 
 } 
  
 /* 製品を開発する */ 
 public void dictateDevelopment(){ 
  int numFirms = firmlist.size(); 
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.developProduct(); 




 /* 製品投入を指示する */ 
 public void dictateRelease(){ 
  int numFirms = firmlist.size();//企業数を獲得 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.releaseProduct(); 












public class ConsPopulation { 
 private String populationname_;//消費者集団名（消費者集団が複数ある場合に使用） 
 private Lead lead_; 
 private ProductSpace productspace_; 
 private Network network_; 
 private ArrayList<Consumer> conslist =new ArrayList<Consumer>();//消費者リスト 
 private int comnum = 0; 
 private int maxDegree = 0; 
 private int nPurchaser = 0; 
 private int nTechAccepter = 0; 
 private int nNGenerator = 0; 
 private int nNSolved = 0; 
 
 /* コンストラクタ */ 
 public ConsPopulation(String populationname, Lead lead, ProductSpace productspace, Network network){ 
  populationname_ = populationname; 
  lead_ = lead; 
  productspace_ = productspace; 
  network_ = network; 
 } 
 
 /* 消費者をリストに登録 */ 
 public void entry(Consumer cons){ 
  conslist.add(cons); 
 } 
  
 /* 各消費者に染色体を与える */ 
 public void createCons(ArrayList<Double> pInfoLU, ArrayList<Double> purchaseTimeLU, ArrayList<Integer> numOfContactLU, 
ArrayList<Double> pNewNeedsLU, ArrayList<Double> pInfoNLU, ArrayList<Double> purchaseTimeNLU, ArrayList<Integer> numOfContactNLU, 
ArrayList<Double> pNewNeedsNLU, ArrayList<Double> pCNeeds, ArrayList<Double> pCTech){//各消費者に染色体を与える 
  int numConss = conslist.size();//消費者数を取得 
   
  Collections.shuffle(purchaseTimeLU); 
  Collections.shuffle(pNewNeedsLU); 
  Collections.shuffle(purchaseTimeNLU); 
  Collections.shuffle(pNewNeedsNLU); 
  Collections.shuffle(pCNeeds); 
  Collections.shuffle(pCTech); 




  //エージェントリスト（IU=1,NIU=0)を持ってくる 
  ArrayList<Integer> agentList = new ArrayList<Integer>(); 
  agentList = network_.getAgentList(); 
   
  ArrayList<Double> Chromosome1[] = new ArrayList[100];//染色体 100本 
  ArrayList<Integer> Chromosome2[] = new ArrayList[100];//染色体 100本 
   
  int numOfChrom = 100; 
   
  for(int i=0; i<numOfChrom; i++){ 
   Chromosome1[i] = new ArrayList<Double>(); 
   Chromosome2[i] = new ArrayList<Integer>(); 
    
   Collections.shuffle(pInfoLU); 
   Collections.shuffle(pInfoNLU); 
   Collections.shuffle(numOfContactLU); 
   Collections.shuffle(numOfContactNLU); 
 
   int ninno = 0; 
   int nNinno = 0; 
    
   for(int j=0; j<numConss; j++){ 
 
    int INO = agentList.get(j); 
     
    if(INO == 1){ 
     double GI = pInfoLU.get(ninno); 
     if(GI<0) GI = 0; 
     if(GI>1) GI = 1.0; 
     Chromosome1[i].add(GI); 
     int GN = numOfContactLU.get(ninno); 
     if(GN<0) GN = 0; 
     Chromosome2[i].add(GN); 
     ninno++; 
    } 
    else{ 
 
     double GI = pInfoNLU.get(nNinno); 
     if(GI<0) GI = 0; 
     if(GI>1) GI = 1.0; 
     Chromosome1[i].add(GI); 
     int GN = numOfContactNLU.get(nNinno); 
     if(GN<0) GN = 0; 
     Chromosome2[i].add(GN); 
     nNinno++; 
    } 
   } 
  } 
   
  int sedai = 0; 
  double fitness[] = new double[numOfChrom];//適応度 
  ArrayList<Integer> degreeList = new ArrayList<Integer>();//次数の配列 
   
  for(int i=0; i<numConss; i++){ 
   ArrayList<Integer> edgelist = new ArrayList<Integer>(); 
   edgelist = network_.getEdgeList(i); 
   int degree = edgelist.size(); 
   degreeList.add(degree);//次数を決定 
  } 
   
  do{ 
   double sumfit = 0.0; 
   ArrayList<Double> fitList = new ArrayList<Double>();//適応度リスト 
    
   for(int i=0; i<numOfChrom; i++){ 
     
    ArrayList<Double> infoList = new ArrayList<Double>(); 
    ArrayList<Integer> contactList = new ArrayList<Integer>(); 
     
    for(int j=0; j<numConss; j++){ 
     double GINFO = Chromosome1[i].get(j); 
     int GContact = Chromosome2[i].get(j); 
     infoList.add(GINFO); 
     contactList.add(GContact); 
    } 
     
    double soukan1 = soukankeisuDouble(infoList,  degreeList, numConss );//相関係数を求める 
    double soukan2 = soukankeisuInt(contactList,  degreeList, numConss );//相関係数を求める 
    double soukan3 = soukankeisuIntDouble(contactList,  infoList, numConss);//相関係数を求める 
     
    double defferenceSoukan1 = Math.abs(soukan1 - 0.236); 
    double defferenceSoukan2 = Math.abs(soukan2 - 0.381); 
    double defferenceSoukan3 = Math.abs(soukan3 - 0.237); 
    fitness[i] = 1 /(1 + defferenceSoukan1 + defferenceSoukan2 + defferenceSoukan3); 
    sumfit += fitness[i]; 
    double FIT = fitness[i]; 
    fitList.add(FIT); 
   } 
    
   //ルーレット選択 
   Collections.sort(fitList);//適応度を小さい順にソート 
   double minfit = fitList.get(0);//最小適応度を得る 
   double maxfit = fitList.get(numOfChrom-1);//最大適応度を得る 
   double avgfit = sumfit/(double)numOfChrom;// 
   if(maxfit >0.90) break;//最大適応度による判定 
    
   //スケーリング用傾きと切片 
   double c_mult = 2.0; 
   double katamuki = ((c_mult - 1.0) * avgfit) / (maxfit - avgfit); 
   double seppen = (avgfit * (maxfit - c_mult * avgfit)) / (maxfit - avgfit); 
    
   //線形スケーリング 
   double sum = 0.0; 
   ArrayList<Double> rangelist = new ArrayList<Double>(); 
   rangelist.clear(); 
   rangelist.add(0.0); 
    
   if(minfit != maxfit){ 





     double fit = fitness[i];      
     double scale_fit = 0.0; 
     scale_fit = Scaling(fit, katamuki, seppen); 
     sum = sum + scale_fit; 
     rangelist.add(sum);//各エージェントのルーレット幅 
      
    } 
    /*ルーレット選択*/ 
    ArrayList<Integer> selectedlist = new ArrayList<Integer>(); 
     
    for(int c=0; c<numOfChrom; c++){ 
     int selectedChrom = 0;//再生される染色体番号 
     double deme = 0.0; 
      
     deme = sum * Math.random(); 
  
     int min = 0;//染色体ナンバー 
     int max = numOfChrom;//染色体ナンバー 
     int selectChrom = 0 ;//選択される染色体 
      
     do{ 
      selectChrom =(min + max) / 2; 
      if(deme < rangelist.get(selectChrom)){ 
       max = selectChrom; 
      } 
      else min = selectChrom; 
     }while(max - min != 1); 
      
     selectedChrom = min; 
     selectedlist.add(selectedChrom);//選択された染色体番号を格納していく 
    } 
    
    Collections.sort(selectedlist);//再生された消費者を小さい順にソート  
    int numOfConss = numOfChrom; 
    ArrayList<Integer> slist = new ArrayList<Integer>(); 
    ArrayList<Integer> tlist = new ArrayList<Integer>(); 
     
    for(int e = 0; e<numOfChrom; e++){ 
     int num = 0; 
     do{ 
      if(e == selectedlist.get(num)){ 
       slist.add(e); 
       selectedlist.remove(num); 
       numOfConss = numOfConss-1; 
       break; 
      } 
      else{ 
       num++; 
       if(num == numOfConss){ 
        tlist.add(e); 
        break; 
       } 
      } 
     }while(num != 10000); 
    } 
     
    //染色体のコピー 
    for(int a=0; a<numOfConss; a++){ 
     int toutaChrom = tlist.get(a); 
     int saiseiChrom = selectedlist.get(a);      
     Chromosome1[toutaChrom] = (ArrayList<Double>)Chromosome1[saiseiChrom].clone(); 
     Chromosome2[toutaChrom] = (ArrayList<Integer>)Chromosome2[saiseiChrom].clone(); 
    } 
   } 
    
   /*交叉*/ 
   int MASK = 200;//マスク数 
   double PCROSS = 0.6;//交叉確率 
    
   ArrayList<Integer> NOList = new ArrayList<Integer>(); 
   ArrayList<Integer> THList = new ArrayList<Integer>();  
    
   for(int a=0; a<numOfChrom; a++){ 
    NOList.add(a); 
   } 
    
   for(int a=0; a<numConss; a++){ 
    THList.add(a); 
   } 
    
   Collections.shuffle(NOList);//取り出す順番 
    
   for(int a=0; a<numOfChrom; a=a+2){ 
    double pro2 = Math.random(); 
    if(pro2 < PCROSS){ 
     int C1 = NOList.get(a); 
     int C2 = NOList.get(a+1); 
 
     ArrayList<Integer> maskList1 = new ArrayList<Integer>();//マスクリスト 
     Collections.shuffle(THList);//マスク候補順 
     int count = 0; 
 
     do{ 
      int kouho = THList.get(count); 
      maskList1.add(kouho); 
      count++; 
     }while(count <MASK); 
      
     for(int b =0; b<maskList1.size(); b++){ 
      int masknumber = maskList1.get(b); 
      double Gvalue1 = Chromosome1[C1].get(masknumber); 
      double Gvalue2 = Chromosome1[C2].get(masknumber); 
    
      Chromosome1[C1].set(masknumber, Gvalue2); 
      Chromosome1[C2].set(masknumber, Gvalue1);     
  
     } 
 




     Collections.shuffle(THList);//マスク候補順      
     int count2 = 0; 
 
     do{       
      int kouho2 = THList.get(count2); 
       
      maskList2.add(kouho2); 
      count2++; 
     }while(count2 <MASK); 
      
     for(int b =0; b<maskList2.size(); b++){ 
      int masknumber = maskList2.get(b); 
      int Gvalue1 = Chromosome2[C1].get(masknumber); 
      int Gvalue2 = Chromosome2[C2].get(masknumber); 
    
      Chromosome2[C1].set(masknumber, Gvalue2); 
      Chromosome2[C2].set(masknumber, Gvalue1); 
     } 
    }  
   } 
   
   /*突然変異*/ 
   double pMut = 0.01;//変異率 
   for(int a=0; a<numOfChrom; a++){ 
    for(int b=0; b<numConss; b++){ 
     Collections.shuffle(THList); 
     double pro = Math.random(); 
     if(pMut> pro){ 
       
      double Gvalue = Chromosome1[a].get(b); 
      int innov = agentList.get(b); 
      int count = 0; 
      
      do{ 
       int nGene = THList.get(count);//遺伝子番号を決定 
       int innov2 = agentList.get(nGene); 
       double Gvalue2 = Chromosome1[a].get(nGene);//遺伝子の値を抜き出す 
       if(innov == innov2){//同じ属性であれば 
        Chromosome1[a].set(b, Gvalue2); 
        Chromosome1[a].set(nGene, Gvalue); 
        break; 
       } 
       count++; 
      }while(count <numConss); 
     }     
     double pro2 = Math.random(); 
     if(pMut> pro2){      
      int Gvalue = Chromosome2[a].get(b); 
      int innov = agentList.get(b); 
      int count = 0; 
      
      do{ 
       int nGene = THList.get(count);//遺伝子番号を決定 
       int innov2 = agentList.get(nGene); 
       int Gvalue2 = Chromosome2[a].get(nGene);//遺伝子の値を抜き出す 
       if(innov == innov2){//同じ属性であれば 
        Chromosome2[a].set(b, Gvalue2); 
        Chromosome2[a].set(nGene, Gvalue); 
        break; 
       } 
       count++; 
      }while(count <numConss); 
     }  
    } 
   } 
   sedai++; 
  }while(sedai<5); 
   
  int maxChrom = 0; 
  double MXFIT = 0.0; 
   
  for(int a=0; a<numOfChrom; a++){ 
    
   double fit = fitness[a]; 
    
   if(MXFIT < fit){ 
     
    maxChrom = a; 
    MXFIT = fit; 
   } 
  } 
   
  ArrayList<Double> pInfoList = new ArrayList<Double>(); 
  ArrayList<Integer> nContactList = new ArrayList<Integer>(); 
  pInfoList = (ArrayList<Double>)Chromosome1[maxChrom].clone(); 
  nContactList = (ArrayList<Integer>)Chromosome2[maxChrom].clone(); 
   
 
  /*ここから各消費者に内部モデルパラメータを与える*/ 
  int nInnov = 0; 
  int nNInnov = 0; 
   
  for(int i=0; i<numConss; i++){ 
    
   int hanbetsu = agentList.get(i);    
   Consumer cons = (Consumer)conslist.get(i); 
    
   //エッジを与える 
   ArrayList<Integer> edgelist = new ArrayList<Integer>(); 
   edgelist = network_.getEdgeList(i); 
   cons.decideEdge(edgelist); 
    
   //最大次数を保持 
   int degree = edgelist.size(); 
   if(degree > maxDegree){ 
    maxDegree = degree; 
   }    






   //コミュニティを与える 
   ArrayList<Integer> comlist = new ArrayList<Integer>(); 
   comlist = network_.getComList(i); 
   cons.decideCommunity(comlist);    
   int numCom = comlist.size();   
    
   //初期パラメータを与える 
   if(hanbetsu == 1){ 
    //イノベーター情報を与える 
    int Ginnov = 1; 
    cons.decideInnovator(Ginnov); 
 
    //初期ニーズを与える 
    cons.decideNeeds(); 
     
    //初期技術を与える 
    cons.decideTechnology(); 
     
    //初期相談確率を与える 
    cons.decidePro(); 
     
    //初期他者解決確率を与える 
    cons.decideTechPro(); 
     
    //情報探索確率を与える 
    double PI = pInfoList.get((nInnov+nNInnov)); 
    cons.decideInfoSearch(PI); 
     
    //購買タイミングを与える 
    double PP = purchaseTimeLU.get(nInnov); 
    if(PP<0) PP = 0.0; 
    if(PP>1) PP = 1.0; 
    cons.decidePurchaseTime(PP); 
     
    //知人との接触回数 
    int NC = nContactList.get((nInnov+nNInnov)); 
    cons.decideNContact(NC); 
     
    //ニーズ発生確率 
    double PN = pNewNeedsLU.get(nInnov); 
    if(PN<0) PN = 0.0; 
    if(PN>1) PN = 1.0; 
    cons.decidePNewNeeds(PN); 
     
    //コミュニティメンバーへの相談確率 
    double PCN = pCNeeds.get(nInnov); 
    if(PCN<0) PCN = 0.0; 
    if(PCN>1) PCN = 1.0; 
    cons.decidePCNeeds(PCN); 
     
    //コミュニティメンバーへの開発紹介確率 
    double PCT = pCTech.get(nInnov); 
    if(PCT<0) PCT = 0.0; 
    if(PCT>1) PCT = 1.0; 
    cons.decidePCTech(PCT);  
     
    //解決の受容確率 
    double PTA = lead_.getpTechAcceptance(); 
    cons.decidePTechAcceptance(PTA); 
     
    //製品の受容確率 
    double PPA = lead_.getpProAcceptance(); 
    cons.decidePProAcceptance(PPA); 
         
    //ニーズの受容確率 
    double PNA = lead_.getpNeedsAcceptance(); 
    cons.decidePNeedsAcceptance(PNA); 
     
    //イノベーション確率 
    double PUI = lead_.getpInnovation(); 
    cons.decidePInnovation(PUI); 
     
    //製品情報を初期化 
    cons.decideProInfo(); 
     
    nInnov++; 
   } 
   else{ 
    //イノベーター情報を与える 
    int Ginnov = 0; 
    cons.decideInnovator(Ginnov); 
 
    //初期ニーズを与える 
    cons.decideNeeds(); 
     
    //初期技術を与える 
    cons.decideTechnology(); 
     
    //初期相談確率を与える 
    cons.decidePro(); 
     
    //初期他者解決確率を与える 
    cons.decideTechPro(); 
     
    //情報探索確率を与える 
    double PI = pInfoList.get((nInnov+nNInnov)); 
    if(PI<0) PI = 0.0; 
    if(PI>1) PI = 1.0; 
    cons.decideInfoSearch(PI); 
     
    //購買タイミングを与える 
    double PP = purchaseTimeNLU.get(nNInnov); 
    if(PP<0) PP = 0.0; 
    if(PP>1) PP = 1.0; 
    cons.decidePurchaseTime(PP); 
     
    //知人との接触回数 
    int NC = nContactList.get((nInnov+nNInnov)); 




     
    //ニーズ発生確率 
    double PN = pNewNeedsNLU.get(nNInnov); 
    if(PN<0) PN = 0.0; 
    if(PN>1) PN = 1.0; 
    cons.decidePNewNeeds(PN); 
     
    //コミュニティメンバーへの相談確率 
    double PCN = pCNeeds.get(nNInnov); 
    if(PCN<0) PCN = 0.0; 
    if(PCN>1) PCN = 1.0; 
    cons.decidePCNeeds(PCN); 
     
    //コミュニティメンバーへの開発紹介確率 
    double PCT = pCTech.get(nNInnov); 
    if(PCT<0) PCT = 0.0; 
    if(PCT>1) PCT = 1.0; 
    cons.decidePCTech(PCT);  
     
    //解決の受容確率 
    double PTA = lead_.getpTechAcceptance(); 
    cons.decidePTechAcceptance(PTA); 
     
    //解決の受容確率 
    double PPA = lead_.getpProAcceptance(); 
    cons.decidePProAcceptance(PPA); 
     
     
    //ニーズの受容確率 
    double PNA = lead_.getpNeedsAcceptance(); 
    cons.decidePNeedsAcceptance(PNA); 
     
    //イノベーション確率 
    double PUI = 0; 
    cons.decidePInnovation(PUI); 
     
    //製品情報を初期化 
    cons.decideProInfo(); 
     
    nNInnov++; 
   }   
  }    
 } 
  
 /* 消費者の活動 */  
 /* 消費者が製品を探す */ 
 public void dictateSearch(){ 
  int numConss = conslist.size();//消費者数を獲得 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.searchProduct(); 
  }  
 } 
  
 /* 消費者が製品を購入する */ 
 public void dictatePurchase(){ 
  int numConss = conslist.size();//消費者数を獲得 
  int step = lead_.getcurStep(); 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.purchaseProduct(); 
   int Gpurchase = cons.getPurchaseNumber(); 
  }  
 } 
 
 /* 消費者が他者に相談をするように指示を出す */ 
 public void consultationEdge(){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList<Consumer>)conslist.clone();//順番に並んでいるのを保持 
  int numOfcons = conslist.size();//消費者数を取得 
 
  Collections.shuffle(conslist);//消費者番号を無作為に入れ替える 
   
  //1 人ずつ取り出してエッジの貼られている消費者と接触 
  for(int a = 0; a < numOfcons; a++){//先頭から取り出して 
    
   Consumer consA = (Consumer)conslist.get(a); 
   int consnum = consA.dispConsnum(); 
   int step = lead_.getcurStep(); 
   double pTechAcceptanceA = consA.getpTechAcceptance();//consA の技術受容確率 
   double pProAcceptanceA = consA.getpProAcceptance();//consA の製品受容確率   
   ArrayList<Integer> edgelistA = new ArrayList<Integer>(); 
   edgelistA = consA.edgeDisp(); 
 
   int size = edgelistA.size(); 
   int contactNum = consA.getnContact();//接触回数 
   int count = 0; 
    
   do{ 
    //接触相手を決定 
    int crossNum = (int)(size * Math.random()); 
    int crossConsNum = edgelistA.get(crossNum); 
    Consumer consB = (Consumer)gijiconslist.get(crossConsNum); 
    ArrayList<Double> techProlist = new ArrayList<Double>(); 
    techProlist = consB.pTechProDisp();//他者からの解決フラグ 
    double pNeedsAcceptanceB = 0; 
     
    if(consA.innovDisp() == 0){ 
     pNeedsAcceptanceB = lead_.getpNeedsAcceptance(); 
    } 
    else{ 
     pNeedsAcceptanceB = lead_.getpNeedsAcceptance2(); 
    } 
 
    int GNEEDS = consA.getNeeds();//ニーズを 1個とってくる 
     
    if(GNEEDS != -1){//ニーズがあれば 





     double pro = Math.random(); 
      
     if(pro < pConsultation){//相談判定 
      int bGtech = consB.techDisp(GNEEDS);//ConsB の対応する技術 
      int bGneeds = consB.needsDisp(GNEEDS);//ConsB の対応するニーズ 
      double bGPTech = techProlist.get(GNEEDS);//他者から解決 0.5,自身 1，製品 10000 
      double pro2 = Math.random(); 
       
      if(bGtech == 1){//他者が技術を持っていれば 
       //製品の伝播であれば 
       if(bGPTech == 10000){ 
 
        double pro3 = Math.random(); 
        if(pro3 < pProAcceptanceA){//技術受容確率以下であれば 
         consA.updateNeeds(GNEEDS, -1);//自身のニーズを解消し 
         consA.updateTech(GNEEDS,1);//自身の技術として習得 
         consA.updateTechPro(GNEEDS, 10000);//他者から製品解決された場所にフラグ 
        } 
       } 
       else if(pro2 < bGPTech){ 
        double pro33 = Math.random(); 
        if(pro33 < pTechAcceptanceA){//技術受容確率以下であれば… 
         consA.updateNeeds(GNEEDS, -1);//自身のニーズを解消し 
         consA.updateTech(GNEEDS,1);//自身の技術として習得 
         consA.updateTechPro(GNEEDS, 0.5);//他者から UI解決された場所にフラグ 
        } 
       } 
      } 
      else if(bGneeds != -1){//consB は解決する技術を持っておらず，ニーズが企業によって満たされていない場合 
       double pro4 = Math.random(); 
       if(pro4 <pNeedsAcceptanceB){//ニーズ受容度 
        double pConsultation22 = 0; 
        int k = 0; 
        do{ 
         pConsultation22 = lead_.nDistribution(0.27, 0.424); 
         if(pConsultation22 < 1 && pConsultation22 > 0) break; 
        }while(k == 0); 
        consB.updateNeedsProbability(GNEEDS, pConsultation22); 
        consB.updateNeeds(GNEEDS, 1); 
       } 
      } 
     } 
    } 
    count++; 
   }while(count < contactNum); 
  } 
  //順番通りに戻す 
  conslist.clear(); 




 /* 消費者がコミュニティ内で相談するように指示を出す */ 
 public void consultationCom(){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList<Consumer>)conslist.clone();//順番を保持 
  int numOfcons = conslist.size();//消費者数を取得 
  int numOfCom = network_.getComNum();//コミュニティ数のゲット 
    
  ArrayList comlist[] = new ArrayList[numOfCom]; 
  
  for(int i=0; i<numOfCom; i++){    
   comlist[i] = new ArrayList<Consumer>(); 
  } 
   
  for(int i=0; i< numOfcons; i++){ 
   Consumer cons = (Consumer)conslist.get(i); 
    
   ArrayList<Integer> conscomlist = new ArrayList<Integer>(); 
   conscomlist = cons.comDisp();//消費者ごとの所属コミュニティリスト 
   int numOfConsCom = conscomlist.size();//所属コミュニティサイズ 
    
   for(int j=0; j<numOfConsCom; j++){ 
    int conscomnum = conscomlist.get(j);//所属コミュニティ番号 
    comlist[conscomnum].add(cons);//所属コミュニティのリストに消費者を入れる 
   } 
  } 
   
  //コミュニティ内で情報伝播 
  for(int i=0; i<numOfCom; i++){    
   int comSize = comlist[i].size();//コミュニティ内の消費者サイズ   
   double pCActibity = lead_.getpCActivity(i);//コミュニティの活動頻度 
   double pCNeedsShare = lead_.getpCNeedsShare(i);//コミュニティ内で相談された時のニーズ共有確率 
   double pCTechShare = lead_.getpCTechShare(i);//コミュニティ内で相談された時の技術共有確率    
   int step = lead_.getcurStep();   
   double pro = Math.random(); 
    
   if(pCActibity > pro){//活動月であれば     
    //ニーズの相談 
    ArrayList<Integer> needslist = new ArrayList<Integer>();//コミュニティ内で抱えているニーズリスト 
     
    for(int j=0; j<comSize; j++){//消費者一人ずつニーズを抽出 
     Consumer cons = (Consumer)comlist[i].get(j); 
     int consnum = cons.dispConsnum(); 
     double pro2 = Math.random(); 
     double pCConsul = cons.getpCNeeds();//コミュニティメンバーへ相談する確率 
      
     if(pro2 < pCConsul){//相談する会合である 
      int geneNum = cons.getNeeds();//相談するニーズ番号 
      if(geneNum != -1){//ニーズがあれば 
        
       double proN = Math.random(); 
       double pNConsul = cons.needsProbDisp(geneNum);//ニーズ相談確率 
        
       if(proN < pNConsul){//ニーズを相談すると決める 
        double pro3 = Math.random(); 
         
        if(pCNeedsShare>pro3){//ニーズが共有されれば 




         /*ニーズ共有プロセス*/ 
         ArrayList<Consumer> needsAccepter = new ArrayList<Consumer>();//ニーズ伝播された人 
         needsAccepter.add(cons);//cons はすでにニーズを持っているので加えておく 
          
         for(int k=0; k<comSize; k++){//ニーズが伝播される 
          Consumer cons2 = (Consumer)comlist[i].get(k); 
          double pNeedsAcceptance2 = 0; 
           
          if(cons.innovDisp() == 0){ 
           pNeedsAcceptance2 = lead_.getpNeedsAcceptance(); 
          } 
          else{ 
           pNeedsAcceptance2 = lead_.getpNeedsAcceptance2(); 
          }         
           
          int Gneeds = cons2.needsDisp(geneNum); 
           
          double pro4 = Math.random(); 
          if(pro4 < pNeedsAcceptance2 && Gneeds == 0){//ニーズ受容度を満たし，現在ニーズがない 
           cons2.updateNeeds(geneNum, 1); 
           double pConsultation22 = 0; 
           int c = 0; 
           do{ 
            pConsultation22 = lead_.nDistribution(0.27, 0.424); 
            if(pConsultation22 < 1 && pConsultation22 > 0) break; 
           }while(c == 0); 
           cons2.updateNeedsProbability(geneNum, pConsultation22); 
           needsAccepter.add(cons2);//ニーズ伝播した人を追加  
          } 
         } 
          
         /*技術伝播プロセス*/ 
         double pOffering = 0;//他者の解決かどうかを判定 
         double pPurchase = 0;//購買したものかどうかを判定 
         boolean hantei = false;//コミュニティメンバーが技術を保持しているか 
         for(int k=0; k<comSize; k++){ 
          Consumer cons2 = (Consumer)comlist[i].get(k); 
          int tech = cons2.techDisp(geneNum);//cons のニーズに対する技術 
          double TechPro = cons2.techProDisp(geneNum);//cons の他者からの解決確率 
          if(TechPro == 10000){ 
           pPurchase = 10000; 
           hantei = true; 
          } 
          if(TechPro > pOffering){ 
           pOffering = TechPro; 
           hantei = true; 
          } 
         } 
          
         if(hantei == true){//解決技術あり 
          double pro5 = Math.random(); 
          if(pOffering > pro5){//他者からの解決確率（通れば，技術提供あり） 
            
           for(int l=0; l<needsAccepter.size(); l++){//ニーズを持っている人々が技術解決される 
            Consumer cons3 = (Consumer)needsAccepter.get(l); 
            double pTechAcceptance = cons.getpTechAcceptance(); 
            double pro7 = Math.random(); 
            if(pTechAcceptance > pro7){//受容確率を満たせば技術伝播 
             cons3.updateNeeds(geneNum, -1);//自身のニーズを解消し 
             cons3.updateTech(geneNum,1);//自身の技術として習得 
             cons3.updateTechPro(geneNum, 0.5);//他者から解決された場所にフラグ 
            } 
           }  
          }          
          if(pPurchase == 10000){ 
            
           for(int l=0; l<needsAccepter.size(); l++){//ニーズを持っている人々が技術解決される 
            Consumer cons3 = (Consumer)needsAccepter.get(l); 
            double pProAcceptance = cons.getpProAcceptance(); 
            double pro6 = Math.random(); 
            if(pProAcceptance > pro6){//受容確率を満たせば技術伝播 
             cons3.updateNeeds(geneNum, -1);//自身のニーズを解消し 
             cons3.updateTech(geneNum,1);//自身の技術として習得 
             cons3.updateTechPro(geneNum, 10000);//他者から解決された場所にフラグ 
            } 
           }  
          } 
         } 
        } 
       } 
      } 
     }  
    } 
   } 
  } 
  //順番を戻す 
  conslist.clear(); 




 /* データベースへの情報提供 */  
 public void dictateInput(){   
  productspace_.clearDB();//前期におけるデータベース内のクリア  
  int numOfCons = conslist.size();  
  int focusWho = lead_.getFocusWho();//誰を 
  double focusRate = lead_.getFocusRate();//何割フォーカス  
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList<Consumer>)conslist.clone(); 
   
  if(focusWho == 0){//マスにフォーカス 
   int numOfFocus = (int)(focusRate * numOfCons);//企業にフォーカスされる人数 
   Collections.shuffle(conslist);//シャッフル 
   for(int i =0; i<numOfFocus; i++){ 
    Consumer cons = (Consumer)conslist.get(i); 
    cons.inputDB(); 
   } 
  } 





   int numOfFocus = (int)(focusRate *numOfCons);//企業にフォーカスされる人数  
   ArrayList<Integer> degList = new ArrayList<Integer>(); 
   ArrayList<Integer> tmpList = new ArrayList<Integer>(); 
    
   for(int i=0; i<numOfCons; i++){ 
     
    ArrayList<Integer> edgelist = new ArrayList<Integer>(); 
    edgelist = network_.getEdgeList(i); 
    int degree = edgelist.size();     
    degList.add(degree);//次数を決定 
    tmpList.add(i); 
   } 
    
   Collections.sort(degList); 
   Collections.reverse(degList); 
    
   int elementNum=0; 
   do{ 
    int degree = degList.get(elementNum);     
    for(int i=0; i<numOfCons; i++){ 
     tmpList.add(i); 
    } 
    do{      
     int consnum = tmpList.get(0); 
     Consumer cons = (Consumer)conslist.get(consnum);      
     int deg = cons.degreeDisp(); 
      
     if(deg == degree){ 
      int innov = cons.innovDisp();//リードユーザーかどうか     
  
      if(innov == 1){ 
       cons.inputDB(); 
       numOfFocus--; 
       break; 
      } 
      else{ 
       tmpList.remove(0); 
      } 
     } 
     else{ 
      tmpList.remove(0); 
     } 
    }while(tmpList.size() != 0); 
  
    elementNum++; 
   }while(elementNum < numOfFocus); 
  } 
   
  //順番を戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone();   
 } 
 
 /*ニーズ発生と UI*/ 
 /* 消費者集団にニーズ発生させる */ 
 public void needsGeneration(){ 
  int numOfCons = conslist.size();   
  for(int a=0; a<numOfCons; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.generateNeeds();//ニーズ発生 
  } 
 } 
   
 /* 消費者集団にユーザーイノベーションを行わせる */ 
 public void userInnovation(){ 
  int numOfCons = conslist.size(); 
  int step = lead_.getcurStep(); 
   
  for(int a=0; a<numOfCons; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.flashTech();//技術ひらめき 
   int uinum = cons.getUiNumber();    
  } 
 } 
  
 /* 線形スケーリング */ 
 public double Scaling(double fitness, double katamuki, double seppen){ 
  double z = 0;  
  double scaling_fit = 0; 
   
  scaling_fit = katamuki * fitness + seppen; 
  z = scaling_fit; 
  if(z < 0) { 
   z = 0; 
   scaling_fit = 0; 
  } 
  return z; 
 }  
  
  
    /* 相関係数を求める */ 
    public double soukankeisuInt( ArrayList<Integer> x,  ArrayList<Integer> y, int numOfConss ) {     
     double r; //相関係数    
        double  xt,yt,x2t,y2t,xyt,xh,yh,xs,ys; 
        xt = 0; yt = 0; xyt = 0; x2t = 0; y2t = 0; 
        double xsd,ysd; 
 
        for( int  i=0; i<numOfConss; i++)  { 
             xt += x.get(i);   yt += y.get(i); 
             x2t += x.get(i)*x.get(i);    y2t += y.get(i)*y.get(i); 
             xyt += x.get(i)*y.get(i); 
        } 
        xh = xt/numOfConss; 
        yh = yt/numOfConss; 
        xsd=x2t/numOfConss-xh*xh; 
        ysd=y2t/numOfConss-yh*yh;  
        xs = Math.sqrt(xsd); 
        ys = Math.sqrt(ysd); 




     return r; 
   } 
     
   public double soukankeisuDouble( ArrayList<Double> x,  ArrayList<Integer> y, int numOfConss ) {    
     double r; //相関係数 
        double  xt,yt,x2t,y2t,xyt,xh,yh,xs,ys; 
        xt = 0; yt = 0; xyt = 0; x2t = 0; y2t = 0; 
        double xsd,ysd; 
 
        for( int  i=0; i<numOfConss; i++)  { 
             xt += x.get(i);   yt += y.get(i); 
             x2t += x.get(i)*x.get(i);    y2t += y.get(i)*y.get(i); 
             xyt += x.get(i)*y.get(i); 
        } 
        xh = xt/numOfConss; 
        yh = yt/numOfConss; 
        xsd=x2t/numOfConss-xh*xh; 
        ysd=y2t/numOfConss-yh*yh;  
        xs = Math.sqrt(xsd); 
        ys = Math.sqrt(ysd); 
        r = (xyt/numOfConss-xh*yh)/(xs*ys); 
     return r; 
   } 
    
   public double soukankeisuIntDouble( ArrayList<Integer> x,  ArrayList<Double> y, int numOfConss ) { 
     
    double r; //相関係数 
       double  xt,yt,x2t,y2t,xyt,xh,yh,xs,ys; 
       xt = 0; yt = 0; xyt = 0; x2t = 0; y2t = 0; 
       double xsd,ysd; 
        
       for( int  i=0; i<numOfConss; i++)  { 
            xt += x.get(i);   yt += y.get(i); 
            x2t += x.get(i)*x.get(i);    y2t += y.get(i)*y.get(i); 
            xyt += x.get(i)*y.get(i); 
       } 
       xh = xt/numOfConss; 
       yh = yt/numOfConss; 
       xsd=x2t/numOfConss-xh*xh; 
       ysd=y2t/numOfConss-yh*yh;  
       xs = Math.sqrt(xsd); 
       ys = Math.sqrt(ysd); 
       r = (xyt/numOfConss-xh*yh)/(xs*ys); 
       return r; 
   } 
  
 /* セッタ・ゲッタ関数*/ 
 public int getComnum() { 
  return comnum; 
 } 
 
 public void setComnum(int comnum) { 
  this.comnum = comnum; 
 } 
  
 public int getMaxDegree() { 
  return maxDegree; 
 } 
 
 public void setMaxDegree(int maxDegree) { 














public class ProductSpace { 
 private String spacename_;//製品空間名 
 private Lead lead_; 
 private ArrayList<ArrayList> databaseNeeds = new ArrayList<ArrayList>();//ニーズデータベース 
 private ArrayList<ArrayList> databaseTech = new ArrayList<ArrayList>();//技術データベース 
 private ArrayList<Product> productlist = new ArrayList<Product>();//製品リスト 
  
  
 /* 製品空間コンストラクタ */ 
 public ProductSpace(String spacename, Lead lead){ 
  spacename_ = spacename; 
  lead_ = lead; 
 }  
  
 /* 製品を登録 */ 
 public void entry(Product product){ 
  productlist.add(product); 
 } 
  
 /* 製品空間内の製品数ゲッタ */ 
 public int getPlist(){ 
  return productlist.size(); 
 } 
  
 /* 製品数を取得 */ 
 public void confirmChrom(){ 
  int numProducts = productlist.size(); 
   
  for(int a=0; a< numProducts ; a++){ 
   Product Pspec = (Product)productlist.get(a); 







 /* 製品を消費者が評価する */ 
 public ArrayList<Integer> HyokaProduct(ArrayList<Integer> Ccut){ 
  int CcutSize = Ccut.size();//属性数をゲット 
  ArrayList<Integer> list = new ArrayList<Integer>();//製品ニーズ解消番号 
  int numOfProducts = productlist.size(); 
   
  if(numOfProducts != 0){//製品があれば 
   for(int j=0; j<CcutSize; j++){ 
     
    int Gvalue = Ccut.get(j); 
    if(Gvalue==1){//ニーズが立っている場合は 
      
     int productnum = 0; 
     do{  
      Product product = (Product)productlist.get(productnum); 
      int prozoku = product.lookSpec(j);//製品属性値 
       
      if(prozoku == 1){//ニーズと同じ番号の製品属性を持っていれば 
       list.add(j);//企業製品でニーズが解消される可能性のあるニーズ番号を入れる 
       break; 
      } 
      productnum++;  
     }while(productnum != numOfProducts); 
    } 
   } 
  } 




 public void clearDB(){ 
  databaseNeeds.clear(); 
  databaseTech.clear(); 
 } 
  
 /* データベース内の情報量を返す（ニーズ） */ 
 public int sizeDBN(){ 
  int size = databaseNeeds.size(); 
  return size; 
 } 
  
 /* データベース内の情報量を返す（技術） */ 
 public int sizeDBT(){ 
  int size = databaseTech.size(); 
  return size; 
 } 
  
 /* データベースに技術を登録 */ 
 public void setDatabaseTech(ArrayList<Integer> techlist) { 




 public void setDatabaseNeeds(ArrayList<Integer> needslist) { 




 public ArrayList getDatabaseNeeds() { 
  return databaseNeeds; 
 } 
  
 public ArrayList getDatabaseTech() { 










public class Firm { 
 private String firmname_;//企業名 
 private ProductSpace productspace_;//所属製品空間 
 private Lead lead_; 
 private ArrayList<Integer> mytech = new ArrayList<Integer>();//保有技術染色体 
 private ArrayList<Integer> myst = new ArrayList<Integer>();//誰を 
 private ArrayList<Double> myst2 = new ArrayList<Double>();//何割フォーカス 
 private ArrayList<Integer> mycog = new ArrayList<Integer>();//認識ニーズ番号 
 private ArrayList<Integer> mycog2 = new ArrayList<Integer>();//認識技術番号 
 private ArrayList<Integer> myproduct = new ArrayList<Integer>();//企業の製品化待ち技術 
 Product product[] = new Product[2000];//製品の最大値   
  
  
 /* 企業コンストラクタ */ 
 public Firm(String firmname, ProductSpace productspace,  Lead lead){ 
  firmname_ = firmname; 
  productspace_ = productspace; 
  lead_ = lead; 
 } 
  
 /* 内部モデルの設定 */ 
 /* 経営戦略属性を決定する */ 
 public void decideManaSt(){ 
  int focusWho = lead_.getFocusWho();//誰にフォーカスするか 
  double focusRate = lead_.getFocusRate();//何割にフォーカスするか 
  myst.add(focusWho);//誰を 
  myst2.add(focusRate);//何割フォーカス 
 } 
  
 /* 技術属性を決定する */ 
 public void decideTechnology(){ 




  for(int b=0; b<numOfZoku; b++){//技術初期値を与える 
    int Gtech = 0; 
    mytech.add(Gtech);  




 public void decideFirmProduct(){ 
  int developmentTime = lead_.getDevelopmentTime();//開発期間分-1 を入れておく 
  for(int i=0; i<developmentTime; i++){ 
   myproduct.add(-1); 
  } 
 } 
  
 /*企業行動*/  
 /* 消費者にアクセスし，調査を行う */ 
 public void researchConsumer(){ 
  int sizeDBN = productspace_.sizeDBN(); 
  if(sizeDBN != 0){//データベース内にニーズが入っていれば 
   //データベースからニーズと技術をゲット 
   ArrayList<ArrayList> databaseNeeds = new ArrayList<ArrayList>(); 
   databaseNeeds = productspace_.getDatabaseNeeds();//フォーカスした消費者の数分のニーズ 
    
   //前期までの認識の初期化 
   int numOfZoku = lead_.getPZoku(); 
   mycog.clear(); 
   for(int j=0; j<numOfZoku; j++){ 
    mycog.add(0); 
   } 
    
   //自分の認識に市場のニーズを加える 
   for(int i=0; i<sizeDBN; i++){ 
    int temp = 0; 
    ArrayList<Integer> needslist = new ArrayList<Integer>(); 
    needslist = (ArrayList)databaseNeeds.get(i); 
    //ニーズリストからニーズを分析 
    for(int j=0; j<needslist.size(); j++){ 
     if(needslist.get(j) == 1){//ニーズがある（1 の立っている）ニーズ番号に 1 を足す 
      mycog.add(j); 
     } 
    } 
   } 
    
   ArrayList<Integer> templist = new ArrayList<Integer>(); 
   templist = (ArrayList<Integer>)mycog.clone(); 
    
   Collections.sort(templist); 
   Collections.reverse(templist); 
    
   int maxNeeds = templist.get(0); 
   int numOfmaxNeeds = 0; 
    
   for(int x=0; x<templist.size(); x++){ 
    int number = mycog.get(x); 
    if(maxNeeds == number){ 
     numOfmaxNeeds = x; 
     break; 
    } 
   } 
  } 
 
  int sizeDBT = productspace_.sizeDBT();//データベース内の技術数 
  if(sizeDBT != 0){//データベース内に技術が入っていれば 
   //データベースから技術を得る 
   ArrayList<ArrayList> databaseTech = new ArrayList<ArrayList>(); 
   databaseTech = productspace_.getDatabaseTech(); 
     
   //認識の初期化 
   int numOfZoku = lead_.getPZoku(); 
   mycog2.clear(); 
   for(int j=0; j<numOfZoku; j++){ 
    mycog2.add(0); 
   } 
    
   //自分の認識に市場のニーズと技術を加える 
   for(int i=0; i<sizeDBT; i++){ 
    ArrayList<Integer> techlist = new ArrayList<Integer>(); 
    techlist = (ArrayList<Integer>)databaseTech.get(i); 
    //技術リストから技術を分析 
    for(int j=0; j<techlist.size(); j++){ 
     if(techlist.get(j) == 1){//技術がある（1 の立っている）技術番号に 1 を足す 
      mycog2.add(j); 
     } 
    } 
   } 
  } 
 } 
  
 /* 製品を開発する */ 
 public void developProduct(){ 
  int formationConcept = lead_.getFormationConcept();//製品開発コンセプト形成方法 
  int researchTime = lead_.getResearchTiming();//開発期間 
  int step = lead_.getcurStep(); 
  int numOfZoku = lead_.getPZoku(); 
  int NBIT = lead_.getNbit();//情報の粘着性 
   
  //認識しているニーズ情報 
  ArrayList<Integer> needsNumlist = new ArrayList<Integer>(); 
  ArrayList<Integer> techNumlist = new ArrayList<Integer>(); 
  techNumlist = (ArrayList<Integer>)mycog2.clone(); 
   
  //ニーズ調査（粘着性考慮） 
  ArrayList<Integer> needsFamily = new ArrayList<Integer>(); 
  for(int k=0; k<numOfZoku; k++){ 
   int BB = 0; 
   for(int l=0; l < NBIT +1; l++){ 
    if(l==0){ 
     BB = mycog.get(k); 





    else{ 
     if(k+l >= numOfZoku){ 
      int temp2 = k+l - numOfZoku; 
      BB += mycog.get(temp2); 
     } 
     else{ 
      BB += mycog.get(k+l); 
     } 
     int rev = l*(-1); 
     int temp = k + rev; 
     if(temp < 0){ 
      temp = numOfZoku + temp; 
     } 
     BB += mycog.get(temp); 
    } 
   }  
   needsFamily.add(BB); 
  } 
  
  mycog.clear(); 
  for(int k=0; k<numOfZoku; k++){ 
   int zoku = needsFamily.get(k); 
   mycog.add(zoku); 
  } 
  needsNumlist = (ArrayList<Integer>)mycog.clone();//ニーズ番号別ニーズ数 
  if(step%researchTime == 1 || researchTime == 1){ 
   if(formationConcept == 0){//ニーズの最も多い属性番号を抽出 
    //ソート 
    Collections.sort(needsNumlist); 
    Collections.reverse(needsNumlist); 
     
    int numOfneeds = needsNumlist.get(0); 
     
    if(numOfneeds != 0){//ニーズ情報があれば 
     int hantei = 0; 
     int count = 0; 
     do{ 
      ArrayList<Integer> LIST = new ArrayList<Integer>(); 
      for(int x=0; x<needsNumlist.size(); x++){ 
       LIST.add(x); 
      }     
      int needsNum = 0; 
      int Nvalue = needsNumlist.get(count); 
       
      do{  
       int k = (int)(Math.random()*LIST.size()); 
       int a = LIST.get(k); 
       if(Nvalue == mycog.get(a)){//製品化するニーズ番号の同定 
        needsNum = a; 
        if(mytech.get(needsNum)== 0){ 
         //ニーズ番号 
         int SAIMAX = NBIT * 2 + 1; 
         int SAI = (int)(SAIMAX * Math.random()); 
         needsNum = needsNum - NBIT; 
         needsNum = SAI + needsNum; 
          
         if(needsNum >= numOfZoku){ 
          needsNum = needsNum - numOfZoku; 
         } 
          
         if(needsNum < 0){ 
          needsNum = numOfZoku + needsNum; 
         } 
         mytech.set(needsNum, 1);//自社技術にする 
         myproduct.add(needsNum);//開発リストにニーズ番号を入れる 
         hantei = 1; 
         break; 
        } 
        LIST.remove(k); 
       } 
       else{ 
        LIST.remove(k); 
       } 
      }while(0 <LIST.size()); 
       
      if(hantei == 1){ 
       break; 
      } 
      count++; 
     }while(needsNumlist.size() >count); 
     //製品化ニーズが見つからなかった場合 
     if(hantei == 0){ 
      myproduct.add(-1);//開発期間保持のため-1 を入れる 
     } 
    } 
    else{//いうニーズ情報がなければ 
     myproduct.add(-1);//開発期間保持のため-1 を入れておく 
    } 
   } 
   if(formationConcept == 1){//技術の多いもの 
    Collections.sort(techNumlist); 
    Collections.reverse(techNumlist); 
    int hantei = 0; 
     
    do{ 
     int numOftech = techNumlist.get(0);     
     if(numOftech != 0){//技術があれば 
      int Nvalue = techNumlist.get(0); 
      int count = 0; 
      do{ 
       if(Nvalue == mycog2.get(count)){//製品化するニーズ番号の同定 
        if(mytech.get(count)== 0){//まだ技術になっていなければ 
         myproduct.add(count); 
         mytech.set(count, 1); 
         hantei = 1; 
         break; 
        } 
       }  




      }while(count != mycog2.size()); 
       
      if(count == mycog2.size()){ 
       techNumlist.remove(0); 
      } 
     } 
     else{ 
      techNumlist.remove(0); 
     } 
     if(hantei ==1){ 
      break; 
     } 
    }while(techNumlist.size() != 0); 
     
    if(techNumlist.size()==0) myproduct.add(-1); 
   } 
  } 
  else{ 
   myproduct.add(-1); 
  }  
 } 
  
 /* 製品を投入する */ 
 public void releaseProduct(){ 
  int numOfZoku = lead_.getPZoku();//製品属性数のゲット 
  int techNum = myproduct.get(0);//製品化技術をゲット 
  myproduct.remove(0);//開発減らす 
   
  //開発技術があれば製品化し投入 
  if(techNum != -1){ 
   int productsize = productspace_.getPlist();//製品の数を得る 
   product[productsize] = new Product("製品"+productsize); 
   productspace_.entry(product[productsize]);//企業がいる製品空間の製品リストに製品を登録 
    
   for(int i =0; i<numOfZoku; i++){ 
    if(i == techNum){//製品化技術番号なら 1 を立てる 
     product[productsize].decidePspec(1); 
    } 
    else{//そうでなければゼロを 
     product[productsize].decidePspec(0); 
    }  
   }   
  } 
 } 
  
 /* 企業の名前を表示 */ 
 public String toString(){ 
  return firmname_; 
 } 
  
 /* 開発製品の属性を得る */ 
 public int getDevelop() { 
   
  int developmentTime = lead_.getDevelopmentTime(); 
  int developnum = myproduct.get(developmentTime); 
  return developnum; 
 } 
 
 /* 技術を表示 */ 
 public int techDisp(int position){ 
  int tech = mytech.get(position); 










public class Consumer { 
 private int consnum_;//消費者名 
 private ProductSpace productspace_;//所属製品空間 
 private Lead lead_; 
 //内部モデル 
 private ArrayList<Integer> myinnov = new ArrayList<Integer>();//LU 判定 
 private ArrayList<Integer> myneeds = new ArrayList<Integer>();//ニーズ 
 private ArrayList<Integer> mytech = new ArrayList<Integer>();//技術 
 private ArrayList<Integer> myedge = new ArrayList<Integer>();//エッジ 
 private ArrayList<Integer> mycom = new ArrayList<Integer>();//コミュニティ 
 private ArrayList<Double> myprobability = new ArrayList<Double>();//相談確率 
 private ArrayList<Double> myTechPro = new ArrayList<Double>();//他者から解決された場合には pOffering,自身の場合は 1 
 private ArrayList<Integer> myproinfo = new ArrayList<Integer>();//ニーズ解消可能性のある製品情報 
 private double purchaseTime;//購買タイミング 
 private double infoSearch;//情報探索確率 
 private double pNewNeeds;//ニーズ発生確率 
 private int nContact;//接触回数 
 private double pCNeeds;//コミュニティメンバーへの相談確率 
 private double pCTech;//コミュニティメンバーへの技術紹介確率 
 private double pTechAcceptance;//解決の受容確率 
 private double pProAcceptance;//製品の受容確率 
 private double pNeedsAcceptance;//問題・ニーズの受容確率 
 private double pInnovation;//ユーザーイノベーション確率 
 private int uiNumber = 0;//ユーザーイノベーション番号 
 private int purchaseNumber = 0;//購買製品番号 
 Product product[] = new Product[2000];//製品の最大値 
 
  
 /* コンストラクタ */ 
 public Consumer(int consnum, ProductSpace productspace, Lead lead){ 
  consnum_ = consnum; 
  productspace_ = productspace; 








 /* イノベーター情報を決定する */ 
 public void decideInnovator(int Ginnov){ 
  myinnov.add(Ginnov); 
 } 
  
 /* ニーズ属性を決定する */ 
  
 public void decideNeeds(){//初期値は全員ゼロ 
  int zoku = lead_.getPZoku(); 
    
  for(int b=0; b<zoku; b++){ 
   int Gneeds = 0; 
   myneeds.add(Gneeds); 
  } 
 } 
  
 /* 技術属性を決定する */ 
 public void decideTechnology(){//初期値は全員ゼロ 
  int zoku = lead_.getPZoku(); 
  for(int b=0; b<zoku; b++){ 
   int Gtech = 0; 
   mytech.add(Gtech); 
  } 
 } 
  
 /* 確率を決定する */ 
 public void decidePro(){//初期値は全員ゼロ 
  int zoku = lead_.getPZoku(); 
  for(int b=0; b<zoku; b++){ 
   double Gcut = 0; 
   myprobability.add(Gcut); 
  } 
 } 
  
 /* 他者から解決された場合 */ 
 public void decideTechPro(){//初期値は全員ゼロ 
  int zoku = lead_.getPZoku(); 
  for(int b=0; b<zoku; b++){ 
   double Gpro = 0; 
   myTechPro.add(Gpro); 
  } 
 } 
  
 /* 企業製品情報の収集確率 */ 
 public void decideInfoSearch(double Gvalue){ 




 public void decideProInfo(){ 
  int zoku = lead_.getPZoku(); 
  for(int b=0; b<zoku; b++){ 
   int Ginfo = 0; 
   myproinfo.add(Ginfo); 




 public void decidePurchaseTime(double Gvalue){ 
  purchaseTime = Gvalue; 
 } 
  
 /*接触回数*/  
 public void decideNContact(int NC){ 




 public void decidePNewNeeds(double Gvalue){ 
  pNewNeeds = Gvalue; 
 } 
  
 /* コミュニティメンバーへの相談確率 */ 
 public void decidePCNeeds(double Gvalue){ 
  pCNeeds = Gvalue; 
 } 
  
 /* コミュニティメンバーへの開発紹介確率 */ 
 public void decidePCTech(double Gvalue){ 
  pCTech = Gvalue; 
 } 
  
 /* 解決の受容確率 */ 
 public void decidePTechAcceptance(double Gvalue){ 
  pTechAcceptance = Gvalue; 
 } 
  
 /* 製品の受容確率 */ 
 public void decidePProAcceptance(double Gvalue){ 
  pProAcceptance = Gvalue; 
 } 
  
 /* ニーズの受容確率 */ 
 public void decidePNeedsAcceptance(double Gvalue){ 
  pNeedsAcceptance = Gvalue; 
 } 
  
 /* ユーザーイノベーション確率 */ 
 public void decidePInnovation(double Gvalue){ 
  pInnovation = Gvalue; 
 } 
  
 /* エッジを与える*/ 
 public void decideEdge(ArrayList<Integer> edgelist){ 
  int size = edgelist.size(); 
  for(int i = 0; i<size; i++){ 
   int Gedge = edgelist.get(i); 




  } 
 }  
  
 /* コミュニティを与える */ 
 public void decideCommunity(ArrayList<Integer> comlist){ 
  int size = comlist.size(); 
  for(int i = 0; i<size; i++){ 
   int Gcom = comlist.get(i); 
    mycom.add(Gcom);     




 /* ニーズが発生する */ 
 public void generateNeeds(){ 
  int zoku = lead_.getPZoku(); 
   
  double pro = Math.random(); 
  ArrayList<Integer> dummyList = new ArrayList<Integer>(); 
   
  for(int i=0; i<zoku; i++){ 
   dummyList.add(i); 
  } 
  
  if(pro < pNewNeeds){//確率満たす 
   do{ 
    int position = (int)(dummyList.size() * Math.random());//ポジションを得る 
    int Gneeds = dummyList.get(position);//ポジション番目のニーズをゲット 
    dummyList.remove(position); 
     
    if(myneeds.get(Gneeds) != -1 && myneeds.get(Gneeds) != 1){//解決されていないニーズ or すでにニーズとなっていない 
     myneeds.set(Gneeds, 1);//ニーズ発生 
     int k = 0; 
     double pConsul = 0; 
     do{ 
      pConsul = lead_.nDistribution(0.27, 0.424); 
      if(pConsul < 1 && pConsul > 0) break; 
     }while(k == 0); 
 
     myprobability.set(Gneeds, pConsul);//ニーズごとに相談確率を決定 
     break; 
    } 
     
   }while(dummyList.size() > 0);//検索するニーズがなくなるまで 
  } 
 } 
 
 /* 消費者が技術をひらめく */ 
 public void flashTech(){ 
  double pro = Math.random(); 
   
  //LU，かつ，技術開発確率以下であれば UI を行う 
  if(myinnov.get(0) == 1 && pro < pInnovation){    
   int geneNum = getNeeds();//イノベーションを起こすニーズ 
   if(geneNum != -1){//ニーズが存在すれば 
//    System.out.println("ユーザーイノベーション！"); 
    myneeds.set(geneNum, -1);//ニーズを 0 にし 
    mytech.set(geneNum, 1);//技術を獲得 
    myTechPro.set(geneNum, 1.0);//自身で解決したものなので 1 を立てる 
    uiNumber = geneNum; 
   } 
   else{ 
    uiNumber = -1; 
   } 
  } 
  else{ 
   uiNumber = -1; 
  } 
 } 
  
 /* ニーズと技術をデータベースに登録*/ 
 public void inputDB(){ 
  ArrayList<Integer> needslist = new ArrayList<Integer>(); 
  needslist = (ArrayList<Integer>)myneeds.clone(); 
  productspace_.setDatabaseNeeds(needslist); 
  ArrayList<Integer> techlist = new ArrayList<Integer>();  
  techlist = (ArrayList<Integer>)mytech.clone(); 
  productspace_.setDatabaseTech(techlist); 
 } 
  
 /* 消費者が製品を探す */ 
 public void searchProduct(){ 
  ArrayList<Integer> list = new ArrayList<Integer>();//発見ニーズ番号 
  double random = Math.random(); 
   
  //情報探索タイミングが来たら製品空間に入り製品を評価する，ニーズが満たされた属性番号を返す 
  if(random < infoSearch){ 
   list = productspace_.HyokaProduct(myneeds);//ニーズに対応した製品が存在する場合に，そのニーズ番号（製品番号）が入ったリストが返ってくる 
  } 
   
  //製品として解消可能性のある属性番号を格納する． 
  double random2 = Math.random(); 
  double pGain = lead_.getPGAIN();//発見確率 
   
  if(random2 < pGain){//発見できた場合に 
   for(int i=0; i<list.size(); i++){ 
    int geneNum = list.get(i); 
    myproinfo.set(geneNum, 1);//1 を立てる 
   } 
  } 
 } 
  
 /* 消費者が製品を購入する */ 
 public void purchaseProduct(){ 
  double random = Math.random(); 
   
  //購買時期であれば 
  if(random < purchaseTime){ 





   boolean hantei = false; 
   for(int a=0; a<proSize; a++){//ニーズに対応した製品があるかを判定 
     
    int zoku = myproinfo.get(a); 
    if(zoku == 1){ 
     hantei = true; 
     break; 
    } 
   } 
 
   if(hantei == true){//ニーズに対応した製品があればランダムにひとつ選ぶ 
    int count = 0; 
    int searchPoint = (int)(proSize * Math.random());//探索開始地点 
     
    do{ 
     if(searchPoint >= proSize){ 
      searchPoint = searchPoint - proSize; 
     } 
      
     if(myproinfo.get(searchPoint)==1){//ニーズに対応した製品である 
      if(myneeds.get(searchPoint)==1){//まだニーズが残っている 
       myneeds.set(searchPoint, -1);//ニーズを-1 にして解消 
       mytech.set(searchPoint, 1);//1 にして 
       myTechPro.set(searchPoint, 10000.0);//フラグ 
       purchaseNumber = searchPoint; 
       break; 
      }  
     } 
      
     searchPoint++; 
     count++; 
    }while(count<proSize); 
   } 
   else{ 
    purchaseNumber = -1; 
   } 
  } 
  else{ 
   purchaseNumber = -1; 
  } 
 } 
  
 /* ニーズ（1）が立っている遺伝子座を返す（判定エラーは-1 を返す） */ 
 public int getNeeds(){ 
  boolean hantei = false; 
  int numOfZoku = lead_.getPZoku(); 
  int geneNum = (int)(Math.random()*numOfZoku);//探索基準となるニーズ番号 
  int count = 0; 
  int Gneeds = 0; 
   
  do{ 
   if(geneNum <numOfZoku){//属性数よりニーズ番号が小さい間は 
    Gneeds = myneeds.get(geneNum); 
   } 
   else{//ニーズ番号が属性数を超えたら，0 から探索 
    geneNum = geneNum - numOfZoku; 
    Gneeds = myneeds.get(geneNum); 
   } 
   if(Gneeds == 1){ 
    hantei = true; 
    break; 
   } 
    
   geneNum++;//探索番号を 1増やす 
   count++; 
  }while(count < numOfZoku); 
   
  if(hantei == false){ 
   geneNum = -1; 
  } 
  return geneNum; 
 } 
 
 /* ニーズの数を返す */ 
 public int getNumOfNeeds() { 
  int numOfZoku = lead_.getPZoku();//属性数 
  int numOfNeeds = 0;//ニーズ数 
   
  for(int i=0; i<numOfZoku; i++){ 
   int Gneeds = myneeds.get(i); 
   if(Gneeds == 1){ 
    numOfNeeds++; 
   }  
  } 
  return numOfNeeds;  
 } 
  
 /* 解決されたニーズ数を返す */ 
 public int getNumOfNeedsSolved(){ 
   
  int numOfZoku = lead_.getPZoku();//属性数 
  int numOfNeedsSolved = 0;//ニーズ数 
   
  for(int i=0; i<numOfZoku; i++){ 
   int Gneeds = myneeds.get(i); 
    
   if(Gneeds == -1){ 
    numOfNeedsSolved++; 
   } 
  } 
  return numOfNeedsSolved;  
 } 
  
 /* 消費者名を表示 */ 
 public int dispConsnum(){ 







 /* 解決確率更新 */ 
 public void updateTechPro(int position, double GTechPro){ 




 /* 内部モデルの抽出 */  
 /* LU or NLU */ 
 public int innovDisp(){ 
  int innov = myinnov.get(0); 
  return innov; 
 } 
  
 /* ニーズ値を得る */ 
 public int needsDisp(int position){ 
  int Gneeds = myneeds.get(position); 
  return Gneeds; 
 } 
  
 /* 他者から解決された確率 */ 
 public double techProDisp(int position){ 
  double Gneeds = myTechPro.get(position); 
  return Gneeds; 
 } 
  
 /* ニーズ一覧を得る */ 
 public ArrayList<Integer> needsListDisp(){ 
  ArrayList<Integer> needslist = new ArrayList<Integer>(); 
  needslist = (ArrayList<Integer>)myneeds.clone(); 
  return needslist; 
 } 
  
 /* 相談確率一覧を得る */ 
 public ArrayList<Double> pConsulListDisp(){ 
  ArrayList<Double> pConsullist = new ArrayList<Double>(); 
  pConsullist = (ArrayList<Double>)myprobability.clone(); 
  return pConsullist; 
 } 
  
 /* 他者から解決された確率一覧を得る */ 
 public ArrayList<Double> pTechProDisp(){ 
  ArrayList<Double> pTechPro = new ArrayList<Double>(); 
  pTechPro = (ArrayList<Double>)myTechPro.clone(); 
  return pTechPro; 
 } 
  
 /* エッジを得る */ 
 public ArrayList<Integer> edgeDisp(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = (ArrayList<Integer>)myedge.clone(); 
  return list; 
 } 
  
 /* 次数を得る */ 
 public int degreeDisp(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = (ArrayList<Integer>)myedge.clone(); 
  int degree = list.size(); 
  return degree; 
 } 
  
 /* コミュニティを得る */ 
 public ArrayList<Integer> comDisp(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = (ArrayList<Integer>)mycom.clone();  
  return list; 
 } 
  
 /* 技術を得る */ 
 public int techDisp(int position){ 
  int tech = mytech.get(position); 




 public double needsProbDisp(int position){ 
  double pro = myprobability.get(position); 
  return pro; 
 } 
  
 /* 内部モデルの書き換え */ 
 /*ニーズを更新*/ 
 public void updateNeeds(int geneNum, int Gvalue){  




 public void updateNeedsProbability(int geneNum, double Gvalue){ 
  myprobability.set(geneNum,Gvalue); 
 } 
  
 /* 技術を更新 */ 
 public void updateTech(int geneNum, int Gvalue){  





 public int getUiNumber() { 
  return uiNumber; 
 } 
 
 public int getPurchaseNumber() { 
  return purchaseNumber; 
 } 
  
 public int getnContact() { 







 public double getpTechAcceptance() { 
  return pTechAcceptance; 
 } 
 
 public double getpNeedsAcceptance() { 
  return pNeedsAcceptance; 
 } 
  
 public double getpCNeeds() { 
  return pCNeeds; 
 } 
 
 public double getpCTech() { 
  return pCTech; 
 } 
  
 public double getpProAcceptance() { 











public class Product { 
 private String productname_;//製品名 
 private ArrayList<Integer> myproduct = new ArrayList<Integer>();//製品仕様 
  
 /* コンストラクタ */ 
 public Product(String productname){ 
  productname_ = productname; 
 } 
 
 /* スペックをみる*/ 
 public int lookSpec(int ZokuNum){ 
  int z = myproduct.get(ZokuNum); 
  return z; 
 } 
  
 /* 製品名を表示 */ 
 public String toString(){ 
  return productname_; 
 } 
  
 /* 技術属性を決定する */ 
 public void decidePspec(int Pzoku){ 
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