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DADES ADICIONALS DE TEMPERATURA 
 
 
Cas1  3x2,5 geometria1 T=14  
Npunts 159681 Tmin 287 Tmax 298 Tmitj 295.773 Dt,T 1.11375 
 
Cas2  3x2,5 geometria2 T=14  
Npunts 160583 Tmin 287 Tmax 298 Tmitj 295.396  Dt,T 1.56041 
 
Cas3  5x2,5 geometria1 T=14  
Npunts 192201 Tmin 287 Tmax 298 Tmitj 295.619 Dt,T 1.03785 
 
Cas4  5x2,5 geometria2 T=14  
Npunts 193103 Tmin 287 Tmax 298 Tmitj 295.318 Dt,T 1.36071 
 
Cas5  3x2,5 geometria1 T=16  
Npunts 159681 Tmin 289 Tmax 298 Tmitj 296.165 Dt,T 0.841149 
 
Cas6  3x2,5 geometria2 T=16  
Npunts 160583 Tmin 289 Tmax 298 Tmitj 295.989 Dt,T 1.383337 
 
Cas7  Secció habitació llarga 3,5x2,5 geometria1 T=16  
Npunts 121702 Tmin 289 Tmax 298 Tmitj 296.060  Dt,T 1.10023 
 
Cas8  Entrada per dalt T=16 
Npunts 298802 Tmin 289 Tmax 298 Tmitj 295.887  Dt,T 1.23869 
 
Histogrames de Temperatura 
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Velocitats  dels casos visualitzades en  vectors  
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Exemples de codi 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      blockMeshDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 




vertices         
( 
 
    (0.2 0 0.1) //0 
    (1.7   0 0.1) //1 
    (1.7   2.5 0.1) //2 
    (0.2 2.5 0.1) //3 
    (0.2 0 0.11) //4 
    (1.7   0 0.11) //5 
    (1.7   2.5 0.11) //6 





blocks           
( 
 




edges            
( 






patches          
( 
    
wall walls 
    ( 
 (0 4 7 3) 
 (3 7 6 2) 
 (5 1 2 6) 
 (4 0 1 5) 
    ) 
 
empty front 
    ( 




 (4 5 6 7)        
















Exemple camp (T) 
/*--------------------------------*- C++ -*----------------------------
------*\ 
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    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    object      T; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
dimensions      [0 0 0 1 0 0 0]; 
 




    paret 
 { 
        type            fixedValue; 
        value           uniform 298; 
     
    } 
     
    tub 
    { 
        type            fixedValue; 
        value           uniform 287; 
    } 
 
 
     
frontAndBack        
    { 
        type            empty; 
    } 
sim 
 { 
        type            symmetryPlane; 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      cellSetDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 








 boxToCell { box ( 0.2 0 0.1 ) (0.6 2.1 0.11 ) ; } 
 
 boxToCell { box (0.2 2.1 0.1) (1.7 2.5 1.11  ) ; } 
 
 boxToCell { box (0.6 0 0.1) (1.7 0.25 1.11  ) ; } 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    location    "system"; 
    object      refineMeshDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 






    tan1            ( 1 0 0 ); 









useHexTopology  yes; 
 
geometricCut    no; 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      snappyHexMeshDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
// Which of the steps to run 
castellatedMesh true; 
snap            true; 
addLayers       true; 
 
 
// Geometry. Definition of all surfaces. All surfaces are of class 
// searchableSurface. 
// Surfaces are used 
// - to specify refinement for any mesh cell intersecting it 
// - to specify refinement for any mesh cell inside/outside/near 




    geom.stl 
    { 
        type triSurfaceMesh; 
        name geom; 
 
        //tolerance   1E-5;   // optional:non-default tolerance on 
intersections 
        //maxTreeDepth 10;    // optional:depth of octree. Decrease 
only in case 







// Settings for the castellatedMesh generation. 







    // Refinement parameters 
    // ~~~~~~~~~~~~~~~~~~~~~ 
 
    // If local number of cells is >= maxLocalCells on any processor 
    // switches from from refinement followed by balancing 
    // (current method) to (weighted) balancing before refinement. 
    maxLocalCells 1000000; 
 
    // Overall cell limit (approximately). Refinement will stop 
immediately 
    // upon reaching this number so a refinement level might not 
complete. 
    // Note that this is the number of cells before removing the part 
which 
    // is not 'visible' from the keepPoint. The final number of cells 
might 
    // actually be a lot less. 
    maxGlobalCells 2000000; 
 
    // The surface refinement loop might spend lots of iterations 
refining just a 
    // few cells. This setting will cause refinement to stop if <= 
minimumRefine 
    // are selected for refinement. Note: it will at least do one 
iteration 
    // (unless the number of cells to refine is 0) 
    minRefinementCells 0; 
 
    // Allow a certain level of imbalance during refining 
    // (since balancing is quite expensive) 
    // Expressed as fraction of perfect balance (= overall number of 
cells / 
    // nProcs). 0=balance always. 
    maxLoadUnbalance 0.10; 
 
 
    // Number of buffer layers between different levels. 
    // 1 means normal 2:1 refinement restriction, larger means slower 
    // refinement. 




    // Explicit feature edge refinement 
    // ~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~ 
 
    // Specifies a level for any cell intersected by its edges. 
    // This is a featureEdgeMesh, read from constant/triSurface for 
now. 
    features 
    ( 
        //{ 
        //    file "someLine.eMesh"; 
        //    level 2; 
        //} 








    // Surface based refinement 
    // ~~~~~~~~~~~~~~~~~~~~~~~~ 
 
    // Specifies two levels for every surface. The first is the minimum 
level, 
    // every cell intersecting a surface gets refined up to the minimum 
level. 
    // The second level is the maximum level. Cells that 'see' multiple 
    // intersections where the intersections make an 
    // angle > resolveFeatureAngle get refined up to the maximum level. 
 
    refinementSurfaces 
    { 
        geom 
        { 
            // Surface-wise min and max refinement level 
            level (3 3); 
 




    resolveFeatureAngle 2; 
 
 
    // Region-wise refinement 
    // ~~~~~~~~~~~~~~~~~~~~~~ 
 
    // Specifies refinement level for cells in relation to a surface. 
One of 
    // three modes 
    // - distance. 'levels' specifies per distance to the surface the 
    //   wanted refinement level. The distances need to be specified in 
    //   descending order. 
    // - inside. 'levels' is only one entry and only the level is used. 
All 
    //   cells inside the surface get refined up to the level. The 
surface 
    //   needs to be closed for this to be possible. 
    // - outside. Same but cells outside. 
 
    refinementRegions 
    { 
 
 
    } 
 
 
    // Mesh selection 
    // ~~~~~~~~~~~~~~ 
 
    // After refinement patches get added for all refinementSurfaces 
and 




    // all cells intersecting the surfaces get put into these patches. 
The 
    // section reachable from the locationInMesh is kept. 
    // NOTE: This point should never be on a face, always inside a 
cell, even 
    // after refinement. 
    locationInMesh (1 0.40001 0.105); 
 
 
    // Whether any faceZones (as specified in the refinementSurfaces) 
    // are only on the boundary of corresponding cellZones or also 
allow 
    // free-standing zone faces. Not used if there are no faceZones. 





// Settings for the snapping. 
snapControls 
{ 
    //- Number of patch smoothing iterations before finding 
correspondence 
    //  to surface 
    nSmoothPatch 3; 
 
    //- Relative distance for points to be attracted by surface feature 
point 
    //  or edge. True distance is this factor times local 
    //  maximum edge length. 
    tolerance 4.0; 
 
    //- Number of mesh displacement relaxation iterations. 
    nSolveIter 30; 
 
    //- Maximum number of snapping relaxation iterations. Should stop 
    //  before upon reaching a correct mesh. 





// Settings for the layer addition. 
addLayersControls 
{ 
    // Are the thickness parameters below relative to the undistorted 
    // size of the refined cell outside layer (true) or absolute sizes 
(false). 
    relativeSizes false;//true; 
 
    // Per final patch (so not geometry!) the layer information 
    layers 
    { 
        geom_geom 
        { 
            nSurfaceLayers 3; 
        } 
    } 





    // Expansion factor for layer mesh 
    expansionRatio 1.1; 
 
 
    //- Wanted thickness of final added cell layer. If multiple layers 
    //  is the thickness of the layer furthest away from the wall. 
    //  See relativeSizes parameter. 
    finalLayerThickness 0.000375; 
 
    //- Minimum thickness of cell layer. If for any reason layer 
    //  cannot be above minThickness do not add layer. 
    //  See relativeSizes parameter. 
    minThickness 0.000125; 
 
    //- If points get not extruded do nGrow layers of connected faces 
that are 
    //  also not grown. This helps convergence of the layer addition 
process 
    //  close to features. 
    // Note: changed(corrected) w.r.t 16x! (didn't do anything in 16x) 
    nGrow 0; 
 
 
    // Advanced settings 
 
    //- When not to extrude surface. 0 is flat surface, 90 is when two 
faces 
    //  make straight angle. 
    featureAngle 60; 
 
    //- Maximum number of snapping relaxation iterations. Should stop 
    //  before upon reaching a correct mesh. 
    nRelaxIter 5; 
 
    // Number of smoothing iterations of surface normals 
    nSmoothSurfaceNormals 2; 
 
    // Number of smoothing iterations of interior mesh movement 
direction 
    nSmoothNormals 3; 
 
    // Smooth layer thickness over surface patches 
    nSmoothThickness 10; 
 
    // Stop layer growth on highly warped cells 
    maxFaceThicknessRatio 0.5; 
 
    // Reduce layer growth where ratio thickness to medial 
    // distance is large 
    maxThicknessToMedialRatio 0.3; 
 
    // Angle used to pick up medial axis points 
    // Note: changed(corrected) w.r.t 16x! 90 degrees corresponds to 
130 in 16x. 
    minMedianAxisAngle 90; 
 
    // Create buffer region for new layer terminations 




    nBufferCellsNoExtrude 0; 
 
 
    // Overall max number of layer addition iterations. The mesher will 
exit 
    // if it reaches this number of iterations; possibly with an 
illegal 
    // mesh. 
    nLayerIter 50; 
 
    // Max number of iterations after which relaxed meshQuality 
controls 
    // get used. Up to nRelaxIter it uses the settings in 
meshQualityControls, 
    // after nRelaxIter it uses the values in 
meshQualityControls::relaxed. 





// Generic mesh quality settings. At any undoable phase these determine 
// where to undo. 
meshQualityControls 
{ 
    //- Maximum non-orthogonality allowed. Set to 180 to disable. 
    maxNonOrtho 65; 
 
    //- Max skewness allowed. Set to <0 to disable. 
    maxBoundarySkewness 20; 
    maxInternalSkewness 4; 
 
    //- Max concaveness allowed. Is angle (in degrees) below which 
concavity 
    //  is allowed. 0 is straight face, <0 would be convex face. 
    //  Set to 180 to disable. 
    maxConcave 80; 
 
    //- Minimum pyramid volume. Is absolute volume of cell pyramid. 
    //  Set to a sensible fraction of the smallest cell volume 
expected. 
    //  Set to very negative number (e.g. -1E30) to disable. 
    minVol 1e-13; 
 
    //- Minimum tet volume. Is absolute volume of the tet formed by the 
    //  face-centre decomposition triangle and the cell centre. 
    //  Set to a sensible fraction of the smallest cell volume 
expected. 
    //  Set to very negative number (e.g. -1E30) to disable. 
    minTetVol 1e-20; 
 
    //- Minimum face area. Set to <0 to disable. 
    minArea -1; 
 
    //- Minimum face twist. Set to <-1 to disable. dot product of face 
normal 
    //- and face centre triangles normal 
    minTwist 0.05; 





    //- minimum normalised cell determinant 
    //- 1 = hex, <= 0 = folded or flattened illegal cell 
    minDeterminant 0.001; 
 
    //- minFaceWeight (0 -> 0.5) 
    minFaceWeight 0.05; 
 
    //- minVolRatio (0 -> 1) 
    minVolRatio 0.01; 
 
    //must be >0 for Fluent compatibility 
    minTriangleTwist -1; 
 
    //- if >0 : preserve single cells with all points on the surface if 
the 
    //  resulting volume after snapping (by approximation) is larger 
than 
    //  minVolCollapseRatio times old volume (i.e. not collapsed to 
flat cell). 
    //  If <0 : delete always. 
    //minVolCollapseRatio 0.5; 
 
 
    // Advanced 
 
    //- Number of error distribution iterations 
    nSmoothScale 4; 
    //- amount to scale back displacement at error points 




    // Optional : some meshing phases allow usage of relaxed rules. 
    // See e.g. addLayersControls::nRelaxedIter. 
    relaxed 
    { 
        //- Maximum non-orthogonality allowed. Set to 180 to disable. 
        maxNonOrtho 75; 






// Flags for optional output 
// 0 : only write final meshes 
// 1 : write intermediate meshes 
// 2 : write volScalarField with cellLevel for postprocessing 




// Merge tolerance. Is fraction of overall bounding box of initial 
mesh. 
// Note: the write tolerance needs to be higher than this. 
mergeTolerance 1E-6; 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      extrudeProperties; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
// What to extrude: 










// Flip surface normals before usage. 
flipNormals false; 
 
//- Linear extrusion in point-normal direction 
extrudeModel        linearNormal; 
 
nLayers             1; 
 




    thickness       0.05; 
} 
 
// Do front and back need to be merged? Usually only makes sense for 
360 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      createPatchDict; 
} 
 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
// Tolerance used in matching faces. Absolute tolerance is span of 
// face times this factor. To load incorrectly matches meshes set this 
// to a higher value. 
matchTolerance 1E-3; 
 
// Do a synchronisation of coupled points after creation of any 
patches. 
// Note: this does not work with points that are on multiple coupled 
patches 
//       with transformations. 
pointSync true; 
 
// Patches to create. 
patchInfo 
( 
    { 
        name paret; 
        dictionary 
        { 
            type wall; 
        } 
        constructFrom patches; 
        patches ( auto1 auto2 auto0 auto4 auto5 auto8 auto7 auto6 
auto14); 
    } 
 
    { 
        name tub; 
        dictionary 
        { 
            type wall; 




        } 
        constructFrom patches; 
        patches ( auto9 auto11 auto10 ); 
    } 
 
    { 
        name frontAndBack; 
        dictionary 
        { 
            type empty; 
        } 
        constructFrom patches; 
        patches ( auto12 auto13 ); 
    } 
    { 
        name sim; 
        dictionary 
        { 
            type symmetryPlane; 
        } 
        constructFrom patches; 
        patches ( auto3 auto4 ); 













cd ${0%/*} || exit 1    # run from this directory 
 





runApplication refineMesh -dict -overwrite  
runApplication snappyHexMesh -overwrite 
runApplication extrudeMesh  
runApplication autoPatch 45 -overwrite 




cd ${0%/*} || exit 1    # run from this directory 
 










Fotografies del procés del mallat  
3x2,5 geometria 2 
 
 












En aquest apartat Recupero la documentació creada per a el funcionament d’openFoam. 
1. La consola 
Per navegar per la consola utilitzarem la comanda “cd”, per exemple podem escriure cd carpeta1/ 
subcarpeta1”.  Si necessitem tornar endarrere escriurem “cd ..”.Per saber en quin directori ens 
trobem mirarem la capçalera de la consola. 
Per començar a treballar obrim la consola,  si hem seguit les instruccions de la pàgina oficial al hora 
d’ instal·lar openFoam, escrivint “run” a la consola ens mourem a  la carpeta on crearem els casos. 
També ens hi podem moure de la manera convencional, escrivint “cd ~/OpenFOAM/ 
Nom_Instal·lat_Versió/run. 
En aquesta carpeta crearem les carpetes que contindran les nostres simulacions. 
La manera correcte de treballar, es obrir una consola per a la simulació en la que estiguem treballant, 
i no moure’s de la carpeta que conte el cas es a dir, treballar en el directori: cd ~/OpenFOAM/ 
Nom_Instal·lat_Versió/run/cas_actual. Des d’aquí anirem modificant arxius i donant ordres. Al 
principi es difícil, amb una mica de pràctica, no costa gaire recordar les direccions dels arxius. 
La majoria d’arxius que modificarem son arxius en format .txt. Per editar-los escriurem a la consola 
“gedit” i la direcció de l’arxiu. Per exemple “gedit constant/polyMesh/blockMeshDict. 
Al principi ens podem ajudar del navegador visual. A l’escriptori, a la barra de navegació en dirigim a 
llocs/carpetaPersonal/OpenFOAM/Nom_Instal·lat_Versió/run/cas_actual. Des d’aquí podem navegar 
fins a l’arxiu que vulguem modificar, i obrir-lo amb l’editor de textos. No obstant, per cridar els 
algoritmes d’openFoam, serà necessari utilitzar la consola. 
2. Creació de l'estructura Bàsica 
L'estructura serà la següent: 
En la carpeta Principal (per exemple, “cas 1”), creem les carpetes  “0”, “constant” i “system”. També 
hi adjuntarem els documents executables Allrun i Allclean, que ens facilitaran la feina, Aquests 
documents estan descrits a l'apartat documents de suport. 





En la carpeta “constant”, agregarem documents on indicarem paràmetres aplicables a tot el domini. 
Per exemple al document “transportProperties” definirem la viscositat dinàmica, a “g” definirem la 
gravetat etc. Crearem també la carpetes “polyMesh”, en aquesta carpeta adjuntarem el document 
“blockMeshDict”, a on definirem la geometria de la malla. Si tenim intenció d'utilitzar l'eina 
“snappyhexMesh” crearem la carpeta “triSurface” on i adjuntarem la superfície en format .stl.  
 
En la carpeta “0”, crearem els documents que definiran els camps en el temps “0”, en aquests 
documents també adjuntarem les condicions de contorn per a cada camp. per exemple velocitats, 
pressions temperatures i els coeficients necessaris. 
 
En la carpeta “system” crearem el document “controlDict” on indicarem de quina manera volem que 
es discretitzi el temps.Afegirem també en aquesta carpeta els documents on s’indicarà quines 
equacions s'utilitzaran per resoldre el cas. Aquesta carpeta contindrà també documents que 
permetran executar diferents funcions, com per exemple “cellSetDict” o “refineMesh”. 
 
Durant el transcurs de la simulació,  s'aniran creant documents a directoris predeterminats.Aquests 
documents son 100% editables, tot i que podem assumir que la manera mes fàcil d'introduir 




informació és per els documents preparats per fer-ho, i considerar els  altres documents com càlculs 
interns. Per posar un exemple podem crear milers de punts amb totes les cares definides amb 
relativa facilitat utilitzant el document blockMeshDict, però si eliminem un punt editant el document 
“points”, haurem de reajustar molts altres documents que definien les cares creades i les seves 
unions. 
3. Descripció dels documents bàsics  
En aquest apartat faré una explicació dels documents bàsics per a crear una  simulació utilitzant 
openFoam. En tots els documents les enumeracions automàtiques sempre comencen per “0”. 
3.1 BlockMeshDict 
La malla la definirem en el document “blockMeshDict” que es troba en el directori 
“cas/constant/polyMesh”. En aquest arxiu definirem punts a l'apartat “Vertices”, indicant-ne 
coordenades.  
El primer punt que definim serà el punt 0, el segon serà 1, etc.  
Per a unir els punts formant regions mallades utilitzarem l'apartat “blocks”. Aquests regions tindran 
formes diferents, si utilitzem la paraula clau Hex, serán hexaedres la geometria més natural per 
omplir un volum, tot i que hi ha diferents opcions de geometries, per a poder aconseguir la forma 
desitjada.  
El primer que crearem hex serà el 0. I així per tots els paràmetres en aquest document. 
Per crear malles que no uneixin els vèrtex en línies rectes s'utilitzarà l'aparat “edge”.  
Finalment en l'apartat “patches” s'anomenaran les cares externes, donarem noms iguals a les cares 
que considerarem que tinguin les mateixes condicions de contorn, d'aquesta manera ens estalviarem 
feina més endavant. 
Per Iniciar-se en aquest document val la pena seguir els passos del primer exemple adjuntat en 
aquest annex, la canonada 3D.  
Ordre d’execució: blockMeshDict 
3.2 ControlDict 
Aquest document es troba a la carpeta “system”. És l'encarregat de discretitzar el temps. En aquest 
document s'indica en quin temps s'inicia la simulació (generalment t=0), en quin temps finalitza i 
l'increment del temps en cada interval. També s'indicarà  la precisió dels càlculs i cada quan es 
guardaren el resultats, d'aquesta manera podem estalviar espai. 
Cal destacar que per la majoria d'algoritmes només s'utilitza el temps anterior per a trobar els 
resultats següents. 





En aquests documents, indicarem les equacions que volem utilitzar per resoldre el cas. Per fer-ho 
hem de saber quins camps volem estudiar i quines hipòtesis considerarem. Una vegada tinguem 
decidit l'algoritme que voguem implementar recuperarem els arxius “FvSchemes” i ”Fvsolution” i els 
adjuntarem a la carpeta “system”. 
En funció del model elegit, té una ordre d’execució diferent 
3.4 Paràmetres aplicables a tot el domini 
Els adjuntarem a la carpeta “constant”, en son exemples la gravetat, les propietats de transport, les 
propietats tèrmiques etc. Aquests documents  estan preparats, de manera que nomes fa falta 
recuperar-los i indicar el valor  dels paràmetres concrets en el cas estudiat. 
3.5 Documents de Camps 
Aquests documents es troben a la carpeta “0”. Contenen el valor de les propietats. Tots tenen el 
mateix format.Primer se n'indica la classe de paràmetre i el camp definint les unitats, en unitats 
bàsiques en el sistema internacional. Seguidament s'indica el valor del  mallat intern i es defineixen 
les condicions de contorn en cada una de les cares. Es crearan documents de camp nous en les 
carpetes dels diferents temps que hem decidit guardar. Aquests contenen la informació que volem 
obtenir, la podem visualitzar utilitzant eines com el paraView. 
4. Refinament  
OpenFoam permet refinar el mallat, per a fer-ho és necessari crear l'arxiu “refineMeshDict”. En 
aquest arxiu  indicarem les característiques del refinament, per exemple en quins eixos volem actuar.  
Per refinar ara noméscaldrà executar al terminal la comanda refineMesh, si volem sobreescriure la 
nova malla escriurem: refineMesh -overwrite 
És possible que necessitem un refinament localitzat per exemple més precisió a la part superior del 
mallat que en la inferior.Per a fer-ho crearem l'arxiu “cellSetDict”, és un arxiu que serveix per 
anomenar una regió de la malla. En aquest arxiu indicarem la regió i el nom que li donarem. 
Hi ha diverses comandes, per seleccionar un geometria, la que utilitzarem és la més senzilla, un 
hexaedre, ho indicarem juntament amb una parella de vèrtex oposats de la regió en qüestió: 
boxToCell { box ( -2 1 -0.1 ) ( 2 2.5 0.1 ) ; } . 
Finalment modificarem el document refineMeshDict, per indicar-li la regió que ha de refinar. Per 
executar l'ordre de refinament caldrà escriure un nou argument perquè entengui que volem executar 
la comanda en una regió concreta.La regió ha d'estar indicada prèviament al document:refineMesh -
dict –overwrite 







5. Mallat mitjançant un arxiu .stl 
5.1 Obtenció i preparació dels documents principals 
El format d'arxiu .stl defineix la peça a partir de petits triangles que s'ajusten a les superfície tot 
formant cares, els triangles estan perfectament encaixats sense superposicions ni forats.  
SnappyHexMeshés una eina que permet a openFoam modificar una malla existent foradant-la amb 
un arxiu .stl. Aquesta malla podria estar creada per exemple amb l‘arxiu “blockMeshDict”. Per tan 
per aconseguir una malla d'aquesta manera només caldrà que creem l'arxiu .stl que separi l'espai que 
volem extreure de la malla que volem modificar. 
5.2 Creació de la malla principal i la superfície .stl: 
Creem la malla principal. En aquest exemple crearem un hexaedre. 
Aconseguim l'arxiu .stl. Per fer-ho Podem crear una peça amb Solidworks i guardar-la especificant el 
tipus d'arxiu: .stl format ACII.  
Després de guardar-lo l'adjuntarem a la carpeta “triSurface”. Fet això ens assegurarem que l'extensió 
de l'arxiu està en minúscula, si no és així ho canviarem manualment editant el nom. 
Editem l'arxiu .stli canviem la primera fila, concretament en canviarem el nom per defecte, és a dir la 
primera fila a de ser: “solid (nom_arxiu)” . Afegirem també el nom de l'arxiu a l'ultima línia de 
manera que quedarà: “endsolid (nom_arxiu)”. 




La geometria que hem de crear ha de ser la part que volem buidar de la malla en aquest cas 
buidarem d'un hexaedre, la figura de la imatge. Ens assegurarem que la peça es foradada allargant la 
figura en excés, per la part superior i en l'eix z (profunditat). 
 
5.3 Posicionament relatiu 
Si l'arxiu .stl s'ha fet en les coordenades correctes, aquest pas es pot saltar. 
Utilitzem el paraView per comprovar la posició relativa de la malla ja existent i l'arxiu .stl amb la 
superfície en la que tenim definit el volum que volem buidar.  
Visualitzem l'arxiu amb la malla principal creada amb openFoam i la superfície amb l'arxiu creada 
amb solidWorks. Si  no estiguessin entre elles en la posició adequada o la mida no fos la desitjada, es 
pot arreglar ràpidament fent una transformació afí amb l'eina Transform. Aquesta opció es troba a la 
barra d'eines: Filters- Alphabetical-Transform. 




Creem l'arxiu snappyHexMeshDict.txt. Aquest arxiu, la funció del qual és foradar la malla actual per 
una superfície, permet ajustar moltes opcions, per indicar de quina manera volem crear la nova 
malla.  
Primer s'ha d'indicar quines de les 3 funcions bàsiques del document cal executar, per a aquest 
exemple  les activarem totes tres. És interessant senyalar que aquest document es pot fer sevir per 
crear capes límit, activant només la tercera opció.  
castellatedMesh true;  
snap   true;  




addLayers  true;  
Una vegada activats els procediments que volem aplicar, indiquem en el document quina és la malla 
actual, indicarem també l'arxiu amb la superfície, ajustada i posicionada estratègicament amb el 
paraview. 
La primera opció que hem activat indica si es vol crear la malla emmerletada. En aquest procés 
s'eliminen els punts separats per la superfície. 
Per omplir aquest apartat del document snnapyHexMesh, cal seguir els comentaris adjuntats. Conté 
opcions i restriccions de refinament, que s'usen en aquest procés.  
En aquest apartat també s'ha d'indicar un punt que estigui contingut en la malla inicial i que no 
estigui contingut en el volum que es vol sostreure.  
En la imatge podem comprovar que els punts s'uneixen en línies rectes i només en les direccions 
cartesianes. 
 
La segona opció que hem activat suavitza les unions amb els punts no eliminats però que es troben al 
voltant dels punts sostrets, i adapta la superfície resultant a la superfície que conté l'arxiu creat amb 
solidworks. 
Hi ha 4 paràmetres a especificar, aquests variaran en funció de si necessitem una simulació més 
acurada o ens serveix una simulació més ràpida. 
Tal com es pot veure en la imatge, respecte la malla emmerletada les unions en les seccions del tub 
són suaus. Podem veure com s'adapten perfectament a la superfície adjuntada (Figura 11). 
 
Finalment la ultima opció que hem activat correspon a la creació de capes límits en aquelles cares en 
les que snappyhexmesh ha tallat. 
Aquest apartat conté molts paràmetres, comentats al mateix document on s'han d'indicar, els 
ajustarem en funció de les característiques de la capa límit que necessitem. 
L'ajust de la capa límit pot no crear-se correctament si no ajustem bé els paràmetres, especialment 
en aquelles zones on trobem canvis bruscos. En aquest cas concret, ha estat necessari augmentar la 
precisió del mallat i augmentar a 40 el paràmetre nCellsBetweenLevels a l'apartat castellatedMesh, 
aquest paràmetre crearà més capes en la zona refinada. 
En aquest cas, en l'apartat addLayers s'ha decidit treballar en distàncies absolutes per a tenir més 
control. Per a indicar-ho s'ha donat el valor “false" al paràmetre relativeSizes, i després s'ha calculat 




aproximadament el 30% i el 10% (que es el valor que hi ha per defecte en l'arxiu) de la distància 
entre cares de la malla, per a omplir el paràmetresfinalLayerThickness i minThickness. 
Executarem l'ordre amb la comanda snappyHexMesh, snappyHexMesh -overwrite si volem 
sobreescriure el mallat actual. 
 
 
Problemes amb snappyHexMesh 
El primer que s’ha d’aclarir son els noms:  comprovem que hem indicat correctament el nom de 
l’arxiu a l’arxiu snappyHexMesh. Us deixo escrit el tros de codi que s’ha de mirar. Per fer-ho senzill 
donarem el mateix nom a l’arxiu que a la superfície que conte. Editant l’arxiu i canviant la primera 
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refinementSurfaces 







Val la pena comprovar que el punt donat al paràmetre “locationInMesh” es correcte. Ha d’estar 
contingut al mallat en el inicia. Donant-li les cordenades d’algun punt que no s’ha d’extreure.  
SnappyHexMesh necessita saber quines cares son exteriors, per tan, el mallat que vulguem foradar 
ha de tenir anomenades les cares exteriors. Encara que desprès trenquem els noms per posar-ne de 
mes adequats. Si no es fa prendrà les cares exteriors com interiors, i les retallarà 
SnnapyHexMesh crea una zona refinada al voltant de la superfície que extraiem, ajustada per 
paràmetres modificables. SnappyHexMesh pot fallar per intentar foradar una zona mal mallada. La 
malla ha de ser igual, en tota la zona de refinament creat per snappyHexMesh. Es possible que el 
mallat hagi de ser quadrat. 
 Si el paràmetre nCellsBetweenLevels, es molt petit, el procés fallarà, ja que el refinsament no 
arribarà correctament a la superfície, en el meu cas amb un valor 40 ni ha hagut suficient.   
(Recomanació): Els paràmetresfinalLayerThickness i minThickness els passarem a coordenades 
absolutes donat el valor “false" al paràmetre relativeSizes . Per control total de la capa. 
5.5 Transformació a 2D 
Hem aconseguit una malla amb la forma desitjada per a una simulació 3D. Si per altra banda 
necessitéssim una malla 2D,hauríem de tenir en compte que hem utilitzat snnapyHexMesh.Aquest 
algoritme està pensat per a crear malles en 3D. snnapyHexMesh, no diferencia els eixos, i així com 
hem obtingut algun punt extra en els eixos x i y, en l'eix z gairebé segur que n'haurà afegit algun. Això 
converteix la nostra malla, en una malla 3D inadequada per a la simulació de seccions.    
 
 
Solucionar aquest petit contratemps no és complicat, perquè openFoam posa a disposició dels 
usuaris una aplicació, capaç d'extruir una de les cares que tinguem anomenades.Creant així una nova 
malla, que per no complicar-nos la vida s'explicarà com sobreescriure-la a l'anterior. 




Primer de tot haurem de modificar el document blockMeshDict, de tal manera que la cara que en 2D 
s'anomena popularment “frontandback”, es transformi en dues cares, per exemple: 
empty front ( (0 3 2 1) )  
emptyback ( (4 5 6 7) ) 
D'aquesta manera, podem extruir la cara “front”, per a aconseguir una malla sense separacions el 
l'eix z. 
Una vegada realitzat aquest petit canvi, ens disposem a crear el document extrudeProperties, 
curiosament, ubicat en la carpeta “constant”, quan la posició més natural seria “system”. 
En aquest document després de copiar la capçalera, indicarem en quina malla es troba la cara que 
volem extruir, juntament amb el nom de la cara. 
Indicarem també l'espessor, el nom de la cara creada, i el nombre de divisions el fixarem a 1, ja que 
és un requisit per a fer simulacions 2D. 
Conté algun argument destinat a altres tipus d'extrusions, com per exemple una malla revolucionada. 
Aquests,per fer una malla 2D els deixarem desactivats.   
Executarem l'algoritme utilitzant la comanda “extrudeMesh”. 
5.6 Anomenant cares 
Una malla creada utilitzant “snappyHexMesh” i posteriorment “extrudeMesh” te la geometria 
adequada per a una simulació, però faltarà arreglar el nom de les cares creades per a poder definir 
posteriorment les condicions  inicials i de contorn.  
La malla, actualment conservaria el nom de les cares que no hem tallat, el nom de la cara “front” i el 
nom de la nova cara “back” indicat en el document extrudePropierties. Les altres cares tenen un 
mateix nom, indicat en el document snappyhexmesh. Ho podem comprovar utilitzant el paraView, 
activant “Mesh Parts” i “PatchNames”. 
Per a posar nous noms, i sobreescriure el resultat escriurem a la consola la comanda:autoPatch 60 -
overwrite 
És una comanda que es troba en el codi d'openFoam i no necessita cap document de text de suport. 
L' ordre executarà un algoritme que desfarà els noms existents i anomenarà les cares (auto0, 
auto1...). Considerarà que hi ha hagut un canvi de cara quan hi hagi un gir de més graus que 
l'argument que li hem entrat, en aquest cas el 60.  
Seguidament crearem el document createPatchDict. 
Aquest document senzillament serveix per a canviar noms, canviarem els noms creats 
automàticament en el pas anterior per a uns de més adequats. 




Per a visualitzar els noms de les cares actuals de la nostra malla, escrivim a la consola “paraFoam”, i 
una vegada dins del paraView desactivem  els camps, si és que els tenim.Activem  “Mesh Parts” i 
“PatchNames”. I manualment anem modificant el document createPatchDict, indicant el nom vell de 
la cara, el nom nou de la cara i de quin tipus serà la cara nova. 
Una vegada el document estigui acabat executem l'ordre:createPatch -overwrite 
Finalment visualitzem el resultat per detectar errors. 
 
6. Documents de suport 
Durant el procés de simulació, si en trobem encara en la fase nova proposta – error, i per estalviar-
nos d'executar les ordres una per una, així com per reduir el temps improductiu durant la fase de 
càlcul,podem ajudar-nos d'un document de text a on indicarem les ordres que cal executar. De tal 
manera que l'única ordre que donarem a la consola serà que executi aquest document en comptes 
d'anar posant les ordres una darrera l'altre. D'aquesta manera, per a fer comprovacions a passos 
intermedis, nomes caldrà anar al document i indicar que les ordres posteriors són comentaris, per a 
poder-les tornar a transformar en ordres normals acabada la comprovació. 
Creem a la carpeta Principal un document de text, l'anomenarem Allrun. 
En el document després de la capçalera indicarem les ordres, per exemple de manera lineal: 
runApplication ordre (per exemple: blockMesh ) 
runApplication ordre (per exemple: cellSet) 
etc. 
Crearem també un document AllClean, Aquest servirà per a netejar la informació dels casos 
anteriors, per a fer-ho, openFoam ens fa recomanació de la informació que cal netejar per a una 
nova simulació, si l'acceptem només caldrà copiar la capçalera del document. Si volem esborrar 
alguna dada més o podem indicar mitjançant l'ordre rm i la direcció relativa del document.   
L’ intèrpret d’ordres que farem servir per defecte enopenFoam serà Unix Shell, per visualitzar les 








7. Exemples Pràctics 
7.1 Anàlisis del comportament d'un fluid en una canonada senzilla 
 
  
Creem directori. En la carpeta “tub exemple”, creem les carpetes  “0”, “constant” i “system”. 
En la carpeta “0”, crearem els documents que definiran els camps en el temps “0”. En el 
nostre cas velocitats i pressions. 
-En la carpeta “constant”, agregarem un document “transportProperties” on definirem la 
viscositat dinàmica, crearem també una altre carpeta “polyMesh”, on definirem la geometria 
de la malla.  
-En la carpeta “system” crearem el document “controlDict” on indicarem de quina manera 
volem que es discretitzi el temps, afegirem també en aquesta carpeta els documents on 
s’indicarà quines equacions s'utilitzaran per resoldre el cas. 
Per analitzar el comportament d'un fluid a través d'una a canonada primer  definirem la malla. 
La malla es troba definida en el document “blockMeshDict” que es troba en el directori “tub 
exemple/constant/polyMesh” 
La malla que volem obtenir es un cilindre format per hexaedres.  
7.2. Definint la malla i anomenant cares 
Definim la superfície del cilindre. 
Centrant el eixos al centre de la canonada, definim els punts de la secció d'entrada: 
 
0 (-0.707106781, -0.707106781 0)  
1 (0.707106781, -0.707106781 0)  
2 (0.707106781, 0.707106781 0)  
3 (-0.707106781, 0.707106781 0) 
 
 












     0  1 
 
 I els seus semblants en la secció de sortida: 
 
4 (-0.707106781, -0.707106781 -80)  
5 (0.707106781, -0.707106781 -80)  
6 (0.707106781, 0.707106781 -80)  
7 (-0.707106781, 0.707106781 -80) 
Per defecte els punts s'uneixen en línia recta, la nostra canonada tÉ una secció circular per tant hem 
d'indicar que els punts s'uniran per una arc, sinó la nostra canonada seria de secció quadrada. 
Unirem el punts    
0 i 1 per un arc que passi per (0 -1 0)  
1i 2 per un arc que passi per (1 0 0)  
2i 3 per un arc que passi per (0 1 0)  
3i 0 per un arc que passi per (-1 0 0)  
 
4i 5 per un arc que passi per (0 -1 -80)  
5i 6 per un arc que passi per (1 0 -80)  
6i 7 per un arc que passi per (0 1 -80)  
7i 4 per un arc que passi per (-1 0 -80) 
Les unions en l'eix z es a dir  0-4 1-5  2-6 3-7, s'han d'unir en línia recta per tan no farà 
falta donar indicacions.  





Finalment indiquem el nombre de divisions i la forma del mallat. en el nostre exemple hem 
seleccionat hexaedres, 10 divisions en l'eix x, 10 divisions en l'eix y, i 100 divisions en l'eix z. 
Amb aquestes indicacions queda definida la següent malla, tot i que no podrem crear-la i per tant 
visualitzar-la, fins que no s'hagi anomenat les parets exteriors i s'hagi definit el document que 














Es necessari que en aquest mateix document s'anomeni les cares exteriors per poder definir les 
condicions de contorn mes tard, per estalviar feina, totes les cares que tinguin les mateixes 
condicions de contorn les anomenarem igual, en aquest cas les 2 seccions (entrada-sortida) tindran 
un nom diferent, i la paret formada per 4 cares unides tangencialment compartiran nom. 
La secció d'entrada  (0, 1, 2, 3)  l'anomenarem “entrada”.  
la secció de sortida (4, 5, 6, 7)  l'anomenarem “sortida”. 
La paret exterior del tub  (3 7 6 2) , (0 4 7 3) , (2 6 5 1) , (1 5 4 0)  
les anomenarem “paret” 
7.3 Definint el temps 
Ens disposem a editar el document controlDict, que es troba en el directori “tub exemple/system”. 
En aquest document, indicarem les equacions que volem utilitzar per resoldre el cas. Per fer-ho hem 
de saber quins camps volem estudiar i quines hipòtesis considerarem, per aquest primer contacte 
amb l'aplicació hem seleccionat un cas senzill de fluid incompressible del qual volem estudiar-ne 
velocitat i pressió. Per tant hem elegit el conjunt d'equacions recollides  amb el nom “icoFoam”.  




Serà convenient per tant afegir el arxius pertanyents a “icoFoam” en el directori “tub 
exemple/system”. 
En aquest document s'ha d'indicat també en quin temps s'inicia la simulació (generalment t=0), en 
quin temps finalitza i l'increment de temps . 
En una simulació, per estalviar espai, es pot decidir no guardar totes les solucions per a tots els 
increments de t. Aquest document també conté aquesta informació. 
Aquesta simulació comença en l'instant “0”, acaba en l'instant “14”, l'increment de temps és 1. i 
guarda les solucions per a t= 2, 4 , 6... 
Arribats a aquest punt ja podem demanar a openFoam que ens construeixi la malla, per fer-ho, des 
de la terminal, de de la carpeta “tub exemple” executem la comanda “blockMesh”. 
Si tot ha anat bé, la comanda haurà creat en el directori  “tub exemple/constant/polyMesh” uns 
arxius que contenen informació de les cares i els nexes de la malla. Aquests arxius poden ser 
modificats, però es molt mes còmode haver posat bé tota la informació en l'arxiu “blockMeshDict”. 
7.4 Definint les propietats de transport   
En aquest exemple nomes caldrà indicar el valor de la viscositat dinàmica en el document 
“transportProperties”, que serà constant i de valor 2. 
7.5 Definint les condicions inicials i les condicions de contorn 
Per a executar la simulació nomes falta definir les condicion inicials i les condicions de contorn. 
Adjuntarem en la carpeta “0”, els arxius ”p” i “U” que contindran la informació dels camps pressió i 
velocitat en l'instant 0. 
Les condicions que imposarem son les que descriuen una canonada en la qual entra aigua a velocitat 
constant i surt a pressió relativa 0 es a dir a l'atmosfera  
condicions inicials de pressió: 
 -internalField uniform 0;  
 -entrada       zeroGradient;  
 -paret        zeroGradient;  
 -sortida     fixedValue;  uniform 0;  
condicions inicials de velocitat: 
 -internalField    uniform (0 0 0); 
 -entrada  fixedValue;  uniform (0 0 -10);  
 -paret   fixedValue  uniform (0 0 0);  








Per analitzar els resultats es necessari visualitzar la secció de la canonada. 
Com es pot observar en la imatge, el perfil de velocitats de la canonada és aproximadament 
parabòlic, en les parets de la canonada la velocitat es 0, i a mesura que ens acostem al centre va 














8. Anàlisis del perfil d'una ala 
Per a l'anàlisi per agilitzar càlculs assumirem que treballem amb un gas incompressible en estat 
estacionari, per tant recuperarem l'algoritme “simpleFoam” i el copiarem a la carpeta “system”. 
Afegirem també al directori “constant” les propietats de transport i les propietats de l'aire. 
 
8.1 El volum de control 
La malla consisteix en un espai limitat exteriorment per un rectangle àmpliament separat de la paret 
interior amb la forma del perfil d'una ala. 
D'aquesta manera podrem simular el moviment relatiu de l'ala i l'aire llençant aire des de la paret 
d'entrada. Perquè la paret no afecti al càlcul es important que l'espai entre l'ala i la paret sigui gran, 
seria també interessant tenir una malla mes acurada al voltant de l'ala que a prop de la paret, ja que 
el nostre objectiu calcular l'estat de l'aire al voltant de la paret. 
La malla consisteix en 8 hexaedres. el costat interior de quatre hexaedres ha estat arrodonit per 
aconseguir la forma de l'ala. 
 
Hem definit les següents cares: 
Entrada: la forma la paret esquerra del rectangle exterior 
Sortida: la forma la paret dreta del rectangle exteriorment 
Paret: la forma la paret interior i la superior i inferior del rectangle exterior 




8.2 Estat inicial i propietats al contorn 
El coeficient de pressió la paret “entrada” i “sortida” serà 0, es a dir, la pressió serà la mateixa que el 
flux lliure. Ho indicarem amb la comanda: “freestreamPressure”.  
En la paret “Paret”, la pressió estarà determinada per la condició gradient zero, introduint la 
comanda: “zeroGradient”. 
La velocitat en la paret “entrada” i “sortida” serà en direcció horitzontal i d'igual valor, usarem la 
comanda “freestreamValue”.Per altra banda en la paret “paret”, la velocitat serà constant i de valor 
0 durant tota la simulació utilitzarem la comanda “fixedValue”. 
Inicialitzarem també la propietat de la viscositat de turbulència que serà igual en tot el volum 
utilitzarem la comanda ”freestreamValue, a excepció del voltant de l'ala que serà constant i de valor 
0.  
8.3 Temps de control 
En la carpeta “controlDict”, definirem el temps, la simulació constarà de 500 passos d'un segon cada 
1, per no omplir l'ordinador de dades poc rellevants guardarem les resultats cada 50 segons. 
8.4 Resultats 
Primer de tot s'ha de tenir en compte que es possible que executant la comanda “SimpleFoam” 
l'algoritme no convergeixi, per sort no ha estat el nostre cas. La solució  mes senzilla en aquest cas 
seria executar  “SimpleFoam”.  Una altra manera de procedir seria primer utilitzar l'algoritme 








Exemples de geometria de malla 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
