Computer-based simulation modelling is one of the domains that is particularly demanding in terms of user interfaces. Issues that influence the 'usability' of such systems are examined. Several representative systems were investigated in order to generate some general assumptions with respect to those characteristics of user interfaces employed in simulation systems. There is a need for simulation systems that can support the developments of simulation models in many domains, which are not supported by contemporary simulation software.
1
WHAT IS HCI?
To users, the interface is the system (Hix and Hartson, 1993) . Computer systems often lack good user interfaces for a variety of reasons, including the lack of a good user interface design methodology and the lack of good tools to implement a user interface. An interface is often the single most important factor in determining the success of a system (Larson, 1992) . It is also one of the most expensive. Smith and Mosier (1984) conducted a survey of people concerned with information systems design who on average estimated that 30 to 35 percent of operational software is required to support the user interface. Bobrow et al. (1986) claim that the user interface often constitutes one third to one half of the code of typical knowledge-based systems. This claim is reinforced by Myers and Rosson (1992) who argue that anywhere from an average of 48?Z0 to a maximum of nearly 100% of the code for an interactive system is now used to support the user interface.
There is no agreed upon definition of the range of topics which form the area of human-computer interaction. The following definition is one from ACM SIGCHI (1992) : "Human-computer interaction is a discipline concerned with the design, evaluation and implementation of interactive computing systems for human use and with the study of major phenomena surrounding them". Benyon and Murray (1988) make an important distinction between the terms HumanComputer Interaction and Human-Computer lnte~ace. Interaction includes all aspects of the environment such as the working practices, office layout, provision of help and guidance, and so on. The interface is the part of a system with which the user comes into contact physically, perceptually or cognitively.
We are mostly concerned with the interface part of simulation systems.
In this paper we examine the usability and appropriateness of such approaches when dealing with simulation software development. We aim to examine user interfaces for discrete event simulation packages. In particular, to investigate issues that influence 'usability' of simulation systems. Usability has many meanings to many different people. Software vendors often claim that their products have attributes such as high level of software usability, or 'user friendliness'.
However, this terminology mostly indicates that software has Windows like GUI, There is no generally agreed definition of usability. A definition proposed by the International Standards Organization (1S0) and listed in Booth (1989) states: "The usability of a product is the degree to which specific users can achieve specific goals within a particular environmen~, effectively, efficiently, comfortably, and in an acceptable manner." A more operational definition is given by Shackel (1991) when the usability goals are set during the design stage of requirements specification than as an evaluation criteria once a system is finished. Although quantitative data is required to accurately assess the usability of a system, it is qualitative information that informs designers how to change an unusable system. Our objectives are both to assess the usability of current simulation systems and to identify usability defects.
The usability evaluation of the representative simulation system was carried out using structured walkthrough (Booth, 1989) , i.e. we worked through a series of tasks the user might be expected to perform looking for sources of potential difficulties.
We Saint for Windows, WITNESS for Windows, and Simscript 11.5 for Windows. We examine the following interaction characteristics of these systems: input-output devices employed, interaction styles, and use of graphics. We are also interested in: type of simulation system, application areas, hardware platform, operating system, and hardware requirements. Table 1 provides a summary of the main characteristics of each system.
We test each of the six listed systems on the task of developing a small queuing model (a bank). The test is performed by a user with a high computer literacy, low domain knowledge, and no knowledge of any of the six simulation systems. The ability to accomplish the task was based solely on consulting the user manuals and the available on-line help (i.e. without formal training). We try to identify which of the general usability principles are applied and also establish where the usability defects are in each examined system. When examining the user interface we are particularly interested in three aspects: firstly, how the user interface for a particular system aids the user in a model development process; secondly, can the user modify the existing interface to either accommodate the user's own preferences or to adjust the modelling environment to the needs of a particular model; and thirdly, does the system facilitate user interface development.
Simulation Environments
The provision of completely self-suftlcient simulation environment is important for the following reasons:
" it can reduce the development time, It is apparent that data input part of the system is considered as less important than, for example, the visual simulation part. Most of the papers on simulation systems only briefly mention the data input capabilities of systems, if at all. However, there is room for a great deal of improvement in the domain of data input and/or model specification that would improve existing simulation systems. We have already mentioned that data validation is supported in only two of the six examined simulation systems. None of the systems offers database capabilities for keeping multiple variations of a model. Data input forms, if available, are generally poorly designed. There is no help provision for individual data fields. Importing data files is supported in four of the examined systems. The format of imported data is usually an ordinary ASCII text file. Therefore, there is much to be improved in the way the simulation data is communicated to the systems. and therefore for a particular processing speed (in MHz). The speed of animation (moving icons) is dependent on the computer processor speed. Hardware developments are much faster than software developments and by the time simulation software, based on a particular configuration, has reached the market it may well happen that the market has already adopted much faster computers. The user will probably install software on a much faster computer than it was intended for. Even though the user may have a facility to change animation speed, the slowest available speed may still be too fast for an animation observer. Table 3 provides a summary of some of the user interface features relevant to the design of simulation experiments. There are some problems with the animation speed that are not envisaged by the software developers. Simulation software is built for a particular hardware configuration An index is provided in all of them except XCELL+, but it usually lists only system concepts using a particular simulation system's terminology. Examples, if provided, are not followed throughout the development process and are therefore of not much use. The summary of characteristics of printed manuals is given in Table 5 and problems in matching with user tasks. Learnability can be impeded if there are: defects in navigation, problems in screen design and layout, inappropriate terminology, inappropriate feedback or complete lack of feedback, and problems in matching with user tasks. Flexibility is impeded if there is no user control over the system and if the system imposes the order of the steps in a task. User attitudes towards the system can be seriously affected by any of the above usability defects.
The usability defects were identified in examined simulation systems. ProModel for Windows has only a few problems, which are its terminology and visual objects that are appropriate solely for the manufacturing domain. XCELL+, Witness for Windows, and Simscript 11.5 have serious defects in navigation through the system. Feedback is inadequate in all five packages except in ProModel for Windows. Consistency of a system is assessed based on the degree to which the ProModel provides a professional and carefully thought system performs in a predictable, well organised and out product. There is a facility for guiding an inexperienced user through the necessary steps of model development. Experienced users can choose the order in which to perform the steps of tasks. There is the possibility to create new simulation systems for limited domains with a custom made interface appropriate for the model domain. These capabilities are currently limited to bespoke programming that requires a substantial development effort. Sometimes user interface development can be facilitated using an object-oriented approach that reduces development time.
Many authors argue that the advantages of VIS include better validation, increased credibility (and hence model acceptance), better communication between modeller and client, incorporation of the decision maker into the model via interaction, and learning via playing with the VIS. However, there is little published empirical evidence to substantiate these claims. In addition, animation can be used to enhance a model's credibility and, according to Law and Kelton (1991) , it is the main reason for animation's expanding use. Swider et al.
(1994) feel that animation can provide convincing evidence that model behaviour is representative of the system under study. Cyr (1992) see advantage of using animation in its ability to demonstrate problems with the model itself which would otherwise be difficult to detect. Kalski and Davis (1991) (cl, (1994) recommend: the use of pictorial display with moving icons for simulation models with moving entities; the facility to set the presentation speed to make discrete differences visible; and to avoid overloading the user with too much visual information.
The results of the above two studies are not surprising and they match our intuition and common-sense. However, their importance is in substantiating our intuitive judgement with some more concrete evidence. Animations with moving icons are often used in current simulation systems even though presentation of animation is not often well thought about. Ideally, it may seem desirable to present information on the s,creen that has characteristics similar to the objects we perceive in the environment. The visual system could then use the same processes that it uses when perceiving objects in the environment.
Factors that contribute towards the meaningfulness of a stimulus are the familiarity of an item and its associated imagery. The graphical representation of constructs for different applications should give definite information about the type of model component it represents, such as waiting queues, customers or servers in queuing systems or stores, or suppliers in store keeping systems (Kamper, 1993 ). Stasko's (1993) animation design recommendations state that animation should provide a sense of context, locality, and the relationship between and after states. Furthermore that the objects involved in an animation should depict application entities and that the animation actions should represent the user's mental model. If these recommendations were followed, the effectiveness, learnability, and the enthusiasm of a wider user population to use simulation systems might increase.
The eye-catching, appealing nature of animation can tempt designers to apply too many facets to an interface. Animation is, however, another attribute in which the often quoted design principle "less is more" does apply.
Nevertheless, if the screen design is kept clean, simple, and well organised some redundant information can be quite useful to the user. The moderation principle is something that many simulation system developers should learn about. User interfaces that have screens crowded with too many objects, large numbers of offensive colours and incompatible colour~schemes is more of a rule than an exception.
An essential aid in model development can be facilitated by selecting model components which are relevant to the model builder's modelling requirements. Our proposal (Kuljis 1994 (Kuljis , 1995 is that simulation environments should provide model developers with the following: i) Several pre-defined problem domains. ii) A facility to create new problem domains. iii) A facility to design antior choose graphical representations for elements in a problem domain. iv) A facility to set default values for a problem domain. v) A facility to set defaults for statistical data collection. vi) A facility to set defaults for the graphical presentation of simulation results.
