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While there is no doubt that their will be an 
increasing trend towards 3D games on mobile devices 
the resource constraints of the devices themselves and 
the highly variable nature of the environment present 
considerable challenges for games developers. In this 
paper we consider some of the current constraints 
together with current and, probable, future 
developments both in the software and hardware of 
mobile phones that will enable more sophisticated 
games to be developed. As part of this process we 
benchmark some of the latest and most prevalent 
software and devices to ascertain both the quality of 
the graphics produced and the effects on the battery 
life. Whilst we are certain that 3D games will play an 
important future in the success of future mobile 
services the current baseline for development is highly 
variable and presents difficulties for games 




Mobile gaming is undoubtedly a hot topic for 
mobile operators, manufacturers, and developers alike 
as wireless gaming revenue in 2003 was estimated at 
$1.1 billion world wide [1]. Although, it should be 
noted that over 75% of this revenue came from Japan 
and South Korea and Europe and the Americas have a 
little catching up to do.  
This market has been relatively unsophisticated, in 
terms of type and quality of applications. It is expected 
that the mobile gaming market share will change 
considerably by 2008 [1] with the ongoing 
development of more standardized development 
platforms such as the Binary Runtime Environment for 
Wireless (BREW), Java 2 Micro Edition (J2ME) and 
Symbian OS.  
Many of the games delivered on the mobile 
platforms have until recently been restricted to 2 
Dimensional (2D) games, 3D-look-like games (not 
true 3D) or games with very poor 3D effects. This is 
simply because implementing fully 3D-featured titles 
on mobile phones has never been an easy task. In fact 
advanced 3D graphics techniques are widespread in 
the games market (PC and console) but the limitations 
are due to the major resource constraints of mobile 
phones. These constraints manifest themselves in such 
things as small screen sizes, limited processing power, 
small memory footprints and critical power 
consumption.  
The aim of this paper is to show how a new 
generation of true 3D games for mobile phones is 
becoming possible due to an evolution taking place in 
both devices and supporting software. In section 2 we 
will discuss some of the key software and hardware 
systems that have improved the development of 3D 
games in the PC and console market current. Further, 
in section 3, we show how these systems have been 
affected by the limitations of the mobile environment. 
Section 4 identifies existing software techniques and 
some new hardware platforms which can, and 
probably will, be used to improve the development of 
3D games for mobile phones. Finally, in section 5 we 
consider some future expectations for mobile 3D 
gaming before drawing our conclusions in section 6. 
2. General Requirements for 3D Games: 
As it is well known, a computer game is one of the 
most resource intensive computer applications that can 
be developed by a programmer. 3D-based games in 
particular often push both the limits of the hardware 
and skills of the programmer to their maximum.  
A 3D computer game requires lots of calculations 
to perform functions such as objects rendering; 
application of lightening, shading and reflection 
effects; and collisions detection, etc. For these tasks to 
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2be accomplished systems have evolved were powerful 
processors, graphics processors, high bus bandwidths, 
and sufficient memory space, combine to achieve 
smooth and acceptable 3D object manipulation.  
Fast computing processors and high performance 
graphics processors allow for high rates of pixels per 
second, vertexes per polygon and triangles per second 
while rendering 3D objects. A fast bus system speed 
on the other hand has a huge impact on the vertex per 
polygon count and fill rates. The higher the bus 
bandwidth, the faster object rendering will be 
performed and the less data is sent from the CPU to 
the graphics engine (either in software or hardware), 
thereby alleviating potential bottlenecks [2].  
To benefit from all these hardware features, and to 
make it easier for programmers to talk and access the 
hardware, an efficient interface between the 
applications and that hardware has to exist.  There are 
many development environments available with two 
of the most common being OpenGL and DirectX. 
They all aim to produce a development environment 
that eases programming and maximizes the use of the 
hardware. 
It is important to note that both software and 
hardware development for 3D games has evolved over 
a number of years and they have not formed part of the 
mobile device development as its principal function up 
until now has been as a communications device.  
3. Main Limitations for 3D Games on 
Mobile Phones: 
In the previous section we discussed some general 
techniques that have evolved for the facilitation of 3D 
games. However, when moving from console or PC 
platforms to the palm-size, or even smaller, devices 
like mobile phones, these techniques are not generally 
implemented or available. Developing computer 
games for the mobile environment is highly affected 
by various limitations. The following denote the major 
constraints. 
3.1. CPU/GPU: 
Most mobile phones at the mean time run at 
relatively slow clock speed between 100MHz and 
500MHz [3]. They also lack Graphics Processing 
Units (GPU) meaning that a speed up in code must be 
obtained through software means. Add to this that 
CPUs in mobile phones have small caches [3]. 
Some specialists expect that mobile processors 
with 1GHz speed are likely to appear in the next three 
years [2]. However, for these processors to exist they 
will have to overcome the non-trivial problems of 
battery life and heat generation. 
3.2. Low Buss Bandwidth: 
Data sent from the CPU to the graphics routines 
could easily become bottlenecked because of the low 
bus bandwidth available on mobile phones. This 
bandwidth will affect the vertex per polygon count and 
frames per second rates in games. Graphics and 
mobile venders are trying to optimize this as much as 
possible, but developers have to be aware of this 
limitation while programming their games by not 
overloading the data path [2]. 
3.3. Lack of Floating-point Arithmetic: 
All processors currently available on mobile 
phones don’t support floating-point arithmetic because 
of their excessive power consumption. If floating-
point data types are used on mobile applications they 
will perform extremely slowly since they are 
implemented in software emulation routines [2]. 
Floating point processors have yet to make their way 
into standard mobile platforms although as we will see 
in Section 4.1 many manufactures have processors in 
development with floating point capabilities. 
3.4. Resolution: 
Displays on mobile phones have limited and 
different resolutions and color depths. The largest 
display size available now is 240×320 pixels (O2 Xda 
series), and the maximum color depth is 18-bit (256K 
colors.) These differentiations affect massively the 
quality and type of games that can be implemented on 
mobile phones since developers have to always be 
aware of the various resolutions and color ranges 
available on the different phone models [2]. It is even 
harder when tackling 3D games since it is more 
complex to export 3D game objects to different screen 
sizes than a corresponding 2D object [4]. 
3.5. 3D Graphics APIs: 
 Until recently, interfaces that enable 3D graphics on 
mobile phones were limited to personal 
implementations of different APIs. No standards were 
available and no common engines were used. Skilled 
programmers were required to write their own 3D 
graphics APIs to facilitate 3D games manipulation. 
“Nude Engine” by Robert Rose and “Nova3D” by the 
7777-team are just two examples of such 3D graphics 
APIs. 
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3 This limitation has a direct correlation to the 
number and sophistication of games that can be 
produced, and is at too low level to adequately meet 
mobile gamers’ expectations. 
4. Overcoming the Limitations:
Performance limitations doesn’t mean that it is 
impossible to improve the quality of 3D games 
delivered to mobile phones. On the contrary, this 
difficulty is motivating many hardware and software 
manufacturers to aim their research towards providing 
solutions for these constrains. Different mobile 3D 
graphics APIs, mobile operating systems and state-of-
the-art microprocessors are being introduced 
occasionally to facilitate 3D graphics acceleration on 
the battery-constrained mobile phones.  
4.1. New Microprocessors: 
Various microprocessor vendors have started new 
product lines that will enable 3D graphics acceleration 
on mobile phones. The main issue they are addressing 
is: “more triangle/second, more pixel/second, higher 
frame rates and less power consumption.” NVIDIA® 
has implemented GoForce™ 3D which offers the 
hosting devices a set of state-of-the-art 3D processing 
features for immersive gaming with intelligent 
pipelines that use the minimal power [5]. GoForce™ 
3D integrates a 128KB of dedicated 128-bit wide 
SRAM memory onboard which enables on-chip 
processing of graphics without the need to access 
external memory and exhaust the bandwidth. This 
means that it can output displays at very low power 
and time consumptions [5].  
NVIDIA® GoForce™ 3D is capable of rendering 
250 million pixels per second and 5 million triangles 
per second. It has a color depth of 16-bit with 65K 
colors and it supports floating-point arithmetic [5].  
  ARM implemented MBX 3D which is developed 
specifically to meet the growing multimedia needs of 
low power, low-cost system-on-chip (SoC) 
applications such as games on mobile phones. MBX 
enables the migration of complex 3D graphics 
contents to such platform with enhancements to the 
transformation and lightening, support for floating-
point math, and rendering capabilities of 360 million 
pixel/second and 2.5 million triangle/second [2].  
ARM MBX 3D enables on-chip screen-tiling 
technology to reduce power consumption and pressure 
off the bandwidth to a level suitable for mobile 
devices [6]. 
IMAGEON is another mobile processor that is 
created by ATI™. It can render 1 million fully 
featured triangles per second while providing a fill rate 
up to 100 million pixels per second [2]. The 348KB 
SRAM and 2MB SDRAM embedded  in IMAGEON 
narrow accessing the host’s memory resources to save 
time of transferring data over the small bus bandwidth. 
It incorporates a caching engine that caches the 
geometry used in games to help reduce the load on the 
bus. IMAGEON 2300 integrated architecture offers a 
hardware floating point pipeline which introduces less 
precision errors [2]. 
4.2. Standard Mobile Operating Systems and   
Development Platforms: 
Until the last few years, mobile phones were 
simple terminals that did not require any complex 
operating system to manage their software and 
hardware. Therefore, mobile vendors used to design 
their own operating systems for their handsets [4]. 
This scenario has changed recently by the rise of new 
user demands that need to be met. All the evolutionary 
features that users seek such as image capturing, 
audio/video playing/recording, internet browsing, and 
mobile gaming, made manufacturers stuck in a 
bottleneck when trying to comply them with their 
house-made operating systems. As a result, advanced 
operating systems had to be introduced to provide 
more reliable and versatile platforms for third party 
software. This is why standard operating systems such 
as Symbian OS, Microsoft Windows CE and Windows 
Mobile, BREW, Linux for Mobile, SavaJe OS and 
J2ME development environment were implemented. 
The point of concentration in this paper is on the 
principle systems: Symbian, BREW and J2ME.  
Symbian and BREW are both independent 
operating systems that lie on top of the phones’ 
hardware. They have direct access to the device’s 
resources and both are written mainly in C++ [7]. 
Symbian OS is an open-source, 32-bit preemptive 
multitasking operating system [8]. It facilitates 
developing applications for a wide range of devices 
with different hardware designs. Each user interface 
design is categorized as a series in Symbian for 
example Nokia Series 60, Series 80, Series 90, and 
Sony Ericsson UIQ. 
BREW is an open standard and extendable 
applications execution platform for wireless devices. It 
is thinner, smaller and much more scaled-down than 
the other application platforms or operating systems. It 
sits right on top of the chip system software enabling 
fast C/C++ native applications and easy integration of 
browsers and virtual machines [9]. 
Symbian is the OS of choice for European mobile 
manufacturers like Nokia, while BREW is more 
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4common to the American manufacturers such as 
Motorola. 
J2ME, on the other hand, is not an operating 
system. It is a cut-down version of Java 2 development 
platform implemented on top of the operating system 
and serves as an interface between the OS and Java-
based applications [10]. J2ME works coherently on 
both Symbian and BREW mobile phones. It is the 
most widely deployed platform for third-party 
applications in mobile devices because of its vendor-
neutral status, hardware independence, and built-in 
security [4]. It was the only possible alternative to 
develop cross platform applications before introducing 
standard operating systems [10].  
Standard operating systems provide standard APIs 
for different tasks, 3D graphics rendering and 
manipulation is one example. With standard operating 
systems, developers can now concentrate more on the 
contents of their applications rather than wasting time 
with system-related issues. 
The next section shows what APIs Symbian, 
BREW and J2ME offer for 3D games deployment on 
mobile phones. 
4.3. Mobile 3D Graphics APIs: 
  All of the three platforms, Symbian, BREW and 
J2ME, have recently incorporated 3D graphics APIs 
that would empower 3D gaming on mobile phones. 
These are OpenGL for Embedded Systems 1.0 
(OpenGL ES 1.0) and Mobile 3D Graphics (M3G).  
4.3.1. OpenGL ES 1.0: Although some commercial 
3D toolkits are available, OpenGL ES 1.0 is 
considered the first fully 3D-oriented, open standard 
API that enables true 3D graphics and effects on 
Symbian and BREW mobile phones, in addition to 
other platforms [2]. It provides a portable, cross-
platform abstract access to 3D pipelines in the targeted 
devices. OpenGL ES is a well-defined subset of 
desktop OpenGL that introduces to mobile phones 
small, footprint applications with advanced 3D 
capabilities [11]. Its main differences to desktop 
OpenGL are 1) the removal of some APIs and classes 
that are too expensive to mobile platforms, 2) the 
introduction of smaller data types, and 3) the 
additional support for fixed-point math [2]. With these 
changes, OpenGL ES aims to remove many of the 
graphics-related barriers that mobile developers used 
to face [12]. 
OpenGL ES 1.0 standard has received a wide-
spread support from over 75 heavy-weight industries 
[11] including Ericsson, Motorola, Nokia, Qualcomm 
(the founder of BREW), and Sum Microsystems, as 
well as cutting-edge industry influencers such as Tao 
Group, Symbian and Fathammer [12]. All of these big 
names are embraced under the umbrella of the 
Khronos Group who founded OpenGL ES.  
The newest versions of Symbian OS (v8.0) and 
BREW (v1.1 and above) has adopted OpenGL ES API 
in their architectures. This means that developers can 
write code in the native language of the OS (C/C++) 
that enjoy high performance in terms of speed and 
hardware access [4]. 
  Mobile vendors are incorporating hardware and 
software support for OpenGL ES in their devices. 
Nokia 6630 is the first mobile phone to ship running 
Symbian OS v8.0 and supporting OpenGL ES 1.0 in 
software [13]. However, 3D applications developed to 
run on such phone can run as well on others that don’t 
support OpenGL ES but by using specific 
implementations of the API like Hybrid Graphics’ 
implementation for Nokia 3650, 7650 and 6600. This 
migration to non-supporting devices of course is 
followed by some performance defects. Futuremark’s 
SPMark04 benchmarking software proves this when 
tested on different Nokia phones.  
  The benchmark is a comprehensive OpenGL ES 
3D test suite that measures graphics performance on 
Symbian platforms. The test includes 2D and 3D 
sections [14]. The 3D part is an advanced gaming 
scene with theoretical tests for 3D performance 
measurement and it lasts for 110 seconds. The 2D 
section features 2D content displaying and image 
manipulation tests and lasts 30 seconds.  
 After testing the benchmark on different Nokia 
phones, N-Gage, 6600, and 6630, we concluded the 
performance results listed in Table 1.  
Table 1: SPMark04 testing results on Nokia phones 
N-Gage 6600 6630
OS v. 6.1 7.0 8.0
CPU (MHz) 104 104 220
OGL ES support No No Yes
Frame/sec 8.15 7.79 14.59
M texel/s 1.80 1.67 3.2
K triangle/s 28.10 27.1 66.41
Running time  4h 10m 5h 28m 5h 42m 
It is obvious that devices not supporting OpenGL 
ES perform poorly when compared to those that do. 
The performance of Nokia 6630 is approximately as 
twice as the others’. Note here that the CPU speed 
plays a great role in improving performance as well. 
OpenGL ES has reduced the power consumed to 
render 3D graphics on mobile phones. This has been 
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interactive animated game featuring real-time software 
rendering [15], transformation, rotation, texturing, 
lightening, collision detection and simple models, 
which has been designed by Hybrid Graphics. From 
Table 1, the time the Nokia 6600 spent running G-
Unit, until its battery died is 5 hours and 28 minutes, 
although this phone does not support OpenGL ES. 
Interestingly enough this running time is even longer 
than the phone’s estimated talking time (2-4 hours 
[4]). Nokia 6630, on the other hand, could run G-Unit 
for 5 hours and 42 minutes, with an increase of 14 
minutes. This increase is a result of the software 
support of OpenGL ES by the phone. When the API 
gets supported by hardware, the increase is expected to 
be much more. 
We would note that the battery life was much 
greater than expected and as the demo did not include 
any user interaction or game play, it is likely to be 
considerably reduced when playing ‘real’ games. 
4.3.2. M3G: J2ME has provided games developers 
with its JSR 184 3D graphics API, which is known as 
Mobile 3D Graphics (M3G). M3G is a lightweight, 
interactive 3D graphics interface which sits alongside 
Mobile Information Device Profile (MIDP),  Figure 1. 
It is flexible enough to implement a wide range of 
applications including games, animated messages, 
screen savers, graphical user interfaces, product 
visualization, and so on [10]. The API targets the 
Connected Limited Device Configuration (CLDC) 
class devices that typically have very little processing 
power and memory, and no hardware support for 3D 
graphics or floating-point math [10]. 
Some may ask why to implement a new 3D-
dedicated API for Java with the presence of its Java3D 
API. The reason is referred to the size of Java3D 
which is hundred times larger than M3G and which of 
course doesn’t fit the mobile platforms [4]. The API 
has to be flexible and small to make code faster and 
smaller. M3G applies in this context where it is 
implemented in 150 kilobytes only [14]. 
Figure 1: Software/hardware stack for mobile 
phones 
M3G offers similar 3D functionalities as those of 
OpenGL ES but notably with less performance. The 
reason for this can be relied to the nature of Java-
based applications that are expressed in hardware-
independent byte-codes that are executed by virtual 
machines and then translated into native code. This 
translation process adds a delay time. OpenGL ES 
code on the other hand is initially compiled into native 
code that is executed directly by the hardware [4].  
By using JBenchmark3D benchmarking software, 
implemented by JBenchmark, to test 3D graphics 
using M3G on phones supporting J2ME, we could 
notice the difference in performance between M3G 
and OpenGL ES. Unfortunately, this benchmark could 
run only on the newest version of Symbian OS, v8.0, 
since it is the only one available version supporting 
M3G API. Hence, it could not be used on the phones 
tested previously for OpenGL ES that run older 
versions of the operating system. In this case the test 
here has been restricted only to Nokia 6630 where we 
concluded that M3G gives approximately 74% of the 
performance quality of OpenGL ES’. Table 2 shows 
these results.  
Table 2: JBenchmark3D testing results on Nokia 
phones 
N-Gage 6600 6630
M3G support No No Yes
Frame/sec - - 11.79
M texel/s - - 2.472
K triangle/s - - 48.608 
Running time - - N/A 
4.4. Software Engineering Techniques for 3D    
        Mobile Games Development: 
 When moving to developing 3D games for the 
mobile platform, the developer has to keep his code as 
adequate as possible to fit the critical constraints of the 
environment. The following paradigms summarize 
many useful tactics that can be adopted while writing a 
mobile 3D game. 
Paradigm 1: Avoid using floating-point data type 
as much as possible even when supported by the 
hardware of the targeted device. Fixed-point math is 
always quicker and less power hungry and is often 
sufficient for many purposes. OpenGL ES supports 
fixed-point values of 32-bit (s15.16 format), 16-bit, 
and 8-bit [2]. 
 Paradigm 2: Always use small data types (short, 
byte, unsigned, etc) when it is possible. Both the 
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6geometry will be decreased. Consequently, the 
overhead on the bandwidth will be reduced [2]. 
 Paradigm 3: Do not pass data arrays in the array 
notation (arr[]). Use pointers instead. When you pass 
an array you will reserve memory space that is 
equivalent to its total size, while in a pointer notation 
you just reserve memory for the pointer type size.  
Paradigm 4: Avoid using the division and complex 
multiplication operations. Most mobile hardware 
doesn’t support these operations very efficiently, if at 
all. Even when supported, performing division and 
multiplication is time and power consuming. Use 
instead the right and left shifting operators (<<, >>) 
for multiplication and division respectively in powers 
of 2. 
 Paradigm 5: When trigonometry (sin, cos, etc) is 
needed implement look-up tables that store pre-
calculated values. Look-up tables will help boost up 
the performance compared to applying standard 
library functions [2]. (Look-up tables can also be used 
in the division and multiplication). 
 Paradigm 6: Minimize the number of duplicate 
vertices sent to the transformation stage of the 
graphics pipeline. This is done by either using indexed 
triangle lists or triangle strips [2]. 
 Paradigm 7: Reduce the polygon count of the 
game geometry (game models) to a reasonable amount 
in order to have a smooth frame rate. This in tern will 
reduce the geometry data of the game [2]. 
 Paradigm 8: Use very simple and primitive models 
for your game. Skip too-specific details since you are 
dealing with small display resolutions. They will not 
be visible. 
 Paradigm 9: Scale down your game textures as 
much as possible. Textures usually take up most of the 
space. Due to the small screen sizes on mobile 
devices, textures can be rescaled to very small sizes 
easily without losing visual quality; even more, 
similar-looking textures can be removed [2]. 
 Paradigm 10: Use compression tools to minimize 
the size of images and geometrical data in your game. 
PNG is a recommended format for lossless image 
compression and zip or lzw are great for generic data 
such as geometry [2].  
5. Future Expectations: 
  Currently many software and hardware companies 
are investing and researching for new technologies to 
improve 3D graphics experience on the mobile 
platforms. This interest is expected to continue and 
increase as the demand for 3D games on mobile 
phones is growing. However, to meet this demand, the 
previously discussed limitations have to be overcome 
to enable 3D manipulation on the limited battery-
powered devices. 
The chief complaint among consumers remains the 
perceived short running time of mobile phones. With 
the excessive calculation of 3D games, this time will 
become even shorter. The efforts to reduce energy 
consumption by battery-powered devices, which 
started in the late 90’s [16], have touched a relative 
success on almost all portable electronic devices, 
including mobile phones, with an increase in 
efficiency of 10-20% every year, said Richard 
Doherty, an analyst at The Envisioneering Group. 
Maybe mobile processor manufacturer can benefit or 
even imitate Intel’s Pentium M processor technology 
which powers down during lag time to save energy in 
order to push the consumption efficiency much further 
[16].
  To continue to improve battery performance, 
mobile device makers may have to combine batteries 
with other technologies such as superconductors and 
fuel cells [16]. This gives a promising insight of the 
future technologies for batteries on mobile phones. 
  In addition to the optimization of power 
consumption, processing units with faster clock cycles 
will appear in a short term. The fastest CPU available 
now on mobile phone is Intel PXA272 with a clock 
cycle of 520MHz [17]. It is shipped in O2 Xda IIi, 
which is a dual purpose mobile phone and Personal 
Digital Assistant (PDA), without using any cooling 
mechanism. According to the device’s specification, 
Xda IIi can run up to 4 hours of talk-time and 170 
hours of stand-by [17]. When it is compared to its 
predecessor, Xda, we notice an increase of half an 
hour in the talk-time and 20 hours in the stand-by time 
although the latter has a slower processor, 206MHz 
[17]. This leap proves that it is possible to reach faster 
clock cycles for processors on mobile phones while 
decreasing their power consumption.  
  Alongside CPUs, mobile phones dedicated for 
gaming purposes, such as the Nokia N-gage series, are 
expected to incorporate in their hardware architecture 
Graphics Processing Units (GPU) to manage the 
excessive calculation of 3D games. 3D graphics 
hardware isn’t available at the mean time. However, 
by introducing it, more CPU resources will be 
available for other things in games such as Artificial 
Intelligence (AI), physics, special effects and so on 
[2]. This will result on better playing experience. 
  Besides the processing power and the power 
consumption of a mobile phone, relatively very large 
memories (hard-disk drive or flash) will be introduced 
into the global mobile market very soon. Samsung has 
already unveiled a mobile phone with 1.5GB, 2.5cm 
hard-disk drive in South Korea [18]. Soon “hard-
drives phones will have even more storage capacities,” 
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7said Bertand Cambou, CEO of Spansion, the flash 
memory joint venture between AMD and Fujitsu. 
Also, 2GB storage flash memories will appear by the 
second quarter of 2005 [18]. 
  The shape, size and control-buttons of future 
handset are considered a main theme in the hardware 
improvement of mobile phone gaming decks. Mobile 
phones with larger display resolution reaching 
320×240 pixels as a standard are more likely to spread 
among mobile gamers. The small screens available 
now don’t satisfy gamers’ love for futuristic 3D 
games. However, larger displays will of course 
increase the size of the device. Therefore, slim, 
suitable and optimized designs have to be overtaken 
by manufacturers to overcome this trade-off. 
  To increase the interactivity with games, gamers 
need to use lots of controls to have the full control of 
the game. That’s why future devices will incorporate 
more controlling buttons (rocker and shoukler), better 
joysticks, stereo speakers and plug-and-play memory 
slots.     
  Software wise, OpenGL ES is expected to be the 
standard API for 3D graphics on almost all mobile 
phones. All mobile processor manufacturers will 
provide hardware support for the standard. “The 
consolidating force in PC games was OpenGL, and 
history will repeat itself with the introduction of 
OpenGL ES for handheld devices,” said John Peddie, 
president of John Peddiie Research. [19]. 
 The Khronos Group is working hard to keep 
improving the API. Recently, Khronos has released a 
newer version of OpenGL ES, OpenGL ES 1.1, which 
emphasizes hardware acceleration, while OpenGL ES 
1.0 focuses on enabling software-only 
implementations [11]. OpenGL ES 1.1 introduces 
enhanced power efficiency, flexibility and effects [11]. 
In mid 2005, Khronos will release OpenGL ES 2.0 
which will facilitate shader programming on mobile 
devices [11].  
 OpenGL ES is likely to become the standard API 
for mobile 3D gaming since most active companies in 
this domain have joined the Khronos Group [11].  
6. Conclusion: 
  Mobile games will be one of the most 
commercially successful applications on mobile 
phones. With the relentless progress pace of both 
hardware and software on mobile phones, mobile 
games that used to be restricted to text and primitive 
monochrome-based graphics will move to a newer 
stage of equipping fully 3D featured contents into 
mobile games by doubling, if not more, their 
performance. By having coherence between the 
software and hardware worlds in the mobile devices, 
the mobile gaming industry will grow rapidly as we 
progress. 
 The future trends for mobile devices not only will 
improve performance of 3D games on mobile phones, 
but also will open new doors for other innovative 
mobile applications. 
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