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Introducción, motivación y objetivos
Introducción
El diseño de sistemas electromecánicos basados en robots industriales se está expandiendo con-
tinuamente hacia otros sectores. Esto se debe a que la sociedad va creando nuevas demandas y
necesidades; por ejemplo, dispositivos mecánicos que cubren necesidades sociales y humanas [17].
En los últimos 30 años los robots han ido ocupando espacios más allá de la industria como
las casas privadas, hospitales o áreas de servicio. El uso de estos robots supone una estrecha
interacción entre los robots manipuladores y los seres humanos. Esta interacción puede ir desde
compartir un mismo espacio de trabajo sin establecer ningún tipo de contacto físico hasta el
contacto mecánico hombre-máquina [18].
En este aspecto, el campo de la rehabilitación presenta ciertos aspectos que lo hacen interesante
para la investigación con robots [19]:
Los sistemas sanitarios se enfrentan a grandes pérdidas de forma sistemática.
La demanda de servicios de rehabilitación se verá incrementada en las próximas décadas
debido al envejecimiento de la población.
Por lo tanto el aumento de pacientes que necesiten rehabilitación pueden suponer un incremento
del gasto en salud en un presupuesto ya muy ajustado.
La rehabilitación busca devolver a los pacientes las facultades físicas, sensoriales o mentales que
han perdido debido a lesiones o enfermedad, y para dar apoyo a pacientes para compensar las
deficiencias que no pueden ser tratadas médicamente [20].
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En general, una persona con problemas de movilidad en brazos o piernas necesita realizar ejerci-
cios terapéuticos durante largos periodos de tiempo. Las sesiones suponen una serie de movimien-
tos terapéuticos que acaban siendo repetitivos y rutinarios, en el que se necesita la asistencia
y supervisión de un fisioterapeuta. Además, el transporte del paciente al centro médico o el
desplazamiento del profesional sanitario son factores que hacen aumentar el coste del trata-
miento [20]. Esto hace que las sesiones de rehabilitación se vean fuertemente limitadas por la
escasez de personal y la fatiga del fisioterapeuta, no del paciente, haciendo que la efectividad
del tratamiento se pueda ver afectado. Por otro lado, el uso de ejercicios automatizados con
robots permite aumentar el número y la duración a la vez que reduce el número de profesionales
necesarios por paciente [18]. En [20] se listan cuatro importantes razones por las que los robots
pueden ayudar a mejorar los tratamientos de rehabilitación:
Los robots pueden completar fácilmente los movimientos cíclicos usados en rehabilitación.
Los robots pueden leer con precisión los movimientos del paciente.
Los robots son capaces de reproducir de manera precisa las fuerzas necesarias en los ejer-
cicios.
Los robots pueden ser mucho más precisos en lo que se refiere a las condiciones de la
terapia.
Las primeras generaciones de robots para rehabilitación se caracterizan por forzar el movimien-
to del paciente a una trayectoria dada, sin que este tenga apenas la posibilidad de influir en el
movimiento. [21]. Los ejercicios pasivos ayudan a restablecer la flexibilidad y el rango de movi-
mientos, pero deben complementarse con ejercicios resistivos que fortalezcan las musculatura y
aumenten la resistencia [20]. Es por eso que [22] propone clasificar los robots para rehabilitación
en tres grupos dependiendo del si se comportan de una forma más pasiva o más resistiva:
1. Robots asistentes para ayudar en el día a día a personas con necesidades especiales.
2. Robots que permiten la movilidad de algún miembro impedido.
3. Robots para ejercicios terapéuticos dónde sirven de apoyo a los fisioterapeutas y pacientes
en la realización de ejercicios repetitivos.
Este trabajo se ha centrado en el último grupo, donde se investigan las posibilidades de un robot
capaz de realizar movimientos complejos de forma precisa a la vez que recibe información acerca
de la fuerza que está realizando el paciente.
Además, para la interacción con el paciente, además de contar con la información de fuerza, es
posible contar con la información proporcionada por señales de electromiografía (EMG). Por
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ejemplo, la señal EMG acompañada por contracciones musculares contiene información acerca
de la intención de movimiento por parte del usuario, ya que todo movimiento depende de alguna
contracción muscular, las cuales vienen controladas por el sistema nervioso centras [23].
En la primera generación de robots para rehabilitación se han utilizado las mismas estrategias
de control que en los robots industriales, basados en un control de trayectoria para los robots
pasivos, e incluyendo control de fuerza y par en los robots con ejercicios resistivos [24] [25]. En
comparación con las estrategias de control que encontramos en los diferentes robots industriales,
los robots centrados en la interacción humana presentan unos requisitos totalmente diferen-
tes [26]. Estos requisitos incluyen la seguridad, precisión mecánica, adaptabilidad al usuario,
facilidad de uso, gentileza en los movimientos, etc [18]. En [25] se presenta un control basado en
modelos para un robot con cadenas cinemáticas paralelas (o robot paralelo). Este control tienen
la ventaja de tener un control híbrido de posición/fuerza donde la velocidad de las diferentes
articulaciones se obtiene a partir de un observador de estados. Además, el modelo del sistema
se resuelve con una identificación de parámetros aproximada donde se extraen únicamente los
parámetros más relevantes del sistema. Esto hace que el cálculo online del control sea rápido y
suficientemente preciso.
Este texto se estructura del siguiente modo: el primer capítulo empieza con una introducción que
expone el estado del arte de los robots para rehabilitación, así como la motivación y objetivos que
han llevado a la realización de este trabajo. El segundo capítulo introduce el concepto de robot
paralelo y explica de forma detallada tanto el hardware como el software que se ha empleado
en la última versión del robot paralelo. En el capítulo tercero se detallan los cálculos, tanto
dinámicos como cinemáticos, de esta última versión del robot. El texto sigue en el capítulo
cuatro con una explicación más detallada acerca del sistema de software basado en componentes
utilizado, Orocos, el cual ya introducido en el capítulo segundo en el apartado de software.
El capítulo cinco recoge la información acerca de los diferentes sensores externos probados. Los
resultados se presentan en el capítulo seis, donde se comparan las diferentes estrategias de control
implementadas. Por último, en el capítulo siete se desglosa un presupuesto aproximado de lo que
ha supuesto el desarrollo del proyecto. Además, en los anexos A y B se incluyen dos manuales





El siguiente trabajo tiene como motivación dar respuesta a distintos retos aparecidos por la
creciente expansión de la robótica fuera del campo de la industria, donde tradicionalmente se
han dado los mayores avances. El sector de la medicina es complejo y generalmente requiere
de profesionales experimentados que difícilmente se pueden sustituir por un autómata, pero
también existen aplicaciones donde se requiere de instrumental preciso capaz de realizar tareas
repetitivas. Son en estos últimos casos en los que los robots pueden suponer una diferencia
tanto para el profesional sanitario como para el paciente. Este es el caso de los ejercicios de
rehabilitación, dónde un fisioterapeuta debe realizar ejercicios repetitivos con la precaución de
no ejercer demasiada fuerza sobre las articulaciones afectadas. El desarrollo de la parte del
robot paralelo correspondiente a este trabajo se ha completado utilizando las instalaciones de
la Universidad Politécnica de Valencia bajo la beca formativa de colaboración Utilización de
sensores biomédicos para el control de sistemas robotizados (15/0103).
Objetivos
El objetivo de este trabajo ha sido el desarrollo de controladores para un robot paralelo de 4
grados de libertad, de forma que se consiga desarrollar ejercicios de rehabilitación. Este obje-
tivo se enmarca dentro de los objetivos del proyecto de investigación Metodología de diseño de
sistemas biomecatrónicos. Aplicación al desarrollo de un robot paralelo híbrido para diagnóstico
y rehabilitación (MEBIOMEC, 2016), dentro del programa estatal de investigación, desarrollo
e innovación orientada a los retos de la sociedad, del Ministerio de economía y competitividad
del Gobierno de España.
Otro de los objetivos que se ha buscado ha sido que el control del robot se consiga con una arqui-
tectura basada en componentes, lo que ha permitido que se puedan probar diferentes estrategias
de control realizando pequeñas modificaciones y reutilizando componentes. Esto ha sido posible





Si buscamos en la literatura nos encontramos que un robot paralelo se define como aquel se
compone de una base fija conectada a una base móvil mediante cadenas cinemáticas (a las que
se denomina como piernas o patas). De tal forma que la carga se distribuye entre las piernas
del robot [27]. Los robots paralelos se suelen clasificar por el número de grados de libertad que
tienen. La mayoría de los robots paralelos tienen entre 2 y 6 grados de libertad (o DoF). Un
sondeo de 82 arquitecturas paralelas diferentes refleja que el 40 % tienen 6DoF, el 3.5 % tienen
5DoF, el 6 % son de 4DoF, el 40 % de 3DoF y el restante 10.5 % tienen solo 2DoF [28].
Un conocido ejemplo de robot paralelo es el robot Detla, desarrollado por Reymond Clavel en
su tesis doctoral Conception d’un robot parallele rapide a 4 degres de liberte [1] (ver Figura 2.1).
La idea del robot Delta surgió a partir de una visita a una fábrica de chocolate en 1985, donde un
grupo de empleadas se encargaban de paletizar a mano las chocolatinas. Esta tarea exige un alto
grado de higiene y puede considerarse como un trabajo extremadamente aburrido y estresante
para las personas.
En aquel momento no existía en el mercado ningún robot que pudiera ejecutar esa tarea debido
a la gran cantidad de restricciones del problema. Por lo tanto se vio que existía la necesidad de
buscar un nuevo diseño [1] [29].
Aunque este tipo de robots predominan en el sector industrial, donde son ideales para tareas
de pick-and-place donde se necesita mover objetos ligeros a altas velocidades y con mucha pre-
cisión [16]. En otros sectores como en el aeroespacial tenemos el ejemplo del Vertical Motion
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Figura 2.1: Estructura móvil de un robot Delta. [1]
Simulator, considerado el simulador de vuelo más realista del mundo [2], la Figura 2.2 muestra
imágenes del simulador.
También en el sector médico, donde tradicionalmente no se piensa en robots, encontramos una
tendencia al alza en el uso de esta tecnología. También ha sido este el campo elegido para el
desarrollo del presente trabajo. En este campo, donde la precisión es vital, los robots paralelos
toman ventaja sobre los robots seriales. En [30] se nos presenta un robot paralelo de 6 grados
de libertad que realiza operaciones de neurocirugía con una precisión de 20 micrómetros (ver
Figura 2.3).
Los robots paralelos siguen generando lineas de investigación que intentan sacar el máximo
provecho a esta tecnología. Este es el caso del robot MilliDelta(Figura 2.4). Un pequeño robot
de 15mmx15mmx20mm con una masa de 430mg que puede cargar hasta 1.31g y que cuenta
(a) Base fija (b) Cabina interior (c) Base móvil
Figura 2.2: Imágenes del VMS [2]
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Figura 2.3: Plataforma de Stewart para neurocirugía
con una precisión de 5µ. Este pequeño robot es capaz de seguir trayectorias con una frecuencia
de hasta 75Hz, a una velocidad de 0.45m/s y una aceleración de 215m/s2 [3].
Los robots paralelos tienen ciertas ventajas cuando se comparan con los robots seriales. Una
de las más importantes es la posibilidad de poder mantener los motores fijos en la base, lo que
ayuda a reducir considerablemente la masa móvil [31].
En [32] los autores presentan un ejemplo donde comparan un robot paralelo con otro robot serial
equivalente y demuestras que, sin generalizar, el robot paralelo presenta mejores prestaciones
como ya defendían otros autores:
“La tecnología del robot paralelo promete ofrecer ventajas relativas a las maquina-herramientas,
como por ejemplo alta precisión” [33]
“Se prefieren los robots paralelos frente a los robots seriales por su capacidad de posicio-
namiento con alta precisión” [34]
(a) MilliDelta compasado con una moneda [3] (b) MilliDelta realizando una trayectoria [3]
Figura 2.4: Imágenes del robot MilliDelta [3]
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“Los errores de los robots paralelos son el resultado de la media de los error en sus cadenas
cinemáticas, mientras que los errores de los robots seriales son la acumulación de dichos
errores” [35]
Por otro lado, los robots paralelos tienen la desventaja de que su modelo dinámico es considera-
blemente más complicado de calcular que en el caso de un robot serial. El desarrollo del modelo
dinámico de los robots paralelos ha despertado gran interés en las últimas décadas. La principal
dificultad recae en encontrar una solución que sea suficientemente representativa del sistema
real y a la vez sea fácil de calcular en tiempo real para poder implementarla en el algoritmo de
control [31].
Para el proyecto en el que se recoge el presente texto se ha trabajado con dos robots paralelos
desarrollados en la Universidad Politécnica de Valencia y el Instituto Universitario de Automá-
tica e Informática Industrial (ai2) bajo el proyecto de investigación: Metodología de Diseño de
Sistemas Biomecatrónicos. Aplicación al desarrollo de un Robot Paralelo híbrido para diagnóstico
y rehabilitación (MEBIOMEC, 2016).
Por un lado se trata de un robot funcional paralelo de 3DoF, el cual se le denominará como
paralelo3DoF, con el que se han podido desarrollar diferentes estrategias de control, el cual e
muestra en la Figura 2.5.
Por otro lado, y partiendo del robot paralelo3DoF, se ha desarrollado una nueva versión deno-
minada paralelo4DoF, ver Figura 2.6, en el cual se ha empezado a trabajar desde la instalación
del software.
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Figura 2.5: Robot paralelo3DoF utilizado en para el desarrollo de controladores




La estructura mecánica del robot paralelo con 4 grados de libertad
En la figura 2.7 se muestra un esquema de la estructura del robot paralelo con 4 grados de
libertad. Como se ve, la estructura se compone de dos plataformas, una fija y una móvil, unidas
por tres cadenas cinemáticas con articulaciones U-P-E en los tres extremos y una cadena con
articulaciones R-P-U en el centro.
Figura 2.7: Esquema del robot paralelo4DoF. Fuente [4]
Las articulaciones rotacionales (R) permiten el giro alrededor de un eje, mientras que las articu-
laciones universales (U) se componen de dos articulaciones rotacionales con sus ejes de rotación
perpendiculares. Por otro lado las articulaciones esféricas (E) giran alrededor de una esfera, lo
que da como resultado infinitos ejes de rotación. Por último están las articulaciones prismáticas
(P), que permiten el movimiento lineal en una dirección.
Las articulaciones P son las encargadas de transmitir el movimiento al robot paralelo. Para ello
se ha dispuesto de actuadores lineales, compuestos por un motor DC conectado a un husillo
de bolas que transforma el movimiento rotatorio del robot en un desplazamiento lineal. Para
facilitar el control del motor también se le ha acoplado un freno así como un encoder que devuelve
la posición del rotor en cada instante.
El actuador lineal
Quizás el elemento de hardware más importante del robot paralelo, tanto de la versión de 3DOF
como la de 4DOF, sea el actuador lineal (ver figura 2.8. Estas piezas son las encargadas directas
de generar el movimiento por lo que el criterio con el que se diseñan será crucial para sacar el
máximo rendimiento al robot. El mecanismo de estos actuadores está compuesto por un husillo
de bolas que transforma el movimiento giratorio en un desplazamiento lineal, un motor DC con
escobillas de grafito que es el encargado último de hacer funcionar el mecanismo, un encoder
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incremental que nos permitirá conocer la posición del actuador y por último se ha añadido un
freno para poder fijar el husillo en una posición cuando sea necesario.
Figura 2.8: Imagen de un actuador lineal del robot robot paralelo4DOF.
El husillo de bolas
Se trata de un mecanismo giratorio con elementos fileteados (puede ser un husillo de fricción
o un husillo de bolas. Ver Figura 2.9) que convierte el movimiento giratorio de un motor en
un movimiento lineal. De esta manera, el vástago se desplaza hacia delante y hacia atrás. El
vástago puede estar asegurado contra giros y protegido contra sobrecarga mediante un acopla-
miento de deslizamiento. Además, puede detectarse la posición del vástago mediante detectores
de proximidad [5].
(a) Husillo de fricción
(b) Husillo de bolas
Figura 2.9: Esquema de los dos tipos de husillos [5]
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Las aplicaciones son diferentes dependiendo del tipo de husillo que se utilice.
Husillo de fricción: Está diseñado para la colocación lenta de masas con fuerzas elevadas.
Husillo de bolas: Está diseñado para el posicionamiento de precisión a velocidades ele-
vadas.
Una gran cantidad de actuadores lineales utilizan los husillos de bolas por su alto grado de
eficiencia, no reaccionan tan bruscamente en las paradas comparado con los husillos de fricción
y además son más robustos frente a impactos [36].
Dada la información presentada se ha optado por un husillo de bolas, concretamente se trata
del modelo DNCE-32-300-BS “10” P-Q del fabricante Festo. El cual presenta las siguientes
características:
Tamaño/Tipo de rosca 32-BS
Paso del husillo 3
Forma constructiva Cilindro eléctrico con husillo giratorio
Velocidad máxima [m/s] 0.15
Número de revoluciones máx. [1/min] 3000
Aceleración máxima [m/s2] 6
Constante del avance (Paso del husillo) [mm/U ] 3
Precisión en la repetición [mm] ±0.02
Perfil del cilindro, culata trasera, émbolo Aluminio
Husillo, rodamiento de bolas, vástago Acero
Tuerca del husillo Acero
Junta rascadora Caucho nitrílico
Tabla 2.1: Especificaciones técnicas del husillo [5]
El motor DC
Los motores eléctricos, como máquina que transforma energía eléctrica en energía mecánica, son
los elementos del sistema encargados de hacer el trabajo convirtiéndose en la “bestia de carga”
del sistema. Esto supone que independientemente de lo avanzado que sea el control, los motores
van a influir en gran medida en el comportamiento del sistema [37].
Actualmente en el mercado existe una gran variedad de motores eléctricos así como una infinidad
de aplicaciones para estos. Dependiendo de la señal de alimentación estos pueden ser AC o DC,
otra diferencia está en si el campo magnético del rotor está generado por inducción o por el
contrario utiliza imanes permanentes, si hace uso de escobillas o por el contrario carece de ellas,
y diferentes combinaciones más. Para el proyecto de los robots paralelos se ha optado por utilizar
un motor alimentado con corriente continua con escobillas y que tiene imanes permanentes en
el rotor. Esta decisión se justificará a continuación.
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Los motores AC, por lo general, se utilizan en aplicaciones donde se requiere gran potencia,
mientra que el segmento de mercado en el que predominan los motores DC trabaja con bajas
potencia [38]. Aunque los motores de corriente alterna son más simples y robustos, en [37] se
nos presentan una serie de ventajas que hacen que los motores DC sean preferibles para ciertas
aplicaciones:
1. Los motores de corriente continua son capaces de entregar un mayor par de eje en el
encendido que el par en plena carga y tiene un mayor ratio de par/inercia.
2. Un amplio rango de velocidades de operación y la simplicidad del control de velocidad
los hacen preferibles para aplicaciones con variación de velocidades. Por otro lado, para
aplicaciones con que necesitan una velocidad constante y precisa como relojes, etc., se puede
utilizar motores AC síncronos ya que funcionan intrínsecamente a velocidad constante.
3. Presentan una alta eficiencia comparados con los motores de corriente alterna y requieren
de drivers y circuitos de control más simples.
4. Se pueden implementar como freno dinámico y regenerativo (la energía generada por el
motor sirve para alimentar una parrilla de resistencias o la alimentación respectivamente).
5. Los motores DC responden rápidamente a cambios en la señal de control gracias a la baja
constante de tiempo del sistema eléctrico y el alto ratio par/inercia.
6. Además, para un mismo rango de potencia, los motores de corriente continua son más
pequeños y ligeros comparados con los motores de corriente alterna.
Por otro lado, [37] también destaca la limitación que suponen las escobillas en los motores de
corriente continua. Estás se deslizan sobre una anillo conectado al rotor que permite la conmu-
tación eléctrica en la armadura. Aunque las escobilla de grafito, comercialmente muy populares,
presentan baja resistencia eléctrica, bajo coeficiente de fricción y muy bajo desgaste debido al
vapor de agua en el aire, las escobillas añaden fricción al sistema y acaban desgastándose por lo
que requieren mantenimiento.
En general los motores con escobillas tienen a ser más económicos. A pesar que actualmente el
aumento de aplicaciones que requieren motores brushless ha hecho que el precio de estos baje,
los motores con escobillas siguen teniendo una cuota de mercado que les hace ser los más eco-
nómicos.
La corriente que alimenta el bobinado de la armadura llega a través de las escobillas que se
deslizan alrededor del un conmutador. El conmutador permite que el flujo magnético de la
armadura esté orientado siempre hacia al campo que generan los imanes permanentes. La dis-
posición consiste en un conjunto de guías montadas cerca del conmutador. Las guías son unas
cajas metálicas abiertas por arriba y por abajo más un resorte, es posible encontrar infinidad
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de variaciones de este mecanismo. La escobilla se introduce en la guía y es empujada contra el
conmutador por el resorte. El material de la escobilla es normalmente grafito natural, carbón
duro, electro-grafito, o grafito metálico. La calidad de la conmutación dependerá del voltaje y
los materiales utilizados [38].
Por otro lado, el uso de imanes permanentes para los motores eléctricos se ha popularizado
debido a las propiedades únicas que otorgan las tierras raras a los imanes, aportándoles una
alta densidad energética, alta densidad de flujo magnético y una alta coercitividad. Todo esto
añadido a un mercado maduro ha facilitado la fabricación de mecanismos con una bajo momento
de inercia, un alto ratio fuerza/peso, alta eficiencia, mejor respuesta dinámica, volumen reducido
y una alta capacidad de sobrecarga de par [38].
Para el robot paralelo4DOF se ha utilizado un motor DC de 150W con escobillas de grafito de
la compañía Maxon (ver Figura 2.10).
Este motor presenta las siguientes características técnicas [6] recogidas en las tabla 2.2
Figura 2.10: Imagen del motor Maxon utilizado. [6]
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Maxon Motor RE 40 40 mm Graphite Brushes 150Watt
Valores a tensión nominal
Voltaje nominal 24V
Velocidad nominal 7580rpm
Corriente sin carga 137mA
Par nominal (máx. par constante) 177mNm
Corriente nominal (máx. corriente constante) 6A
Par inicial 2420mNm
Corriente de arranque 80.2A
Máx. eficiencia 91 %
características
Resistencia entre terminales 0.299Ω
Inductancia entre terminales 0.082mH
Constante de par 30.2mNm/A
Constante de velocidad 317rpm/A
Gradiente de velocidad/par 3.14rpm/mNm
Inercia del rotor 142gcm2
Datos mecánicos
Tipo de rodamiento rodamiento de bolas
Velocidad máxima 12000rpm
Juego axial 0.05 − 0.15mm
Juego radial 0.025mm
Máx. carga axial 5.6N
Máx. carga radial 28N
Otras especificaciones
Número de pares de polos 1
Numero de segmentos del conmutador 13
Peso 480g
Tabla 2.2: Especificaciones técnicas del motor Maxon [6]
El freno
Además, con la intención de asegurar que el robot paralelo4DOF se mantiene en la posición
deseada cuando el motor no recibe alimentación y por lo tanto los actuadores lineales no se
retraen debido a la fuerza de la gravedad, se ha dispuesto de un freno conectado al motor (ver




Figura 2.11: Imagen del freno Maxon utilizado. [7]






Tabla 2.3: Especificaciones técnicas del freno Maxon [7]
Los encoders
Las articulaciones del robot están controladas por actuadores lineales que consisten en un tornillo
sin fin y una reductora conectada a un motor brushed. Por lo tanto, el desplazamiento lineal del
actuador se puede calcular conocidas las revoluciones del tornillo sin fin. Los encoders miden estas
revoluciones. La posición analógica del motor puede ser determinada por una señal sinusoidal
del encoder, o más común es determinar la posición digital del motor contando los pulsos que
se obtienen al hacer pasar la señal sinusoidal por un comparador [39].
A fin de obtener una buena respuesta dinámica es esencial tener en cuenta la precisión del enco-
der. Muchos sistemas de control de alta precisión para motores eléctricos utilizan los encoders
rotatorios [40].
Un caso concreto de encoder rotatorio es el encoder óptico, dónde un foco de luz que apunta a
un fotodetector es periódicamente interrumpido por un patrón codificado en opaco/translúcido
impreso en un disco dispuesto en el eje en el que se pretende medir la velocidad. Estos discos
pueden estar hechos de cromo sobre vidrio, metal grabado o tinta impresa en plástico, por
ejemplo [41].
Los encoders rotatorios pueden ser absolutos o incrementales. Mientras que los encoders absolu-
tos devuelven el valor de la posición absoluta del encoder por lo que para aumentar la resolución
es necesario aumentar el número de conexiones, los encoders incrementales devuelven el número
de pulsos a medida que rotan. Por lo que sabiendo el número de pulsos por radián podemos
saber el desplazamiento entre lecturas. Esto hace que su construcción sea más simple que la de
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los encoders absolutos [42], no necesita aumentar el número de cables para mejorar su resolu-
ción [40]. Si no se requiere conocer la posición de manera no volátil, los encoders incrementales
son más sencillos de implementar y de coste mucho que los encoders absolutos para la misma
resolución [43].
Los encoders ópticos absolutos
Los encoders absolutos se usan normalmente en aplicaciones donde se da una baja velocidad de
rotación y donde es necesario conocer la posición del eje sin ser admisible perder esta información
cuando se interrumpe la alimentación. Para ello se dispone de varios anillos concéntricos, cada
uno con un patrón distinto, que interrumpen la fuente de luz devolviendo una única “palabra”
para cada posición (ver Figura 2.12). La asignación de una pista dedicada para cada bit de reso-
lución hace necesario aumentar el tamaño del disco y con ello reducir la tolerancia a vibraciones.
Se toma como norma general que cada pista adicional en el disco duplica la resolución pero
cuadruplica el costei [44].
La potencial desventaja de los encoders absolutos es su trama de datos en paralelo, los cuales
requieren una interfaz más compleja debido al gran número de conexiones que necesitan. Por
ejemplo, un encoder absoluto de 13-bits usando señales de salida complementarias por inmunidad
al ruido necesitaría 28 conexiones (13 pares de conexiones para las señales más la alimentación
y masa), en cambio, un encoder incremental únicamente necesitaría seis conexiones [45].
(a) El incremento de una posición en sentido
antihorario hará que únicamente cambie un bit.
(b) La misma rotación de un disco con codificación
binaria hará que todos los bits cambien en el caso
particular (255 a 0) ilustrado por la linea de
referencia que marca las 12h
Figura 2.12: Rotación de un disco absoluto con codificación de 8-bits [8]
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Los encoders ópticos incrementales
Estos, relativamente baratos, dispositivos son ideales para ser utilizados para medir la velocidad
en sistemas de control de velocidades medias o altas, pero presentan problemas de ruido y
estabilidad a bajas velocidades debido a que el error está cuantificado [46].
La señal de salida de un encoder incremental son dos señales cuadradas desfasadas 90◦, este des-
fase nos permite saber la dirección de rotación del rotor. Esto también nos permite cuadruplicar
el numero de pulsos por revolución (PPR) detectando los flancos de la señal cuadrada. [40].
Para aplicaciones en las que existen continuamente rotaciones de más de 360◦ muchos encoders
incluyen un tercer canal que envía la señal cada vez que el eje pasa por 0 y por lo tanto completa
una vuelta (ver Figura 2.13. Por lo tanto la posición del eje se puede calcular a partir de los
pulsos contados a partir de este tercer canal, o canal Índice. El mayor inconveniente es que se
debe esperar a volver a detectar el 0 cada vez que se interrumpe la alimentación [43].
Figura 2.13: Ejemplo de como la relación de fases entre el canal A y el canal B puede ser utilizada
para determinar la dirección de rotación con un encoder en cuadratura. La única ranura del disco
exterior permite detectar cuando el eje pasa por cero [8].
La velocidad de rotación se puede obtener de dos formas: contando el número de pulsos en un
tiempo dado, i.e. un frecuenciómetro, o midiendo el tiempo de los pulsos, i.e. un periodímetro.
En este caso se ha utilizado el primer método por se más simple [42]. Si definimos n, como el
número de pulsos en un tiempo fijo T , y siendo α el ángulo entre pulsos tenemos que el ángulo
recorrido es:
αt = n · α (2.1)
y por tanto la velocidad angular se define como:
ωr = αt/T (2.2)
Dado que αt es un múltiplo entero de α, se puede cuantificar el error máximo como α/T [40].
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Además, cuando el tiempo entre pulsos es mayor que el periodo de muestreo en bajas velocidades,
el error aumenta pudiendo llegar a dar problemas de estabilidad en el controlador.Esta velocidad
mínima viene dada por la siguiente expresión:
ωmin =
90 · fs · α
1 − 4 · fs · T
(2.3)
Siendo fs(Hz) la respuesta en frecuencia del controlador utilizado [42].
PCL-833
El robot3DOF se compone de tres actuadores lineales que disponen de un encoder cada uno, para
ellos se dispuso de la tarjeta PCL-833 de Advantech con tres canales de entrada para encoders
en cuadratura [47].
En la siguiente página se recogen los datos técnicos correspondiente a la tarjeta PCL-833 [48].
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0 Lógico: 1V máx.











1 x DB25 conector hembra
Dimensión (L+H)
185 x 100 mm (7.3"x 3.9")
Consumo
Normal: 5V @ 700mA
Máx.: 12V @ 15mA
Absorción de humedad


















Frecuencia máxima de entrada
8 MHz para subida/bajada y pulso/direc-
ción
2 MHz para cuadratura sin filtro digital
1 MHz para cuadratura con filtro digital







Contador 0 ∼ 2
Frecuencia del reloj
8, 4, 2 o 1 MHz
Voltajes de entrada
Single-ended:
0 Lógico: 0.8V máx.
1 Lógico: 2.8V máx. (12V máx.)
Diferencial:
0 Lógico: -0.2V máx. (-12V máx.)





0 Lógico: 3V máx.















0 Lógico: 0.8V máx.














175 x 100 mm (6.9"x 3.9")
Consumo
Normal: 5V @ 200mA
MÁX.: 5V @ 450mA
Absorción de humedad








Tarjeta con salidas analógicas
Figura 2.16: Imágenes de la tarjeta PCI-1720U [10]
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Las acciones de control se envían a los motores como diferentes niveles de tensión a una tarjeta de
control que lo convierte en PWM. Para poder enviar diferentes niveles de voltaje se ha dispuesto
de la tarjeta de salidas analógicas PCI-1720U de Advantech [47]. Las especificaciones técnicas








Unipolar (V) 0 ∼ 5, 0 ∼ 10
















Por último se ha implementado la tarjeta multifunción PCL-812PG de Advantech [47]. Esta
tarjeta tiene varias entradas digitales y analógicas pensadas para un uso general, por ejemplo,
se ha utilizado para activar y desactivar el freno o indicar el sentido del actuador lineal. A
continuación se muestran las especificaciones técnicas [11]:
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Desarrollo de software basado en componente
Fue en la conferencia de Ingeniería del Software en 1968 cuando se introdujo por primera vez
el concepto de componente de software [49]. A partir de entonces se ha desarrollado la inge-
niería de software basado en componentes, CBSE ( Component-Based Software Engineering)
o CBSD (Component-Based Software Development). Aunque esta tecnología no ha conseguido
popularizarse a lo largo de los años, si que se han desarrollado un gran número de trabajos que
aprovechan las ventajas del software basado en componentes, como son [16]:
Reutilización
Coste (económico y desarrollo)
Calidad
Integración
Para entender en qué consiste el CBSD tenemos que buscar la definición, dentro de la exten-
sa bibliografía una de las definiciones más utilizadas es la presentada por [50], que define un
componente de software como una unidad funcional y básica de composición con interfaces y
un contexto bien definidos. Otras definiciones que encontramos lo definen como una unidad que
encapsula una funcionalidad, restringiendo el acceso a esa funcionalidad a interfaces explíci-
tamente definidas [51], o también como una caja negra que proporciona y requiere servicios a
través de interfaces bien definidas [52]. Aunque cada autor presenta un concepto de lo que es un
componente, en general comparten la idea de que un componente de software debe tener por lo
menos dos partes estructurales [52].
Puertos. Los puertos son canales de comunicación que utilizan los componentes para
intercambiar información. En [52] se equipara un puerto de software con un conector en
hardware.
Interfaces. Las interfaces componen la capa más externa de un componente. Los compo-
nentes utilizan las interfaces para interactuar entre ellos, esto supone que hay que encontrar
el equilibrio entre diseñar componentes demasiado específicos que resulten poco reutiliza-




Al igual que con la definición de componente, no hay un consenso entre los autores para la
definición de Desarrollo o Ingeniería del Software basado en Componentes (CBSD o CBSE),
aunque se parecen bastante parecido. Por ejemplo, en [53] se dice que el CBSD consiste en la
creación de sistemas a partir de componentes reusables, manteniendo separado el desarrollo del
componente en sí, con el desarrollo del sistema. O una definición más simple sería que el CBSD
consiste en el desarrollo de sistemas distribuidos a partir de componentes de software reusables,
independientes, y debidamente testeados [54].
Aunque el CBSD presenta ventajas en otras muchas áreas de ingeniería de software, este trabajo
se centra en el área de la robótica. Los sistemas robóticos generalmente son sistemas complejos,
los cuales comparten unas propiedades que los convierten en candidatos ideales para implementar
el CBSD [55]:
Complejidad: Un robot necesita de sensores, actuadores y algoritmos de control que hagan
uso de estos. La complejidad aumenta con el número de elementos y la necesidad de
intercambiar información entre ellos.
Flexibilidad: Generalmente los investigadores se centran en un único aspecto del sistema (i.e.
visión artificial, mapeado, etc.). El investigador, por lo tanto, tiene que ser capaz de mo-
dificar una parte del sistema sin que esto afecte al resto del conjunto.
Distribución: Cuando un robot esta compuesto por más de un procesador o se pretende susti-
tuir un procesador por otro, es importante que el código sea compatible entre procesadores.
Heterogenidad: Un robot puede estar integrado por una gran cantidad de componentes de
diferentes fabricantes, por lo que es importante que estos se puedan integrar sin demasiados
problemas.
Por lo visto hasta ahora los diferentes componentes de software deben seguir unos criterios para
poder sacar el máximo provecho a los recursos disponibles. En [56] se proponen cuatro conceptos,
las cuatro C’s, a los que prestar atención cuando se pretenden diseñar los componentes. Además
en [57] , se propone un quinto concepto pasando así a ser las cinco C’s.
Computación: La computación consiste en el procesado de datos por parte del algoritmo que
se necesita en la aplicación [58]. Esto se entiende como el intercambio de información, la
gestión de recursos y el acceso a memoria.
Configuración: La gestión óptima de las interfaces supone encontrar el equilibrio entre un com-
ponente más configurable, con muchas interfaces y mayor complejidad, o un componente
menos configurable, menos interfaces y por lo tanto más simple.
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Comunicación: Se deberá decidir que protocolo de comunicación es el más adecuado para los
componentes dependiendo del ancho de banda que necesitemos, la latencias que podamos
tolerar o la fiabilidad de la información transmitida, entre otros aspectos.
Coordinación: Esto es la escala de prioridad de los componentes y la interacción entre ellos.
Y el quinto elemento introducido por [57]
Composición: Describe como se estructura cada uno de los componentes.
Como se ha comentado en las primeras líneas de esta sección, el desarrollo de software basado en
componentes tiene algunos puntos débiles que han hecho que no se popularice. El autor en [55]
destaca que es necesario que los componentes sigan un mismo estándar para poder funcionar.
Por otro lado [59] argumenta que si se utiliza un framework ( o middleware) para desarrollar el
software, este siempre va a necesitar del framework para funcionar. Además, normalmente los
frameworks no cumplen con los requisitos que se necesitan, por lo que se tiende a implementar
otro nuevo framework desde cero, teniendo que reinventar la rueda [52], aunque el mismo au-
tor también sugiere que estos problemas se resolverían si existiera un protocolo de CBSE que
compartieran los frameworks.
Pese a los problemas del CBSD o los puntos en contra que puedan surgir, se ha considerado
que el desarrollo de software por componentes es la mejor opción para este proyecto. Sobre todo
porque reduce el coste y tiempo de un proyecto dinámico, esto se debe a que no es un producto
con una única funcionalidad final. Al tratarse de un robot para un proyecto de investigación
se requiere de un sistema que sea fácil de reprogramar y que una persona o equipo se pueda
centrar en una única parte del sistema, i.e. se necesita que cada módulo sea lo más independiente
posible. Además existen varias versiones del robot, por lo que la reusabilidad de los componentes
entre distintos sistemas supone un importante ahorro de trabajo para los investigadores.
Para conseguir dicha modularidad en el sistema se ha hecho uso de un middleware o framework.
Como se describe en [16], un middleware no es más que una capa de abstracción que se sitúa
entre el sistema operativo y la capa de aplicación, siendo el principal objetivo de éste, abstraer
al desarrollador de tareas complejas tales como la gestión de información que se transmite
por la red, gestión de recursos compartidos, notificación de eventos, gestión de prioridades,
etc. Para este proyecto se ha elegido Orocos, creado en el año 2000 a partir de la idea de
Herman Bruynickx [60] e incluido entre los paquetes de ROS, otro framework más generalista.
A continuación se describen con más detalle estos frameworks.
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Robot Operating System [ROS]
Robot Operating System (ROS) is un framework flexible para programar robots.
Es una colección de herramientas, bibliotecas y normas de uso para simplificar la
tarea de crear complejos y robustos comportamientos en robots dentro de una gran
variedad de plataformas.
¿Por qué? Porque crear software robusto de uso general es complicado. Desde la
perspectiva del robot, problemas que parecen triviales para las personas normalmen-
te varían ampliamente entre tareas a realizar y el entorno. Tratar de afrontar estas
variaciones is tan costoso que ningún individuo, laboratorio, o institución puede es-
perar hacerlo por si solo.
Como resultado, ROS fue creado desde la base para fomentar el desarrollo cola-
borativo de software para robots. Por ejemplo, un laboratorio podría tener expertos
en mapeado de entornos interiores, y podría contribuir a la creación de un sistema
para producir mapas. Otro grupo podría tener expertos en el uso de mapas para
navegación, e incluso otro grupo podría haber descubierto un sistema de visión por
computadora que funciona bien reconociendo pequeños objetos dentro de un embro-
llo. ROS fu diseñado especialmente para que grupos como estos puedan colaborar y
contribuir en el trabajo de los otros.
(www.ros.org)
ROS ha demostrado ser una herramienta muy potente para el desarrollo de software para el
control de robots. Podemos encontrar ejemplos de robots que utilizan este software en distintos
ámbitos, desde su uso en robots comerciales como son los de la empresa española Robotnik
(utilizados en otros proyectos del instituto Ai2), hasta los robots industriales de ABB, e inclu-
so existen proyectos puramente de investigación como es el caso del proyecto Robonaut 2 (ver
figura 2.18), un robot humanoide diseñado por la NASA para operar en la Estación Espacial
Internacional [61].
La unidad básica de ROS son los packages o paquetes. Un paquete puede contener programas
completos, bibliotecas, archivos de configuración, datos almacenados o cualquier otra cosa que
pueda resultar útil tenerla junta. Cuando una colección de paquetes tienen un control de versio-
nes común y pueden ser liberados a la vez se le denomina repositorio.
Una de las ventajas que tiene ROS sobre otras plataformas es la opción de compartir estos
paquetes. ROS anima a convertirse en desarrollador y subir paquetes que sean útiles para la
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Figura 2.18: Robonaut 2 en la ISS. Fuente: NASA
comunidad. Estos paquetes podrán ser instalados por los usuarios haciendo uso del la función
rosinstall, con algún gestor de paquetes del sistema operativo o directamente descargando
el código fuente. Este es el caso de Orocos, un software para la gestión de procesos en tiempo
real utilizado en los robots paralelos y que se desarrollará más adelante. Orocos es un proyecto
independiente que se incorporó a ROS en forma de diferentes repositorios. Concretamente para
el control de los robots paralelos se usa Orocos Toolchain, que se puede instalar con el repositorio
rtt_ros_integration.
Aunque no es objeto de este trabajo el uso extenso de ROS, es conveniente desarrollar bre-
vemente cómo ROS gestiona la comunicación entre diferentes procesos y los conceptos que se
trabaja a lo largo del proyecto. Estos son los conceptos básicos que intervienen en el proceso de
comunicación [61]:
Nodes: Los nodos ( o nodes) son procesos que realizan una tarea. ROS está diseñado
para ser modular en una escala muy precisa, por lo que un robot puede llegar a utilizar
muchos nodos. Por ejemplo, un nodo se encarga de almacenar el valor de un encoder, otro




Master: El Master es un nodo que registra, gestiona y supervisa la comunicación entre
nodos. Sin el Master, los nodos no son capaces de comunicarse.
Messages: Los nodos se comunican entre sí enviando mensajes (o messages). Los mensa-
jes son simples estructuras de datos que pueden contener tipos estándar de variables (int,
float, bool, etc.) así como arrays. Similar a las estructuras en C.
Topics: Los mensajes son dirigidos a través de un sistema de transporte con una semántica
publica/subscribe (publish/subscribe). Un nodo envía un mensaje publicándolo en un topic.
El topic es un nombre usado para identificar el contenido del mensaje, entonces el nodo
interesado en cierto mensaje se subscribirá al topic correspondiente. Pueden haber varios
publisher y subscriber concurrentes a un mismo topic, y un mismo nodo puede publicar
o subscribirse a múltiples topics. En general, publishers y subscribers no se percatan de
la existencia del otro. La idea is desacoplar la producción de información del consumidor.
Lógicamente, se puede pensar en un topic como un bus de datos con un tipo de mensaje
definido. Cada bus tiene un nombre, y todos pueden conectarse al bus para enviar o recibir
mensajes siempre y cuando los mensajes son del tipo correcto.
Services: El modelo publica/subscribe is bastante flexible, pero la comunicación en una
única dirección no es óptima para interacciones del tipo petición/respuesta (request/reply),
normalmente necesarias en un sistema distribuido. Las comunicaciones petición/respuesta
se hacen vía servicios (o services), definidos por un par de estructuras de mensaje: uno
para la petición y otro para la respuesta. Un nodo ofrece un servicio con un nombre y
un cliente usa este servicio enviando un mensaje de petición y esperando el mensaje de
respuesta.
Bags: Se trata de un formato para guardas y reproducir datos de mensajes en ROS. Los
bags son un importante mecanismo para almacenar datos, como los proporcionados por un
sensor, que pueden ser complicados de recoger pero que son importantes para el desarrollo
y el test de algoritmos.
El nodo ROS Master almacena la información de registros de los topics y services de los dife-
rentes nodos. Los nodos se comunican con el Master para indicarle su información de registro,
al comunicarse con el Master estos pueden recibir información acerca de los otros nodos regis-
trados y realizar las conexiones apropiadas. El Master también realizará las diferentes llamadas
(callbacks) a estos nodos cuando la información de registro cambie, lo que permite que los nodos
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puedan ir creando nuevas conexiones a medida que los nuevos nodos se ejecutan.
Los nodos se conectan entre ellos directamente, el Master solo proporciona información de bús-
quedas, similar a un servidor DNS. Los nodos que se subscriben a un topic pedirán información
sobre los nodos que publican ese topic, y se establecerá una conexión mediante un protocolo




Orocos es el acrónimo de Open Robot Control Software project. El objetivo es
desarrollar un framework de uso general, software libre y modular para el control de
robots y maquinaria.
Un framework es una colección de código fuente desde el que se pueden crear
aplicaciones en un dominio particular [Johnson97]. Por lo tanto, el framework no es
una aplicación en si, pero proporciona la infraestructura y las funcionalidades para
crear aplicaciones en C++. Normalmente, los programadores de aplicaciones tienen
que conectarse a algún “punto de acceso” específico para su aplicación, y por lo tan-
to, no puede ser proporcionado por el framework.
[. . . ]
Orocos es un proyecto de software libre, por lo tanto su código y documentación
están liberadas bajo Free Software Licenses.
[. . . ]
(www.orocos.org)
Orocos es el software en el que se basaba, y se basa, el control del robot Paralelo3DOF en el
momento de empezar este trabajo. La versatilidad que supone programar de forma modular y
la gestión de recursos pensado para la ejecución en tiempo real han sido las razones para seguir
confiando en Orocos para el control del robot Paralelo4DOF.
Dentro del proyecto Orocos coexisten tres herramientas: Orocos Toolchain, Kinematics and Dy-
namics library y Bayesian Filtering library[60].
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Orocos Toolchain Es un framework para la creación de componentes en tiempo real, ma-
nejo interactivo mediante scripts, maquinas de estado, procesos distribuidos y generación
de código.
Kinematics and Dynamics library: Es una biblioteca para el cálculo de cadenas cine-
máticas, el cálculo tanto de cinemática directa como inversa en tiempo real y adaptación
de bibliotecas para Python.
Bayesian Filtering library: Es una biblioteca para el cálculo de Dynamic Bayesian
Networks, filtros de Kalmann extendidos, y filtros de partículas (o métodos de Monte
Carlo secuenciales).
Estas herramientas están actualmente integradas en ROS en forma de “paquetes”.
Tanto el robot Paralelo3DOF como el robot Paralelo4DOF únicamente hacen uso de Orocos
Toolchain. Este framework permite la creación y manipulación de módulos llamados compo-
nentes. Estos componentes son piezas de software que realizan una función básica y pueden
transmitir información entre sí, de esta forma se crean aplicaciones conectando los diferentes
módulos. El programa encargado de la gestión de los componentes y sus conexiones se deno-
mina deployer, este a la vez ejecuta un Orocos Program Script(ops) con la información sobre
los componentes que utiliza la aplicación, las conexiones y cómo se deben lanzar los distintos
componentes.
La interfaz componente está definida por la clase TaskContext. Existen cinco formas diferentes
por las cuales un componente de Orocos se puede interconectar: A través de properties, events,
methods, commands y data flow ports. Todos estos tipos de interconexiones son opcionales y
tanto su propósito como su uso están descritos en The Orocos Component Builder’s Manual[60].
Properties: Parámetros que pueden ser modificados durante el tiempo de ejecución, alma-
cenados en archivos XML.
Events: Se trata de un mecanismo de callback para comunicar (publish) un cambio a otro
componentes(subscriber).
Methods: Piezas de código que pueden ser llamadas por otros componentes para obtener
resultados inmediatos, similar a una función en C.
Commands: Estos son enviado por otro componente para indicarle al receptor que haga
una función.
Data-Flow Ports: Canales de comunicación para enviar datos entre componentes.
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En el capítulo 4 se describen con más detalles los diferentes componentes creados para ambos
robots paralelos. Toda la información sobre Orocos Toolchain se puede encontrar en la página
oficial en The Orocos Component Builder’s Manual [62].
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Capítulo 3
Modelo cinemático y dinámico del
robot paralelode 4 grados de libertad
Modelo cinemático.
Para realizar el control del robot es necesario conocer su cinemática y así poder calcular la
posición y velocidad en cada instante. El cálculo detallado de la cinemática del robot está
recogido en el documento interno del proyecto [4]. En esta sección se presentan los resultados
necesarios para implementar el software de control del robot.
Modelación cinemática
Un robot manipulador puede ser considerado como una serie de enlaces rígidos unidos por articu-
laciones. Considerando un sistema de coordenadas para cada enlace rígido usando la notación de
Denavit-Hartenberg podemos crear matrices de transformaciones homogéneas, Ai, que describen
la relación de translación y rotación entre dos sistemas de coordenadas consecutivos. La relación
entre cualquiera de lo sistemas de coordenadas vendrá dado por el producto de las matrices de
transformación homogénea [63].
El robot paralelo4DOF tiene una configuración 3UPE-RPU. Esto indica que el robot tiene, como
se ve representado en la figura 3.1, tres cadenas cinemáticas de tipo UPE (Universal-Prismática-
Esférica) y una de tipo RPU (Rotacional-Prismática-Universal). Estas cadenas cinemáticas unen
dos plataformas. Una plataforma fija en la base y otra móvil que será la que queremos controlar.
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Figura 3.1: Robot 3UPE-RPU. Fuente [4]
De acuerdo a esto se establecen los sistemas de referencia fijo {OF −XFYFZF } y móvil {OM −
XMYMZM } cómo se indica en la figura 3.2.
Figura 3.2: Sistemas de referencia fijo y móvil. Fuente [4]
Así mismo, se establece una relación entre el sistema de referencia fijo y un sistema de referencia
fijo en la base de cada una de las cadenas cinemáticas o patas. Este nuevo sistema de referencia




Ai = Rot(zi, θi)Trans(zi, di)Trans(xi, ai)Rot(xi, αi)
=

cosθi −sinθicosαi sinθisinαi acosθi
sinθi cosθicosαi −cosθisinαi asinθi
0 sinαi cosαi di
0 0 0 1

(3.1)
Donde Rot(zi, θi) es una rotación de θi sobre el eje zi, Trans(zi, di) es una translación de di en
el eje zi, Trans(xi, ai) es una translación de ai en el eje xi y Rot(xi, αi) es una rotación de αi
sobre el eje xi. El subíndice i indica que se trata de una translación de la cadena cinemática
i− 1 a la cadena cinemática i [63].
Cadenas cinemáticas UPE.
Para modelizar las patas se asigna un sistema de referencia a cada uno de los pares. El par
universal(U) se modeliza mediante dos pares rotacionales(R) perpendiculares entre sí. Los de-
notaremos con los subíndices 1 y 2. El par prismático(P) los denotaremos con el subíndice 3 y
por último el par esférico (E) se modeliza mediante 3 pares rotacionales a los que se asignan los
subíndices 4,5 y 6 [4]. La asignación de los sistemas de referencia correspondientes a los nudos
U, P y E se ve representada en la figura 3.3.
Figura 3.3: Asignación de los sistemas de referencia correspondientes a los nudos U, P y E. Fuente [4]
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En la tabla 3.1 se recogen los parámetros para crear las transformaciones homogéneas Ai para
las barras UPE.
Tabla 3.1: Tabla de Denavit-Hartenberg para cada barra UPE
Barra i-ésima αi ai di θi
1 −π2 0 0 q1
2 π2 0 0 q2
3 0 0 q3 0
4 π2 0 0 q4
5 π2 0 0 q5
6 π2 0 0 q6
Cadena cinemática RPU
Al igual que se ha hecho con las barras UPE, se asigna un sistema de referencia a todos los
pares del sistema. Al par rotacional lo denotamos con el subíndice 1, el par prismático con el
subíndice 2 y y el par universal se modeliza mediante dos pares rotacionales, 3 y 4.
La asignación de los sistemas de referencia se ve representada en la figura 3.4.
Figura 3.4: Asignación de los sistemas de referencia correspondientes a los nudos R, P y U. Fuente [4]




Tabla 3.2: Tabla de Denavit-Hartenberg para la barra RPU
Barra i-ésima αi ai di θi
1 −π2 0 0 q1
2 −π2 0 q2 π
3 +π2 0 0 q3
4 0 0 0 q4
Posición por cinemática inversa
El objetivo es determinar las coordenadas correspondientes a los actuadores prismáticos, q3 para
las patas exteriores y q2 para la pata central, a partir de las coordenadas de la plataforma móvil
{xm, ym, zm, φ, θ, ψ}.
Como se aprecia en la figura 3.5, se han definido los puntos A0, B0 y C0 como los puntos de
unión entre la plataforma fija y las patas exteriores; y los puntos A, B y C como los puntos de
unión entre la plataforma móvil y las patas exteriores.
Figura 3.5: Obtención de las coordenadas de los puntos A, B y C por dos caminos diferentes.
Primero, las coordenadas generalizadas q1, q2 y q3 de las patas exteriores y q1 y q2 de la pata
central se calculan mediante la posición de los puntos A, B y C a los que se llega por dos caminos
diferentes como se muestra en la figura 3.5. Y segundo, las coordenadas q4, q5 y q6 de la patas
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exteriores y q3 y q4 de la central se calculan haciendo uso de la orientación de la plataforma
móvil.
La relación entre el sistema de referencia fijo {Of −XfYfZf } y el fijo de cada pata viene dado
por las expresiones siguientes:




















































Las coordenadas de los puntos A, B y C por los dos caminos diferentes vienen dadas por:









 = [HOf A0 ·H01(q1) ·H12(q2) ·H23(q3)] (3.2a)









 = [HOf B0 ·H01(q1) ·H12(q2) ·H23(q3)] (3.2b)









 = [HOf C0 ·H01(q1) ·H12(q2) ·H23(q3)] (3.2c)




 = [HOf 0 ·H01(q1) ·H12(q2)] (3.2d)
Desarrollando las expresiones anteriores y teniendo en cuenta que el par R de la base impone
las restricciones ym = 0 y θ = 0, obtenemos el siguiente conjunto de ecuaciones para cada una
de las patas:
Pata 1
cos(q1) · sin(q2) · q3 −R = xm −Rm · cos(θ) · cos(ψ) (3.3a)
cos(q2) · q3 = Rm · cos(θ) · sin(ψ) (3.3b)
sin(q1) · sin(q2) · q3 = zm +Rm · sin(θ) (3.3c)
Pata 2
cos(q1) · sin(q2) · q3 +R · cos(β) = xm +Rm · cos(β) · cos(θ) · cos(ψ)+




cos(q2) · +R · sin(β) = Rm · cos(β) · cos(θ) · sin(ψ)+
Rm · sin(β) · (cos(ψ) · cos(φ) + sin(ψ) · sin(θ) · sin(φ))
(3.4b)
sin(q1) · (q2) · (q3) = zm +Rm · (−cos(β) · sin(θ) + cos(θ) · sin(φ) · sin(β)) (3.4c)
Pata 3
cos(q1) · sin(q2) · q3 +R · cos(β) = xm +Rm · cos(β) · cos(θ) · cos(ψ)+
+Rm·sin(β) · (−sin(ψ) · cos(φ) + cos(ψ) · sin(θ) · sen(φ))
(3.5a)
cos(q2) · +R · sin(β) = Rm · cos(β) · cos(θ) · sin(ψ)+
Rm · sin(β) · (cos(ψ) · cos(φ) + sin(ψ) · sin(θ) · sin(φ))
(3.5b)
sin(q1) · (q2) · (q3) = zm +Rm · (−cos(β) · sin(θ) + cos(θ) · sin(φ) · sin(β)) (3.5c)
Pata 4
q2 · sin(q1) = −xm (3.6a)
q2 · cos(q1) = zm (3.6b)
sin(q1) · (q2) · (q3) = zm +Rm · (−cos(β) · sin(θ) + cos(θ) · sin(φ) · sin(β)) (3.6c)
El problema de cinemática inversa tiene solución analítica para las coordenadas generalizadas q1,
q2 y q3. Se deberá comprobar también que los valores de q3 están dentro del rango que permite
el actuador físico.
Como se ha indicado anteriormente, el resto de coordenadas generalizadas se obtienen calculan-
do la orientación de la plataforma móvil por dos caminos diferentes.
Para las patas exteriores tendremos que:
fR3(q1, q2, q3) · 3R6(q4, q5, q6) = fRm(φ, θ, ψ)
Donde 3R6(q4, q5, q6) es la relación entre el último sistema de referencia antes del par prismático
y el último sistema de referencia correspondiente al par prismático. O expresado de otra manera:
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3R6(q4, q5, q6) = (fR3(q1, q2, q3))T · 0Rm(φ, θ, ψ) = R∗
R∗ =

cos(q4) · cos(q5) · cos(q6) + sin(q4) · sin(q6) cos(q4) · sin(q5) cos(q4) · cos(q5) · sin(q6) − sin(q4) · cos(q6)
sin(q4) · (q5) · cos(q6) − cos(q4) · sin(q6) sin(q4) · sin(q5) sin(q4) · cos(q5) · sin(q6) + cos(q4) · cos(q6)
sin(q5) · cos(q6) −cos(q5) sin(q5) · sin(q6)



















La matriz R∗ será singular cuando q5 sea 0 o múltiplo de 2π dando lugar a infinitas soluciones
de q4 y q6.
Se procede de manera análoga para la pata 4.
fR0 · 0R1(q1) · 1R2(q2) · 2R3(q3) · 3R4(q4) = fRm
de donde,
2R4(q3, q4) = (fR0 · 0R1(q1)1R2(q2))T · fRm = R∗
R∗ =

cos(q3) · cos(q4) −cos(q3) · sin(q4) sin(q3)













(R∗1,1)2 + (R∗2,1)2) (3.8b)
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El uso de las coordenadas relativas al par esférico de las patas exteriores y el par universal de la
pata central se limita a comprobar que los valores se encuentran dentro del rango que permiten
los pares.
Posición por cinemática directa
Dados los valores de las coordenadas generalizadas correspondientes a los actuadores se preten-
de obtener la posición y orientación de la plataforma móvil así como las restantes coordenadas
generalizadas. El problema se ha abordado numéricamente, primero se ha obtenido la posición
del sistema de referencia móvil y las coordenadas generalizadas de las patas, representado gráfi-
camente en 3.6. Desarrollando las ecuaciones de restricción (3.2) para la cinemática directa se
obtienen las siguientes expresiones [4],
Figura 3.6: Planteamiento gráfico de las ecuaciones de restricción. Fuente [4]
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Φ1 ≡ cos (q11) · sin (q12) · q13 −R− xm +Rm · (φ) · cos (ψ) = 0
Φ2 ≡ − cos q12 · q13 +Rm · cos (θ) · sin (ψ) = 0
Φ3 ≡ sin (q11) · sin (q12) · −zm −Rm · sin (θ) = 0
Φ4 ≡ cos (q21) sin (q22) · q23 +R · cos (β) − xm −Rm · cos (β) · cos (φ) · cos (ψ) +Rm · sin (β) · sin (ψ) = 0
Φ5 ≡ − cos (q22) · q23 +R · sin (β) −Rm · cos (β) · cos (θ) · sin (ψ) −Rm · sin (β) · cos (ψ) = 0
Φ6 ≡ sin (q21) · sin (q22) · q23 − zm +Rm · cos (β) · sin (θ) = 0
Φ7 ≡ cos (q31) · sin (q32) · q33 +R · cos (β) − xm −Rm · cos (β) · cos (θ) · cos (ψ) −Rm · sin (β) · sin (ψ) = 0
Φ8 ≡ − cos (q32) · q33 −R · sin (β) −Rm · cos (β) · cos (θ) · sin (ψ) +Rm · sin (β) · cos (ψ) = 0
Φ9 ≡ sin (q31) · sin (q32) · q33 − zm +Rm · cos (β) · sin (θ) = 0
Φ10 ≡ − sin (q41) · q42 − xm = 0
Φ11 ≡ cos (q41) · q42 − zm = 0
Por lo que se tiene un sistema de once ecuaciones no lineales con once incógnitas.
Φi(q11, q12, q21, q22, q31, q32, q41, xm, zm, φ, ψ) = 0, i = 1, 2, · · · , 11 (3.9)
Este sistema se podrá resolver empleando Newton-Raphson.
Velocidad por cinemática inversa
A partir de la velocidad de la plataforma móvil se calculan las velocidades de las coordenadas
generalizadas de los pares U y P de las patas exteriores y los pares R y P de la pata central.
Como se ha comentado en el punto anterior, la velocidad y aceleración de las coordenadas de
los pares esféricos para las patas exteriores y universal para la pata central no se calculan al
carecen de utilidad.
La velocidad de la plataforma viene dada por la velocidad del centro del sistema de referencia
móvil {ẋm, ẏm, żm} y la velocidad angular de la plataforma ~ωm = [ωx ωy ωz]T . Primero se
obtienen las velocidades angulares a partir de las derivadas temporales de los ángulos de Euler



















Operando y teniendo en cuenta la restricción φ̇ = 0 se obtienen las siguientes expresiones:
ωx = −sin(ψ) · θ̇
ωy = cos(ψ) · θ̇
ωz = ψ̇






 + ~ω × (fRm · m~rOm,A)
Por otro lado, la velocidad se puede obtener derivando respecto del tiempo el vector de posición
de cada punto. Por ejemplo, para el punto A tenemos la siguiente expresión,
~rA0,A =
[












Igualando ambas expresiones para la velocidad y procediendo de manera análoga para los pun-




Para el punto Om se usan las ecuaciones de la pata central,
~rOf ,Om(q1, q2) =
[














A continuación se presentan las expresiones para la velocidad de las coordenadas generalizadas
q̇1, q̇2 y q̇3 de las patas exteriores y q̇1 y q̇2 de la pata central [64].
Pata 1
˙q11 =
(żm + θ̇Rm cos θ) cos q11 − (ẋm +Rmθ̇ cosψ sin θ + ψ̇Rm cos θ sinψ) sin q11
q13 sin q12 (3.10a)
˙q12 =
(ẋm + θ̇Rm cosψ sin θ + ˙psiRm cos θ sinψ) cos q11 cos q12
q13 cos 2q12
+
+ (żm + θ̇Rm cos θ) sin q11 cos q12
q13 cos 2q12




(θ̇ sinψRm sin θ + ψ̇Rm cos θ cosψ) cos q12
cos 2q12
−
− (ẋm +Rmθ̇ cosψ sin θ + ψ̇Rm cos θ sinψ) cos q11 sin q12cos 2q12
−






(żm + θ̇Rm cosψ(sin β sinψ − cosβ cos θ cosψ)) cos q21
q23 sin q22
−
− θ̇Rm sinψ(sin β cosψ − cosβ cos θ sinψ) cos q21
q23 sin q22
+




(ẋm − ψ̇Rm(sin β cosψ + cosβ cos θ sinψ) − θ̇Rm cosβ cosψ sin θ) cos q21 cos q22
q23 cos 2q22
+
+ (żm + θ̇Rm cosψ(sin β sinψ − cosβ cos θ cosψ)) sin q21 cos q22
q23 cos 2q22
−
− θ̇Rm sinψ(sin β cosψ − cosβ cos θ sinψ) sin q21 cos q22
q23 cos 2q22
+




(ẋm − ψ̇Rm(sin β cosψ + cosβ cos θ sinψ) − θ̇Rm cosβ cosψ sin θ) cos q21 sin q22
cos 2q22
−
− (żm + θ̇Rm cosψ(sin β sinψ − cosβ cos θ cosψ)) sin q21 sin q22cos 2q22
+
+ θ̇Rm sinψ(sin β cosψ − cosβ cos θ sinψ) sin q21 sin q22
cos2q22
−






(żm − θ̇Rm cosψ(sin β sinψ + cosβ cos θ cosψ)) cos q31
q33 sin q32
+
+ θ̇Rm sinψ(sin β cosψ − cosβ cos θ sinψ) cos q31
q33 sin q32
+




(ẋm − ψ̇Rm(− sin β cosψ + cosβ cos θ sinψ) − θ̇Rm cosβ cosψ sin θ) cos q31 cos q32
q33 cos 2q32
+
+ (żm − θ̇Rm cosψ(sin β sinψ + cosβ cos θ cosψ)) sin q31 cos q32
q33 cos 2q32
−
− θ̇Rm sinψ(sin β cosψ − cosβ cos θ sinψ) sin q31 cos q32
q33 cos 2q32
+




(ẋm − ψ̇Rm(− sin β cosψ + cosβ cos θ sinψ) − θ̇Rm cosβ cosψ sin θ) cos q31 sin q32
cos 2q22
+
+ (żm − θ̇Rm cosψ(sin β sinψ + cosβ cos θ cosψ)) sin q31 sin q32cos 2q32
−
− θ̇Rm sinψ(sin β cosψ − cosβ cos θ sinψ) sin q31 sin q32
cos2q32
−




ẋm cos q41 + żm sin q41
q42 (3.13a)
˙q42 = −ẋm sin q41 + żm cos q41 (3.13b)
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Velocidad por cinemática directa
Conocida la posición y las velocidades en los actuadores, q̇13, q̇23, q̇43, q̇42, se quiere determinar la
velocidad de la plataforma móvil, ẋm, żm, φ̇, ψ̇. Derivando las ecuaciones de restricción (3.9) y se-
parando las coordenadas generalizadas independientes, qi = [q13, q23, q33, q42]T y las secundarias
qs = [q11, q12, q21, q22, q31, q32, q41, xm, zm, φ, ψ]T , con sus correspondientes velocidades generali-































Por otro lado, las componentes de la velocidad angular absoluta de la plataforma, expresada en
el sistema de referencia fijo, se pueden obtener mediante la siguiente expresión,
ωx = − sin(ψ) · ψ̇




Aceleración por cinemática inversa
Se conoce la aceleración del origen del sistema de referencia móvil de la plataforma ẍm, 0, z̈m y
las derivadas segundas respecto al tiempo de los ángulos de Euler, 0, φ̈, ψ̈ [64][4]. La aceleración
de angular de la barra vendrá dada por,
ω̇x = − sin(ψ) · ψ̈ − cos(ψ) · ψ̇ψ̇
ω̇y = cos(ψ) · ψ̈ − sin(ψ) · ψ̇ψ̇
ω̇z = ψ̈






 f~ω × (~ω × (fRm · m~rOmA)) + ~̇ω × (fRm · m~rOmA)




















igualando ambas expresiones se tiene un sistema de tres ecuaciones con tres incógnitas, q̈1, q̈2, q̈3,
para las patas 1, 2, 3. De modo análogo se obtiene un sistema de dos ecuaciones no triviales con
dos incógnitas, q̈1, q̈2, para la pata central 4.
Aceleración por cinemática directa
La aceleración por cinemática directa se calcula derivando respecto al tiempo las ecuaciones de




































Pesos y fuerzas de inercia generalizadas
Se ha aplicado el Principio de D’Alembert para el cálculo de los pesos y las fuerzas generalizadas.
Para esto se ha utilizado la cinemática de cada una de las patas así como de la plataforma móvil.
En primer lugar se considerarán las patas exteriores, utilizando el primer subíndice para refe-
rirnos a la pata y el segundo subíndice para las barras de esta. Se resolverá el problema con la
Pata 1, el procedimiento es análogo para las patas 2 y 3. Salvo que se indique lo contrario todas
las magnitudes se expresarán en el sistema de referencia fijo a la base del robot.
Figura 3.7: Representación gráfica del modelo dinámico de la Pata 1. Fuente [4]
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Las velocidades angulares de las barras serán,









− sin(q1) 0 0
]T
Al tratarse de un par prismático las aceleraciones angulares de ambas barras serán iguales,
~α12 = ~α11. Para la Pata 1 tendremos que,
~α11 = ~̇ω11 = q̈11 · ~uZ0 + q̈12 · ~uZ1 + q̇12 · (ω̇1 ·f R1 ·1 ~uZ1)
donde ~ω1 = q̇11 · ~uZ0 . Operando se obtiene que,
~α11 =

−q̈12 · sin(q11) − q̇11 · q̇12 · cos(q11)
−q̈11
q̈12 · cos(q11) − q̇11 · q̇12 · sin(q11)

La velocidad y aceleración del CdG de la barra 11 viene dadas por,
~vG11 = ~ω11 × ~rO2G11








la localización del sistema de referencia de la barra 11 respecto al sistema de referencia que se
mueve con ella.
Para la barra 12 la velocidad y la aceleración serán, considerando el sistema de referencia móvil
{O2 −X2Y2Z2} a la hora de aplicar las ecuaciones del movimiento relativo,
~vG12 = ~vO2 + ~ω11 × ~rO2G12 + q̇13 · ~uZ2
donde
~rO2G12 = ~rO2O3 + fR3 · 3~rO2G12
y







cos(q11) · sin(q11) · q13
− cos(q12) · q13







~aG12 = ~vO2 + ~ω11 × (~ω11 × ~rO2G12) + ~α11 × ~rO2G12 + q̈13 · ~uZ2 + 2 · (~ω12 × ( ˙q13 · ~uZ2))
Y por lo tanto las acciones inerciales que hay que considerar en ambas barras son,
~Fin11 = −m11 · ~aG11
~Tin11 = − (IG11 · ~α11 + ~ω11 · (IG11 · ~ω11))
y
~Fin12 = −m12 · ~aG12
~Tin12 = − (IG12 · ~α12 + ~ω12 · (IG12 · ~ω12))
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IY Y11 −IY Z11





IY Y12 −IY Z12
. . . IZZ12

y por tanto,








y los pesos de las patas serán,
~P11 =
[




0 0 −m12 · g
]T
Las patas 2 y 3 se resuelven con un procedimiento análogo.
Fuerzas externas activas generalizadas
Como acciones externas activas se tienen las fuerzas comunicadas por los cuatro actuadores, tal
y como se indican en las figura 3.8.
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Figura 3.8: Acciones externas activas. Fuente [4]
Las fuerzas activas serán,





















y las fuerzas externas generalizadas vendrán dadas por,














Considerando los pesos de las barras móviles del mecanismo, se tendrá que












Fuerzas externas aplicadas a la barra móvil
En este punto se tienen en cuenta las acciones exteriores aplicadas sobre la plataforma móvil.
Para este caso se considerarán las acciones , teniendo en cuenta el sistema actual ( bota + célula
de carga), como una fuerza y un par conocidos y referenciados al sistema de referencia asociado
a la plataforma móvil como se ve en la figura 3.9.
Figura 3.9: Acciones externas activas sobre la barra móvil. Fuente [4]










Las correspondientes acciones generalizadas serán,







donde la velocidad del punto de aplicación se puede obtener como










Ecuación del movimiento en forma aumentada
Dado el uso de coordenadas dependientes, la ecuación del movimiento será,
~Qin + ~Qgrav + ~Qex + ~Qent − [Φq]T · ~λ = 0 (3.19)
donde [Φq] es el jacobiano de las restricciones y ~λ el vector de multiplicadores indeterminados
de Lagrange.
En el sistema anterior de 15 ecuaciones escalares, las incógnitas habituales (problema dinámico
directo), son las aceleraciones (15) más los multiplicadores (10), por tanto faltan 10 ecuaciones
adicionales, que se obtendrán derivando respecto al tiempo dos veces las ecuaciones de restricción.
De este modo se tendrá la denominada formulación aumentada, que se puede poner como,
− ~Qin + [Φq]T · ~λ = ~Qgrav + ~Qex + ~Qent
[Φq] · ~̈q = ~b













~Qcyc + ~Qex + ~Qgrav + ~Qent
~b
]
donde ~Qcyc son las fuerzas generalizadas que dependen del cuadrado de las velocidades genera-
lizas (términos centrífugo y Coriolis).
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Ecuaciones del movimiento en forma compacta
En el caso de que no se quieran determinar los multiplicadores de Lagrange, se pueden eliminar de
la ecuación del movimiento empleando un complemento ortogonal. De las muchas posibilidades
que hay, vamos a emplear Partición de Coordenadas, por dos motivos:
Está clara cuál es la partición entre coordenadas independientes y dependientes y no parece
que vayamos a tener problemas con singularidades.
Requiere de menos herramientas de cálculo (SVD, por ejemplo) que otros métodos todos.
La idea es obtener una matriz R∗ tal que verifique que
(R∗)T · [Φq]T = 0
por lo tanto, multiplicando ambos lados de la ecuación del movimiento por el complemento
ortogonal, desaparecerían las fuerzas internas generalizadas que incluyen a los multiplicadores.
(R∗)T ·
(




~Qgrav + ~Qex + ~Qent
)
y serán
− (R∗)T · ~Qin = (R∗)T ·
(
~Qgrav + ~Qex + ~Qent
)

















Por lo tanto, la ecuación del movimiento se puede poner en forma compacta del siguiente modo,
(R∗)TF ×N ·
(
Mn×N · ~̈qN×1 −QcycN×N · ~̇qN×1 − ~QgravN×1 −QentN×1
)







donde Qcyc es una matriz que corresponde a los términos centrífugo y de Coriolis y Qext una
matriz que corresponde a las fuerzas externas activas.
Nota importante: A partir de este momento, y para facilitar la comprensión, le cambiaremos
el signos a los términos centrífugos y de Coriolis, gravitatorios y correspondiente a las fuerzas
que transmite el entorno, por lo que la expresión anterior quedará,
(R∗)TF ×N ·
(
Mn×N · ~̈qN×1 +QcycN×N · ~̇qN×1 + ~QgravN×1 +QentN×1
)






Aceleraciones generalizadas en función de las independientes
En la ecuación del movimiento 3.20 se aprecia que aparecen todas las aceleraciones generalizadas
(dependientes + independientes), en algunos casos será interesante expresarlas solo en función





























































se obtendrá considerando que los jacobianos no dependen directamente del tiempo, sino de las






























































Finalmente todas las aceleraciones generalizadas se podrán poner en función de las independien-























Como ya se ha comentado en las sección 2.3.1, donde se discute la importancia de un desarrollo
de software basado en componentes, el concepto de middleware juega un papel clave a la hora
de desarrollar una aplicación que cubra las necesidades que se especifican consumiendo los mí-
nimos recursos posibles. Haciendo uso de Open RObot COntrol Software (OROCOS) se puede
desarrollar aplicaciones interactivas basadas en componentes y totalmente configurables [65].
Existen en la literatura diferentes definiciones, como se ha visto en la sección 2.3.1, de lo que es
un componente, cada una enfocada hacia un tipo de aplicación o pensada para un framework
en concreto pero todas coinciden en lo fundamental. En esta parte del texto se prefiere utilizar
la definición propuesta por Bruyninckx [66].
Bruyninckx define un componente como un pedazo de software que ejecuta su funcionalidad (o
entrega un servicio) independientemente del contexto en el que se usa, i.e., durante el diseño e
implementación del componente no debe ser necesario conocer de antemano quien lo va a utilizar
y para qué. Por otro lado cabe destacar que esta independencia nunca podrá ser absoluta, por
ejemplo, va a ser necesario determinar la memoria interna de la máquina donde se ejecutará el
componente o la capacidad de procesamiento de la misma. El componente deberá de proporcionar
algún mecanismo de intercambio de información suficientemente bien definido de manera que
otros componentes puedan interactuar con él.
Como ya se ha comentado varias veces a lo largo de este trabajo, Orocos es un framework para
el desarrollo de software basado en componentes para el control de máquinas y robots, se trata
de un proyecto open-source utilizado en muchos proyectos tanto de investigación como de uso
comercial y que ha tenido una gran aceptación en el campo de la robótica. Sin embargo, trabajar
con OROCOS supone una curva de aprendizaje muy lenta. Puede llegar a ser muy confuso debido
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a la ingente cantidad de características que tiene y, por lo tanto, es posible implementar la
misma funcionalidad de diferentes maneras. Desgraciadamente, OROCOS no define una política
de como utilizar los diferentes mecanismos disponibles debido a la complejidad del framework y
por lo tanto puede resultar muy complicado de entender y decidir que elemento resulta mejor
en cada caso, sobre todo para usuarios noveles [13]. En relación a esto, todas las definiciones
que se dan a continuación están enfocadas al proyecto de los robots paralelos y, por lo tanto, las
soluciones que se han propuesto han sido siempre enfocadas a estos proyectos.
Creación de un componente
Los componentes de Orocos se crean dentro de paquetes, estos paquetes son directorios que
contienen el código fuente del componente y diferentes archivos con la configuración necesaria
para compilarlo y hacer que el nuevo componente esté disponible en el entorno de trabajo.
Orocos proporciona herramientas de generación de código que nos permite crear un componente
con un simple comando. Dependiendo de cómo se tenga instalado Orocos la forma de crear los
paquetes variará. En caso de tener Orocos instalado de forma independiente se puede crear el
paquete introduciendo la siguiente línea en la terminal:
$ orocreate -pkg component / package my_component
Este método se ha quedado un poco obsoleto desde que Orocos pasó a ser parte del repositorio
de paquetes de ROS. En el caso de utilizar Orocos como parte de un nodo de ROS el comando
para generar el código que acompaña al componente es el siguiente:
$ rosrun rtt_ros orocreate -pkg my_component component








CMakeList.txt: Se trata del archivo utilizado por el software CMake con los detalles de
la compilación. Por ejemplo, en este archivo se pueden indicar los flags necesarios para
compilar correctamente el código fuente, indicar los directorios dónde se pueden localizar
los diferentes archivos de cabecera o incluir las librerías externas.
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manifest.xml: Este archivo es útil para añadir información relativa al componente como
número de la versión, información del desarrollador u otros componentes que se van a
integrar dentro del mismo. Cabe destacar que en la versión de Orocos integrada en ROS
este archivo se sustituye por package.xml. Esto permite usar la herramienta Catkin, que es
la encargada de compilar todo el espacio de trabajo en los proyectos de ROS.
my_component-component.cpp: También se crea una carpeta /src en la que deberá
incluirse todo el código fuente. En esta carpeta se crea un archivo con el nombre del
componente acabado en -component.cpp. En este archivo, escrito en C++, se genera el
código de las funciones básicas de cada componente que se comentarán más adelante en
esta misma sección.
my_component-component.hpp: Similar al archivo anterior, se trata de un archivo de
cabecera con el código mínimo necesario generado automáticamente por orocreate-pkg.
Cuando se compila con Catkin, o directamente con CMake en las versiones aisladas, se crea
una biblioteca .so. Estas bibliotecas están disponibles en el entorno haciéndolas accesibles al
Deployer Component [65], el cual se trata de un componente maestro que gestiona todos los
demás y se explicará a continuación.
Estructura interna de un componente
Al crear un componente se genera el código de unas funciones denominadas hooks, como se puede
ver en el ejemplo del componente vacío Master.
(Archivo Master-componen.hpp)
1 # ifndef OROCOS_MASTER_COMPONENT_HPP
2 # define OROCOS_MASTER_COMPONENT_HPP
3 # include <rtt/RTT.hpp >
4 using namespace RTT; // Usamos este namspace para no tener que poner RTT en todas
las funciones de orocos
5 class Master : public RTT\ dotsTaskContext {
6 public :
7 Master (std\ dotsstring const & name);
8 bool configureHook (;
9 bool startHook (;
10 void updateHook (;
11 void stopHook (;






4.2 Estructura interna de un componente
1 # include ‘‘master - component .hpp ’’
2 # include <rtt/ Component .hpp >
3 # include <iostream >
4
5 Master :: Master (std :: string const& name) : TaskContext (name){
6 std :: cout << ‘‘Master constructed !’’ <<std :: endl;
7 }
8
9 bool Master :: configureHook (){




14 bool Master :: startHook (){




19 void Master :: updateHook (){
20 std :: cout << ‘‘Master executes updateHook !’’ <<std :: endl;
21 }
22
23 void Master :: stopHook () {
24 std :: cout << ‘‘Master executes stopping !’’ <<std :: endl;
25 }
26
27 void Master :: cleanupHook () {




32 * Using this macro , only one component may live
33 * in one library *and* you may *not* link this library
34 * with another component library . Use
35 * ORO_CREATE_COMPONENT_TYPE ()
36 * ORO_LIST_COMPONENT_TYPE ( Master )
37 * In case you want to link with another library that
38 * already contains components .
39 *
40 * If you have put your component class
41 * in a namespace , don ’t forget to add it here too:
42 */
43 ORO_CREATE_COMPONENT ( Master )
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Cada componente se comporta como una Máquina de Estados Finitos en el que cada hook
representa una transición, ver figura 4.1.
Figura 4.1: Máquina de estados finitos de un componente de Orocos [12]
configureHook: Es el primero en ejecutarse y lee el archivo XML con todos los parámetros
de configuración. Se pueden añadir también llamar a otras funciones o definir variables
iniciales dentro de este hook. Solo se ejecuta una vez al iniciar.
startHook: Se ejecuta cada vez que se reinicia la máquina de estados. Sirve para inicializar
variables, abrir ficheros, hacer comprobaciones de seguridad, etc.
updateHook: Se trata de la función principal, este hook se ejecuta de forma cíclica, ya
sea por que se le define un periodo con setPeriod, es llamado por un Event o recibe
información a través de un eventport.
stopHook: La máquina de estados se puede detener de forma manual o de forma auto-
mática llamado a este hook.
cleanupHook: Es el último en ejecutarse. Una vez ha terminado el proceso se ejecuta
cleanup pudiendo escribir la información de estado en el archivo XML, liberar recursos,
etc.
Nótese que existen otros hooks menos utilizados como activateHook, resetHook o fatalHook.
En este texto se ha preferido limitarse a nombrarlos ya que están reservados para sistemas más
complejos.
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La interacción entre componentes
Cada componente se basa en la clase TaskContext, esta clase crea una interfaz pública donde
se definen las interacciones entre componente: Events, Properties, Commands, Methods y Data
Ports como se puede ver en la figura 4.2 [13].
Figura 4.2: Interfaz de un componente de Orocos [13]
Cuando un Event o Evento ocurre se ejecuta la función asociada a dicho evento. Esto se puede
dar de dos formas, ejecutando la función de forma síncrona o de forma asíncrona. La diferencia
reside en que los eventos síncronos se ejecutan como parte del proceso que los ha activado, es
decir, en el mismo hilo de ejecución. Mientras que los eventos asíncronos esperan a ser ejecutados
cuando se activa el componente en el que están definidos.
Los Methods o Métodos se comportan como funciones que pueden ser llamadas desde otros
componentes o desde scripts. Al igual que ocurre con las funciones en C++, los métodos se
ejecutan de forma síncrona con respecto al componente que los llama [13].
Los Commands o Comandos son similares a los métodos, con la diferencia de que los primeros
se comportan de forma asíncrona. Los comandos no se ejecutan hasta que lo hace el componente
en el que han sido definidos.
Las Properties o Propiedades son variables que pueden ser utilizadas para configurar los compo-
nentes. Estas son accesibles para lectura y escritura a través de un archivo con formato XML,
por lo que se pueden utilizar para almacenar valores [67].
Los Data Ports constituyen los canales de comunicación entre componentes. Cada puerto se
define con un nombre único dentro de cada componente, el tipo de dato y el tipo de puerto. Estos
pueden ser de lectura y escritura, solo de lectura que se define como InputPort o solo de escritura
OutputPort [67]. La información se transmite en tiempo real, esto hace que la comunicación
70
4.4 El Deployer Component
se deba hacer de manera thread-safe. Esto es, mientras se está leyendo un puerto se ejecuta
un proceso de exclusión mutua que evita que la información cambie durante el proceso [13].
Además, un puerto de entrada se puede configurar para que lance un Event cada vez que reciba
información. Se definen como eventports [67].
El siguiente ejemplo de un componente con el nombre reset ilustra como se utiliza la clase
TaskContext para definir un puerto de salida, un puerto de entrada con evento y un atributo:
(En el archivo reset-component.cpp)
1 Reset :: Reset(std :: string const & name) : TaskContext (name){
2
3 this ->ports(-> addPort (‘‘ output_port ’’,output_port );
4 this ->ports(-> addEventPort (‘‘ input_port ’’,input_port );
5 this -> addAttribute (‘‘max ’’,max);
6
7 std :: cout << ‘‘Reset constructed !’’ <<std :: endl;
8 }
(En el archivo reset-component.hpp)
1 class Reset : public RTT :: TaskContext {
2 public :
3 Reset(std :: string const & name);
4
5 OutputPort <bool > output_port ; // Declaramos los puertos y el tipo






El componente Deployer, de la biblioteca OCL Library, es el encargado de ejecutar la aplica-
ción de Orocos. La cual, a través del TaskBrowser, intercambia datos y comandos entre los
componentes y el Deployer [65].
El Deployer carga y configura el resto de componentes bien introduciéndolos a mano a través
de la terminal o, lo más habitual, cargando la descripción de los componentes almacenada en
un archivo XML [13], como se muestra en la figura 4.3.
Primero se cargan todos los componentes como bibliotecas usando el comando import. Acto
seguido se inicializan con el comando loadComponent, se pueden inicializar varios componentes
diferentes de la misma biblioteca. Se especifican las conexiones entre componentes y los valores
de las propiedades, luego el comando configureComponent realiza las conexiones especificadas
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y almacena los valores de las propiedades. Finalmente se ejecuta el comando start que llama
al hook homónimo del componente.
Figura 4.3: Secuencia de inicialización del systema del Deployer [13]
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A continuación se ve un ejemplo simple de un archivo XML.
1 import (‘‘ rtt_ros ’’);
2 ros. import (‘‘ master ’’); // Importamos los paquetes
3 ros. import (‘‘reset ’’);
4
5 // Cargamos los componentes .
6 loadComponent (‘‘ contador ’’,‘‘Master ’’); // El nombre dle paquete tiene que estar
en mayúscula
7 loadComponent (‘‘reset ’’,‘‘Reset ’’); // Podemos elegir el nombre y cargar tantos
como nos hagan falta
8
9 connect (‘‘ contador . output_port ’’,‘‘reset. input_port ’’,ConnPolicy );
10 connect (‘‘reset. output_port ’’,‘‘contador . input_port ’’,ConnPolicy );
11
12 contador . start_num = 3; // Definimos el valor del atributo
13 contador . max_reset = 3;
14 reset.max = 9 ;
15
16 reset. configure ;
17 contador . configure ;
18
19 contador . setPeriod (0.5); // El componente contador ( del paquete master ) actuará
como principal
20
21 reset.start; // Iniciamos el componente reset
22 // contador .start ; // El componente contador lo iniciamos desde el deployer , aquí





Posicionamiento usando realidad aumentada
Normalmente cuando un robot realiza algún tipo de movimiento es necesario que el robot conozca
su posición con respecto al entorno. Por lo tanto, se deberá implementar algún método de
localización. Estos métodos dependen del tipo de robot, en el tipo de sensores, el sistema de
coordenadas utilizado o en el escenario en el que el robot esté operando [68].
Aunque existe una gran variedad de sistemas que se puede utilizar para localización de robots;
como pueden ser sistemas de odometría, sonars, GPS’s, IMU’s, etc.; la visión por computación
supone una alternativa simple y suficientemente robusta para tal fin. Utilizando marcadores 2D
y procesamiento de imagen por software se puede obviar la necesidad de sistemas más complejos
necesarios si utilizamos otros métodos [69].
Con solamente una cámara se puede calcular la posición relativa del robot a partir de dos o
más capturas y comparando la posición de algún marcador en las imágenes, como texturas ca-
racterísticas o formas conocidas. Si se requiere conocer las coordenadas sin movimiento, será
necesario conocer las posición relativa de al menos dos marcadores [14]. Pero existe otra posibi-
lidad para determinar la posición relativa del robot con un único marcador. Existen diferentes
tipos de marcadores en 2D diseñados especialmente para este fin, vemos algunos ejemplos en la
Figura 5.1. Por lo tanto, si conocemos los parámetros de calibración de la cámara, es posible
calcular la translación y rotación del marcador a partir de una única imagen [68].
Estos marcadores característicos son conocidos como “fiducial markers”. Un sistema de marca-
dores debe estar compuesto por un set válido de marcadores y un algoritmo con el cuál poder
detectarlos. Aunque se pueden usar infinidad de formas e imágenes para crear un sistema de
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Figura 5.1: Ejemplos de marcadores usados por diferentes softwares [14]
marcadores, los más populares son los marcadores cuadrados y la razón es que se puede calcular
la posición de la cámara a partir de las cuatro esquinas [14] [70].
El proceso para detectar este tipo de marcadores se puede dividir en dos pasos. El primer paso
consiste en buscar el candidato, esto es, buscar formas cuadradas que parezcan marcadores
dentro de la imagen. El segundo paso es la etapa de identificación, donde la codificación del
candidato es analizada para determinar si efectivamente se trata de un marcador, y si pertenece
al set de marcadores válidos considerados, también llamado diccionario [70].
Para este proyecto se ha optado por utilizar Aruco.
Los marcadores de Aruco están definidos como un array de cuadrados de 7x7. Los cuadrados
exteriores son negros, pero los interiores pueden ser tanto blancos como negros. El sistema viene
con algoritmos implementados en funciones para reconocer estos patrones y gracias al uso de
teoría de sistema digitales codificados se consigue un riesgo bastante bajo en cuanto al nivel
de confusión y detecciones en falso. Para una correcta detección de los marcadores se asume
que el tamaño de estos y los parámetros de la cámara son conocidos. Después de detectar el
marcador, las funciones de la biblioteca de ArUco devuelven la posición relativa al centro óptico




La electromiografía, o EMG, es una técnica experimental dedicada al desarrollo, almacenamiento
y análisis de señales mioeléctricas. Las señales mioeléctricas están formadas por variaciones
fisiológicas en el estado de las membranas de las fibras musculares [71].
Esta definición de electromiografía abarca tanto la EMG neurológica como la EMG kinesiológica.
A diferencia de la clásica EMG neurológica, donde se analiza en condiciones estáticas la respues-
ta artificial del músculo debido a una estimulación externa, la EMG kinesiológica se centra en
el estudio de la activación neuromuscular de los diferentes músculos en diferentes posturas rea-
lizando una tarea, movimientos funcionales, condiciones de trabajo y regímenes de tratamientos
o entrenamientos [72].
Dado que el objetivo de este proyecto es el desarrollo de un robot para la rehabilitación, se ha
buscado incorporar un sensor de electromiografía al sistema con el que obtener datos adicionales
del usuario.
La rehabilitación es una terapia que tiene el propósito de recuperar parcial o totalmente las
habilidades motoras de un paciente [73].
Otros investigadores han medido las señales producidas por los músculos para desarrollar siste-
mas de rehabilitación o prótesis, aunque muchos de estos sistemas solo responden a respuestas
binarias, hay o no movimiento. Esto es debido a la gran dificultad que resulta de utilizar sistemas
no-lineales y no-estacionarios como son los músculos y la información que se puede obtener de
un EMG [74].
El desarrollo de un control basado en EMG queda fuera del alcance de este proyecto debido
a la complejidad y la utilización de recursos que supondría. Este proyecto se ha limitado a
desarrollar las herramientas necesarias para obtener las señales EMG y poder utilizarlas dentro
del framework utilizado en el robot.
Para ello se ha hecho uso de un equipo de la empresa CED ( Cambridge Electronic Design
Limited) que consta del sistema de adquisición de datos Power 1401 y el preamplificador 1902
amplifier.
Power 1401
El sistema de adquisición de datos es el encargado de leer la señal analógica enviada por el
pre-amplificador y digitalizarla para poder ser usada y almacenada por el ordenador. De esta
forma se puede visualizar y/o enviar los datos a un sistema de control.
En la figura 5.2 se muestra una fotografía del sistema de adquisición de datos.
La empresa CED, proveedor de estos aparatos, proporciona un software privativo con todas las
funcionalidades necesarias para sacarle el máximo partido a sus sistemas. El inconveniente de
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Figura 5.2: Imagen del Power 1401 utilizado [15]
este software es que se distribuye a parte del hardware, por lo que también se cobra a parte. El
precio de la licencia ronda los 2000e [15], por lo que enseguida se buscó una alternativa. Por
suerte CED también proporciona una herramientas de software para programadores de manera
gratuita. Dado que el uso que se le quiere dar al sistema de adquisición de datos es muy específico
y no se requieren muchas líneas de código, se ha optado por esta solución.
Otro inconveniente surgido debido a los recursos de los que se disponen es que la herramientas
de software disponibles para el power 1401 son para el sistema operativo Windows, mientras
que todo el sistema que acompaña al robot está desarrollado en Ubuntu.
Esta incompatibilidad entre software se ha abordado añadiendo una máquina con Windows a la
que se conecta el EMC, y mediante sockets, se envía la información a un componente de Orocos
que permite que sea utilizada por cualquier otro componente del sistema.
Siguiendo las indicaciones de [75] se ha configurado el Power 1401 de manera que esté continua-
mente leyendo las entradas. Para ellos se deben instalar las librerías, que se pueden descargar
de la web [15], y enviarle un string con la instrucción adecuada:
ADCMEM, I, 2, 0, 512, 0 1 2 3, 0, C, 25;.
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ADCMEM, kind, byte, st, sz, chan, rpt, clock, pre, cnt;
kind Modo de operación. ’I’ para leer por interrupciones y ’F’ para hacerlo de modo secuencial.
byte Indica el tamaño de los datos. Se guardan en formato 8-bits si es igual a 1 o 16-bits si es
igual a 2. Nota: El formato 8-bits está obsoleto.
st Posición de memoria dónde se empiezan a almacenar los datos.
sz Tamaño del buffer a almacenar. Si byte es 2, sz tiene que ser el doble del número de datos
que queramos almacenar.
chan Canales, y orden, que queremos leer. Estos se pueden repetir.
rpt Número de repeticiones. Si igual a 0 está leyendo continuamente.
clock Tipo de reloj. C es para 1MHz.
pre*cnt El reloj se divide por la multiplicación de estos dos parámetros para dar las lecturas
por segundo.
Una vez enviada la orden de leer al sistema de adquisición de datos, se recoge la información
con la función U14toHost().
Pre-amplificador aislado 1902
El otro aparato utilizado para las lecturas de EMG es el pre-amplificador aislado 1902, el cual se
muestra en la figura 5.3. La funcionalidad de este aparato es la de acondicionar la señal recibida
de los electrodos para que, por un lado, esté dentro de los niveles de entrada al sistema de
adquisición de señales y por otro sea una señal útil para ser utilizada para diagnósticos médicos
u otro funcionalidad que se le quiera dar.
Figura 5.3: Imagen del preamplificador 1902 [15]
Si entramos más en detalle, el 1902 tiene dos funcionalidades claramente separadas: El acondi-
cionador de señal y el generador de trigger [76].
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El acondicionador de señal: Este proporciona una señal de salida, que dependiendo de las
características de la señal de entrada se configura el rango de entrada por medio de software.
Esto se consigue modificando las siguiente opciones: la ganancia del amplificador, filtros y
offset, y detección de fuera de rango.
El generador de trigger: El generador de trigger proporciona un canal de salida con una
señal de pulsos, derivada de dos entradas a elegir seleccionadas por software. Se utiliza
para generar señales clara de pulsos con niveles TTL desde una variedad de entradas.
A pesar de que el pre-amp 1902, como el power 1401, está pensado para ser utilizado con
el software distribuido por CED Spike2 y/o Signal, el pre-amplificador se puede configurar y
utilizar con el software gratuito Try1902, disponible en la web oficial de CED [15].
A continuación se describen las diferentes opciones que se pueden encontrar en el panel de control
del Try1902 [76]:
Port: Este es la entrada del conversor ADC del pre-amp 1401, cuidado, NO se trata de la
entrada RS232 del 1902.
Input: Esta opción permite seleccionar las señales de entrada desde un transductor o desde
el amplificador aislado. Tiene varios modos de operación, como e single-ended o modo
diferencial para el transductor, o varios retardos para el clamp del amplificador aislado.
Gain: Esto es la ganancia del voltaje de la entrada seleccionada. Puede no ser igual a uno:
algunas entradas tienen una ganancia mínima de 100x o 1000x.
Offset: Esto es, sumar una tensión DC a la entrada y así centrar la señal en cero; valores
positivos o negativos (en milivoltios) se pueden introducir por teclado o con las flechas en
saltos del 5 %
Low-pass & high-pass filters: Los filtros digitales se pueden configurar con cuatro desplega-
bles, dos para seleccionar el tipo (Bessel o Butterworth) y otros dos para seleccionar el
número de polos ( 2 o 3 polos).
EMG processing: La señal puede ser rectificada (i.e. todos los valores negativos de la señal
se invierten). Esto es una práctica habitual en las señales de EMG, además se incluyen las
opciones de un filtro paso bajo y una ganancia x10.
Notch filter: Este filtro se usa para atenuar la frecuencia de la red, 50Hz o 60Hz.
AC couple: Este opción bloquea la componente DC de la señal. Puede ser muy útil, por ejem-
plo, si la señal tiene un pequeño rizado con un nivel de DC muy alto. Se atenúan frecuencias
muy bajas, la frecuencia de corte está aproximadamente en 0.16Hz.
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Trigger: Elije entre dos entradas de trigger, estas entradas tienen una funcionalidad idéntica.
Se puede elegir que el trigger detecte el flanco de subida o el de bajada y siempre habrá
uno de los dos triggers seleccionados.
El sensor de fuerza
El control de fuerza, también conocido como retroalimentación táctil, le da a los robots instruc-
ciones precisas basadas en la fuerza que está siendo aplicada en un punto antes de reaccionar. Los
seres humanos son infinitamente más adaptables que los robots, pero en el momento que estos
últimos son programados para una tarea son capaces de repetirla sin apenas variabilidad [77].
La aplicaciones donde se requiere un control de fuerza son innumerables pero es la industria
del automóvil la que más rápido está creciendo y demandando esta tecnología. En la línea de
producción, por ejemplo, encontramos la inserción de los ejes, transporte de la carrocería o el
montaje de la caja de cambios. Además, el sensado de pares y fuerzas será cada vez más necesario
a medida que las tareas colaborativas humano-robot vayan aumentando creando la necesidad de
sensores de fuerza y estrategias de control cada vez más sofisticadas [78].
Pero no solo se requieren sensores de fuerza en la industria, diversos campos de investigación
hacen usos de estos sensores. Investigadores odontológicos investigan cual es la fuerza y dirección
que hacemos al morder, ingenieros en robótica quieren medir el par y fuerza en los dedos de
un guante robótico, desarrolladores de prótesis que necesitan un mapa de fuerzas preciso de las
muñecas, dedos, pies, y demás articulaciones, otros investigadores necesitan saber el progreso de
pacientes en tratamiento de rehabilitación o empresas que necesitan monitorizar el estado de los
trabajadores con riesgo de sufrir Síndrome del Tunel Carpiano son solo algunos de los ejemplos
en los que se necesitan sensores de alta precisión capaces de medir simultáneamente las fuerzas
y pares en los ejes x, y y z [79].
Se ha dispuesto del F/T Transducter Delta de ATI (Figura 5.4) al que se la ha acoplado un arnés
para posicionar el tobillo. Este sensor es capaz de medir altos valores de fuerza(ver tabla 5.1) y
par con gran precisión( ver tabla 5.2) [80].
Eje sobrecargado Fxy Fz Txy Tz
±3700N ±10000N ±280Nm 400Nm
Tabla 5.1: Máximos valores de par y fuerza soportados
El acceso a las lecturas del sensor se pueden hacer por diferentes canales, dependiendo de cual
sean las especificaciones y necesidades del sistema se optará por uno u otro. El sensor viene con
una NetBox( Figura 5.5) que permite la conexión vía Ethernet o BUS CAN. Si se conecta el
cable de Ethernet se tienen varias opciones de comunicación [81]:
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Figura 5.4: Imagen del sensor de fuerza con arnés instalado.
Calibración (SI) Fx,Fy Fz Tx, Ty Tz Fx,Fy Fz Tx, Ty Tz
(N) (N) (Nm) (Nm) (N) (N) (Nm) (Nm)
SI-165-15 165 495 15 15 1/32 1/16 1/528 1/528
SI-330-30 330 990 30 30 1/16 1/8 5/1333 5/1333
SI-660-60 660 1980 60 60 1/8 1/4 10/1333 10/1333
Rangos Resolución (DAQ, Net F/T)





Incluir las lecturas del sensor en el sistema control implica una programación a bajo nivel, ya
que se trabaja con el Middleware Orocos. Por esto se ha preferido crear un componente en el
que se ejecuta un socket UDP que se comunica con el sensor. Además, se tiene la ventaja que
este sistema es más rápido que utilizar DeviceNet o EtherNet/IP ya que estos trabajan en unas
capas superiores.
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A lo largo de la vida del proyecto se han ido probando diferentes estrategias de control con el
robot paralelo3DOF. El más básico es un control pasivo con compensación de las acciones gra-
vitatorias (Sección 6.1), más adelante se ha añadido la compensación de otros efectos dinámicos
del robot como son la inercia y el efecto Coriolis (Sección 6.2).
Además, se ha buscado poder medir la acción que el usuario está haciendo sobre la plataforma
del robot. Para esto se ha añadido un sensor de fuerza con una estrategia de control híbrida que
combina la posición y una fuerza externa ejercida sobre el robot (Sección 6.4).
Control pasivo con compensación de la gravedad
Se ha empezado probando estrategias de control basadas en la pasividad. Como se define en [82],
los controladores basados en la pasividad resuelven el problema de controlar un robot mediante
la explotación de la estructura física del sistema robotizado, y en especial de su propiedad de
pasividad. La filosofía de diseño de estos controladores es reconfigurar la energía natural del
sistema de tal forma que se consiga el objetivo de seguimiento del control.
Este primera estrategia de control se basa en un PID al que se le añade un término compensatorio
para corregir los efectos de la gravedad (6.1).







Donde e(t) es el error de la posición del robot, u(t) es la acción de control y Kp, Ki y Kd
son las constantes que regulan el PID. Ademas, al PID se le añade el termino gravitacional
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G(q, t) que depende de las coordenadas generalizadas. O dicho de otra manera, se calcula en
cada instante igualando las velocidades y aceleraciones a cero [83]. Se trata de la fuerzas que
tiene que compensar cada actuador debido al propio peso del robot.
A pesar de su simplicidad, este sistema de control presenta dos problemas importantes. Por un
lado, el término gravitacional puede llegar a ser muy complejo de calcular, ya que dependiendo
del robot y su modelo dinámico el método de cálculo puede no converger o resultar demasiado
lento para hacer un control en tiempo real. El otro problema es que puede dar lugar al fenómeno
de zona muerta o que cualquier error en la estimación del término de gravedad puede causar

















Figura 6.1: Resultado experimentales del control pasivo con compensación de la gravedad
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Figura 6.2: Resultado experimentales del control pasivo con compensación de la gravedad
Control pasivo con compensación de la dinámica del robot
Esta estrategia de control es una extensión de la anterior en la que, siguiendo el sistema propuesto
por [85], se utiliza la ecuación del movimiento completa (6.2) añadiendo los término de Coriolis
y de inercia además del término gravitacional.
~τ = M(~q, ~Φ)~̈q + ~C(~q, ~̇q, ~Φ) + ~G(~q, ~Φ) (6.2)
Donde M es la matriz de inercia, ~C es el vector de Coriolis y ~G es el vector de fuerzas gravita-
cionales [83].
Cabe destacar que se trata de un robot paralelo, los cuales tienen un acoplamiento dinámico
más fuerte que los robots seriales. Una de las diferencias más importantes es que mientras que
en los robots seriales todas las articulaciones son activas, no ocurre lo mismo en el caso de los
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RP donde pueden haber articulaciones pasivas. Como ya se ha comentado anteriormente, estas
coordenadas pasivas tienen que ser calculadas en cada loop de control con a partir de la dinámica
directa con métodos iterativos como Newton - Raphson los cuales no siempre convergen o no lo
hacen suficientemente rápido [83]. Esto se resuelve modificando la energía cinética y potencial
de tal forma que el controlador sea global y asimptóticamente estable [84].
La ecuación (6.2) se completa con un PD para tener un control en bucle cerrado (6.3).





























Figura 6.3: Diagrama de bloques del control pasivo con compensación de la dinámica del robot
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Figura 6.4: Resultado experimentales del control pasivo con compensación de la dinámica del robot
Control por dinámica inversa
Dada la naturaleza no lineal de la ecuación 6.2 debido a las matrices C y G se ha propuesto un
control por dinámica inversa [16].
La idea detrás de este control es encontrar una acción de control
τdinv = f(q, q̇, t) (6.4)
tal que al sustituirla en la ecuación 6.2 el resultado sea un sistema lineal en bucle cerrado [86].
Por lo general, para sistemas no lineales esta acción de control puede ser realmente complicada
o incluso imposible de encontrar pero para robots con una dinámica como la representada en 6.2
el problema tiene una solución bastante sencilla [87].
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Ley de control a
Control Punto a Punto −Kdq̇ −Kpe
Control por Trayectoria q̈d −Kdė−Kpe
Tabla 6.1: Controladores por dinámica inversa [16]
Dado un sistema con la forma de (6.5)
x(n) = f(x) + b(x)u (6.5)




[a− f ] (6.6)
Para el caso que nos ocupa, despejando la aceleración de la ecuación 6.2 queda como
q̈ = M−1(q)(τ − C(q, q̇)q̇ −G(q)) (6.7)
y a partir de las ecuaciones (6.5) y (6.7) obtenemos que
f(x) = M−1(q)(−C(q, q̇)q̇) −G(q)) (6.8a)
b(x) = M−1(q) (6.8b)
Si sustituimos en la ecuación (6.6) y simplificamos llegamos a la expresión
τ = M(q)a+ C(q, q̇)q̇ −G(q) (6.9)
Donde se deduce que a = q̈ [16][86][87].
Esto implica que a puede usarse para controlar u sistema escalar lineal [87]. En [16] se han
propuesto dos estrategias de control, un control punto a punto y otro por trayectoria (ver
tabla 6.1).
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Figura 6.5: Diagrama de bloques del control por dinámica inversa
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Figura 6.6: Resultado experimentales del control por dinámica inversa
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Control híbrido de posición y fuerza
Por lo general los robots únicamente tienen un control de posición pero añadiendo un control de
fuerza es posible realizar una adaptación flexible que corrija las imperfecciones del sistema. El
movimiento controlado por fuerza en diferentes sistemas mecánicos ha sido un caso de estudio
experimental durante dos décadas pero no ha sido hasta recientemente que los controladores de
robots industriales han empleado esta tecnología en aplicaciones donde se conocen las posiciones
y fuerzas están en las especificaciones [88].
Aunque existen varias estrategias de control de fuerza en este proyecto se ha optado por un
control explícito, el cual consiste en indicar una fuerza de referencia y medir los valores de
fuerzas con el objetivo de que los valores medidos sigan los de referencia con el menor error
posible [89].
Normalmente se trata de un control lineal, como es un control PID (6.10a). Con un término
integral que proporciona un error igual a cero frente a una entrada constante y un término
derivativo que amortigua el sistema.
Se ha optado por un control simple ya que es importante empezar por un control conocido y
poder destacar sus puntos fuertes y débiles. Si con un PID el control es suficientemente bueno
no harán falta desarrollar controladores más avanzados como no lineales o adaptativos, en caso
contrario habrá que recurrir a otras técnicas más sofisticadas [89].
Se puede probar matemáticamente que el termino integral puede hacer que el sistema resulte
inestable. Se propone utilizar una prealimentación (o feedforward) de fuerza que sustituya al
integrador (6.10b). Si, además, el sensor de fuerza tiene cierto ruido el cálculo de la derivada
acumula tanto error que resulta inútil o incluso contraproducente para controlar el robot. Por
esto, se suele utilizar la velocidad como equivalente de la derivada de la fuerza [16][89][88]. El
resultado viene dado en (6.10c).
F = Kp (Fref − f) +KI
∫
(Fref − f) dt+Kd
d
dt
(Fref − f) (6.10a)
F = Fref +Kp (Fref − f) +Kd
d
dt
(Fref − f) (6.10b)
F = Fref +Kp (Fref − f) −Kvẋ (6.10c)
Donde F es la acción de control, Fref es la referencia de fuerza, f la fuerza aplicada por el
robot, ẋ la velocidad y Kp, Ki, Kd y Kv las constantes proporcional, integral, derivativa y de
amortiguación respectivamente.
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Figura 6.7: Diagrama de bloques del control híbrido de posición y fuerza.
















(a) Resultado experimentales del control de fuerza.
Nótese que el control no empieza a actuar hasta que
el robot ha alcanzado la posición inicial.

















(b) Resultado experimentales del control de
posición (solo altura) siguiendo la referencia
compensada con el jacobiano.
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Control por dinámica inversa con observador de estados
Cuando se diseña una estrategia de control generalmente se asume que se dispone de toda la
información necesaria para la retroalimentación del bucle cerrado, en realidad, en un sistema
real no es práctico disponer de un sensor para cada medida que recoja toda esa información, ya
que encarecería excesivamente el conjunto. Por lo tanto se opta por otros métodos para obtener
esta información.
Este es el caso de la velocidad. Normalmente la velocidad se calcula diferenciando la señal
de la posición posición conocida la frecuencia de muestreo, lo que puede dar problemas de
precisión sobre todo a bajas velocidades [90]. Otra manera de abordar el problema es utilizando
un observador. Este método calcula las variables de estado no medidas de un sistema observable
a partir las variables de estado disponibles.
El diseño de un observador de estados consta de dos pasos:
Se construye un sistema dinámico auxiliar que, a partir de las entradas y salidas, es capaz
de reconstruir las variables de estados necesarias. Esto es el observador en sí.
Se diseña un controlador que se encarga de reducir el error entre las variables de estado
conocidas y las variables de estado calculadas a partir de las observadas.
Esta técnica se puede realizar en dos pasos diferenciados en los sistemas lineales gracias al prin-
cipio de separación [91]. Dado que este no es el caso de nuestro sistema, el ajuste del observador
se tiene que hacer teniendo en cuenta el controlador utilizado [25].
Para diseñar el observador de la velocidad se construye un sistema dinámico auxiliar que re-
construye asimptóticamente la señal de la velocidad a partir de las medidas de entrada y salida,
i.e. el par (τ) y la posición (q). El observador propuesto por Berghuis, Löhnberg y Nijmeijer
(1991) [90] se explica a continuación:





es el estado del observador, ˙̂q representa la velocidad estimada, q̃ ≡ q− q̂ es el error
en la estimación de la posición por el observador, Ld = LTd > 0, Lp1 = LTp1 ≥ 0,Lp2 = LTp2 ≥ 0 y
q̇0 = ˙̂q − Λ2 con Λ2 = ΛT2 .
El par que aplica el controlador será









− Lp · e
(6.12)
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donde ˙̂q representa la velocidad estimada, obtenida a partir del observador no lineal en bucle
cerrado. Ajustando el observador a la estrategia de control utilizada se tiene que
 ˙̂q = z + Ld · q̃ż = M−1 (q, θ) · (τ − C (q, ˙̂q0, θ) · ˙̂q0 −G (q, θ)) + Lp2 · q̃ (6.13)
Y combinando las ecuaciones (6.12) y (6.13) se obtiene:
Controlador




· ˙̂q +G (q, θ)







 ˙̂q = z + Ld · q̃ż = a+ Lp2 · q̃ (6.15)
Es interesante destacar que el observador resulta ser lineal gracias a la acción de control, esto
es debido a la propiedad de linealización por retroalimentación del método del par calculado.
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(b) Diagrama de bloques del control del observador
de estados
Figura 6.9: Diagrama de bloques de control por dinámica inversa con observador de estados
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A lo largo de este trabajo centrado en el desarrollo de un robot paralelo para la rehabilitación
se ha podido experimentar con dos campos tan diferentes como la robótica y la medicina. La
robótica ha estado tradicionalmente ligada a la industria, donde la interacción con personas
se limita a su programación o mantenimiento. En cambio cuando se utilizan los robots en la
medicina, la interacción con estos es total. Esto hace que cualquier fallo en el sistema pueda
poner en peligro la integridad física del usuario.
Se han buscado nuevas técnicas de desarrollo que aumenten la eficiencia del sistema. Esto se ha
conseguido con Ingeniería de Software Basada en Componentes, en donde se construyen bloques
de código independientes que se conectan entre sí para crear un sistema completo. Al tratarse
de bloques independientes, estos se pueden modificar, rehusar, sustituir o añadir a una parte
del sistema de forma que no se tenga que reprogramar el resto del conjunto. Con este método
el desarrollo de software se vuelve muy flexible, ya que un desarrollador se puede centrar en un
único componente del sistema y compartirlo con el resto del equipo, el cual solo tendría que
conectarlo. Además, para hacerlo más accesible, se ha escogido el frameworks Orocos que se
encuentran bajo licencias de software libre, el cual está incluido dentro de los paquetes de ROS,
también software libre.
La modularidad del software basado en componentes ha sido clave a la hora de desarrollar las
estrategias de control. Se ha empezado con un control simple con los componentes básicos y a
partir de ahí se han ido acoplando módulos hasta llegar a un control por dinámica inversa al que
se le ha añadido un observador de estados que calcula la velocidad de los actuadores a partir de
los estados del robot. Los resultados de este control con observador sirvieron para la publicación
del artículo titulado Controller-observer design and dynamic parameter identification for model-
based control of an electromechanical lower-limb rehabilitation system.
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Otro aspecto en el que se ha investigado ha sido el uso de diferentes sensores externos. Se ha visto
que un sensor de fuerza con el correspondiente control hace que el usuario pueda “introducir”
información al sistema de manera que se pueda interactuar con el robot. También se ha visto
que es posible introducir información al sistema por medio de visión artificial gracias a la librería
ArUco, o incluso leer las señales electromiográficas (EMG) de los músculos del paciente lo que
podría ser un indicador del nivel de esfuerzo que se está realizando.
Como conclusión final se extrae que es posible introducir la robótica en el sector médico y que esto
puede suponer un gran avance para ambos campos. Por otro lado esto no va a ser un camino
fácil ya que hay que asegurar que las interacciones hombre-máquina son seguras y no ponen
en peligro la integridad física de los usuarios. Por suerte se está investigando y desarrollando
tecnologías que en un futuro permitirán facilitar el trabajo de los profesionales sanitarios, y por
tanto, mejorar la atención recibida por los pacientes.
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En el presente capítulo se presenta el presupuesto de la primera fase de desarrollo del robot
paralelo4DoF. Este presupuesto se ha elaborado siguiendo el Real Decreto 1098/2001, de 12 de
octubre, por el que se aprueba el Reglamento general de la Ley de Contratos de las Administra-
ciones Públicas [92]. Concretamente los artículos:
Artículo 130. Cálculo de los precios de las distintas unidades de obra
Artículo 131. Presupuesto de ejecución material y presupuesto base de licitación.
Se ha asumido que tanto los ordenadores como las licencias de software se pueden amortizar en
10 proyectos. Se han considerado unos gastos generales del 13 %, un beneficio industrial del 6 %,
un IVA del 21 % y unos honorarios del 3 %.
Índice del presupuesto
1. Diseño teórico
1.1. Propuesta de diseño de la versión inicial
1.2. Modelado del robot en software CAD/CAM Solid Works R©
1.3. Modelado del robot en software de simulación V-REP R©
1.4. Desarrollo del modelo dinámico
1.5. Simulación del modelo dinámico
1.6. Implementación de la estrategia de control en Simulink R©
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8.1 Índice del presupuesto
2. Montaje del prototipo
2.1. Montaje de la estructura
2.2. Instalación del hardware
2.3. Instalación del software
3. Desarrollo del software de control
3.1. Comunicación con los sensores y actuadores
3.2. Desarrollo de los componentes de control
3.3. Implementación del control
4. Ensayo y extracción de datos
4.1. Primer ensayo de prueba
4.2. Ensayo con estrategia de control simple
4.3. Ensayo con estrategia de control avanzada
5. Presentación de los resultados
5.1. Compilación de los resultados
5.2. Análisis de los resultados
5.3. Redacción guía del robot paralelo3DoF
5.4. Redacción guía del robot paralelo4DoF
5.5. Redacción y presentación de un artículo científico
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8.2 Cuadro de precios unitarios
Cuadro de precios unitarios
Código Unidades Descripción Precio
1 Diseño teórico
1.1 ud. Propuesta de diseño de la versión inicial 2, 025.00e
1.2 ud. Modelado del robot en software CAD/CAM Solid Works R© 4, 085.00e
1.3 ud. Modelado del robot en software de simulación V-REP R© 850.00e
1.4 ud. Desarrollo del modelo dinámico 4, 025.00e
1.5 ud. Simulación del modelo dinámico 1, 375.00e
1.6 ud. Implementación de la estrategia de control en Simulink R© 900.00e
Total Diseño teórico 13, 260.00e
2 Montaje del prototipo
2.1 ud. Montaje de la estructura 23, 730.00e
2.2 ud. Instalación del hardware 4, 475.00e
2.3 ud. Instalación del software 1, 650.00e
Total Montaje del prototipo 29, 855.00e
3 Desarrollo del software de control
3.1 ud. Comunicación con los sensores y actuadores 2, 475.00e
3.2 ud. Desarrollo de los componentes de control 5, 115.00e
3.3 ud. Implementación del control 1, 650.00e
Total Desarrollo del software de control 9, 240.00e
4 Ensayo y extracción de datos
4.1 ud. Primer ensayo de prueba 1, 700.00e
4.2 ud. Ensayo con estrategia de control simple 1, 700.00e
4.3 ud. Ensayo con estrategia de control avanzada 3, 400.00e
Total Ensayo y extracción de datos 6, 800.00e
5 Presentación de los resultados
5.1 ud. Compilación de los resultados 2, 400.00e
5.2 ud. Análisis de los resultados 5, 400.00e
5.3 ud. Redacción guía del robot paralelo3DoF 1, 600.00e
5.4 ud. Redacción guía del robot paralelo4DoF 800.00e
5.5 ud. Redacción y presentación de un artículo científico 4, 700.00e









Cuadro de precios descompuestos
Código Unidades Descripción Rendimiento Precio unitario Importe
1 Diseño teórico
1.1 Propuesta de diseño de la versión inicial
h Director del proyecto 40 50e/h 2, 000.00e
ud Ordenador con prestaciones estándar 0.025 1000e 25e
Total 2, 025.00e
1.2 Modelado del robot en software
CAD/CAM Solid Works R©
h Director del proyecto 10 50e/h 500e
h Ingeniero de automática y control 80 35e/h 2800e
ud Ordenador para diseño gráfico 0.05 1500e 75e
ud Licencia de software Solid Works R© 0.1 7100e 710e
Total 4, 085.00e
1.3 Modelado del robot en software de simula-
ción V-REP R©
h Director del proyecto 2.5 50e/h 125e
h Ingeniero de automática y control 20 35e/h 700e
ud Ordenador con prestaciones estándar 0.025 1000e 25e









Código Unidades Descripción Rendimiento Precio unitario Importe
1.4 Desarrollo del modelo dinámico del robot
paralelo de 4 grados de libertad
h Director del proyecto 80 50e/h 4000e
ud Ordenador con prestaciones estándar 0.025 1000e 25e
Total 4, 025.00e
1.5 Simulación del modelo dinámico del robot
con el software de simulación de dinámica
de cuerpos Adams R©
h Director del proyecto 2.5 50e/h 125e
h Ingeniero de automática y control 20 35e/h 700e
ud Ordenador para diseño gráfico 0.1 1500e/h 150e
ud Licencia para software Adams R© 0.1 4000e/h 400e
Total 1, 375.00e
1.6 Implementación de la estrategia de con-
trol en el software de simulación basada
en modelos Simulink R©
h Director del proyecto 2.5 50e/h 125e
h Ingeniero de automática y control 20 35e/h 700e
ud Ordenador con prestacione estándar 0.025 1000e 25e












Código Unidades Descripción Rendimiento Precio unitario Importe
2 Montaje del prototipo
2.1 Montaje del prototipo
h Técnico de laboratorio 40 30e/h 1200e
ud Fuente de alimentación variable de 0V a
30V
1 230e 230e
ud Fuente de alimentación variable de 24V y
15A
1 150e 150e
ud Robot paralelo con 4 grados de libertad 1 14230e 14230e
ud Motor con encoder y freno incorporado 4
ud Actuador lineal 4
ud Articulación universal 4
ud Articulación rotacional 3
ud Articulación esférica 1
ud Plataforma fija 1
ud Plataforma móvil 1
ud Sensor de fuerza con receiver NETZEIL 1 7040e 7040e









Código Unidades Descripción Rendimiento Precio unitario Importe
2.2 Instalación del hardware
h Técnico de laboratorio 8 30e/h 240e
ud Ordenador de desarrollo 1 1360e 1360e
ud PC Industrial de control 1 1850e 1850e
ud Tarjeta encoder 1 365e 365e
ud Tarjeta convertidora A/D 1 375e 375e
ud Webcam 1 120e 120e
ud Cables y regletas de conexión 1 165e 165e
Total 4, 475.00e
2.3 Instalación del software
h Director del proyecto 5 50e/h 250e
h Ingeniero de automática y control 40 35e/h 1400e
ud Sistema operativo Ubuntu 1 0e 0e
ud Driver tarjeta encoder 1 0e 0e
ud Driver tarjeta A/D 1 0e 0e
ud Software ROS 1 0e 0e
ud Software Orocos 1 0e 0e
Total 1, 650.00e








Código Unidades Descripción Rendimiento Precio unitario Importe
3 Desarrollo del software de control
3.1 Comunicación con los sensores y actuado-
res
ud Lectura del encoder - Componente medio
h Director del proyecto 2.5 50e/h 125e
h Ingeniero de automática y control 20 35e/h 700e
ud Lectura del sensor de fuerza - Componente
medio
h Director del proyecto 2.5 50e/h 125e
h Ingeniero de automática y control 20 35e/h 700e
ud Estructura de los actuadores lineales -
Componente medio
h Director del proyecto 2.5 50e/h 125e
h Ingeniero de automática y control 20 35e/h 700e
Total 2, 475.00e
3.2 Desarrollo de los componentes de control
ud PID - Componente simple
h Director del proyecto 1 50e/h 50e
h Ingeniero de automática y control 8 35e/h 280e
ud Saturación - Componente simple
h Director del proyecto 1 50e/h 50e
h Ingeniero de automática y control 8 35e/h 280e
ud Suma - Componente simple
h Director del proyecto 1 50e/h 50e








Código Unidades Descripción Rendimiento Precio unitario Importe
ud Obervador de estados - Componente me-
dio
h Director del proyecto 2.5 50e/h 125e
h Ingeniero de automática y control 20 35e/h 700e
ud Dinámica inversa - Componente azanzado
h Director del proyecto 5 50e/h 250e
h Ingeniero de automática y control 40 35e/h 1400e
ud Términos dinámicos - Componente azan-
zado
h Director del proyecto 5 50e/h 250e
h Ingeniero de automática y control 40 35e/h 1400e
Total 5, 115.00e
3.3 Implementación del control
h Director del proyecto 5 50e/h 250e
h Ingeniero de automática y control 40 35e/h 1400e
Total 1, 650.00e








Código Unidades Descripción Rendimiento Precio unitario Importe
4 Ensayo y extracción de datos
4.1 Primer ensayo de prueba
h Director del proyecto 20 50e/h 1000e
h Ingeniero de automática y control 20 35e/h 700e
Total 1, 700.00e
4.2 Ensayo con estrategia de control simple
h Director del proyecto 20 50e/h 1000e
h Ingeniero de automática y control 20 35e/h 700e
Total 1, 700.00e
4.3 Ensayo con estrategia de control avanzado
h Director del proyecto 40 50e/h 2000e
h Ingeniero de automática y control 40 35e/h 1400e
Total 3, 400.00e
Total Ensayos y extracción de datos 6, 800.00e
5 Presentación de los resultados
5.1 Compilación de los resultados
h Director del proyecto 20 50e/h 1000e
h Ingeniero de automática y control 40 35e/h 1400e
Total 2, 400.00e
5.2 Análisis de los resultados
h Director del proyecto 80 50e/h 4000e
h Ingeniero de automática y control 40 35e/h 1400e
Total 5, 400.00e
5.3 Redacción guía del robot paralelo3DoF
h Director del proyecto 4 50e/h 200e








Código Unidades Descripción Rendimiento Precio unitario Importe
5.4 Redacción guía del robot paralelo4DoF
h Director del proyecto 2 50e/h 100e
h Ingeniero de automática y control 20 35e/h 700e
Total 800.00e
5.5 Redacción y presentación de un artículo
científico
h Director del proyecto 80 50e/h 4000e
h Ingeniero de automática y control 20 35e/h 700e
Total 4, 700.00e





1 Diseño teórico 13, 260.00e
2 Montaje del prototipo 29, 855.00e
3 Desarrollo del software de control 9, 240.00e
4 Ensayos y extracción de datos 6, 800.00e
5 Presentación de los resultados 14, 900.00e
Presupuesto de ejecución material (PEM) 74, 055.00e
Gastos generales (13 %) 9, 627.15e
Beneficio industrial (6 %) 577, 63e
Presupuesto de contrata (PC) 84, 259.78e
IVA (21 %) 17, 694.55e
Honorarios (3 %) 2, 527.79e
Presupuesto total (PT) 104, 483.13e
Asciende el presente Presupuesto Total a la cantidad de ciento cuatro mil cuatrocientos ochenta













Guía de usuario 
para el robot 









 Este documento pretende ser una guía para aquella persona que pretenda introducirse 
en el entramado de componentes, script y demás archivos del robot paralelo de tres grados de 
libertad. Esta guía, por desgracia, no evita la necesidad de leer el código fuente para saber 
cómo funciona realmente el software que hace que el robot se mueva de una u otra manera. 
Pero este documento es una buena base con la que empezar a buscar información y conocer el 
funcionamiento general del sistema como que componentes intervienen en que esquema de 
control, que información envía y recibe cada componente, si un componente se puede 
sustituir por otro o en cambio o en cambio necesita otro que haga de puente, etc. Esto hará 
que en caso de tener que buscar información en el código fuente, sea más fácil saber dónde 
hay que buscar. 
 Por una parte se explican los componentes, qué es lo que hacen y que entradas y 
salidas tienen. Los componentes son los programas base de Orocos, estos se cargan en el 
deployer y se conectan entre sí para controlar el robot. Hay otra parte dedicada a los scripts, 
que son la manera rápida de cargar los componentes en el deployer y conectarlos entre sí. 
Estos archivos son los que, de alguna manera, configuran el esquema de control. Por último se 
explican los diferentes archivos de texto con los que se introduce información al sistema o los 
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Este script presenta un esquema de control de dinámica inversa y la velocidad de las 
articulaciones se calculan por derivadas discretas. Únicamente implementa un control de 
posición, no de fuerza. Al usar el componente “ModuloGenRefMod” se carga el ejercicio del 
archivo “miReferencia.txt” y empieza a ejecutarlo. 
Archivos generados: 
ActuadoresDinInvers.txt: Valor en voltios que recibe cada actuador. Componente 
<sumInerGvC> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: A Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
velDinInvDeseada.txt: Almacena la derivada discreta de las posiciones de referencia 
de q1, q2 y q3. Atributo del componente <derivada> 








 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
 para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
 sumaInerGvC: Suma los parámetros inerciales, gravitacionales y de Coriolis. 
 













Este script presenta un esquema de control de dinámica inversa y la velocidad de las 
articulaciones se calculan con un observador de estado. En este caso no se tiene en cuenta la 
derivada de la posición de referencia. Únicamente implementa un control de posición, no de 
fuerza. Al usar el componente “ModuloGenRefMod” se carga el ejercicio del archivo 
“miReferencia.txt” y empieza a ejecutarlo. 
Archivos generados: 
ActuadoresDinInvers.txt: Valor en voltios que recibe cada actuador. Componente 
<sumInerGvC> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real | 
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
velObsX.txt: Almacena la velocidad observada de la articulación X. Atributo del 
componente <moduloObservadorVel> 
| dqX_Obs | 
 
Componentes: 
 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 




moduloAuxObservador: Calcula el PD necesario para el obervador. Toma que la 
velocidad deseada es igual a cero. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa. 
 
moduloObservadorVel: Estima la velocidad a partir del Observador de Luenberger. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
 para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 sumaInerGvC: Suma los parámetros inerciales, gravitacionales y de Coriolis. 
 




Este script presenta un esquema de control de dinámica inversa y la velocidad de las 
articulaciones se calculan con un observador de estado. Tiene en cuenta la derivada de la 
posición de referencia para hacer el cálculo de la velocidad observada. Únicamente 
implementa un control de posición, no de fuerza. Al usar el componente “ModuloGenRefMod” 
se carga el ejercicio del archivo “miReferencia.txt” y empieza a ejecutarlo. 
Archivos generados: 
ActuadoresDinInvers.txt: Valor en voltios que recibe cada actuador. Componente 
<sumInerGvC> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real | 
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
velObsX.txt: Almacena la velocidad observada de la articulación X. Atributo del 
componente <moduloObservadorVel> 




 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloAuxObservador2: Calcula el PD necesario para el obervador. Toma que la 
velocidad deseada a partir de la derivada discreta de la posición de referencia. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa. 
 
moduloObservadorVel: Estima la velocidad a partir del Observador de Luenberger. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 




 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 sumaInerGvC: Suma los parámetros inerciales, gravitacionales y de Coriolis. 
 




Con este script se controla la posición y la fuerza en gamma, beta y zeta. Las referencias de 
posición las toma el componente “moduloGenRefMod” del archivo “miReferencia.txt” y las 
referencias de la fuerza en gamma, beta y zeta almacenadas en el archivo “miFuerzaGBZ.txt” 
las carga el componente “moduloGenerFuerza”. El control de la posición se hace por dinámica 
inversa y para el control de fuerza se calcula el Jacobiano.  
Permite activar o desactivar el control de fuerza de gamma, beta y/o zeta mediante atributos 
de los componentes, así como ajustar los parámetros de los PID. 
Archivos generados: 
ActuadoresDinInvers.txt: Valor en voltios que recibe cada actuador. Componente 
<sumInerGvC> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas del sensor, las referencias de gamma, 
beta y zeta y el resultado del control PID para gamma, beta y zeta. Componente 
<moduloControlFuerzaGBZ> 
| Fx | Fy | Fz | Tx | Ty | Tz | g_ref | b_ref | z_ref | PID_g| PID_b | PID_z | 
(Cuidado! El archivo puede ser diferente dependiendo del componente que lo 
cree.) 
 
GBZ.txt: Almacena los valores de las derivadas de gamma, beta y zeta usadas en el 
jacobiano. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 






preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
salJacobiano.txt: Almacena los valores de la integral del jacobiano. Componente 
<moduloJacobiano> 
| intJ_q1 | intJ_q2 | intJ_q3 | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
velqrefest: Almacena los valores de la velocidad de referencia estimada a partir del 
jacobiano de q1, q2 y q3. Componente <moduloJacobiano> 




 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloControlFuerzaGBZ: Calcula el control PID a partir de las fuerzas y las referencias 
de fuerza. 
 




moduloGenRefMod: Calcula la posición de referencia por cinemática inversa a partir 
del archivo “miReferencia.txt”. 
 
moduloGenerFuerzaGBZ: Carga y envía las referencias de fuerza en gamma, beta y zeta 
almacenadas en el archivo “miFuerzaGBZ.txt”. 
 
moduloJacobiano: Calcula del jacobiano y su derivada entre la cinemática y las fuerzas. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.   
 
 modulSumaRefes:  Suma la referencia de posición y la calculada a partir del Jacobiano. 
 
para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
 sumaInerGvC: Suma los parámetros inerciales, gravitacionales y de Coriolis. 
 




Con este script se controla la posición y la fuerza en gamma, beta y zeta. Las referencias de 
posición las toma el componente “moduloGenRefMod” del archivo “miReferencia.txt” y las 
referencias de la fuerza en gamma, beta y zeta almacenadas en el archivo “miFuerzaGBZ.txt” 
las carga el componente “moduloGenerFuerza”. El control de la posición se hace por dinámica 
inversa y para el control de fuerza se calcula el Jacobiano.  
Permite activar o desactivar el control de fuerza de gamma, beta y/o zeta mediante atributos 
de los componentes, así como ajustar los parámetros de los PID. 
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La diferencia de este script respecto a “Fuerza_DinInv_refPosFuerza” es que este añade un 
componente que lee la posición de un marcador de Aruco. Para poder usar este script hace 
falta lanzar el nodo de ROS que reconoce el marcador y envía la posición y orientación del 
marcador por un topic. Esto se desde el icono de escritorio “MarcadorAruco” desde el 
ordenador “parallel4dof”. 
Archivos generados: 
ActuadoresDinInvers.txt: Valor en voltios que recibe cada actuador. Componente 
<sumInerGvC> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
 
aruco_pose.txt: Almacena la posición y rotación de un marcador de Aruco 
detectado a través de una cámara. Atributo del componente <aruco_read_single> 
| X | Y | Z | Roll | Pitch | Yaw | 
 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas del sensor, las referencias de gamma, 
beta y zeta y el resultado del control PID para gamma, beta y zeta. Componente 
<moduloControlFuerzaGBZ> 
| Fx | Fy | Fz | Tx | Ty | Tz | g_ref | b_ref | z_ref | PID_g| PID_b | PID_z | 
(Cuidado! El archivo puede ser diferente dependiendo del componente que lo 
cree.) 
 
GBZ.txt: Almacena los valores de las derivadas de gamma, beta y zeta usadas en el 
jacobiano. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 




salJacobiano.txt: Almacena los valores de la integral del jacobiano. Componente 
<moduloJacobiano> 
| intJ_q1 | intJ_q2 | intJ_q3 | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
velqrefest: Almacena los valores de la velocidad de referencia estimada a partir del 
jacobiano de q1, q2 y q3. Componente <moduloJacobiano> 




 actuador: Controla la tensión que le llega al motor. 
 
Aruco_read_single: Recibe y almacena la posición y orientación de un marcador de 
Aruco. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloControlFuerzaGBZ: Calcula el control PID a partir de las fuerzas y las referencias 
de fuerza. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa a partir 




moduloGenerFuerzaGBZ: Carga y envía las referencias de fuerza en gamma, beta y zeta 
almacenadas en el archivo “miFuerzaGBZ.txt”. 
 
moduloJacobiano: Calcula del jacobiano y su derivada entre la cinemática y las fuerzas. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.   
 
 modulSumaRefes:  Suma la referencia de posición y la calculada a partir del Jacobiano. 
 
para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
 sumaInerGvC: Suma los parámetros inerciales, gravitacionales y de Coriolis. 
 




Con este script se controla la posición y la fuerza en gamma, beta y zeta. Las referencias de 
posición las toma el componente “moduloGenRefMod” del archivo “miReferencia.txt” y las 
referencias de la fuerza en gamma, beta y zeta almacenadas en el archivo “miFuerzaGBZ.txt” 
las carga el componente “moduloGenerFuerzaGBZ”. En vez de dinámica inversa usa un control 
Paden, el control de posición se hace sumando el resultado del PD a los parámetros 
gravitacionales, inerciales y de Coriolis. Para el control de fuerza se calcula el Jacobiano.  
Permite activar o desactivar el control de fuerza de gamma, beta y/o zeta mediante atributos 
de los componentes, así como ajustar los parámetros de los PID. 
Archivos generados: 
ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 




ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas del sensor, las referencias de gamma, 
beta y zeta y el resultado del control PID para gamma, beta y zeta. Componente 
<moduloControlFuerzaGBZ> 
| Fx | Fy | Fz | Tx | Ty | Tz | g_ref | b_ref | z_ref | PID_g| PID_b | PID_z | 
(Cuidado! El archivo puede ser diferente dependiendo del componente que lo 
cree.) 
 
GBZ.txt: Almacena los valores de las derivadas de gamma, beta y zeta usadas en el 
jacobiano. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
salJacobiano.txt: Almacena los valores de la integral del jacobiano. Componente 
<moduloJacobiano> 
| intJ_q1 | intJ_q2 | intJ_q3 | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
velqrefest: Almacena los valores de la velocidad de referencia estimada a partir del 
jacobiano de q1, q2 y q3. Componente <moduloJacobiano> 






 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloControlFuerzaGBZ: Calcula el control PID a partir de las fuerzas y las referencias 
de fuerza. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa a partir 
del archivo “miReferencia.txt”. 
 
moduloGenerFuerzaGBZ: Carga y envía las referencias de fuerza en gamma, beta y zeta 
almacenadas en el archivo “miFuerzaGBZ.txt”. 
 
moduloJacobiano: Calcula del jacobiano y su derivada entre la cinemática y las fuerzas. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.   
 
 modulSumaRefes:  Suma la referencia de posición y la calculada a partir del Jacobiano. 
 
para_c: Calcula los parámetros de Coriolis. 
 




 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 




Este script está basado en “Jacob_modular_vector_fuerza_v2”. Un control de posición Paden y 
el uso del jacobiano para controlar la fuerza. Este script está pensado para comparar la 
velocidad estimada mediante el uso de derivadas discretas con la velocidad estimada 
mediante un observador de estados. En esta primera prueba se utiliza el mismo esquema de 
control que en “Jacob_modular_vector_fuerza_v2”, un control Paden y las velocidades 
calculadas a partir de las derivadas discretas. La entrada “q” del observador recibe la posición 
real y la entrada “a” recibe el resultado del PD. Se almacenan la derivada discreta de la 




ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
errorObsX.txt: Para la articulación X, almacena la derivada discreta de la posición, la 
velocidad estimada con el observador y el error entre ambos. Atributo del 
componente <moduloLeeError> 





Fuerzas.txt: Almacena las fuerzas leídas del sensor, las referencias de gamma, 
beta y zeta y el resultado del control PID para gamma, beta y zeta. Componente 
<moduloControlFuerzaGBZ> 
| Fx | Fy | Fz | Tx | Ty | Tz | g_ref | b_ref | z_ref | PID_g| PID_b | PID_z | 




GBZ.txt: Almacena los valores de las derivadas de gamma, beta y zeta usadas en el 
jacobiano. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
salJacobiano.txt: Almacena los valores de la integral del jacobiano. Componente 
<moduloJacobiano> 
| intJ_q1 | intJ_q2 | intJ_q3 | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
velObsX.txt: Almacena la velocidad observada de la articulación X. Atributo del 
componente <moduloObservadorVel> 
| dqX_Obs | 
 
velqrefest: Almacena los valores de la velocidad de referencia estimada a partir del 
jacobiano de q1, q2 y q3. Componente <moduloJacobiano> 








 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloAuxErrorObs: Hace de puente entre componentes que no tienen puertos 
compatibles para “Jacob_modular_vector_fuerza_ErrorObservador” 
 
moduloControlFuerzaGBZ: Calcula el control PID a partir de las fuerzas y las referencias 
de fuerza. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa a partir 
del archivo “miReferencia.txt”. 
 
moduloGenerFuerzaGBZ: Carga y envía las referencias de fuerza en gamma, beta y zeta 
almacenadas en el archivo “miFuerzaGBZ.txt”. 
 
moduloJacobiano: Calcula del jacobiano y su derivada entre la cinemática y las fuerzas. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.   
 
 moduloLeeError: Almacena dos variables y la diferencia entre estas. 
 
 moduloObservadorVel: Estima la velocidad a partir del Observador de Luenberger. 
 
 modulSumaRefes:  Suma la referencia de posición y la calculada a partir del Jacobiano. 
 




 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 




En este script se utiliza un esquema de dinámica inversa y se utiliza por completo el 
observador.  El observador tiene como entradas la posición real y el resultado del PD haciendo 
uso de la velocidad observada. El cálculo de las velocidades de las variables pasivas se hace 
usando la velocidad observada y los parámetros inerciales tienen como entrada el PD 
calculado con la velocidad observada. Se almacenan la derivada discreta de la posición y la 
velocidad observada. 
Archivos generados: 
ActuadoresDinInvers.txt: Valor en voltios que recibe cada actuador. Componente 
<sumInerGvC> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
errorObsX.txt: Para la articulación X, almacena la derivada discreta de la posición, la 
velocidad estimada con el observador y el error entre ambos. Atributo del 
componente <moduloLeeError> 
| dqX_deriv | dqX_obs | (dqX_deriv - dqX_obs) | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas del sensor, las referencias de gamma, 
beta y zeta y el resultado del control PID para gamma, beta y zeta. Componente 
<moduloControlFuerzaGBZ> 
| Fx | Fy | Fz | Tx | Ty | Tz | g_ref | b_ref | z_ref | PID_g| PID_b | PID_z | 





GBZ.txt: Almacena los valores de las derivadas de gamma, beta y zeta usadas en el 
jacobiano. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
salJacobiano.txt: Almacena los valores de la integral del jacobiano. Componente 
<moduloJacobiano> 
| intJ_q1 | intJ_q2 | intJ_q3 | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
velObsX.txt: Almacena la velocidad observada de la articulación X. Atributo del 
componente <moduloObservadorVel> 
| dqX_Obs | 
 
velqrefest: Almacena los valores de la velocidad de referencia estimada a partir del 
jacobiano de q1, q2 y q3. Componente <moduloJacobiano> 




 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 




fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloAuxErrorObs2: Hace de puente entre componentes que no tienen puertos 
compatibles para “Jacob_modular_vector_fuerza_ErrorObservador2” 
 
moduloAuxObservador: Calcula el PD necesario para el obervador. Toma que la 
velocidad deseada es igual a cero. 
 
moduloControlFuerzaGBZ: Calcula el control PID a partir de las fuerzas y las referencias 
de fuerza. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa a partir 
del archivo “miReferencia.txt”. 
 
moduloGenerFuerzaGBZ: Carga y envía las referencias de fuerza en gamma, beta y zeta 
almacenadas en el archivo “miFuerzaGBZ.txt”. 
 
moduloJacobiano: Calcula del jacobiano y su derivada entre la cinemática y las fuerzas. 
 
moduloLeeError: Almacena dos variables y la diferencia entre estas. 
 
moduloObservadorVel: Estima la velocidad a partir del Observador de Luenberger. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
moduloSumaRefes:  Suma la referencia de posición y la calculada a partir del 
Jacobiano. 
 
para_c: Calcula los parámetros de Coriolis. 
 




 paraGv: Calcula los términos gravitacionales. 
 
 sumaInerGvC: Suma los parámetros inerciales, gravitacionales y de Coriolis. 
 




En este script utiliza el esquema Paden. La entrada a de los parámetros inerciales es la doble 
derivada de la posición de referencia como ocurre en un esquema sin observador. En cambio, 
la entrada dq del bloque que calcula las velocidades es la velocidad observada. El observador 
tiene como entradas la posición real y la doble derivada de la posición deseada. Se almacenan 
la derivada discreta de la posición y la velocidad observada. 
Archivos generados: 
ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
errorObsX.txt: Para la articulación X, almacena la derivada discreta de la posición, la 
velocidad estimada con el observador y el error entre ambos. Atributo del 
componente <moduloLeeError> 
| dqX_deriv | dqX_obs | (dqX_deriv - dqX_obs) | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas del sensor, las referencias de gamma, 
beta y zeta y el resultado del control PID para gamma, beta y zeta. Componente 
<moduloControlFuerzaGBZ> 
| Fx | Fy | Fz | Tx | Ty | Tz | g_ref | b_ref | z_ref | PID_g| PID_b | PID_z | 






GBZ.txt: Almacena los valores de las derivadas de gamma, beta y zeta usadas en el 
jacobiano. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
salJacobiano.txt: Almacena los valores de la integral del jacobiano. Componente 
<moduloJacobiano> 
| intJ_q1 | intJ_q2 | intJ_q3 | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
velObsX.txt: Almacena la velocidad observada de la articulación X. Atributo del 
componente <moduloObservadorVel> 
| dqX_Obs | 
 
velqrefest: Almacena los valores de la velocidad de referencia estimada a partir del 
jacobiano de q1, q2 y q3. Componente <moduloJacobiano> 




 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 




fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloAuxErrorObs3: Hace de puente entre componentes que no tienen puertos 
compatibles para “Jacob_modular_vector_fuerza_ErrorObservador3” 
 
moduloControlFuerzaGBZ: Calcula el control PID a partir de las fuerzas y las referencias 
de fuerza. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor. 
 
moduloGenerFuerzaGBZ: Carga y envía las referencias de fuerza en gamma, beta y zeta 
almacenadas en el archivo “miFuerzaGBZ.txt”. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa a partir 
del archivo “miReferencia.txt”. 
 
 
moduloJacobiano: Calcula del jacobiano y su derivada entre la cinemática y las fuerzas. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
 moduloLeeError: Almacena dos variables y la diferencia entre estas. 
 
 moduloObservadorVel: Estima la velocidad a partir del Observador de Luenberger. 
 
 modulSumaRefes:  Suma la referencia de posición y la calculada a partir del Jacobiano. 
 
para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 




 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 




En este script se utiliza un esquema Paden y se utiliza por completo el observador.  El 
observador tiene como entradas la posición real y el resultado del PD haciendo uso de la 
velocidad observada. El cálculo de las velocidades de las variables pasivas se hace usando la 
velocidad observada y los parámetros inerciales tienen como entrada la doble derivada de la 
posición deseada. La acción de control es la resultante de sumar los términos inerciales, 
gravitacionales, de Coriolis y el PD haciendo uso de la velocidad observada. Se almacenan la 
derivada discreta de la posición y la velocidad observada. 
Archivos generados: 
ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
errorObsX.txt: Para la articulación X, almacena la derivada discreta de la posición, la 
velocidad estimada con el observador y el error entre ambos. Atributo del 
componente <moduloLeeError> 
| dqX_deriv | dqX_obs | (dqX_deriv - dqX_obs) | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas del sensor, las referencias de gamma, 
beta y zeta y el resultado del control PID para gamma, beta y zeta. Componente 
<moduloControlFuerzaGBZ> 
| Fx | Fy | Fz | Tx | Ty | Tz | g_ref | b_ref | z_ref | PID_g| PID_b | PID_z | 




GBZ.txt: Almacena los valores de las derivadas de gamma, beta y zeta usadas en el 
jacobiano. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 
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preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 
| gamma_ref | beta_ref | zeta_ref | q1_ref | q2_ref | q3_ref | 
 
salJacobiano.txt: Almacena los valores de la integral del jacobiano. Componente 
<moduloJacobiano> 
| intJ_q1 | intJ_q2 | intJ_q3 | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
velObsX.txt: Almacena la velocidad observada de la articulación X. Atributo del 
componente <moduloObservadorVel> 
| dqX_Obs | 
 
velqrefest: Almacena los valores de la velocidad de referencia estimada a partir del 
jacobiano de q1, q2 y q3. Componente <moduloJacobiano> 




 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 




moduloAuxErrorObs: Hace de puente entre componentes que no tienen puertos 
compatibles para “Jacob_modular_vector_fuerza_ErrorObservador” 
 
moduloAuxObservador: Calcula el PD necesario para el obervador. Toma que la 
velocidad deseada es igual a cero. 
 
moduloControlFuerzaGBZ: Calcula el control PID a partir de las fuerzas y las referencias 
de fuerza. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor. 
 
moduloGenerFuerzaGBZ: Carga y envía las referencias de fuerza en gamma, beta y zeta 
almacenadas en el archivo “miFuerzaGBZ.txt”. 
 
moduloGenRefMod: Calcula la posición de referencia por cinemática inversa a partir 
del archivo “miReferencia.txt”. 
 
moduloJacobiano: Calcula del jacobiano y su derivada entre la cinemática y las fuerzas. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
  
 
 moduloLeeError: Almacena dos variables y la diferencia entre estas. 
 
 moduloObservadorVel: Estima la velocidad a partir del Observador de Luenberger. 
 
 modulSumaRefes:  Suma la referencia de posición y la calculada a partir del Jacobiano. 
 
para_c: Calcula los parámetros de Coriolis. 
 




 paraGv: Calcula los términos gravitacionales. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 





Se trata de un control híbrido de fuerza y posición. El control de posición se hace por dinámica 
inversa y haciendo uso de un observador de estado. El control de fuerza usa el jacobiano. 
Archivos generados: 
ActuadoresDinInvers.txt: Valor en voltios que recibe cada actuador. Componente 
<sumInerGvC> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas del sensor, las referencias de gamma, 
beta y zeta y el resultado del control PID para gamma, beta y zeta. Componente 
<moduloControlFuerzaGBZ> 
| Fx | Fy | Fz | Tx | Ty | Tz | g_ref | b_ref | z_ref | PID_g| PID_b | PID_z | 
(Cuidado! El archivo puede ser diferente dependiendo del componente que lo 
cree.) 
 
GBZ.txt: Almacena los valores de las derivadas de gamma, beta y zeta usadas en el 
jacobiano. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
RefeActual.txt: Almacena la referencia de posición. Primero en formato gamma, 
beta y zeta y luego en q1, q2 y q3. Componente <moduloGenRefMod> 




salJacobiano.txt: Almacena los valores de la integral del jacobiano. Componente 
<moduloJacobiano> 
| intJ_q1 | intJ_q2 | intJ_q3 | 
 
velObsX.txt: Almacena la velocidad observada de la articulación X. Atributo del 
componente <moduloObservadorVel> 
| dqX_Obs | 
 
velqrefest: Almacena los valores de la velocidad de referencia estimada a partir del 
jacobiano de q1, q2 y q3. Componente <moduloJacobiano> 
| J_q1 | J_q2 | J_q3 | 
 
Componentes: 
 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
moduloAuxObservador: Calcula el PD necesario para el obervador. Toma que la 
velocidad deseada es igual a cero. 
 
moduloControlFuerzaGBZ: Calcula el control PID a partir de las fuerzas y las referencias 
de fuerza. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor. 
 
moduloGenerFuerzaGBZ: Carga y envía las referencias de fuerza en gamma, beta y zeta 





moduloGenRefMod: Calcula la posición de referencia por cinemática inversa. 
 
moduloJacobiano: Calcula del jacobiano y su derivada entre la cinemática y las fuerzas. 
 
moduloObservadorVel: Estima la velocidad a partir del Observador de Luenberger. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
 para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 sumaInerGvC: Suma los parámetros inerciales, gravitacionales y de Coriolis. 
 




Este script implementa un control de posición Paden. A diferencia del resto de los scripts, este 
esquema no lee las posiciones de referencia a partir de un archivo, lo hace a través de un topic 
de ROS. El robot se eleva hasta una posición segura. En este estado está listo para recibir la 
nueva posición de referencia a través de un topic de ROS. Cada vez que se recibe una nueva 
posición, se calcula una trayectoria con forma de spline. Esto puede continuar hasta que se 
envía la señal de parada o de pausa. 
Archivos generados: 
ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 




cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
GBZ.txt: Almacena los valores de gamma, beta y zeta de referencia. Componente 
<moduloGenRefRT> 
| gamma_ref | beta_ref | zeta_ref | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real | 
 
prefe.txt: Almacena la posición de referencia de las articulaciones activas. 
Componente <moduloGenRefRT> 
| q1_refe | q2_refe | q3_refe |  
 
puntos.txt: Almacena la gamma, beta y zeta en el instante en el que se le indica. 
Componente <moduloGenRefRT> 
| gamma_ref | beta_ref | zeta_ref | instante | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
Componentes: 
 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 




moduloGenRefRT: Calcula la posición de referencia por cinemática inversa a partir de 
los datos recibidos por un topic de ROS. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 




Con este script se controla la posición. Las referencias de posición las toma el componente 
“moduloGenRef” del archivo “miReferencia.txt”. En vez de dinámica inversa usa un control 
Paden, el control de posición se hace sumando el resultado del PD a los parámetros 
gravitacionales, inerciales y de Coriolis.  
Archivos generados: 
ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 





Fuerzas.txt: Almacena las fuerzas leídas por el sensor. Componente 
<moduloGenRef> 
| Fx | Fy | Fz | Tx | Ty | Tz | zeta_ref | PID_zeta | 





GBZ.txt: Almacena los valores de gamma, beta y zeta de referencia. Componente 
<moduloGenRef> 
| gamma_ref | beta_ref | zeta_ref | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real |  
 
prefe.txt: Almacena la posición de referencia de las articulaciones activas. 
Componente <moduloGenRef> 
| q1_refe | q2_refe | q3_refe |  
 
 
puntos.txt: Almacena la gamma, beta y zeta en el instante en el que se le indica. 
Componente <moduloGenRef> 
| gamma_ref | beta_ref | zeta_ref | instante | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 
| dq1_real | dq2_real | dq3_real | 
 
Componentes: 
 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 




moduloGenRef: Calcula la posición de referencia por cinemática inversa a partir del 
archivo “miReferencia.txt”. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 







Con este script se controla la posición y la fuerza en zeta. Las referencias de posición las toma 
el componente “moduloGenRef” del archivo “miReferencia.txt” y las referencias de la fuerza 
están fijas en 0. En vez de dinámica inversa usa un control Paden, el control de posición se 
hace sumando el resultado del PD a los parámetros gravitacionales, inerciales y de Coriolis. 
Para el control de fuerza se multiplica la lectura del sensor de fuerza y se suma o resta a la 
posición de referencia. Por lo tanto se trata de un control proporcional. Este control de fuerza 
se puede desactivar definiendo el atributo “Rfuerza” de “moduloGenRef” como 0. 
Archivos generados: 
ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 





ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas por el sensor. Componente 
<moduloGenRef> 
| Fx | Fy | Fz | Tx | Ty | Tz | zeta_ref | PID_zeta | 





GBZ.txt: Almacena los valores de gamma, beta y zeta de referencia. Componente 
<moduloGenRef> 
| gamma_ref | beta_ref | zeta_ref | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real | 
 
prefe.txt: Almacena la posición de referencia de las articulaciones activas. 
Componente <moduloGenRef> 
| q1_refe | q2_refe | q3_refe |  
 
puntos.txt: Almacena la gamma, beta y zeta en el instante en el que se le indica. 
Componente <moduloGenRef> 
| gamma_ref | beta_ref | zeta_ref | instante | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 








 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor.  
 
moduloGenRef: Calcula la posición de referencia por cinemática inversa a partir del 
archivo “miReferencia.txt”. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 





Con este script se controla la posición y la fuerza en gamma, beta y zeta. Las referencias de 
posición las toma el componente “moduloGenRef” del archivo “miReferencia.txt” antes de 
detectarse la alarma y después las genera el componente “moduloGenRefAlarms”. Las 
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referencias de la fuerza están fijas en 0. En vez de dinámica inversa usa un control Paden, el 
control de posición se hace sumando el resultado del PD a los parámetros gravitacionales, 
inerciales y de Coriolis. Para el control de fuerza se multiplica la lectura del sensor de fuerza y 
se suma o resta a la posición de referencia. Por lo tanto se trata de un control proporcional. 
Este control de fuerza se puede desactivar definiendo el atributo “Rfuerza” de 
“moduloGenRef” como 0. 
La particularidad de este control es que lleva incorporado un sistema de alarma que hace que 
el ejercicio finalice. Cuando salta la alarma el robot baja hasta la posición inicial y acaba con el 
spline de bajada. La alarma puede saltar bien porque el usuario ha pulsado un botón físico, se 
ha enviado la señal de alarma desde un topic de ROS o porque se ha superado la fuerza 
máxima. 
Está preparado para usarse con una referencia de gamma en forma de rampa ascendente y 
mantener beta igual a cero y zeta a una altura constante. Un ejemplo es el archivo 
“refeGammaRampa.txt”. 
Archivos generados: 
ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
Fuerzas.txt: Almacena las fuerzas leídas por el sensor. Componente <supervisor> 
| Fx | Fy | Fz | Tx | Ty | Tz | 





GBZ.txt: Almacena los valores de gamma, beta y zeta de referencia. Componente 
<moduloGenRef> + <moduloGenRefAlarm> 
| gamma_ref | beta_ref | zeta_ref | 




preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 




prefe.txt: Almacena la posición de referencia de las articulaciones activas. 
Componente <moduloGenRef> + <moduloGenRefAlarm> 
| q1_refe | q2_refe | q3_refe |  
 
 
puntos.txt: Almacena la gamma, beta y zeta en el instante en el que se le indica. 
Componente <moduloGenRef> + <moduloGenRefAlarm> 
| gamma_ref | beta_ref | zeta_ref | instante | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 




 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor.  
 
moduloGenRef: Calcula la posición de referencia por cinemática inversa a partir del 
archivo “miReferencia.txt”. 
 
moduloGenRefAlarm: Calcula la posición de referencia una vez se ha pulsado la alarma 
y el robot tiene que volver a la posición de reposo. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 




 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 
supervisor: Hace de switch, se activa con un botón físico, mediante un topic de ROS o 
cuando detecta que se ha superado la fuerza. 
 





Con este script se controla la posición y la fuerza en gamma, beta y zeta. Las referencias de 
posición las toma el componente “moduloGenRef” del archivo “miReferencia.txt” antes de 
detectarse el cambio de estado y después las genera el componente “copia_movimiento”. Las 
referencias de la fuerza están fijas en 0. En vez de dinámica inversa usa un control Paden, el 
control de posición se hace sumando el resultado del PD a los parámetros gravitacionales, 
inerciales y de Coriolis. Para el control de fuerza se multiplica la lectura del sensor de fuerza y 
se suma o resta a la posición de referencia. Por lo tanto se trata de un control proporcional. 
Este control de fuerza se puede desactivar definiendo el atributo “Rfuerza” de 
“moduloGenRef” como 0. 
La particularidad de este control es que lleva incorporado un sistema que almacena la última 
posición antes del cambio de estado. Esto le permite moverse hasta una altura indicada en el 
atributo “Zmed” del componente “copia_movimiento”,  volver a la posición donde se había 
cambiado de estado, volver a “Zmed” y finalmente acabar en la posición de reposo.  
El cambio de posición y orientación se realiza manualmente, guiando el robot gracias al control 
de fuerza. El archivo de referencias debe ser un archivo con gamma y beta igual a cero y un 
zeta a una altura constante. El cambio de estado se puede dar bien porque el usuario ha 
pulsado un botón físico, se ha enviado la señal de alarma desde un topic de ROS o porque se 





ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 




Fuerzas.txt: Almacena las fuerzas leídas por el sensor. Componente <supervisor> 
| Fx | Fy | Fz | Tx | Ty | Tz | 





fuerzasContrEst1.txt: Almacena las fuerzas leídas por el sensor. Componente 
<control_estados1> 




GBZ.txt: Almacena los valores de gamma, beta y zeta de referencia. Componente 
<moduloGenRef> + <copia_movimiento> 
| gamma_ref | beta_ref | zeta_ref | 





preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real | 
 
prefe.txt: Almacena la posición de referencia de las articulaciones activas. 
Componente <moduloGenRef> 
| q1_refe | q2_refe | q3_refe |  
 
prefe2.txt: Continúa almacenando la posición de referencia de las articulaciones 
activas. Componente <copia_movimiento> 





puntos.txt: Almacena la gamma, beta y zeta en el instante en el que se le indica. 
Componente <moduloGenRef> + <copia_movimiento> 
| gamma_ref | beta_ref | zeta_ref | instante | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 




 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
Control_estados1: Hace de switch, se activa con un botón físico, mediante un topic de 
ROS o cuando detecta que se ha superado la fuerza. 
 
copia_movimiento: Almacena la posición en el instante en el que se ha cambiado de 
estado y calcula las posiciones de referencia para la segunda parte del ejercicio. 
 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 
 moduloFuerza:  Sensor de fuerza, lee la fuerza del sensor.  
 
moduloGenRef: Calcula la posición de referencia por cinemática inversa a partir del 
archivo “miReferencia.txt”. 
 




para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 




Con este script se controla la posición y la fuerza en gamma, beta y zeta. Las referencias de 
posición las toma el componente “moduloGenRef” del archivo “miReferencia.txt” antes de 
detectarse el cambio de estado y después las genera el componente “copia_movimiento2”. 
Las referencias de la fuerza están fijas en 0. En vez de dinámica inversa usa un control Paden, 
el control de posición se hace sumando el resultado del PD a los parámetros gravitacionales, 
inerciales y de Coriolis. Para el control de fuerza se multiplica la lectura del sensor de fuerza y 
se suma o resta a la posición de referencia. Por lo tanto se trata de un control proporcional. 
Este control de fuerza se puede desactivar definiendo el atributo “Rfuerza” de 
“moduloGenRef” como 0. 
La particularidad de este control es que lleva incorporado un sistema que almacena el 
recorrido que ha estado haciendo el robot para después repetirlo. Esto le permite, una vez se 
indica que cambie de estado, volver hasta la posición inicial,  repetir la trayectoria que se ha 
ido realizando, volver de nuevo a la primera posición y finalmente acabar en la posición de 
reposo.  
El cambio de posición y orientación se realiza manualmente, guiando el robot gracias al control 
de fuerza. El archivo de referencias debe ser un archivo con gamma y beta igual a cero y un 
zeta a una altura constante. El cambio de estado se puede dar bien porque el usuario ha 
pulsado un botón físico, se ha enviado la señal de alarma desde un topic de ROS o porque se 





ActuadoresPaden.txt: Valor en voltios que recibe cada actuador. Componente 
<sum2> 
| Vmotor1 | Vmotor2 | Vmotor3 | 
 
ArticulacionXPaden.txt: Se trata de tres archivos, uno para cada articulación. Almacena 
el valor de la referencia de posición y el de la posición real de la articulación respectiva. 
Componente <pd2> 
| qX_ref | qX_real | 
 
 
cinematica.txt: Almacena la cinemática de las 9 variables (QS1) calculadas a partir de 
las articulaciones activas. Componente <cine3dof> 
| q1 | q2 | q3 | q4 | q5 | q6 | q7 |q8 | q9 | 
 
 
ejercicio.txt: Almacena las posiciones del ejercicio que se ha ido realizando, así se 
pueden usar más adelante. Componente <control_estados2> 




Fuerzas.txt: Almacena las fuerzas leídas por el sensor. Componente <supervisor> 
| Fx | Fy | Fz | Tx | Ty | Tz | 





fuerzasContrEst2.txt: Almacena las fuerzas leídas por el sensor. Componente 
<control_estados2> 




GBZ.txt: Almacena los valores de gamma, beta y zeta de referencia. Componente 
<moduloGenRef>  
| gamma_ref | beta_ref | zeta_ref | 





preal.txt: Almacena la posición real de las articulaciones activas. Componente 
<cine3dof> 
| q1_real | q2_real | q3_real | 
 
prefe.txt: Almacena la posición de referencia de las articulaciones activas. 
Componente <moduloGenRef> 




prefe2.txt: Continúa almacenando la posición de referencia de las articulaciones 
activas. Componente <copia_movimiento2> 
| q1_refe | q2_refe | q3_refe |  
 
 
puntos.txt: Almacena la gamma, beta y zeta en el instante en el que se le indica. 
Componente <moduloGenRef>  
| gamma_ref | beta_ref | zeta_ref | instante | 
 
velDinInvDerivReal.txt: Almacena la derivada discreta de las posiciones reales de 
q1, q2 y q3. Atributo del componente <derivada> 




 actuador: Controla la tensión que le llega al motor. 
 
 cine3dof: Calcula la cinemática del robot con 3dof. 
 
control_estados2: Hace de switch, se activa con un botón físico, mediante un topic de 
ROS o cuando detecta que se ha superado la fuerza. También almacena el recorrido 
del robot antes del cambio de estado. 
 
copia_movimiento2: Gracias al archivo almacenado por “control_estados2”, calcula y 
envía las posiciones de referencia para la segunda parte del ejercicio. 
 
 
 derivada:  Calcula la derivada discreta. 
 
fcn: Calcula las matrices Ae i Ai utilizadas para calcular los parámetros gravitacionales, 
inerciales, de Coriolis y las velocidades. 
 




moduloGenRef: Calcula la posición de referencia por cinemática inversa a partir del 
archivo “miReferencia.txt”. 
 
 moduloPcl833: Encoder, lee la posición real de las articulaciones.  
 
para_c: Calcula los parámetros de Coriolis. 
 
 para_iner: Calcula los parámetros inerciales. 
 
 paraGv: Calcula los términos gravitacionales. 
 
 pd2: Calcula un control PD. 
 
suma2: Suma los parámetros inerciales, gravitacionales y de Coriolis al resultado del 
PD. 
 









Este componente controla la tarjeta PCI1720 encargada de enviar la señal a uno de los 
motores. Este componente es el único que usa la función “addOperation()”. Una operación es 
una función que puede ser ejecutada desde el deployer de orocos. 
 
Entradas: 
act: Recibe el valor de la acción de control (en unidades de tensión) que se envía al 
motor. Tipo <double> 
 
 final: Recibe la indicación de que se ha finalizado el ejercicio. Tipo <double> 
 




 ticksFin: Instante en ticks de reloj en el que se finaliza el ejercicio. Tipo <long long> 
 
Operaciones: 
setChannel: Función que tiene como parámetro el canal del motor que va a controlar. 
Este guarda el valor en una variable <int>. (Sugerencia: Para guardar un valor en una 
variable es aconsejable usar atributos) 
 
Aruco_read_single 
Lee la posición y orientación de un marcador de Aruco a través de un topic de ROS lanzado 
desde el ordenador de 4DOF. 
La orden de leer la recibe desde el componente “ModuloPcl833”. Cuando este termina un ciclo 
envía un int “1”. El componente aruco_read_single lo lee a través del puerto “input_ready”, en 








input_ready: Recibe la información de que el módulo principal está listo, por lo tanto 
indica que empieza un ciclo nuevo. Tipo <int> 
Atributos: 




Este componente se comporta como un switch. Tiene como entradas: entrada_control, 
entrada_fuerza, entrada_refe y entrada_alarm. La entrada_control se utiliza para recibir el 
estado del “ModuloPcl833” y saber cuándo está listo para otro ciclo. La entrada_refe es la 
encargada de recibir la referencia generada por el componente correspondiente, igual que la 
entrada_fuerza recibe la lectura del sensor de fuerza. Por último, la entrada_alarm está 
pensada para recibir la orden de activar el estado del switch a través de un topic de ROS. 
Por defecto la entrada_control y la entrada_fuerza están conectadas con la salida1_control y la 
salida1_fuerza respectivamente.  Hay tres posibilidades de activar el switch. La primera es la 
comentada anteriormente a través de un topic de ROS. La segunda es mediante un interruptor 
físico y la tarjeta PCL812. En el momento en el que el componente hace el start se almacena el 
estado del interruptor y el switch cambia de estado en el momento que se detecta que el 
interruptor ha sido pulsado. Por último, se puede fijar la fuerza máxima. Si el sensor detecta 
que se ha sobrepasado dicho máximo, el switch cambia de estado. 
El cambio de estado del switch desconecta las salida1_control y salida1_fuerza y conecta la 
entrada_control con la salida2_control, la entrada_refe con la salida2_refe y la entrada_fuerza 
con la salida2_fuerza. De esta manera se puede cambiar el comportamiento del robot al 
conectar las salida1 a un componente y las salida2 a otro. 
 
Entradas: 
entrada_control: Recibe la información de que el módulo principal está listo, por lo 
tanto indica que empieza un ciclo nuevo. Tipo <int> 
 
entrada_fuerza: Recibe la información leída por el sensor de fuerza. Tipo <vector 
<double>> 
 
 entrada_refe: Recibe la referencia que debe seguir el robot. Tipo <vector <double>> 
 
entrada_alarm: Canal por el que recibe desde un topic de ROS la orden de cambiar de 






salida1_control: Envía la información de que el componente “ModuloPcl833” está listo 
mientras el switch se encuentre en el estado 1. Tipo <int> 
  
salida1_fuerza: Envía los valores de fuerza recibidos al componente conectado 
mientras el switch se encuentre en el estado 1. Tipo <vector <double>> 
 
salida2_control: Envía la información de que el componente “ModuloPcl833” está listo 
cuando el switch se encuentre en el estado 2. Tipo <int> 
 
salida2_refe: Envía la posición de referencia del robot cuando el switch se encuentre 
en el estado 2. Tipo <vector <double>> 
 
salida2_fuerza: Envía los valores de fuerza recibidos al componente conectado cuando 
el switch se encuentre en el estado 2. Tipo <vector <double>> 
 
Atributos: 




Se trata de una actualización del componente control_estados1.  Añade un archivo donde se 
va guardando el recorrido de las posiciones del robot para que otro componente pueda usarlo. 
 
Entradas: 
entrada_control: Recibe la información de que el módulo principal está listo, por lo 
tanto indica que empieza un ciclo nuevo. Tipo <int> 
 
entrada_fuerza: Recibe la información leída por el sensor de fuerza. Tipo <vector 
<double>> 
 
 entrada_refe: Recibe la referencia que debe seguir el robot. Tipo <vector <double>> 
 
entrada_alarm: Canal por el que recibe desde un topic de ROS la orden de cambiar de 





salida1_control: Envía la información de que el componente “ModuloPcl833” está listo 
mientras el switch se encuentre en el estado 1. Tipo <int> 
  
salida1_fuerza: Envía los valores de fuerza recibidos al componente conectado 
mientras el switch se encuentre en el estado 1. Tipo <vector <double>> 
 
salida2_control: Envía la información de que el componente “ModuloPcl833” está listo 
cuando el switch se encuentre en el estado 2. Tipo <int> 
 
salida2_refe: Envía la posición de referencia del robot cuando el switch se encuentre 
en el estado 2. Tipo <vector <double>> 
 
salida2_fuerza: Envía los valores de fuerza recibidos al componente conectado cuando 
el switch se encuentre en el estado 2. Tipo <vector <double>> 
 
Atributos: 





Se trata de una versión modificada del componente “moduloGenRef” pensado para ser 
utilizado con “control_estados1”. Cuando se ejecuta espera recibir por “entrada_refe” la 
última referencia enviada al robot. A partir de ahí se generan referencias para que el robot se 
sitúe en una posición con Gamma y Beta igual a cero y Zeta igual a “Zmed”, un atributo 
definido en el script. Una vez alcanzada esta posición volverá a situarse en la posición inicial, 









entrada_fuerza: Recibe los valores de fuerza del sensor. Tipo <vector <double>> (SIN 
FUNCIONALIDAD)  
  
entrada_duracion: Recibe la duración para guardarla en un archivo con los valores de 
GBZ. Tipo <std_msgs::Float64> 
 
entrada_ROS: Entrada para recibir información desde ROS. Tipo 
<geometry_msgs::Float64> (SIN FUNCIONALIDAD) 
 
entrada_refe: Sirve para recibir la posición de referencia que se utilizará para repetir el 
movimiento. Tipo <vector <double>> 
 
Salidas: 
salida_Refe: Envía los valores de referencia de las articulaciones (q1,q2,q3). Tipo 
<vector <double>> 
 
salida_finPcl: Le indica al componente principal (moduloPcl833) que se ha terminado 
el proceso y que debe cerrarse. Tipo <int> 
 
salida_ticks: Envía el instante en nanosegundos en el que se ha ejecutado el 
updatehook(). Tipo <long long> 
 
Atributos: 
RRos: Activa o desactiva funciones conectadas a ROS. Tipo <bool> (SIN 
FUNCIONALIDAD) 
 




Basado en “moduloGenRef”.Se trata de una versión mejorar de “copia_movimiento” y está 
pensado para ser usado con “control_estados2”. Este componente usa el archivo 
“ejercicio.txt” generado por “control_estados2”. Al igual que “copia_movimiento”, este 
componente se divide en tres etapas: primero devuelve el robot a la primera posición 
registrada en el archivo “ejercicio.txt”, luego va enviando las referencias guardadas en el 
52 
 
archivo para que el robot repita la misma trayectoria. Cuando ha terminado la repetición 




entrada_control: Sirve para recibir desde “moduloPcl833” la señal para un nuevo ciclo. 
Tipo <int> 
 
entrada_refe: Sirve para recibir la posición de referencia que se utilizará para repetir el 
movimiento. Tipo <vector <double>> 
 
Salidas: 
salida_Refe: Envía los valores de referencia de las articulaciones (q1,q2,q3). Tipo 
<vector <double>> 
 
salida_finPcl: Le indica al componente principal (moduloPcl833) que se ha terminado 
el proceso y que debe cerrarse. Tipo <int> 
 
salida_ticks: Envía el instante en nanosegundos en el que se ha ejecutado el 




Calcula la derivada del valor de los valores de entrada. Al estar pensado para calcular la 
derivada de las tres articulaciones al mismo tiempo, el vector de entrada será de dimensión 3. 
 
Entrada: 









Fich: Sirve para indicarle al componente si queremos o no que se genere un archivo 
con los valores de las derivadas. Fich=1 para generar el archivo. Tipo <int> 
 
fileName: Dirección y nombre del archivo donde se guardarán los valores de las 
derivadas. Tipo <string> 
 
ModuloAuxErrorObs 
Este grupo de componentes se utilizan para conectar los puertos de diferentes componentes 
que usan el mismo tipo de datos. Este componente tiene como entradas tres puertos por los 
que recibe variables de tipo <vector <double>> de tres dimensiones. Cada una de estas 
variables se separan en tres variables de tipo <double> y se envían por un puerto de salida. De 
esta manera se conectan los componentes “derivada”, “moduloPcl833” y “pd2” que trabajan 
con las componentes de las tres articulaciones a la vez con los componentes 
“moduloObservadorVel” y “moduloLeeError” que trabajan con solo una articulación. 
 
Entradas: 
 entrada_q: Recibe la posición real de las articulaciones. Tipo <vector<double>> 
 
entrada_dq: Recibe la derivada de la posición real de las articulaciones. Tipo 
<vector<double>> 
 
 entrada_a: Recibe la salida de “pd2”. Tipo <vector<double>> 
 
Salidas: 
 salida_q1: Envía la posición real de la articulación 1. Tipo <double> 
 salida_q2: Envía la posición real de la articulación 2. Tipo <double> 
 salida_q3: Envía la posición real de la articulación 3. Tipo <double> 
 
 salida_a1: Envía el valor de “pd2” de la articulación 1. Tipo <double> 
 salida_a2: Envía el valor de “pd2” de la articulación 2. Tipo <double> 
 salida_a3: Envía el valor de “pd2” de la articulación 3. Tipo <double> 
 




salida_dq2: Envía el valor de la derivada de la posición real de la articulación 2. Tipo 
<double> 





Hace de conexión entre el puerto de salida de la derivada de la velocidad real, que es de tipo 
<vector<double>> con las entradas de “moduloLeeError” que son de tipo <double>. 
 
Entradas: 




salida_dq1: Envía el valor de la derivada de la posición real de la articulación 1. Tipo 
<double> 
salida_dq2: Envía el valor de la derivada de la posición real de la articulación 2. Tipo 
<double> 




Permite conectar la posición real, la derivada de la posición real y la aceleración de la posición 




 entrada_q: Recibe la posición real de las articulaciones. Tipo <vector<double>> 
 
entrada_dq: Recibe la derivada de la posición real de las articulaciones. Tipo 
<vector<double>> 
 




entrada_dqObs1: Recibe la velocidad calculada por el observador para la articulación 
1. Tipo <double> 
entrada_dqObs2: Recibe la velocidad calculada por el observador para la articulación 
2. Tipo <double> 
entrada_dqObs3: Recibe la velocidad calculada por el observador para la articulación 
3. Tipo <double> 
 
Salidas: 
 salida_q1: Envía la posición real de la articulación 1. Tipo <double> 
 salida_q2: Envía la posición real de la articulación 2. Tipo <double> 
 salida_q3: Envía la posición real de la articulación 3. Tipo <double> 
 
 salida_a1: Envía el valor de “pd2” de la articulación 1. Tipo <double> 
 salida_a2: Envía el valor de “pd2” de la articulación 2. Tipo <double> 
 salida_a3: Envía el valor de “pd2” de la articulación 3. Tipo <double> 
 
salida_dq1: Envía el valor de la derivada de la posición real de la articulación 1. Tipo 
<double> 
salida_dq2: Envía el valor de la derivada de la posición real de la articulación 2. Tipo 
<double> 
salida_dq3: Envía el valor de la derivada de la posición real de la articulación 3. Tipo 
<double> 
 






Este componente hace algunos cálculos previos necesarios para el “moduloObservadorVel”. 
Para simplificar, en este caso se toma que la derivada de la posición deseada es igual a cero. 
Entradas: 




entrada_dq: Recibe la derivada de la posición real de las articulaciones. Tipo 
<vector<double>> 
 
entrada_dqObs1: Recibe la velocidad calculada por el observador para la articulación 
1. Tipo <double> 
entrada_dqObs2: Recibe la velocidad calculada por el observador para la articulación 
2. Tipo <double> 
entrada_dqObs3: Recibe la velocidad calculada por el observador para la articulación 
3. Tipo <double> 
 
Salidas: 
salida_dqObs: Envía los valores de la velocidad observada de las articulaciones. Tipo 
<vector<double>> 
 
 salida_q1: Envía la posición real de la articulación 1. Tipo <double> 
 salida_q2: Envía la posición real de la articulación 2. Tipo <double> 
 salida_q3: Envía la posición real de la articulación 3. Tipo <double> 
 
 salida_a1: Envía el valor de a del bucle observador1. Tipo <double> 
 salida_a2: Envía el valor de a del bucle observador2. Tipo <double> 
 salida_a3: Envía el valor de a del bucle observador3. Tipo <double> 
 salida_a: Envía el valor de a en un vector. Tipo <vector<double>> 
 
Atributos: 
 Kp: Kp del bucle. Tipo <double> 
 Kd: Kd del bucle. Tipo <double> 
 
ModuloAuxObservador2 
Versión actualizada de “moduloAuxObservador”. Esta versión tiene en cuenta tanto la 






 entrada_q: Recibe la posición real de las articulaciones. Tipo <vector<double>> 
 
entrada_dq: Recibe la derivada de la posición real de las articulaciones. Tipo 
<vector<double>> 
 
entrada_dqObs1: Recibe la velocidad calculada por el observador para la articulación 
1. Tipo <double> 
entrada_dqObs2: Recibe la velocidad calculada por el observador para la articulación 
2. Tipo <double> 
entrada_dqObs3: Recibe la velocidad calculada por el observador para la articulación 
3. Tipo <double> 
 
Salidas: 
salida_dqObs: Envía los valores de la velocidad observada de las articulaciones. Tipo 
<vector<double>> 
 
 salida_q1: Envía la posición real de la articulación 1. Tipo <double> 
 salida_q2: Envía la posición real de la articulación 2. Tipo <double> 
 salida_q3: Envía la posición real de la articulación 3. Tipo <double> 
 
 salida_a1: Envía el valor de a del bucle observador1. Tipo <double> 
 salida_a2: Envía el valor de a del bucle observador2. Tipo <double> 
 salida_a3: Envía el valor de a del bucle observador3. Tipo <double> 





 Kp: Kp del bucle. Tipo <double> 






Calcula el control PID de fuerza, aunque solo para la fuerza vertical (eje z). Los valores que 
multiplican al término derivativo, integral y proporcional están guardados en variables del 
programa. Tiene como entradas la fuerza leída y la fuerza de referencia, devuelve el valor del 
control. También tiene una entrada para activar o desactivar el control. 
 
Entradas: 
entrada_fuerza: Recibe la información leída por el sensor de fuerza. Tipo <vector 
<double>> 
 
entrada_refFuerza: Recibe el valor de referencia de la fuerza en el eje z para cada 
instante. Tipo <double> 
 
entrada_cf: Recibe el estado del control de fuerza. Si recibe 0 se desactiva el control de 
fuerza, en cambio con 1 se activa. Tipo <int> 
 
Salidas: 
 salida_controlFuerza: Devuelve el valor del control de fuerza para zeta. Tipo <double> 
 
Atributos: 
 cf: Indica si se debe hacer o no el control. Tipo <int> 
 
ModuloControlFuerzaGBZ 
Se trata de una versión actualizada del componente “moduloControlFuerza”. A esta versión se 
le ha añadido el control para las fuerzas en gamma y beta, además de definir el valor de Kp, Kd 





entrada_fuerza: Recibe la información leída por el sensor de fuerza. Tipo <vector 
<double>> 
 





entrada_cf: Recibe el estado del control de fuerza. Si recibe 0 se desactiva el control de 
fuerza, en cambio con 1 se activa. Tipo <int> 
 
Salidas: 
salida_controlFuerza: Devuelve el valor del control de fuerza para gamma, beta y zeta. 
Tipo <vector <double>> 
 
Atributos: 
 cf: Indica si se debe hacer o no el control. Tipo <int> 
 
 Kp: Valor que multiplica al error de fuerza respecto a la referencia. Tipo <double> 
 Ki: Valor que multiplica la integral del error de fuerza. Tipo <double> 
 Kd: Valor que multiplica la derivada del error de fuerza. Tipo <double> 
 
ModuloFuerza 












Envía la referencia de fuerza en zeta. Este componente abre el archivo “miFuerza.txt”, guarda 
los valores de referencia en un vector y los va enviando uno a uno cuando el componente 
principal le da la orden de un nuevo ciclo. La longitud de las columnas del archivo deben de ser 









 salida_RefeFuerza: Envía el valor de la fuerza deseada en ese instante. Tipo <double> 
 
ModuloGenerFuerzaGBZ 
Versión actualizada de “moduloGenerFuerza”. Envía la referencia de fuerza en gamma, beta y 
zeta. Este componente abre el archivo “miFuerzaGBZ.txt”, guarda los valores de referencia en 












La principal función de este componente es enviar la referencia de posición en cada ciclo. 
Dependiendo de los valores de los atributos “Rfuerza” y “RRos” tomará los valores de 
referencia del archivo “miReferencia.txt”, teniendo en cuenta o no la fuerza, o a través de un 
topic de ROS. Es importante destacar que la longitud del vector de datos viene impuesta por la 
constante “MAXVEC”, por defecto igual a 6800. 
Una vez recogidos los valores de referencia para el ejercicio, se calculan los valores de un 
spline cúbico para que el robot se mueva desde la posición cero hasta la primera posición del 
ejercicio. De esta manera se asegura que, independientemente de la primera posición del 
ejercicio, el movimiento hasta esta primera posición va a ser suave. 
Cuando se alcanza la primera posición, después del spline, empieza a enviar las referencias. Las 
referencias que se envían son las correspondientes a la altura de las articulaciones (q1, q2 y 
q3). Estas se calculan en cada ciclo por dinámica inversa a partir de la posición de referencia en 
formato GBZ que se ha leído del archivo o se ha recibido mediante ROS. 
Si se ha activado “Rfuerza”, la referencia de posición se verá afectada sumando o restando un 
factor proporcional a la fuerza leída. 
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Una vez terminado el ejercicio se genera un spline de referencias desde la última posición 
hasta la posición final donde todas las articulaciones están bajadas. También se le envía a 
“moduloPcl833” la señal de que debe apagarse. 
 
Entradas: 
entrada_control: Sirve para recibir desde “moduloPcl833” la señal para un nuevo ciclo. 
Tipo <int> 
 
entrada_fuerza: Recibe la información leída por el sensor de fuerza. Tipo <vector 
<double>> 
 
entrada_duracion: Recibe la duración para guardarla en un archivo con los valores de 
GBZ. Tipo <std_msgs::Float64> 
 




salida_Refe: Envía la referencia de posición de las articulaciones q1, q2 y q3. Tipo 
<vector<double>> 
 
salida_finPcl: Le indica al componente “moduloPcl833” que se ha terminado la 
ejecución. Tipo <int> 
 
salida_ticks: Envía el instante en nanosegundos en el que se ha ejecutado el 
updatehook(). Tipo <long long> 
 
salida_ready: Envía la señal de que ha terminado el spline de subida y se dispone a 
realizar el ejercicio. Tipo <bool> 
 
Atributos: 




RRos: Indica de dónde se van tomar las referencias. RRos = true indica que se espera 
que los datos se reciban desde un topic de ROS, en caso contrario se lee del archivo. 
Tipo <bool> 
 
ctex: Constante por el que se multiplica el valor del momento en gamma antes de 
sumarlo a la referencia de posición. Tipo <double> 
ctex: Constante por el que se multiplica el valor del momento en beta antes de 
sumarlo a la referencia de posición. Tipo <double> 
 
ModuloGenRefAlarm 
Este componente es una modificación de “moduloGenRef”. Está pensado para utilizarlo con el 
componente “supervisor” y una referencia que hace que la articulación 3 se vaya elevando 
poco a poco. El ejercicio empieza utilizando el componente “moduloGenRef” hasta que el 
“supervisor” cambia al “moduloGenRefAlarm” y este pone primero la plataforma en horizontal 
y acaba con el spline de bajada. 
 
Entradas: 
entrada_control: Sirve para recibir desde “moduloPcl833” la señal para un nuevo ciclo. 
Tipo <int> 
 
entrada_duracion: Recibe la duración para guardarla en un archivo con los valores de 
GBZ. Tipo <std_msgs::Float64> 
 
entrada_ROS: Recibe los valores de las referencias a través de un topic de ROS. Tipo 
<geometry_msgs::Vector3> (SIN FUNCIONALIDAD) 
Salidas: 
salida_Refe: Envía la referencia de posición de las articulaciones q1, q2 y q3. Tipo 
<vector<double>> 
 
salida_finPcl: Le indica al componente “moduloPcl833” que se ha terminado la 
ejecución. Tipo <int> 
 
salida_ticks: Envía el instante en nanosegundos en el que se ha ejecutado el 






Versión de “moduloGenRef”. Esta versión suprime los atributos sin funcionalidad y añade un 
puerto que envía los valores de gamma, beta y zeta  de cada referencia. Esta versión trabaja 
con 8000 valores de referencias en vez de las 6800 de “moduloGenRef”. 
 
Entradas: 
entrada_control: Sirve para recibir desde “moduloPcl833” la señal para un nuevo ciclo. 
Tipo <int> 
 




salida_Refe: Envía la referencia de posición de las articulaciones q1, q2 y q3. Tipo 
<vector<double>> 
 
salida_finPcl: Le indica al componente “moduloPcl833” que se ha terminado la 
ejecución. Tipo <int> 
 
salida_cfuerza: Envía la señal de que ha terminado de hacer el spline de subida y se 
debe activar el control de fuerza. Tipo <int> 
 




 Rfuerza: Indica si se debe tener en cuenta o no la lectura de fuerzas. Tipo <bool> 
 
ModuloGenRefRT 
Esta versión de “moduloGenRef” está pensada para usarla únicamente con ROS en vez de 
cargar las referencias desde un archivo. A medida que recibe una nueva referencia por un 
topic, envía un spline de referencias al robot hasta que llega a la posición recibida. Se para 





entrada_control: Sirve para recibir desde “moduloPcl833” la señal para un nuevo ciclo. 
Tipo <int> 
 
entrada_duracion: Recibe la duración para guardarla en un archivo con los valores de 
GBZ. Tipo <std_msgs::Float64> 
 
entrada_ROS: Recibe los valores de las referencias a través de un topic de ROS. Tipo 
<geometry_msgs::Vector3>  
 
 entrada_standBy: Recibe la orden de parar. Tipo <std_msgs::Bool> 
 
 isPaused: Recibe la orden de pausar el ejercicio. Tipo <std_msgs::Bool> 
 
Salidas: 
salida_Refe: Envía la referencia de posición de las articulaciones q1, q2 y q3. Tipo 
<vector<double>> 
 
salida_finPcl: Le indica al componente “moduloPcl833” que se ha terminado la 
ejecución. Tipo <int> 
 
salida_ticks: Envía el instante en nanosegundos en el que se ha ejecutado el 
updatehook(). Tipo <long long> 
 
visualizar_ref: Envía la referencia en cada ciclo a un topic de ROS. Tipo 
<geometry_msgs::Vector3> 
 
objetivo: Envía la señal de que se ha alcanzado la referencia enviada desde ROS. Tipo 
<std_msgs::Bool> 
  
status: Envía el estado del programa dependiendo si se está iniciando (wakingUp), si 
está realizando el ejercicio (movingOn), si está acabando (layingDown) o si ha 
terminado (standBy). Tipo <std_msgs::String> 
 





Calcula el Jacobiano entre la cinemática y las fuerzas, lo integra y devuelve el valor resultante. 




 entrada_QS1: Lee la cinemática del robot. Tipo <vector<double>> 
 
 entrada_ControlFuer: Lee el valor del control de fuerza. Tipo <vector<double>> 
 




 salida_Jacobiano: Envía el valor de la integral del jacobiano. Tipo <vector<double>> 
Atributos: 
controlZ: Se utiliza para activar o desactivar el control de la componente zeta. Tipo 
<bool> 
controlGamma: Se utiliza para activar o desactivar el control de la componente 
gamma. Tipo <bool>  






Versión del “moduloJacobiano”. No calcula la integral, por lo que tampoco calcula el control de 
gamma, beta y/o zeta. 
 
Entradas: 
 entrada_QS1: Lee la cinemática del robot. Tipo <vector<double>> 
 










Este componente calcula la diferencia entre dos entradas y la almacena en un archivo con tres 
columnas ( variable1 | variable2 | diferencia). Está pensado para calcular el error entre la 
velocidad calculada usando el componente “derivada” y el “moduloObservadorVel”. 
 
Entradas: 
 entrada_q1: Recibe el primer valor a comparar. Tipo <double> 
 entrada_q2: Recibe el segundo valor a comparar. Tipo <double> 
 
Atributos: 
 fileName: Dirección y nombre del  donde se guardarán los valores. Tipo <std::string> 
 
ModuloObservadorVel 
Calcula la velocidad observada a partir de la posición real y la entrada “a” calculada por el 
“moduloAuxObservador” o “moduloAuxObservador2”. 
 
Entradas: 
 entrada_posReal: Recibe la posición real leída desde el encoder. Tipo <double> 
 
 entrada_a: Recibe el valor de “a” desde uno de los módulos auxiliares. Tipo <double> 
 
Salidas:  
 salida_velObs: Envía la velocidad calculada por el observador. Tipo <double> 
 
Atributos: 







Este componente es el que se ha utilizado como principal. Principalmente se encarga de leer 
los encoders de los motores que mueven las articulaciones del robot y por tanto conocer la 
posición real de estas. Los encoders se leen haciendo uso de una tarjeta “PCL833” y  la 
posición en la que se encuentre el robot cuando se ejecute configureHook() es la que se 
considerará como el cero. Por esto es importante bajar el robot, de forma manual si fuera 
necesario, antes de empezar cualquier ejercicio.  
Este componente también es el encargado de enviar la señal de que está listo y por lo tanto se 
debe empezar un nuevo ciclo, así como recibir la señal de parar cuando termine el proceso. 
 
Entradas: 
 entrada_fin: Recibe la orden de parar el programa. Tipo <int> 
 
Salidas: 
salida_posReal: Envía la posición de las articulaciones leída por los encoders. Tipo 
<vector<double>> 
 
 salida_control: Envía la señal para empezar el siguiente ciclo. Tipo <int> 
 
posRos: Envía el valor de los encodres a un topic de ROS. Tipo 
<std_msgs::Int32MultiArray> 
 
joint1: Envía a un topic de ROS el valor de posición de la articulación 1. Tipo 
<std_msgs::Float64> 
joint2: Envía a un topic de ROS el valor de posición de la articulación 2. Tipo 
<std_msgs::Float64> 










Suma el valor de la referencia con el valor del Jacobiano y comprueba si satura. 
 
Entradas: 
 entrada_refe: Recibe el valor de la referencia de posición. Tipo <vector <double>> 
 
 entrada_jacob: Recibe el valor del jacobiano. Tipo <vector<double>> 
 
Salidas: 




Esta familia de componentes calcula un PD a partir del  error de posición y la derivada de este. 
Este primer componente multiplica Kd por la derivada de la posición real y Kp por el error 
entre la posición real y la deseada. 
𝑃𝐷 = ?̇? × 𝐾𝑑 + (𝑞 − 𝑞𝑟𝑒𝑓) ∗ 𝐾𝑝 
 
Entradas: 
 entrada_q: Recibe la posición real de las articulaciones. Tipo <vector<double>> 
 
entrada_qd: Recibe el valor de la posición de referencia (o deseada). Tipo 
<vector<double>> 
 





 salida_pd1: Salida del valor del PD de la articulación 1. Tipo <double> 
 salida_pd2: Salida del valor del PD de la articulación 2. Tipo <double> 





Es igual que “pd” pero envía los tres valores del PD por un mismo puerto. 
𝑃𝐷 = ?̇? × 𝐾𝑑 + (𝑞 − 𝑞𝑟𝑒𝑓) ∗ 𝐾𝑝 
 
Entradas: 
 entrada_q: Recibe la posición real de las articulaciones. Tipo <vector<double>> 
 
entrada_qd: Recibe el valor de la posición de referencia (o deseada). Tipo 
<vector<double>> 
 




 salida_pd: Salida del valor del PD de las tres articulaciones. Tipo <vector<double>> 
 
Pd2 
Este componente multiplica Kd por la diferencia de las derivadas de la posición real y la de 
referencia y Kp por el error entre la posición real y la deseada. Además se ha declarado Kp y Kd 
como atributos. 
𝑃𝐷 = (?̇? − ?̇?𝑟𝑒𝑓) × 𝐾𝑑 + (𝑞 − 𝑞𝑟𝑒𝑓) × 𝐾𝑝 
 
Entradas: 
 entrada_q: Recibe la posición real de las articulaciones. Tipo <vector<double>> 
 
entrada_qd: Recibe el valor de la posición de referencia (o deseada). Tipo 
<vector<double>> 
 
entrada_qprima: Recibe el valor de la derivada de la posición real. Tipo 
<vector<double>> 
 






 salida_pd: Salida del valor del PD de las tres articulaciones. Tipo <vector<double>> 
 
Atributos: 
 Kp: Valor de Kp. Tipo <double> 
 Kd: Valor de Kd. Tipo <double> 
 
Pd3 
Este componente se utiliza para calcular el PD del esquema “Adaptativo”.  
𝑃𝐷 = (𝑞 − 𝑞𝑟𝑒𝑓) × 𝐾𝑝 + [(𝑞 − 𝑞𝑟𝑒𝑓) × 𝐾𝑎 + (?̇? − ?̇?𝑟𝑒𝑓)] × 𝐾𝑑 + 
 
Entradas: 
 entrada_q: Recibe la posición real de las articulaciones. Tipo <vector<double>> 
 
entrada_qd: Recibe el valor de la posición de referencia (o deseada). Tipo 
<vector<double>> 
 
entrada_qprima: Recibe el valor de la derivada de la posición real. Tipo 
<vector<double>> 
 




 salida_pd3: Salida del valor del PD de las tres articulaciones. Tipo <vector<double>> 
 






Esta familia de componentes suma todas las entradas y pasa el valor a voltaje para enviarlo a 




 entrada_Gv: Recibe el valor de los parámetros gravitacionales. Tipo <vector<double>> 
 
 entrada_Pd: Recibe los valores del PD. Tipo <vector<double>> 
 
Salidas: 
salida_ticks: Envía el valor del instante en nanosegundos en el que se envían los 
valores a los actuadores. Tipo <long long> 
 
 salida_act1: Envía el valor del voltaje al actuador del motor 1. Tipo <double> 
 salida_act2: Envía el valor del voltaje al actuador del motor 2. Tipo <double> 
 salida_act3: Envía el valor del voltaje al actuador del motor 3. Tipo <double> 
 
Sum2 
Este componente suma los parámetros gravitacionales, los de Coriolis, los inerciales y los 
valores del PD antes de enviarlo al actuador. 
 
Entradas:  
 entrada_Gv: Recibe el valor de los parámetros gravitacionales. Tipo <vector<double>> 
  
 entrada_Cv. Recibe el valor de los parámetros de Coriolis.  Tipo <vector<double>> 
 
 entrada_Iner. Recibe el valor de los parámetros inerciales. Tipo <vector<double>> 
 
 entrada_Pd: Recibe los valores del PD. Tipo <vector<double>> 
 
Salidas: 
salida_ticks: Envía el valor del instante en nanosegundos en el que se envían los 




 salida_act1: Envía el valor del voltaje al actuador del motor 1. Tipo <double> 
 salida_act2: Envía el valor del voltaje al actuador del motor 2. Tipo <double> 
 salida_act3: Envía el valor del voltaje al actuador del motor 3. Tipo <double> 
 
SumInerGvC 
Este componente suma los parámetros gravitacionales, los de Coriolis y los inerciales antes de 
enviarlos al actuador. 
 
Entradas:  
 entrada_Gv: Recibe el valor de los parámetros gravitacionales. Tipo <vector<double>> 
  
 entrada_Cv. Recibe el valor de los parámetros de Coriolis.  Tipo <vector<double>> 
 
 entrada_Iner. Recibe el valor de los parámetros inerciales. Tipo <vector<double>> 
 
Salidas: 
 salida_ticks: Envía el valor del instante en nanosegundos en el que se envían los 
valores a los actuadores. Tipo <long long> 
 
 salida_act1: Envía el valor del voltaje al actuador del motor 1. Tipo <double> 
 salida_act2: Envía el valor del voltaje al actuador del motor 2. Tipo <double> 
 salida_act3: Envía el valor del voltaje al actuador del motor 3. Tipo <double> 
 
Supervisor 
Componente similar a “control_estados1” y “control_estados2”.  Funciona a modo de switch. 
Conecta unas entradas con un componente hasta que se le da la orden de cambiar. Entonces 
conecta las entradas con otro componente. La orden de cambio de estado le puede llegar por 
un botón físico, por un topic de ROS o porque se ha superado un valor de fuerza máximo. 
 
Entradas: 
entrada_control: Recibe la información de que el módulo principal está listo, por lo 




entrada_fuerza: Recibe la información leída por el sensor de fuerza. Tipo <vector 
<double>> 
 
 entrada_refe: Recibe la referencia que debe seguir el robot. Tipo <vector <double>> 
 
entrada_alarm: Canal por el que recibe desde un topic de ROS la orden de cambiar de 
estado. Tipo <std_msgs::Bool> 
 
Salidas: 
salida1_control: Envía la información de que el componente “ModuloPcl833” está listo 
mientras el switch se encuentre en el estado 1. Tipo <int> 
  
salida1_fuerza: Envía los valores de fuerza recibidos al componente conectado 
mientras el switch se encuentre en el estado 1. Tipo <vector <double>> 
 
salida2_control: Envía la información de que el componente “ModuloPcl833” está listo 
cuando el switch se encuentre en el estado 2. Tipo <int> 
 
salida2_refe: Envía la posición de referencia del robot cuando el switch se encuentre 
en el estado 2. Tipo <vector <double>> 
 
salida2_fuerza: Envía los valores de fuerza recibidos al componente conectado cuando 
el switch se encuentre en el estado 2. Tipo <vector <double>> 
 
Atributos: 











Control híbrido de posición y de fuerza con jacobiano 
 









Dinámica inversa con observador de estados. 
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1. Introducción 
Esta guía de usuario pretende ser una ayuda para todo aquel que vaya a trabajar con el robot 
paralelo de cuatro grados de libertad. Esta guía se debe ir completando y corrigiendo a medida 
que se va avanzando con el proyecto, por lo que va a estar alojada en Bitbucket en la rama 
master del repositorio. Así se puede tener un mayor control sobre los cambios que se vayan 
realizando.  
 
Hay dos secciones diferenciadas, una de hardware donde se intenta explicar cómo se han 
usado las tarjetas y otra de software dónde se dan los detalles de cómo funcionan los 
programas escritos para el proyecto. 
 
En la sección de software se destaca la importancia de trabajar de una forma organizada, por 
eso se ha subido el repositorio a Bitbucket. Es recomendable hacer un commit para cada 
cambio que se haga, por pequeño que parezca. De esta manera es más fácil volver a una 
situación concreta en caso de error, en vez de volver a una situación anterior en la que se han 
hecho tantos cambios que es difícil identificar el problema. También se recomienda escribir 
todo en inglés, tanto los commits como los comentarios internos del software.  
 
La web oficial de Orocos hace tiempo que no se actualiza, aunque mucha de la información 
sigue siendo útil. También se puede consultar en la página de ROS o utilizar los foros de 
consultas para más información. 
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2. Hardware 
Analog output card PCI-1720U 
Esta tarjeta dispone de 4 salidas analógicas con 12bits de resolución con las que se van a 
controlar los actuadores del robot. Se van a enviar valores entre 0 y 10V. 
Las salidas se conectan a las entradas de las tarjetas de control. 
CED Power1401 mk II 
El Power1401 se utiliza para leer la señal de hasta 16 canales, aunque aquí solo se van a utilizar 
4. Necesita los drivers que se pueden descargar de la página oficial, aunque solo están 
disponibles para Windows. El software que ofrece el fabricante es privativo y de pago, por lo 
que se ha optado por escribir uno ad hoc haciendo uso de los documentos que proporciona el 
fabricante al instalar el driver. 
CED 1902 
Se trata de un acondicionador de señal programable de la empresa Cambridge Electronic 
Design Limited y se va a utilizar para acondicionar la señal de un electromiograma. Se 
necesitan los drivers oficiales que se pueden descargar desde la web aunque solo están 
disponibles para Windows. Una vez instalados los drivers también se habrán instalado dos 
programas que, con un cable serie, serán suficiente para utilizar el CED1902. El primer 
programa es Try1902, con este podremos verificar que todo funciona correctamente. Además 
es necesario para guardar las opciones de puerto series y canales disponibles. Para ello 
pulsamos en File/Set port and channels… Con esto ya podemos utilizar Ctl1902 para ajustar el 
acondicionador de señal. Las opciones para leer desde la entrada Electrodes son Isolated ECG y 
Grounded ECG. 
Encoder card PCI-1784U 
Esta tarjeta se encarga de leer los cuatro encoders del sistema. Tiene las entradas A+ ,A- , B+, 
B-, Z+ y Z- para conectar las salidas de los encoders. También cuenta con cuatro salidas 
digitales TTL que sirven para alimentar a los encoders. 
 
Enhanced Multi-Lab Card PCL-812PG 
Esta tarjeta multiusos hará de auxiliar para controlar los motores. En la primera versión de las 
tarjetas de control de los motores hace falta una entrada de entre 8 y 9V para desactivar el 
freno de los motores. Esto se hace mediante el canal 1 de las salidas analógicas de la PCL-
812PG.  
La otra función de esta tarjeta es la de controlar el sentido de marcha del motor. Esto se hace 
usando las salidas digitales. A cada canal le corresponden dos salidas (dos bits). Cuando los dos 
bits son iguales, [0 0] o [1 1], el motor no responde. En cambio el actuador sube cuando el 
primer bit por la derecha es 1 y el segundo bit es 0, es decir [0 1], el actuador baja en caso 








El proyecto parallel4dof se aloja en Bitbucket, un servicio de alojamiento basando en web para 
proyectos que utilizan el control de versiones  Mercurial o Git. De esta manera es más fácil 
coordinar el trabajo de varias personas y de llevar un mayor control sobre los cambios que se 
van realizando. 
Se ha creado un repositorio privado, por lo que es necesario que el administrador de acceso a 
los nuevos miembros. 
Se utiliza el sistema Git de control de versiones y en el ordenador paralelo4dof el repositorio se 
encuentra en el directorio /home/paralelo4dof/parallel_robot/. 
En un primer nivel hay dos carpetas y un archivo Readme.md: 
- src/: Contiene los códigos fuente, tanto de los componentes como de las bibliotecas. 
- scripts/: Contiene los scripts con las instrucciones y esquemas de control que se 
introducen en el deployer. 
El archivo Readme.md debe contener la información básica del repositorio (recuerda que debe 
estar escrito en inglés). Se explica cómo se crea un componente nuevo y la lista de los 
componentes ya existentes con una breve descripción. Dentro del directorio de cada 
componente se debe crear otro archivo Readme.md que contenga toda la información que 
pueda ser de interés acerca de ese componente. 
 
Por el momento, el criterio para mergear un componente a la rama Master es que este se 




Las bibliotecas incluidas en este proyecto se usan principalmente para controlar las diferentes 
tarjetas y para incluir funciones características del robot paralelo con cuatro grados de libertad 
como puede ser calcular la posición de los actuadores por cinemática inversa. El código fuente 
de las librerías se almacena en el directorio parallel_robot/src/lib/. 
Biodaq 
Biodaq es el conjunto de bibliotecas que proporciona el driver de Advantech para sus tarjetas 
PCI. En el directorio /home/paralelo4dof/Documents/advantech/ está toda la información 
acerca del driver instalado y las tarjetas. Dentro de la carpeta 
linux_driver_source_3.2.7.6_64bit se encuentra el driver propiamente dicho y una carpeta con 
ejemplos que se pueden consultar para ver cómo se implementan las funciones. 
Parallel4dof 
Esta biblioteca contiene una clase con todas las funciones intrínsecas al robot paralelo con 
cuatro grados de libertad. 
• parallel4dof::inverseKinematics( vector<double> 
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Calcula las 22 componentes cinemáticas de los actuadores a partir de las coordenadas 
polares [ x , z , θ , Ψ ]. 
PCL812 
Esta biblioteca contiene una clase con las funciones necesarias para comunicarse con la tarjeta 
PCL-812PG. 
• Pcl812::ana8digi( unsigned short int canal) 
 
Devuelve el valor(double) en voltios que la tarjeta está leyendo por el canal que se le 
introduce como parámetro. 
 
• Pcl812::adigi8ana( double volt, unsigned short int canal) 
 
Pone la salida del canal indicado como parámetro a la tensión definida por volt. 
Use1432.dll 
Esta biblioteca se usa en el software hecho para el control del Power1401 y proporciona las 
funciones necesarias para comunicarse con el aparato.  
Power1401 
No se trata de una biblioteca. Es un programa escrito para leer la señal recogida por el CED 
Power1401 mk II y enviarla por medio de sockets al componente de Orocos Emg_socket.  
El Power1401 se controla enviándole strings con las órdenes. Para que lea continuamente de 
las entradas se le envía: "ADCMEM,I,2,0,512,0 1 2 3,0,C,1,25;" 
ADCMEM,kind,byte,st,sz,chan,rpt,clock,pre,cnt; 
kind: Modo de operación. I para leer por interrupciones y F para hacerlo de modo 
secuencial. 
byte: Se guardan los datos en formato 8-bits si es 1 o 16-bits si es 2. El formato do 8-bits está 
obsoleto. 
st: Posición de memoria donde empieza a almacenar datos. 
sz: Tamaño del buffer a almacenar. Si byte es 2, sz tiene que ser el doble de los datos que 
queramos almacenar. 
chan: Canales que queremos leer (y orden). 
rpt: Número de repeticiones. Con 0 está leyendo siempre. 
clock: Tipo de reloj. C es 1MHz. 
pre*cnt: El reloj se divide por la multiplicación de estos dos parámetros para dar las 
lecturas por segundo.  
Una vez enviada la orden de leer al aparato, se va recogiendo la información con la función 
U14toHost(), se hace la media y se envía por un socket al componente de Orocos encargado de 
recogerla.    
Paralelo4dof 
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Componentes de Orocos 
Los componentes son la unidad básica de Orocos. Para crearlos hace falta un espacio de 
trabajo basado en Catkin. Para este proyecto dicho espacio esta creado en 
/home/paralelo4dof/parallel_robot/. Dentro de la carpeta src/ podremos crear un nuevo 
componente usando la herramienta orocreate-pkg: 
~$ cd ~/parallel_robot/src 
~$ rosrun rtt_ros orocreate-pkg my_component component 
Para que Catkin lo detecte como un componente hay que reemplazar el archivo Manifest.xml 
por package.xml. 
Actuador 
Este componente es el encargado de suministrar la tensión a cada uno de los motores a través 
de la tarjeta PCI-1720U. Para seleccionar el canal se define el atributo “channel” en el script, 
este puede ser 0, 1, 2 o 3. 
Al configurar el componente se pone el motor correspondiente a tensión cero y se abre el 
archivo “actuadorX.txt” (X corresponde al número de canal) donde se almacenarán los valores 
de voltaje que se vayan enviando. 
Al ejecutar startHook(), se desactivan los frenos de los motores poniendo la salida analógica 1 
de la tarjeta PCL-812PG a 10V. 
Durante la ejecución de updateHook() se va enviando el voltaje (0V-10V) a través de la tarjeta 
PCI-1720U y se controla el sentido del motor con las salidas digitales de la tarjeta PCL-812PG. 
Si se recibe la señal de fin se pone ponen el motor a tensión 0V. 
El stopHook() pone el motor a 0V, pone el sentido de giro del motor a una situación de 
indeterminación (ni sube, ni baja) y vuelve a activar los frenos. 
Entradas: 
 act: Canal por el que recibe el valor del voltaje. Tipo <double> 
 entrada_fin: Recibe la señal para que finalice. Tipo <bool> 
 
Salidas: 
ticksFin: Envía los ticks del reloj del sistema en el momento en el que se hace el 
update. Tipo <long long> 
 
Atributos: 
 channel: Inidica el motor que se va a controlar con ese componente. Tipo <int> 
Emg_socket 
Recibe los datos de la lectura del electromiograma enviados por el programa Power1401 
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 emgX_out: Envía la señal del canal X del electromiograma. Tipo <double> 
Encoder 
Lee y envía la posición en pulsos leídos por el encoder. 500 pulsos equivalen a una vuelta 
completa. Este componente es el que hará de principal y al que se le asignará el periodo del 
ciclo. 
Al configurar el componente se prepara la tarjeta para leer desde el canal seleccionado y se 
abre el archivo “encoderX.txt”(X corresponde al número de canal) donde se almacenarán los 
valores del encoder conectado al canal del componente. 
El startHook() conecta la alimentación del encoder. 
En cada update se lee el valor de los pulsos y se envía por el puerto “salida_posReal” mientras 
no se haya recibido la señal de parar, en dicho caso se ejecuta stopHook(). 
El stopHook() desconecta la tarjeta y cierra el archivo de texto. 
Entradas: 
 entrada_fin: Recibe la señal para que finalice. Tipo <bool> 
 
Salidas: 
 salida_cntrl: Envía la señal para empezar un nuevo ciclo. Tipo <bool> 
 salida_posReal: Envía el valor de los pulsos leídos por el encoder. Tipo <double> 
 
Atributos: 
 channel: Indica el motor que se va a controlar con este componente. Tipo <int> 
 
 
