Modern copying machines are versatile and complex systems in which embedded software plays an essential role. The progress towards faster and more stable machines that can satisfy ever growing customers' needs, places strict requirements on the efficiency and quality of such software. In order to meet these requirements, the software should be well-designed and free of errors. Using modern formal verification techniques, software designs can be checked for errors and deadlocks so that their quality can be assessed and improved at an early stage of the development process.
INTRODUCTION
At the Research & Development department of Océ-Technologies B.V. in Venlo, the Netherlands, various professional document systems are developed. Océ's product line ranges from wide format to cut sheet and from full colour to blackand-white printing systems. In all of these machines, embedded software controls the hardware and provides functionalities to the user. The progress towards more powerful and complex machines places higher requirements on the quality of that software. It is important that the software is well-designed and free of errors.
Typically, the embedded software is a distributed system: it consists of a number of components running in parallel. The behaviour of such systems tends to become very complex as more components are added. Consequently, while searching for errors, checking all situations that may possibly occur in the system becomes a formidable task.
In this paper, we apply formal verification techniques to find errors in the embedded software of a copier machine. In particular, we study a prototype of an Automatic Document Feeder (ADF). The ADF automatically feeds sheets of paper to the scanner of the copying machine. It moves the sheets in its input tray over the scanner one at a time and places every sheet into an output tray after it has been scanned. It is not the responsibility of the ADF to scan the sheet.
We construct a model of the ADF's embedded software by specifying its behaviour in the specification language µcrl. Next, we formulate the ADF's requirements in the µ-calculus and verify whether the system meets its requirements using model checking techniques. There are not many reports on case studies in which properties of real industrial systems are verified using formal techniques. See for example [1, 13, 15, 24] .
We introduce µcrl and the µ-calculus shortly in Sect. 2. In Sect. 3 we describe the ADF and we model its behaviour in µcrl in Sect. 4 . Section 5 contains the ADF's requirements, gives their translations to the µ-calculus and reports the results of model checking the requirements on the specification of Sect. 4 . In that section we also propose solutions to the problems that are found. We conclude in Sect. 6.
LANGUAGES AND TOOLS

µCRL
A variety of formalisms exist for the specification of system behaviour. Examples include process algebras like Ccs [17] , Csp [11, 22] , Lotos [5] , Spin/Promela [12] and µcrl [10] , timed automata like in Uppaal [3] , and Petri nets [21] . We use µcrl which extends the process algebra Acp [2] to support abstract data types. The language and its tool set [4] have been used successfully for the analysis of various real-life distributed systems and protocols [7, 9, 19, 23] . For a more thorough treatment of the language we refer to [10] . A µcrl specification consists of two parts: a data type specification and a process specification.
The data type specification defines sorts (abstract data types) that can be used in the process specification. Functions on sorts can be declared and their meanings can be defined using equations. For example, the following sort defines the natural numbers 0, S(0), S(S(0)), . . . : sort Nat func 0 :→ Nat S : Nat → Nat The process specification defines the processes that model the behaviour of the system under scrutiny. Processes are defined using process terms that are built from actions and other process terms using operators. Actions may carry data parameters and action δ denotes deadlock. Given process terms p and q, operators include sequential composition p · q (first p then q), alternative composition p + q (either p or q), summation over a sort
. . , dn}) and conditional p b q (if b then p else q). The parallel composition p q denotes all possible interleavings of the action sequences of p with those of q; in addition, an action a(d1, . . . , dm ) from p may synchronize with an action b(e1, . . . , en ) from q to an action c(d1, . . . , dm ) only if a communication rule a | b = c has been defined and m = n ∧ d1 = e1 ∧ . . . ∧ dm = en. To prevent the synchronizing actions from occurring in isolation, they can be blocked using the encapsulation ∂H (p) which replaces every occurrence of an action from set H in p by δ.
For example, the following is a specification of two buffers in sequence. Buffer B1 repeatedly receives a natural number over channel 1 and sends it to buffer B2 over channel 2. On receipt of a number over channel 2, B2 sends the number over channel 3 to the outside world. act rcv1, snd2, rcv2, cmm2, snd3 : Nat
The µcrl tool set includes tools with which a labelled transition system (LTS) can be generated from a µcrl specification. An LTS contains all states that the modelled system can reach via any number of transitions, which correspond to actions in the µcrl specification. This LTS can be used for model checking of temporal logic formulas.
The µ-calculus
For expressing the requirements of the system we use the µ-calculus of Kozen [14] along with some of the constructs defined in [16] . Given a set of actions A, a µ-calculus formula ϕ adheres to the following BNF grammar, for any a ∈ A:
Here, represents true, ⊥ false, β ϕ diamond modality (there is a sequence of the form β leading to a state in which ϕ holds) and [β]ϕ box modality (ϕ holds in every state reachable by an action sequence of the form β). β is a regular formula specifying a sequence of actions: β * specifies zero or more sequences of the form β, β1 · β2 specifies first sequence β1 then β2. Finally, α is an action formula specifying a set of actions (i.e., a subset of A): a represents {a}, A, ¬α A − α, α1 ∧ α2 α1 ∩ α1 and α1 ∨ α2 α1 ∪ α2.
Whether the system satisfies or violates its requirements can be checked using an automatic model checker. We use the Evaluator model checker of the Cadp tool set [6, 8] .
SYSTEM DESCRIPTION
Hardware components
An overview of the ADF is given in Fig. 1 (this figure is  not to scale) . The ADF consists of pinches (K1, K2, . . . ), a shoe pressure (S1), sensors (O1, O2, . . . ), clutches (C1, C2, . . . ), motors (M1, M2, . . . ), belts and trays. A pinch can hold a sheet of paper and can be connected to a motor. Shoe pressure S1 accompanies pinch K1 to provide extra pressure when grabbing a sheet of paper. A sensor can be either covered or uncovered, which is indicated by its high or low electronic output signal, respectively. A clutch can be set to either on or off. If on, the motor on one side of the clutch is connected to the pinch on the other side. If off, the motor and the pinch are disconnected: no transmission between them is possible. There are two types of motor: motors that can run at one speed and in one direction only (M4 and M5) and motors that can run at various speeds and in two directions (M1, M2 and M3).
Motors of the former type can be switched either on or off. Every motor of the latter type has a controller (indicated by suffix 'C') and an encoder (indicated by suffix 'E') attached to it. The encoder monitors the distance that the motor has covered thus far and can be asked to return this value. The controller can be in one of two states: Controlled and Idle. In the Controlled state it can receive instructions to execute profiles; in the Idle state it cannot. A profile (indicated by X1, X2, . . . ) is a sequence of commands that instruct the motor to start/stop accelerating or decelerating at a certain rate, separated by specific time intervals. The following is an example of a profile:
Commands are given to the motor at time stamps t0, t1, t2 and t3 to accelerate, stop accelerating, decelerate and stop decelerating, respectively. Between t1 and t2 the motor runs at a constant speed vc. The turn direction of the motor is indicated by the sign of the speed (positive or negative).
Embedded software
At any time, three instances of the software are running in parallel. Every instance is responsible for guiding one sheet through the ADF. Hence, at most three sheets can be inside the ADF at the same time. Apart from the hardware components, the instances use a global boolean variable FirstSheet, semaphores sem1, sem2 and sem3 that establish mutual exclusion on some sections of the paper path and semN that registers the number of sheets inside the ADF. The behaviour of the instances is described in an execution sheet, which is a table of state-trigger-response combinations. The table specifies that if the control software is in a certain state and it receives a certain trigger, it responds by executing a series of actions, after which it goes to the next state. An excerpt of the execution sheet is depicted in Fig. 2 . For the full execution sheet see [18] . A global description of the behaviour is included in the next section.
Global description
When a set of sheets has been covering sensor O1 for a certain time period, the first instance aligns the sheets by letting them move to the left for some time. When alignment has finished 1 , semaphore sem1 is reserved after which the bottommost sheet is separated: the feed belt moves a bit to the right followed immediately by a movement to the left. The bottommost sheet can then be grasped by pinch K1.
The instance transports the sheet along path A until it reaches O2. Semaphore sem2 is reserved and the sheet moves further along A passing O3 and K3, K4 and K5. At some point during this movement, the back of the sheet passes O2, upon which sem1 is released so that the next instance can start separating the next sheet from the set.
When the back of the sheet passes O3, the sheet stops and starts moving in the opposite direction, taking path B.
As it approaches K7, the speed is lowered and K7 starts turning in the direction opposite to that of the sheet, under influence of motor M4. This way, when the sheet hits K7, it will start blousing (bulging and trembling). This ensures that the sheet is straightened before it is placed onto the scanner, as it may have become skewed on its way to K7.
After blousing, the instance reserves sem3 and moves the sheet onto the glass plate (path C). When the back of the sheet passes O3, sem2 is released. The instance brings the sheet into the correct scanning position using the suction belt driven by M3. M5 sucks the sheet against the belt.
When the sheet has been scanned, sem3 is released and the instance checks whether another sheet is currently inside the ADF. If not, the instance outputs the sheet immediately (path D) and returns to its initial state. If so, no action is taken. The instance guiding the next sheet will make the suction belt move to the right, which makes any sheet that is still on top of the glass plate, move into the output tray.
Constraints.
The following constraints and assumptions apply:
• The real-time behaviour is not taken into account. We only consider the order in which events and actions occur, not the time they take or the time in-between them.
• Only simplex (one-sided) scanning is analyzed.
• We assume that all sheets are of size A4.
SPECIFICATION
The µcrl specification contains the processes that model the global variables, semaphores and instances of the control software. Here, we only model the execution sheet of Fig. 2 in µcrl to illustrate the basic idea. The full specification is included in [18] .
Data types
We define a sort Bool representing booleans, with the ∧, ∨ and = relations and a sort Nat representing natural numbers, with the > and = relations and the dec function that decreases a natural number by 1.
For every type of component and for the motor profiles, we introduce a sort that contains the names of the components of that type and of the profiles, respectively. As the shoe pressure, clutches and motors M4 and M5 are all on/off components, we introduce one sort for all of these components. The sorts are called SensorID, OnOffID, ControllerID, EncoderID and ProfileID. Similarly we define sorts for identifying instances (InstanceID) and semaphores (SemaphoreID). A function next is defined on InstanceID returning the id of the instance guiding the next sheet through the ADF.
Processes
The value of variable FirstSheet can be set and read and a semaphore can be reserved, released and checked for zerovaluedness (needed for semN). This is specified as follows: 
The behaviour of an instance is specified by 37 processes named Instance, Instance0, . . . , Instance35. Their definitions can be found in the µcrl specification of [18] . Here we only give the processes that model the execution sheet of Fig. 2 . The actions or events that occur in the execution sheet are represented by actions in the µcrl model in a straightforward way. In addition, we define the following actions that we will need for the verification of some of the requirements of Sect. In order to translate the execution sheet of Fig. 2 to µcrl, we have to interpret the behaviour described in the execution sheet. This is because some parts of the behaviour are described by comments or other constructs that are ambiguous or unclear. We pay special attention to the fourth action from the top of the execution sheet. This action says that as soon as sensor O3 becomes covered the value of encoder M2E should be captured. The comment notes that this is done "via an interrupt service routine". This means that while the software is waiting for sensor O2 to become uncovered, it should also check whether O3 has become covered upon which the value of M2E should be captured. Furthermore, we note that after O3 has become covered, the condition for "Error check 2" can no longer be true as the second conjunct will always be false. The execution sheet of Fig. 2 is now modelled by the following processes:
5. VERIFICATION
Requirements
Together with the engineers at Océ, seven requirements have been formulated. We treat only the most important ones here. These requirements are expressed in the µ-calculus in the next section.
R1: Whenever a sheet approaches the scanner, M5 is on.
R2: As long as a sheet is in pinch K7, M4 is off. R3: Two motors transporting the same sheet at the same time are not in conflict.
R4: Every sheet that enters the ADF, eventually passes O4. 
Model checking
Using the Instantiator tool of the µcrl tool set, an LTS was generated from the specification on a Pentium 4 (3 GHz) machine with 1 GB of RAM. Generation took about two minutes and produced an LTS of 358.153 states and 1.101.648 transitions. The µ-calculus formulas expressing the requirements were then checked on the LTS using the Evaluator tool of the Cadp tool set. These formulas are listed in Table 1 . We have used the following notation. Let A denote the set of all parameterised actions in the LTS, then Ax 1 ,...,xn denotes "any action in which components x1, . . . , xn are involved" or, more formally, "any action a(p1, . . . , pm ) for which there are i1, . . . , in such that pi 1 = x1 ∧ . . . ∧ pi n = xn". The asterisk * is used as a parameter to actions to denote "any value of type D" in places where a specific value of type D is expected. In the following sections we comment on the formulas of Table 1 and the result of model checking every requirement on the LTS.
R1
Property: (R1a) always after M5 is switched off, O4 is not covered before M5 is switched on and (R1b) M5 is always switched on at least once bfore O4 becomes covered.
Using the Evaluator, we have proven that formula (R1a) does not hold. The counter example corresponds to the situation in which an instance i has decided to move its sheet into the output tray, because it assumes its sheet is the last of the set. Right after that decision has been made, a new sheet is put into the input tray. An instance j guides the new sheet into the machine, assuming it belongs to the same set as i's sheet. When j's sheet reaches the scanner, i has already switched off M5. This complicates movement of the sheet over the glass plate as the sheet is not sucked against the suction belt.
However, j's sheet may not even reach the scanner. When i's sheet has reached the output tray, i brings M1C, M2C and M3C to the Idle state in which these motors are unable to respond to commands, in particular those issued by instance j. Then j's sheet gets stuck halfway through the ADF. Obviously, this is a situation that should be avoided at all times. This counter example and violation of R1 thus indicates a serious error in the system which we fix in Sect. 5.3.
R2
Property: for any instance i, (R2a) always after M4 is switched on, i's sheet does not enter pinch K7 before M4 is switched off and (R2b) always after i's sheet enters pinch K7, M4 is not switched on before i's sheet leaves K7.
Formula (R2a) holds, but (R2b) does not hold. The counter example corresponds to the situation in which i's sheet is in pinch K7 (moving onto the scanner) and has just passed O3. The instance j guiding the next sheet, can have its sheet move over O3 towards K5, turn back, move towards K7 and start blousing, which involves switching off C3 and switching on C4 and M4. This happens while i's sheet is in pinch K7. Under influence of M4, K7 starts turning in opposite direction making i's sheet move backward towards O3. This situation is clearly undesired and indicates an error in the system which we fix in Sect. 5.3.
R3
Property: for any instance i, whenever i's sheet enters pinch K3, (R3a) M1 is executing profile X4 and (R3b) M2 is executing X5; whenever i's sheet enters pinch K7, (R3c) M2 is executing profile X8 and (R3d) M3 is executing X9; (R3e) always after i's sheet enters pinch K3, no command is sent to M1C or M2C before i's sheet leaves pinch K2 and (R3f) always after i's sheet enters pinch K7, no command is sent to M2C or M3C before i's sheet leaves pinch K3.
Formulas (R3a)-(R3e) hold, but (R3f) does not hold. The counter example corresponds to the situation in which a sheet has entered pinch K7 and is moving towards the glass plate, driven by motor M3. If M3 has covered a certain distance and O4 is not yet covered, the instance assumes something went wrong, stops M2 and M3 and deadlocks. This is desired behaviour: if an error occurs, stop all running motors and bail out. Hence, the requirement is too strict and needs to be changed. The following formula expresses the property that for any instance i, always after i's sheet enters pinch K7, no command is sent to M2C or M3C before i's sheet leaves pinch K3 unless i detects an error. We have verified that this weaker version of (R3f) holds.
R4
This is a liveness property which can only be satisfied if the following fairness condition holds: if an action a is enabled infinitely often, then a is executed infinitely often (see also [20] ).
Property: (R4a) for any instance i, always after i's sheet has entered M1, all fair execution sequences lead to i's sheet uncovering O4.
Formula (R4a) does not hold. After an instance has detected an error (like the one in the counter example for R3 above) it will no longer be able to guide its sheet further towards sensor O4, because it always reaches a deadlock state. For the same reason as for R3, this is desired behaviour, so the requirement is too strict. To obtain a weaker version of R4, we reason as follows. If an instance i's sheet enters the ADF when another instance j has just detected an error, i's sheet will not be able to reach O4, because i will at some point be waiting to reserve a semaphore that j will never release. We have verified this using the Cadp tool set. For the same reason, if i's sheet has entered the ADF and some instance detects an error, i's sheet may not reach O4. We have also verified this using Cadp. Based on these observations, we formulate the following weaker version of (R4a): for any instance i, if i's sheet enters the ADF and no error has occurred, i's sheet will eventually pass sensor O4 unless an error occurs. We have verified that this formula holds.
Solutions
Solution 1. The violation of R1 shows that it is possible for one instance to assume that the set contains no more sheets, while another instance assumes that a newly inserted sheet is still part of that set. In essence, the problem is that instances do not have exclusive access to the initialization and finalization parts of their behaviour. These parts contain behaviour, like accessing global variables, that should not be interleaved as a result of parallelism. Therefore we introduce a new semaphore sem4, which initially has value 1 and grants instances exclusive access to these parts. It is reserved before an instance can enter the initialization or finalization part and released when it leaves that part. Initialization starts when the instance has detected a sheet in the input tray and ends when either the sheet is no longer detected after a certain time period (if FirstSheet is true) or semN has been increased (if FirstSheet is false). Finalization starts when the instance is about to check whether the value of semN equals zero and ends when either M1C, M2C and M3C have been brought to Idle (if semN equals zero) or semN is found to be unequal to zero.
Solution 2. R2 is violated because sheets do not have exclusive access to pinch K7. We introduce a new semaphore sem5 which initially has value 1 and grants instances exclusive access to K7. The first time an instance influences K7 is when it switches off clutch C3, which is right after the sheet has turned and starts moving towards K7. Semaphore sem5 should be reserved before the sheet turns. Because it is moving in the other direction at that time, the sheet should be stopped before sem5 can be reserved. Naturally, sem5 can be released after the sheet has left K7. This event is marked by O4's becoming uncovered.
Revised specification
For the full revised µcrl specification that incorporates the solutions of Sect. 5.3, we refer to [18] . We have model checked all formulas of Sect. 5.2 against the LTS of the revised specification, which has 78.751 states and 231.456 transitions. The model checker returns false only on formulas (R3b) and (R4a), for the same reasons as described in Sects. 5.2.3 and 5.2.4. The weaker versions of these properties (formulas (R3g) and (R4b), respectively) do hold.
CONCLUSIONS
We have analyzed the embedded software of an Automatic Document Feeder prototype by applying formal verification techniques. We have given a system description, requirements, a specification in µcrl and the results of model checking the requirements using Cadp. Two errors were found in the system, for which we suggested solutions and showed that a system incorporating these solutions meets all of the requirements. We formulated weaker versions of requirements that were found to be too strict.
Our analysis revealed errors that would have been difficult to find otherwise. This indicates that formal specification and verification is a powerful and effective method for finding errors in systems. We have shown that both errors can be resolved easily and efficiently by adding only two semaphores and slightly modifying the behaviour.
Regarding the problem described in Sect. 5.2.2, we note that it may very well be that this situation cannot occur if real time is taken into account, as the amount of time needed for a sheet to move from O2 to K7 (paths A and B) may exceed the amount of time needed for another sheet to move onto the glass plate (path C). As we did not consider time in the analysis, we were not able to verify this claim and cannot guarantee that R2 is never violated. However, we have solved the problem for either case.
For the verification of untimed properties on the ADF, µcrl and Cadp are very well suited: generation of the LTS and model checking of the properties was easily done on a contemporary desktop computer. The fact that timed behaviour could not be taken into account, meant that no timed properties could be checked for the ADF. On the other hand, it allowed us to abstract away from irrelevant details and to focus on those parts of the behaviour that were relevant to the requirements we wanted to verify.
For Océ this project served as a first encounter with formal verification techniques. The tools were not used by employees of Océ but by an external person. The project showed the company that constructing a formal specification of a system's behaviour already raises interesting questions about the desired behaviour and forces software engineers to specify that behaviour even more precisely than they already did in the documentation. Also, it was shown that model checking can help engineers to find errors in their systems. The main issue for the future is how such "academic" tools should be merged with the standard design/build environment to enable an easy use by engineers. This project has taken the first step in this direction and future projects will expand on this.
One of the focus points is whether and how existing system descriptions could be translated automatically to µcrl specifications. In this regard, the challenge and difficulties stem from the fact that the specifications are aimed at modelling the real behaviour and, hence, are usually at a higher level of abstraction. This often requires model design issues regarding the appropriate level of abstraction to be properly resolved, which is arguably a task at which humans perform better than machines. An example of such a model design issue is the decision to abstract away from specific time periods and distances if they are irrelevant to the requirements that will be checked.
