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Processor）[2] を応用したデータ駆動型センサハブ（DDSH：Data-Driven Sensor Hub）
[3]のアーキテクチャを提案し，DDSHが IoT向け SoCとして有効であることを明らかに
する．DDSH は，複数のセンサデータを統合してより高度な情報を生成するセンサフュー
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Abstract
A Study on IoT SoC
integrated with Data-Driven Sensor Hub
Hiroki SHIBUTA
With rapid increase of Internet of Things (IoT) devices, processing load on the cloud
server would be tremendously increasing. In order to suppress such heavy load, edge-
heavy computing has been studied at various communities. The typical edge device
is generally composed of multiple sensors, a sensor hub to integrate sensed data, an
application processor (AP), and a communication module. When equipped with a
sensor hub, AP is free from sensor management process. Whenever the interrupt will
occur in the hub, its processing resource and power will be wasted.
This study focuses data-driven processor (DDP) that can operate without any in-
terrupt process. This paper presents an architecture of data-driven sensor hub (DDSH)
processor as an extended version of DDP. DDSH is composed of the DDSH core and
I/F units which convert data/packet format for adapting to individual peripheral device
interface. Furthermore, the proposed DDSH supports hub instructions to realize sensor
fusion on edge devices.
In this study, the DDSH circuit is synthesized using 65nm CMOS standart cells.
The result indicated its throughput had achieved about 50 times faster than that of
typical sensor hub, ARM Cortex-M0+.
key words IoT (Internet of Things), sensor hub, data-driven processor
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IoT（Internet of Things）技術 [5]の急速な発展により、IoTデバイスの数が爆発的に増
加しており，図 1.1に示すように，2020年には約 300億個に達すると予測されている．IoT












































図 1.2 一般的な IoTで使われる SoCの構成
統合する処理は，センサフュージョン [7]と呼ばれることもある．



























データの入力を受けて APに出力する I/Oの動作が主な動作となるので，I/O に注目して
DDPを拡張したデータ駆動型センサハブの設計を行い，センサハブとして必要とされる要
件を満たしたアーキテクチャについて検討を行った．




第 3章では，第 2章で述べたセンサハブの要求仕様から DDSHの命令セットアーキテク
チャ（ISA）を提案する．DDSH は複数 I/O デバイスと接続されることや，センサフュー
ジョンなどの処理を実行する．その ISAを基に DDSHのマイクロアーキテクチャについて
述べる．具体的には DDSHのアーキテクチャとして DDSHコアとセンサや APの I/Fの
仕様について述べ，従来の DDPとの差分を明らかにする．
第 4 章では DDSH と DDP を 65nm CMOS 標準セルライブラリを用いて論理合成ツー
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IoT 向け SoC の要件
2.1 緒言















































































ており，saveに 24 clock cycle，resumeに 15 clock cycleが必要である [8]．
;; save
SUB lr, lr, #4 ; construct the return address
PUSH {lr} ; and push the adjusted lr_IRQ
MRS lr, SPSR ; copy spsr_IRQ to lr
PUSH {R0-R4,R12,lr} ; save AAPCS regs and spsr_IRQ
BL identify_and_clear_source
MSR CPSR_c, #0x9F ; switch to SYS mode, IRQ is
; still disabled. USR mode
; registers are now current.
AND R1, sp, #4 ; test alignment of the stack
SUB sp, sp, R1 ; remove any misalignment (0 or 4)
PUSH {R1,lr} ; store the adjustment and lr_USR
MSR CPSR_c, #0x1F ; enable IRQ
BL C_irq_handler
;; resume
MSR CPSR_c, #0x9F ; disable IRQ, remain in SYS mode
POP {R1,lr} ; restore stack adjustment and lr_USR
ADD sp, sp, R1 ; add the stack adjustment (0 or 4)
MSR CPSR_c, #0x92 ; switch to IRQ mode and keep IRQ
; disabled. FIQ is still enabled.
POP {R0-R4,R12,lr} ; restore registers and
MSR SPSR_cxsf, lr ; spsr_IRQ

















































般的なセンサハブは基本的に割り込みや DMA（Direct Memory Access）によってデータ
入出力を実現するため，割り込みの前処理として，データの退避や復帰に命令リソースを割
く必要がある．DDPはデータを含んだパケットが入力されるとそのパケットに対して処理










































































































































STP は，図 3.3 のタイミングチャートに基づき動作している．パケットを転送開始する






















































































































フィールド名 名称 情報 ビット数
color Color パケットの識別情報 3bit
gen Genalation パケットの世代（順番） 8bit
dest Destination パケットの宛先 7bit
LR Left or Right パケットの左右の識別 1bit
CP Copy Flag コピーの有無 1bit
opc Operation Code 命令 3bit
C Carry Flag キャリーフラグ 1bit
Z Zero Flag ゼロフラグ 1bit











い機器は一般的に存在しないと判断し，除外した．A/D 変換器や MCU（Micro Control
Unit）などの同期回路からの同期的入力データには，センサの識別子を示す color と，セ




表 3.2 タイプ別 I/Oフォーマット
Synchronized I/O Devices Asynchronized I/O Devices
ordered non-ordered ordered non-ordered
color Input ID Input ID ✓





opc I/O PS[color] I/O PS[color] ✓
flags I/O PS[color] I/O PS[color] ✓
ex. A/D, MCU – HES DDNP
color – / 2nd data – ✓





opc – – ✓
flags – – ✓
ex. D/A, MCU – LED DDNP









以上のことから，DDSH コアを 3.6 のように構成した．追加したステージは入力機構の
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3.4 コアアーキテクチャ















































バイスには，入力の IDから colorを付加する Color Generatorと，入力順にカウンタで数

























































































































3.5.2 DDSH センサ I/F
非同期センサのインターフェースは，A/D変換器でデジタル値に変換されていれば，直
接 DDSHコアの入力機構と接続することが可能である．しかし，同期センサと接続する場
合，DDSHの I/Fは STPであり，I2Cや SPIなどのシリアルバスを使った I/Fと相性が悪








た DFFを採用した．この Gate DFFには，調停機能が備わっているが，動作は比較的低速
になってしまう．しかし，非同期回路の STPと接続する際に発生するタイミング違反を吸
収することが可能である．よって，この Gate DFFを I2Cや SPIのマスタ回路と組み合わ
せることで接続が可能となる．
この Gate DFFを採用したセンサインターフェースは 3.10のように構成される．クロッ









































また，一般的な APはバス I/Fで外部機器と通信してるため，DDSHは APとバスイン
ターフェースによって通信する必要がある．例えば，ARMプロセッサのインターフェース
は AMBAというバスであり，AMBAはスレーブデバイスのアドレスと各フラグによって
通信する．AMBAを代表とした APの I/Fは図 3.11のように構成される．STPはハンド
シェイクによって通信するため，DFFを用いて擬似的にハンドシェイクを実現した．その






































した．センサ I/Fと AP I/Fは，非同期回路の STPと同期回路を接続するために，タイミ



































図 4.1 一般的な IoTシステムの概略図
4.2.1 通信規格
近年，IoT向け無線技術として Low Power Wide Area Networks （LPWAN）に関する














規格 周波数 距離 速度
Wi-Fi 2.4/5GHz (ISM) 50m 150 ～ 200Mbps
Bluetooth 2400Hz (ISM) 50m ～ 150m 1Mbps
ZigBee 2400Hz (ISM) 10 ～ 100m 250Mbps
Z-Wave 900MHz (ISM) 30m 9.6/40/100kbps
近距離無線 ISA100 2400Hz (ISM) 10 ～ 100m 250kbps
WirelessHART 2400Hz(ISM) 10 ～ 100m 250kbps
Wi-SUN 900MHz (ISM) 500m 250kbps
Thread 2400Hz (ISM) N/A (Home) 250kbps
NFC 13.56MHz 10cm 100 ～ 250kbps
NB-IoT (3GPP) 700 ～ 3500Hz 5/10m ～ 1Mbps
SIGFOX 900MHz 30 ～ 50m 10 ～ 1000bps
LPWAN Neul (Weightless) 900(ISM),458(UK),
470 ～ 790(HS)Hz
10km ～ 100bps
LoRaWAN 900, 2400Hz (ISM) 2 ～ 5km 0.3 ～ 50kbps









などの OSも動作させることの可能な Cortex-Aシリーズを対象の APに設定する．そのた




提案回路の有効性を示すために，DDSH 回路を 65nm CMOS 標準セルライブラリを





















# stages of STP ring 8 stages
# I/O devices 4 inputs, 4 outputs
Constant memory (CST) 19bit × 128 word
Matching memory (MM) 37bit × 16 packets
Data memory (DMEM) 16bit × 512 word
Program storage (PS) 16bit × 128 word





































standard cells 6.2k 1.5k 7.7k















比較結果が表 4.5 のようになり，フレームレートが 30fps から 120fps の時，Cortex-M0+
の約 50倍の性能を達成することが確認できた．
表 4.5 画像縮小を伴う CMOSセンサハブ機能の性能比較









タの退避に 24 clock cycle 必要であり，データの復帰に 15 clock cycle必要である．また，













画像サイズ DDSH ARM Cortex-M0+
QVGA（320 * 240） 62.0 fps 1.2 fps
VGA（640 * 480） 15.5 fps 0.3 fps





搬時間を 30MHz に設定して評価した．しかし，DDSH は各ステージごとに遅延時間を調
整することが可能であるため，各ステージの遅延時間を計測し，最大性能を計測する必要が
ある．














1302fps の動画まで処理可能であることが分かった．さらに，Full HD の画像サイズでも
48fpsの動画まで処理可能であるため，監視カメラなど高いフレームレートを必要としない
システムなら適用できることが分かった．
表 4.8 各画像サイズにおける DDSHの最大性能
画像サイズ DDSH
QVGA（320 * 240） 1302.0 fps
VGA（640 * 480） 325.5 fps
HD（1280 * 720） 108.5 fps
Full HD（1920 * 1080） 48.2 fps




本章では，DDSH の評価を行うなため，65nm CMOS 標準セルライブラリを用いて
Verilog-HDL による回路設計を行った．IoT システムの要求条件として，2.5Mbps のデー












































らの I/Fについても考えなければならない．センサは I2Cや SPIのシリアルバスが多用さ













あった．そこで，割り込み処理なしに動作可能な DDP をセンサハブへと拡張した DDSH
の構想について議論した．














第 4章では，第 3章で設計した DDSHの面積及び性能の評価について述べた．典型的な
IoTシステムから評価条件としてセンサから得られるデータ量，IoTの通信規格，IoT向き
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する．オペレーションコード（opc）が 8bitの場合の ISA一覧が表 A.1，A.2，A.3，A.4，
A.5，A.6，A.7，A.8となっている．
表 A.1 パケット間演算命令
命令 opc Left opc Right opc 動作
add 0000 000X 0000 000X 2つのオペランドの加算
addc 0000 001X 0000 001X Cフラグを考慮した 2つのオペランドの加算
sub 0000 010X 0000 010X 2つのオペランドの減算
subc 0000 011X 0000 011X Cフラグを考慮した 2つのオペランドの減算
and 0000 100X 0000 100X 2つのオペランドの論理
or 0000 101X 0000 101X 2つのオペランドの論理
xor 0000 110X 0000 110X 2つのオペランドの排他的論理和
mul 0000 111X 0000 111X 2つのオペランドの乗算
表 A.1 はパケット同士のオペランドに対して演算を実行する命令の一覧である．DDSH





命令 opc Left opc Right opc 動作
add 0001 000X 0001 000X 2つのオペランドの加算
addc 0001 001X 0001 001X Cフラグを考慮した 2つのオペランドの加算
sub 0001 010X 0001 010X 2つのオペランドの減算
subc 0001 011X 0001 011X Cフラグを考慮した 2つのオペランドの減算
and 0001 100X 0001 100X 2つのオペランドの論理積
or 0001 101X 0001 101X 2つのオペランドの論理和
xor 0001 110X 0001 110X 2つのオペランドの排他的論理和





命令 opc Left opc Right opc 動作
shl 0010 000X 0010 000X 右パケットの値だけ左に論理シフト
shr 0010 001X 0010 001X 右パケットの値だけ右に論理シフト
rol 0010 010X 0010 010X 右パケットの値だけ左にローテート







命令 opc Left opc Right opc 動作
bz 0011 000X 0011 000X Z=0：dest = dest, Z=1：dest = dest + 1
bnz 0011 001X 0011 001X Z=0：dest = dest + 1, Z=1：dest = dest
bc 0011 010X 0011 010X C=0：dest = dest, C=1：dest = dest + 1






命令 opc Left opc Right opc 動作
ldm 0100 000X 0100 000X メモリ（DMEM）からデータをロード








命令 opc Left opc Right opc 動作
absorb 1111 XXXX 1111 XXXX パケットを消去






命令 opc Left opc Right opc 動作
out XXXX XXX1 XXXX XXX1 パケットを DDSH外部に出力する
表 A.7の out命令はパケットを DDSH外部に出力する命令である．out命令は他の命令





命令 opc Left opc Right opc 動作
chgdest 1000 000X 1000 000X destを DMEMからロードした値に変更
chgcol 1000 001X 1000 001X colorを右オペランドの値に変更





addgen 命令は，gen が異なるパケット同士の演算を行う場合に用いる命令であり，gen と
右オペランドを符号付き加算を実行する．
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