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On Enouraging Coupled Views for Visualization Exploration
Jonathan C. Roberts
University of Kent at Canterbury, Computing Laboratory, Canterbury, England, UK.
ABSTRACT
Sienti visualization, espeially visualization exploration, enables information to be investigated and better un-
derstood. Exploration enables hands-on experimentation with the displayed visualizations and the underlying data.
Most exploration tehniques, by their nature, generate multiple realizations and many data instanes.
Thus, to best understand the information in oinident views, the manipulation information within one view may
be `direted' to other related views. These multiple views may be desribed as being losely oupled.
Within this paper we advoate the use of oupled views for sienti visualization exploration. We desribe,
some key onepts of oupled views for visualization exploration and present how to enourage their use. The key
onepts inlude: the sope of the orrelation (between two spei views or many realizations), who initiates the
orrelation (whether the user or the system) and issues about `what is orrelated' (objets within a view, or the
whole viewport).
Keywords: Coupled views, multiple views, linking, multiform, visualization, visualization system
1. INTRODUCTION AND MOTIVATION
Data visualization may be ahieved to present a result, explain a phenomenon and to disover new insight through
exploration tehniques. Indeed, visualization exploration requires highly interative visualizations that may be
manipulated, disseted and interrogated to explore and investigate the underlying information. Thus the user is
looking for interesting or unusual anomalies and features within the realizations. The investigator starts to ask
questions of `what is that' and `why is that happening', and they zoom and fous on interesting features.
Suh investigation tehniques may provide multiple realizations of the same dataset. These multiple views may be
generated from dierent seletions (lterings) and investigations on the dataset, or by depiting the same information
in dierent visualization methods (multiform). Within a visualization exploration environment it is prudent to have
available the views (or the values that reated the views) as an experiment history, so a user may baktrak and
replay previous experiment results. The use, generation and management of suh multiple views should be atively
enouraged.
1
Other than this multiple-view tehnique the new experimental results may replae urrent realizations or overlay
onto the previous realization. Many visualization systems, espeially the module-builders,
2{6
provide the replae
and overlay method. Where realizations are generated by loading the datasets, seleting parts that are of interest
and displaying and manipulating the information. Further experiments may be generated by hanging parameter
values on any of the modules, an operation that automatially updates the data and visualization omponents in the
`down stream' modules to replae the urrent visualization with the new realization. Likewise, multiple objets may
be overlayed and added to the urrent display, reated from hybrid renderers.
However, when the replaement strategy is used information about previous experimentations is lost. Some
visualization systems overome the transient nature of the display by storing past visualization ommands (as data




for example. In the ase of GRASPARC, or
HyperSribe
9
as implemented as a module in IRIS Explorer, the user an `roll bak' to a predened state and
re-visualize the data with the `old' parameters.
Thus, exploration tehniques neessitate intuitive and powerful manipulation tehniques, with the ability to
realize multiple results and representations of the experiment proess. Moreover, to best understand the information
in oinident views, the manipulation information within one view may be `direted' to other related views. These
multiple views may be desribed as being losely oupled.
E-mail: j..robertsuk.a.uk http://www.s.uk.a.uk/people/sta/jr/
Indeed, over the years, espeially within information visualization, suh `fous and linking' methods have been
widely advoated.
These `fous and linking' methods allow information in one view to be seleted, and thus highlighted, with the
orresponding ation being applied to other related views
10
; this is often utilized for multivariate visualization. These
operations may be desribed as a graphial spreadsheet, with multiple views representing the many ells.
11,12
We reiterate that Multiple views are important. First, to give a better understanding and representation of the
experiment proess. Seond, to allow multiple forms of the same data to be presented, that enhanes the users
appreiation and understanding of the information.
1,13
Moreover, we advoate that the multiple views should be
losely oupled together, enabling and enhaning omplex manipulation and interrogation to be easily ahieved.
Within this paper we:
1. ategorize \what is being orrelated" based on the dataow model, setion 3;
2. present what we believe to be, some key onepts of oupled views for visualization exploration, setion 4.
The key onepts inlude: the sope of the orrelation (between two spei views or many realizations), who
initiates the orrelation (whether the user or the system) and issues about `what is orrelated' (objets within
a view, or the whole viewport).





In essene, the oupling of views may be desribed as `information sharing'. For example, to oinidentally rotate
two three-dimensional objets, information regarding the viewport is shared, suh that, both views use the same
transformation information and the views are similarly manipulated. Therefore, this operation is analogous to
program variables; if two expressions use the same variable `a', then when `a' is hanged a dierent result would be
generated by both expressions, when they were next evaluated.
Thus, like the variables, the links may have an equivalent type, sope, lifetime, and rules for reation and
initialization. However, unlike the variables, the linkages tend to atively share the information, as the objets
attahed to the shared information, are atively updated when the shared information is altered.
2.1. Model View Controller
The above analogy may be similarly explained using the `Model View Controller' (MVC) pattern. This pattern
originated from Smalltalk arhiteture and is desribed in many books (for example
14
). This pattern (see Figure 1)
desribes a triad of objets, where the Controller (an interfae objet) is the input mehanism that allows the user to
modify the Model. One the model has been modied it noties (attahed) views that a hange has ourred. Eah
attahed View then displays the updated information. In theory, the interations between objets are simplied and
the roles of eah objet are lear.
Multiple views of the same information, using the same Model, may be easily represented. Indeed, the whole idea
of separating the ode within these objets is to provide highly extensible ode, where new views may be programmed
and added to the system.
Ideally, the Controller never diretly interats with the view, neither does the View hange parts of the model.
Thus, as the model does not hold any detailed information about the views, multiple views of the same information
may be dynamially added to the system. Then, when the Controller updates the Model the attahed views are
automatially updated with the same information: they may be said to be losely oupled.
When using diret manipulation the Controller and the View beome one and the same: the View is also the
Controller of the model. This then generates mutually dependent lasses and a storm of `updates' may our; in
pratie the Controller needs to know about the View. Thus, like in the Java Swing GUI omponent kit
15
the




Figure 1. Diagram showing the Model View Con-
troller pattern. The Model holds the state of the
proess and publishes notiations when the state
hanges. The View gets notiations from the Model
hange and displays the visualization. The Con-
troller handles requests from external events and up-





Figure 2. Figure depiting the View and Controller
as one objet.
3. LINKED VIEWS WITHIN VISUALIZATION
There are many reasons for requiring linked views within visualization, from oinidentally rotating multiple three-
dimensional views to highlighting like elements within those views.
Within this setion we ategorize the linked orrelation based on the dataow model.
5,16
This dataow model
desribes one method of understanding the visualization proess; the data is ltered, to reate a subset of the data,
whih is then mapped into a representation whih an be displayed. We propose that the linkages may `ouple'
dierent aspets of the visualization proess. Figure 3 depits the dataow model annotated with dierent data
spaes and brief desriptions of what may be linked.
To understand what is being oupled, using the MVC method, we need to think that eah View of this data is
oupled to the same Model at a partiular Layer. For example, within the Viewport Layer the Image Model holds
information about the orientation, saling and projetion harateristis of the Abstrat Visualization Objet; so
this oupling enables Views to be oinidentally rotated, zoomed and moved. In essene, it is the funtion (the
visualization proess) that is being oupled, that in turn hanges the Model and sends notiation of the hange to
the View.
Within the visualization proess, a hange to a Model at a partiular level may have an eet on the proesses,
and thus the datasets, further down the data-ow. In the module building visualization systems the down-stream
modules automatially re when the data beomes out-of-date due to a hange in the visualization parameters. Thus,
oupled views may generate a asade of `notiations' to update other dependent views and modules.
In the following setions, we desribe the oupled operations at dierent layers of the model, using the dataow
model in Figure 3, and referene some visualization systems in whih the tehniques are used.
3.1. Window Coupling
Here the management and display of the end-user windows is oupled together. This is perhaps an unusual onept,
however, Ben Shneiderman
17
talks about tightly oupled windows, that enable multiple windows to be jointly re-
saled, minimised and restored. Taking this further, manipulations suh as positioning the windows and srolling






















































Figure 3. Shemati depiting the dataow model. The layers in the model show the intermediate data-sets between
the visualization proesses. Coupled views may interat between objets within the same layers.
3.2. Viewport Coupling
This operation provides methods to oinidentally transform the viewport between multiple windows. Diret ma-
nipulation may be used to (say) jointly rotate multiple three-dimensional views of some visualization.
Many visualization systems allow this style of oupling. Indeed, within the module building environments, suh as
IRIS Explorer
18
the amera position and orientation may be redireted to other modules, inluding another Render
module. Thus, transformation operations in one view are tightly oupled to other oinident views.
Separate views of the same or similar information are useful to both individual users and multiple partiipants.
Although, the fous in this paper is the linking of multiple views for a single user, similar issues arise in ollaborative
visualization, with many partiipants, and multiple views being displayed and ontrolled aross disparate lients,
see for example, Wood et al.
19
Here, the problem beomes more of `how to send the information to other views,
without an information asade taking plae'. Solutions exist from `sending only delta hanges' to using multiasting
approahes.
The idential ontrol and manipulation of objets may further extended when higher dimensions exist. For
example, in HyperSlie
20
eah view represents dierent dimensions of spae, so when one variable is moved the other
grid views are updated.
3.3. Objet Coupling
The individual objet (the Abstrat Visualization Objet) within the realization may be oupled. This enables like
mappings to be applied to dierent views. For example, it is often useful to use the same olourmap organisation
aross a series of views; this may be easily performed using systems suh as IRIS Explorer.
Moreover, hanging the attributes of an objet to highlight a feature, may be represented in this ategory. For
example, the Spyglass
21
suite of software tools (Spyglass Plot and Data) an work interatively to allow, for example,
a point to be seleted in one window and synhronously highlighted and related to points in other windows.
Other than the appearane of an objet, the size of a seleted objet may be dynamially hanged and oupled to
other objets. For example, the SDM (Seletive Dynami Manipulation) system provides interators to hange the
physial appearane of graphial objets; eah feature set has an attahed interator that is responsible for hanging
the physial appearane of graphial objets in that set.
Other objets, suh as pointers, annotations or meta-information, may be oupled. For example, the Visualization
Input Pipeline (VIP)
22
provides a bakward ontrol path, from the image to the data, that is used to transport ontrol
information bakwards up the ow pipeline. They desribe an example that displays several views of the data along
the pipeline with a ursor pointer in eah view. The position of the ursors are linked together and the translation
of one pointer moves the position of eah orresponding ursor.
3.4. Feature Coupling
Feature oupling enables the same feature operation to be applied to like views.
For example, Klinker
23
desribes a method using `Data Probing' that allows the data to be graphially ltered
by dening areas of interest on the sreen using polygon areas. They use a `Cursor Linking' tehnique that allows
the probed information to be linked between modules (and views). They desribe an example that reates two
displays of the data, the rst window displaying a three-dimensional rendering of the data and the seond window a
three-dimensional Red-Green-Blue olour satter plot of a two dimensional seleted region from the rst window; as
the region of interest is altered so the satter plot alters.
This `Data Probing' ts in with the MVC representation, where the View and Controller are separate objets.
Often within visualization this is alled the `Display Filter, oined by Shroeder, Lorensen, Montanaro and Volpe.
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This tehnique allows the output from one display to be the input to another display. Shroeder et al desribe one
example that outputs streamlines within a uid ow data set, the Display Filter of this objet allowing spheres
reated with a onneted module, (saled and oloured aording to input salar magnitude and vetor value) to be
mapped along the length of eah streamer.
The XmdvTool
25,26
generates multiple representations of multivariate data and provides a Brushing Tehnique,
27
so that when one element is brushed in one view the orresponding elements in other views are also brushed. Thus,
the brushing ould be setup to generate a speied feature-set that is displayed in orrelated views.
3.5. Data Coupling
It is possible and relevant to ouple at the data level. These operations are similar to those at the `Feature Set' level,
but apply to operations on the referene-data. For example, a data arhive may onsist of multiple datasets of the
same or dierent data objets. It would be useful to apply the same lters and sub-sampling operations to eah.
4. KEY COUPLING CONCEPTS
Close orrelation, through oupling, allows multiple views to be linked together in suh a way that any manipulation
and hange of values in one view reates a similar hange in the linked view (vie versa).
23,20,25
In theory, any view
ould be linked to any other, but in pratie the explorer would wish to orrelate only ertain views and operations.
Moreover, it may be, espeially in visualization exploration, that some links do not make sense and in fat may
onfuse the user. If view 1 is a histogram and view 2 is a three dimensional view of multiple isosurfaes, then `Linked
Highlight' { that automatially highlights orresponding data elements between linked views { may be valid but
`Linked Rotation' would be meaningless.
The proess of distinguishing the valid and invalid onnetion types is not simple: the dimension of the output
an be used to a ertain extent but this is not a generi deision parameter beause, for example, it ould be useful to
orrelate the ursor between a three dimensional view of an objet and a two dimensional view of an X-Ray rendering
of the same view. So as the three dimensional image is rotated so the resultant X-Ray image would hange; however,
the opposite three-dimensional ontrol would not be valid!
Within the MVC model it is the responsibility of the View objet to use the useful information, and to ignore
the other irrelevant information.
We now desribe some `key oupling onepts', these onepts are based on the analogy in Setion 2.
4.1. Type
The `type' of the link expresses the method by whih the views are linked, e.g. seletion, highlight and the trans-
formation operations, suh as rotation, translation and sale. From a low level point-of-view eah view-oupling is a
manipulation of numbers and data-strutures. From a more abstrat level the `type' is represented and determined
by operations at the dierent Layers of the visualization paradigm, as expressed above in Setion 3.
4.2. Sope
The `sope' of ontrol denes whih objets or views are oupled; the linked ommuniation enats upon the views `in
sope'. This is similar to the variable soping, suh as loal or global variables. For example, the linked ommuniation
may ouple spei objets between:
1. any user speied view; desribed as a loal variable on a set of views;
2. views from the same data Model; desribed as a loal variable on a set of views, where the set is determined
by the data origin, e.g. a feature-set.
3. all the views of a partiular referene-dataset;
4. every urrent view of this session; desribed as a global variable.
Thus, one way to determine the sope of eah oupling is to sope the views within dierent sub-parts of the
exploration proess itself. For example, oupling ould our between views of the same Feature-set, or derived from
the same referene-dataset. This simplies the above stated problem of valid/invalid orrelations, by guaranteeing
that only views from the same derived-dataset are oupled. However, it may be possible (and relevant) to ouple
views from dierent data-origins; in this ase, unless a orrelation between data-models is given, only the Viewport
and Window oupling Layers may be relevant.
4.3. Lifetime
Eah linked manipulation has a `lifetime'. For example, two views may always be linked together whatever is being
displayed, alternatively, the objets in the views may be linked for a spei operation at a given time. Inidentally,
like for program variables, lifetime and sope are inherently related.
4.4. Initialization
The links may be reated and `initialized' by a variety of methods. For example, the user may graphially point and
dene whih variables and objets are linked, as in the LinkWinds
11
system; by drag-and-dropping viewport ions
into ontroller windows, as in SiAn
28
; by naming spei viewers for partiular operations, as in the spreadsheet
system of Levoy
12




In the spreadsheet system of Levoy
12
individual ells may be named as viewers for partiular operations. The
LinkWinds
11
system enables spei (user dened) views to be joined together. SiAn
28
enables viewports to be
linked by dropping viewport ions into the ontroller windows.
4.5. Updating
Finally, eah of the views attahed to the model being ontrolled should be instantaneously updated when the Model
has been hanged. However, espeially in visualization some views require extensive proessing, thus, a new thread
should be spawned to do the work. In Levoy's spreadsheet system
12
the out-of-date views are shaded-out whilst they
are updating.
Moreover, other views and data-Models may depend on the ation from some oupled-views; there may be multiple
dependenies within the visualization pipeline. There are several methods to update these dependenies, inluding:
1. User initiated provides the user with full ontrol, to preisely initiate when the data is passed from one module
to the next. If the user hanges the values at a module then the user is required to re-export the data;
2. Semi-Automati operates like the User initiated, but provides a routine to update the path. Ourring loally
(from the urrent seleted module down stream) or globally (updating every module in the session);
3. Global Transfer ats like the data ow method: when the data has been speialized it automatially ows to
the following module and updates the display and that an automatially ow to the next module, see
18
;
4. Demand (or Output) Driven requests the data through the network of modules as the user ontrols a display,
see.
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5. METHODS THAT `ENCOURAGE'
We believe that the visualization system itself should enourage the user to perform `oupling' of related views. Thus,
to motivate their use the system should provide appropriate support and manage their use. We use a lassroom as
a metaphor, to desribe some `methods that enourage'.
In the lassroom the pupil is exploring knowledge and understanding: they are being enouraged to learn and
solve problems. The teaher in the lassroom may `enourage' this proess using many methods, inluding: breaking
the problem into individual tasks - even to automate or remove some of the tasks, provide a sense of onsisteny and
omfort, fore people to do the tasks and group people to learn and work together.
Similarly, the oupling onept may be enouraged by:
1. Managing the exploration { by dividing the visualization exploration proess into smaller tasks and enabling
views to automatially generate appropriate views of the Model when, for example, the views are rst attahed;
and
2. Managing the orrelation { by, automating parts of the linkage operation, providing methods that keep eah
views onsistent and up-to-date, foring the user to follow a visualization model and grouping operations
together.
5.1. The Waltz Visualization system
The methods desribed in this paper are being further integrated within the Waltz visualization system. The Waltz
visualization system
13
is designed to aid the user to explore and generate a orret interpretation of the underlying
information. The three parts of the system enable the user to, rst, display the data in dierent forms { Multiform
visualization. Seond, display the information in simplied Abstrat views. Third, provide a high degree of interation
and Diret Manipulation. Waltz enables the diret manipulation to be oupled between related views.
5.1.1. Managing the Exploration
Waltz implements a subset exploration hierarhy, Figure 4. This strategy allows the data to be initially viewed
as one whole dataset, and the user renes the data seletions on this set to speialize the information into spei
sets of interesting features. Eah new subset may be left in the exploration hierarhy { generating a history of
previous experimentations. The root node of the hierarhy ontains the referene data, subsequent nodes (named
render-groups) ontain user-speied sub-sets of the information.
Figure 4 shows that at eah subset the user may attah multiple View methods. On attahing a new view,
an update is sent from the Module-Controller to attah a new view and automatially display a realization of the
information. Eah view has a style and the representations are displayed determined by the style; volume rendering,
isosurfae and statistis, for example. Figure 5 shows the result from a Waltz exploration. A new view may be added
to the render-group C, for example, to automatially display another depition of that same feature-set; the window
automatially generates a default rendering of the data.
Waltz implements the Semi-Automati update strategy, see setion 4.5. Thus, when a partiular subset (in the
exploration hierarhy) is altered, the oupled views of this display-group are automatially updated. Child subsets
may be updated by initiating a request, however, the user has an option to generate a new subset of the data and not
replae the old views. If the hild Model is replaed with the new data, then the attahed views are automatially
updated. This enables the user to ontrol the exploration hierarhy, and enourages the user to experiment. For
example, if in Figure 5 the data-ltering from module A is altered then the view in A is automatially updated and
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Figure 4. Shemati depiting the Waltz exploration hierarhy, where the data is foussed and speialized by
seleting feature-sets of interest.
5.1.2. Managing the Correlation
The Exploration strategy is an important fator for determining what is oupled. The Waltz exploration hierarhy
provides a onvenient method to sope and type the oupled manipulation.
To enourage the oupled views, Waltz automatially orrelates eah view in the render-group. This allows views,
of the same feature-set, to be oupled together, for example, in Figure 5 eah of the elements at C are automatially
orrelated. Indeed the example shows that the three-dimensional views have been jointly rotated.
Any or all of the orrelations may be turned o (or on) with the views being automatially updated. In Figure 5
we see that the appearane of the objets solely within view C2 have been altered.
Thus, these render-groups provide an elegant method to `sope' the orrelation at the Window, Viewport, Objet
and Feature Coupling layers. Data-oupling is only appropriate at the root node of this exploration hierarhy, but
is not implemented in the urrent version of Waltz.
The urrent Waltz version supports oupling at the
 Window layer, by labelling eah window with a unique identier, that relates eah window to the experiment
anvas; and by automatially organising the layout of the modules on the experiment-anvas to represent the
data-subset hierarhy;
 Viewport layer, with transformation and diret manipulations);
 Objet layer, by highlighting and enabling appearane hanges to be oupled between objets in multiple views;
 Feature layers, by oupling feature-set hanges.
Waltz has been designed in C++ with lasses representing the data, subsets of the data and Views. The system





The orrelation is implemented in an MVC method. Where a Views are attahed to a display-group method,
that also holds a opy of the data-model, and the Controller (also part of the View) noties the display-group of the
`type' of orrelation and whih View initiated the Control information. In Objet-Oriented terms this is more tightly
oupled than a pure MVC method. However, this allows suh notiations of hange to only update appropriate







Figure 5. Images from a session of the Waltz visualization system. The session depits a Spae Impat Simulation.
A depits the slie viewer; B a surfae representation; C oupled investigations, C1-3 showing Viewport oupling
and attahed jak manipulator, C4 shows Objet Coupling of an objet being seleted and likewise highlighted in
views C1-3, C2's outer objet has been un-oupled and made to be semi-transparent. D is a subset of the highlighted
objet in C. E is another subset of a dierent seletion on feature-set C.
6. DISCUSSION
By providing the visualization exploration hierarhy, the user is fored to follow a strit pattern of ontrol. This
enables and enourages the user to explore the information and easily generate multiple representations of their data.
Diret manipulation is important to visualization exploration, and if the user is to be enouraged to generate multiple
views the system needs to manage the views and the oupling of information between views. Thus, automatially
oupling views together, determined by the exploration hierarhy, is an important and powerful method.
However, the oupling of views, determined by the exploration method, restrits whih views may be oupled,
and any-to-any shemes may be useful. Suh a strategy ould be implemented in Waltz, but would generate multiple
inter-dependenies within the exploration hierarhy.
Also, the any-to-any shemes ouple between views of dierent data Models, hene, it is easy to ouple at the
Viewport and Window levels and more diÆult to generally orrelate data-objets at the Objet and Feature levels.
In general, the more diverse the Models beome the less the oupling makes sense; and the views ignore more ontrol
information.
7. SUMMARY
We have presented many issues regarding the oupling of views, ategorizing the ideas using the dataow model.
This forms a onvenient method to explain `what information is being oupled'.
We have presented some `key oupling onepts' based on an analogy of data variables. Thus, the oupling has a
type, a sope, a lifetime, an initializing method, and methods to update dependent parts of the visualization proess.
We stated that `to enourage lose oupling' the visualization system must provide methods that enable the
operations to be easily ahieved, suh as automating the initiation of the oupling depending on the exploration
hierarhy; and have shown that they may be integrated within a visualization system suh as Waltz.
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