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Resumen	
 
Este	 proyecto	 se	 basa	 en	 diseñar	 e	 implementar	 una	 actualización	 de	 la	 aplicación	
Android	que	permite	ejecutar	Open	Overlay	Router	(OOR)	en	un	dispositivo	móvil.	OOR 
es	 una	 implementación	 de	 código	 abierto	 para	 crear	 redes	 de	 superposición	
programables,	 escrita	 en	 C	 y	 disponible	 para	 Linux,	 Android	 y	 OpenWRT.	 Esta	
actualización	incorporará	nuevas	funcionalidades,	entorno	gráfico,	un	nuevo	sistema	de	
compilación	y	será	compatible	con	las	herramientas	actuales	utilizadas	para	el	desarrollo	
de	aplicaciones	Android.		
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Resum	
	
Aquest	 projecte	 es	 basa	 en	 dissenyar	 i	 implementar	 una	 actualització	 de	 l'aplicació	
Android	que	permet	executar	Open	Overlay	Router	(OOR)	en	un	dispositiu	mòbil.	OOR	
és	una	 implementació	de	 codi	 obert	per	 crear	 xarxes	de	 superposició	programables,	
escrita	 en	 C	 i	 disponible	 per	 a	 Linux,	 Android	 i	 OpenWRT.	 Aquesta	 actualització	
incorporarà	 noves	 funcionalitats,	 entorn	 gràfic,	 un	 nou	 sistema	 de	 compilació	 i	 serà	
compatible	 amb	 les	 eines	 actuals	 que	 són	 utilitzades	 per	 al	 desenvolupament	
d'aplicacions	Android.	
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Abstract	
	
This	project	is	based	on	designing	and	implementing	an	update	of	an	Android	app	that	
allows	Open	Overlay	Router	 (OOR)	to	run	on	a	mobile	device.	OOR	 is	an	open-source	
implementation	to	create	programmable	overlay	networks,	written	in	C,	available	for	
Linux,	Android	and	OpenWRT.	This	update	will	incorporate	new	functionalities,	graphical	
environment,	a	new	compilation	system	and	will	be	compatible	with	the	current	tools	
used	for	the	development	of	Android	applications.	
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1.	Introducción	
	
Desde	los	inicios	de	su	creación,	tanto	el	hardware	como	el	software	utilizado	en	rúters	
ha	evolucionado	 considerablemente	para	 formar	dispositivos	que	encaminan	de	una	
manera	más	eficiente	 la	transferencia	de	datos.	Una	de	 las	empresas	más	relevantes	
para	el	desarrollo	de	este	tipo	tecnologías	ha	sido	Cisco	Systems,	empresa	global	con	
sede	en	San	José	(California,	EEUU)	fundada	por	Leonard	Bosack	y	Sandy	Lerner	en	1984	
se	 dedica	 a	 la	 fabricación,	 venta,	 mantenimiento	 y	 consultoría	 de	 equipos	 de	
telecomunicaciones	[1].	
	
Este	 proyecto	 es	 un	 Trabajo	 Final	 de	 Grado	 de	 la	 especialidad	 Computación	 de	 la	
Facultat	 d’Informàtica	 de	 Barcelona	 (FIB),	 en	 la	Universitat	 Politècnica	 de	 Catalunya	
(UPC).	Durante	este	proyecto	se	ha	desarrollado	una	aplicación	Android	que	forma	parte	
de	un	proyecto	de	software	libre	llamado	Open	Overlay	Router	(OOR)	(anteriormente	
llamado	 LISPmob),	 compuesto	 por	 un	 grupo	 de	 ingenieros	 de	 la	 UPC	 junto	 con	 la	
empresa	Cisco	Systems.	OOR	fue	anunciado	en	2011	y	consiste	en	una	implementación	
de	 código	 abierto	 de	 LISP	 (Locator/ID	 Separation	 Protocol)	 que	 funciona	 para	 Linux,	
Android	 y	 rúters	 con	 OpenWRT.	 LISP	 es	 una	 nueva	 arquitectura	 de	 enrutamiento	
implementada	por	Cisco	Systems	que	promete	cambiar	la	forma	en	que	el	tráfico	de	la	
red	es	ruteado	a	través	de	Internet.		
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1.1.	Formulación	del	problema		
Con	el	avance	de	las	tecnologías	y	la	masificación	del	uso	de	internet	y	transferencia	de	
datos,	 se	 ha	 requerido	 el	 desarrollo	 de	 nuevas	 herramientas	 que	 se	 ajustaran	 a	 las	
necesidades	 actuales.	 Tradicionalmente,	 el	 enrutamiento	 en	 Internet	 ha	 utilizado	un	
único	espacio	de	nombres	para	expresar	simultáneamente	la	identidad	y	la	ubicación	de	
un	dispositivo	dentro	de	la	red,	la	dirección	IP.	El	problema	de	este	tipo	de	enrutamiento	
es	 la	deficiente	escalabilidad	que	 tiene	 Internet.	A	causa	de	 la	 creciente	cantidad	de	
dispositivos	 que	 se	 conectan	 a	 Internet,	 el	 espacio	 para	 tablas	 de	 routing	 crece	
descontroladamente,	creando	una	escasez	de	direcciones	IP	para	identificarlos.		
	
Para	 solucionar	 este	 problema,	 la	 empresa	 Cisco	 Systems	 creó	 LISP	 para	mejorar	 la	
velocidad	y	eficiencia	de	las	tablas	de	routing.	LISP	divide	semánticamente	el	espacio	de	
direcciones	 IP	en	dos	partes	según	 los	dos	tipos	de	dispositivos	que	se	conecten:	Los	
dispositivos	finales,	identificados	mediante	Endpoint	Identifiers	(EID);	y	los	dispositivos	
que	forman	parte	de	la	capa	de	enrutamiento,	los	Routing	Locators	(RLOCs).	
	
Mediante	la	utilización	de	LISP,	se	consigue	reducir	el	tamaño	de	las	tablas	de	routing	al	
disminuirse	el	número	de	prefijos	de	enrutamiento	globales.	Por	otro	lado,	LISP	presenta	
más	puntos	beneficiosos,	como	el	soporte	tanto	para	 IPv4	como	IPv6	o	el	cambio	de	
punto	de	conexión	de	red	sin	perder	la	conectividad	y	manteniendo	la	misma	dirección	
IP. 
	
Por	lo	tanto,	durante	este	proyecto	se	desarrollará	la	aplicación	Open	Overlay	Router	
como	 una	 actualización	 de	 su	 antecesora,	 LISPmob.	 OOR	 será	 una	 aplicación	 que	
permitirá	 usar	 un	 dispositivo	 Android	 como	 un	 nodo	 móvil	 LISP,	 añadiendo	 nuevas	
funcionalidades,	entorno	gráfico,	actualizando	su	sistema	de	compilación	y	haciéndola	
compatible	con	las	herramientas	usadas	actualmente	en	el	desarrollo	de	aplicaciones	
Android.	
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1.2.	Objetivos		
	
El	 objetivo	 principal	 del	 proyecto	 es	 la	 creación	 de	 la	 aplicación	Android	OOR	 como	
sucesora	de	la	aplicación	LISPmob.	Open	Overlay	Router	permite	utilizar	un	dispositivo	
Android	como	un	nodo	móvil	LISP,	encapsulando	los	paquetes	salientes	del	móvil	en	una	
cabecera	LISP	y	eliminándola	de	los	paquetes	entrantes.	De	este	modo,	el	usuario	puede	
beneficiarse	de	las	nuevas	funcionalidades	que	aporta	LISP.	
	
El	mayor	problema	que	presentaba	la	aplicación	anterior,	LISPmob,	era	que	separaba	
sus	funcionalidades	en	dos	aplicaciones	diferentes:	Una	para	 los	dispositivos	Android	
con	permisos	 root1;	 y	otra	para	dispositivos	normales.	 Por	 lo	 tanto,	OOR	 requiere	 la	
integración	de	ambas	funcionalidades	en	una	sola	aplicación.		
	
Otro	 problema	 que	 presentaba	 LISPmob	 era	 debido	 a	 su	 obsoleto	 sistema	 de	
compilación,	Apache	Ant2,	utilizado	en	programación	de	aplicaciones	Android	antes	de	
la	creación	de	las	herramientas	actuales.	Por	lo	tanto,	la	aplicación	de	este	proyecto	se	
ha	desarrollado	con	Android	Studio3,	se	compila	con	Gradle	(véase	en	el	apartado	8.1.2),	
y	se	generan,	con	 la	última	versión	de	Android	NDK	 (véase	en	el	apartado	8.1.3),	 las	
librerías	y	ejecutables	necesarios	para	su	funcionamiento.		
	
	
	
	
																																																						
	
	
1	Permisos	de	superusuario.	
2	"Another	Neat	Tool”,	software	para	procesos	de automatización	de	compilación	de	proyectos	Java	[2].	
3	Entorno	de	desarrollo	integrado	para	la	plataforma	Android	[3].	
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Otro	de	los	objetivos	de	mejora	de	Open	Overlay	Router	es	implementar	la	funcionalidad	
de	inicio	de	sesión,	dónde	el	usuario	puede	descargarse	su	propia	configuración	de	LISP	
y	 así	 evitar	 la	 configuración	manual.	 Para	 conseguir	 esta	 nueva	 funcionalidad,	 se	 ha	
configurado	 un	 servidor	 Linux	 de	 la	UPC	 con	 una	 API	 REST4	 a	 la	 que	 se	 conecta	 la	
aplicación.	
	
En	último	lugar,	se	ha	creado	una	interfaz	gráfica	totalmente	rediseñada,	más	funcional	
y	atractiva	que	la	anterior,	al	integrar	Material	Design	(véase	en	el	apartado	9)	en	ella.		
	 	
																																																						
	
	
4	“Representational	State	Transfer”,	interfaz	entre	sistemas	que	utiliza	HTTP	para	obtener	datos	[4].	
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2.	Contextualización	
2.1.	Actores	implicados	
Este	proyecto	va	dirigido	a	satisfacer	las	necesidades	de	cualquier	usuario,	normalmente	
una	 empresa,	 el	 cual	 quiere	 probar	 la	 arquitectura	 de	 enrutamiento	 LISP	 en	 su	 red	
interna.	 Junto	 con	 la	 aplicación	 y	 las	 demás	 implementaciones	 de	OOR,	 un	 usuario	
puede	crear	una	red	de	superposición	programable	LISP,	y	así	disfrutar	de	los	beneficios	
que	aporta	esta	tecnología.	
	
Los	actores	implicados	en	este	proyecto	son	los	siguientes:	
	
- Desarrollador	 del	 proyecto:	 Las	 tareas	 de	 jefe	 de	 proyecto,	 diseñador,	
programador	y	responsable	de	pruebas	han	sido	todas	ejercidas	por	el	autor	de	
este	proyecto.	
	
- Director	del	proyecto:	El	director	del	proyecto	es	Alberto	Cabellos	Aparicio.	Su	
papel	ha	sido	el	de	guiar	y	supervisar	el	cumplimiento	del	calendario	y	objetivos	
establecidos	para	el	desarrollo	del	proyecto.	
	
- Consultor:	Albert	López	Brescó	ha	sido	el	desarrollador	de	la	aplicación	para	el	
proyecto	 LISPmob.	 Por	 lo	 tanto,	 ha	 podido	 ejercer	 como	 guía	 durante	 el	
desarrollo	del	proyecto	cuándo	ha	sido	necesario.	
	
- Equipo	de	Open	Overlay	Router:	Todo	el	grupo	de	ingenieros	involucrados	en	el	
proyecto	Open	Overlay	Router,	 incluyendo	a	la	empresa	Cisco	Systems,	se	han	
visto	beneficiados	ya	que	pueden	probar	su	sistema	con	una	aplicación	Android	
mejorada.	
	
- Usuarios:	 La	 aplicación	 es	 gratuita	 y	 abierta	 a	 cualquier	 usuario	 que	 quiera	
configurar	su	red	LISP	usando	un	dispositivo	Android	como	nodo	móvil.		 	
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2.2.	Estado	del	arte	
	
LISP	 es	 una	 tecnología	 muy	 novedosa	 y	 actualmente	 se	 están	 empezando	 a	 crear	
herramientas	que	 la	utilizan	y	aprovechan	sus	múltiples	ventajas.	 La	única	aplicación	
Android	 que	 permite	 utilizar	 un	 dispositivo	 como	 nodo	 móvil	 LISP	 que	 existe	
actualmente	es	LISPmob	(la	antecesora	de	la	aplicación	que	ha	sido	desarrollada	en	este	
proyecto).	Por	 lo	tanto,	Open	Overlay	Router	 será,	en	parte,	 la	primera	aplicación	de	
este	tipo	en	el	mercado	para	el	uso	de	LISP.	
	
También	 existen	 aplicaciones	 parecidas,	 como	 la	 que	 forma	 parte	 del	 proyecto	
OpenVPN.	 Este	 proyecto	 de	 software	 libre	 fue	 creado	 en	 2002	 por	 OpenVPN	
Technologies,	 una	empresa	basada	en	Pleasanton,	California	 (USA).	OpenVPN	 es	una	
aplicación	Android	permite	crear	conexiones	VPN	en	un	dispositivo	móvil.	Sin	embargo,	
OpenVPN	 tiene	desventajas	comparada	con	OOR:	 La	configuración	de	LISP	es	mucho	
más	 compleja;	 la	 aplicación	no	dispone	de	 funcionalidades	 root	 y	 además,	 se	puede	
utilizar	para	crear	cualquier	tipo	de	VPN	(no	únicamente	LISP).	Por	lo	tanto,	OpenVPN	
no	es	tan	específica	para	el	uso	de	la	tecnología	LISP	como	la	aplicación	de	este	proyecto.		
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3.	Alcance	
El	 alcance	 de	 este	 proyecto	 está	 marcado	 por	 la	 implementación	 de	 las	 siguientes	
funcionalidades	en	la	aplicación	Open	Overlay	Router:	
	
- Uso	de	las	funcionalidades	root	y	no	root	en	una	sola	aplicación.	
- Compilación	 con	Gradle	 y	 generación	 de	 librerías	 y	 ejecutables	 con	 la	 última	
versión	de	Android	NDK.	
- Inicio	de	sesión	y	descarga	de	la	configuración	del	usuario	de	un	servidor.	
- Configuración	del	nodo	móvil	LISP,	dónde	el	usuario	puede	indicar	parámetros	
como:	La	dirección	IP	(tanto	IPv4	como	IPv6);	las	distintas	interfaces	del	móvil	a	
utilizar;	la	activación/desactivación	de	la	tecnología	NAT	Traversal;	la	dirección	
del	 Map-Resolver5,	 Map-Server6	 y	 su	 respectiva	 contraseña;	 la	 dirección	 del	
Proxy	ETR;	y	las	direcciones	DNS	primaria	y	secundaria.		
Esta	configuración	se	almacena	tanto	en	el	dispositivo	móvil	como	en	el	servidor.	
- Visualización	del	archivo	de	registros,	que	registra	la	información	del	sistema	a	
tiempo	real.		
- Activación/desactivación	del	dispositivo	como	nodo	móvil	LISP.	
- Interfaz	gráfica	siguiendo	las	normas	de	Material	Design	(véase	apartado	9)	
	
	 	
																																																						
	
	
5	Componente	de	la	infraestructura	de	red	que	acepta	Map-Requests	y	encuentra	el	EID-RLOC	apropiado	
consultando	el	Mapping-system.	
6	Componente	de	la	infraestructura	de	red	que	publica	las	EID	en	el	Mapping-system.	
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4.	Metodología	
Para	el	desarrollo	de	este	proyecto	se	ha	utilizado	la	metodología	Scrum.	Scrum	es	una	
metodología	ágil	de	desarrollo	de	software	para	trabajar	colaborativamente	y	obtener	
el	 mejor	 resultado	 posible	 de	 un	 proyecto.	 Desde	 mi	 incorporación	 a	 mediados	 de	
septiembre	de	2016	al	equipo	de	Open	Overlay	Router,	 he	 llevado	a	 cabo	 reuniones	
semanales	en	las	cuales	se	ha	hecho	un	seguimiento	y	planificación	del	trabajo	a	realizar	
para	 la	 siguiente	 reunión	 (véase	 figura	 1).	 Semanalmente,	 se	 ha	discutido	 el	 trabajo	
realizado	en	 grupo	y	 se	han	aportado	 sugerencias	de	mejora	por	parte	de	 todos	 los	
integrantes.	De	este	modo,	el	uso	de	la	metodología	Scrum	ha	proporcionado	una	mayor	
productividad	 al	 proyecto,	 pudiéndose	 monitorizar	 progresivamente	 mientras	 se	 ha	
desarrollado.	
	
	
	
Figura	1:	Esquema	de	la	metodología	Scrum	en	el	proyecto	
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5.	Planificación	temporal	
5.1.	Duración	del	proyecto	
La	duración	aproximada	del	proyecto	es	de	unos	4	meses	y	medio,	comprendidos	entre	
mediados	de	septiembre	de	2016	y	enero	de	2017.	Debido	a	que	 la	defensa	oral	del	
proyecto	se	va	a	llevar	a	cabo	a	finales	de	enero	de	2017,	el	desarrollo	de	la	aplicación	
se	planeó	que	finalizara	en	diciembre	de	2016.	Para	el	desarrollo	de	la	aplicación	se	han	
necesitado	4	meses	con	una	dedicación	de	3h/día,	y	para	la	redacción	de	la	memoria	se	
han	necesitado	50	horas.	
	
	
5.2.	Descripción	de	las	partes	del	proyecto	
5.2.1.	Planificación	del	proyecto	
La	 planificación	 del	 proyecto	 incluye	 todos	 los	 documentos	 que	 se	 entregan	 en	 la	
asignatura	GEP	y	la	planificación	con	el	equipo	OOR,	realizada	durante	el	primer	mes	del	
proyecto.	Ésta	tiene	una	gran	importancia	dentro	del	proyecto,	ya	que	se	utiliza	para	
organizar	el	trabajo	a	realizar	y	sirve	de	gran	ayuda	para	la	creación	de	la	memoria.		
	
La	duración	aproximada	de	esta	parte	es	de	37	horas	y	se	divide	en	los	siguientes	puntos:	
	
- Planificación	de	la	aplicación	con	el	equipo	OOR	
- Definición	del	alcance	y	contextualización	
- Planificación	temporal	
- Gestión	económica	y	sostenibilidad	
- Presentación	ante	el	profesorado	de	GEP	
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5.2.2.	Análisis	del	software	existente	
El	análisis	del	software	existente	es	una	parte	realizada	al	 inicio	del	proyecto,	 la	cual	
conlleva	tanto	el	estudio	de	la	aplicación	LISPmob	a	rehacer	como	el	estudio	de	otras	
aplicaciones	ya	existentes	en	el	mercado.	En	este	estudio	se	ha	realizado	tanto	el	análisis	
de	la	parte	gráfica	como	el	análisis	del	código	fuente	de	la	aplicación,	ya	que	parte	de	la	
funcionalidad	de	OOR	es	la	misma	ya	existente	en	este	tipo	aplicaciones	y	ha	resultado	
muy	útil	para	su	desarrollo.	
	
La	 duración	 del	 análisis	 del	 software	 existente	 forma	 parte	 del	 tiempo	 dedicado	 al	
desarrollo	del	software,	ya	que	se	han	realizado	simultáneamente.	
	
5.2.3.	Desarrollo	del	software	
El	desarrollo	del	software	es	la	parte	principal	del	proyecto.	Consiste	en	la	programación	
del	 código	 fuente	y	en	el	diseño	de	 la	 interfaz	gráfica	de	 la	aplicación.	En	esta	parte	
también	se	 incluye	 la	configuración	e	 implementación	del	sistema	de	usuarios	con	 la	
ayuda	de	un	servidor	http,	 y	 las	pruebas	correspondientes	en	varios	dispositivos	con	
distintos	niveles	de	permisos	(root	y	no	root).	Su	duración	aproximada	ha	sido	de	370	
horas,	siendo	finalizada	en	diciembre	de	2016.		
	
Ha	sido	dividida	en	los	siguientes	puntos:	
	
- Análisis	de	la	aplicación	LISPmob	
- Migración	del	proyecto	a	Android	Studio	
- Configuración	del	sistema	de	compilación	Gradle		
- Creación	de	las	librerías	y	ejecutables	de	la	aplicación	mediante	Android	NDK	
- Desarrollo	de	nuevas	funcionalidades		
- Configuración	del	servidor	y	base	de	datos		
- Desarrollo	de	la	parte	gráfica	
- Pruebas	en	distintas	versiones	de	Android	y	dispositivos	(root	y	no	root)	
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5.2.4.	Creación	de	la	memoria	
La	creación	de	 la	memoria	del	proyecto	ha	sido	realizada	en	enero	de	2017,	una	vez	
finalizado	el	desarrollo	de	 la	aplicación	OOR.	Para	 la	redacción	del	documento,	se	ha	
utilizado	parte	de	la	documentación	creada	para	la	asignatura	GEP.	Con	la	ayuda	de	esta	
memoria,	va	a	poder	servir	de	guía	para	la	preparación	de	la	defensa	oral	del	proyecto.	
La	duración	aproximada	de	esta	parte	es	de	50	horas.	
	
5.2.5.	Preparación	y	defensa	del	proyecto	
La	preparación	y	defensa	del	proyecto	se	va	a	realizar	a	finales	de	enero	de	2017.	Junto	
a	este	paso	va	a	dar	por	 finalizado	el	desarrollo	de	OOR,	y	 la	aplicación	va	a	resultar	
disponible	para	los	usuarios.	La	duración	aproximada	de	esta	parte	será	de	12	horas.	
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6.	Gestión	económica		
6.1.	Estimación	de	los	costes	
	
A	continuación	se	exponen	los	diferentes	costes	relativos	a	recursos	humanos,	hardware	
y	 software	 del	 proyecto.	 Cabe	decir	 que	 estos	 costes	 son	 aproximados,	 ya	 que	ni	 la	
duración	 en	 horas	 ni	 los	 costes	 de	 los	 recursos	 humanos	 del	 proyecto	 pueden	 ser	
calculados	con	exactitud.		
	
Como	está	descrito	en	la	planificación	temporal	de	la	memoria	(sección	5),	la	duración	
completa	del	proyecto	es	de	de	4	meses	y	medio,	lo	que	equivale	aproximadamente	a	
135	días.	Tendiendo	en	cuenta	que	el	trabajo	diario	aproximado	es	de	3h,	llegamos	a	
3*135	=	405	horas	trabajadas.	
	
6.1.1.	Recursos	humanos	
	
La	remuneración	de	cada	rol	corresponde	al	precio	medio	por	hora	trabajada	que	se	
establece	en	la	página	web	tusalario.es	(consultado	en	2016).		
	
Rol	 Horas	estimadas	 Remuneración	
(€/h)	
Coste	estimado	(€)	
Jefe	de	proyecto	 167	 16,1	 2.688,7	
Diseñador	 34	 8,8	 299,2	
Programador	 204	 11,9	 2.427,6	
Total	estimado	 405	 	 5.415,5	
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6.1.2.	Recursos	hardware	
	
Los	recursos	hardware	utilizados	se	estima	que	tendrán	una	vida	útil	de	4	años.	Para	
establecer	un	coste	de	amortización	por	hora	se	utiliza	como	referencia	un	año	de	vida	
útil	como	249	días	hábiles	a	un	ritmo	de	8h	al	día.	Por	lo	tanto,	el	coste	de	amortización	
de	cada	recurso	hardware	será:	Precio	/	(4	años	*	249	días	*	8	horas/día).	
	
Hardware	 Precio	(€)	 Horas	
estimadas	
Coste	
amortización	
(€/h)	
Coste	
estimado	(€)	
Ordenador	
portátil	
Macbook	Pro	
1649	 405	 0,207	 83,835	
Teléfono	móvil		
Umi	Touch	
170	 67	 0,021	 1,407	
Teléfono	móvil		
Inew	V1	
80	 67	 0,01	 0,67	
Servidor	 300	 20	 0,037	 0,74	
Total	estimado	 	 	 	 86,652	
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6.1.3.	Recursos	software		
	
Los	recursos	software	usados	durante	el	proyecto	son	gratuitos,	ya	que	son	software	
libre	o	gratuitos	con	la	compra	de	un	producto	asociado	a	ellos.	
	
Software	 Precio	(€)	 Coste	(€)	
Mac	OS	X	Sierra	 0	 0	
Ubuntu	14.04	LTS	 0	 0	
Android	Studio	 0	 0	
Open	Office	 0	 0	
Genymotion	 0	 0	
Total	 	 0	
	
6.1.4.	Coste	total	
En	esta	tabla	se	expone	el	coste	total	de	todos	los	recursos	utilizados	para	el	desarrollo	
del	proyecto:	
	
Recurso	 Coste	estimado	(€)	
Recursos	humanos	 5.415,5	
Recursos	hardware	 86,652	
Recursos	software	 0	
Total	 5.502,152	
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7.	Sostenibilidad	y	Compromiso	
Social	
	
7.1.	Sostenibilidad	social	
La	aplicación	Open	Overlay	Router	podrá	ser	utilizada	por	empresas	o	particulares	que	
quieran	probar	la	arquitectura	de	enrutamiento	LISP	en	sus	redes	privadas	con	la	ayuda	
de	un	dispositivo	Android	como	nodo	móvil	LISP.	Por	lo	tanto,	este	proyecto	ofrece	una	
herramienta	exclusiva	para	este	tipo	de	uso.	
	
7.2.	Sostenibilidad	ambiental	
En	lo	que	conlleva	sobre	medio	ambiente,	este	proyecto	no	tiene	una	gran	repercusión,	
ya	que	al	 ser	un	proyecto	de	 software	 los	únicos	 gastos	que	pueden	afectar	 son	 los	
indirectos,	como	el	uso	de	electricidad	o	de	papel.	
	
7.3.	Tabla	de	sostenibilidad	
Sostenibilidad	 Económica	 Social	 Ambiental	
Puntuación	 7	 6	 8	
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8.	Desarrollo	de	la	aplicación	
	
En	este	apartado	se	definen	detalladamente	todos	los	pasos	seguidos	para	el	desarrollo	
de	 la	 aplicación	Open	 Overlay	 Router,	 incluyendo	 detalles	 sobre	 su	 funcionamiento,	
procedimientos	seguidos	para	su	desarrollo	y	complicaciones	encontradas	durante	este	
proceso	y	cómo	se	han	solventado.		
	
8.1.	Migración	a	Android	Studio	
8.1.1.	Análisis	de	la	aplicación	LISPmob	
En	primer	lugar,	se	ha	descargado	y	analizado	el	código	fuente	de	la	aplicación	LISPmob	
almacenado	en	el	repositorio	GitHub	del	proyecto	Open	Overlay	Router.	Una	vez	se	ha	
establecido	una	primera	idea	de	cómo	funciona	el	sistema	y	la	aplicación	en	su	totalidad,	
el	siguiente	paso	ha	sido	migrar	el	proyecto	a	Android	Studio,	para	que	se	puedan	utilizar	
las	últimas	herramientas	disponibles	para	el	desarrollo	de	aplicaciones	Android.		
	
La	migración	a	Android	Studio	ha	sido	una	tarea	más	compleja	de	lo	esperado	al	inicio	
del	proyecto,	ya	que	se	ha	tenido	que	modificar	tanto	la	estructura	de	los	archivos	del	
proyecto	como	todas	sus	configuraciones	(figura	2).	En	su	anterior	versión,	la	aplicación	
LISPmob	tenía	estructurados	los	archivos	del	proyecto	de	la	manera	requerida	según	el	
compilador	Ant,	pero	como	en	Android	Studio	el	compilador	que	se	utiliza	es	Gradle,	se	
ha	tenido	que	cambiar	toda	la	estructura	del	proyecto.	
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Figura	2:	Estructura	del	proyecto	de	Ant	vs	Gradle	
	
8.1.2.	Configuración	del	sistema	de	compilación	
Una	vez	estructurado	el	proyecto	para	que	funcionara	en	Android	Studio	correctamente,	
se	ha	tenido	que	configurar	el	sistema	de	compilación	Gradle.	Como	el	antiguo	sistema	
de	compilación	era	Ant,	 los	archivos	de	configuración	eran	totalmente	diferentes.	En	
Ant	se	utiliza	un	solo	archivo	de	compilación,	escrito	en	el	 lenguaje	de	programación	
XML,	llamado	build.xml.	En	cambio,	Gradle	utiliza	el	archivo	gradle.build	para	compilar,	
escrito	en	un	lenguaje	de	programación	basado	en	Groovy	(figura	3)	[5,	6].		
	
Figura	3:	Ejemplo	de	archivo	de	configuración	de	Ant	vs	Gradle	
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8.1.3.	Configuración	de	Android	NDK	
Android	Native	Development	Kit	(NDK)	o	Sistema	de	Desarrollo	Nativo	es	la	herramienta	
que	 utiliza	Android	 Studio	 para	 ejecutar	 e	 instalar	 librerías	 escritas	 en	 lenguajes	 de	
programación	C	y	C++	 [7,	8].	Esta	herramienta	ha	sido	de	vital	 importancia	para	este	
proyecto	ya	que	todo	el	sistema	OOR	está	programado	en	C.	Además,	para	el	correcto	
funcionamiento	de	la	aplicación	se	ha	requerido	generar	con	Android	NDK	unas	librerías	
para	la	versión	no	root	y	unos	ejecutables	para	la	versión	root	de	la	aplicación.	
	
En	el	archivo	de	configuración	de	Gradle	(build.gradle)	se	indica	el	uso	de	Android	NDK	
durante	el	proceso	de	compilación,	así	como	los	archivos	con	extensión	 .mk	 (en	este	
proyecto	Android.mk	y	norootAndroid.mk).	Estos	archivos	conectan	los	archivos	C	y	C++	
con	Android	NDK,	ubicados	en	la	carpeta	jni	del	proyecto.	La	sintaxis	de	los	archivos	.mk	
permite	agrupar	sus	 fuentes	en	módulos.	Un	módulo	puede	ser	 tanto	una	biblioteca	
estática	como	una	biblioteca	compartida	o	un	ejecutable	independiente.	
	
La	 configuración	 de	 Android.mk	 (utilizado	 para	 la	 versión	 con	 permisos	 root	 de	 la	
aplicación)	tuvo	una	dificultad	añadida.	La	aplicación	requiere	el	uso	de	unos	ejecutables	
generados	a	partir	de	esta	configuración,	pero	cuando	se	genera	la	aplicación,	el	sistema	
de	compilación	sólo	coloca	las	librerías	compartidas	en	ella,	y	no	los	ejecutables.	Para	
poder	 utilizar	 estos	 ejecutables,	 se	 ha	 cambiado	 su	 nombre	para	 hacerlos	 pasar	 por	
librerías	 compartidas	 y	 así	 “engañar”	 a	 Gradle	 para	 que	 los	 coloque	 dentro	 de	 la	
aplicación	(véase	fragmento	de	código	1).	
	
La	configuración	de	la	versión	sin	permisos	root	de	la	aplicación	fue	más	sencilla,	ya	que	
norootAndroid.mk	 genera	 directamente	 varias	 librerías	 compartidas,	 las	 cuales	 el	
sistema	de	compilación	coloca	dentro	de	la	aplicación	para	su	futuro	uso.	
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1. LOCAL_PATH:= $(call my-dir)   
2. LOCAL_PATH2:= $(call my-dir)   
3. subdirs := $(addprefix $(LOCAL_PATH)/,$(addsuffix /Android.mk, confuse_android ))   
4. include $(subdirs)     
5.    
6. LOCAL_PATH:= $(LOCAL_PATH2)/../../oor   
7. include $(CLEAR_VARS)   
8. LOCAL_SRC_FILES = \   
9. config/oor_config_confuse.c    \   
10.           config/oor_config_functions.c  \   
11.           control/oor_control.c          \   
12.           control/oor_ctrl_device.c      \   
13.           control/oor_local_db.c         \   
14.           control/oor_map_cache.c        \   
15.           control/lisp_xtr.c             \   
16.           control/lisp_ms.c              \   
17.           control/control-data-plane/control-data-plane.c    \   
18.           control/control-data-plane/tun/cdp_tun.c           \   
19.           data-plane/data-plane.c        \   
20.           data-plane/encapsulations/vxlan-gpe.c              \   
21.           data-plane/tun/tun.c           \   
22.           data-plane/tun/tun_input.c     \   
23.           data-plane/tun/tun_output.c    \   
24.           elibs/mbedtls/md.c             \   
25.           elibs/mbedtls/sha1.c           \   
26.           elibs/mbedtls/sha256.c         \   
27.           elibs/mbedtls/md_wrap.c        \   
28.           elibs/patricia/patricia.c      \   
29.           fwd_policies/fwd_policy.c      \   
30.           fwd_policies/flow_balancing/fb_addr_func.c         \   
31.           fwd_policies/flow_balancing/flow_balancing.c       \   
32.           liblisp/liblisp.c              \   
33.           liblisp/lisp_address.c         \   
34.           liblisp/lisp_data.c            \   
35.           liblisp/lisp_ip.c              \   
36.           liblisp/lisp_lcaf.c            \   
37.           liblisp/lisp_locator.c         \   
38.           liblisp/lisp_mapping.c         \   
39.           liblisp/lisp_messages.c        \   
40.           liblisp/lisp_message_fields.c  \   
41.           lib/cksum.c                    \   
42.           lib/generic_list.c             \   
43.           lib/hmac.c                     \   
44.           lib/iface_locators.c           \   
45.           lib/int_table.c                \   
46.           lib/lbuf.c                     \   
47.           lib/lisp_site.c                \   
48.           lib/oor_log.c                  \   
49.           lib/mapping_db.c               \   
50.           lib/map_cache_entry.c          \   
51.           lib/map_local_entry.c          \   
52.           lib/mem_util.c                 \   
53.           lib/nonces_table.c             \   
54.           lib/packets.c                  \   
55.           lib/pointers_table.c           \   
56.           lib/prefixes.c                 \   
57.           lib/routing_tables_lib.c       \   
58.           lib/sockets.c                  \   
59.           lib/sockets-util.c             \   
60.           lib/shash.c                    \   
61.           lib/timers.c                   \   
62.           lib/timers_utils.c             \   
63.           lib/ttable.c                   \   
64.           lib/util.c                     \   
65.           cmdline.c                      \   
66.           iface_list.c                   \   
67.           iface_mgmt.c                   \   
68.           oor.c                             
69.    
70. LOCAL_CFLAGS += -g -DANDROID     
71. #-fPIE   
72. #LOCAL_LDFLAGS += -fPIE -pie   
73. LOCAL_C_INCLUDES += $(LOCAL_PATH2)/zeromq3-x/include    
74. LOCAL_LDLIBS := -llog   
75. LOCAL_STATIC_LIBRARIES := libconfuse   
76. LOCAL_SHARED_LIBRARIES := libcutils   
77. LOCAL_MODULE = oorexec   
78.    
79. include $(BUILD_EXECUTABLE)   
80.    
81. all:   
82.     mv $(LOCAL_PATH2)/../libs/armeabi/oorexec $(LOCAL_PATH2)/../libs/armeabi/liboorexec.so   
83.     mv $(LOCAL_PATH2)/../libs/arm64-v8a/oorexec $(LOCAL_PATH2)/../libs/arm64-v8a/liboorexec.so   
84.     mv $(LOCAL_PATH2)/../libs/armeabi-v7a/oorexec $(LOCAL_PATH2)/../libs/armeabi-v7a/liboorexec.so   
85.     mv $(LOCAL_PATH2)/../libs/mips/oorexec $(LOCAL_PATH2)/../libs/mips/liboorexec.so   
86.     mv $(LOCAL_PATH2)/../libs/mips64/oorexec $(LOCAL_PATH2)/../libs/mips64/liboorexec.so   
87.     mv $(LOCAL_PATH2)/../libs/x86/oorexec $(LOCAL_PATH2)/../libs/x86/liboorexec.so   
88.     mv $(LOCAL_PATH2)/../libs/x86_64/oorexec $(LOCAL_PATH2)/../libs/x86_64/liboorexec.so   
Fragmento	de	código	1:	Archivo	Android.mk	
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8.1.4.	Unión	de	las	funcionalidades	root	y	no	root	
La	unión	de	las	funcionalidades	root	y	no	root	se	ha	realizado	una	vez	el	proyecto	ha	
funcionado	 correctamente	 en	 Android	 Studio,	 el	 sistema	 de	 compilación	 ha	 sido	
configurado,	y	Android	NDK	ha	generado	los	archivos	necesarios.	En	concreto,	se	han	
unificado	 las	 dos	 aplicaciones	 LISPmob	 en	 una	 que	 pudiera	 usar	 tanto	 las	
funcionalidades	 root	en	dispositivos	que	 lo	permitieran,	como	 las	 funcionalidades	no	
root	en	el	resto	de	dispositivos.	La	diferencia	principal	entre	estas	dos	funcionalidades	
es	la	manera	en	la	cual	activan	el	sistema	OOR:		
	
- Con	 permisos	 root:	 El	 sistema	OOR	 se	 activa	 a	 través	 de	 un	 ejecutable	 que	
controla	 todo	 el	 sistema.	 El	 sistema	 es	 controlado	 tanto	 para	
encapsular/desencapsular	 con	 LISP	 los	 paquetes	 entrantes	 y	 salientes	 del	
dispositivo,	como	para	dirigirlos	a	su	destino.	
- Sin	permisos	root:	Si	 la	aplicación	no	dispone	de	permisos	root,	no	es	posible	
arrancar	el	ejecutable	y	por	lo	tanto	el	sistema	OOR	se	activa	a	través	de	unas	
librerías	que	crean	una	VPN	en	el	sistema.	A	través	de	esta	VPN,	la	aplicación	se	
comunica	enviando	y	recibiendo	los	paquetes	encapsulados	en	LISP.		
	
Para	 unificar	 estas	 dos	 funcionalidades,	 se	 han	 comparado	 los	 códigos	 de	 ambas	
aplicaciones	 y	 se	 han	 seleccionado	 tanto	 las	 clases	 Java	 como	 los	 documentos	XML	
(parte	 gráfica	 de	 la	 aplicación)	 que	 fueran	 idénticos.	 Para	 conseguir	 un	 correcto	
funcionamiento	de	ambas	funcionalidades,	se	han	seguido	los	siguientes	pasos:	
	
1. Adición	al	proyecto	de	todas	las	clases	Java	restantes.		
2. Depuración	de	cada	clase	para	observar	su	comportamiento.	
3. Modificación	del	código	dónde	ha	sido	necesario.	
	
Estas	dos	funcionalidades	son	la	parte	de	la	aplicación	que	activa	el	uso	del	dispositivo	
como	nodo	móvil	LISP.	Por	 lo	tanto,	este	ha	sido	un	proceso	muy	importante	para	el	
proyecto	y	ha	requerido	de	una	gran	dedicación	para	su	correcto	funcionamiento.	
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8.2.	Desarrollo	de	nuevas	funcionalidades	
Una	 vez	 la	 aplicación	 ha	 funcionado	 de	manera	 totalmente	 correcta,	 se	 han	 podido	
desarrollar	 las	 nuevas	 funcionalidades	marcadas	 según	 los	 objetivos	 del	 proyecto.	 A	
continuación,	se	exponen	detalladamente:		
	
8.2.1.	Inicio	de	sesión	
Para	 desarrollar	 el	 inicio	 de	 sesión,	 se	 ha	 utilizado	 una	 clase	 Java	 que	 se	 conecta	 al	
servidor	a	través	de	una	petición	http	para	obtener	la	configuración	del	usuario.	Para	
poder	desarrollar	esta	funcionalidad	en	la	aplicación,	se	ha	creado	un	servidor	local	falso	
que	se	ha	reemplazado	por	uno	real	cuándo	el	código	de	la	aplicación	ha	funcionado	
correctamente.	El	servidor	local	solamente	devuelve	las	credenciales	del	usuario,	que	es	
lo	estrictamente	necesario	para	probar	la	conexión	entre	la	aplicación	y	el	servidor.	
	
	
Figura	4:	Esquema	de	conexión	con	el	servidor	
	
La	clase	Java	se	conecta	al	servidor	usando	Volley,	una	librería	desarrollada	por	Google	
que	se	utiliza	para	realizar	peticiones	http	desde	aplicaciones	Android	hacia	servidores	
externos.	Desde	 la	aplicación,	 se	envía	una	petición	con	 las	credenciales	de	 inicio	de	
sesión	del	usuario	y	se	espera	a	la	respuesta	del	servidor,	que	puede	ser:	
	
- Positiva:	Se	reciben	los	datos	de	configuración	del	sistema	OOR	del	usuario	en	
formato	JSON,	los	cuales	se	utilizan	para	crear	el	archivo	de	configuración	que	
posteriormente	será	utilizado	por	la	aplicación.		
- Negativa:	Puede	producirse	debido	tanto	a	un	error	del	servidor	como	a	que	las	
credenciales	indicadas	por	el	usuario	son	erróneas.		
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1. private void checkLogin(final String email, final String password) {   
2.        String tag_string_req = "req_login";   
3.        pDialog.setMessage("Logging in ...");   
4.        showDialog();   
5.        StringRequest strReq = new StringRequest(Request.Method.POST,   
6.                url, new Response.Listener<String>() {   
7.            @Override   
8.            public void onResponse(String response) {   
9.                Log.d(TAG, "Login Response: " + response.toString());   
10.                if (!LoginActivity.this.isFinishing() && pDialog != null) {   
11.                    hideDialog();   
12.                }   
13.                try {   
14.                    JSONObject jObj = new JSONObject(response);   
15.                    boolean error = jObj.getBoolean("error");   
16.                    // Check for error node in json   
17.                    if (!error) {   
18.                        userConf = new String[14];   
19.                        // user successfully logged in   
20.                        String uid = jObj.getString("uid");   
21.                        JSONObject user = jObj.getJSONObject("user");   
22.                        userConf[0] = user.getString("name");   
23.                        userConf[1] = user.getString("email");   
24.                        userConf[2] = user.getString("eidipv4");   
25.                        userConf[3] = user.getString("eidipv6");   
26.                        userConf[4] = user.getString("ifaces");   
27.                        userConf[5] = user.getString("mr");   
28.                        userConf[6] = user.getString("ms");   
29.                        userConf[7] = user.getString("mskey");   
30.                        userConf[8] = user.getString("proxyetr");   
31.                        userConf[9] = user.getString("dns1");   
32.                        userConf[10] = user.getString("dns2");   
33.                        userConf[11] = user.getString("overrideDNS");   
34.                        userConf[12] = user.getString("nat_aware");   
35.                        userConf[13] = user.getString("loglevel");   
36.                        updateConfActivity config = new updateConfActivity();   
37.                        config.createLoginFile(userConf);   
38.                    } else {   
39.                        // Error in login. Get the error message   
40.                        String errorMsg = jObj.getString("error_msg");   
41.                        Toast.makeText(getApplicationContext(),   
42.                                errorMsg, Toast.LENGTH_LONG).show();   
43.                    }   
44.                } catch (JSONException e) {   
45.                    // JSON error   
46.                    e.printStackTrace();   
47.                    Toast.makeText(getApplicationContext(), "Json error: " + e.getMessage(), Toast.LENGTH_LONG).show();   
48.                }   
49.            }   
50.        }, new Response.ErrorListener() {   
51.            @Override   
52.            public void onErrorResponse(VolleyError error) {   
53.                Log.e(TAG, "Login Error: " + error.getMessage());   
54.                Toast.makeText(getApplicationContext(),   
55.                        error.getMessage(), Toast.LENGTH_LONG).show();   
56.                if (!LoginActivity.this.isFinishing() && pDialog != null) {   
57.                    hideDialog();   
58.                }   
59.            }   
60.        }) {   
61.            @Override   
62.            protected Map<String, String> getParams() {   
63.                // Posting parameters to login url   
64.                Map<String, String> params = new HashMap<String, String>();   
65.                params.put("email", email);   
66.                params.put("password", password);   
67.                return params;   
68.            }   
69.        };   
70.        // Adding request to request queue   
71.        addToRequestQueue(strReq, tag_string_req);   
72.    }   
Fragmento	de	código	2:	Función	que	interpreta	la	respuesta	del	servidor	
	
8.2.2.	Configuración	del	servidor		
Una	 vez	 la	 aplicación	 ha	 funcionado	 correctamente	 con	 el	 servidor	 local,	 se	 ha	
configurado	un	servidor	real	en	Internet.	Para	su	elección,	se	han	analizado	diferentes	
compañías	 online	 que	 ofrecen	 servicios	 gratuitos	 de	 servidores	 con	 bases	 de	 datos	
MySQL,	decidiéndose	crear	un	servidor	en	hostinger.in.	
	
31	
	
Para	la	configuración	del	servidor	se	ha	utilizado	el	lenguaje	de	programación	PHP	y	la	
configuración	de	una	API	REST.	Se	ha	decidido	usar	REST	al	ser	el	estándar	más	lógico,	
eficiente	y	habitual	en	la	creación	de	APIs	para	servicios	de	Internet.	Se	han	creado	varias	
clases	PHP:	
	
- Login.php:	Clase	principal	que	se	conecta	con	la	aplicación.	
- Config.php:	Clase	que	contiene	la	configuración	de	la	conexión	con	la	base	de	
datos	MySQL.	
- DB_Connect.php:	Clase	que	se	conecta	a	la	base	de	datos.	
- DB_Functions.php:	 Clase	 que	 contiene	 las	 funciones	 matemáticas	 de	
encriptación	y	desencriptación	de	contraseñas.	
	
1. <?php   
2. require_once 'include/DB_Functions.php';   
3. $db = new DB_Functions();   
4. // json response array   
5. $response = array("error" => FALSE);   
6. if (isset($_POST['email']) && isset($_POST['password'])) {   
7.     // receiving the post params   
8.     $email = $_POST['email'];   
9.     $password = $_POST['password'];   
10.     // get the user by email and password   
11.     $user = $db->getUserByEmailAndPassword($email, $password);   
12.     if ($user != false) {   
13.         // user is found   
14.         $response["error"] = FALSE;   
15.         $response["uid"] = $user["uuid"];   
16.         $response["user"]["name"] = $user["name"];   
17.         $response["user"]["email"] = $user["email"];   
18.         $response["user"]["eidipv4"] = $user["$eidipv4"];   
19.         $response["user"]["eidipv6"] = $user["$eidipv6"];   
20.         $response["user"]["ifaces"] = $user["$ifaces"];   
21.         $response["user"]["mr"] = $user["$mr"];   
22.         $response["user"]["ms"] = $user["$ms"];   
23.         $response["user"]["mskey"] = $user["$mskey"];   
24.         $response["user"]["proxyetr"] = $user["$proxyetr"];   
25.         $response["user"]["dns1"] = $user["$dns1"];   
26.         $response["user"]["dns2"] = $user["$dns2"];   
27.         $response["user"]["overrideDNS"] = $user["$overrideDNS"];   
28.         $response["user"]["nat_aware"] = $user["$nat_aware"];   
29.         $response["user"]["loglevel"] = $user["$loglevel"];   
30.         echo json_encode($response);   
31.     } else {   
32.         //user is not found with the credentials   
33.         $response["error"] = TRUE;   
34.         $response["error_msg"] = "Login credentials are wrong. Please try again!";   
35.         echo json_encode($response);   
36.     }   
37. } else {   
38.     // required post params is missing   
39.     $response["error"] = TRUE;   
40.     $response["error_msg"] = "Required parameters email or password is missing!";   
41.     echo json_encode($response);   
42. }   
43. ?>      
Fragmento	de	código	3:	Archivo	Login.php	
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El	servidor	funciona	de	la	siguiente	manera:	
	
1- La	clase	principal	recibe	la	petición	de	inicio	de	sesión	de	la	aplicación	junto	con	
las	credenciales	del	usuario	(email	y	contraseña).	
2- De	la	base	de	datos	se	obtienen	las	credenciales	del	usuario.	
3- Se	encripta	la	contraseña	recibida	y	se	compara	con	la	obtenida	de	la	base	de	
datos.	
4- Si	 las	 credenciales	 son	 las	 correctas,	 se	 responde	 a	 la	 petición	 hecha	 por	 la	
aplicación	con	la	configuración	de	OOR	del	usuario	codificada	en	JSON.	En	caso	
de	que	las	credenciales	no	coincidan,	se	responde	con	un	mensaje	de	error.	
	
Al	finalizar	la	configuración	del	servidor,	la	base	de	datos	del	equipo	de	Open	Overlay	
Router	 permanecía	 en	proceso	de	 creación	 y	no	 se	pudo	 conectar	 con	ella	 en	 aquel	
momento.	Por	lo	tanto,	se	ha	modificado	el	código	PHP	para	que	devuelva	siempre	la	
misma	configuración	al	usuario	y	se	ha	dejado	listo	para	la	futura	conexión	con	la	base	
de	datos	real.	
	
A	continuación,	mediante	el	protocolo	HTTPS	(HTTP	con	SSL),	se	intentó	configurar	una	
conexión	 segura,	 al	 tratarse	 información	 sensible	 durante	 el	 inicio	 de	 sesión.	 Sin	
embargo,	el	servidor	gratuito	no	permitía	conexiones	HTTPS.	Por	lo	tanto,	finalmente	se	
ha	configurado	un	 servidor	Linux	de	 la	UPC	utilizando	 la	misma	configuración	que	el	
anterior.	
	
Pasos	seguidos	para	 la	configuración	del	protocolo	seguro	HTTPS	en	el	servidor	de	 la	
UPC:	
	
1. Creación	de	un	certificado	SSL	firmado	por	el	servidor.	
2. Configuración	del	servidor	con	este	certificado	SSL.	
3. Adición	del	certificado	SSL	a	la	aplicación	junto	con	una	clase	Java	nueva	con	las	
funciones	necesarias	para	permitir	el	uso	de	HTTPS.	
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9.	Creación	de	la	interfaz	gráfica	
La	 interfaz	 gráfica	 de	 LISPmob	 era	 poco	 eficiente,	 anticuada	 y	 poco	 atractiva	
visualmente.	Por	lo	tanto,	Open	Overlay	Router	ha	requerido	un	rediseño	por	completo	
de	toda	su	interfaz	gráfica.		
	
En	 primer	 lugar,	 se	 han	 estudiado	 diferentes	 herramientas	 visuales	 aportadas	 por	
Material	Design:	Una	normativa	de	diseño	enfocado	en	la	visualización	de	Android	que	
ha	 sido	 desarrollada	 por	Google	 e	 integrada	 a	 partir	 del	 sistema	 operativo	Android	
Lollipop	(Android	5.0)	[9].	Esta	herramienta	está	basada	en	objetos	materiales:	Piezas	
colocadas	en	un	espacio	 (lugar)	y	en	un	tiempo	(movimiento)	determinado.	Material	
Design	pretende	guiarse	por	las	leyes	de	la	física,	dónde	las	animaciones	sean	lógicas	y	
los	objetos	se	superpongan	pero	no	puedan	atravesarse	los	unos	a	los	otros	[10].	
	
Una	vez	analizadas	 las	distintas	herramientas	y	normativas	de	Material	Design,	se	ha	
realizado	 una	 lluvia	 de	 ideas	 con	 el	 fin	 de	 obtener	 varios	 diseños	 posibles	 de	 la	
aplicación.	Finalmente,	se	ha	decidido	emplear	un	formato	útil,	intuitivo	y	fácil	de	usar:	
	
- En	primer	lugar,	como	el	botón	de	inicio	del	servicio	OOR	(uso	de	el	dispositivo	
como	nodo	móvil	LISP)	tenía	que	ser	grande	y	llamativo,	se	ha	utilizado	el	icono	
del	proyecto	Open	Overlay	Router	para	esa	función.		
- En	segundo	 lugar,	se	ha	utilizado	un	formato	con	pestañas	para	acceder	a	 las	
diferentes	 pantallas	 de	 la	 aplicación.	 Éste	 es	 un	 formato	 sencillo	 de	 usar	 por	
cualquier	usuario	y	más	elegante	que	una	serie	de	botones	en	la	pantalla	inicial.	
	
El	esquema	de	color	de	la	interfaz	gráfica	se	ha	diseñado	imitando	el	sistema	de	colores	
del	 logo	 de	Open	Overlay	 Router	 para	 conseguir	 una	mayor	 uniformidad	 en	 toda	 la	
aplicación.	 Se	 han	 creado	 varios	 prototipos	 de	 la	 interfaz	 gráfica	 mediante	 la	
herramienta	online	proto.io,	variando	la	combinación	de	colores	y	las	pantallas	en	ellos.	
Estos	modelos	previos	(véase	figura	5	y	6)	se	presentaron	a	los	integrantes	del	equipo	
OOR	 para	 decidir	 el	 formato	 y	 color	 final	más	 adecuados.	 Finalmente,	 se	 escogió	 el	
modelo	de	la	figura	5	como	modelo	de	interfaz	gráfica	definitivo	para	la	aplicación.	
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Figura	6:	Opción	alternativa	de	interfaz	gráfica	
Una	 vez	 decididos	 el	 formato	 y	 colores	 de	 la	 aplicación	 junto	 al	 equipo	 de	OOR,	 se	
empezó	 a	 desarrollar	 la	 interfaz	 gráfica	 con	Android	 Studio.	 La	 interfaz	 gráfica	 está	
compuesta	por	archivos	XML,	en	los	cuales	se	integran	imágenes	y	componentes	de	cada	
pantalla.	
	
Para	 el	 desarrollo	 de	 la	 pantalla	 principal	 se	 ha	 seguido	 un	 formato	 en	 pestañas	
mediante	la	utilización	de	la	clase	FragmentTabHost	(véase	fragmentos	de	código	4	y	5),	
que	utiliza	clases	Fragment	para	llenar	el	contenido	de	cada	pantalla.	Sin	embargo,	las	
pantallas	 de	 la	 aplicación	 eran	 clases	 Activity,	 las	 cuales	 no	 se	 pueden	 usar	 en	 un	
FragmentTabHost.	Por	lo	tanto,	se	ha	tenido	que	modificar	cada	una	de	ellas	y	pasarlas	
a	clases	Fragment,	proceso	que	ha	ralentizado	el	desarrollo	de	la	interfaz	gráfica.	
Figura	5:	Interfaz	gráfica	escogida	el	por	equipo	OOR	
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1. <?xml version="1.0" encoding="utf-8"?>   
2. <LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"   
3.     android:layout_width="match_parent"   
4.     android:layout_height="match_parent"   
5.     android:background="#f0f0f0"   
6.     android:orientation="vertical">   
7.    
8.     <android.support.v4.app.FragmentTabHost   
9.         android:id="@android:id/tabhost"   
10.         android:layout_width="match_parent"   
11.         android:layout_height="match_parent"   
12.         android:background="#f0f0f0">   
13.            
14.         <LinearLayout   
15.             android:layout_width="match_parent"   
16.             android:layout_height="match_parent"   
17.             android:orientation="vertical">   
18.    
19.             <TabWidget   
20.                 android:id="@android:id/tabs"   
21.                 android:layout_width="match_parent"   
22.                 android:layout_height="wrap_content"   
23.                 android:background="#00796b" />   
24.    
25.             <FrameLayout   
26.                 android:id="@android:id/tabcontent"   
27.                 android:layout_width="match_parent"   
28.                 android:layout_height="match_parent">   
29.                    
30.             </FrameLayout>   
31.         </LinearLayout>   
32.     </android.support.v4.app.FragmentTabHost>   
33. </LinearLayout>   
Fragmento	de	código	4:	Archivo	XML	de	la	pantalla	principal	
1. mTabHost = (FragmentTabHost) findViewById(android.R.id.tabhost);   
2. mTabHost.setup(this, getSupportFragmentManager(), android.R.id.tabcontent);   
3. if (root) {   
4.     mTabHost.addTab(mTabHost.newTabSpec("tab1").setIndicator("OOR", null), OOR.class, null);   
5.     mTabHost.addTab(mTabHost.newTabSpec("tab2").setIndicator("CONFIG", null), updateConfActivity.class, null);   
6. } else {   
7.     mTabHost.addTab(mTabHost.newTabSpec("tab1").setIndicator("OOR", null), noroot_OOR.class, null);   
8.     mTabHost.addTab(mTabHost.newTabSpec("tab2").setIndicator("CONFIG", null), noroot_updateConfActivity.class, null);   
9. }   
10. mTabHost.addTab(mTabHost.newTabSpec("tab3").setIndicator("LOGS", null), logActivity.class, null);   
11. updateConfActivity conf = new updateConfActivity();   
12. if (conf.lowLogLevel()) mTabHost.getTabWidget().getChildAt(2).setVisibility(View.GONE); // erase log tab tab 3   
13. for (int i = 0; i < mTabHost.getTabWidget().getTabCount(); ++i) {   
14.     TextView tv = (TextView) mTabHost.getTabWidget().getChildAt(i).findViewById(android.R.id.title);   
15.     tv.setTextColor(Color.parseColor("#FFFFFF"));   
16. }   
Fragmento	de	código	5:	Configuración	de	FragmentTabHost	en	Java	
Durante	el	desarrollo	de	la	pantalla	de	configuración	de	LISP	se	querían	implementar	
objetos	EditText	para	modificar	las	distintas	variables	de	la	configuración.	Sin	embargo,	
para	que	los	objetos	EditText	fueran	compatibles	con	todas	las	versiones	de	Android,	no	
podían	seguir	 las	pautas	de	Material	Design.	Por	 lo	tanto,	se	ha	decidido	utilizar	una	
librería	 externa	 que	 implementa	 una	 versión	 de	 EditText	 que	 sigue	 las	 normas	 de	
Material	Design.	
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9.1.	Pantallas	de	la	aplicación		
A	 continuación	 se	 muestran	 y	 explican	 las	 distintas	 pantallas	 de	 la	 aplicación	Open	
Overlay	Router:	
	
9.1.1.	Inicio	de	sesión	
La	 pantalla	 de	 inicio	 de	 sesión	 (véase	 figura	 7)	 es	 la	
primera	 pantalla	 que	 aparece	 cuando	 se	 inicia	 la	
aplicación	por	primera	vez.	En	ella,	el	usuario	introduce	
sus	 credenciales	 para	 descargarse	 su	 configuración	
almacenada	 en	 el	 servidor,	 o	 si	 lo	 prefiere,	 puede	
escoger	crear	su	configuración	manualmente	usando	el	
botón	Manual	Configuration.		
	
Si	 un	 usuario	 no	 está	 registrado	 y	 desea	 crearse	 una	
cuenta	en	OOR,	mediante	la	tecla	Not	registered?	Sign	
up	now	será	redirigido	una	página	web	en	su	navegador	
dónde	podrá	registrarse.	
	
Tanto	 si	 el	 usuario	 descarga	 su	 configuración	 como	 si	
prefiere	 configurar	 LISP	 manualmente,	 siempre	 será	
redirigido	a	la	pantalla	principal	de	la	aplicación.	
	
9.1.2.	Pantalla	principal	
La	pantalla	principal	(véase	figura	8)	es	la	que	aparece	en	
primer	 lugar	 cuando	 la	 aplicación	 ya	 ha	 sido	 iniciada	
previamente.	Es	decir,	cuando	ya	existe	una	configuración	
de	LISP	en	el	dispositivo.	En	la	pantalla	principal,	el	usuario	
puede	 activar	 el	 servicio	OOR	 (uso	 del	 dispositivo	 como	
nodo	móvil	LISP)	haciendo	click	en	el	icono,	o	moverse	en	
las	 diferentes	 pestañas	 para	 acceder	 a	 las	 pantallas	 de	
configuración	y	logs	(registros).		
Figura	7:	Pantalla	de	inicio	de	sesión	
Figura	8:	Pantalla	principal	
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Si	el	usuario	desea	volver	a	descargar	su	configuración	desde	el	servidor,	puede	hacer	
click	en	el	icono	que	aparece	en	la	parte	superior	derecha	de	la	pantalla	y	será	redirigido	
a	la	pantalla	de	inicio	de	sesión.		
	
9.1.3.	Configuración	
	 	
Figura	9:	Pantalla	de	configuración	
En	la	figura	9	podemos	ver	la	pantalla	de	configuración.	En	ella	el	usuario	puede	ver	y	
modificar	 las	 diferentes	 variables	 que	 forman	 parte	 de	 la	 configuración	 de	 LISP,	 las	
cuales	son:	
- End	Point	Indentifier	(EID):	Puede	ser	una	dirección	IPv4	o	IPv6.	Es	la	dirección	
con	la	que	se	identifica	al	dispositivo.		
- RLOC	Interface:	Listado	de	interfaces	de	red	en	las	que	utilizar	LISP.	
- NAT	Traversal	Aware:	Activación/desactivación	de	la	tecnología	NAT	Traversal.		
- Servidor:	 Dirección	 Map	 Resolver	 y	 Map	 Server	 del	 servidor,	 así	 como	 la	
contraseña	del	Map	Server.	
- Proxy:	Dirección	proxy	ETR.	
- DNS:	Activación/desactivación	de	las	direcciones	DNS	primaria	y	secundaria.	
- Log	Level:	Nivel	de	depuración	del	archivo	de	registros.	
El	 botón	 Update	 Configuration	 permite	 guardar	 los	 cambios	 realizados	 en	 estas	
variables.	
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9.1.4.	Logs	(registros)	
En	la	pantalla	de	logs	o	registros	(véase	figura	10)	se	puede	
leer	el	archivo	de	registros	que	la	propia	aplicación	genera	
cuando	LISP	está	en	funcionamiento.	En	este	archivo	queda	
registrado	 todo	 el	 funcionamiento	 de	 LISP	 mientras	 se	
ejecuta.	 Por	 lo	 tanto,	 esta	 pantalla	 es	 útil	 para	 usuarios	
avanzados	 que	 deseen	 comprobar	 el	 funcionamiento	 de	
LISP	en	su	dispositivo.		
	
Si	 el	 usuario	 tiene	 configurado	 LISP	 con	 un	 nivel	 de	
depuración	igual	a	cero,	esta	pantalla	no	le	será	accesible	
(no	aparecerá	su	correspondiente	pestaña).	
	 	
Figura	10:	Pantalla	de	registros	(logs)	
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10.	Resultados	
En	la	fecha	de	entrega	de	la	memoria	del	proyecto	la	aplicación	Open	Overlay	Router	ha	
podido	 ser	 ejecutada	 correctamente:	 Todas	 sus	 funcionalidades	 han	 sido	 ejecutadas	
exactamente	como	deben.	Por	lo	tanto,	la	aplicación	ha	permitido	activar	el	uso	de	un	
dispositivo	Android	como	nodo	móvil	LISP.		
	
Se	ha	verificado	su	efectividad	mediante	pruebas	en	varios	dispositivos:	
	
1. Dispositivo	con	versión	Android	4.4,	pantalla	de	5”	y	permisos	root.	
2. Dispositivo	con	versión	Android	4.3,	pantalla	de	4”	y	sin	permisos	root.	
3. Dispositivo	con	versión	Android	5.0,	pantalla	de	4.5”	y	sin	permisos	root.	
4. Emulador	con	versión	Android	5.3,	pantalla	de	5.5”	y	permisos	root.	
	
Todos	los	dispositivos	han	mostrado	un	correcto	uso	de	la	aplicación	y	se	ha	verificado	
el	 uso	 de	 LISP	 al	 comprobar	 el	 cambio	 de	dirección	 IP	 del	 dispositivo	 cuando	 se	 ha	
activado	 el	 servicio.	 También	 se	 ha	 comprobado	 que	 la	 interfaz	 gráfica	 se	 visualiza	
correctamente	sin	ningún	error	en	todos	ellos.	
	
Sin	embargo,	la	activación	del	servicio	LISP	en	dispositivos	con	versiones	de	Android	6.0	
y	 posteriores	 no	 funciona,	 ya	 que	 el	 sistema	 creado	 por	 el	 equipo	 de	Open	Overlay	
Router	no	se	ejecuta	correctamente	en	estos	sistemas	operativos.	No	obstante,	el	resto	
de	 funcionalidades	 de	 la	 aplicación	 que	 han	 sido	 desarrolladas	 en	 este	 proyecto	
funcionan	correctamente.	
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11.	Conclusiones	
La	aplicación	Open	Overlay	Router	es	una	herramienta	de	gran	utilidad	para	usuarios	
que	deseen	probar	la	arquitectura	de	enrutamiento	LISP	en	su	dispositivo	móvil.	OOR	
puede	 ejecutarse	 tanto	 en	 dispositivos	 que	 disponen	 de	 permisos	 root	 como	 en	
dispositivos	que	no	los	tienen,	automatiza	la	configuración	del	usuario	descargándola	
de	 un	 servidor	 y	 presenta	 una	 interfaz	 gráfica	 totalmente	 renovada	 (que	 utiliza	 las	
últimas	directrices	de	Material	Design).	Por	lo	tanto,	se	puede	afirmar	que	los	objetivos	
del	proyecto	se	han	cumplido	en	su	totalidad.	
	
En	 cuanto	 a	mi	 experiencia	 personal,	 contribuir	 en	 un	 proyecto	 como	Open	Overlay	
Router	desarrollando	una	aplicación	Android	ha	sido	una	experiencia	muy	positiva.	Tras	
la	realización	de	este	proyecto,	he	adquirido	nuevos	conocimientos	tanto	teóricos	como	
prácticos	en	programación	y	desarrollo	de	aplicaciones,	de	configuración	de	servidores	
y	de	APIs.	Durante	mis	estudios	de	Ingeniería	Informática	especializada	en	Computación,	
no	había	tenido	la	oportunidad	de	formar	parte	de	un	proyecto	real,	en	el	cual	mi	trabajo	
fuera	a	ser	utilizado	por	múltiples	usuarios	y	empresas.	Por	lo	tanto,	la	experiencia	de	
este	trabajo	de	fin	de	grado	me	ha	permitido	adquirir	mayor	confianza	en	mí	mismo	
para	incorporarme	al	mundo	laboral	como	ingeniero	informático.	
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12.	Trabajo	futuro	
Después	de	la	entrega	de	este	documento	y	de	la	preparación	de	la	presentación	del	
proyecto	ante	un	tribunal	de	la	UPC,	se	realizará	otra	presentación	para	el	equipo	de	
profesionales	de	Cisco	Systems	que	trabajan	junto	al	grupo	OOR.	
	
Más	adelante,	la	siguiente	tarea	a	realizar	será	unificar	el	proyecto	de	Android	Studio	
creado	para	la	aplicación	OOR	con	el	proyecto	completo	del	equipo	Open	Overlay	Router	
a	través	de	la	plataforma	de	control	de	versiones	Github.	
	
Una	vez	fusionado	el	código	de	este	proyecto	con	el	del	equipo,	OOR	se	publicará	en	la	
Play	 Store	 (plataforma	 de	 distribución	 de	 aplicaciones	 Android	 de	Google)	 para	 que	
pueda	ser	usada	por	cualquier	usuario.	
	
Finalmente,	se	integrará	el	nuevo	código	del	sistema	OOR,	que	funcionará	para	Android	
6.0	y	versiones	posteriores	y	se	realizarán	las	respectivas	pruebas	de	verificación	de	su	
correcto	 funcionamiento.	Más	adelante,	se	actualizará	 tanto	el	 repositorio	de	Github	
como	 la	 aplicación	 en	 Play	 Store,	 para	 que	 futuros	 usuarios	 puedan	 disfrutar	 de	 la	
aplicación	totalmente	funcional	en	cualquier	dispositivo	Android.	
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