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Abstract In the EasyDyn multibody open source project, computer algebra has been used from
the beginning to generate the expressions of velocities and accelerations of the bodies, by symbolic
diﬀerentiation of their position. Originally, the MuPAD computer algebra system had been retained
because it was freely available for non commercial purposes and showed very good technical features.
Unfortunately, MuPAD is nowadays only available through commercial channels and needs to be
replaced to keep EasyDyn publicly available. This paper presents why Xcas/Giac is ﬁnally selected,
among other long-term promising projects like Axiom, Maxima, Sage or Yacas. Among the choice
criteria, the accessibility, the portability, the ease of use, the automatic export to C language, and
the similarity with the MuPAD language are all considered. The performances of the MuPAD and
Xcas/Giac implementations are also compared on some examples. c© 2013 The Chinese Society of
Theoretical and Applied Mechanics. [doi:10.1063/2.13013012]
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In 2002, the EasyDyn1 project was initiated in the
Department of Theoretical Mechanics, Dynamics and
Vibrations, as a support for the education of computer
aided analysis of multibody systems. Practically, it
is composed of two parts: A C++ library and a sym-
bolic tool called computer aided generation of motion
(CAGeM). The C++ library provides routines to numer-
ically build and integrate the equations of motion, along
with classes to manipulate vectors and 3D scenes. Be-
sides, the symbolic tool CAGeM generates a basic C++
program, directly compilable against the EasyDyn li-
brary, from a basic set of informations. Among the
latter, the user speciﬁes some inertia data but also the
kinematics of each body, expressed at position level only
as a succession of elementary motions, through the for-
malism of homogeneous transformation matrices.2 The
main advantage of these matrices is that a complex mo-
tion can be easily expressed as a product of standard
matrices, representing a succession of elementary mo-
tions like translations and rotations. The students re-
ally appreciate the symbolic tool, as it avoids the te-
dious parts of programming, and allows them to con-
centrate on the mechanical and numerical aspects.
The use of symbolic engines in multibody dynamics
is not new: Robotran et al.3 and NewEul et al.4 are
examples of fully symbolic multibody simulation tools
based on their own symbolic kernel. On the contrary,
DynaFlex et al.,5 the ancestor of MapleSim6,7 used in-
stead the symbolic features of the well-known Maple
software8 to build the equations of motion of mechani-
cal systems. More recently, the university of Stuttgart
started the NewEul-M2 project,9 replacing the origi-
nal symbolic engine of Neweul by MuPAD. Originally,
EasyDyn also relied on MuPAD. However, MuPAD can
no longer be used freely nowadays and, as we wanted
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the project to be publicly available, CAGeM was ported
to Xcas/Giac.10 The reasons of this choice are explained
later.
Figure 1 describes the approach that a user must
follow when using EasyDyn. The ﬁrst step consists in
providing an XCas/MuPAD script with the following
variables:
• The number of bodies, degrees of freedom (DOF)
and dependent parameters.
• The inertia characteristics of each body.
• The deﬁnition of the homogeneous transformation
matrices (absolute or relative) in terms of the cho-
sen conﬁguration parameters q and dependent pa-
rameters p.
• The expressions of dependent parameters (if
needed).
• Some optional data/parameters: the gravity vec-
tor, initial conditions, simulation parameters, op-
tional ﬂags.
Let us mention that under EasyDyn, the conﬁgu-
ration parameters are assumed to be chosen according
to the minimal coordinates approach.11 They are there-
fore independent and their number corresponds to the
number of DOF. The dependent parameters are just
intermediary variables expressed in terms of the conﬁg-
uration parameters.
In the second step, the user runs, in the XCas or
MuPAD environment, the CAGeM script. The latter
generates, after reading the user’s code (and therefore
the position matrices), a core C++ program in which
translational and rotational velocities and accelerations
are obtained by symbolic diﬀerentiation of speciﬁc ele-
ments of the homogeneous transformation matrices.
The next step generally consists in adapting the core
C++ program to
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Fig. 1. Simulation dataﬂow.
• Deﬁne the external forces (only gravity is man-
aged by CAGeM), with the possible help of the
numerous available routines implementing usual
force elements like springs, dampers, tyres, con-
tacts, etc.
• Attach speciﬁc shapes to the bodies to get a more
representative visualization.
• Deﬁne particular simulation conditions: Static
equilibrium, linearization and poles computation,
export of linearized matrices and so on.
• Possibly add supplementary diﬀerential equations
related to the dynamic behaviour of components
like actuators or controllers.12
Although EasyDyn was developed for teaching, it
was proved useful in diﬀerent research projects too.13
The eﬃciency which was completely ignored in the early
development then became a concern. We present here-
after 3 features which were added for that purpose.
Their eﬀect on computation eﬃciency will be illustrated
by the examples.
In the original version, the kinematics of each body
along a chain was deﬁned with respect to the global ref-
erence frame. The operations at the beginning of the
chain are then evaluated several times. Moreover, the
expressions, expecially of velocities and accelerations
become very long and diﬃcult to handle by the symbolic
engine. That is why we implemented the possibility to
deﬁne the motion of a body with respect to another
one. Only this relative motion is derived symbolically
and the absolute motion is composed numerically in the
C++ program, from the reference and relative motions.
The symbolic expressions are then shorter and the re-
cursivity along the chain is taken into account.
The construction of the equations of motion requires
the so-called partial velocities, which are the deriva-
tives of the velocity vi of body i with respect to the
time derivative q˙j of conﬁguration parameter j. In the
original version, only the velocities vi were determined
by symbolic diﬀerentiation. The partial velocities were
afterwards estimated in the C++ program, by a numer-
ical diﬀerentiation of the velocities. Let us note that
this diﬀerentiation is exact due to the linear relation-
ship between the velocity and the time derivatives of
the conﬁguration parameters. Now, CAGeM can, on re-
quest, compute symbolically the expressions of partial
velocities and export them into the C++ source code.
When dealing with closed loop systems, it is usual
to deﬁne intermediate variables that make easier the ex-
pression of the kinematics. For example, let us consider
the slider-crank mechanism shown in Fig. 2, whose con-
ﬁguration parameter is q0, the angle of the crank. If we





x = l1 cos q0 + l2 cos q1, (2)
the kinematic description in terms of homogeneous
transformation matrices becomes much more natural for
the crank, the connecting rod and the slider
Tcrank = Trotz(q0) · Tdisp(l1/2, 0, 0), (3)
Tconnrod = Tdisp(x, 0, 0) · Trotz(−α) ·
Tdisp(−l2/2, 0, 0), (4)
Tslider = Tdisp(x, 0, 0), (5)
where Tdisp represents a 3D translational displacement,
and Trotz is a rotation about z axis.
The problem is that, inside the symbolic framework,
α and x are replaced at each occurrence by their expres-
sion, leading to very long expressions. When explicitly














Fig. 2. Slider-scrank mechanism.
deﬁned as dependent parameters, they are not replaced
by their expression, which leads to much shorter expres-
sions. In the C++ program, they are computed only
once at the beginning of the kinematics and only the
numerical value is used in further computations.
As already mentioned previously, when MuPAD be-
came purely commercial, we searched for an alternative,
ideally free, as we wanted the EasyDyn project to stay
freely usable by anybody. After looking up the internet,
some projects emerged.
• Axiom:14,15 The developement of Axiom started
in 1971, by IBM, under the name Scratchpad.
Scratchpad was basically considered as a research
platform for developing new ideas in computa-
tional mathematics. In the 1990s, it was renamed
to Axiom and sold to the numerical algorithms
group (NAG) in England, which withdrew it from
the market in October, 2001 but agreed to release
it as free software. It is presently available un-
der a Berkeley software distribution (BSD) like
license. In its current state it represents about 30
years and 300 man-years of research work. Let
us mention that there exist two forks of Axiom:
OpenAxiom and FriCas.
• Maxima:16 It is a descendant of the Macsyma sys-
tem for computer based algebra, developed in the
late 1960s at the Massachusetts Institute of Tech-
nology. In 1998, William Schelter, the maintainer
of the Maxima branch of Macsyma, obtained the
permission to release the source code under the
GNU general public license (GPL).
• Sage:17 Sage was ﬁrst released in 2005 as free
and open source software under the terms of the
GNU GPL. It is actually a common Python-based
interface to many existing open-source packages
and, namely, Maxima and SymPy for the sym-
bolic part. As it does not bring speciﬁc features
with respect to Maxima, it was not evaluated.
• Xcas/Giac:10 Xcas/Giac is a free computer alge-
bra system distributed under the GPL3 license.
Actually, Xcas is an interactive interface while
Giac is a free GPL C++ library, which is the com-
putation kernel of Xcas. Giac/Xcas has a com-
Table 1. Results for double pendulum.
Case Tgen/s Size/bytes T1/s T2/s
1 <1 7 504 0.27 0.13
MuPAD 2 <1 5 176 0.12 0.07
3 1 6 092 0.12 0.02
1 3 8 147 0.27 0.13
Xcas/Giac 2 3 5 366 0.11 0.06
3 3 6 215 0.11 0.02
patibility mode for people used to Maple or Mu-
PAD as well as for users of TI calculators. The
Xcas/Giac project began in year 2000, following
the development of the computer algebra system
for HP calculators by its main author Bernard
Parisse.
• Yacas:18 Yacas stands for yet another computer
algebra system. Its development started in 1998.
It is distributed under the GPL.
All of the cited projects have the basic functionali-
ties needed by CAGeM like matrix manipulation, diﬀer-
entiation, and some form of simpliﬁcation. All projects
are also multiplatform and run at least on Windows and
Unix.
We ﬁnally selected Xcas/Giac for the following rea-
sons:
• The symbolic expressions can be translated into
C/C++ language; namely, it was not the case of
Maxima and Axiom which had therefore to be
abandoned.
• The technical quality looks good (it was awarded
the 3rd price at the Trophe´es du Libre 2007 in the
scientiﬁc software category) and it relies on more
modern technologies.
• It is still in active development.
• There is a large and active community, which does
not seem to be the case of Yacas.
• It runs on a lot of other platforms like Free BSD,
Windows CE, Linux ARM and even iPhone (the
latter being non free unfortunately).
• The Giac library can be used directly from C++
programs.
• The syntax is very close to the one of MuPAD.
The last reason is probably not the best one on a sci-
entiﬁc point of view, but is practically, signiﬁcant. Port-
ing CAGeM to XCas/Giac required only a few weeks of
work.
In the present state, all features available under
MuPAD, including the 3 improvements mentioned ear-
lier, have been ported. The main diﬀerence lies in the
simpliﬁcation process. Although MuPAD oﬀers a gen-
eral command to simplify, several simpliﬁcation com-
mands can be called under Xcas/Giac. It is of inter-
est to mention here that simpliﬁcation is a very tricky




















Fig. 3. 3D robot.
Table 2. Results for the 3D robot without relative motion.
Case Tgen/s Size/bytes T1/s T2/s
1 <1 16 856 0.69 0.56
MuPAD 2 5 14 618 0.64 0.54
3 11 17 743 0.64 0.09
1 6 18 544 0.73 0.58
Xcas/Giac 2 5 9 515 0.66 0.40
3 5 11 594 0.66 0.15
Table 3. Results for the 3D robot with relative motion.
Case Tgen/s Size/bytes T1/s T2/s
1 <1 5 915 0.17 0.18
MuPAD 2 <1 5 624 0.14 0.13
3 <1 6 562 0.14 0.03
1 4 6 506 0.23 0.22
Xcas/Giac 2 6 6 040 0.14 0.13
3 5 6 923 0.14 0.03
Table 4. Slider-crank mechanism (without dependent pa-
rameters).
Case Tgen/s Size/bytes T1/s T2/s
1 <1 7 620 0.67 0.27
MuPAD 2 1 10 105 1.42 0.69
3 1 10 859 1.42 0.12
1 4 8 087 0.30 0.15
Xcas/Giac 2 4 7 493 0.55 0.22
3 6 — — —
Table 5. Slider-crank mechanism (with dependent parame-
ters).
Case Tgen/s Size/bytes T1/s T2/s
1 <1 6 786 0.42 0.17
MuPAD 2 1 8 304 1.08 0.42
3 1 9 538 1.08 0.14
1 4 6 691 0.30 0.15
Xcas/Giac 2 4 6 376 0.23 0.12
3 6 7 247 0.23 0.04
Table 6. Results for the trike.
Case Tgen/s Size/bytes T1/s T2/s
1 <1 22 263 0.52 0.83
MuPAD 2 1 11 226 0.42 0.70
3 1 13 310 0.42 0.14
1 7 22 255 0.65 1.05
Xcas/Giac 2 4 10 135 0.39 0.57
3 4 11 995 0.39 0.11
problem and, whatever the used system, an expres-
sion can become longer after simpliﬁcation. In the
Xcas/Giac implementation of CAGeM, if simpliﬁcation
is required, only the shortest expression is conserved
among the original one, the result of the command “nor-
mal” and the result of the command “tlin”. This test
was not made under MuPAD. The process of simpli-
ﬁcation is also organized diﬀerently. Under MuPAD,
all expressions are generated and then simpliﬁed. Un-
der Xcas/Giac, the simpliﬁcation is made progressively:
The velocities (accelerations) are obtained by diﬀeren-
tiation of the positions (velocities) after their simpliﬁ-
cation.
Let us now compare the performances of each com-
puter algebra system. In each of the following examples,
3 test cases are considered, hopefully with increasing ef-
ﬁciency:
(1) No simpliﬁcation and numerical partial veloci-
ties.
(2) Simpliﬁcation and numerical partial velocities.
(3) Simpliﬁcation and symbolic partial velocities.
In the next tables, we give the time Tgen for the
symbolic generation, the size of the generated C++ ﬁle,
and the times T1 and T2 which correspond to the time
needed for 10 000 computations of the kinematics and
1 000 computations of the equations of motion. The
tests were performed on a PC equipped with an AMD
Athlon 3 800+ processor.
For the tests, we used version 2.5 of MuPAD and
version 0.9.7–1 of Xcas/Giac.
Table 1 gives the results for a classical double pen-
dulum1 which comprises 2 bodies and 2 DOFs. The
motion of the second body is deﬁned from the ground
and not relatively to the ﬁrst one.
The second example consists of the robot illustrated
in Fig. 3, which was used as a benchmark in Ref. 19.
It owns 3 bodies and 5 DOFs. For this system, the
motion of each body can be expressed completely from
the ground (Table 2) or with respect to the previous
one in the kinematic chain (Table 3).
The third example is the slider-crank mechanism
depicted in Fig. 2. It consists of 3 bodies and 1 DOF.
For the purpose of illustration, it is considered with-
out (Table 4) and with (Table 5) the use of dependent
parameters.
Without dependent parameters, the Xcas/Giac ver-
sion crashes with test cases 2 and 3. However, test case
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Fig. 4. Trike and its geometric data.
Table 7. Results for AMRU5.
Case Tgen/s Size/bytes T1/s T2/s
MuPAD (without dependent parameters)
A 4 241 651 24.7 67.4
B 6 321 532 24.7 5.1
MuPAD (with dependent parameters)
A 2 108 239 8.5 22.5
B 13 162 874 8.5 2.9
Fig. 5. The walking robot AMRU5.
2 could be completed by dropping the simpliﬁcation of
the accelerations.
With or without dependent parameters, it appears
that, under MuPAD, the code after simpliﬁcation is
longer and slower. Let us recall that, on the contrary
of the Xcas/Giac version, we do not test the length of
the expression.
The fourth considered example is the trike illus-
trated in Fig. 4, the performance indicators being pre-
sented in Table 6. It comprises 5 bodies: the chassis de-
noted S1, the rear axle S2, the 2 rear wheels S3 and S4
and the front wheel S5. The number of DOF is equal to
13. The motion of the chassis is expressed with respect
to the ground (6 DOFs) while the motion of bodies S2,
S3, S4 and S5 is expressed with respect to bodies S1,
S2, S2 and S1 respectively.
The ﬁfth and last example consists of the walking
robot AMRU5 (Fig. 5), which is one of the most ad-
vanced systems simulated with EasyDyn up to now. A
detailed description can be found in Ref. 12. Here, let
us just mention that the model consists of 49 bodies and
24 DOFs.
Each leg consists of a pantograph mechanism whose
kinematics is more naturally expressed if two interme-
diary variables are used.12 The latter can be possibly
declared as dependent parameters, with a total of 12
dependent parameters for the whole robot.
On this more advanced example, the results are
given only for MuPAD. Indeed, the generation fails with
Xcas/Giac whatever the options. For a strange rea-
son, the diﬀerentiation gives rise to expressions involv-
ing complex numbers. Table 7 gives the results obtained
under MuPAD without and with dependent parameters,
and without (case A) and with (case B) the symbolic
computation of the partial velocities. For the gener-
ation being successful, the motion of the leg must be
deﬁned relatively to the main body. Simpliﬁcation is
also dropped. The generation either fails or leads to
longer expressions.
All previous examples well illustrate the beneﬁt of
the improvements presented before: the 3D robot for
the relative motion, the slider-crank mechanism and the
walking robot for the dependent parameters and all of
them for the symbolic computation of the partial veloc-
ities.
In most cases, the eﬃciency of the codes generated
by MuPAD and Xcas/Giac is comparable. However,
the generation in itself is much faster under MuPAD.
The latter also appears more robust as it was able to
generate the code for all examples even if simpliﬁcation
had sometimes to be dropped.
The simpliﬁcation is really an issue. The free com-
puter algebra systems often have several simpliﬁcation
algorithms and, sometimes, the user must himself de-
ﬁne the simpliﬁcation rules (Yacas or Axiom). Only
MuPAD has a general simpliﬁcation routine which is
the most often eﬃcient but not infaillible, as shown by
the slider-crank mechanism and the walking robot.
Although the XCas/Giac implementation of
CAGeM is less robust than its initial MuPAD counter-
part when used on advanced applications, it perfectly
fulﬁlls the requirements for its usage in education.
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