INTRODUCTION
When an electronic research succeeds?-when it meets the needs of the people who use it, when it performs flawlessly over a long period of time, when it is easy to modify and even easier to use-it can and does change things for the better. But when it fails-when its results are dissatisfied, when it is error prone, when it is difficult to change and even harder to use-bad things can and do happen. We all want to build a technology that can be used in each small & complex application as well as avoiding the bad things that lurk in the shadow of failed efforts. To succeed, we need discipline when technology is designed and built to provide us solutions even at microscopic level with less time, effort & high accuracy. We need an engineering approach.
Password hashing [1] [2] is a way of encrypting a password before it's stored so that if your database gets into the wrong hands, the damage is limited. One-way hash functions are a cryptographic construct used in many applications. They are used in conjunction with public-key algorithms for both encryption and digital signatures. They are used in integrity checking. They are used in authentication. They have all sorts of applications in a great many different protocols. Hash functions much more than encryption algorithms & are the workhorses of modern cryptography.
One-way hash functions are supposed to have two properties. One, they're one way. This means that it is easy to take a message and compute the hash value, but it's impossible to take a hash value and recreate the original message. (By "impossible" I mean "can't be done in any reasonable amount of time.") Two, they're collision free. This means that it is impossible to find two messages that hash to the same hash value. The cryptographic reasoning behind these two properties is subtle.
Breaking a hash function means showing that either --or both --of those properties are not true.

CRYPTOGRAPHIC HASH FUNCTION
A cryptographic hash function is a deterministic protocol that takes an arbitrary block of data and returns a fixed-size bit string, the (cryptographic) hash value, such that an accidental or intentional change to the data will change the hash value. The data to be encoded is often called the "message," and the hash values are sometimes called the message digest or simply digest. The ideal cryptographic hash function has four main or significant properties:
• It is easy to compute the hash value for any given message.
• It is infeasible to generate a message that has a given hash.
• It is infeasible to modify a message without hash being changed.
• It is infeasible to find two different messages with the same hash.
Cryptographic hash functions have many information security applications, notably in digital security, message security code (MACs), and other forms of authentication. They can also be used as ordinary hash functions, to index data in hash tables, for fingerprinting, to detect check sums duplicate data or uniquely identify files, and as to detect accidental data corruption. Hence hash functions must have following properties: Uniformity, low cost, variable range, minimal movement, continuity & data normalization. [3] The following terminology related to bit strings, byte strings and integers will be used:
GENRAL ALGORITHM SPECIFICATIONS
1. A hex digit is an element of the set {0, 1,..., 9, A, ..., F}. A hex digit is the representation of a 4-bit string. For example, the hex digit "7" represents the 4-bit string "0111", and the hex digit "A" represents the 4-bit string "1010".
2. The "little-endian" convention is used when expressing string of bytes are stored in memory. That means that beginning from some address "H" if the content of the memory is represented as a 1-byte address increment, then 32-bit and 64-bit integers are expressed.
3. The "big-endian" convention is used when expressing the "internal bit endianness" for both 32-bit and 64-bit words as integers. That means that within each word, the most significant bit is stored in the left-most bit position.
More concretely, a word is a w-bit string that may be represented as a sequence of hex digits. To convert a word to hex digits, each 4-bit string is converted to its hex digit equivalent. For example, the 32-bit string "1010 0001 0000 0011 1111 1110 0010 0011" has a hexadecimal representation "0xA103FE23" and its value as unsigned long integer is 2701393443. The 64-bit string "1010 0001 0000 0011 1111 1110 0010 0011 0011 0010 1110 1111 0011 0000 0001 1010" has a hexadecimal representation "0xA103FE2332EF301A" and its value as unsigned long integer is 11602396492168376346. 
PASSWORD CRACKING
Password cracking [5] is the process of recovering password from data that has been stored in or transmitted by a computer system. A common approach is to repeatedly try guesses for the password. The purpose of password cracking might be to help a user recover a forgotten password (though installing an entirely new password is less of a security risk, but involves system administration privileges), to gain unauthorized access to a system, or as a preventive measure by system administrators to check for easily crackable passwords. On a file-by-file basis, password cracking is utilized to gain access to digital evidence for which a judge has allowed access but the particular file's access is restricted.
What is already done in favour of password cracking? [6] The time to crack a password is related to bit strength, which is a function of the password's information entropy. Most methods of password cracking require the computer to produce many candidate passwords, each of which is checked. Brute Force Cracking, in which a computer tries every possible key or password until it succeeds, is the lowest common denominator of password cracking. More common methods of password cracking such as dictionary attacks, pattern checking, word list substitution, etc., attempt to reduce the number of trials required and will usually be attempted before brute force.
The ability to crack passwords using computer programs is a function of the number of possible passwords per second which can be checked. If a hash of the target password is available to the attacker, this number can be quite large. If not, the rate depends on whether the authentication software limits how often a password can be tried, either by time delays. Individual desktop computers can test anywhere between one million to fifteen million passwords per second against a password hash for weaker algorithms. A user-selected eight-character password with numbers, mixed case, and symbols, reaches an estimated 30-bit strength, according to NIST. 2 30 are only one billion permutations and would take an average of 16 minutes to crack.
PROPOSED CONCEPT OF DYNAMIC PASSWORD USING MD5 ENCRYPTION TECHNOLOGY
"Attacks always get better; they never get worse."
Based on all history attacks it is obvious that in-spite of used any password hashing techniques, your password is cracked within some feasible time frame i.e. it took just 56 hours if your hashing techniques repeat the hash result after 269 calculations. So a method to avoid cracking is to increase the calculations, so the password can't be cracked in some infeasible time frame.
The MD5 Message-Digest Algorithm [4] [1] is a widely used cryptographic hash function with a 128-bit (16-byte) hash value. Specified in RFC 1321, MD5 has been employed in a wide variety of security applications, and is also commonly used to check data integrity. An MD5 hash is typically expressed as a 32-digit hexadecimal number. However for digital certificates & SSL security we can use other hash algorithms also. We have used MD5 just to explain the concept of dynamic password. Here we have used the traditional secure MD5 hash function to encrypt user password. But the change lies in the fact that now password is dynamic i.e. we changed the user password to password frame with additional dynamic information which a user has to enter along with his password each time he log into a system or web application. Hence the amount of computation to find the perfect combination increases to a large extends & even brute forcing might not be able to crack your password. The work of dynamic parameters didn't finishes here because after a user enter password frame our hash function additionally adds some more random charters based & finally the password frame completes.
The encryption of this frame is done by breaking it first adding additional dynamic characters & computing the hash result via any technique (MD5 in our case) individually & again combining the overall hexadecimal hash result & finally comparing it with dynamic hash result based on the time when user entered the password. Now important thing is the user must be careful while entering dynamic characters as e.g. at 58sec he entered & after computing hash result checking is done at next minute user is not granted access to web application. The most interesting feature is the changing password each minute (or you can made it change in even less time) so that a hacker can't get sufficient time to use all possible combinations even with a very fast computing machine.
More over user password is not stored in database but its dynamic version is stored at a particular time. We can also make it to change each time user login with different password frame so that no one can steel your static password also not even from database. We have now described the concept but can't disclose out mathematical function here as work is going on to increase security & integrity of mathematical rules to be followed.
But now a web or application developer can use this concept to develop his own security by using various available international hashing algorithms & defining his own dynamic parameters e.g. city based login, membership level based login, customer based, browser based, operating system based etc. 
APPLICATION
The concept of encryption discussed above can be applied to various applications such as: It is not until you undertake a training like this one that you realised how massive the effort it really is or how much you must rely upon the selfless efforts & goodwill of others. There are many who helped us on this program. With this paper, we have made a base for future research & development in electronic security issues & for promoting new technological innovations in my own countries, for the profession and planning for its future direction.
