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Chapter 1
Introduction
_____________________________________________________________
1.1 General Overview
These pages are about the description of a reengineering process for a text translation 
system called Etap.
First it is introduced the concept of software reengineering explaining what it is and 
which are the objective that it wants to achieve. Then there is a brief explanation of the 
phases that composes a general reengineering process. In order to understand the context 
of the project, it is introduced a description of the system that had to be reengineered and 
the reasons that leaded the developers of the system to begin a reengineering process. It is 
also described how was composed the team that was working on the project. Then it is 
introduced a list of possible reengineering approaches: system, incremental, evolutionary 
and hybrid approach. For each of them it is explained their general behaviour
highlighting advantages and disadvantages. Then it is reported a brief overview of the 
risks of the reengineering process. In the next part it is described the system on which the 
reengineering process has been done: the multifunctional translation system Etap. It is 
reported the conceptual design of the system and a description of every functional 
module. Then there is a list of the interesting aspects of the system and a description of 
the features that the new produced system should implement. 
Among these feature it has been selected one and it is described how it has been managed 
and implemented. The selected feature was about the modification of the format of some 
files that are used by the system in order to perform its tasks. The need to manage these 
files leaded to the implementation of an application that can edit these files without 
modify their inner structure.
Finally it is reported an overview of the current state of the main reengineering project, 
stating which the next step is and what are future developments of the Etap system, and 
some final observation and commentaries on the selected part of the process.
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Chapter 2
SOFTWARE REENGINEERING
________________________________________________________________________
2.1 What is software reengineering?
Software reengineering is a branch of the software engineering that can be defined as "the 
examination and alteration of a system to reconstitute it in a new form". 
In general, reengineering is the modification of an existing software system that has to be 
first reverse engineered. Software reengineering process usually passes through a series 
of steps such as reverse engineering, redocumentation, restructuring and forward 
engineering. The main aim of the software reengineering is to understand the existing 
software system at different abstraction levels in order to be able to create a new system 
that has basically the same behaviour, but it introduces modification of different genres, 
such as a new architecture, some added functionalities or an improvement on the 
performance of the system.
2.2 Software reengineering objectives
One of main problem that the software reengineering wants to solve is the presence of 
systems that are considered necessary by their users but that have serious problems with 
their design structure or code organization. 
These systems, usually called “legacy” systems, are systems that usually provide 
functionalities that are still considered useful, but while the time passes, they become 
outdated or the context around them changes. So, for example, these systems need to be 
adapted to new application environments or new hardware. Usually these modifications 
become more and more expensive, both in cost and in time. Moreover an old system 
design or the lack of code organization, leads to a very difficult solution even when the 
problem to solve is not a hard problem.
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Reengineering has the general objective of analyze an existing system and, using modern 
software development methods, generate a new system that maintains the functionalities 
of the original system but it has a structured organization, it applies new technologies and 
it is prepared to be modified in a simple way for possible future development.
In general a reengineering process aim to achieve four main goals:
- Migration: usually current systems in a relatively short time begin to become 
outdated. This happens because technology development is going really fast and 
in short periods of time new products and new features become available. 
Developers usually learn new technologies. So it becomes more difficult modify 
systems that work with the old ones.
In order to cope with these problems , system organization has to consider the 
possibility to move to a newer platform or to a newer operating system.   
- Improve reliability: when modifications are made on a system that is not well 
designed, there is a high probability to generate additional problems in other parts 
of the system. In this way the reliability of the system decreases. Reengineering of 
the system helps to improve the reliability of the current system, bringing back the 
system to acceptable reliability levels.
- Preparation for future development: if some functionalities have to be added 
to an existing system, it can be useful define a new system that considers the 
specifications of the new functionalities. The new system can be designed through 
reengineering in order to make as easy as possible the implementation of those 
functionalities. 
- Improve maintainability: systems without a structured code or that have been 
modified without a proper method assumes a condition in which it is difficult for 
developer to implement changes in them. The cost in resources to add a new 
feature becomes too high. Reengineering aims to produce a new system in which 
the structure is clear and where the changes can be made modifying defined 
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portion of code or by substitution of defined modules. The reengineering aims to 
reduce the cost of such changes as much as possible.
2.3 Software reengineering process
In order to have a general overview on the software reengineering process, we have to 
define the concept of abstraction levels. The different phases of the implementation of a 
software product pass through four different abstraction levels.
The first level is the conceptual level. This is the highest abstraction level. In this level 
the system is considered as a set of functionalities that are expressed in general terms.
The second level is the requirement level. Here the functionalities are identified and 
formalized. Details of the system are still not mentioned, only the functionalities are 
described in order to avoid any ambiguities.
The third level is the design level. In this level is described the structure of the system: 
which are the components of the system, how they interact among them, which the 
algorithms they utilize are and other details of this kind.
The last level is the implementation level. Substantially this is the source code of the 
system.
The software reengineering process begins from the implementation level of an existing 
system. Usually old systems that have to be reengineered have no documentation or the 
existing documentation is outdated. So in order to understand the system it is necessary a 
reverse engineering of the system.
The reverse engineering is a process that given the source code of the system and as 
much documentation as possible, performs an abstraction of the system reaching a higher 
abstraction level. Which level it has to reach depends on the final task or the 
reengineering process: some times it is only needed to extract the design of the system in 
order to proceed with the task, sometimes it is needed to proceed until the conceptual 
level.
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Once the reverse engineering process has been done, it is possible to change the existing 
system. Changes are made in a higher abstraction level. In this phase it is defined the 
system that the process is going to produce.
Once the modifications have been done, the process has defined a new system in a high 
abstraction level. At this point trough a normal forward engineering process the 
specification of the new system are implemented.
The whole process ends with the implementation level of the new system. The obtained 
system has to have as basis the same functionalities as the initial one, but it has to have a 
better structure that grants a less expansive maintenance, an improved reliability and 
others characteristics that have been required to achieve. 
2.4 Reverse engineering
The reverse engineering is the process that analyzes the existing system in order to 
abstract it and bring it to a higher conceptual level. Reverse engineering is a key step in 
the reengineering process, because the following steps depend on the information 
extracted during this first analysis. If the reverse engineering process is well done, the 
work needed to achieve the final product will be easier.
The main aim of the reverse engineering is to understand how the system works, which 
are its functional modules, how this modules interact among them. Moreover this process 
as to recover lost information or information that does not appear in the documentation
and extract if there are side effects in functions. The precise identification of the role of 
each component of the system leads to a better reuse of the existing code.
The reverse engineering process has as input the source code and the existing 
documentation. The output is a document describing the design of the system and a 
document that specifies which are the requisites of the system.
In order to collect this information, it is needed, for each functionality, to identify all the 
portion of the code that is interested in the computation of that functionality. This 
analysis of the code looking for the involved parts is one of the most difficult part of the 
reverse engineering. There are three approaches in order to cope with this problem: the 
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first is based on the conditional and extracts the portion of code reachable under general 
defined conditions. The second is based on input and extracts all the portion of code that 
depends on the same input. The third is based on output and extracts all the portion of 
code that contributes with the generation of that output.
2.5 Software reengineering development phases
The software reengineering development can be divided into four sequential phases.
The first phase is the project feasibility analysis. In this phase it is analyzed and defined 
what it is expected by the project. Some aspects are evaluated as how the software quality 
is going to increase, how the maintenance is going to be more efficient, which 
improvements in performance are expected and so on. These aspects are compared to the 
estimated cost of the reengineering process in order to understand if the process is 
convenient or not.
The second phase is the analysis of the existing system and the planning. In this phase 
first all the documentation and source code available are collected. Then using this it is 
creating an overview on the actual condition of the system such as which is its grade of 
maintainability. Then it is defined which are the required improvement for the result 
system and which aspects are to be changed, such as operative system changes or design 
constrains. Finally a set of validation tests are defined: these are the cases on which the 
final product will be tested and on which it will be proved that the system has reached the 
wanted characteristics.
The third phase is the reengineering implementation. As seen before, first the reverse 
engineering begins in order to achieve the required abstraction level. Then the required 
changes are introduced at this abstraction level and finally the abstraction level is lowered 
through the forward engineering until the complete implementation of the new system.
The forth phase is the testing. In this phase usually are used the test planned in the second 
phase: both the new system and the old one perform the same test cases and the results 
are compared. The functionalities of the old system should be the same of the new one. 
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Chapter 3
Reengineering of a text translation system
________________________________________________________________________
3.1 General overview on Etap
Etap is the name of a text translation system developed by the Institute for Information 
Transmission Problems of the Russian Academy of Sciences.
The Etap project is collaboration between the Russian Academy of Science and the UNL 
research group in the UPM (Universidad Politecnica de Madrid). Igor Boguslavsky, one 
of the linguist developers of the system, is currently a member of the Spanish UNL 
research group. 
The main task Etap can perform is the translation of a given text from a source language 
into a destination language. The available translation are from Russian to English, 
German, French, Korean and Spanish, even if only for the pair Russian-English the 
system is completely implemented. 
Etap can also perform other typology of tasks: first it can produce paraphrases of a given 
sentence, second it can validate the grammar of a given sentence and finally it can 
convert a sentence into UNL (Universal Networking Language) and decode UNL into a 
sentence.
UNL is an artificial language that is the base for a project of UNU (United Nation 
University) that aims to create a general translation system that could be interfaced, using 
a plug-in, with the internet browser. 
The idea is to create a dedicated dictionary for every supported language. The 
dictionaries allow translating from a particular language into UNL and from UNL to the 
particular language. In theory this would mean that once a text has been translated into 
UNL, it could be easily translated into any other supported language.
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Applying this idea on the web, this system allows users of different languages to access 
to documents each using their own language. Etap system is poorly documented. There 
are some available documents in Russian. Part of them are translated in English and it is 
available a general presentation of Etap in Spanish. The available information on the 
system is given at a conceptual level.. Source code is commented in Russian and its 
structure is not documented.
3.2 A new Etap Version.
The aim of the project is to create a new version of the current Etap system.
Developers decided to begin a reengineering process on the existing system in order to 
change the system and make it easier to modify and structured in a more formal way.
The first step of the project is the analysis of the Etap system in order to extract a general 
overview on it. The aim is to find aspects of the system that should be inspected and 
rearranged in order to improve the quality of the system adding new features, repairing 
problems and changing the structure where needed.
After this process of analysis, it should be possible to identify requisites for the 
implementation of a new version of the Etap System.
Some reasons have been identified for the development of the new version:
- Etap has been under development since 1980.  The current version still bases its 
work on the same linguistic knowledge that it had at the beginning of its creation. 
Since that time, the format of knowledge representation and its program 
implementations have become outdated.
- The current Etap version has been developed using a number of solutions which  
make its evolution extremely difficult. For example the limited size of some array, 
the formats representing data in dictionaries and rule entries, the usage of UTF-8 
in some modules and UTF-16 in other modules.
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- Current architecture does not allow the implementation of desirable features.
- Etap linguistic data is stored twice, in two formats, as unstructured text data for 
Etap linguist developers and as structured binary data for the Etap processor
module. 
The new version of Etap should solve these problems taking in account the futures 
developments required by the system. In this way it is possible to modify the structure of 
the system producing a new architecture in which the implementation of the new features 
will be easier. 
3.3 Work team
The team I worked with was composed by three other members: Jesus Cardeñosa, Igor 
Boguvslavsky and  Victor Sizov.
Jesus Cardeñosa is a Spanish professor at the department of  artificial intelligence and 
leader of the UNL project in the UPM. His role in the work team was as supervisor of the 
work. He had to validate and evaluate the produced documentation during the 
development of the project.
Igor Boguvslavsky is a Russian senior researcher at the artificial intelligence department 
and leader of the UNL project for the Russian side of the collaboration. His role was as 
expert of the system from a linguistic point of view. He explained to me the main features 
of the Etap system and show me some use cases. Some times he had the role of translator 
between me and the third member of the team. 
Victor Sizov is a Russian senior developer of the Institute for Information Transmission 
Problems of the Russian Academy of Sciences. He is one of the developer of the Etap
system.
During the project I had to communicate quite often with Victor Sizov, because he was 
the expert developer of the system and he was the one to interview in order to extract the 
requisites for the part I had to implement. In order to talk with him we mainly used two 
methods: the most used one was through mails and exchange message programs. In these 
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cases we spoke in English. The second way was through a phone call done using VoIP 
programs in which Igor Boguslavsky translated from Spanish to Russian and from 
Russian to Spanish the questions I made and the answer he gave.
Sometimes these methods have been quite hard. Conversation usually was slow and in 
some occasion confusing. Some part of required document or source code comments, 
have been translated from Russian to English by Victor Sizov in order to be 
understandable for me.
________________________________________________________________________
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Chapter 4
Reengineering approaches
______________________________________________________________________________________
4.1 System approach
The system approach is a complete one-step replacement of the existing system with the 
system created through the reengineering process. The existing system is entirely 
reengineered and only when the new system is ready, the replacement is done.
This approach is usually used by project in which it is needed to solve an immediate 
problem, such as the change to different system architecture.
The main advantage of this type of approach consists in the fact that the system is 
changed in one step, so there is no necessity to integrate new modules into the old 
system. No interface has to be created between old modules and new modules, and no 
constrains from the old system on platform and operative system has to be taken in 
account for the system.
This approach has several disadvantages:
- This type of reengineering has a high risk of failure and can introduce errors due 
to human intervention. Complex systems are more vulnerable to this kind of 
errors. Moreover the benefits given by the new system can be appreciated only 
when the whole reengineering process has been completed.
- There are situations in which during the reengineering process, it is needed to 
change some part of the old system and that these changes has to be reflected in 
the target system. This is a difficult task and it costs an expensive amount of 
resources. For systems that are quite dynamic, it can be considered impossible.
- If the system is quite large, the reengineering process can last a very long period. 
During this period can occur that the target environment selected for the new 
system becomes obsolete. Moreover during this periods can also change the
desired functionalities because the strategy of the system owner has changed in 
some way.
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The risk with this kind of approach is high. At the end of the whole reengineering process 
the system has to maintain all the functionalities of the old one. Moreover all the 
functionalities on the new system have to be documented and mapped on the old 
functionalities. Changes done during the new system development has to be reported in 
relation with the old system. This can be a very hard task.
4.2 Incremental approach
In this approach the existing system is analyzed in order to identify its components. Once 
all components are clearly defined, each of them is transformed into a new component 
passing through a reengineering process. Each time a new component is complete, it is 
introduced in the old system, replacing the corresponding old component.
So the project is broken into reengineering sections basing on the already existing parts of 
the system.
The advantages of this approach are:
- The results of the reengineering process are available sooner than in the system 
approach. In fact once the components have been introduced into the new system, 
users can notice the progress of the work, such as an improvement in the 
performance. At the same time it is easier to identify if any functionality has been 
lost in the change to the new module.
- produce only a component is faster than produce the whole system and it is 
easier for developers to keep track of the changes done on the original system.
It is also easier to identify errors, because each module is clearly defined. 
Moreover the reengineering of a single module is simpler that the whole system 
and it has fewer risks, because the single component can be separately monitored. 
- Once a new component has been introduces in the system, it is possible to do 
normal maintenance operation on it and also change some part of it. This will not 
affect the reengineering process as it happens in the system approach. 
In every case, the incremental approach has some disadvantages as well:
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- This approach requires a longer time to complete the target system. Each 
component has to be inserted in the old system. This operation requires the 
construction of interfaces and specific configurations in order to work properly.
The whole reengineering process produces some partial version of the target 
system that are available in short time, but the final product requires more time.
- using this approach it is not possible to modify the general structure of the 
system. Only the inner structure of components can be modified. For this reason 
the component identification and the planning for the new system become a very 
critical task.
This approach reduces the risks with respect to the system approach. Each component is 
separated from the others. Errors can be identified with less difficulty and recover from 
errors can be done working only on a single component of the system.
4.3 Evolutionary approach
The evolutionary approach is similar to the incremental one, but instead of the 
components of the system, it takes in account the functionalities. As first step the system 
is dived into functional parts. Each part can be composed of sections belonging to 
different components, but all these sections are needed by the system in order to 
implement a particular functionality. Once all the functional parts have been identified, as 
it happens in the incremental approach, each part is reengineered one by one. Every time 
a component has been developed, it is inserted in the old system.
This approach works particularly well when applied to a system in order to transform it in 
an object oriented system.
The advantages of this approach are similar to the incremental approach. In particular 
there is the fact that using this approach it is possible to modify the architecture of the 
original system, because functionalities and not components are taken in account. 
Moreover the resulting components have a reduced scope and this can help in order to 
identify errors in the functionalities.
The disadvantages of this approach are:
________________________________________________________________________
Reengineering approaches
________________________________________________________________________
- 16 -
- Similar functions have to be identified in the whole existing system, in order to 
be grouped into a single component of the new system. The similar function has 
to be refined in order to identify a single functional unit.
- Due to the changes made on the architecture, some interface problems can occur 
when the new module is inserted in the old system. For the same reason some 
response time degradation can be experimented.
4.4 Hybrid approach
The hybrid reengineering approach is based on the idea to perform more than one 
reengineering process at once, at different conceptual levels. The Hybrid approach 
utilizes three processes that run at the same time: the first has the role to translate the 
existing system code into a target language considering a target operative system and 
platform. This process works at an implementation level. The second process abstracts 
the existing system in order to identify requisites. Then look for external existing 
components that can be used in order to cover some of the identified requisites. The third 
process is more similar to a normal reengineering process: it has the task to produce new 
code for those requirements that are not covered by the other two processes and then to 
melt the results of the three processes in order to create the target system.
The main advantage of this approach is that it reduces the development schedule and the 
cost of the process. In fact the first process utilizes only a minimal abstraction of the 
system, where the reverse engineering is one of the most expensive activities in the 
reengineering. Then the utilization of external existing components can reduce the time 
required for the text production.
The disadvantages of this approach are:
- Additional analysis on the system is required in order to determine the feasibility 
of the hybrid approach.
- Because of the three processes done, the risks of the whole approach are the sum 
of the risks of the three processes. So there are risks on the code transcription, 
risks due to the external components and risks for the new produced source code.
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This approach has to cope with the fact that the produced system has to have the same 
functionalities of the old one and at the same time an improvement in the quality of the 
system should be proved.
4.5 Risks
Reengineering usually has the aim to reduce the risks and the costs of an existing system 
improving the quality of the system itself. This does not mean that in general every 
reengineering process has to cope with a set of risks during its development. Identify the 
risks that can occur during a reengineering project is a fundamental task for the process. 
This allows the developer to estimate the cost and evaluate the feasibility of the whole 
project. Moreover the knowledge on the possible risks, improve the risk assessment and 
the risk management, reducing cost when problems occurs.
We can identify some perspectives in order to focus on the possible risks that may occur.
Reengineering is a process, and as it is, it has to cope with processes risks. The process 
could lack of quality assurance or  the expected cost benefits are not achieved in the 
estimated time. Moreover the final product of the process can not perform adequately or 
the used technologies are not adequate for the reengineering goals.
We should also consider that the reengineering process is the sum stages, each of them 
has its own risks: during the reverse engineering it can occur that the code is not enough 
able to express abstraction and not allow the extraction of design and requisites or the 
extracted information is simply not useful or not used. During the forward engineering 
the new requisites introduced can create difficulties in integrate the components or the 
level reached by the reverse engineering is not adequate.
Moreover there are risks bound with personnel, tools used and the planned strategy.
________________________________________________________________________
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Chapter 5
Text translation system analysis
________________________________________________________________________
5.1 Used methods
The first step of the reengineering process is to analyze the existing system in order to 
extract information about the design and about the requirements it implements. The 
information extraction has been done mainly using the available documentation and 
through interviews I made to Igor Boguslavsky, in quality of  linguist developer of Etap,
and Victor Sizov, in quality of developer and expert of the system. This phase produces
as output the Etap conceptual design and a set of new features that the new version of the 
system should implement. Obviously the functionalities that the existing system already 
implemented have to be maintained in the new system.
The approach we decided to utilize is the evolutionary approach: the reengineering 
project consists in identify and analyze each functionality and implement it into a new 
module, or more than one, that also introduces the new  required features related with the 
chosen functionality. New created components can be then introduced in the old system.
5.2 Etap conceptual design
The Etap system is composed by a series of modules that analyzes the input text and 
transform it in the output one. This process is made passing through three main steps: a 
morphological analysis, a syntactic analysis and a normalization phase.
The figure shows the steps needed by the system to achieve the translation of an input 
text.
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5.3 Modules description
Each module performs a step in the translation of a text from the input language into the 
output one. We can see that the system performs three steps in order to translate the input 
text into a normalized form, then there is the transfer step and then there are the same 
three steps as before done in the reverse order.
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Morphological analysis module
This module produces the morphological structure of the input text. For each sentence the 
module perform an analysis of each word. The analysis produces a description of the 
morphological characteristics of the word depending on the category they belong. For 
example a noun could have a lexeme field, a gender and a number. A verb instead is 
described as a root form, the mode, the time, the person and number.
Syntactic analysis module
The syntactic structure of a sentence is a representation of the dependencies existing 
among the words in a sentence. Due to the ambiguous nature of natural language, this 
step is one of the most difficult for the system. It is possible that more than one 
combination represents a valid syntactic structure. During this step of the process, the 
module tries to solve the syntactic and lexical ambiguities that exist in the language. If it 
is not possible to do this automatically, the system asks the user to choose among the 
possible options. 
The aim of this module is produce a syntactic structure, given the morphological 
structure.
Normalization module
The normalization process produces a formal structure for the syntactic structure and 
removes the words or the characteristics that do not contribute to the meaning of the 
sentence such as the number and gender for an auxiliary verb in a compound verb form.
The normalization module transforms the obtained syntactic structure into a normalized 
structure that depends by the input language. 
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Transfer module
The transfer module translates the normalized structure for the input language into the 
normalized structure of the output language. In this step the system perform the 
translation of words and grammatical features, obtaining a new structure that has the 
same meaning of the previous one, but normalized for the output language. At this point 
the system will perform the same steps as before but in a reverse order and related to the 
output language.
Expansion module
The expansion module applies rules to the output language normalized structure in order 
to obtain a syntactic structure for the sentence. In this step words and characteristics are 
added to the structure if needed in order to create a valid syntactic structure (e.g. articles, 
preposition…). This step could be seen as the reverse function performed by the 
normalization module.
Syntactic synthesis module.
This module transforms the output syntactic structure into the morphological structure. 
This is the reverse transformation performed by the syntactic analyzer, but in this case the 
morphological structure obtained is not ambiguous because ambiguity has been solved in 
the previous modules.
Morphological synthesis module.
This module transforms the morphologic structure into the output natural language text. 
The morphological synthesizer gives the right form to all the members of the 
morphological structure in order to obtain a valid output language sentence
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5.4 Dictionaries
During the translation process the modules need to collect information contained into 
different dictionaries.
There are two types of dictionaries: 
- Morphological dictionary: they contain the morphological information of the words. 
There is  a specific dictionary for each supported language.
- Combinatory dictionary: they contain the rules needed for the transformation from a 
language into another. It is composed by a part valid for every language and a part 
that is language dependent. Combinatory dictionary is the most important and 
valuable type of reusable Etap resources. For example, the Russian combinatorial 
dictionary is used as the source dictionary in the Russian-to-English translation 
and as the target dictionary in the opposite direction of translation. For the English 
combinatorial dictionary, the reverse is true. Both dictionaries are
used in several Etap options in addition to machine translation.
5.5 Configuration data
Configuration data are information used by Etap in order to manage two aspects of its 
work: the definition of which tasks the Etap can perform and the parameters needed by 
the system in order to perform the selected task.
- The first aspect of the configuration data defines which the options that the 
system offers to the user are. The configuration data contains the list of the 
languages that the Etap can utilize and the list of the possible tasks that the user is 
allowed to do such as translation from a language to another or paraphrase a 
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sentence using the same language. Only the tasks defined in the configuration 
data can be performed. 
- The second aspect of the configuration data defines which are the parameters
that the system has to utilize in order to  perform correctly the task. Clearly the set 
of parameters depends by the selected task. These parameters include the 
selection of the dictionaries, the selection of the translation rules, the order of the 
steps required to translate the text and the location where to find all the 
parameters needed during the task.
So, for example, in order to translate from an input language into an output language, this 
option has to be defined in the configuration data. In this case the system can know which 
are the right morphology dictionaries for the involved languages,  which part of the 
combinatory dictionary it has to use, which are the steps needed for the translation and 
what exception it should consider.
Configuration data are embedded into the source code of the system.
As said before, some needed data are stored in separate files. These files are used only if 
the task requires them. In this case the system can locate and utilize them using 
references present in the configuration data. 
5.6 Format features
Configuration data format.
In the Etap system configuration data are directly embedded in the source code. In order 
to change these data it is needed to access the source code.
The new version of Etap has to store these configuration data into a configuration file.
Configuration data are a set of possible option that the system select basing on the task it 
is going to perform ( Translate from a supported language to other, perform a paraphrase, 
codification from a language to UNL, UNL decodification into a language, codification 
form English to PROLOG) 
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The format of the configuration file has to be able to permit the creation of new 
configuration data.
Rules and dictionaries format.
In Etap the translation rules and the dictionaries used by the system has a binary format. 
In order to make it understandable by the developers, all the information related to rules 
and dictionaries is stored in a plain text format as well. Changes made in the text format 
have to be compiled in binary format. 
In the new Etap the rules and the dictionaries have a unique representation. This 
representation is a format understandable both by the developers and the system. A 
general formalism is used in order to make well structured the information contained in 
the rules and dictionaries. Once this format changes is done, the system has to be changed 
in order to make it able to collect the needed information using this new format.
5.7 Translation features
Words unique numbers.
In the Etap system, during the translation process, each word belonging to the processed 
sentence was identified with a unique number. This number was local for the sentence: 
the word number is unique in the sentence but not unique in absolute. 
The new version of Etap works with a new version of the combinatory dictionary that has 
to contain a unique number field for each entry. In this way the identification of the 
lexeme in the sentence have to be done using this unique entry number that will be 
unique in absolute. So those modules involved in the translation process that utilizes this 
feature, have to be rearranged in order to cope with the new numeration system.
________________________________________________________________________
Text translation system analysis
________________________________________________________________________
- 25 -
Long sentences fragmentation.
In Etap when an input text contains long sentences, these can be split by the user in 
simpler sentences using a special tag. This helps the system to understand which the 
meaning of the long sentence is and produce a better translation. Once the sentence is 
divided into fragments, these are processed as separate sentences.
The new Etap version must be able to split a sentence in fragments automatically looking 
for sentence characteristics that make possible a fragmentation, in particular heavy 
punctuation marks. The system must still allow the user to specify fragments using the 
special tags. Finally the system has to combine the produced fragments in a single 
syntactic structure and process it as a single sentence.
Translation alternatives.
In Etap each time that the user ask an alternative to a proposed translation, the system is 
forced to start again the computation performing another time the processing stages. The 
information maintained about the possible alternatives is not enough to rollback the 
execution until a definite point without starting the whole process from the beginning.
The new Etap must store the context in which it is working every time it has to decide 
how to solve an ambiguity in the translation. In this way it is possible to generate an 
alternative translation beginning from the saved working context. This allows sparing
resources using part of the process already done.
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Phase cooperation.
Etap have an architecture that divides the translation process into phases. Two of these 
phases are the one in which the system is working in order to extract the syntactic 
structure of the sentence and other is the phase in which the system is translating the 
sentence in the output language normalized structure.
Each phase have some rules associated that can be applied only during the phase itself. 
There are cases in which some rules of the translation phase contains information useful 
for the syntactic structure extraction phase. In this case Etap duplicates the rule writing it 
in both the lists of rules belonging to the two different phases. 
The new Etap must not duplicate information. During the execution of a phase, it must 
provide a way to access to the rules of other phases so that the useful information can be 
accessible when needed during the process.
5.8 Operational features
New operations.
The new version of Etap must implement a new series of operations that can be 
performed on the data in order to resolve ambiguities in the meaning of the sentences.
These new operations involve lexical functions and predicates that work on particular 
entities of the system.
Moreover some function inherent to UNL has to be implemented, such as the UNL group 
concept and a modification on the relation label of UNL words.
________________________________________________________________________
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Chapter 6
Text translation system maintenance
________________________________________________________________________
6.1 Task selection
Once a first analysis on the system had been completed and the required features for the 
new version had been listed, we decided that I would have worked on the configuration 
data format feature.
We took this decision because this part can be considered as stand alone. Taking in 
account that the expert of the system was in Russia, we estimated that there would have 
been less problems generated by the distance working on a part that was not too much 
dependent by the system itself. The risks selecting this feature were significantly less than 
choosing any other one.
The selected feature still is part of the system, but can be developed on its own. At the 
same time Victor Sizov and some other members of the Russian team would have work 
on the system both to create the interface to introduce the part I was developing in the 
main system, and on the development of the others part of the system following the 
reengineering process.
6.2 Problem definition
We define support data all the information used by the system in order to perform the 
translation of an input text into an output text. Support data includes the configuration 
data and all the files that stores the parameters needed by the system during the 
translation process. Support data do not include the information contained in the 
dictionaries. For example, support data includes the term file. This is a file that contains a 
codification of the morphological and syntactic features, such as the code for the “plural” 
characteristic, or for the “past tense” characteristic. 
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In Etap all the information that we defined support data, except configuration data, is 
stored in plain text files. Configuration data are embedded in the source code.
For each file a formal structure is required but it is not well defined. When the file is 
modified, it is needed to check if the modified file still respects the formal structure. This 
makes the modification of these kinds of files quite hard for developers, in particular 
those that have only a role related to the linguistic part of the system. It is needed to know 
how the formal structure is and it is not direct the meaning of the written data. The 
modification is done editing the file with a normal text editor. There is not a dedicated 
application for editing the support data files.
For configuration data the problem is maybe even worse: in order to change any 
configuration data, it is needed to access to the source code.
Moreover there are some support data that cannot assume any value, but only values 
belonging to a restricted set. Some of these values range among values contained in 
another support file or among a list of values. For the developers is not easy cope with all 
these kind of restrictions without commit errors, neither it is easy for them understand 
what is the range of values available for a specific data. Developers have to double check 
if the introduced value is a valid value.
So modifications of these types of data in Etap are quite inefficient.
In order to avoid the problem related with the management of the support data, we 
decided to introduce in the new version of the system two modifications: first 
configuration files are going to be extracted from the source code and stored in a file 
called configuration file. Second a general formalism that can be used for the definition 
of the format of each support data file. Once this formalism has been introduced, it allows 
the creation of a general application that can browse support data and provide help in 
modifying them.
This application would be the unique tool needed by developers to cope with support data 
for the system. New parameters or configurations for the system can be added if the 
system has to be able to perform translations or paraphrases using new languages. Old 
parameters can be edited or removed.
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This application has the main aim to hide to the developers all the problems related with 
the format of files. Modifying the file through this application makes impossible the 
generation of errors in the structure the file has to have. Moreover the application shows 
to the user which is the restricted set of values that a particular data can assume. In this 
way the developers has not to double check that the introduced values are valid values.
The application is enough general to be able to cope with different files, once the 
structure of the file has been provided using the general formalism. The application 
should provide a graphic way to browse the data, allowing the developer to access all the 
data, check their actual value and modify it. It also should provide the possibility to add 
new data values or remove them.
6.3 Application description
The first thing we did in order to solve the proposed problem, was to define which 
general formalism utilize in order to specify the structure of the support data files.
We selected XML as tool for the specification of the data in the support files.
We decided to use XML because the inner nature of the problem was to give a structure 
that can be easily changed and that could be understood both by humans and computers. 
Moreover it was preferable select a general specification language as XML is instead of 
creating an ad hoc solution that could create future problems with the system.
Using XML the support data becomes XML elements. The value of the data is stored as 
attribute of each XML element.
Once the general formalism was decided, we defined which should have been the 
behaviour of the application that should have worked on the support data files.
Using this application the user can browse the data contained in the source files. He can 
select a single element in order to see all information relative to this element. Depending 
on the selected element, the application makes available the operations allowed on that 
element. The application can edit or remove an existing element or it can add a new 
element. In each operation it performs, it has to help the user showing what the allowed 
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operations are in order to keep valid the structure of the file and the inserted values. So, 
for example, the application has to warn the user when removing an element the structure 
becomes not valid. Moreover it has to display the available values of an attribute if this 
attribute can assume values belonging to a restricted set.
This application should be usable on every support file of the system. The only required 
thing should be a description of the structure of the file, provided using a DTD for the 
XML file, and a description of the constrains on the values of the attributes
The detailed requisites document for the application is available in the Appendix A.
Before starting with the development of a new application, we looked for a possible other 
editor that could perform the task we needed.
The product we found had in general the same problem: they allow the user to modify the 
XML attributes of the elements, but the inserted values where not checked. The user 
could insert a general value, maybe typed as integer or string, but it was not possible to 
define that a certain value had to range in a particular set of values depending by the 
source data itself and so modifiable when the source data were edited.
So we decided to implement a new application.
6.4 CFM high level design
This is an extracted part of the high level design document. It shows how the general 
structure of the application is. All the complete documentation is available in the 
appendix B.
The figure is a conceptual representation of the functional blocks and the relations that 
occurs between them.
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Commands manager
The commands manager is the block that manages the interaction between the user and 
the application. It can be conceptually divided into two parts:
- Data browser section: 
This section is composed by those components of the commands manager that 
allow the user to browse the data contained in the source files. This section only 
provides information to the users, and do not allow the user to perform any 
operation on the data. The data will be displayed in a structured form, making 
easier for the user the navigation among the elements. This structured form of the 
data do not displays all the information contained in the source file. User can 
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select a single element in order to extract all the information related to that 
element: when the user selects an element, all its attributes are displayed.
- Commands panel:
This section is composed by those components of the commands manager that 
allow the user to perform commands. There is a button for each command the 
application can perform:
- Edit: allows the user to modify an existing element.
- add: allows the user to add a new element.
- remove: allows the user to remove an existing element.
- Cut: allows the user to select elements that will be moved in another position.
- Copy: allows the user to select elements that will be copied in another position.
- Paste: allows the user to select the position where move or copy the previously 
selected elements 
- Search: allows the user to perform a search of an element, an attribute or a 
value.
- Change source: allows the user to select different files to use them as source 
files.
When the selected operation is add or edit, the command manager also checks that the 
values inserted by the user are consistent with the value validity rules extracted by XML 
Browser component (see below: 3.2).  
XML Browser
XML Browser is the block that manages the extraction of information from the source 
files and the representation of the extracted information. All the functions it provides do 
not modify the source files. XML Browser reads the source file using an XML parser. It 
stores the relevant information and makes it available to the application: reading the 
XML source, it builds a structured representation of the extracted data. This 
representation is used by the Command manager block in order to make available to the 
user the data browser feature. XML Browser performs all the commands that are related 
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with the extraction of information from the source files, such as the search command or 
the extraction of working data: when such operations are required, the XML Browser 
access the source files, looking for the information needed to complete the task.
XML Browser extracts the values validity rules that the attributes must respect. In the 
source files is defined a limitation with respect to the values each attribute can assume.
These restrictions can be of the following type:
- Enumeration: the attribute can only assume an enumerated set of values.
- Reference: the attribute can only assume a value among a referenced set of 
values
- External: the attribute can only assume a value contained in an external file
- String: have no restrictions.
XML Editor
XML Editor is the block that manages the modification of the data and the storage of 
changes in the source files. All the functions it provides modify the source files.
XML Editor performs all the commands that should change the source data, such as 
paste, add element, edit element and remove element. When such commands are required 
the XML Editor saves the modification in temporary files. Each time the editor has to 
overwrite the source files, it requires to the XML Validation block to validate the 
temporary files in order to be sure that these files maintain the required structure.
Combining the validation and the value validity rules applied in the Command Manager 
the CFM grants that the modified files saved are valid for later utilization.
XML Validation
The XML Validation is the block that manages the validation process of the source files. 
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The XML validation scans the temporary files created by the XML Editor and verifies 
that they are valid files. If the validation process ends correctly, the XML validation 
overwrites the source files using the temporary ones. The XML Validation manages the 
occurrence of a validation error, displaying a warning to the user and asking him what the 
application should do in order to cope with that error.
6.5 Final product
All the documentation about the CFM implementation is in the appendix A.
When the application starts, the main frame is loaded. The main frame is the main part of 
the interface that shows the data the user is working with and the operations he can use.
The main frame appears like this:
The main frame is composed by three parts:
- Data tree: this area is the one where the application shows the actual data 
extracted from the source XML file. Data is represented as a tree where each node 
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is labelled with the name of the element it refers to and with some attribute 
values. 
- Attributes Value: this area shows to the user all the attributes of the element 
currently selected in the data tree section. It also shows the values of each 
attribute. This area is not editable.
- Commands: this area contains all the buttons that allow the user to perform the 
operations on data. When an operation can be done, the correspondent button 
becomes clickable. For example, remove command is available only if an element 
in the data tree is selected. Edit command is available only if the selected element 
has some attributes.
The graphic interface for the edit operation appears like this:
It is possible to see that the application show the user the list of the valid elements, 
extracted from the values of a specific attribute. 
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The graphic interface for the edit operation appears like this:
In this case as well the application shows the list of the valid values when needed.
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Chapter 7
Current project status
________________________________________________________________________
7.1 Configuration file integration
During the period in which I was working on the configuration file manager application, 
Victor Sizov was developing a new interface that allows the Etap system to extract the 
configuration data that has been removed from the source code and stored in the 
configuration file. When the interface will be completed the system will be tested in order 
to verify the integration of the new format of the configuration file in the system.
The same operation will be than done for the other support file that the system utilizes 
during the computation.
At the end of these integration tests, the first step of the reengineering process will be 
finished. 
The produced system is not the final reengineered system, but only a provisional version. 
In every case, it will be possible for linguist developers to add modifications to the 
system using the configuration file manager, making easier this operation.
The fact that the users can appreciate the progresses of the reengineering process even 
when it is not still completed is because of the used approach. In fact the evolutionary 
reengineering approach used for this project creates a series of interim working versions.
7.2 The next step
The next step in the project will be the reengineering of another functionality of the 
system. The main aim of the following steps is to convert the already existing Etap in an 
object oriented system. The current language used for the core of the system is C. The 
final product should be written in C++ or Java.
This allow the developers to restructure the whole Etap architecture in order to make it 
more organized in smart component that will be properly interfaced among them. 
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This makes the system more flexible and improves the maintainability of the system, both 
for error recovering and for required modifications.
The main risk in this process is the possibility of performance degradation. Original Etap 
works quite fast. The binary format of the data and the structure of the code allow the 
system to access information in a rapid way. Changing both the format of the stored data 
and the architecture of the system, could create a delay in some phases of the translation 
process.
Everyway this risk is considerable acceptable due to the benefits that a well organized 
structure would lead to in terms of maintenance costs and flexibility of the system.
The original Etap works completely only in English-Russian and Russian-English 
translations. This means that a big numbers of modifications will be required in order to 
cope with the others languages. Moreover, it is possible that for some languages that 
consider different linguistic aspects than the provided ones, it is needed to change the 
system not only in the linguistic dictionaries.
7.3 Future of the system
Once the reengineering process will be finished, the produced system will be flexible, 
well structured and documented. The first aspects that will be considered at that point 
will be the internet access and the introduction of new languages.
The original Etap already has an interface that makes it usable on the net. Due to its 
structure some desirable feature are difficult to implement. The new structure will help 
developer in adapt the system so that it would be easily accessible from the web. 
Moreover other possible internet usage of the system, maybe involving UNL, will be 
studied and applied.
Then it will be needed to complete the implementation of all the provided languages: 
implement the paraphrases option and maybe some cross possible translation, not only 
from or to Russian.
Finally it is evaluated the possibility to add new languages to the list. Depending on the 
results obtained by the system it is possible that other languages will be requested.
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Another field in which the research on Etap is moving is the usage of lexical functions in 
the context of the NLP (Natural Language Processing) applications. Lexical functions are 
an instrument proposed by Igor Melčuk in his Meaning ? Text linguistic model. This 
function can be used by the Etap system in order to solve certain language ambiguities 
that with the normal morphological and syntactic structures cannot be solved.
The lexical functions are already present in the Etap project, but its usages and 
potentialities are still been studied
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Chapter 8
Conclusions.
________________________________________________________________________
8.1 Consideration on the CFM
The application I implemented is not as simple as it could seem. The CFM 
(Configuration File Manager) works as an attribute editor of XML elements. It shows the 
stored data, it can edit or remove existing elements or create new ones. It is possible to 
copy or move element and search a specific element, attribute and/or value. But the 
strong points of the CFM are three:
- Generality:
The CFM is not an ad hoc solution. The application has been designed in order to 
be as much general as possible. In fact the information needed for the correct 
work of the CFM depends from the source files it has: the main source data file, 
from where it extracts the working data, the structure file, that defines the XML 
structure of the data file, and the definition file, in which are stored the constrains 
on values that has to be checked by the application.
These files are not part of the CFM but only its input. The CFM can work with 
different data sources, structures and definitions. The information needed are 
automatically extracted and used. 
The CFM can be applied on all the support files used by Etap. In theory the CFM 
can be used on every XML file once their structure has been described in the 
proper way.
- values selection help:
The second interesting point of the CFM is that it is possible to specify the range 
of values that a specific attribute belonging to an element can assume. 
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Other XML attribute editor can change the values of the attributes, but they do not 
check if the introduced value belongs to a particular set of admitted values.
In CFM there are four possibilities to specify the range of values. The first is 
simply providing the list of the values that the attribute can assume and specifying 
which the default value is. The second is defining a reference “coordinates” in the 
source data file from where extract the set of available values. The third is 
accessing an external library. The forth is the possibility of avoid any check on 
the values. 
The referenced “coordinates” means that it is possible to specify an element and 
an attribute that belongs to the data source file. The set of valid values is 
composed by all the values that the specified attribute belonging to the specified 
element assumes in its occurrence in the data source file. So the set of valid values 
depends by the working data itself and it can change dynamically if the working 
data are modified.
The role of the external library is explained in the next point.
- External library access:
The CFM receives as input the name of a dynamic library. Some of the values of 
the attributes in the working data have to belong to a restricted set of valid values.
The external library contains a function that checks if the inserted value respect 
this restricted set or not. The point is that the library is not part itself of the CFM. 
The implementation of the function called by the CFM is made by the specific 
user. So more implementation can be created in order to adapt the CFM in 
different contexts. The CFM used in the Etap system utilizes a particular function 
when it has to check its values in this way. But in a different context, the CFM 
can use a completely different function that is specific for another environment.
Moreover, even if the CFM is written entirely in Java, the external library can be 
written in every language supported by the Java Native Interface. In the case of 
the Etap context, the external library is written in C++. This fact improves even 
more the generality of the CFM. Every user can implement its own way to check 
the validity of the CFM simply respecting the requirements of the interface.
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8.2 Personal conclusions
The whole process has been quite interesting. The approach to a reengineering project of 
a real system has been a good experience. It made me understood some problems and 
aspects proper of the development of project on complex system. 
For the reengineering aspect I have seen how hard can be to understand a system with 
few documentation available. Using the evolutionary reengineering approach I could see 
a whole reengineering process even if it was only a single step in the frame of the general 
reengineering of the Etap system.
For the implementation aspect I passed through all the steps of the implementation of an 
application, taking in account the extracted requisites and the limitations of the case. I 
had to face the problem of producing an application that had to have a high generalization 
level, in order to be used in different contexts of the system.
Finally one important aspect has been the need to cooperate with a member of the work 
team that was not in the same location. I had to cope with a series of problems bound to 
the fact that I could not have a meeting with the developer of the system but only with a 
linguist developer and my supervisor. The usage of two different foreign languages, 
Spanish and English, in order to cooperate with the distinct members of the work team 
has been sometime a problem. Moreover the presence of some documents written in 
Russian that required a translation in order to be understandable for me leaded to delays 
in some occasion.
In general the experience has been interesting. Work with a heterogeneous foreign team 
in a big project has been exciting and challenging. We had problems, but we managed to 
solve them.
At the end I can say I am happy of this experience and proud to success in finishing my 
part.
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