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RESUM (màxim 50 línies) 
 
El presente proyecto consta en diseñar aplicaciones prácticas para que los 
estudiantes de la asignatura del laboratorio de Sistemas Digitales tengan 
más recursos y así poder complementar el material del profesor. 
 
Para ello primero de todo se ha diseñado un programador paralelo bastante 
sencillo, para no tener que depender del centro de cálculo para poder 
programar el microcontrolador, ya que hasta la fecha son los únicos que 
disponen de un programador. 
Una vez conseguido el programador se pasa a diseñar diferentes 
aplicaciones, primero se realiza una bastante sencilla que servirá para que 
los estudiantes empiezen a familiarizarse con ellas. Consiste en una fila de 8 
LEDs, que con el software se diseña para que se enciendan indistintamente 
provocando un efecto de luz. 
 
En la siguiente aplicación se quiere dar un mayor grado de dificultat y se 
implementa una matriz de 7x5 LEDs, a través del software se intenta 
simular un contador que pulsando una tecla cuente y con otra descuente. No 
obstante esta aplicación tiene muchos recursos, sólo hace falta introducir el 
código adecuado. 
 
A continuación se ha querido simular el efecto de un vumeter con 21 LEDs 
distribuidos en 3 filas y 7 columnas, para ello tendremos una entrada 
analógica y a través de un conversor ADC nos la convertirá en digital para 
poder ser tratada por el microcontrolador. 
 
La última aplicación es un velocimetro, a través de 4 displays de 7 
segmentos se puede visualizar la velocidad de un motor que se conecta a la 
placa. 
 
Por último se ha diseñado otro programador muy sencillo para poder grabar 
el microcontrolador sin necesidad de extraerlo de la aplicación, utilizando el 
método de programación in-system program (ISP). El software utilizado nos 
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Durante mi docencia he podido constatar que sino se puede contrastar aspectos teóricos 
con aspectos prácticos, tal vez no quede entendida la lección. 
Por este motivo surge la realización de este proyecto, ya que José Matas Alcalá profesor 
de las asignaturas Sistemas Digitales II y Laboratorio de Sistemas Digitales, me 
propuso realizar una serie de aplicaciones prácticas para que los alumnos puedan 
implementar los conocimientos en ellas. De esta forma facilitar al alumno con un 
número mayor de recursos de manera que no se vea limitado el material práctico e 
intentar individualizar un poco más las prácticas. Porque dependen del centro de cálculo 
que consta con un grabador de microcontroladores, por lo tanto cada vez que un alumno 
quería verificar su programa realizado en el laboratorio perdía mucho tiempo en poder 
grabarlo y esto entorpecía el transcurso de la clase. 
Por todo ello se ha realizado el presente proyecto. Es de especial motivación el saber 
que el trabajo realizado ayudará a futuros compañeros de la especialidad por esto se ve 






























El objetivo del presente proyecto es el de darle soporte físico a un programador de 
microcontroladores y diferentes aplicaciones prácticas, mediante el diseño y desarrollo 
de placas utilizando el software utilizado en la asignatura Laboratorio de Sistemas 
Digitales Keil microvision 2 y OrCAD versión estudiante. La implementación se llevará 
a cabo mediante la fresadora del laboratorio de proyectistas el modelo C30 de la 
empresa LPKF ya que esta a disposición de los estudiantes y gracias a esta los 
resultados son verdaderamente más satisfactorios que si por lo contrario utilizamos la 
insoladora, porque tendríamos que hacer los diseños más grandes dado que la resolución 
no es la misma. 
Gracias a utilizar este método pretendemos realizar unas placas de tamaño reducido. 
Para la realización del proyecto se tendrá en cuenta el material que se haya en el 
despacho del profesor ponente que lo ha puesto a disposición, por lo tanto se priorizará 
por utilizar ese material aunque tenga que ser reciclado siempre y cuando funcione 
correctamente. Dado que el resultado será de aplicación docente y no es primordial la 
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3. Microcontrolador Atmel 89c2051 
 
 3.1 Introducción a los microcontroladores 
 
 
Recibe el nombre de controlador el dispositivo que se emplea para el gobierno de uno o 
varios procesos. Aunque el concepto de controlador ha permanecido invariable a través del 
tiempo, su implementación física ha variado frecuentemente. Hace tres décadas, los 
controladores se construían exclusivamente con componentes de lógica discreta, 
posteriormente se emplearon los microprocesadores, que se rodeaban con chips de memoria  
sobre una tarjeta de circuito impreso. En la actualidad, todos los elementos del controlador 
se han podido incluir en un chip, el cual recibe el nombre de microcontrolador. 
Un microcontrolador es un circuito integrado de alta escala de integración que incorpora la 
mayor parte de los elementos que configuran un controlador. 
Un microcontrolador dispone normalmente de los siguientes componentes: 
• Procesador o UCP (Unidad Central de Proceso). 
• Memoria RAM para Contener los datos. 
Memoria para el programa tipo ROM/PROM/EPROM. 
• Líneas de Entrada/Salida para comunicarse con el exterior. 
• Diversos módulos para el control de periféricos (temporizadores, Puertas Serie y Paralelo, 
CAD: Conversores Analógico/Digital, CDA: Conversores Digital/Analógico, etc.). 
• Generador de impulsos de reloj que sincronizan el funcionamiento de todo el sistema. 
Los productos que para su regulación incorporan un microcontrolador disponen de las 
siguientes ventajas: 
• Aumento de prestaciones: un mayor control sobre un determinado elemento representa 
una mejora considerable en el mismo. 
• Aumento de la fiabilidad: al reemplazar el microcontrolador por un elevado número de 
elementos disminuye el riesgo de averías y se precisan menos ajustes. 
• Reducción del tamaño en el producto acabado: La integración del microcontrolador en un 
chip disminuye el volumen. 
• Mayor flexibilidad: las características de control están programadas por lo que su 
modificación sólo necesita cambios en el programa de instrucciones. 
 
Existe una gran diversidad de microcontroladores. Quizá la clasificación más importante 
sea entre microcontroladores de 4, 8, 16 ó 32 bits. Aunque las prestaciones de los 
microcontroladores de 16 y 32 bits son superiores a los de 4 y 8 bits, la realidad es que los 
  12 
microcontroladores de 8 bits dominan el mercado y los de 4 bits se resisten a desaparecer. 
La razón de esta tendencia es que los microcontroladores de 4 y 8 bits son apropiados para 
la gran mayoría de las aplicaciones, lo que hace absurdo emplear micros más potentes y 
consecuentemente más caros. A la hora de escoger el microcontrolador a emplear en un 
diseño concreto hay que tener en cuenta multitud de factores, como la documentación y 
herramientas de desarrollo disponibles y su precio, la cantidad de fabricantes que lo 
producen y por supuesto las características del microcontrolador (tipo de memoria de 
programa, número de temporizadores, interrupciones, etc.): Los microcontroladores más 
populares se encuentran, sin duda, entre las mejores elecciones: 
8048 (Intel). Es el padre de los microcontroladores actuales, el primero de todos. Su precio, 
disponibilidad y herramientas de desarrollo hacen que todavía sea muy popular. 
8051 (Intel y otros). Es sin duda el microcontrolador más popular. Fácil de programar, pero 
potente. Está bien documentado y posee cientos de variantes e incontables herramientas de 
desarrollo. 
80186, 80188 y 80386 EX (Intel). Versiones en microcontrolador de los populares 
microprocesadores 8086 y 8088. Su principal ventaja es que permiten aprovechar las 
herramientas de desarrollo para PC. 
68HC11 (Motorola y Toshiba). Es un microcontrolador de 8 bits potente y popular con 
gran cantidad de variantes. 
683xx (Motorola). Surgido a partir de la popular familia 68k, a la que se incorporan 
algunos periféricos. Son microcontroladores de altísimas prestaciones. 
PIC (MicroChip). Familia de microcontroladores que gana popularidad día a día. 
Fueron los primeros microcontroladores RISC (Computadora con Conjunto de 
Instrucciones Reducido). 
Es preciso resaltar en este punto que existen innumerables familias de microcontroladores, 
cada una de las cuales posee un gran número de variantes. 
Al estar todos los microcontroladores integrados en un chip, su estructura fundamental y sus 
características básicas son muy parecidas. Todos deben disponer de los bloques esenciales 
Procesador, memoria de datos y de instrucciones, oscilador de reloj y módulos 
controladores de periféricos. Sin embargo, cada fabricante intenta enfatizar los recursos más 
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 3.2 Familia MCS-51 
 
Esta familia es adecuada para soportar aplicaciones sencillas y de mediana complejidad y se 
ha convertido en uno de los estándares del mercado, puesto que se ha utilizado en multitud 
de aplicaciones y, además, otros fabricantes, como Siemems Components, Atmel, Philips 
Semiconductors, OKI Semiconductor, etc., proporcionan versiones especializadas de ésta. 
Una de las características más interesantes de esta familia es la existencia de distintas 
versiones. Éstas se diferencian en la tecnología de fabricación y en la memoria de programa 
disponible internamente, versiones con ROM, EPROM, FLASH y sin memoria. 
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Las principales características de la MCS-51 se listan a continuación: 
- 32 líneas de entrada/salida (E/S), distribuidas en 4 puertos de 8 bits cada uno. 
- Memoria RAM interna de hasta 256 bytes. 
- 4 bancos de 8 registros de un byte cada uno. 
- Área de registros de función especial (SFR). 
- Espacio de memoria para programas de hasta 64k. 
- Espacio de memoria para datos de hasta 64k. 
- Hasta 3 temporizadores de 16 bits cada uno. 
- Comunicación serie asíncrona (UART full-duplex). 
- De 5 a 6 fuentes de interrupción con 2 niveles de prioridad. 
- 2 modos especiales de bajo consumo (Power Down y Idle). 
- Juego de instrucciones con capacidad de procesamiento booleano. 
 




Fig.1 Arquitectura Interna de la MCS-51 
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El núcleo del microcontrolador está formado por la unidad de control, la unidad aritmético-
lógica (ALU), el registro de estado (PSW), el acumulador y el contador de programa (PC). 
Este último es un registro de 16 bits que se utiliza como puntero hacia la memoria de 
programas y su valor apunta siempre a la dirección de memoria que contiene la instrucción 
a ejecutar. Cabe destacar, en esta figura, la importancia del acumulador, puesto que 
interviene en la mayor parte de las instrucciones, sobre todo en las instrucciones aritméticas. 
La familia MCS-51 tiene cuatro puertos: P0, P1, P2 y P3. Los puertos son de 8 bits, y cada 
bit puede ser configurado de forma individual como entrada o como salida (E/S), siendo 
transparente para el programador.  
La MCS-51 tiene versiones con memoria interna de programas EPROM, OTPROM o ROM; 
no obstante, en caso de necesitar memoria externa, los puertos P0 y P2 soportan un bus de 
direcciones de 16 bits y un bus de datos de 8 bits para acceder a ésta. En este caso, el byte 
bajo del bus de direcciones y el bus de datos comparten el mismo puerto, P0, mediante una 
multiplexación temporal entre ambos buses. En cuanto al byte alto del bus de direcciones, 
éste queda íntegramente soportado por el puerto P2.                        
La multiplexación temporal realizada en el puerto P0 es una manera hábil de optimizar el 
número de terminales del microcontrolador, minimizando el tamaño de su encapsulado. 
En la anterior aparecen, además, un bloque que representa la memoria RAM interna, con la 
cual opera el puntero de la pila (SP, ? nack Pointer), el área de registros especiales (SFR) y 
el puerto P3, que soporta las siguientes funciones alternativas: puerto de comunicación serie 
asíncrona, interrupciones externas, el control de lectura y escritura de la memoria externa de 
datos y las entradas de los temporizadores/contadores de la familia. 
 
 
 3.3 Microcontroladores de Atmel 
 
El fabricante Atmel Corporation tiene una familia de microcontroladores de 8 bits basados 
en la arquitectura de la MCS-51, explicados anteriormente. Una de las características más 
relevantes de los microcontroladores de este fabricante es que todos ellos tienen memoria 
interna flash. Estos microcontroladores tienen un precio más reducido que los 
microcontroladores con memoria interna EPROM. La tabla 2.7 muestra los 
microcontroladores con memoria flash de Atmel y las distintas características de cada uno.  
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Fig.2 Tabla de microcontroladores de Atmel 
 
  
 3.3.1 AT8920C51 
Es el microcontrolador utilizado en este proyecto, por varios motivos.  
La asignatura Sistemas Digitales 1 y Laboratorio de Sistemas Digitales están basadas en 
este microcontrolador. Por ello tengo unos conocimientos adquiridos que de otros modelos 
desconozco por lo tanto me facilita el trabajo. No obstante tiene un precio muy reducido, 
incluso ya por debajo del euro. Como tampoco se pretende hacer unos diseños muy 
complejos porque este proyecto pretende complementar las asignaturas anteriormente 
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A continuación se muestra el patillaje del microcontrolador escogido: 
 
 
Fig.4 Pinout del AT89C2051 
 
Sus principales características son: 
- 2k Bytes de memoria flash 
- alimentación de 2.7 a 6 V 
- frecuencia del reloj de 0Hz a 24 Mhz 
- 128 x 8bits de memoria RAM 
- 2 Timers de 16 bits 
- 15 líneas de entradas/ salidas de forma programable 
- posibilidad de hasta 6 interrupciones simultaneas 
- posibilidad de comunicación Serie 
- comparador analógico integrado  
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4 Programador Paralelo 
 
Como se ha comentado en la introducción, el principal problema que tienen los alumnos de 
la asignatura Laboratorio de Sistemas Digitales, es a la hora de programar las prácticas 
realizadas para poder comprobar su funcionamiento. Por ello lo primero en que se ha 
trabajado ha sido en un programador. 
En el mercado hay varios programadores pero su coste normalmente es bastante elevado, en 
Internet hay algún modelo pero no son de utilidad para lo que se requiere, ya que necesitan 
un microcontrolador ya programado, con lo cual no es muy buena idea. 
El objetivo es diseñar un programador de bajo coste y con la menor complejidad posible 
para que incluso los alumnos se monten su propio programador. 
 
Los microcontroladores normalmente salen del fabricante con la memoria borrada, con el 
contenido de array todo a unos (FF en hexadecimal) y listo para ser programado. 
Hay dos tipos de modelos, unos se programan a un nivel de tensión 12 voltios y otros que se 
programan a un nivel de tensión de 5 voltios. 
Para comprobar el tipo de microcontrolador que se va a programar hay 2 formas, una 
mirando el encapsulado y ver el código y la otra leer los bytes de firma del chip. 
 
 Vpp= 12 V Vpp= 5 V 
 








Bytes de firma 
(30H)   _H** 
(31H)   _H** 
(32H)   FFH 
(30H)   _H** 
(31H)   _H** 
(32H)    05H 
* Puede ser 1 o 1 en función del modelo 
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4.1 Pasos para la programación 
 
A continuación se explica los pasos a seguir a la hora de programar la memoria Flash. 
Para la lectura se debe realizar la siguiente secuencia: 
1. Conectar P1 a Vcc 
Conectar a GND los pines RST y XTAL1 
2. Poner pin RST a “1” 
Poner pin P3.2 a “1” 
    ··      ··  P3.3 a “0” 
    ··      ··  P3.4 a “0”  
    ··      ··  P3.5 a “1” 
    ··      ··  P3.7 a “1” 
3. Ahora se puede leer el byte en P1 
4. Para leer el siguiente byte, se ha de activar un pulso en el terminal XTAL1 de 200 
ns para incrementar la dirección, el nuevo byte a leer se pone en P1. 
5. Se repiten los pasos 3 y 5 hasta terminar de leer la memoria Flash. 
Para la escritura se debe realizar la siguiente secuencia: 
1.   Encendido: 
Conectar P1 a Vcc 
     Conectar a GND los pines RST y XTAL1 
     2.    Poner pin RST a “1” 
            Poner pin P3.2 a “1” 
    ··      ··  P3.3 a “0” 
    ··      ··  P3.4 a “1”  
    ··      ··  P3.5 a “1” 
    ··      ··  P3.7 a “1” 
3.   Se pone a grabar el primer byte del código en P1 
4.   Se conecta el pin RST a 12 V para activar la programación 
5. Se mantiene P3.2 a “0” durante 1,2 ms. 
6. Para programar el siguiente byte, se activa un pulso en el terminal XTAL1 y pone el 
nuevo byte en P1. 
7. Se han de repetir los pasos 6 y 7 hasta terminar de programar la memoria. 
8. Apagado: 
Conectar XTAL1 a “0” 
Conectar RST a “0” 
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Desconectar la alimentación 
Para el borrado de la memoria se ha de realizar lo siguiente: 
1. P3.3 a “1” 
P3.4 a “0” 
P3.5 a “0” 
P3.7 a “0” 
2. Mantener durante 10 ms P3.2 a “0” 
 
Fig.5 Estados de programación 
 
 
 4.2 Grabación del microcontrolador 
 
La grabación del microcontrolador de AT89C2051 de Atmel se puede hacer mediante 
un fichero binario, *.bin, o en formato *.hex de Intel y un grabador físico para 
microcontroladores y memorias. 
El formato HEX de Intel se desarrollo para poder compartir los ficheros de grabación entre 
distintos sistemas. El formato HEX se trata de un archivo de texto ASCII que representa la 
información para la programación de algunas memorias, microcontroladores o emuladores 
de hardware. El formato BIN es un formato universal que contiene la información exacta 
que se debe almacenar en la memoria o en el microcontrolador, por lo que el tamaño del 
fichero es igual al que ha de ocupar en el dispositivo que se debe grabar. No se proporciona 
ninguna información adicional. El formato HEX consta de varios campos que especifican la 
información del fichero, estos son: 
Start Code: Ocupa 1 carácter y representa el inicio de línea con el numero 0×3ª que en 
código ASCII este se traduce como ’:’. 
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Byte count: Ocupa 2 caracteres y indica el número de bytes a grabar y que se proporcionan 
en el campo DATA (valor máximo de 255 bytes). 
Addres: Ocupa 4 caracteres y representa la dirección, de 2 bytes en hexadecimal, 
a partir de la cual será grabada la información contenida en el campo DATA. 
Type: Ocupa 2 caracteres y representa el tipo de línea. Nos podemos encontrar con los 
siguientes valores 
00 Datos. 
01 Fin de archivo. Sólo se permite uno en la última línea del archivo. 
02 Dirección de un segmento extendido del registro. 
Data: Son los datos a grabar en el dispositivo (máximo 255 caracteres). 
Checksum: Ocupa 2 caracteres y representa el checksum hecho sobre la información 
transmitida. 







Tomando como ejemplo la primera línea, el formato es: 
* El primer carácter (:) indica el comienzo de un campo. 
* Los dos caracteres siguientes indican la longitud (número de datos) en bytes del campo 
como un número hexadecimal de dos cifras. Por ejemplo, este valor es 10 (en hex.) para el 
primer campo del ejemplo. Es decir, 16 (en decimal) bytes. 
* A continuación, los cuatro caracteres siguientes indican la dirección de memoria donde se 
cargarán los datos del campo representada como un número hexadecimal de cuatro cifras 
(0x0080 en este caso - 128 decimal) 
* Los dos caracteres siguientes indican el tipo de campo, 00 si se trata de datos, 01 para fin 
de fichero y 02 para dirección extendida. 
* A continuación vienen los datos, cada uno de ellos representado como un número 
hexadecimal de dos cifras (dos caracteres por dato) 
* Por último, los dos últimos caracteres son el checksum. Este checksum se calcula de 
manera que la suma de todos los bytes del campo más el propio checksum sea 
0x00 (00 en hexadecimal). Sólo se considera el byte menos significativo de la suma. 
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Para la primera línea el checksum vale FD y se ha obtenido sumando todos los bytes de la 
línea, con excepción del carácter correspondiente a los dos puntos. Es decir: 
10+00+80+00+AF+5F+67+F0+60+27+03+E0+32+2C+FA+92+00+77+80+C3 = 803 
Luego se trunca el resultado y se deja el byte menos significativo. En este caso, 03. A este 
número se le halla en complemento a 2 que es FDh. 
* El último campo (la última línea) siempre tiene la misma forma, e indica el fin de archivo 
(campo de tipo 01). 
 





















































































































































































Fig.6 Esquemático del programador 
 
 
En el microcontrolador escogido para programar se necesita 12 voltios, por lo tanto se 
alimenta a 15V ya que se ha colocado dos reguladores de tensión uno de 5 y otro de 12 y 
por lo tanto el nivel de entrada ha de ser superior a 12 voltios. Como esta placa va a ser 
utilizada posteriormente por estudiantes que desconocen el diseño, se ha colocado un diodo 
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de protección antes de la etapa reguladora y detrás de cada regulador un diodo led para 
comprobar su funcionamiento. 
Tanto a las entradas externas utilizadas por los puertos P3.4, P3.5 y P3.7, como al Reset se 
coloca un transistor para controlar el sentido de la corriente. 
Para transmitir al ordenador se ha escogido el puerto paralelo del tipo Centronics, es el más 
común por ejemplo el que utilizan las impresoras, surgió Tras la acentuada falta de 
estandarización del interfaz paralelo, como un estándar de conexión, debido a la facilidad de 
uso y la comodidad a la hora de trabajar con él. 
A raíz de este interfaz, posteriormente apareció una norma estándar (IEEE 1284) para el 
interfaz paralelo en los ordenadores personales, en la cual se tratan varios tipos de 
protocolos. 
El puerto paralelo está formado por 17 líneas de señales y 8 líneas de tierra. Las líneas 
de señales están formadas por tres grupos: 
.- 4 Líneas de control (color marrón en la siguiente figura) 
.- 5 Líneas de estado (color rojo en la siguiente figura) 
.- 8 Líneas de datos (color azul en la siguiente figura) 
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 4.4 Software  
 
Se ha escogido un software encontrado en Internet muy simple de utilizar y que utilizan 
otros programadores del mercado, denominado py2051. 
El funcionamiento es el siguiente, iniciamos el Símbolo de sistema de Windows, 
anteriormente llamado MS-DOS. Nos colocamos dentro de la carpeta en la cual tengamos 
instalado el software, aquí dentro debe estar nuestro fichero que deseamos grabar guardado 
en formato .hex. 
A continuación introducimos py2051 *.hex, siendo * el nombre de nuestro fichero y 
ejecutamos. Si tenemos alimentado el programador y conectado al ordenador la 
programación debería ser satisfactoria, en la pantalla obtendríamos la siguiente imagen: 
 
 
Fig.8 Programación correcta 
 
Por lo contrario si no se ha alimentado el programador o no esta conectado al ordenador nos 
saldrá un error de la siguiente manera: 
 
 
Fig.9 Programación errónea  
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4.5 Esquema PCB 
 
Para la realización del diseño de la placa, como para las posteriores, se ha tenido en cuenta 
el modo de fabricación explicado en los objetivos; con la fresadora LPKF Protomat C30. 
 
 
Fig.10 Fresadora LPKF 
 
Para ello se han de utilizar los siguientes programas, CircuitCam 3.2 y BoardMaster. 
Gracias a la ayuda de la guía rápida facilitada por el centro de cálculo de la universidad, no 
ha sido muy complejo el manejo de la fresadora, aunque como dispone de profundidad a la 
hora de colocar la broca y la máquina es manipulada por más estudiantes, en la primera 
implementación el resultado no fue el esperado ya que habia demasiada profundidad en la 
broca, esto provocó un deterioro de las pistas que se habían diseñado inicialmente a una 
anchura de 0,5 mm. Después de esto sirvió de aprendizaje y se revisó el diseño poniendo un 
mínimo de anchura de las pistas de 0,6mm, y a la hora de la implementación revisar 
siempre la profundidad para que sea la correcta. 
Para poder reducir su tamaño y obtener una placa completamente optimizada se ha diseñado 
en dos caras. 
A continuación se muestran las imágenes correspondientes a la cara superior (TOP) y 
posterior (BOTTOM) del programador con las pistas correspondientes a la cara. 
Estas imágenes no están a escala. 
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Fig.12 Cara inferior (BOTTOM) 
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4.6 Listado del material 
 
Cantidad Referencia Componente 
1 C1 Capacidad 10 µF 
1 C2 Capacidad 1 nF 
1 C3 Capacidad 10 µF 
1 C4 Capacidad 100 µF 
1 D1 Diodo IN4007 
1 D2 Diodo Led 
1 D3 Diodo Led 
1 J1 Conector 
1 P1 Conector DB25 
1 Q1 Transistor BC547 
1 Q2 Transistor BC547 
1 R1 330 Ω 
1 R2 1KΩ 
1 R3 2K7 Ω 
1 R4 10KΩ 
1 R5 330 Ω 
1 R6 10KΩ 
1 R7 10KΩ 
1 U1 LM7805 
1 U2 AT89C2051 
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 4.7 Revisión del diseño 
 
A la hora de comprobar el funcionamiento, se comprobó que no funcionaba correctamente, 
después de un análisis detallado del diseño se observó que el diseño era erróneo. 
Esto es debido a los reguladores de tensión, por un despiste a la hora de visualizar el 
datasheet, invertí la patilla 2 con la 3. Para constatar dicho error en el programador erróneo 
se izo un pequeño arreglo, tal y como muestra en el circulo rojo de la siguiente imagen. 
 
 
Fig.13 Imagen del programador erróneo 
 
Después de comprobar su funcionamiento correcto, se arreglo el fallo en el diseño.  
Al tener que repetir el programador se aplicó una mejora, ya que el conector para la 
alimentación solo tiene una posición posible de conectar el cable, el diodo de protección no 








  29 























































































































































































Fig.15 Cara superior (TOP) 
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Fig.16 Cara inferior (BOTTOM) 
 
 
Como se puede observar y se ha mencionado anteriormente el diodo de protección a sido 
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5. Aplicación Coche Fantástico 
 
En esta aplicación se tiene una placa de circuito impreso con un microcontrolador 
AT89C2051 con 8 LEDs, intentando simular a un mítico coche de una serie americana en la 
cual salía el coche fantástico. Este cada vez que hablaba tenía en su frontal un panel de 
LEDs que se iluminaban, por lo tanto esta aplicación pretende recrear dicho efecto. 
No obstante con imaginación se puede recrear todo lo que sea viable, dependiendo del 
programa diseñado. 
Los LEDs se encienden mediante el microcontrolador que permite una corriente entrante de 
hasta 25mA, para un máximo de 4 LEDs simultáneos. Al ser la corriente entrante, los LEDs 
se encienden con un “0” lógico. 
 
Fig.17 Circuito Simplificado 
  


































































































































Fig.18 Esquemático aplicación 


































Fig.20 Cara inferior (BOTTOM) 
 
 
Como se puede observar el clock (Y1-C2-C3) está pegado al microcontrolador y tiene 
un plano de masa en la parte inferior para evitar posibles interferencias. 
La placa tiene un pin de GND, otro para el RESET y otro para P1.7, para conectar la sonda 























Fig.21 Fotografía aplicación 
 
En la aplicación se ha añadido una memoria adicional EEPROM I2C para posteriores 
utilizaciones que no están al alcance de este proyecto, de todos modos asegura una mayor 
memoria de la aplicación. Esta memoria esta conectada al puerto 3 del microcontrolador, en 
nuestro caso la omitiremos. 
 
 
 5.2 Software 
 
A continuación se expone un ejemplo de programación en lenguaje ensamblador del 
microcontrolador, cuyo funcionamiento es el explicado al principio de la aplicación, es 
decir simular el efecto del coche fantástico con 8 LEDs. 
 
MOV R0,#0xEF 





JB P1.7, ROTA_1 
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En el anexo se encuentra un programa más completo en el cual se hace uso del conmutador 
S1 y S2 para aumentar o disminuir el tiempo de rotación de los LEDs. 
 
5.4 Listado del material 
 
Cantidad Referencia Componente 
1 R1 2K1Ω 
1 R2 2K1Ω 
1 R3 1K2Ω 
1 R4 1K2Ω 
1 R5 1K2Ω 
1 R6 1K2Ω 
1 R7 1K2Ω 
1 R8 1K2Ω 
1 R9 1K2Ω 
1 R10 1K2Ω 
1 R11 8K2Ω 
1 R12 2K1Ω 
1 C1 10 µF 
1 C2 30 pF 
1 C3 30 pF 
1 C4 10 µF 
1 D1 Diodo LED 
1 D2 Diodo LED 
1 D3 Diodo LED 
1 D4 Diodo LED 
1 D5 Diodo LED 
1 D6 Diodo LED 
1 D7 Diodo LED 
1 D8 Diodo LED 
1 S1 Pulsador 
1 S2 Pulsador 
1 S3 Pulsador 
1 U1 AT89C2051 
1 U2 24C02A 
1 Y1 Cristal de cuarzo 12MHz 
1 J1 Conector 
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6. Aplicación Matriz de LEDs 
 
En esta aplicación se ha querido ir un poco más allá, si en la interior se implemento una fila 
de 8 LEDs, en esta se quiere implementar una matriz de 7 filas por 5 columnas. 
Esta matriz es reciclada, es decir se encontraba en el despacho del profesor ponente, pero 
esto supuso un problema, que de ningún modo se encontró el datasheet de la matriz. 
Como la intención es utilizar el máximo material reciclado no importó. Con lo cual se tuvo 
que comprobar su funcionamiento y hacer un esquema de su funcionamiento para poder 
realizar el diseño de la aplicación completa. 
 
 
Fig.22 Funcionamiento matriz 
 
En este esquema se comprobó todos los posibles casos y se ha descrito su funcionamiento 
que es el siguiente. 
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Por ejemplo si se quiere iluminar el LED situado en la fila 1 y columna 1 (1-1) se conectará 
a la patilla 2 y 6 de la matriz. 
Si se quiere iluminar el LED situado en la fila 7 y columna 5 (7-5) se conectará a la patilla 
13 y 9 de la matriz y así sucesivamente como indica en la figura anterior. 
En el caso de los LEDs situados en la fila 3 y columna 3 se pueden conectar a 2 posibles 
patillas. 
En la siguiente figura se muestra un display matricial similar al utilizado pero así se podrá 
comprender el patillaje utilizado. 
 
 
Fig.23 Imagen matriz de LEDs 
 
A parte de la matriz se utilizaran cinco conmutadores conectados a las interrupciones del 
microcontrolador. Esto nos dará muchas posibilidades a la hora de la programación. 
Ya que al pulsar una interrupción el microcontrolador interrumpe el proceso en el que 
estaba, y entra en una nueva rutina. Un posible ejemplo práctico podría ser si quisiéramos 
mostrar una palabra de 6 letras, entonces primero se mostraría por la matriz la primera de 
ellas programada en la rutina principal y cuando fuéramos pulsando cada una de las 
interrupciones nos mostraría las siguientes letras. 
Esto es sólo un ejemplo ya que esta aplicación queda abierta a la imaginación de cada uno o 
a las exigencias del profesor a los alumnos de la asignatura laboratorio de sistemas 
digitales. 
Para comprobar su funcionamiento se ha pensado en el siguiente programa, este consiste en 
un contador inicialmente puesto a 0 entonces si pulsamos un conmutador se incrementará en 
una unidad y si de lo contrario pulsamos otro decrementará en uno. 
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Esta pensado como si fuera el mostrador de turnos cuando se compra por ejemplo en una 
carnicería. 
La matriz de LEDs se controla a través de C1, C2, C3, C4 y C5 por el puerto 3 del 
microcontrolador. Se deberá llamar a 5 subrutinas diferentes para cada número (Cada 
columna tiene una codificación diferente). Se activa primero C1 y se encienden, según el 
número a mostrar, una serie de LEDs controlados por el puerto 1, después se introduce un 
retardo de 10ms y se activa C2, y así con los 5 bits que controlan la matriz.  
A continuación se muestran unas tablas donde se muestra la relación de cada columna con 
los bits del puerto P1. 
 
  P1.0 P1.1 P1.2 P1.3 P1.4 P1.5 P1.6 
C1 0 0 1 1 1 1 1 0 
 1 0 0 0 0 0 0 0 
 2 0 1 0 0 0 0 1 
 3 1 0 0 0 0 1 0 
 4 0 0 0 1 0 0 0 
 5 1 1 1 0 0 0 1 
 6 0 1 1 1 1 1 0 
 7 1 0 0 0 0 0 0 
 8 0 1 1 0 1 1 0 
 9 0 1 1 1 0 1 0 
 
  P1.0 P1.1 P1.2 P1.3 P1.4 P1.5 P1.6 
C2 0 1 0 0 0 0 0 1 
 1 0 0 0 0 0 0 0 
 2 1 0 0 0 0 1 1 
 3 1 0 0 0 0 0 1 
 4 0 0 1 1 0 0 0 
 5 1 0 1 0 0 0 1 
 6 1 0 0 1 0 0 1 
 7 1 0 0 0 0 0 1 
 8 1 0 0 1 0 0 1 
 9 1 0 0 0 1 0 1 
 
  P1.0 P1.1 P1.2 P1.3 P1.4 P1.5 P1.6 
C3 0 1 0 0 0 0 0 1 
 1 1 1 1 1 1 1 1 
 2 1 0 0 0 1 0 1 
 3 1 0 1 0 0 0 1 
 4 0 1 0 1 0 0 0 
 5 1 0 1 0 0 0 1 
 6 1 0 0 1 0 0 1 
 7 1 0 0 0 1 1 0 
 8 1 0 0 1 0 0 1 
 9 1 0 0 0 1 0 1 
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  P1.0 P1.1 P1.2 P1.3 P1.4 P1.5 P1.6 
C4 0 1 0 0 0 0 0 1 
 1 0 0 0 0 0 0 0 
 2 1 0 0 1 0 0 1 
 3 1 1 1 0 0 0 1 
 4 1 1 1 1 1 1 1 
 5 1 0 1 0 0 0 1 
 6 1 0 0 1 0 0 1 
 7 1 0 1 1 0 0 0 
 8 1 0 0 1 0 0 1 
 9 1 0 0 0 1 0 1 
 
  P1.0 P1.1 P1.2 P1.3 P1.4 P1.5 P1.6 
C5 0 0 1 1 1 1 1 0 
 1 0 0 0 0 0 0 0 
 2 0 1 1 0 0 0 1 
 3 1 0 0 1 1 1 0 
 4 0 0 0 1 0 0 0 
 5 1 0 0 1 1 1 0 
 6 0 1 0 0 1 1 0 
 7 1 1 0 0 0 0 0 
 8 0 1 1 0 1 1 0 
 9 0 1 1 1 1 1 0 
 


























































































































































































































































Fig.24 Esquemático aplicación 
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Fig.25 Cara superior (TOP) 
 
 
Fig.26 Cara inferior (BOTTOM) 
 
Como se puede observar el clock (Y1-C5-C6) está pegado al microcontrolador y tiene 
un plano de masa en la parte inferior para evitar posibles interferencias. 
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Fig.27 Fotografía aplicación 
 
 
En esta aplicación también se ha añadido una memoria EEPROM I2C para posibles 
utilizaciones. En este caso no esta conectada al puerto 3 directamente sino que 
conectaremos la memoria a través de un jumper. 
En esta aplicación también se han añadido diferentes pins como muestra la imagen anterior 
para comprobar su funcionamiento conectando al osciloscopio. 
Además esta aplicación como las que se explicarán a continuación incorpora un conector 
para poder programar el microcontrolador desde la misma sin necesidad de extraerlo y 
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  6.2 Lista de material 
 
Cantidad Referencia Componente 
1 R1 2K1 Ω 
1 R2 1K2 Ω 
1 R3 1K2 Ω 
1 R4 1K2 Ω 
1 R5 1K2 Ω 
1 R6 1K2 Ω 
1 R7 2K1 Ω 
1 R8 2K1 Ω 
1 R9 1K2 Ω 
1 R10 1K2 Ω 
1 R11 1K2 Ω 
1 R12 1K2 Ω 
1 R13 1K2 Ω 
1 R14 1K2 Ω 
1 R15 1K2 Ω 
1 R16 8K2 Ω 
1 C1 10µF 
1 C5 30 pF 
1 C6 30 pF 
1 C8 10µF 
1 DISP1 Display Matricial 
1 U1 24C02A 
1 U2 AT89C2051 
5 Q1…Q5 BC327 
6 S1…S6 Conmutador 
1 Y1 Cristal de cuarzo 
1 J1 Conector alimentación 
1 J2 Conector 3 
1 J3 Conector ISP 
6 JP1…JP6 Jumper 
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7. Aplicación Vumeter  
 
Se ha denominado así esta aplicación porque se quiere simular el funcionamiento de un 
vumeter de sonido. Entrando una señal analógica de audio se convertirá a digital a través de 
un conversor analógico digital y a continuación se procesará con el microcontrolador. 
El vumeter esta dispuesto de 21 LEDs situados en 3 filas por 7 columnas, con estos será 
suficientes para recrear el efecto deseado ya que no se quiere hacer uno de uso profesional 
sino didáctico para ver su funcionamiento. 
Las filas de LEDs se han escogido de diferentes colores, verde, amarillo y rojo, esto no es 
por casualidad, se ha pensado que dispuestos de esta manera esta aplicación obtendría un 
abanico mucho mayor a la hora de imaginar funciones. 
Aunque previamente se pensó únicamente en el vumeter, pero se puede pensar en otra 
función como por ejemplo las columnas de LEDs, pueden simular un semáforo. Por lo tanto 
se podría hacer un programa que controlará los semáforos de un pequeño pueblo ya que 
serían 7. De este modo se podrían controlar los tiempos de cada uno e ir activando unos o 
otros en función de lo que se quiera. En este caso el conversor no se utilizaría ya que no 
necesitaríamos ninguna señal de entrada se simularía por software. 
En la aplicación también se ha añadido un conector para poder gravar el microcontrolador 
sin tener que extraerlo de la placa, el conector se explicará en el apartado del programador 
serie. 
 
Fig.28 Fotografía aplicación 
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7.1 A/D 
 
El conversor escogido es el AD0834, es un conversor de aproximaciones sucesivas de 8 bits. 
El dispositivo establece una relación entre su entrada (señal analógica) y su salida (digital) 
dependiendo de su resolución. Esta resolución se puede saber, siempre y cuando 
conozcamos el valor máximo que la entrada de información utiliza y la cantidad máxima de 
la salida en dígitos binarios. El convertidor análogo digital tiene la capacidad de convertir 
una muestra analógica de entre 0 y 5 voltios y su resolución es: 
Resolución = valor analógico / (2^8 - 1) 
Resolución = 5 V / 255 
Resolución = 0.0196v o 19.6mv. 
Lo anterior quiere decir que por cada 19.6 milivoltios que aumente el nivel de tensión entre 
las entradas llamadas como "Vref+" y "Vref-" que ofician de entrada al conversor, éste 
aumentará en una unidad su salida (siempre sumando en forma binaria bit a bit). Por 
ejemplo: 
Entrada - Salida 
0 V - 00000000 
0.02 V - 00000001 
0.04 V - 00000010 
1 V - 00110011 
5 V – 11111111 
 







Fig.29 Pinout conversor ADC 
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En la imagen siguiente se muestra el diagrama de tiempos del conversor. 
 
 
Fig.30 Diagrama de tiempos ADC 
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7.3 Lista de material 
 
Cantidad Referencia Componente 
1 R1 1K2 Ω 
1 R2 1K2 Ω 
1 R3 1K2 Ω 
1 R4 2K1 Ω 
1 R5 2K1 Ω 
1 R6 1K2 Ω 
1 R7 2K1 Ω 
1 R8 2K1 Ω 
1 R9 1K2 Ω 
1 R10 1K2 Ω 
1 R11 1K2 Ω 
1 R12 1K2 Ω 
1 R13 8K2 Ω 
1 C1 30 pF 
1 C2 30 pF 
1 C3 10µF 
1 C4 10µF 
1 S1 Conmutador 
1 Q1,Q2,Q3 BC327 
1 Y1 Cristal de cuarzo 
1 U1 ADC0834 
1 U2 AT89C2051 
1 D1…D21 Diodo LED 
5 J1 Conector de 5 
6 J2 Conector ISP 
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8. Aplicación velocímetro 
 
En esta aplicación se pretende mesurar la velocidad de un motor y visualizarla con 4 
displays de 7 segmentos, de hay el nombre velocímetro. 
En esta aplicación también se introduce un conector para poder grabar el microcontrolador 
sin necesidad de extraerlo, todo ello se explicará en el siguiente apartado en el programador 
serie. 
En la imagen siguiente se puede apreciar los diferentes conectores, el pulsador de reset, así 
cómo el pin GND para conectar una sonda del osciloscopio si es necesario. 
Por limitación en el tiempo el funcionamiento de la aplicación se comprobará a través de un 
programa en ensamblador parecido al de la aplicación matricial. El programa consiste en 
visualizar un contador en los cuatro displays y si se pulsa una tecla se incrementará en una 
unidad y por lo contrario si se pulsa la otra se descontará. El código del programa se 




Fig.34 Fotografía aplicación 
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 8.1 Diseño 
 
Se ha diseñado siguiendo las pautas de las anteriores aplicaciones y teniendo en cuenta que 
































































































































































































































































Fig.35 Esquemático aplicación 
 
Tal y como se puede comprobar en el diseño los bits del display se encienden por “0” 
lógico por lo tanto a la hora de la programación se tendrá que tener en cuenta la 
siguiente tabla. 
 
 P 1.0 P 1.1 P 1.2 P 1.3 P 1.4 P 1.5 P 1.6 P 1.7 
0 1 1 0 0 0 0 0 0 
1 1 1 1 1 1 0 0 1 
2 1 0 1 0 0 1 0 0 
3 1 0 1 1 0 0 0 0 
4 1 0 0 1 1 0 0 1 
5 1 0 0 1 0 0 1 0 
6 1 0 0 0 0 0 1 0 
7 1 0 1 1 1 0 0 0 
8 1 0 0 0 0 0 0 0 
9 1 0 0 1 1 0 0 0 
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  8.2 Lista de material 
 
Cantidad Referencia Componente 
1 R1 2K7 Ω 
1 R2 2K7 Ω 
1 R3 2K2 Ω 
1 R4 120 Ω 
1 R5 2K2 Ω 
1 R6 120 Ω 
1 R7 2K2 Ω 
1 R8 120 Ω 
1 R9 2K2 Ω 
1 R10 120 Ω 
1 R11 120 Ω 
1 R12 120 Ω 
1 R13 120 Ω 
1 R14 120 Ω 
1 R16 680 Ω 
1 R17 680 Ω 
1 R19 8K2 Ω 
1 C2 33 pF 
1 C3 33pF 
1 C4 10µF 
1 C8 100µF 
1 U1 AT89C2051 
4 DIS1…DIS4 Display 7 segmentos 
4 D0…D3 Transistor BC327 
3 S1…S3 Conmutador 
1 J1 Conector alimentación 
1 J2 Conector Motor 
1 J3 Conector ISP 
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9. Programador serie 
 
Durante el transcurso del presente proyecto se ha observado una dificultad en la hora de 
poder comprobar mejoras o cambios en el programa de cualquier aplicación, ya que se 
debía extraer el microcontrolador de esta e insertarlo en el programador para poder 
programar los cambios. 
Por esto se pensó en buscar un método de programación en el cual no hiciera falta extraer el 
microcontrolador de la aplicación. Después de pensar y buscar alternativas, en la página del 
fabricante Atmel se encontró la solución, para ello no nos servía el microcontrolador usado 
hasta ahora el AT89C2051 por no ser compatible con la programación serie. 
Se utilizará el equivalente el AT89S2051 de las mismas características pero este si que 
permite ser grabado en serie. 
El método de programación vía serie se denomina “In-System Programming” (ISP), para 
ello en la misma página del fabricante nos indican un cable de 10 pines necesario para dicha 
programación con el siguiente formato: 
 
Fig.38 Pinout conector Atmel 
 
Como se puede observar no son necesarios los 10 pines, ya que 2 son GND y otros 3 no se 
utilizan, pero este es el sistema comercializado.  
Por lo tanto como se ha de implementar ya que no se va a comprar, se decide aplicar 
mejoras, como eliminar los pines que no se utilizan y solamente tener una GND, todo esto 








Fig.39 Pinout conector propio 
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Este cable nos servirá de unión de la aplicación que queramos programas a el ordenador. 
Por ello en las anteriores aplicaciones se comentaba que se agregaba un conector de 6 pines, 
para poder programar vía serie. 
En un extremo del cable tendremos el conector de 6 pines explicado y en el otro tendremos 
un conector DB25 macho el cual se conectará al ordenador. 
Para controlar la secuencia de programación se ha diseñado una serie de puertas lógicas que 
se implementarán en el mismo cable. 
   























































































Fig.41 Cara superior (TOP) 
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Fig.42 Cara inferior (BOTOM) 
 
 
En la siguiente imagen se muestra la placa sin aun montar pero de esta forma se puede 
apreciar el tamaño de tal, muy pequeña para que nos quede un cable manejable. 









  54 
9.2 Lista de material 
 
Cantidad Referencia Componente 
1 R1 330 Ω 
1 D2 Diodo LED 
1 U1 74LS08 






El software utilizado para programar en serie es el del fabricante del microcontrolador 
Atmel, es de acceso gratuito desde su misma página web se puede descargar. 
Se opta por este software ya que al ser del fabricante del microcontrolador sabemos que se 
podrá comunicar perfectamente con nuestro microcontrolador elegido. 
 
  
Fig.44 Imagen software 
 
La versión sólo esta en inglés pero no es un problema ya que realmente es muy sencillo de 
utilizar, en el panel principal que se muestra en la siguiente imagen salen todas las 
funciones a realizar. En nuestro caso casi siempre escribiremos el microcontrolador ya que 
al escribir borra previamente el contenido anterior. 
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Fig.45 Imagen software 
 
Lo único que se ha de realizar es escoger el modelo del microcontrolador donde nos 
aparecen todos los modelos de la casa Atmel por lo tanto si más adelante se decide cambiar 
de microcontrolador se podrá grabar igualmente. 
 
 
Fig.46 Imagen software 
 
A parte de este software se ha encontrado más variedad pero este es uno de los más 
sencillos, y por la fiabilidad del fabricante se ha escogido este después de comprobar que 
funciona correctamente. 
  56 
10. Conclusiones 
 
Tal y como se explica en los objetivos se pretendía realizar un programador y alguna 
aplicación práctica, no se dijo la cantidad ya que podía variar según las dificultades que se 
encontraran. 
Por lo tanto se han alcanzado los objetivos con claridad ya que se ha podido realizar 2 
programadores y 4 aplicaciones. 
El lograr los objetivos no significa que no se haya encontrado dificultades sino que han sido 
varias; la primera se podría decir que para realizar el trazado de las pistas al realizar el 
diseño se ha tenido que aprender a manejar el programa desde cero y para los primeros 
diseños se tardó muchas horas, pero tengo que agradecer al profesor ponente que me 
resolvió todas las dudas que me surgieron. 
La segunda gran dificultad fue aprender a manejar la fresadora, para conseguir resultados 
decentes se erró varias veces. Como es normal al estar a disposición de los estudiantes la 
fresadora la manipula mucha gente con lo que quizás esta un poco deteriorada por el uso. 
Y por último y para mi la mayor incertidumbre ha sido que hasta que no se ha montado por 
completo y se ha constatado el funcionamiento de cada uno de los diseños no se ha estado 
con tranquilidad. 
El presente proyecto se puede mejorar ya que en alguna aplicación no se ha sacado todo el 
partido que puede dar, ya que el código de programación requiere mucho más tiempo. 
Como conclusión final me queda por decir que gracias a la posibilidad que me ha brindado 
José Matas Alcalá por poder realizar este proyecto y ayudarme a aplicar parte del 
conocimiento adquirido a lo largo de mis estudios he obtenido una experiencia que 
recordaré mucho tiempo. 
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COCHEFAN: MOV R0,#0x7F 
*********************************************** 
ROTAIZ: MOV A,R0 
    RL A 
    MOV P1,A 
    MOV R0,A 
                CALL RETA 
   JNB P1.7, ROTAIZ 
ROTADER: MOV A,R0 
   RRA 
   MOV P1,A 
   MOV R0,A 
   CALL RETA 
   JNB P1.0, ROTADER 
   SJMP ROTAIZ 
******************************************************************** 
RETA: JNB P3.5,CONTA ; LEEMOS LA TECLA DE AUMENTO DE TIEMPO 
            JNB P3.7, DCONTA ; LEEMOS LA TECLA QUE DECREMENTA EL TIEMPO 
RETA2:   MOV 04H, R3; 
RETAIN: CALL RETA1MS 
    DJNZ R4, RETAIN 
    RET 
RETA1MS: MOV R2,#10; HACE UN RETARDO DE X MILISEGUNDOS 
********************************************************************* 
L2: MOV R1, #48 
L1: DJNZ R1, L1 
      DJNZ R2, L2 
      RET 
********************************************************************** 
CONTA: CJNE R3,#0xFF, CONTA2; MIRA SI HAY OVERFLOW SINO SALTA A  CONTA 
              2 E INCREMENTA EL TIME 
   SJMP RETA2 
CONTA2: INC R3 
     SJMP RETA2 
DCONTA: CJNE R3,#0x1, DCONTA2; MIRA SI HAY OVERFLOW SINO SALTA A 
     CONTA2 E INCREMENTEAL TIME 
      SJMP RETA2 
DCONTA2: DEC R3 
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2. Matricial 
 






Inicio: Setb ET0 
 Setb EA 
 MOV TMOD, #02H  ; Timer 0 en autorrecarrga 
 MOV TL0, #0 
 MOV TH0, #0 
 MOV R0, #0 
 MOV R7, #0 
 SETB TRO 
;***********************PRINCIPAL************************* 
Prin: JNB P1.7, Tecla 
Prin2: JB PSW.1, Display 
 SJMP Prin 
Display: Call Display2 
Tecla: JNB P3.2,Conta 
 JNB P3.3,Desconta 
 SJMP Prin2 
;********************SUBRUTINA CONTAR*************** 
Conta:  CJNE R0,#9,SUMA 
 MOV R0,#0  ;en el caso que R0 valga 9, cuando se incremente volverá a 0 
 Sjmp Prin2 
SUMA: INC R0 
 Sjmp Prin2  
;******************* SUBRUTINA DESCONTAR ************ 
Desconta: CJNE R0,#0,RESTA 
  MOV R0,#9  
  Sjmp Prin2 
RESTA: DEC R0 
 SJMP Prin2 
;*******************SUBRUTINA DISPLAY************* 
Display2:CLR PSW.1 
 CJNE R6, #0, Col2 
 INC R6 
 SETB P3.7 
MOV A, R0 
 CALL C1  ;llama a la conversión de la primera columna c1 
 CPL A 
 MOV P1, A ;Pone en el puerto P1 la información de la columna C1 
 CLR P3.2 ;Enciende dígito para activar C1 
 RET 
Col2:  CJNE R6, #1, Col3 
 INC R6 
 SETB P3.2 
 MOV A, R0 ;vuelve a poner la información de R0 en A. 
 CALL C2  ;llama a la conversión de la segunda columna C2 
 CPL A 
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 MOV P1, A ;Pone en el puerto P1 la información de la columna C2 
 CLR P3.3 ;Enciende dígito para activar C2 
 RET 
 
Col3: CJNE R6, #2, Col4 
 INC R6 
 SETB P3.3 
 MOV A, R0 ;vuelve a poner la información de R0 en A. 
 CALL C3  ;llama a la conversión de la segunda columna C2 
 CPL A 
 MOV P1, A ;Pone en el puerto P1 la información de la columna C2 
 CLR P3.4 ;Enciende dígito para activar C2 
 RET 
 
Col4: CJNE R6, #3, Col5 
 INC R6 
 SETB P3.4 
 MOV A, R0 ;vuelve a poner la información de R0 en A. 
 CALL C4  ;llama a la conversión de la segunda columna C2 
 CPL A 
 MOV P1, A ;Pone en el puerto P1 la información de la columna C2 
 CLR P3.5 ;Enciende dígito para activar C2 
 RET 
Col5: MOV R6, #0 
 SETB P3.5 
 MOV A, R0 ;vuelve a poner la información de R0 en A. 
 CALL C5  ;llama a la conversión de la segunda columna C2 
 CPL A 
 MOV P1, A ;Pone en el puerto P1 la información de la columna C2 
 CLR P3.7 ;Enciende dígito para activar C2 
 RET 
 
;*********************** Subrutina C1 ***************** 
C1: INC A 
 MOVC A,@A+PC 
 RET 
 DB 0111110b ;codificacion del 0 para C1 
 DB 0000000b ;codificacion del 1 para C1, etc 
 DB 0100001b 
 DB 1000010b 
 DB 0001000b 
 DB 1110001b 
 DB 0111110b 
 DB 1000000b 
 DB 0110110b 
 DB 0111010b 
 
;*********************** Subrutina C2 ***************** 
 
C2: INC A 
 MOVC A,@A+PC 
 RET 
 DB 1000001b 
 DB 0000000b 
 DB 1000011b 
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 DB 1000001b 
 DB 0011000b 
 DB 1010001b 
 DB 1001001b 
 DB 1000001b 
 DB 1001001b 
 DB 1000101b 
  
 
;************************ Subrutina C3 ****************** 
 
C3: INC A 
 MOVC A,@A+PC 
 RET 
 DB 1000001b 
 DB 1111111b 
 DB 1000101b 
 DB 1010001b 
 DB 0101000b 
 DB 1010001b 
 DB 1001001b 
 DB 1000110b 
 DB 1001001b 
 DB 1000101b 
  
 
;*********************** Subrutina C4 ******************* 
 
C4: INC A 
 MOVC A,@A+PC 
 RET  
 DB 1000001b  
 DB 0000000b 
 DB 1001001b 
 DB 1110001b 
 DB 1111111b 
 DB 1010001b 
 DB 1001001b 
 DB 1011000b 
 DB 1001001b 





;************************* Subrutina C5 ***************** 
C5: INC A 
 MOVC A,@A+PC 
 RET 
 DB 0111110b 
 DB 0000000b 
 DB 0110001b 
 DB 1001110b 
 DB 0001000b 
 DB 1001110b 
 DB 0100110b 
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 DB 1100000b 
 DB 0110110b 





;************************ Subrutina Timer0******************* 
 
Timer0:  INC R7 
  CJNE R7, #4, Salir 
  MOV R7, #0 












































;Programa para el Vumeter 
;************************** 
DI EQU P3.0 
DO EQU P3.1 
CLK EQU P3.2 
SARS EQU P3.7 







Inicio: SETB ET0 
 MOV TMOD, #02H 
 MOV TH0,#0 
 SETB EA 
 MOV R7, #0 
 MOV R6, #0 
 MOV R5, #0 
 MOV R4, #0 
 SETB TR0 
;************************** 
Prin: CALL ADC  ; Conversión del AD 
 CALL RETA  ; Retardo (para marcar una velocidad de muestreo) 
 SJMP PRIN 
;*************************** 
Timer0: INC R7 
  CJNE R7, #4, Salir 
  CALL DISPLAY 
  MOV R7, #0 
Salir:  RETI 
;***************************** 
DISPLAY: INC R6 
  CJNE R6, #1, COL2 
  SETB P3.5 
  MOV A, R0 
  CPL A 
MOV P1, A 
CLR P3.3 
RETI 
COL2: CJNE R6, #2, COL3 
 SETB P3.3 
 MOV A, R1 
 CPL A 
 MOV P1, A 




COL3: MOV R6, #0 
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 SETB P3.4 
 MOV A, R3 
 CPL A 
 MOV P1, A 




ADC: PUSH ACC  ; Guarda A en la pila 
 INC R4 
SelC: CJNE R4, #1, Canal1 ; Selecciona Canal a leer 
 CLR PSW.1  ; Cada vez que se invoca canvia de canal 
 CLR PSW.5 
 SJMP Sigue 
Canal1:CJNE R4, #1, Canal2 
 SETB PSW.1 
 CLR PSW.5 
 SJMP Sigue 
Canal2:CLR PSW.1 
 SETB PSW.5 
Sigue: CLR CLK  ;Clock a 0 
 CLR CS  ;Activa /CS 
 NOP   ; 1micrs 
 SETB DI  ; Start bit 
 CALL MDPULSO ; Hace medio pulso, t0-┌ -t0-┐-t0 (Flanco subida y demas) 
 SETB DI  ; SGL/DIF=1 
 CALL MDPULSO 
 MOV C, PSW.1 ; PSW.1 y PSW.5 determinan el canal a leer 
 MOV DI, C  ; odd/sign=PSW.1 
 CALL MDPULSO ;(PSW.1=0, PSW.5=0(Canal 0)),(PSW.1=1, PSW.5=0(Canal 1)) 
 MOV C, PSW.5 ; (PSW.1=0, PSW.5=1(Canal 2)) 
 MOV DI, C  ; Select=PSW.5 
 CALL MDPULSO ; Se lanza la conversión 
ESP: JNB SARS, ESP ; Espera a que empiece la conversión (SARS=1) 
 CLR A  ; Borra 
 MOV R5, #8  ; Pasa a leer el byte serie por DO 
 CALL LEEBYTE 
 SETB CS  ; Deselecciona el ADC (Fin conversión) 
 
 CJNE R4, #0, Can1 ; Se leyó el canal 0 
 MOV R0, A 
 RET 
Can1: CJNE R4, #1, Can2 ; Se leyó el canal 1 
 MOV R1, A 
 POP ACC 
 RET 
Can2: MOV R2, A  ; Se leyó el canal 3 
 MOV R4, #0  ; Inicializa el contador, sino no irá 
 POP ACC 
 RET 
;************************************** 
LEEBYTE: MOV R5, #8 
BUCLEE: CALL MDPULSO 
  MOV C, DO   ; Lee bit 
  RLC A    ; Rota izq. Con Carry 
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  DJNZ R5, BUCLEE 
  RET 
;************************************** 
; La máx frec. del clock es de 10kHs (100µS de periodo mín) 
; El periodo programado es de 400µS, fo = 2.5kHz 
;************************************** 
MDPULSO: MOV R3, #100 
LL1:  DJNZ R3, LL1 ; Tiempo = to = 201µS 
  SETB CLK  ; CLK=1 
MOV R3, #200 
LL2:  DJNZ R3, LL2 ; Tiempo = 2xto = 401µS 
  CLR CLK  ; CLK=0 
MOV R3, #100 
LL3:  DJNZ R3, LL3 ; Tiempo = to = 201µS 
  RET 
 
;************************************** 
; La rutina dura unos 13 milisegundos 
; este es el tiempo en que hará cada conversión 
;*************************************** 
RETA:  MOV R5, #0  ; Conviene que la conversiones no sean muy rápidas 
L2:  MOV R3, #0 
L1:  DJNZ R3, L1 
  DJNZ R5, L2 




























Inicio: SETB ET0 
 MOV TMOD, #02H 
 MOV TH0, #0 
 SETB EA 
 SETB TR0 
 CLR PSW.1 
 CLR PSW.5 
;***************************************************** 
Prin: JNB P3.2, Tecla 
 CLR PSW.5 
Prin2: JB PSW.1, Display 
 SJMP Prin 
;***************************************************** 
Tecla: JNB P3.4, TM1 
 JNB P3.5, TM2 
 SJMP Prin2 
TM1: JB PSW.5, Prin2 
 CALL CONTA 
 SETB PSW.5 
 SJMP Prin2 
TM2: JB PSW.5, Prin2 
 CALL DCONTA 
 SETB PSW.5 
 SJMP Prin2 
;**************************************************** 
Display: CALL Display2 
 SJMP Prin 
;***************************************************** 
Timer0: INC R7 
 CJNE R7, #4, Salir 
 SETB PSW.1 
Salir: RETI 
;*************************************************** 
CONTA: CJNE R0, #9, Uni 
 CJNE R1, #9, Dece 
 CJNE R2, #9, Cent 
 CJNE R3, #9, Millar 
 MOV R0,#0 
 MOV R1,#0 
 MOV R2,#0 
 MOV R3,#0 
 RET 
Uni: INC R0 
 RET 
Dece: INC R1 
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 MOV R0,#0 
 RET 
Cent: INC R2 
 MOV R0,#0 
 MOV R1,#0 
 RET 
Dece: INC R3 
 MOV R0,#0 
 MOV R1,#0 
 MOV R2,#0 
 RET 
;***************************************************** 
DCONTA:CJNE R0, #0, DUni 
 CJNE R1, #0, DDece 
 CJNE R2, #0, DCent 
 CJNE R3, #0, DMillar 
 MOV R0,#9 
 MOV R1,#9 
 MOV R2,#9 
 MOV R3,#9 
 RET 
DUni: DEC R0 
 RET 
DDece: DEC R1 
 MOV R0,#9 
 RET 
DCent: DEC R2 
 MOV R0,#9 
 MOV R1,#9 
 RET 
DDece: DEC R3 
 MOV R0,#9 
 MOV R1,#9 
 MOV R2,#9 
 RET 
;*************************************************** 
Display2;   CLR PSW.1 
      INC R4 
 CJNE R4, #1, D1 
 SETB P3.7 
 MOV   A, R0 
 CALL SETSEG 
 MOV P1,A 
 CLR P3.3 
 RET 
D1: CJNE R4, #2, D2 
 SETB P3.3 
 MOV   A, R1 
 CALL SETSEG 
 MOV P1,A 
 CLR P3.4 
 RET 
D2: CJNE R4, #3, D3 
 SETB P3.4 
 MOV   A, R2 
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 CALL SETSEG 
 MOV P1,A 
 CLR P3.5 
 RET 
D3: MOV R4, #0 
 SETB P3.5 
 MOV   A, R3 
 CALL SETSEG 
 MOV P1,A 
 CLR P3.7 
 RET 
;*********************************************************** 
SETSEG: INC A 
  MOVC A,@A+PC 
  RET 
  DB 1100 0000b ; “0” los LEDS se encienden por cero lógico 
  DB 1111 1001b ; “1” 
  DB 1010 0100b ; “2” 
  DB 1011 0000b ; “3” 
  DB 1001 1001b ; “4” 
  DB 1001 0010b ; “5” 
  DB 1000 0010b ; “6” 
  DB 1011 1000b ; “7” 
  DB 1000 0000b ; “8” 
  DB 1001 1000b ; “9” 
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3. Aplicación matriz de LEDs 
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Juego de Instrucciones de la MCS-51 JUEGO  
Mnemónico  Descripción de los símbolos empleados  
dir8  Dirección directa de 8 bits. Posiciones de memoria interna o área de SFR.  
dir16  Dirección 16 bits de memoria empleada en direccionamientos directos.  
dir11  Dirección de 11 bits.  
#dato  Constante de 8 bits.  
#dato16  Constante de 16 bits.  
Rn  Registro de tipo byte, R0 a R7.  
@Ri  Direccionamiento indirecto a través de R0 o R1. Se accede a las posiciones (00H-FFH) de la memoria interna.  
bit  Bit de la memoria RAM interna o de un registro del área de SFR accesible bit a bit.  
rel  Dirección de salto. Puede ser un salto incondicional, condicional o de llamada a subrutina.  
 
Mnemónico  <dest>,<src> Descripción  Bytes  Tpo*  
Instrucciones de transferencia de datos  
MOV  A, Rn  
A, dir8  
A, @Ri  
A, #dato  
Rn, A  
Rn, dir8  
Rn, #dato  
dir8, A  
dir8, Rn  
dir8, dir8  
dir8, @Ri  
dir8, #dato  
@Ri, A  
@Ri, dir8  
@Ri, #dato  
DPTR,#dato16 
A = Rn. Copia el valor de Rn en A  
A = (dir8) Copia el contenido de la dirección dir8 en A  
A = (@Ri) Copia el valor direccionado por @Ri en A  
A = #dato Pone el dato en A  
Rn = A Copia el valor de A en Rn  
Rn = (dir8) Copia el contenido de la dirección dir8 en Rn  
Rn = #dato Pone el dato en Rn  
(dir8) = A Copia el valor de A en la dirección dir8  
(dir8) = Rn Copia el valor de Rn en la dirección dir8  
(dir8) = (dir8) Copia de la dirección src a la dirección dest  
(dir8) = (@Ri) Copia la posición direccionada por @Ri en la dirección dir8  
(dir8) = #dato Copia el dato en la dirección dir8  
(@Ri) = A Copia A en la posición direccionada por @Ri  
(@Ri) = (dir8) Copia la dirección dir8 en la posición direccionada por @Ri  
(@Ri) = #dato Copia el dato en la posición direccionada por @Ri  

































MOVX  A, @Ri  
A, @DPTR  
@Ri, A  
@DPTR, A  
A = (@Ri) Copia en A el byte de la RAM externa apuntada por @Ri  
A = (@DPTR) Copia en A el byte de la RAM externa apuntada por @DPTR  
(@Ri) = A Copia A en posición de RAM externa apuntada por @Ri  









MOVC  A, @A+DPTR A, @A+PC  
A = (A + DPTR) Pone en A el byte de código apuntado por @A+DPTR  





PUSH  dir8  Mete el byte dir8 en la pila  2  2  
POP  dir8  Saca el byte dir8 en al pila  2  2  
XCH  A, Rn  
A, dir8  
A, @Ri  
Intercambia A y Rn  
Intercambia A y el byte de la dirección dir8  







XCHD  A, @Ri  Intercambia los cuatro bits bajos de A y del byte apuntado por @Ri  1  1  
Instrucciones aritméticas  
ADD  A, Rn  
A, dir8  
A, @Ri  
A, #dato  
A=A+ Rn Suma A con Rn, pone el resultado en A  
A=A+ (dir8) Suma A con el byte de la dirección dir8, pone el resultado en A  
A=A+ (@Ri) Suma A con el byte apuntado por @Ri, pone el resultado en A  











A, Rn  
A, dir8  
A, @Ri  
A, #dato  
A=A± Rn Suma (+) para ADDC y resta (-) para SUBB  
A=A ± (dir8) ± C Suma (+) para ADDC y resta (-) para SUBB  
A=A ± (@Ri ) ± C Suma (+) para ADDC y resta (-) para SUBB  















A=A ± 1 Signo + para INC. Signo - para DEC  
Rn=Rn ± 1 Signo + para INC. Signo - para DEC  
(dir8) = (dir8) ± 1 Signo + para INC. Signo - para DEC  









INC  DPTR  DPTR = DPTR +1 Incremento del DPTR  1  2  
MUL  AB  Multiplica A por B. Deja el byte alto del resultado en B y el byte bajo en A  1  4  
DIV  AB  Divide A por B. Deja el cociente en A y el resto en B  1  4  
DA  A  Ajuste decimal del acumulador  1  1  
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Mnemónico  <dest>,<src> Descripción  Bytes  Tpo*  




A, Rn  
A, dir8  
A, @Ri  
A, #dato  
dir8, A  
dir8, #dato  
A = A AND o OR o XOR Rn Función AND, OR o XOR lógica  
A = A AND o OR o XOR (dir8) Función AND, OR o XOR lógica  
A = A AND o OR o XOR (@Ri) Función AND, OR o XOR 
lógica  
A = A AND o OR o XOR #dato Función AND, OR o XOR lógica  
(dir8) = (dir8) AND o OR o XOR A Función AND, OR o XOR 
lógica  
(dir8) = (dir8) AND o OR o XOR #dato Función AND, OR o 












CLR  A  A = 0 Borra el acumulador  1  1  
CPL  A  Complementa el acumulador  1  1  
RL  A  Rotación a la izquierda del acumulador  1  1  
RLC  A  Rotación a la izquierda con acarreo del acumulador  1  1  
RR  A  Rotación a la derecha del acumulador  1  1  
RRC  A  Rotación a la derecha con acarreo del acumulador  1  1  
SWAP  A  Intercambia los 4 bits bajos del acumulador con sus 4 bits altos  1  1  
Instrucciones booleanas  
CLR  C  bit  
Pone a cero el bit de acarreo  





SETB  C  bit  
Pone a uno el bit de acarreo  





CPL  C  bit  
Complementa el bit de acarreo  





ANL  C, bit  C, /bit  
C = C AND (bit) AND lógica entre C y el bit, resultado lo pone en 
C  
C = C AND (/bit) AND lógica entre C y el bit complementado, 





ORL  C, bit  C, /bit  
C = C OR (bit) OR lógica entre C y el bit, resultado lo pone en C  
C = C AND (/bit) OR lógica entre C y el bit complementado, 





MOV  C, bit  bit, C  
C = bit Pone el valor del bit en el bit de acarreo C  





Instrucciones de salto incondicional  
AJMP  dir11  Salto absoluto. Salta a una dirección de 11 bits  2  2  
LJMP  dir16  Salto largo. Salta a cualquier dirección del espacio de memoria  3  2  
SJMP  rel  Salto corto con direccionamiento relativo  2  2  
JMP  @A+DPTR  Salto indirecto a la dirección A + DPTR  1  2  
NOP   Salto a la siguiente instrucción  1 1  
Instrucciones de salto condicional  
JC  rel  Salta si el bit de acarreo está a 1 lógico  2  2  
JNC  rel  Salta si el bit de acarreo está a 0 lógico  2  2  
JB  bit, rel  Salta si el bit direccionado está a 1 lógico  3  2  
JNB  bit, rel  Salta si el bit direccionado está a 0 lógico  3  2  
JBC  bit, rel  Salta si el bit direccionado está a 1 lógico y luego lo pone a 0 
lógico  
3  2  
JZ  rel  Salta si el acumulador vale cero  2  2  
JNZ  rel  Salta si el acumulador es distinto de cero  2  2  
CJNE  A, dir8, rel  
A, #dato, rel  
Rn, #dato, rel  
@Ri,#dato,rel 
Compara A con el valor de la dirección dir8 y hace un salto 
relativo si son distintos  
Compara A con el dato y hace un salto relativo si son distintos  
Compara Rn con el dato y hace un salto relativo si son distintos  










DJNZ  Rn, rel  dir8, rel  
Decrementa Rn en una unidad y hace un salto relativo si Rn es 
distinto de cero  






Instrucciones de llamada y retorno a subrutinas  
ACALL  dir11  Llamada a subrutina de tipo absoluto, dirección de 11 bits  2  2  
LCALL  dir16  Llamada a subrutina tipo long, dirección de 16 bits  3  2  
RET   Retorno de subrutina 1  2  
RETI   Retorno de la rutina de servicio a la interrupción 1  2  
*El tiempo de ejecución, Tpo, viene dado en ciclos máquina  
 
