There are two frequent artifacts in crowd simulation caused by navigation mesh design. The first appears when all agents attempt to traverse the navigation mesh and share the same way points through portals, thus increasing the probability of collisions with other agents or queues forming around portals. The second is caused by way points being assigned at locations where clearance is not guaranteed, which causes the agents to either walk too close to the static geometry, slide along walls or get stuck. To overcome this we use the full length of the portal and propose a novel method for dynamically calculating way points based on current trajectory, destination, and clearance, therefore guaranteeing that agents in a crowd will have different way points assigned. To achieve collision free paths we propose two novel techniques: the first provides the computation of paths with clearance for cells of any shape (even with concavities) and the second presents a new method for calculating portals with clearance, so that the dynamically assigned way points will always guarantee collision free paths relative to the static geometry. In this paper, we extend our previous work by describing a new version of the algorithm that is suitable for a larger number of navigation meshes, while further improving performance. Our results show how the combination of portals with exact clearance and dynamic way points improve local movement by reducing the number of collision between agents and the static geometry. We evaluate our algorithm with a variety of scenarios and compare our results with traditional way points to show that our technique also offers better use of the space by the agents.
their size. If we think of applications such as video games, this 23 would allow a skinny character to escape from a large monster 24 by running through a narrow passage. The algorithm imple-25 mented must also be efficient, as for a large scenario the paths 26 for all characters need to be calculated within a small fraction 27 of a second.
28
The method used to compute the way points is also critical there exists a path free of obstacles for a given clearance value.
130
However, it introduces more cells in the partition of the scene, 131 thus dropping the performance of the path finding algorithm.
132
Another limitation of the method is that it only works for the de-133 scribed LCT but cannot be generalized to any navigation mesh. 
Clearance Value of a Cell

152
Given a cell C, we define a cell cross as the pair ( P 1 , P 2 ) 153 of C, where P 1 is the entry portal and P 2 is the exit portal.
154
We classify the obstacle edges of the cell into edges to the left 155 (stringLeft) and edges to the right (stringRight) in respect to the 156 path that crosses the cell from the entry portal to the exit portal 157 (see Figure 1 ). Note that it is not necessary to have strictly con- The algorithm examines every portal endpoint and notch
162
(i.e., a vertex such that its internal angle is greater than π) present 163 in stringLeft and determines the closest edge in stringRight.
164
The distance between the notch and the closest edge is the clear-
165
ance value of this notch. Note that in this case, the endpoints of 166 each string must be treated as if they were notches. If the clos-167 est edge to the notch is a portal edge, the algorithm recursively 168 checks the distance between the notch and the edges lying in 169 the adjacent cell through the portal. The clearance value of the 170 left string cl L is the minimum of those distances. To compute the clearance value of the right string cl R , we proceed in the 172 same way. Finally, the clearance value of the described path is 173 computed as follows: to P 2 , but not from portal P 1 to P 3 (see Figure 2 ).
185
Figure 2: Example of different clearance depending on the crossing path through a cell.
Finding Portals with Enough Clearance
186
In order to avoid artifacts such as characters bouncing, slid-
187
ing or getting stuck on the edges of the geometry, we should 188 only assign way points that have enough clearance (i.e. that 189 they have the required distance from the static geometry for 190 the character to traverse the portal without collision). Note that
191
Figure 3: Examples of fixed way points that cause collisions. On the left, the way point is fixed at the center of a cell which causes a collision with the geometry. On the right the way point is assigned at a distance r of the portal endpoint also causing collision.
fixing way points to the center of the cell does not always guar-
192
antee collision free traversals, as shown in Figure 3 .
193
Let C A be the cell where the character is currently located,
194
C B be the next cell in the path and P the portal that joins both 195 cells. We want to calculate the sub-segment P of P such that
196
all points in P have enough clearance.
197
The algorithm for finding portals with enough clearance be further refined to guarantee collision-free traversability.
219
Figure 4: Example portal P that connects C A and C B . The shrunk portal P is initialized by displacing the endpoints of the original portal P a distance r towards its center.
In order to further shrink portal P based on cases 2 and 3,
220
we need to consider portals and edges as if they were defined that belongs to C B .
228
Figure 5: C A and C B separated by P are in fact two independent polygons with their vertices oriented in counter-clockwise order, so P is the overlapping of P AB and P BA . be updated. Figure 6 shows the result of the algorithm using shrinking. In the case of portals, the process must be repeated 274 recursively.
275
Given a cell C X , with a set of vertices in counter-clockwise shows the result of the algorithm. In Figure 11 we show an example where the recursive step 321 would be necessary to compute exact clearance over the portal.
322
Without recursivity the clearance on the left extreme of the por- and thus the number of portals for which the full clearance al-
349
gorithm needs to be executed will be minimal.
350
Dynamic Way Points
351
The method used to steer the character from one cell to The attractor point of the red character is its own goal since it is visible from its current location. The green character has its orthogonal projection, q 2 , over the portal as its way point, whereas the blue character has the farthest away endpoint of the portal assigned as its way point, since its current orthogonal projection lies outside the portal with clearance P .
We have determined empirically that in the case of q being 391 invalid, the furthest endpoint of P is a better candidate as a 392 temporal attractor than the closest one. This is because when 393 the steering attractor is the closest endpoint, the character tends 394 to move too close to the walls, producing a bad quality route. 
Local Movement
396
The local movement algorithm is based on a simple steer- forth trying to reach the threshold distance to the target point.
413
With our technique, a portal can be crossed at any point inde-
414
pendently of the distance to their next assigned way point.
415
Note that with the method described above to detect when plementations, but it also guarantees that every computed path 500 will have enough clearance with the static geometry. As the 501 number of queries increases, this percentage is further reduced.
502
For the given example, we get a probability of hit of 50% for 503 1000 queries, which means that one in two queries does not 504 need to be computed since it is already stored in the lookup ta-505 ble, and 90% probability of hit when it reaches 6000. The time 506 taken by the ExactShrink(+) algorithm converges towards the 507 SimpleShrink(+) method.
508
It is also important to emphasize that this increment in time 509 does not have a big impact on the overall simulation since it is 510 insignificant compared to the cost of AI, rendering or physics.
511
Including the recursive step when calculating clearance makes 512 our method more robust without introducing a noticeable im-513 pact on the computational time.
514
The memory requirements to store the lookup table are min- per 3D point, the total memory required is less than 15K.
519
As there are many elements that affect the resulting frame 520 rate of an application, such as: rendering engine, physics li- with the geometry (which also accounts for agents being stuck 562 next to a wall due to a badly located way point)
563
As shown in Figure 18 , for up to 100 agents the number of 564 collisions between agents is almost zero, since at low densities 
576
In Figure 19 we can observe a comparison between the 577 average number of collisions per clock tick as the number of 578 agents increases for fixed centered versus dynamic way points.
579
Our method to dynamically assign way points achieves a much 580 Figure 17 : Trajectories followed by characters of different size. From left to right, the larger characters (red, r = 2.0) will not use the narrower portals and thus they can only walk through 97 of the 130 cells in the Navmesh, the medium characters can already get through most of the portals (yellow, r = 1.5) therefore being able to walk through 110 cells, and finally the smaller size characters (green, r = 0.5) can walk through all the portals having the largest shrunk portals (walkable cells=130). and fixed center WP, until the total number is higher than 225.
586
At this point, the high density of agents makes collisions in-587 evitable, independent of the method used. at the furthest point from the geometry.
635
Figure 21: Average number of collisions against the geometry for each method tested (collisions counted at each clock tick, which corresponds to 60Hz).
Finally, Figure 22 shows the importance of using our exact 
Conclusions
649
We have presented a general technique to compute paths 650 free of obstacles with an arbitrary value of clearance that can 651 be easily integrated in any existing navigation mesh system.
652
Our method can be divided into the following three steps.
653
Firstly, during the construction of the NavMesh, the clearance 654 value of each cell is computed in order to obtain paths that guar- 
