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A B S T RA CT
약 4000년 전에 처음 사용되기 시작한 암호는 제2차 세계대전을 거치
면서 비약적인 발전을 거듭하게 되었는데 그 중에서 1978년 미국의
MIT 대학에서 R. Rivest , A, Shamir , L . Adleman에 의해 개발된 RSA
공개키 암호 시스템은 그 안전성을 수학적인 근거 즉, 큰 정수의 소인
수분해가 어렵다는 사실에 근거를 둔 것으로써 지금까지 가장 널리 사
용되고 있는 암호 시스템이다. 본 논문에서는 이를 C++로 구현하고자
했는데, 보내고자 하는 메시지 M은 대칭키 암호 시스템 중에서도 호환
암호를 사용하여 M '으로 암호화하 으며, 이를 암호화하는데 필요한
키 m은 반드시 비 화 되어야 하므로 RSA 공개키 암호 시스템을 사
용하여 c로 암호화 시켜서 결국 (M , c )를 전송하고 복호시에는 이와
반대과정을 수행함으로써 가능하게 하 다. 여기서 호환 암호에서 사용
되는 키는 {1, 2 , , 3 , . . . , 128 } {1, 2 , 3 , . . . , 128 }인 permutation을
사용하 고, RSA 암호 시스템에서의 두 개의 소수 변수는 보다 높은
안전성을 위하여 1024비트의 무작위 소수를 사용하 다.
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1 . Introdu ct ion
현대 암호학은 개인의 프라이버시를 보호하고 국제적으로 범죄를 예방
하거나 국가적 정보를 보호해 주는 데 결정적인 역할을 한다. 암호학은
원래 군사와 외교적인 목적에서 주로 알려져 왔으나, 최근 컴퓨터 통신
망과 관련된 범죄가 빈번하게 발생함에 따라 더욱 일반의 주목을 받게
되었다. 정보화 시대에서의 정보는 기존의 재화나 용역이 갖는 일반적
인 가치 이상의 가치를 갖는다. 더욱이 요즘과 같은 무한경쟁시대에서
중요한 정보의 유출이나 잘못된 정보의 획득, 그리고 보유하고 있던 정
보의 망실과 같은 일은 당사자에게 매우 치명적일 수 있다. 정보의 안
전한 관리 는 아무리 강조해도 지나침이 없다. 요즘시대에 정보의 안전
한 관리는 바로 암호를 통해서 이루어진다고 해도 과언이 아니다.
암호의 사용은 약 4000년 전 이집트인에 의해 처음 사용되어졌다고 알
려져 있는데 제 2차 세계대전을 계기로 급속도로 발전하기 시작하 다
[3]. 그러나, 예전에는 암호학이 그렇게 발달하지 않아서 보통때는 보이
지 않다가 열을 가하면 보이는 문자를 쓴다던지 하는 방식으로 암호학
에 대한 요구를 해결했다[4]. 요즘과 같이 인터넷이 발달하고, 전자 상
거래의 싹이 쑥쑥 자라고 있는 시점에서는, 자신의 데이터를 다른 사람
이 알지 못하게 하는 암호화에 대한 요구가 부쩍 증가하게 되었다.
최근 수학적인 근거를 이용하여 사용되고 있는 암호 시스템은 대칭키
(symmetric- key) 암호 시스템과 공개키(public- key ) 암호 시스템이 있
다. 본 논문에서는 대칭키 암호 시스템을 이용하여 메시지 M을 암호화
시키고 이를 복호화 하는 데 필요한 비 키 m은 공개키 암호 시스템
을 사용하여 암호화 시키는 방법을 사용하 다.
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(1 ) 호환 암호 (T ran s po s it ion c ipher )
호환 암호는 대칭키 암호 시스템의 일종이다. 를 암호화 및 복호화
하는 모든 키들의 집합 즉 키공간이라 하고 E 를 암호화 하는 데
필요한 키들의 집합이라 하며, D 를 복호화 키들의 집합이라고 하
자.
정의 1 .1 (대칭키 ) 키공간 에서 암호화와 복호화 변환(transformati-
on ) { E e : e }과 { D d : d } 를 생각하자. 각각의 키 순서쌍 ( e , d )에
서 d만을 알고도 e를 쉽게 계산할 수 있을 때 이를 대칭키라고 한다.
예 1.2 = {A , B , C , . . . , X , Y , Z }라 하고 과 C를 에서 길이
가 5인 문자들의 집합이라 하자. 키 e는 에서의 permutation으로 석
택되어진다. 암호화 하기 위해서 메시지를 5개의 문자로 된 그룹으로
나누고 permutaion e를 각각에 적용시킨다. 이를 복호화 하기 위하여
inverse permutation d = e - 1를 계산하면 된다. 예를 들어,




















































m = THIS C IPHER IS CE R TA INL YN OT S E C UR E
은
c = E e ( m ) = WK L VF L SK H U L VF H U WDL QO B QR WV HFX UH
로 암호화 된다.
대칭키 시스템의 중요한 문제 중의 하나는 양쪽에서 동의하고 키를 안
전하게 바꿀 수 있는 방법을 찾는 것이다. 모든 사람이 이러한 암호화
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기술을 알고 있다면 복호화 키 d는 반드시 비 화 되어야 한다. 또한
대칭키 암호에서 d가 비 화 되어야 한다는 것은 곧 e도 비 화 되어
야 한다는 것을 뜻한다[1].
대칭키 암호 기술에서 가장 잘 알려진 것은 블륵 암호(block cipher )이
다[7]. 또한 블록 암호는 크게 치환 암호(substitution cipher )와 호환 암
호(transposition cipher )의 두 가지로 나뉘어진다.
정의 1 .3 (호환 암호 ) 블럭의 길이가 t인 대칭키 암호 기술을 생각하
자. 를 집합 {1, 2 , 3 , . . . , t }에서의 모든 permutation들의 집합이라 하
자. 각각의 e 에 대하여
m = ( m 1 m 2 . . . m t )
일 때 암호화 함수
E e ( m ) = ( m e ( 1) m e (2) . . . m e ( t) )
를 정의한다. 이러한 모든 permutation들의 집합을 호환 암호라고 한다.
e에 대응하는 복호화 키 d는 e의 inverse permutation d = e - 1이다.
c = ( c 1 c2 . . . c t )
를 복호화 하기 위해서
D d ( c) = ( c d ( 1) c d ( 2) . . . c d ( t) )
를 계산한다.
고정된 주기 t를 가지는 호환 암호에서 암호화를 위해서 평문
(plaintext )을 t개의 문자들의 블럭으로 그룹을 나누고 각각의 블럭들을
하나의 permutation e에 적용시켜야 한다. 더 정확히 말해서 평문 블럭
m = m 1 m 2 . . . m t
에 대응하는 암호문(ciphertext )은
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c = E e ( m ) = m e ( 1) m e ( 2) . . . m e ( t)
이다. 여기서 암호화 키는 e이고 키공간 에는 주어진 t에 대하여 t !
개의 원소를 가진다. 복호화는 d = e - 1를 구함으로써 할 수 있다[10].
예 1 .4 t = 6이고 e = ( 6 4 1 3 5 )인 호환 암호를 생각하자. 메시지
m = CA E SA R
은 e에 의해
c = R S CEA A
로 암호화 된다. 복호화는 e의 inver se permutation
d = e - 1 = ( 3 6 4 2 5 1)
를 구함으로써 할 수 있다.
대칭키 암호 기법에서 가장 큰 문제점은 바로 메시지의 전달자와 수신
자가 똑같은 비 키를 다른 사람들이 모르게 공유해야 한다는 점이다.
특히 메시지의 전달자와 수신자가 물리적으로 서로 떨어져 있다면 그
두 사람은 매우 안전한 통신수단을 이용하여 비 키를 전달하여야 할
것이다. 만약 공격자가 이 두 사람간의 통신경로상에서 비 키를 얻어
낸다면 그 후로부터 메시지의 송신자와 수신자가 그 비 키를 사용하여
메시지를 암호화 한다 하여도 그 공격자는 자신이 훔친 비 키를 이용
하여 모든 메시지를 복호화 하여 그 내용을 알 수가 있게 될 것이다.
또한 비 키 암호 기법에 있어서 모든 키들은 그것을 사용하는 두 사람
이외에는 아무도 알 수 없도록 비 리에 보관되어야 하므로 만약 수많
은 사람들이 동시에 상호 메시지를 주고 받고자 하는 경우에는 이러한
비 키의 관리가 매우 어려워진다. 이와 같이 암호화를 위한 키의 생성
과 전달, 그리고 보관하는 문제 즉, 키의 관리 문제는 암호를 이용한 정
보보안에 있어서 중요한 이슈가 되는 문제이다. 이러한 문제를 해결하
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기 위해서 공개키 암호기법을 사용하게 되는데, 대칭키 기법에서의 암
호화 키 e를 공개키 암호 시스템을 이용하여 암호화 시켜서 전송할 수
있다.
(2 ) 공개 키 암호 시스 템
가 키공간일 때, {E e : e }를 암호화 변환(tr ansformation )의 집
합이라 하고 {D d : d }를 이에 대응하는 복호화 변환의 집합이라 하
자. 결합된 암호화/복호화 변환의 순서쌍 ( E e , D d )에서 각각의 순서
쌍은 E e를 알고도 주어진 무작위 암호문(random ciphertext ) c C에
서 E e ( m ) = c를 만족하는 메시지 m 을 찾는 것이 어렵다는 성질
을 갖는다고 하자. 이 성질은 암호화 키 e를 통해서 복호화 키 d를 찾
는 것이 어렵다는 것을 뜻한다.
정의 1 .5 (on e - w ay fun c tion ) f : X Y에서 모든 x X 에 대해
서는 f (x )를 계산하기는 쉽지만 대부분의 원소 y Im ( f )에 대해서
f ( x ) = y를 만족하는 x X 를 구하기가 계산적으로 어려울 때 함수
f 를 one- w ay function이라 한다.
정의 1 .6 (trapdo or on e - w ay fun c tion ) one- w ay function
f : X Y인데 주어진 정보에 의해서 y Im (f )에 대하여 f (x ) = y를
만족하는 x X 를 구하기가 쉬울 때 함수 f 를 tr apdoor one- w ay
function이라 한다.
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예 1 .7 X = {1, 2 , 3 , . . . , n - 1}에서 f : X Y를 f (x ) = x 3 ( mod n)
이라 정의하자. 모든 x X 에 대하여 f (x )를 구하기는 쉽지만 반대의
과정은 그렇지 못하므로 f 는 one- w ay function이다. 그러나 여기서 두
개의 소수 p = 48611, q = 53993을 선택하고 n = pq = 2624653723으로
정의 했을 때 p와 q의 값을 안다면 Chinese Remainder T heorem을
이용해서 반대 과정을 쉽게 수행할 수 있다.
이러한 tr apdoor one- w ay function은 공개키 암호 시스템의 기본이 된
다[9]. Bob과 Alice가 서로 메시지를 주고 받기를 원한다고 가정하자.
Bob은 키 순서쌍 ( e , d )를 선택해서 암호화 키 e(이를 공개키라 부른
다)를 어떤 채널을 통해서 Alice에게 보내고 복호화 키 d (이를 비 키
라 부른다)는 비 화 시킨다. Alice는 Bob의 공개키 e를 받고
c = E e ( m )을 얻기 위해 e를 적용시켜 메시지 m을 Bob에게 보낸다.
Bob은 암호문 c를 복호화 하기 위해서 역변환 D d를 적용시킴으로써
메시지 m을 얻을 수 있다.
정의 1 .8 (공개키 암호 시스템 ) 암호화와 복호화의 변환
{E e : e }, {D d : d }에서 각각이 결합된 암호화/복호화 순서쌍
( e , d )에 대하여 e는 공개화 시키고 d는 비 화 시킬 때 이를 공개
키 암호 시스템이라 한다. 안전성을 위해서 e로부터 d를 구하는 것은
계산적으로 어려워야 한다[5].
공개키 암호 시스템에서는 소수(prime number ) 변수를 효과적으로 생
성하는 것이 중요하다. 이러한 경우에 소수는 충분히 큰 사이즈가 되어
야 하고 특정 소수 p가 선택되어 졌을 때 공격자가 확률적으로 알기
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어려운 무작위(r andom ) 소수가 생성되어져야 한다. 소수를 생성하는 가
장 일반적인 방법은 적당한 크기의 무작위 수 n을 뽑아서 n이 소수인
지를 검정하는 것인데 이는 n이 n보다 작은 소수에 의해서 나누어지
는지를 조사 함으로써 가능하다[2]. 그러나 이러한 방법도 n이 상당히
큰 경우에는 많은 시간이 소요되기 때문에 좋은 방법이라고는 할 수 없
다. 확률적 소수 검정(primality test )에서 현재 가장 많이 쓰이고 있는
방법은 Miller - Rabin 테스트이다. 이 Miller - Rabin 테스트는 다음의 사
실에 근거를 두고 있다.
n이 홀수인 소수라 하고 r이 홀수일 때
n - 1 = 2 s r
이라 하자. 또한 a를
g cd (a , n ) = 1
을 만족하는 정수라 하면 0 j s - 1인 j에 대하여
a r 1 ( mod n ) 또는 a 2
j r - 1 ( mod n )
이다[8].
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알고리즘 1 .9 (M iller - R abin의 확률적 소수 검정 )
MILLER- RABIN ( n , t )
INPUT :an odd integer n 3 and security parameter t 1
OUT PUT :answer "prime" or "composite" to the question :
"Is n prime?"
1. Write n - 1 = 2 s r such that r is odd
2. For i from 1 to t do the following :
2.1. Choose a r andom integer a , 2 a n - 2
2.2. Compute y = a r ( mod n )
2.3. If y 1 and y n - 1 then do the following :
y 1
While j s - 1 and y n - 1 do the following :
Compute y y 2 ( mod n )
If y = 1 then return ("composite")
j j + 1
If y n - 1 then return ("composite")
3. Return ("prime")
Miller - Rabin 테스트를 임의의 합성수 n에 대하여 t번 시행했을 때
n이 소수라고 판단할 확률은 1
4 t
보다 작다는 것이 알려져 있다[6].
Miller - Rabin 테스트와 같은 확률적인 검정과정을 거친 정수 n을 소수
라고 단정지을 수는 없다. 이러한 수를 후보 소수(probable prime)라고
하는데 이를 다시 확실한 소수임을 검증하기 위해 다음의 사실을 이용
한다.
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n 3인 정수라 하면, n이 소수일 필요충분조건은
(1) a n - 1 1 (mod n )과
(2) a ( n - 1) / q 1 (mod n ) for each prime divisor q of n - 1
을 만족하는 정수 a가 존재한다.
위의 결과는 *n 의 order가 n - 1인 사실로부터 나온 것이다. 이러한
검증을 T rue primality test라 하고 이 검정을 통과한 정수 n을
provable prime이라 한다.
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2 . R S A 암호 시스템
RSA 암호 시스템은 1978년 R. Rivest , A . Shamir , L . Adleman에 의
해 개발되었는데 현재 가장 늘리 쓰이고 있는 공개키 암호 시스템이다.
이 암호 시스템의 안전성은 큰 정수의 소인수분해가 어렵다는 사실에
기반을 두고 있다. 그리고 키를 생성하는 문제에 대해서는 무작위
(r andom )소수 p와 q를 이용해서 공개키와 비 키를 생성하고 이것으
로 암호화 시킬 수 있어야 한다. 이 때 비 키는 공개키를 통해서 구해
져야 하는데 이는 다음의 정리에 근거를 두고 있다.
정리 2 .1 p와 q를 서로 다른 홀수의 소수라 하고 n = p q라 하자.
g cd (e , (p - 1 ) ( q - 1 ) ) = 1
을 만족하는 양의 정수 e와 정수 c에 대해서
x e c (mod n )
을 만족하는 x가 유일하게 존재한다.
증명 함수 f : {0 , 1, 2 , . . . , n - 1} {0 , 1, 2 , . . . , n - 1}를
f (x ) x e ( mod n )
으로 정의한다. 그러면 함수 f 가 전단사(bijection )임을 보이면 충분
한데
| {0 , 1, 2 , . . . , n - 1} |
이므로 단사(injection )인 것만 보이면 충분하다.
x , y {0 , 1, , 2 , . . . , n - 1 } and x e y e ( mod n )
이라 가정하자.
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(1) p가 x를 나누면 x = px 1, y = py 1 for some integer x 1 , y 1,
따라서
p e x e1 p
e y e1 ( mod pq ) .
또한 n = p q이고 n은 p e (x e1 - y
e








1 ( mod q )
가 성립한다. 만약 q가 x 1을 나눈다면 q는 y 1도 나눈다. 따
라서
x 0 ( mod n ) , y 0 ( mod n )
이 성립한다. 따라서
x = y = 0
이다. 만약 q가 x 1을 나누지 못하면 q는 y 1나누지 못한다.
field q에서의 모든 경우를 생각하면
(x 1y 1 )= 1 and e
q - 1 = 1
이 된다. 따라서
e a + ( q - 1) b = 1
을 만족하는 정수 a , b가 존재한다.
x 1
y 1
= (x 1y 1 )
e a + ( q - 1) b








= 1a 1b = 1
이므로
x 1 y 1 ( mod q )
가 성립한다. 따라서 q가 (x 1 - y 1 )을 나누고 이에 의해 p q는
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p (x 1 - y 1 )을 나눈다.




(2) 만약 p가 x를 나누지 못한다면 p는 y도 나누지 못한다.




= 1, ( e , p - 1) = 1
이된다. 따라서
e a 1 + (p - 1) b1 = 1
을 만족하는 정수 a 1 , b1이 존재한다.
x
y
= ( xy )
e a 1 + (p - 1) b 1










b 1 = 1
이므로
x y ( mod p )
가 된다. 같은 방법으로,
x y ( mod q )
도 성립한다.따라서 p는 x - y를 나누고 q도 x - y를 나눈
다. 한편 어떤 정수 s에 대하여
x - y = p s
로 표현할 수가 있고 그러면 q는 p s를 나누고 또한 q는 s도
나눈다. 그러므로 어떤 정수 r에 대해서
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s = q r
로 표현할 수 있다. 따라서
x - y = s r = p q r = n r
이 성립하고 이에 의해 n은 x - y를 나눈다. 따라서
x y ( mod n )
이 성립하게 된다.
위의 정리를 통해서 구해진 x가 RSA 공개키 암호 시스템에서의 비
키로 사용되어진다. RSA 공개키 암호 시스템의 알고리즘은 아래와 같
이 키를 생성하는 알고리즘과 생성된 키를 이용해서 메시지 m을 암호
화 하고 복호화 하는 알고리즘으로 구성되어져 있다.
알고리즘 2 .2 (R S A 의 키생성 )
SUMMARY: each entity creates an RSA piblic key and a
corresponding private key
Each entity A should do the following :
1. Generate two large random (and distinct ) primes p and q,
each roughly the same size.
2. Compute n = p q and = ( p - 1) ( q - 1)
3. Select a r andom integer e , 1 < e < such that
g cd ( e , ) = 1
4. Compute the unique integer d , 1 < d < , such that
e d 1 (mod )
5. A ' s public key is ( n , e ) ; A ' s private key is d .
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여기서 n = p q이 공개되어지는 키이므로 단계 1에서 생성되어지는 무
작위 소수 p , q는 충분히 큰 사이즈가 되어야 한다. p , q가 큰 정수가
아니라면 n을 소인수분해하기가 쉬워지기 때문에 안전성은 깨지게 된
다.
알고리즘 2 .3 (R S A 공개키 암호시스템 )
SUMMARY: B encrypt s a message m for A, which A decrypt s
1. Encryption : B should do the following :
(a) Obtain A ' s authentic public key ( n , e )
(b ) Represent the message as an integer m in the interval
[ 0 , n - 1]
(c) Compute c = m e ( mod n )
(d) Send the ciphertext c to A
2. Decryption : T o recover plaintext m from c,
A should do the following :
(a) Use the private key d to recover m = c d ( mod n )
복호화 작업의 증명 ed 1 ( mod )이므로 e d = 1 + k 인 정수
k가 존재한다. g cd ( m , p ) = 1이면 Fermat의 정리에 의해
m p - 1 1 ( mod p )
가 된다. 이 식의 양 변에 k ( q - 1)제곱하고, m을 곱하면 식은 다음과
같다.
m 1 + k ( p - 1) ( q - 1) m ( mod p )
한편 만약 g cd ( m , p ) = p이면 modulo p의 0 양변이 congruent 하기
때문에 위의 합동식은 유효하다. 그러므로 모든 경우에 대해
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m e d m ( mod p )
같은 방식으로
m w d m ( mod q )
결국, p와 q가 서로 다른 소수이므로
m e d m ( mod n )
이 된다. 따라서
c d ( m e ) d m ( mod n )
을 얻을 수 있다.
예 2 .4 (R S A en cry pt ion ) Alice는 소수 p = 2357 , q = 2551을 선택
하고 n = p q = 6012707을 계산하며, = ( p - 1) ( q - 1) = 6007800을 구한
다. Alice는 또한 e = 3674911을 선택하고 e d 1 ( mod )를 만족
하는 d = 422191 을 계산한다. Alice의 공개키는 순서쌍
( 6012707 , 3674911)이고 비 키는 d = 422191이다.
암호화: 메시지 m = 5234673 을 암호화 하기 위해 Bob은
c = m e ( mod n ) = 5234673 3674911 ( mod 6012707 ) = 3650502
를 계산한다. 이때 c를 Alice에게 보낸다.
복호화: Alice는
c d ( mod n ) = 3650502422191 ( mod 6012707 ) = 5234673
을 얻는다.
이제 RSA 공개키 암호 시스템의 안전성에 대하여 알아보자. 공격자의
목적은 공개된 정보 ( n , e )를 이용해 암호문 c에 대응하는 평문 m을
찾는 것인데 이 문제를 RSA 문제(RSAP)라고 한다.
공격자가 RSA 문제를 해결할 수 있는 방법은 n을 소인수분해 해서
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와 d를 구하는 것이다. 일단 d가 구해지면 공격자는 암호문 c를
복호화 할 수 있다. 따라서 공개키 ( n , e )로부터 비 키 d를 구하는
문제는 n을 소인수분해 하는 문제와 계산적으로 같다는 것을 알 수 있
다.
다른 방법으로 공격자가 n = p q와 를 알고 있다면 다음의 두 방정
식에 의해 쉽게 n을 소인수분해 할 수 있다. 미지수 p , q에 대해
n = p q , = (p - 1) ( q - 1)
두 번째 식에 q = n
p
을 대입함으로써 다음과 같은 미지수 p에 대한
이차방정식을 얻는다.
p 2 - ( n - + 1) p + n = 0
이 방정식의 근은 p와 q일 것이다. 따라서 공격자는 를 알 수 있게
되고 그 경우 이 암호계는 깨지게 된다. 하지만 를 안다는 것은 n을
소인수분해 하는 문제와 같으므로 이 작업 또한 쉽지가 않다.[11]
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3 . 구 현 과정
지금까지 설명한 시스템을 기반으로 해서 실제로 암호 시스템을 구현
하고자 한다. 여기서 사용된 프로그램 언어는 C++언어인데 시스템의 안
전성을 보장하기 위해서는 C++에서 제약을 받는 사이즈가 큰 정수의
사용이 문제시 된다. 이 문제를 극복하기 위해서 큰 정수의 사용을 가
능하게 해 주는 ntl이라는 헤드파일을 사용하 다. 구현 과정의 단계는
다음과 같다.
먼저 Alice가 Bob에게 보내고자 하는 메시지 M을 호환 암호를 이용
해 암호화 한다. 이때
v : {1, 2 , 3 , . . . , k = 128 } {1, 2 , 3 , . . . , k = 128 }
인 permutation v를 생성하여야 하는데 이는 무작위(r andom )로 뽑은
것이다. 여기서 생성되어진 v의 숫자들을 그대로 붙여서 하나의 큰 정
수로 만들어야 하는데 이를 위해서는 v에 오는 첫 번째 수는 반드시
100보다 큰 정수이어야 한다. 그래서 처음 오는 수 v [0]는 구간
[ 100 , k = 128 ]에서 무작위로 선택하고 난 다음 나머지
v [ 1] , v [ 2] , v [3] , . . . , v [ 127]
을 선택한다. 이 때 숫자들을 무작위로 선택하기 때문에 중복되는 경우
가 생길 수도 있는데 이를 방지하기 위하여 두 개의 배열 v [ i]와
v1 [ i]를 선언한다.
0 i k - 1 인 모든 i에 대하여
v 1 [ i] = - 1
이라 정의하고
v [ i] = a일 때 v 1 [ a] = 0
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으로 놓는다. 따라서 한 번 선택되어진 정수 a에 대해서는 v 1 [ a] = 0
이므로 i j인 j에 대해서 v [j ] = 0이면
v [ j ] = j + 1 ( mod 128 )
로 놓으면 완전한 permutation v를 생성할 수 있다.
다음은 m을 계산하는 방법인데 만약
v [ i] = a , v [ i + 1] = b
라면
m = ( a * 1000 ) + b
를 계산 함으로써 m을 구할 수 있다.
예 3 .1 k = 10이라 한다면 random permutation
v = ( 10 3 8 7 4 1 9 6 2 5 )이 되고 m = 10030807040109060205이 된
다.
다음은 Alice가 Bob에게 전달하고자 하는 메시지 M을 대칭키를 사용
하여 암호화 하는 과정이다. 우선 전하고자 하는 메시지 M에 대해서
k개의 문자 단위로 읽어 들인 다음 각각의 문자에 대하여
v2 [ 0] , v2 [ 1] , v 2 [2] , . . . , v2 [ k - 1]
을 정의하고
M ' [ i] = v 2 [ v [ i] - 1]
로 치환 함으로써 암호화 된 메시지 M '을 구할 수 있다. 여기서 문제
가 되는 것은 k 개의 문자 단위로 읽어 들이고 남는 나머지 문자들의
처리문제이다. 만약 남아 있는 문자의 개수가 k보다 현저히 작다면 본
시스템의 안전성이 무너질 수 있으므로 메시지 M이 끝나고 마지막 문
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자에는 특수문자를 사용하고 그 다음부터 k 번째 까지는 그 이전에 사
용한 문자를 그대로 둠으로써 메시지 M의 끝임을 분명하게 알리는 방
법을 사용하 다. 따라서 메시지를 복호화 하는 사람은 특수문자가 나
온 다음의 문자는 무시함으로써 원래의 문장을 복구할 수 있는 것이다.
예 3 .2 M = korea maritime univer sity !
은
v = ( 10 3 8 7 4 1 9 6 2 5 )
에 의해
M ' = iramekr oaeminetvui eii^Qtrv !sy
로 암호화 된다. 여기서 ^Q는 특수문자이다.
다음 단계는 RSA 공개키 암호 시스템에서의 공개키 ( n , e )와 비 키
d를 생성하는 과정이다. 최근 RSA 시스템에 사용되는 변수는 적어도
512비트를 사용하고 있으나 본 논문에서는 확실한 안전성을 위하여
1024비트의 소수 p와 q를 사용하 다. 여기서 p와 q는 무작위 소수
이고
n = p q , a = (p - 1) ( q - 1)
이며 e는
g cd ( e , a ) = 1
을 만족하는 구간 [ 1, a ]에서의 무작위 수이다. 그리고 d는 구간
[ 1, a]에서 e d 1 ( mod a )를 만족하는 유일한 정수이다.
예 3 .3 p , q의 비트수를 40이라 하고
p = 1033457003507 , q = 57856283 3609
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이 선택되어졌다고 하면 공개키는 순서쌍
( n , e ) = (597919812362076170466763 , 90964322363531440691185 )
이고 비 키는 d = 354507373090120790659489이다.
호환 암호를 이용하여 생성한 메시지 m을 공개키 ( n , e )를 사용해서
암호문 c로 암호화 하는 과정이다. 이 과정은
c = m e ( mod n )
을 계산 함으로써 수행된다.




c = m e ( mod n ) = 20813116433109422813771
을 구할 수 있다.
Alice가 위와 같은 과정을 통해 구한 (M ' , c )를 Bob에게 보내게 된
다. 그러면 Bob은 자신의 비 키 d를 이용하여 c에 대응하는 m을 구
하고 다시 m을 이용해서 M '에 대응하는 M을 구하게 된다. 먼저 m
을 구하는 과정은 비 키 d와 공개키 중의 하나인 n을 사용해서
m = c d ( mod n )을 구할 수 있다.
예 3 .5 앞의 예에서
c = 20813116433109422813771, d = 354507373090120790659489 그리고
n = 597919812362076170466763이므로
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m = c d ( mod n ) = 10030807040109060205을 구하게 된다.
이렇게 구한 m을 두 자리씩 분리하여 permutation
v = ( 10 3 8 7 4 1 9 6 2 5 )을 구하고 이에 의해 v의 inverse
permutation v - 1를 계산한다. 따라서 v - 1에 의해 암호화된 문장 M으
로부터 복호화된 문장 M '을 구할 수 있다.
예 3 .6 v = ( 10 3 8 7 4 1 9 6 2 5 )
일 때
v - 1 = (6 9 2 5 10 8 4 3 7 1)
을 계산하고 이에 의해
M ' = iramekr oaeminetvui eii^Qtrv !sy
은
M = korea maritime university !̂ Qive
로 복구된다. 복구화된 문장에서 특수문자 ^Q 이하의 문자는 버림으로
써 완전한 문장을 얻어 낼 수 있다.
지금까지의 예에서는 무작위 소수 p와 q를 40비트의 수에서 여러 과
정들을 소개 하 으나 실지로 높은 안전성을 유지하기 위해서는 보다
높은 비트수가 요구된다. 따라서 실제 프로그램에서는 p와 q를 1024
비트를 가지는 무작위 소수로 생성하 고 permutation v 역시 문자들
의 블록을 늘리기 위해서 {1, , 2 , 3 , . . . , 128 } {1, 2 , , 3 , , . . . , 128 }
인 무작위 permutation을 사용하 다.
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4 . S ource
(1 ) 키 생성
#include < NT L/ ZZ.h >
#include < t im e.h >
#defin e BIT 1024
int m ain ()
{
ZZ p, q , n , a , a 1, e, e1, d, x 1, x 2, y , y 1, y 2, c, f, t ;
/ * 비 키를 구하기 위한 값의 초기화 */
x 2 = 1;
x 1 = 0;
y 2 = 0;
y 1 = 1;
t = t im e (NULL );
S et S eed (t );
p = Ran dom Prim e_ZZ(BIT , 100);
q = RandomP rim e_ZZ(BIT , 100);
n = p * q ;
a = (p - 1) * (q - 1);
e = Ran dom Bn d (a );
for (; ;)
{






/ * 비 키 d를 구한다. */
e1 = e;
a1 = a ;
w hile (a1 > 0)
{
c = e1 / a 1;
f = e1 - c * a1;
d = x 2 - c * x 1;
y = y 2 - c * y 1;
e1 = a1;
a1 = f ;
x 2 = x 1;
x 1 = d;
y 2 = y 1;
y 1 = y ;
}
d = x 2;
if (d < 0)
d = d + a ;
if ((e*d )% a !=1)
{






cout < < "Public :" < < "(" < < n < < "," < < e < < ")" < < "\ n ";
cout < < "Priv at e :" < < d < < "\ n ";
}
}
(2 ) 암 호화
# include < NT L/ ZZ.h >
# include < t im e.h >
# defin e SIZE 128
ZZ v [SIZE], m ;
lon g v 2[SIZE ], i, j ;
v oid perm utation ();
v oid sym en crypt ();
m ain ()
{
ZZ n , e, c ;
perm utation ();
/ * perm utat ion의 정수화 */
m = v [0];
for (i = 0; i < SIZE - 1; i++)
m = (m * 1000) + v [i+1];
cout < < "m = " < < m < < "\ n ";
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cout < < "public key :" < < "\ n ";
cout < < "n = ";
cin > > n ;
cout < < "e = ";
cin > > e;
c = P ow erM od (m , e, n );
cout < < "c = " < < c < < "\ n ";
sym en crypt ();
}
/ * ran dom perm ut at ion의 생성 */
v oid perm utation ()
{
ZZ t ;
lon g v 1[SIZE], a , b , tm p ;
for (i = 0; i < SIZE ; i++)
v 1[i] = - 1;
t = t im e (NULL );
S et S eed (t );
v 2[0] = Random Bnd (SIZE +1);
w hile (v 2[0] < 100)
v 2[0] = Ran dom Bn d (SIZE +1);
a = v 2[0];
v 1[a] = 0;
for (i = 1; i < SIZE ; i++)
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{
tm p = Random Bn d (SIZE +1);
if (v 1[tm p] == - 1)
{
v 2[i] = tm p ;




for (j =1; j < SIZE ; j ++)
{
tm p = A ddM od (tm p, 1, SIZE +1);
if ( v 1[tm p] == - 1)
{
v 2[i] = tm p ;














for (i = 0; i < SIZE ; i++)
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v [i] = to_ZZ(v 2[i]);
}
/ * perm ut at ion을 이용한 메시지의 암호화 */
v oid sym en crypt ()
{
ch ar v 3[SIZE], st r in g [SIZE];
lon g pos , loop , en d, a , b ;
F ILE *fp, *fp 1;
if ((fp = fopen ("dir ect .tx t ", "r ")) == NULL)
{
cout < < "Error opening file." < < "\ n ";
ex it (1);
}
fseek (fp , 0, 2);
en d = ftell (fp );
pos = ((end - 1)%SIZE );
loop = ((end - 1) / SIZE );
r ew ind (fp );
b = end - (loop * SIZE );
if ((fp1 = fopen ("let t er .tx t ", "aw ")) == NULL )
{






a = fread (v 3, sizeof (char ), SIZE , fp );
if ((a - 1) == pos )
v 3[b - 1]=17; / * 끝부분은 특수문자로 처리 */
if ((a != SIZE ) && ( (a - 1) != pos ) )
{





for (i = 0; i < SIZE ; i++)
str ing [i] = v3[v 2[i]- 1];
if (fw rit e (str ing , sizeof (char ), SIZE , fp 1) != SIZE )
{





(3 ) 복 호화
#include < NT L/ ZZ.h >
# defin e SIZE 128
ZZ key [SIZE], inv [SIZE], m ;
lon g inv 1[SIZE ], i, j ;
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ZZ x = t o_ZZ("1000");
v oid r sadecrypt ();
v oid inv er se ();
v oid sym decrypt ();
m ain ()
{
/ * 정수 m을 perm ut at ion으로 바꾼다. */
r sadecrypt ();
for (i = SIZE - 1; i > = 0; i - - )
{
k ey [i] = m - ((m/ x ) * x );
m = m/ x ;
}
inv er se ();
sym decrypt ();
}
/ * c로부터 m을 RSA를 통해 구한다. */
v oid r sadecrypt ()
{
ZZ c, d, n ;
cout < < "ciphert ex t : " < < "\ n ";
cout < < "c = ";
cin > > c;
cout < < "priv at e key : " < < "\ n ";
cout < < "d = ";
cin > > d ;
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cout < < "public key : " < < "\ n ";
cout < < "n = ";
cin > > n ;
m = P ow erM od (c, d , n );
cout < < "m = " < < m < < "\ n ";
}
/ * perm ut at ion의 inv er se perm utation을 구한다. */
v oid inv er se ()
{
for (i = 0; i < SIZE ; i++)
{
for (j = 0; j < SIZE ; j ++)
{
if (key [j ] == i+1)
{






/ * inv er se perm utat ion을 이용해 메시지를 원래의 문장으로 복구한다. */
v oid sym decrypt ()
{
ch ar v 1[SIZE], st r in g [SIZE];
lon g pos , loop , en d, a , b ;
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F ILE *fp, *fp 1;
if ((fp = fopen ("lett er .tx t ", "r ")) == NULL)
{
cout < < "Error opening file." < < "\ n ";
ex it (1);
}
fseek (fp , 0, 2);
en d = ftell (fp );
pos = ((end - 1)%SIZE );
loop = ((end - 1) / SIZE );
r ew ind (fp );
b = end - (loop * SIZE );
if ((fp1 = fopen ("m essage.tx t ", "aw ")) == NULL )
{
cout < < "Error opening file." < < "\ n ";
ex it (1);
}
for (i = 0; i < SIZE ; i++)
inv 1[i] = to_long (inv [i]);
w hile (1)
{
a = fread (v 1, sizeof (char ), SIZE , fp );
if ((a != SIZE ) && ( (a - 1) != pos ) )
{






for (i = 0; i < SIZE ; i++)
str ing [i] = v 1[inv 1[i]- 1];
if (fw rit e (st ring , sizeof (ch ar ), SIZE , fp 1) != SIZE )
{
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ABST RACT
Cryptogr aphy has originated from it s initial and limited use by
the Egyptians about 4000 year s ago. It has explosively developed
through both world w ars . T he most striking developement came in
1976 when Diffie and Hellman introduced the revolutionary concept
of public- key cryptogr aphy although their method w as inpr actical. In
1978, the fir st pr actical public- key cryptosystem w as discovered by
Rivest , Shamir , and Adleman, now refered to as RSA. RSA scheme
is the most widely used system and its security is based on a hard
mathematical problem, the intract ability of factoring large integers .
In this paper , we introduce the gener al symmetric and public key
cryptosystems and mainly , we attempt an effective realization of
RSA cryptosystem using C++ language.
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