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The purpose of this thesis was to program a disassembler and a simulator for the 
MSP430 architecture using the C++ programming language. A parser was implemented 
for the programs, which reads TI-TXT-formatted files. The code for the programs was 
written to be compiled with any generic C++ compiler and without the need for external  
or platform-dependent libraries. 
 
The programs user interfaces were made text-based and usable from a command-line. 
Both programs are started with a parameter that contains the name of the file that is to 
be examined. The programs inform the user, if the parameter given to it is wrong or if 
the file does not exist. 
 
The disassembler was programmed to identify emulated instructions, so that it’s disas-
sembly listing would be easier to read. The disassembler writes it’s disassembly listing 
to a file named the same as given in the parameter, but with a dasm_ prefix. 
 
The simulator supports all of the instruction set, except the RETI instruction, which is 
used by interrupts. The simulator was not programmed to simulate integrated features of 
microcontrollers, such as AD-conversion units, communication interfaces or interrupts. 
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LYHENTEET JA TERMIT 
 
 
RAM Random Access Memory eli käyttömuisti, jota ohjelma käyt-
tää muuttujien tallentamiseen 
PC Program Counter eli ohjelmalaskuri säilyttää ohjelman suori-
tettavan käskyn osoitetta 
SP Stack Pointer eli pino-osoitin säilyttää pinon osoitteen 
SR Status Register eli tilarekisteri säilyttää prosessorin tilabittejä 
CG Constant Generator eli vakiogeneraattori 
Parseri Ohjelma, joka analysoi tekstiä tietyn kieliopin mukaisesti 
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1 JOHDANTO 
 
 
Tämä opinnäytetyö tutustuttaa lukijan Texas Instrumentsin kehittämään MSP430-
arkkitehtuuriin ja dokumentoi kuinka sille voidaan toteuttaa disassembler ja simulaatto-
ri. Arkkitehtuurista selitetään vain ohjelmien kannalta olennaisia asioita, kuten käsky-
kanta, rekisterit ja muistiosotteiden käsittely. TI-TXT-tiedostomuodon rakenne esitel-
lään myös. 
 
Opinnäytetyön alkuosa käsittelee arkkitehtuurin ominaisuuksia. Kolmas luku käsittelee 
TI-TXT-tiedostomuotoa ja sille kirjoitettua parseria. Neljännessä luvussa tarkastellaan 
disassemblerin ja simulaattorin selkärankana toimivaa instructionSetTools-kirjastoa. 
Viides ja kuudes luku esittelee disassemblerin ja simulaattorin toimintaa. 
 
Jokaisen ohjelman toiminnallisuudesta on tehty havainnollistavia vuokaaviota, joista 
ohjelmalogiikan etenemistä on helppo seurata. Joissakin kohdissa ohjelmia tarkastellaan 
myös lähdekoodin tasolla. Ohjelmat esitetään siinä järjestyksessä, missä ne on ohjel-
moitu.  
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2 MSP430-ARKKITEHTUURI 
 
 
2.1 Arkkitehtuurin ominaisuudet 
 
MSP430 on 16-bittinen prosessoriarkkitehtuuri, jota käytetään Texas Instrumentsin 
valmistamissa mikrokontrollereissa. Tavujärjestykseltään MSP430 on little-endian, eli 
muistista luettaessa 16-bittistä sanaa sen alimmat bitit sisältävä tavu on lukujärjestyk-
sessä ensimmäisenä. 
 
TAULUKKO 1. Esimerkki little-endian-tavujärjestyksestä 
1. tavu 2. tavu Luettu sana 
0x34 0x12 0x1234 
0xEF 0xBE 0xBEEF 
 
Muistiavaruus on rajoitettu 64 kilotavuun, tosin arkkitehtuuriin on myöhemmin lisätty 
20-bittisiä ominaisuuksia, joilla muistia voidaan jatkaa. Tässä työssä tarkastellaan vain 
16-bittistä alkuperäistä alustaa. RAM-muisti alkaa osoitteesta 0x0200. Muistiavaruuden 
lopussa sijaitsee keskeytysvektorien osoitepaikat. Pino aloitetaan muistin loppupäästä, 
mutta mitään tiettyä osoitetta ei ole pakko käyttää. Pino kasvaa pienempien osoitteiden 
suuntaan. 
 
MSP430-prosessori sisältää 16 16-bittistä rekisteriä, joista neljällä ensimmäisellä on 
erikoistarkoituksensa. Ensimmäinen rekisteri, eli r0/PC, sisältää osoitteen ohjelman seu-
raavaksi käsiteltävään käskyyn. Pinon osoitetta ylläpitää r1/SP. r2/SR sisältää prosesso-
rin virransäästötilojen ja keskeytysten hallinnan ja aritmeettisten käskyjen tulosten pe-
rusteella asetettavat tilaliput.  
 
Aritmeettiset käskyt muokkaavat SR-rekisteriä sen mukaan, mikäli operaatiossa muo-
dostui muistinumero tai kahden komplementin ylivuoto tai tuloksesta tuli negatiivinen 
tai nolla. Jotkin bittioperaatiokäskyt muokkaavat tilarekisterin bittejä omalla tavallaan. 
 
TAULUKKO 2. SR-rekisterin bitit 
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
Varattu V SCG1 SCG0 OSC 
OFF 
CPU 
OFF 
GIE N Z C 
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TAULUKKO 3. SR-rekisterin bittien merkitykset 
Nimi Merkitys 
V Kahden komplementin ylivuoto 
SCG1 Järjestelmän kellogeneraattori 1 
SCG0 Järjestelmän kellogeneraattori 0 
OSCOFF Oskillaattorin hallinta 
CPUOFF Virransäästötilan hallinta 
GIE Keskeytysten hallinta 
N Tulos negatiivinen 
Z Tulos nolla 
C Muistinumero 
 
r3/CG-rekisteriä käytetään vakioiden generointiin, eikä siihen voida tallettaa arvoja. 
Esimerkiksi emuloitu NOP-käsky on toteutettu MOV-käskyllä, jonka kumpanakin ope-
randina on r3. 
 
 
2.2 Käskykanta 
 
MSP430-käskykanta sisältää 27 käskyä, jotka voidaan lajitella kolmeen eri ryhmään: 
yhden ja kahden operandin käskyihin ja hyppykäskyihin. Useimmat kääntäjät osaavat 
myös tunnistaa emuloidut käskyt, jotka ovat erikoistapauksia normaaleista käskyistä ja 
niiden operandeista. 
 
Aritmeettisissa käskyissä alimman tavun toiseksi viimeinen bitti ilmoittaa onko käskyn 
operandien pituus tavu vai sana. Mikäli bitti on asetettu nollaksi, käskyn operandien 
pituus on sana. SWPB-, SXT- ja CALL-käskyt käsitellään aina sanan mittaisella ope-
randilla. 
 
 
2.2.1 Yhden operandin käskyt 
 
Yhden operandin käskyistä suurin osa on aritmeettisia, mutta niissä on myös ohjelman 
ajon järjestykseen vaikuttavia käskyjä. RETI-käskyllä ei ole operandia, mutta se on silti 
luokiteltu samaan ryhmään opcode-bittien järjestyksen mukaisesti. 
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TAULUKKO 4. Yhden operandin käskyt 
Nimi Merkitys 
RRC Siirtää tavun tai sanan bittejä yhden oikealle siten, että muistinumero lisätään eniten 
merkitseväksi numeroksi ja operandin vähiten merkitsevä numero siirretään muistinu-
meroksi. 
SWPB Vaihtaa sanan tavujen järjestystä. 
RRA Siirtää tavun tai sanan bittejä yhden oikealle. 
SXT Laajentaa etumerkillisen tavun 16-bittiseksi. 
PUSH Lisää operandin arvon pinoon. 
CALL Kutsuu aliohjelmaa, eli lisää ohjelman seuraavana tulevan käskyn osoitteen pinoon ja 
asettaa PC-rekisteriin operandina olevan osoitteen. 
RETI Palauttaa keskeytyksestä. 
 
TAULUKKO 5. Yhden operandin käskyn rakenne 
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
0 0 0 1 0 0 Opcode-bitit T/S As-bitit Lähderekisteri 
 
RETI-käskyn rakennetta vastaa aina luku 0x1300, sillä sen toiminnallisuus ei vaadi yli-
määräisiä määritebittejä. As-bittien merkitys selitetään luvussa 2.3. 
 
 
2.2.2 Hyppykäskyt 
 
Hyppykäskyt ovat aina sanan mittaisia ja sisältävät itsessään hypyn pituuden arvon yh-
deksässä alimmassa bitissä. Hypyn pituuden arvo kerrotaan kahdella ja lisätään PC-
rekisteriin. Hypyn pituuden arvot voivat olla väliltä -1024-1022. Ehdollisilla hyppykäs-
kyillä hypätään tilarekisterissä SR olevien tilalippujen V, N, Z ja C tilojen perusteella. 
JMP-käsky suorittaa hypyn aina. 
 
Hypyillä voidaan toteuttaa loogisia vertailurakenteita, kuten C-kielen if-rakenne, ja tiet-
tyjä määriä toistuvia ohjelmarakenteita, kuten C-kielen for-rakenne. 
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TAULUKKO 6. Hyppykäskyt 
Nimi Merkitys 
JNE/JNZ Hyppää, jos Z-bitti on nolla. 
JEQ/JZ Hyppää, jos Z-bitti on yksi. 
JNC/JLO Hyppää, jos C-bitti on nolla. 
JC/JHS Hyppää, jos C-bitti on yksi. 
JN Hyppää, jos N-bitti on yksi. 
JGE Hyppää, jos N-bitti on yhtäsuuri, kuin V-bitti. 
JL Hyppää, jos N-bitti on erisuuri V-bitin kanssa. 
JMP Hyppää ehdottomasti. 
 
TAULUKKO 7. Hyppykäskyjen rakenne 
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
0 0 1 Opcode-bitit Hypyn pituuden arvo 
 
 
 
2.2.3 Kahden operandin käskyt 
 
Kahden operandin käskyt ovat kaikki MOV-käskyä lukuun ottamatta aritmeettisia käs-
kyjä. Jokaista käskyä voidaan käyttää joko tavun tai sanan mittaisilla operandeilla. 
 
TAULUKKO 8. Kahden operandin käskyt 
Nimi Merkitys 
MOV Siirtää lähdeoperandin arvon kohdeoperandiin. Ei muokkaa SR-rekisteriä. 
ADD Lisää lähdeoperandin arvon kohdeoperandiin. 
ADDC Sama kuin ADD, mutta lisää myös muistinumeron kohdeoperandiin. 
SUB Vähentää lähdeoperandin arvon kohdeoperandista. 
SUBC Sama kuin SUB, mutta vähentää myös muistinumeron kohdeoperandista. 
CMP Sama kuin SUB, mutta muokkaa vain SR-rekisterin tilabittejä. 
DADD Yhteenlasku binäärikoodatuilla desimaaliluvuilla. Lisää myös muistinumeron. 
BIT Suorittaa loogisen AND-operaation operandeille, mutta muokkaa vain SR-rekisterin 
tilabittejä. 
BIC Suorittaa loogisen AND-operaation lähdeoperandin negaatiolla ja kohdeoperandilla. Ei 
muokkaa SR-rekisteriä. 
BIS Suorittaa loogisen OR-operaation operandeilla. Tulos tallentuu kohdeoperandin muis-
tipaikkaan. Ei muokkaa SR-rekisteriä. 
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XOR Suorittaa loogisen XOR-operaation operandeilla. Tulos tallentuu kohdeoperandin 
muistipaikkaan. 
AND Suorittaa loogisen AND-operaation operandeilla. Tulos tallentuu kohdeoperandin 
muistipaikkaan. 
 
TAULUKKO 9. Kahden operandin käskyjen rakenne 
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
Opcode-bitit Lähderekisteri Ad-bitti T/S As-bitit Kohderekisteri 
 
Ad-bitin merkitys selitetään luvussa 2.3. 
 
 
2.2.4 Emuloidut käskyt 
 
Useimmat kääntäjät tunnistavat 23 emuloitua käskyä, mutta tässä työssä esitellään niistä 
vain yhdeksän. Emuloidut käskyt ovat luotu helpottamaan ohjelmoijia suorittamaan 
yleishyödyllisiä toimintoja lisäämättä itse arkkitehtuurin monimutkaisuutta. 
 
TAULUKKO 10. Yhdeksän emuloitua käskyä 
Nimi Käskyn tulkinta  Merkitys 
CLRC BIC #1, SR Asettaa C-bitin nollaksi. 
CLRN BIC #4, SR Asettaa N-bitin nollaksi. 
CLRZ BIC #2, SR Asettaa Z-bitin nollaksi. 
DINT BIC #8, SR Kieltää keskeytykset. 
EINT BIS #8, SR Sallii keskeytykset. 
NOP MOV #0, r3 Ei tee mitään. 
SETC BIS #1, SR Asettaa C-bitin ykköseksi. 
SETN BIS #4, SR Asettaa N-bitin ykköseksi. 
SETZ BIS #2, SR Asettaa Z-bitin ykköseksi. 
 
 
2.3 Muistinkäsittely 
 
MSP430-käskykannassa on lähdeoperandilla seitsemän ja kahden operandin käskyillä 
kohdeoperandilla neljä eri tapaa osoittaa muistialuetta. Lähdeoperandin tapaa osoittaa 
muistialueeseen määritellään kahdella bitillä, jotka sijaitsevat käskyn alemman tavun 
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viidennessä ja neljännessä bitissä. Bittejä kutsutaan tässä työssä As-biteiksi. Kohdeope-
randin käyttö on mahdollista vain kahden operandin käskyissä, ja sen eri tilojen valinta-
bitti sijaitsee alimman tavun eniten merkitsevässä bitissä. Bittiä kutsutaan tässä työssä 
Ad-bitiksi. 
 
TAULUKKO 11. As- ja Ad-bittien tulkitseminen 
As-bitit Ad-bitti Merkitys Syntaksi 
00 0 Operandi sijaitsee rekisterissä. Rn 
01 1 Operandi sijaitsee osoitteessa Rn + x. x(Rn) 
10 - Operandi sijaitsee rekisterin sisältämässä osoitteessa. @Rn 
11 - Sama kuin @Rn, mutta rekisterin sisältämää osoitetta kasvatetaan 
joko yhdellä tai kahdella T/S-bitistä riippuen. 
@Rn+ 
 
Muistialueeseen osoittaminen riippuu myös siitä, mitä rekisteriä käskyssä käytetään. 
Käyttämällä PC, SR- ja r3-rekisteriä lähdeoperandina tulkitaan käskyn lähdeoperandi 
tietyksi vakioksi tai osoitteenviittaustilaksi. 
 
TAULUKKO 12. Lähderekisterin valinnan vaikutus osoitteenvalintaan 
As-
bitit 
Ad-
bitti 
Lähde- 
rekisteri 
Merkitys Syntaksi 
11 - r0/PC Sama kuin @PC+. Vakiota x käytetään lähdeoperandina. #x 
01 1 r0/PC Sama kuin x(PC). Lähdeoperandi on muistiosoitteessa PC + 
x. 
x 
01 1 r2/SR Lähdeoperandi sijaitsee osoitteessa x. &x 
10 - r2/SR Lähdeoperandin arvo on neljä. Ei toimi PUSH-käskyn kans-
sa prosessoribugin takia. 
#4 
11 - r2/SR Lähdeoperandin arvo on kahdeksan. Ei toimi PUSH-käskyn 
kanssa prosessoribugin takia. 
#8 
00 - r3/CG Lähdeoperandin arvo on nolla. #0 
01 - r3/CG Lähdeoperandin arvo on yksi. #1 
10 - r3/CG Lähdeoperandin arvo on kaksi. #2 
11 - r3/CG Lähdeoperandin arvo on -1. #-1 
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3 TI-TXT 
 
 
3.1 Tiedostomuodon rakenne 
 
TI-TXT on yksinkertainen merkkipohjainen tiedostomuoto, jota käytetään MSP430-
ohjelmien tallennukseen. Merkkipohjaisena tiedostomuotona sitä voidaan lukea ja muo-
kata yleisillä tekstinkäsittelyohjelmilla, kuten Windowsin Notepad-ohjelmalla. 
 
Rakenteeltaan TI-TXT-tiedosto sisältää muistialueen tai alueita, ja tiedosto loppuu aina 
q-merkkiin. Muistialueosio alkaa @-merkillä, jota seuraa muistialueen aloitusosoite. 
Osoitetta seuraavalta riviltä alkaa muistialueiden sisältämät tavut, joita on enintään 16 
kappaletta per rivi. Tavut erottuvat toisistaan välilyönnillä. 
 
KUVA 1. Esimerkki TI-TXT-tiedoston rakenteesta 
 
 
3.2 Tietorakenne TI-TXT-tiedostojen muistialueille 
 
Jotta TI-TXT-tiedostoja olisi helppo käsitellä disassembleria ja simulaattoria ohjel-
moidessa, tuli tiedostomuotoa varten tehdä oma tietorakenne, jossa säilyttää muistialu-
eet. Tietorakenteen tuli sisältää 16-bittinen osoite ja kaikki sen sisältämät tavut. Koska 
@e000 
31 40 80 02 B2 40 80 5A 5C 01 F2 D0 41 00 04 02  
F2 B2 00 02 06 2C D2 C3 02 02 F2 D0 40 00 02 02  
05 3C D2 D3 02 02 F2 C0 40 00 02 02 3F 40 2A 07  
1F 83 FE 23 ED 3F 00 13 95 F0 34 12 EF BE 
 
@e100 
12 C3 22 C2 22 C3 32 C2 32 D2 03 43 30 41 12 D3 
22 D2 22 D3 00 47 34 41 08 58 18 53 28 53 08 63 
08 A3 18 83 28 83 08 73 08 93 38 E3 
 
@e200 
DE AD BE EF 12 34 56 
 
@e300 
08 10 88 10 08 11 88 11 08 12 88 12 30 12 34 12 
B0 12 34 12 
 
@e400 
FF 23 FF 27 FF 2B FF 2F FF 33 FF 37 FF 3B FF 3F 
01 20 01 24 01 28 01 2C 01 30 01 34 01 38 01 3C 
03 3C 07 3C 0F 3C 1F 3C 3F 3C 7F 3C FF 3C FF 3D 
 
@fffe 
00 E1  
q 
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muistialueen tavuja luetaan aina alusta loppuun lineaarisesti, valittiin datatavuja säilö-
väksi tietorakenteeksi C++-standardikirjaston list. 
 
struct memorySegment 
{ 
 uint16_t address; 
 std::list<uint8_t> data; 
}; 
 
 
3.3 Parseri 
 
TI-TXT-tiedostomuodon merkkipohjaisuuden vuoksi parserin toteuttaminen oli help-
poa. Parserin tuli vain tarkastaa, onko luetun rivin ensimmäinen merkki q tai @. Kaikki 
muut rivit ovat joko tyhjiä tai sisältävät muistialueen tavut. 
 
Tavujen erotteluun käytettiin C-standardikirjaston strtok-funktiota, joka paloittelee en-
simmäisenä parametrina annetun merkkijonon osiin toisena parametrina annetun erotte-
lumerkin perusteella. Merkkijonon palat lisättiin muistialueen data-listaan list-rakenteen 
push_back-funktiolla. 
 
char *tokenPtr = strtok(&line[0], " "); 
     
while(tokenPtr != NULL) 
{ 
    
 tempSeg.data.push_back(asciiByteToHex(tokenPtr[0], tokenPtr[1])); 
 tokenPtr = strtok(NULL, " "); 
} 
 
Merkkijonosta luetut datatavut ja osoitteet ovat merkkipohjaisia, joten niitten muunnos-
ta varten oli kirjoitettava omat funktiot. Ensimmäinen funktio asciiToHex muuttaa yh-
den merkin uint8_t-tyyppiseksi heksaluvuksi, ja asciiByteToHex-funktio yhdistää en-
simmäisen funktion avulla tavun ylimmät ja alimmat 4-bittiä kokonaiseksi tavuksi. 
 
 
uint8_t asciiToHex(uint8_t bits) 
{ 
 if( bits >= '0' && bits <= '9' ) 
 { 
  bits -= '0'; 
 } 
 else 
 { 
  bits -= 'A' + 6; 
 } 
  
 return bits; 
} 
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uint8_t asciiByteToHex(uint8_t higherBits, uint8_t lowerBits) 
{ 
 return (asciiToHex(higherBits) << 4) + (0x0F & asciiToHex(lowerBits)); 
} 
 
Parseriin ohjelmoitiin myös yksinkertainen tapa ilmoittaa, mikäli tiedoston lukeminen ei 
onnistunut. parseFileToLists-funktion paluuarvon tyypiksi valittiin bool, jotta funktio 
voi palauttaa false-totuusarvon kohdatessaan virheen. Virheettömästi luettu tiedosto 
palauttaa true-totuusarvon. 
 
Lopullinen parseFileToLists-funktio vaatii kaksi parametria. Ensimmäinen parametri on 
muistiosoite memorySegment-listaan, johon muistialueet halutaan tallentaa. Toinen 
parametri on luettavan tiedoston nimi C++-standardikirjaston string-tyyppinä. 
 
Funktion toiminnallisuutta testatessa muistialueen listan viimeiseksi tavuksi ilmestyi 
tiedostossa olematon tavu. Tämän syyksi osoittautui Code Composer Studion rivin lop-
puun lisäämä välilyönti ja Carriage Return –merkki. Funktioon lisättiin kohdat, jotka 
poistavat nämä merkit rivin lopusta, mikäli rivi sisältää ne. 
 
// Remove unnecessary CR from line end 
if(line.at(line.size() - 1) == '\r') 
{ 
 line = line.substr(0, line.size() - 1); 
} 
    
// Remove unnecessary space from end (CCS adds these...) 
if(line.at(line.size() - 1) == ' ') 
{ 
 line = line.substr(0, line.size() - 1); 
} 
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KUVA 2. parseFileToLists-funktion vuokaavio 
Avaa tiedosto luettavaksi
Palauta falseAvautuikotiedosto?
Ei
Kyllä
Onko tiedosto
tyhjä?
Lue rivi tiedostosta
Poista rivin lopusta turhat merkit
Onko rivin ensimmäinen
merkki q?
Ei
Kyllä
Palauta true
Onko rivin ensimmäinen
merkki @?
Lue muisti-
alueen
osoite
Kyllä
Ei
Lue muistialueen tavut
memorySegment-listaan
Kyllä
Ei
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4 OHJELMOINTIKIRJASTO KÄSKYKANNAN KÄSITTELYYN 
 
 
4.1 instructionSetTools-kirjasto 
 
Disassembleria ja simulaattoria ohjelmoidessa tarve tietynlaisille yleishyödyllisille 
funktioille ja tietotyypeille vaati ohjelmointikirjastoa. Yhteisen kirjaston luominen vä-
hensi myös tarvetta kirjoittaa eri ohjelmille samanlaisia toiminnallisuuksia erikseen. 
 
instructionSetTools-kirjasto sisältää kaikki ohjelmien jakamat funktiot ja tietotyypit. 
Myös aiemmin mainittu memorySegment-tietorakenne lisättiin siihen muokkaamatto-
mana, eikä sitä käsitellä tässä luvussa uudestaan. Kirjastoa kehitettiin disassemblerin ja 
simulaattorin ohjelmoinnin ohessa tarpeitten mukaisesti. Lopullinen kirjasto sisältää 11 
funktiota, kaksi tietotyyppiä ja yhden tietorakenteen. 
 
 
4.1.1 Tietotyypit 
 
Ensimmäinen lisätty tietotyyppi oli instructionType, jonka paluuarvot kuvaavat käskyn 
mahdollisia ominaisuuksia. Näitä ominaisuuksia ovat käskyn luokitus kolmen käsky-
tyypin, operandien pituuden ja muistinkäsittelyn mukaan. 
 
enum instructionType 
{ 
 singleOperandArithmetic, 
 conditionalJump, 
 twoOperandArithmetic, 
 noneType, 
 byteType, 
 wordType, 
 registerDirect, 
 registerIndexed, 
 registerIndirect, 
 registerIndirectPostIncrement, 
 absoluteType, 
 symbolicType, 
 immediateType, 
 constant4, 
 constant8, 
 constant0, 
 constant1, 
 constant2, 
 constantNeg1 
}; 
 
Simulaattoria ohjelmoidessa kirjastoon lisättiin instructionName-tietotyyppi, joka sisäl-
tää kaikkien käskyjen nimet. 
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enum instructionName 
{ 
 RRC, SWPB, RRA, SXT, PUSH, CALL, RETI, JNE, JEQ, JNC, 
 JC, JN, JGE, JL, JMP, MOV, ADD, ADDC, SUBC, SUB, CMP, 
 DADD, BIT, BIC, BIS, XOR, AND, NONE 
}; 
 
 
4.1.2 Yleiset funktiot 
 
Kirjasto sisältää neljä yleistä funktiota, joita voidaan käyttää kaikille käskyille. getInst-
ructionFormat antaa palautusarvonaan instructionType-tietotyyppinä käskyn luokituk-
sen joko singleOperandArithmetic-, conditionalJump- tai twoOperandArithmetic-
luokkaan. Luokittelu on toteutettu käskyn sanan ylimmän tavun tarkastelulla. 
 
instructionType getInstructionFormat(uint8_t upperByte) 
{ 
 if((upperByte >> 2) == 4) 
 { 
  return singleOperandArithmetic; 
 } 
 else if((upperByte >> 5) == 1) 
 { 
  return conditionalJump; 
 } 
 else if((upperByte >> 5) >= 2) 
 { 
  return twoOperandArithmetic; 
 } 
 
 return noneType; 
} 
 
getInstructionName- ja getInstructionNameString-funktiot palauttavat parametrina an-
netun käskyn nimen. Funktioiden ero on se, että getInstrutionName palauttaa nimen 
instructionName-tietotyyppinä ja getInstructionNameString string-tyyppinä. Jälkim-
mäistä käytetään vain disassemblerissa. Funktioissa nimi määräytyy samanlaisilla ope-
raatioilla, kuin getInstructionFormat-funktiossa luokitukset. Tarkasteltavina bitteinä 
käytetään opcode-bittejä, joten funktiot vaativat parametriksi käskyn sanan molemmat 
tavut. Nimien palautusarvojen valinta on toteutettu switch-case-rakenteella. 
 
getRegisterName-funktio on myös tehty lähinnä disassemblerin käyttöön. Se palauttaa 
string-tyyppinä parametrina annetun rekisterinumeron nimen. Neljän ensimmäisen re-
kisterin osalta funktio palauttaa indeksoidun rekisterin nimen lisäksi sen yksilöllisen 
(PC, SP, SR tai CG) nimen jakoviivalla eroteltuna. 
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4.1.3 Aritmeettisten käskyjen funktiot 
 
Aritmeettisia käskyjä varten kirjastossa on kuusi funktiota. getInstructionSource ja ge-
tInstructionDestination ovat toimintaperiaatteeltaan samat funktiot, mutta ohjelmakoo-
din lukemisen helpottamiseksi niistä tehtiin erilliset funktiot. Funktiot palauttavat käs-
kyn tavujen alimmista neljästä bitistä lähde- tai kohderekisterin uint8_t-tyyppinä. 
 
Käskyn operandin pituuden saa getInstructionBWType- ja getInstructionBWTypeSt-
ring-funktioilla. String-päätteistä funktiota käytetään vain disassemblerissa ja se palaut-
taa string-tyyppinä käskyn pistealkuisen päätteen b tai w. instructionType-
paluuarvoinen funktio palauttaa arvot wordType, byteType tai noneType. noneType on 
lisätty tilanteita varten, joissa käskyllä ei voi olla operandin pituutta. 
 
Muistinkäsittelybittien tilat saa getInstructionAsType- ja getInstructionAdType-
funktioilla. Paluuarvot ovat instructionType-tyyppisiä. 
 
 
4.1.4 Hyppykäskyjen funktio 
 
Hyppykäskyjen yksinkertaisuudesta johtuen niitä varten on kirjastossa vain yksi apu-
funktio getInstructionOffset, joka palauttaa 10-bittisen hypyn pituuden int16_t-
tyyppinä. Koska hypyn pituus sijaitsee käskysanan alimmissa kymmenessä bitissä, vaa-
tii funktio molemmat sanan tavut parametrikseen. 
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5 DISASSEMBLER 
 
5.1 MSP430Disassembler-olio 
 
MSP430Disassembler-olio on ohjelmoitu siten, että sen käyttöön ei tarvita montaa funk-
tiota. Olioon ladataan tarkasteltavan ohjelman muistialue loadMemorySegment-
funktiolla, joka vaatii parametrikseen memorySegment-muistiosoitteen. Mikäli oliolla 
halutaan tarkastella TI-TXT-tiedostoa, joka sisältää useita muistialueita, tulee niiden 
lataaminen toteuttaa silmukalla. 
 
loadNextInstruction-funktio lataa muistialueesta seuraavan käskyn ja sen mahdolliset 
operandit. Mikäli funktio havaitsee, että käskyyn ei riitä operandeja, tai että sen tavut 
eivät vastaa mitään käskyä, palauttaa se totuusarvon false. Käskyn onnistuneessa kään-
nöksessä funktio palauttaa totuusarvon true. 
 
loadNextInstruction-funktion paluuarvon mukaan oliolta saa käännösrivin string-
tietotyyppinä joko getDecodedInstruction- tai getMalformedData-funktiolla. getDeco-
dedInstruction palauttaa käskyn ja operandien kääntämiseen käytetyt tavut ja itse käs-
kyn. getMalformedData palauttaa olion lukemat tavut siihen asti, kun virhe käskyn tul-
kinnassa havaittiin. Kummankin funktion käännösriveissä on automaattista tekstin jä-
sentelyä, jotta käännöslistauksen luku olisi helppoa. 
 
getDecodedInstruction-funktio sisältää olennaisimman osan olion käännöslogiikasta. 
Funktion alussa käännösriviin lisätään käskyn nimi ja mahdollinen emuloitu käsky lada-
taan omaan string-muuttujaan getEmulatedInstruction-funktiolla. Loppuosa funktiosta 
lisää tavu-/sana-päätteen ja operandit käännösrivin loppuun. Mikäli käskyä vastaa jokin 
emuloitu käsky, se lisätään sulkuihin käännösrivin loppuun. 
 
Käännöksen operandien lisäämiseen käytetään getDecodedSource- ja getDecodedDes-
tination-funktioita. Operandien muunnosta (numeromuotoisista muuttujista merkkipoh-
jaisiksi) varten olio sisältää getSourceAddress- ja getDestinationAddress-funktiot. 
 
getEmulatedInstruction-funktio sisältää suuren määrän käskyjen ja operandien yhdis-
telmien erikoistarkasteluja. Kymmenen ensimmäistä emuloitua käskyä voidaan tunnis-
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taa switch-case-rakenteella käskyn sanaa tarkastelemalla, sillä sana on kokonaisuudes-
saan aina vakio. Loput 13 käskyä tulkitaan monimutkaisemmilla if-rakenteilla. 
 
 
5.2 Pääohjelma dasm430 
 
Disassemblerin pääohjelma ei ole kovin monimutkainen. Ensimmäiseksi ohjelma tarkis-
taa onko annettu parametrien määrä oikea. Muistialueet luetaan parseFileToLists-
funktiolla ja sen false-paluuarvo lopettaa ohjelman toiminnan. Mikäli muistialueiden 
luku onnistui, ohjelma alustaa MSP430Disassembler-olion ja avaa tiedoston, johon 
käännöslistaus kirjoitetaan. 
 
Tiedostoon kirjoitetaan käännöslistauksen otsikkotiedosto ensimmäiseksi. Käännöslis-
taus tuotetaan while-silmukalla sen varalta, että luettava tiedosto on jaettu moniin eri 
muistialueisiin. Ennen käännösrivin lisäämistä silmukka kirjoittaa rivin aloittavan osoit-
teen tiedostoon. 
 
 
 
KUVA 3. Esimerkki disassemblerin tuottamasta käännöslistauksesta 
 
address opcode src   dst  | instruction 
========================================== 
0xe000: 31 40 80 02       | mov.w #0280h, r1/SP 
0xe004: b2 40 80 5a 5c 01 | mov.w #5a80h, &015ch 
0xe00a: f2 d0 41 00 04 02 | bis.b #41h, &0204h 
0xe010: f2 b2       00 02 | bit.b #8, &0200h 
0xe014: 06 2c             | jc/jhs offset: 12 
0xe016: d2 c3       02 02 | bic.b #1, &0202h 
0xe01a: f2 d0 40 00 02 02 | bis.b #40h, &0202h 
0xe020: 05 3c             | jmp offset: 10 
0xe022: d2 d3       02 02 | bis.b #1, &0202h 
0xe026: f2 c0 40 00 02 02 | bic.b #40h, &0202h 
0xe02c: 3f 40 2a 07       | mov.w #072ah, r15 
0xe030: 1f 83             | sub.w #1, r15 (dec.w r15) 
0xe032: fe 23             | jne/jnz offset: -4 
0xe034: ed 3f             | jmp offset: -38 
0xe036: 00 13             | reti 
0xe038: 95 f0 34 12 ef be | and.w 1234, beefh(r5) 
 
0xfffe: 00 e0             | xor.w r0/PC, r0/PC 
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KUVA 4. Disassemblerin pääohjelman vuokaavio 
Lataa tiedoston sisältö muistialuelistaan 
parseFileToLists-funktiolla
Latautuiko 
tiedosto?
Kyllä
Tulosta disassembly-taulukon 
otsikko
Lataa listasta muistialue 
MSP430Dissasembler-oliolle
Tulosta osoite
Lataa (seuraavan) käskyn
 tavut muistialueesta 
loadNextInstruction-funktiolla
Oliko data 
ok?
Tulosta tavut 
getMalformedData-
funktiolla
Tulosta käsky 
getDecodedInstruction-funktiolla
Onko muistialue
 tyhjä? Ei
Onko muistialue
tyhjä?
Kyllä
Ei
Ei
Kyllä
Kyllä
Ei
Lopeta ohjelma
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6 SIMULAATTORI 
 
6.1 MSP430Simulator-olio 
 
MSP430Simulator-olio alustetaan reset-funktiolla, joka vaatii parametrikseen muistialu-
eiden listan osoitteen. Funktio nollaa kaikki rekisterit ja muistiavaruuden, lataa muisti-
alueiden tavut muistiin ja asettaa PC-rekisterin arvoksi RESET-vektorissa sijaitsevan 
osoitteen. 
 
Simulaattoria askelletaan step-funktiolla, joka lataa käskyn tavut PC-rekisterin osoitta-
masta osoitteesta lowerByte- ja upperByte-muuttujiin, ja lataa käskyn nimen instructi-
on-muuttujaan, joka on instructionName-tyyppinen. Nimeä käytetään apuna simulaatto-
rin sisäisessä logiikassa. Lopuksi step kutsuu executeInstruction-funktiota. 
 
void MSP430Simulator::step() 
{ 
 lowerByte = memory[r[0]]; 
 upperByte = memory[r[0] + 1]; 
 instruction = getInstructionName(lowerByte, upperByte); 
 executeInstruction(); 
} 
 
executeInstruction-funktio noutaa käskyille muistista tarvittavat operandit, kutsuu käs-
kyn luokituksen mukaista funktiota ja tallettaa operandien arvot, mikäli niitä muokat-
tiin. Käskyn luokituksen mukaan executeInstruction kutsuu joko doSingleOperandA-
rithmetic-, doConditionalJump- tai doTwoOperandArithmetic-funktiota. Myös PC-
rekisterin sisältämää osoitetta kasvatetaan funktiossa. 
 
doSingleOperandArithmetic-, doConditionalJump- ja doTwoOperandArithmetic-
funktiot ovat päävastuussa simulaatiologiikasta. Kaikki käskykannan toiminnallisuus 
sisältyy niihin. Parametrien arvoja käsitellään int16_t-tyyppisissä source- ja destination-
muuttujissa.  doSingleOperandArithmetic ja doTwoOperandArithmetic käyttävät myös 
int16_t-tyyppistä apumuuttujaa tietyissä tilanteissa. Muistinumeron tilan tarkistusta var-
ten doTwoOperandArithmetic-funktio sisältää int32_t-tyyppisen carryCheck-
apumuuttujan. 
 
Tilabittien muutokset tarkistetaan setNegativeBit-, setZeroBit-, setCarryBit- ja setOver-
flowBit- funktioilla. Funktioille annetaan parametriksi käskyn muokkaama tulos. Kaik-
kien funktioiden parametrien tyyppi pitää olla int16_t, paitsi setCarryBit-funktion, jonka 
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parametri on int32_t-tyyppinen. Tilabittien tila asetetaan setFlagValue-funktiolla, jonka 
ensimmäinen parametri on bitin numero ja toinen tilan totuusarvo.  
 
void MSP430Simulator::setZeroBit(int16_t number) 
{ 
 if(number == 0) 
 { 
  setFlagValue(flagZ, true); 
 } 
 else 
 { 
  setFlagValue(flagZ, false); 
 } 
} 
 
Tilabiteille on define-avainsanalla määritetty nimet ja arvot, jotta lähdekoodin lukemi-
nen ja kirjoittaminen olisi helpompaa. 
 
#define flagV  0x0100 
#define flagSCG1 0x0080 
#define flagSCG0 0x0040 
#define flagOSCOFF 0x0020 
#define flagCPUOFF 0x0010 
#define flagGIE 0x0008 
#define flagN  0x0004 
#define flagZ  0x0002 
#define flagC  0x0001 
 
Kaikki simulaattorin käyttämät muuttujat, kuten rekisterit ja muisti, ovat näkyvyydel-
tään yksityisiä. Olioon on käyttöliittymäohjelmaa varten ohjelmoitu funktiot getRegis-
terValue ja getFlagValue. getRegisterValue palauttaa parametrina annetun rekisterin 
sisällön int16_t-tyyppisenä. getFlagValue palauttaa parametrina annetun tilabitin to-
tuusarvon. 
 
 
6.2 Pääohjelma sim430 
 
Pääohjelma sisältää oman dasmLine-tietorakenteensa, jonka tarkoituksena on säilöä 
yksi rivi tarkasteltavan ohjelman käännöslistauksesta. Ohjelman alustuksessa tehdään 
C++-standardikirjaston vector-säiliö tietorakenteesta, johon ladataan kaikki käännöslis-
tauksen rivit. Rivejä voidaan käyttää osoitteen mukaan simulaattorin käyttöliittymässä. 
 
struct dasmLine 
{ 
 uint16_t address; 
 std::string line; 
}; 
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Ohjelman alustuksessa ladataan ensimmäiseksi parametrina annetun tiedoston muisti-
alueet memorySegment-listaan. Alkuperäinen lista pidetään muistissa koko ohjelman 
ajon aikana simulaattorin resetointia varten. Muistialueiden lukemisen jälkeen ohjelma 
lataa MSP430Disassembler-oliolla käännöslistauksen dasmLines-vektoriin ja alustaa 
MSP430Simulator-olion. 
 
Ennen ohjelman pääsilmukkaan siirtymistä tulostetaan ohje simulaattorin käytöstä. Si-
mulaattoria askelletaan syöttämällä s-kirjain, resetoidaan syöttämällä ´´reset´´ ja lopete-
taan syöttämällä ´´exit´´. Kaikki muu syöte listaa simulaattorin muuttujat ja seuraavan 
käskyn. Ohjeessa listaamisen aktivoivaksi syötteeksi mainitaan yksinkertaisuuden 
vuoksi vain l-kirjain. 
 
 
KUVA 5. Simulaattorin tulostama ohje 
 
Simulaattorin muuttujat tulostetaan pääohjelman printRegisterContents- ja printStatus-
Bits-apufunktioilla. Molemmat funktiot vaativat parametriksi MSP430Simulator-olion 
osoitteen. printRegisterContents-funktion kaksi ensimmäistä parametria määrittelevät 
tulostettavien rekisterien ala- ja ylärajan, sillä kaikki rekisterit eivät mahdu samalle 80 
merkin pituiselle riville. 
 
// Show register contents 
std::cout << "Register contents:" << std::endl; 
printRegisterContents(0, 6, &sim430); 
printRegisterContents(6, 12, &sim430); 
printRegisterContents(12, 16, &sim430); 
std::cout << std::endl; 
   
printStatusBits(&sim430); 
std::cout << std::endl; 
 
Seuraavaksi ajettavan käskyn otsikko on sama, mitä dasm430-ohjelma käyttää. Käsky 
tulostetaan käymällä dasmLines-vektori for-silmukalla läpi. Lopuksi tulostetaan vielä >-
merkki komennon syöterivin alkuun. 
 
 
 
 
Simulator ready. 
Type 's' to step, 'reset' to reset, 
'l' to list simulator variables and 
'exit' to exit. 
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KUVA 6. Simulaattorin käyttöliittymä 
 
 
KUVA 7. Simulaattorin pääohjelman vuokaavio 
Lataa tiedoston sisältö muistialuelistaan
parseFileToLists-funktiolla
Latautuiko
tiedosto?
Ei
Kyllä
Lataa tiedoston käännöslistaus
dasmLines-vektoriin
Alusta simulaattori
reset-funktiolla
Tulosta simulaattorin käyttöohje
Lue komento
Oliko reset-
komento?
Ei
Kyllä
Oliko step-
komento?
Tulosta rekisterien
sisältö
Tulosta tilabitit
Tulosta seuraavana
tuleva käsky
Oliko exit-
komento?
Ei
Ei
Kyllä
Kyllä
Lopeta ohjelma
Alusta simulaattori
Askella simulaattoria
Register contents: 
R0 :  f036 | R1 :  0300 | R2 :  0000 | R3 :  0000 | R4 :  0007 | R5 :  001c |  
R6 :  03e8 | R7 :  1b59 | R8 :  0007 | R9 :  03e8 | R10:  0000 | R11:  0000 |  
R12:  0000 | R13:  0000 | R14:  0000 | R15:  0000 |  
 
Staus bits: 
 Overflow: 0   Global interrupt enable:   0 
 Negative: 0   System clock generator 0:  0 
 Zero:     0   System clock generator 1:  0 
 Carry:    0   CPUOFF: 0  Oscillator OFF: 0 
 
address opcode src   dst  | instruction 
========================================== 
0xf036: 09 88             | sub.w r8, r9 
 
>  
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7 YHTEENVETO 
 
 
Opinnäytetyö onnistui tavoitteissaan, vaikka työtä aloittaessa alustan assembler-
ohjelmoinnista ei ollut riviäkään kokemusta. Kokemus alustan ohjelmoimisesta matalal-
la tasolla olisi varmasti nopeuttanut työn valmistumista, sillä jotkin arkkitehtuurin omi-
naisuudet eivät auenneet ensimmäisellä lukukerralla. Ohjelmien kirjoittaminen oli työ-
läämpää, kuin mitä aluksi oli arvioitu. 
 
Ohjelmointiosuuden venyminen söi aikaa ohjelmien testaamiselta ja koodin paremmalta 
jäsentelyltä. Joitakin funktioita olisi voinut jakaa pienempiin osuuksiin. Kaikki testaa-
misvaiheessa löydetyt virheet korjattiin. Ohjelmien testaamista varten käytettiin Texas 
Instrumentsin kirjoittamia esimerkkiohjelmia ja itse tehtyjä ohjelmia, joissa pyrittiin 
käyttämään käskyjä ja parametreja monipuolisesti. 
 
Disassembler- ja simulaattoriohjelman voi ladata Windows- ja Mac OS X -alustoille 
osoitteesta http://sourceforge.net/projects/dasm430/. Linux-käyttäjiä varten sivuilta löy-
tyy ohjeet ohjelmien kääntämiseen GCC-kääntäjällä. Mahdollisesti siistityt ja avoimesti 
lisensoidut lähdekooditiedostot voi myös ladata samasta osoitteesta. 
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LIITTEET 
Liite 1. TI-TXTParser.h 
 
/* 
 *  TI-TXTParser.h 
 *  dasm430 & sim430 
 * 
 *  Created by Juuso Nurminen on 20.1.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#ifndef TITXTParser_h 
#define TITXTParser_h 
 
#include <stdint.h> 
#include <string> 
#include <list> 
#include <fstream> 
#include "instructionSetTools.h" 
 
uint8_t asciiToHex(uint8_t bits); 
uint8_t asciiByteToHex(uint8_t higherBits, uint8_t lowerBits); 
bool parseFileToLists(std::list<memorySegment> &segments, std::string fileName); 
 
#endif
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Liite 2. TI-TXTParser.cpp  
1 (2) 
/* 
 *  TI-TXTParser.cpp 
 *  dasm430 & sim430 
 * 
 *  Created by Juuso Nurminen on 20.1.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#include "instructionSetTools.h" 
#include "TI-TXTParser.h" 
 
uint8_t asciiToHex(uint8_t bits) 
{ 
 if( bits >= '0' && bits <= '9' ) 
 { 
  bits -= '0'; 
 } 
 else 
 { 
  bits -= 'A' + 6; 
 } 
  
 return bits; 
} 
 
uint8_t asciiByteToHex(uint8_t higherBits, uint8_t lowerBits) 
{ 
 return (asciiToHex(higherBits) << 4) + (0x0F & asciiToHex(lowerBits)); 
} 
 
bool parseFileToLists(std::list<memorySegment> &segments, std::string fileName) 
{ 
 std::ifstream file(fileName.c_str()); 
 memorySegment tempSeg; 
 std::string line = ""; 
 bool firstPass = true; 
  
  
 if(file.is_open()) 
 { 
  while(file.good()) 
  { 
   getline(file, line);  
    
   // Remove unnecessary CR from line end 
   if(line.at(line.size() - 1) == '\r') 
    { 
    line = line.substr(0, line.size() - 1); 
   } 
    
   // Remove unnecessary space from end (CCS adds these...) 
   if(line.at(line.size() - 1) == ' ') 
   { 
    line = line.substr(0, line.size() - 1); 
   } 
    
   // End of file 
   if(line[0] == 'q') 
   { 
    segments.push_back(tempSeg); 
    file.close(); 
    break; 
   } 
   // Memory segment address 
   else if(line[0] == '@') 
   { 
    uint8_t upperByte = 0, lowerByte = 0; 
     
    if(!firstPass) 
    { 
     segments.push_back(tempSeg); 
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2 (2) 
    } 
    firstPass = false; 
    tempSeg.data.clear(); 
     
    upperByte = asciiByteToHex(line[1], line[2]); 
    lowerByte = asciiByteToHex(line[3], line[4]); 
    tempSeg.address = (upperByte << 8) + (0x00FF & lowerByte); 
   } 
   // Data bytes 
   else 
   { 
    char *tokenPtr = strtok(&line[0], " "); 
     
    while(tokenPtr != NULL) 
    { 
     tempSeg.data.push_back(asciiByteToHex(tokenPtr[0], tokenPtr[1])); 
     tokenPtr = strtok(NULL, " "); 
    } 
   } 
  } 
 } 
 else 
 { 
  return false; 
 } 
  
 return true; 
} 
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Liite 3. instructionSetTools.h 
/* 
 *  instructionSetTools.h 
 *  dasm430 & sim430 
 * 
 *  Created by Juuso Nurminen on 17.1.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#ifndef instructionSetTools_h 
#define instructionSetTools_h 
 
#include <stdint.h> 
#include <list> 
#include <string> 
 
struct memorySegment 
{ 
 uint16_t address; 
 std::list<uint8_t> data; 
}; 
 
enum instructionType 
{ 
 singleOperandArithmetic, 
 conditionalJump, 
 twoOperandArithmetic, 
 noneType, 
 byteType, 
 wordType, 
 registerDirect, 
 registerIndexed, 
 registerIndirect, 
 registerIndirectPostIncrement, 
 absoluteType, 
 symbolicType, 
 immediateType, 
 constant4, 
 constant8, 
 constant0, 
 constant1, 
 constant2, 
 constantNeg1 
}; 
 
enum instructionName 
{ 
 RRC, SWPB, RRA, SXT, PUSH, CALL, RETI, JNE, JEQ, JNC, 
 JC, JN, JGE, JL, JMP, MOV, ADD, ADDC, SUBC, SUB, CMP, 
 DADD, BIT, BIC, BIS, XOR, AND, NONE 
}; 
 
// General instruction functions 
instructionType getInstructionFormat(uint8_t upperByte); 
instructionName getInstructionName(uint8_t lowerByte, uint8_t upperByte); 
std::string getInstructionNameString(uint8_t lowerByte, uint8_t upperByte); 
std::string getRegisterName(uint8_t registerNumber); 
 
// For arithmetic instructions 
instructionType getInstructionBWType(uint8_t lowerByte, uint8_t upperByte); 
instructionType getInstructionAsType(uint8_t lowerByte, uint8_t upperByte); 
std::string getInstructionBWTypeString(uint8_t lowerByte, uint8_t upperByte); 
instructionType getInstructionAdType(uint8_t lowerByte, uint8_t upperByte); 
uint8_t getInstructionSource(uint8_t upperByte); 
uint8_t getInstructionDestination(uint8_t lowerByte); 
 
// For conditional jumps 
int16_t getInstructionOffset(uint8_t lowerByte, uint8_t upperByte); 
 
#endif 
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Liite 4. instructionSetTools.cpp 
 
1 (6) 
 
/* 
 *  instructionSetTools.cpp 
 *  dasm430 & sim430 
 * 
 *  Created by Juuso Nurminen on 17.1.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#include "instructionSetTools.h" 
 
 
// General instruction functions 
instructionType getInstructionFormat(uint8_t upperByte) 
{ 
 if((upperByte >> 2) == 4) 
 { 
  return singleOperandArithmetic; 
 } 
 else if((upperByte >> 5) == 1) 
 { 
  return conditionalJump; 
 } 
 else if((upperByte >> 5) >= 2) 
 { 
  return twoOperandArithmetic; 
 } 
 
 return noneType; 
} 
 
instructionName getInstructionName(uint8_t lowerByte, uint8_t upperByte) 
{ 
 instructionType type = getInstructionFormat(upperByte); 
 uint8_t opcode = 0; 
  
 if(type == singleOperandArithmetic) 
 { 
  opcode = (upperByte & 3) << 1; 
  opcode += lowerByte >> 7; 
   
  switch(opcode) 
  { 
   case 0x00: 
    return RRC; 
   case 0x01: 
    return SWPB; 
   case 0x02: 
    return RRA; 
   case 0x03: 
    return SXT; 
   case 0x04: 
    return PUSH; 
   case 0x05: 
    return CALL; 
   case 0x06: 
    return RETI; 
   default: 
    break; 
  } 
 } 
 else if(type == conditionalJump) 
 { 
  opcode = upperByte >> 2; 
   
  switch(opcode) 
  { 
   case 0x08: 
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    return JNE; 
   case 0x09: 
    return JEQ; 
   case 0x0A: 
    return JNC; 
   case 0x0B: 
    return JC; 
   case 0x0C: 
    return JN; 
   case 0x0D: 
    return JGE; 
   case 0x0E: 
    return JL; 
   case 0x0F: 
    return JMP; 
   default: 
    break; 
  } 
 } 
 else if(type == twoOperandArithmetic) 
 { 
  opcode = upperByte >> 4; 
   
  switch(opcode) 
  { 
   case 0x04: 
    return MOV; 
   case 0x05: 
    return ADD; 
   case 0x06: 
    return ADDC; 
   case 0x07: 
    return SUBC; 
   case 0x08: 
    return SUB; 
   case 0x09: 
    return CMP; 
   case 0x0A: 
    return DADD; 
   case 0x0B: 
    return BIT; 
   case 0x0C: 
    return BIC; 
   case 0x0D: 
    return BIS; 
   case 0x0E: 
    return XOR; 
   case 0x0F: 
    return AND; 
   default: 
    break; 
  } 
 } 
  
 return NONE; 
} 
 
std::string getInstructionNameString(uint8_t lowerByte, uint8_t upperByte) 
{ 
 instructionType type = getInstructionFormat(upperByte); 
 uint8_t opcode = 0; 
  
 if(type == singleOperandArithmetic) 
 { 
  opcode = (upperByte & 3) << 1; 
  opcode += lowerByte >> 7; 
   
  switch(opcode) 
  { 
   case 0x00: 
    return "rrc"; 
   case 0x01: 
    return "swpb"; 
   case 0x02: 
    return "rra"; 
   case 0x03: 
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    return "sxt"; 
   case 0x04: 
    return "push"; 
   case 0x05: 
    return "call"; 
   case 0x06: 
    return "reti"; 
   default: 
    break; 
  } 
 } 
 else if(type == conditionalJump) 
 { 
  opcode = upperByte >> 2; 
   
  switch(opcode) 
  { 
   case 0x08: 
    return "jne/jnz"; 
   case 0x09: 
    return "jeq/jz"; 
   case 0x0A: 
    return "jnc/jlo"; 
   case 0x0B: 
    return "jc/jhs"; 
   case 0x0C: 
    return "jn"; 
   case 0x0D: 
    return "jge"; 
   case 0x0E: 
    return "jl"; 
   case 0x0F: 
    return "jmp"; 
   default: 
    break; 
  } 
 } 
 else if(type == twoOperandArithmetic) 
 { 
  opcode = upperByte >> 4; 
   
  switch(opcode) 
  { 
   case 0x04: 
    return "mov"; 
   case 0x05: 
    return "add"; 
   case 0x06: 
    return "addc"; 
   case 0x07: 
    return "subc"; 
   case 0x08: 
    return "sub"; 
   case 0x09: 
    return "cmp"; 
   case 0x0A: 
    return "dadd"; 
   case 0x0B: 
    return "bit"; 
   case 0x0C: 
    return "bic"; 
   case 0x0D: 
    return "bis"; 
   case 0x0E: 
    return "xor"; 
   case 0x0F: 
    return "and"; 
   default: 
    break; 
  } 
 } 
  
 return ""; 
} 
 
std::string getRegisterName(uint8_t registerNumber) 
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{ 
 switch(registerNumber) 
 { 
  case 0: 
   return "r0/PC"; 
  case 1: 
   return "r1/SP"; 
  case 2: 
   return "r2/SR"; 
  case 3: 
   return "r3/CG"; 
  default: 
   if(registerNumber <= 15) 
   { 
    std::string reg = "r"; 
    char num[2] = { 0 }; 
    std::sprintf(num, "%d", registerNumber); 
    return reg.append(num); 
   } 
 } 
  
 return ""; 
} 
 
// For arithmetic instructions 
instructionType getInstructionBWType(uint8_t lowerByte, uint8_t upperByte) 
{ 
 if(getInstructionFormat(upperByte) == singleOperandArithmetic ||  
    getInstructionFormat(upperByte) == twoOperandArithmetic) 
 { 
  if((lowerByte & 0x40) == 0) 
  { 
   return wordType; 
  } 
  else 
  { 
   return byteType; 
  } 
 } 
  
 return noneType; 
} 
 
instructionType getInstructionAsType(uint8_t lowerByte, uint8_t upperByte) 
{ 
 uint8_t addressingMode = (lowerByte & 0x30) >> 4; 
  
 if(addressingMode == 1 && getInstructionSource(upperByte) == 0) 
 { 
  return symbolicType; 
 } 
 else if(addressingMode == 3 && (getInstructionSource(upperByte) == 0  
   || getInstructionFormat(upperByte) == singleOperandArithmetic)) 
 { 
  return immediateType; 
 } 
 else if(getInstructionSource(upperByte) == 2  
   && getInstructionFormat(upperByte) != singleOperandArithmetic) 
 { 
  switch(addressingMode) 
  { 
   case 1: 
    return absoluteType; 
   case 2: 
    return constant4; 
   case 3: 
    return constant8; 
   default: 
    break; 
  } 
 } 
 else if(getInstructionSource(upperByte) == 3  
   && getInstructionFormat(upperByte) != singleOperandArithmetic) 
 { 
  switch(addressingMode) 
  { 
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   case 0: 
    return constant0; 
   case 1: 
    return constant1; 
   case 2: 
    return constant2; 
   case 3: 
    return constantNeg1; 
   default: 
    break; 
  } 
 } 
 else if(getInstructionDestination(lowerByte) == 3  
   && getInstructionFormat(upperByte) == singleOperandArithmetic) 
 { 
  switch(addressingMode) 
  { 
   case 0: 
    return constant0; 
   case 1: 
    return constant1; 
   case 2: 
    return constant2; 
   case 3: 
    return constantNeg1; 
   default: 
    break; 
  } 
 } 
 else if(addressingMode == 0) 
 { 
  return registerDirect; 
 } 
 else if(addressingMode == 1) 
 { 
  return registerIndexed; 
 } 
 else if(addressingMode == 2) 
 { 
  return registerIndirect; 
 } 
 else if(addressingMode == 3) 
 { 
  return registerIndirectPostIncrement; 
 } 
  
 return noneType; 
} 
 
std::string getInstructionBWTypeString(uint8_t lowerByte, uint8_t upperByte) 
{ 
 if(getInstructionBWType(lowerByte, upperByte) == byteType) 
 { 
  return ".b "; 
 } 
 else if(getInstructionBWType(lowerByte, upperByte) == wordType) 
 { 
  return ".w "; 
 } 
  
 return ""; 
} 
 
instructionType getInstructionAdType(uint8_t lowerByte, uint8_t upperByte) 
{ 
 uint8_t addressingMode = lowerByte >> 7; 
  
 if(addressingMode == 1 && getInstructionDestination(lowerByte) == 2) 
 { 
  return absoluteType; 
 } 
 else if(addressingMode == 1 && getInstructionDestination(lowerByte) == 0) 
 { 
  return symbolicType; 
 } 
 else if(addressingMode == 1) 
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 { 
  return registerIndexed; 
 } 
 else if(addressingMode == 0) 
 { 
  return registerDirect; 
 } 
  
 return noneType; 
} 
 
uint8_t getInstructionSource(uint8_t upperByte) 
{ 
 return (upperByte & 0x0F); 
} 
 
uint8_t getInstructionDestination(uint8_t lowerByte) 
{ 
 return (lowerByte & 0x0F); 
} 
 
// For conditional jumps 
int16_t getInstructionOffset(uint8_t lowerByte, uint8_t upperByte) 
{ 
 int16_t offset = 0; 
  
 offset = (upperByte & 3) << 8; 
 offset += lowerByte; 
  
 // Check if negative 
 if((upperByte & 2) != 0) 
 { 
  offset = -1 * ((offset ^ 0x03FF) + 1); 
 } 
  
 offset *= 2; 
  
 return offset; 
} 
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Liite 5. MSP430Disassembler.h 
/* 
 *  MSP430Disassembler.h 
 *  dasm430 
 * 
 *  Created by Juuso Nurminen on 17.1.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#ifndef MSP430Disassembler_h 
#define MSP430Disassembler_h 
 
#include <stdint.h> 
#include <string> 
#include <list> 
#include "instructionSetTools.h" 
 
class MSP430Disassembler 
{ 
private: 
 uint8_t upperByte, lowerByte, AsByte; 
 uint16_t AsWord, AdWord; 
 memorySegment *memSegment; 
 std::string instruction, emulatedInstruction; 
  
 std::string getSourceAddress(); 
 std::string getDestinationAddress(); 
 std::string getDecodedSource(); 
 std::string getDecodedDestination(); 
 std::string getEmulatedInstruction(); 
  
public: 
 MSP430Disassembler(); 
 ~MSP430Disassembler(); 
 bool loadNextInstruction(); 
 void loadMemorySegment(memorySegment &segment); 
 std::string getDecodedInstruction(); 
 std::string getMalformedData(); 
}; 
 
#endif
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Liite 6. MSP430Disassembler.cpp 
1 (7) 
 
/* 
 *  MSP430Disassembler.cpp 
 *  dasm430 
 * 
 *  Created by Juuso Nurminen on 17.1.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#include "MSP430Disassembler.h" 
#include "instructionSetTools.h" 
 
MSP430Disassembler::MSP430Disassembler() 
{ 
} 
 
MSP430Disassembler::~MSP430Disassembler() 
{ 
} 
 
bool MSP430Disassembler::loadNextInstruction() 
{ 
 if(memSegment->data.empty()) 
 { 
  return false; 
 } 
  
 instructionType type = noneType; 
 instruction = ""; 
 emulatedInstruction = ""; 
 char tmp[4] = { 0 }; 
  
 // Get opcode bytes 
 lowerByte = memSegment->data.front(); 
 memSegment->data.pop_front(); 
  
 std::sprintf(tmp, "%02x", lowerByte); 
 instruction += tmp; 
 instruction += " "; 
 memSegment->address += 1; 
  
 if(memSegment->data.empty()) 
 { 
  return false; 
 } 
  
 upperByte = memSegment->data.front(); 
 memSegment->data.pop_front(); 
 memSegment->address += 1; 
  
 std::sprintf(tmp, "%02x", upperByte); 
 instruction += tmp; 
 instruction += " "; 
  
 // Check for conditional jumps, which don't require additional bytes 
 if(getInstructionFormat(upperByte) == conditionalJump ||  
    getInstructionName(lowerByte, upperByte) == RETI) 
 { 
  instruction += "            | "; 
  return true; 
 } 
 else if(getInstructionName(lowerByte, upperByte) == NONE) 
 { 
  return false; 
 } 
  
 // Get source address 
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 type = getInstructionAsType(lowerByte, upperByte); 
 if(type == registerIndexed || type == symbolicType 
    || type == immediateType || type == absoluteType) 
 { 
  if(memSegment->data.size() < 2) 
  { 
   return false; 
  } 
   
  if(getInstructionBWType(lowerByte, upperByte) == byteType) 
  { 
   AsByte = memSegment->data.front(); 
   memSegment->data.pop_front(); 
    
   memSegment->address += 2; 
    
   std::sprintf(tmp, "%02x", AsByte); 
   instruction += tmp; 
   instruction += " "; 
    
   if(memSegment->data.empty()) 
   { 
    return false; 
   } 
    
   std::sprintf(tmp, "%02x", memSegment->data.front()); 
   instruction += tmp; 
   instruction += " "; 
    
   memSegment->data.pop_front(); 
  } 
  else if(getInstructionBWType(lowerByte, upperByte) == wordType) 
  { 
   uint8_t temp = memSegment->data.front(); 
   memSegment->data.pop_front(); 
    
   std::sprintf(tmp, "%02x", temp); 
   instruction += tmp; 
   instruction += " "; 
    
   if(memSegment->data.empty()) 
   { 
    return false; 
   } 
    
   AsWord = (memSegment->data.front() << 8) + temp; 
    
   std::sprintf(tmp, "%02x", memSegment->data.front()); 
   instruction += tmp; 
   instruction += " "; 
    
   memSegment->data.pop_front(); 
   memSegment->address += 2; 
  } 
 } 
 else 
 { 
  instruction += "      "; 
 } 
  
 // Get destination address 
 type = getInstructionAdType(lowerByte, upperByte); 
 if((type == registerIndexed || type == symbolicType 
    || type == absoluteType)  
    && getInstructionFormat(upperByte) != singleOperandArithmetic) 
 { 
  if(memSegment->data.size() < 2) 
  { 
   return false; 
  } 
   
  uint8_t temp = memSegment->data.front(); 
  memSegment->data.pop_front(); 
   
  std::sprintf(tmp, "%02x", temp); 
  instruction += tmp; 
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  instruction += " "; 
   
  if(memSegment->data.empty()) 
  { 
   return false; 
  } 
   
  AdWord = (memSegment->data.front() << 8) + temp; 
   
  std::sprintf(tmp, "%02x", memSegment->data.front()); 
  instruction += tmp; 
  instruction += " "; 
   
  memSegment->data.pop_front(); 
  memSegment->address += 2; 
 } 
 else 
 { 
  instruction += "      "; 
 } 
 instruction += "| "; 
  
 return true; 
} 
 
void MSP430Disassembler::loadMemorySegment(memorySegment &segment) 
{ 
 memSegment = &segment; 
} 
 
std::string MSP430Disassembler::getDecodedInstruction() 
{ 
 instruction += getInstructionNameString(lowerByte, upperByte); 
 emulatedInstruction = getEmulatedInstruction(); 
  
 // reti instruction 
 if(upperByte == 0x13 && lowerByte == 0x00) 
 { 
  return instruction; 
 } 
  
 // Add byte/word indicator 
 instruction += getInstructionBWTypeString(lowerByte, upperByte); 
  
 // Decode single-operand arithmetic 
 if(getInstructionFormat(upperByte) == singleOperandArithmetic) 
 { 
  instruction += " "; 
  instruction += getDecodedSource(); 
 } 
 // Decode conditional jump instruction 
 else if(getInstructionFormat(upperByte) == conditionalJump) 
 { 
  char offset[5] = { 0 }; 
  std::sprintf(offset, "%d", getInstructionOffset(lowerByte, upperByte)); 
  instruction += " offset: "; 
  instruction += offset; 
 } 
 // Decode two-operand arithmetic instruction 
 else if(getInstructionFormat(upperByte) == twoOperandArithmetic) 
 { 
  instruction += getDecodedSource(); 
  instruction += ", "; 
  instruction += getDecodedDestination(); 
 } 
  
 // Add emulated instruction 
 if(emulatedInstruction.compare("") != 0) 
 { 
  instruction += " ("; 
  instruction += emulatedInstruction; 
  instruction += ")"; 
 } 
   
 return instruction; 
} 
44 
 
4 (7) 
 
std::string MSP430Disassembler::getSourceAddress() 
{ 
 char address[4] = { 0 }; 
  
 if(getInstructionBWType(lowerByte, upperByte) == byteType) 
 { 
  std::sprintf(address, "%02x", AsByte); 
 } 
 else 
 { 
  std::sprintf(address, "%04x", AsWord); 
 } 
  
 return address; 
} 
 
std::string MSP430Disassembler::getDestinationAddress() 
{ 
 char address[4] = { 0 }; 
  
 std::sprintf(address, "%04x", AdWord); 
  
 return address; 
} 
 
std::string MSP430Disassembler::getDecodedSource() 
{ 
 std::string source = ""; 
  
 switch(getInstructionAsType(lowerByte, upperByte)) 
 { 
  case registerDirect: 
   if(getInstructionFormat(upperByte) == singleOperandArithmetic) 
   { 
    source = getRegisterName(getInstructionSource(lowerByte)); 
   } 
   else if(getInstructionFormat(upperByte) == twoOperandArithmetic) 
   { 
    source = getRegisterName(getInstructionSource(upperByte)); 
   } 
   break; 
  case registerIndexed: 
   source = getSourceAddress(); 
   source += "h("; 
   if(getInstructionFormat(upperByte) == twoOperandArithmetic) 
   { 
    source += getRegisterName(getInstructionSource(upperByte)); 
   } 
   else 
   { 
    source += getRegisterName(getInstructionDestination(lowerByte)); 
   } 
   source += ")"; 
   break; 
  case registerIndirect: 
   source = "@"; 
   if(getInstructionFormat(upperByte) == twoOperandArithmetic) 
   { 
    source += getRegisterName(getInstructionSource(upperByte)); 
   } 
   else 
   { 
    source += getRegisterName(getInstructionDestination(lowerByte)); 
   } 
   break; 
  case registerIndirectPostIncrement: 
   source = "@"; 
   if(getInstructionFormat(upperByte) == twoOperandArithmetic) 
   { 
    source += getRegisterName(getInstructionSource(upperByte)); 
   } 
   else 
   { 
    source += getRegisterName(getInstructionDestination(lowerByte)); 
   } 
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   source += "+"; 
   break; 
  case symbolicType: 
   source = getSourceAddress(); 
   break; 
  case immediateType: 
   source = "#"; 
   source += getSourceAddress(); 
   source += "h"; 
   break; 
  case constant4: 
   source = "#4"; 
   break; 
  case constant8: 
   source = "#8"; 
   break; 
  case constant0: 
   source = "#0"; 
   break; 
  case constant1: 
   source = "#1"; 
   break; 
  case constant2: 
   source = "#2"; 
   break; 
  case constantNeg1: 
   source = "#-1"; 
   break; 
  default: 
   break; 
 } 
  
 return source; 
} 
 
std::string MSP430Disassembler::getDecodedDestination() 
{ 
 std::string destination = ""; 
  
 switch (getInstructionAdType(lowerByte, upperByte)) 
 { 
  case registerDirect: 
   destination = getRegisterName(getInstructionDestination(lowerByte)); 
   break; 
  case registerIndexed: 
   destination = getDestinationAddress(); 
   destination += "h("; 
   destination +=getRegisterName(getInstructionDestination(lowerByte)); 
   destination += ")"; 
   break; 
  case symbolicType: 
   destination = getDestinationAddress(); 
   break; 
  case absoluteType: 
   destination = "&"; 
   destination += getDestinationAddress(); 
   destination += "h"; 
   break; 
  default: 
   break; 
 } 
  
 return destination; 
} 
 
std::string MSP430Disassembler::getEmulatedInstruction() 
{ 
 uint16_t opcode = (upperByte << 8) + lowerByte; 
  
 switch(opcode) 
 { 
  case 0xC312: 
   return "clrc"; 
  case 0xC222: 
   return "clrn"; 
  case 0xC322: 
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   return "clrz"; 
  case 0xC232: 
   return "dint"; 
  case 0xD232: 
   return "eint"; 
  case 0x4303: 
   return "nop"; 
  case 0x4130: 
   return "ret"; 
  case 0xD312: 
   return "setc"; 
  case 0xD222: 
   return "setn"; 
  case 0xD322: 
   return "setz"; 
  default: 
   break; 
 } 
  
 if(getInstructionName(lowerByte, upperByte) == ADD) 
 { 
  if(getInstructionAsType(lowerByte, upperByte) == constant1) 
  { 
   return "inc" + getInstructionBWTypeString(lowerByte, upperByte) 
     + getDecodedDestination(); 
  } 
  else if(getInstructionAsType(lowerByte, upperByte) == constant2) 
  { 
   return "incd" + getInstructionBWTypeString(lowerByte, upperByte) 
     + getDecodedDestination(); 
  } 
  else if(getInstructionSource(upperByte) ==  
    getInstructionDestination(upperByte)) 
  { 
   return "rla" + getInstructionBWTypeString(lowerByte, upperByte) 
     + getDecodedDestination(); 
  } 
 } 
  
 if(getInstructionName(lowerByte, upperByte) == ADDC) 
 { 
  if(getInstructionAsType(lowerByte, upperByte) == constant0) 
  { 
   return "adc" + getInstructionBWTypeString(lowerByte, upperByte) 
     + getDecodedDestination(); 
  } 
  else if(getInstructionSource(upperByte) ==  
    getInstructionDestination(upperByte)) 
  { 
   return "rlc" + getInstructionBWTypeString(lowerByte, upperByte) 
     + getDecodedDestination(); 
  } 
 } 
  
 if(getInstructionName(lowerByte, upperByte) == DADD) 
 { 
  if(getInstructionAsType(lowerByte, upperByte) == constant0) 
  { 
   return "dadc" + getInstructionBWTypeString(lowerByte, upperByte) 
     + getDecodedDestination(); 
  } 
 } 
  
 if(getInstructionName(lowerByte, upperByte) == SUB) 
 { 
  if(getInstructionAsType(lowerByte, upperByte) == constant1) 
  { 
   return "dec" + getInstructionBWTypeString(lowerByte, upperByte) 
     + getDecodedDestination(); 
  } 
  else if(getInstructionAsType(lowerByte, upperByte) == constant2) 
  { 
   return "decd" + getInstructionBWTypeString(lowerByte, upperByte) 
     + getDecodedDestination(); 
  } 
 } 
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 if(getInstructionName(lowerByte, upperByte) == MOV) 
 { 
    if(getInstructionAdType(lowerByte, upperByte) == registerDirect && 
    getInstructionDestination(lowerByte) == 0) 
    { 
     return "br " + getDecodedSource(); 
    } 
    else if(getInstructionSource(upperByte) == 1 &&  
   getInstructionAsType(lowerByte, upperByte)  
      == registerIndirectPostIncrement) 
    { 
     return "pop " + getDecodedDestination(); 
    } 
 } 
  
 if(getInstructionName(lowerByte, upperByte) == SUBC &&  
    getInstructionAsType(lowerByte, upperByte) == constant0) 
 { 
  return "sbc" + getInstructionBWTypeString(lowerByte, upperByte) 
    + getDecodedDestination(); 
 } 
  
 if(getInstructionName(lowerByte, upperByte) == XOR && 
    getInstructionAsType(lowerByte, upperByte) == constantNeg1) 
 { 
  return "inv" + getInstructionBWTypeString(lowerByte, upperByte) 
    + getDecodedDestination(); 
 } 
  
 if(getInstructionName(lowerByte, upperByte) == CMP && 
    getInstructionAsType(lowerByte, upperByte) == constant0) 
 { 
  return "tst" + getInstructionBWTypeString(lowerByte, upperByte) 
    + getDecodedDestination(); 
 } 
  
 return ""; 
} 
 
std::string MSP430Disassembler::getMalformedData() 
{ 
 return instruction; 
} 
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Liite 7. dasm430.cpp 
1 (2) 
/* 
 *  dasm430.cpp 
 *  dasm430 
 * 
 *  Created by Juuso Nurminen on 17.1.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#include <iostream> 
#include <list> 
#include <fstream> 
#include "instructionSetTools.h" 
#include "MSP430Disassembler.h" 
#include "TI-TXTParser.h" 
 
int main (int argc, char * const argv[]) 
{ 
 // Check for correct number of arguments (2) 
 if(argc != 2) 
 { 
  std::cout << "Usage:" << std::endl << "dasm430 file.txt" << std::endl; 
  return EXIT_FAILURE; 
 } 
  
 std::list<memorySegment> segments; 
  
 // Parse file and notify if there's an error 
 if(!parseFileToLists(segments, argv[1])) 
 { 
  std::cout << "Error opening file." << std::endl; 
  return EXIT_FAILURE; 
 } 
  
 // Start disassembly 
 char address[4] = { 0 }; 
 MSP430Disassembler dasm430; 
 std::string filename = "dasm_"; 
 filename += argv[1]; 
 std::ofstream file(filename.c_str()); 
  
 file << "address opcode src   dst  | instruction" << std::endl; 
 file << "==========================================" << std::endl; 
  
    while(!segments.empty()) 
 { 
  dasm430.loadMemorySegment(segments.front()); 
   
  while(!segments.front().data.empty()) 
  { 
   std::sprintf(address, "%04x", segments.front().address); 
   file << "0x" << address << ": "; 
    
   if(dasm430.loadNextInstruction()) 
   { 
    file << dasm430.getDecodedInstruction() << std::endl; 
   } 
   else 
   { 
    file << dasm430.getMalformedData()  
      << "[data bytes or malformed]" << std::endl; 
   } 
 
  } 
   
  file << std::endl; 
  segments.pop_front(); 
 } 
  
 file.close(); 
 std::cout << "Done." << std::endl; 
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    return EXIT_SUCCESS; 
} 
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Liite 8. MSP430Simulator.h 
/* 
 *  MSP430Simulator.h 
 *  sim430 
 * 
 *  Created by Juuso Nurminen on 19.2.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#ifndef MSP430Simulator_h 
#define MSP430Simulator_h 
 
#define flagV  0x0100 
#define flagSCG1 0x0080 
#define flagSCG0 0x0040 
#define flagOSCOFF 0x0020 
#define flagCPUOFF 0x0010 
#define flagGIE 0x0008 
#define flagN  0x0004 
#define flagZ  0x0002 
#define flagC  0x0001 
 
#include "instructionSetTools.h" 
 
class MSP430Simulator 
{ 
private: 
 instructionName instruction; 
 uint8_t memory[(unsigned int)0xFFFF + 1], lowerByte, upperByte; 
 uint16_t r[16], address; 
 int16_t source, destination; 
  
 void executeInstruction(); 
 void doSingleOperandArithmetic(); 
 void doConditionalJump(); 
 void doTwoOperandArithmetic(); 
  
 void setFlagValue(int16_t flag, bool value); 
  
 void setNegativeBit(int16_t number); 
 void setZeroBit(int16_t number); 
 void setCarryBit(int32_t number); 
 void setOverflowBit(int16_t number); 
  
 int8_t sourceLength(); 
  
public: 
 MSP430Simulator(); 
 ~MSP430Simulator(); 
 void step(); 
 void reset(std::list<memorySegment> &segments); 
 int16_t getRegisterValue(int8_t number); 
 bool getFlagValue(int16_t flag); 
 uint16_t getMemoryValue(uint16_t memoryAddress); 
}; 
 
#endif 
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Liite 9. MSP430Simulator.cpp 
1 (12) 
/* 
 *  MSP430Simulator.cpp 
 *  sim430 
 * 
 *  Created by Juuso Nurminen on 19.2.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#include "MSP430Simulator.h" 
#include "instructionSetTools.h" 
 
MSP430Simulator::MSP430Simulator() 
{ 
} 
 
MSP430Simulator::~MSP430Simulator() 
{ 
} 
 
void MSP430Simulator::step() 
{ 
 lowerByte = memory[r[0]]; 
 upperByte = memory[r[0] + 1]; 
 instruction = getInstructionName(lowerByte, upperByte); 
 executeInstruction(); 
} 
 
void MSP430Simulator::reset(std::list<memorySegment> &segments) 
{ 
 // Empty registers 
 for(int i = 0; i < 16; i++) 
 { 
  r[i] = 0; 
 } 
  
 // Empty memory 
 for(int i = 0; i < 0xFFFF + 1; i++) 
 { 
  memory[i] = 0; 
 } 
  
 // Load memory 
 while(!segments.empty()) 
 { 
  memorySegment seg = segments.front(); 
  uint16_t byteAddress = seg.address; 
   
  while(!seg.data.empty()) 
  { 
   memory[byteAddress] = seg.data.front(); 
   seg.data.pop_front(); 
   byteAddress += 1; 
  } 
   
  segments.pop_front(); 
 } 
  
 // Set program counter from reset vector 
 r[0] = (memory[0xFFFF] << 8) + memory[0xFFFE]; 
} 
 
void MSP430Simulator::executeInstruction() 
{ 
 switch(getInstructionFormat(upperByte)) 
 { 
  case singleOperandArithmetic: 
    
   // Get operand 
   switch(getInstructionAsType(lowerByte, upperByte)) 
   { 
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    case registerDirect: 
     destination = r[getInstructionDestination(lowerByte)]; 
     break; 
    case registerIndirect: 
    case registerIndirectPostIncrement: 
     address = r[getInstructionDestination(lowerByte)]; 
     destination = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case registerIndexed: 
     address = r[getInstructionDestination(lowerByte)]; 
     address += ((memory[r[getInstructionDestination(lowerByte)]  
       + 3] << 8)  
       + memory[r[getInstructionDestination(lowerByte)] 
       + 2]); 
     destination = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case symbolicType: 
     address = r[0]; 
     address += ((memory[r[0] + 3] << 8) + memory[r[0] + 2]); 
     destination = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case immediateType: 
     destination = ((memory[r[0] + 3] << 8) + memory[r[0] + 2]); 
     break; 
    case absoluteType: 
     address = ((memory[r[0] + 3] << 8) + memory[r[0] + 2]); 
     destination = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case constant0: 
     destination = 0; 
     break; 
    case constant1: 
     destination = 1; 
     break; 
    case constant2: 
     destination = 2; 
     break; 
    case constantNeg1: 
     if(getInstructionBWType(lowerByte, upperByte) == byteType) 
     { 
      destination = 0x00FF; 
     } 
     else 
     { 
      destination = 0xFFFF; 
     } 
     break; 
   } 
    
   doSingleOperandArithmetic(); 
    
   // Store operand 
   if(instruction != CALL) 
   { 
    switch(getInstructionAsType(lowerByte, upperByte)) 
    { 
     case registerDirect: 
      if(getInstructionDestination(lowerByte) != 3) 
      { 
       r[getInstructionDestination(lowerByte)] = destination; 
      } 
      break; 
     case registerIndexed: 
     case registerIndirect: 
     case registerIndirectPostIncrement: 
      memory[address] = destination & 0x00FF; 
      if(getInstructionBWType(lowerByte, upperByte)  
         == wordType) 
      { 
       memory[address + 1] = (destination & 0xFF00) >> 8; 
      } 
      break; 
    } 
   } 
    
   // Add autoincrement 
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   if((getInstructionAsType(lowerByte, upperByte) ==  
      registerIndirectPostIncrement || 
      getInstructionAsType(lowerByte, upperByte) == immediateType) && 
      instruction != CALL) 
   { 
    if(getInstructionDestination(lowerByte) == 0 ||  
       getInstructionDestination(lowerByte) == 1) 
    { 
     r[getInstructionDestination(lowerByte)] += 2; 
    } 
    else 
    { 
     if(getInstructionBWType(lowerByte, upperByte) == byteType) 
     { 
      r[getInstructionDestination(lowerByte)] += 1; 
     } 
     else 
     { 
      r[getInstructionDestination(lowerByte)] += 2; 
     } 
    } 
     
   } 
    
   // Increment program counter 
   if(instruction != CALL) 
   { 
    r[0] += 2; 
   } 
   break; 
  case conditionalJump: 
   r[0] += 2; 
   doConditionalJump(); 
   break; 
  case twoOperandArithmetic: 
    
   // Get source operand 
   switch(getInstructionAsType(lowerByte, upperByte)) 
   { 
    case registerDirect: 
     source = r[getInstructionSource(upperByte)]; 
     break; 
    case registerIndirect: 
    case registerIndirectPostIncrement: 
     address = r[getInstructionSource(upperByte)]; 
     source = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case registerIndexed: 
     address = r[getInstructionSource(upperByte)]; 
     address += ((memory[r[getInstructionSource(upperByte)] + 3]  
       << 8) + memory[r[getInstructionSource(upperByte)] 
       + 2]); 
     source = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case symbolicType: 
     address = r[0]; 
     address += ((memory[r[0] + 3] << 8) + memory[r[0] + 2]); 
     source = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case immediateType: 
     source = ((memory[r[0] + 3] << 8) + memory[r[0] + 2]); 
     break; 
    case absoluteType: 
     address = ((memory[r[0] + 3] << 8) + memory[r[0] + 2]); 
     source = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case constant4: 
     source = 4; 
     break; 
    case constant8: 
     source = 8; 
     break; 
    case constant0: 
     source = 0; 
     break; 
    case constant1: 
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     source = 1; 
     break; 
    case constant2: 
     source = 2; 
     break; 
    case constantNeg1: 
     if(getInstructionBWType(lowerByte, upperByte) == byteType) 
     { 
      source = 0x00FF; 
     } 
     else 
     { 
      source = 0xFFFF; 
     } 
     break; 
   } 
    
   // Get destination operand 
   switch(getInstructionAdType(lowerByte, upperByte)) 
   {  
    case registerDirect: 
     destination = r[getInstructionDestination(lowerByte)]; 
     break; 
    case registerIndexed: 
     address = r[getInstructionDestination(lowerByte)]; 
     address += ((memory[r[getInstructionDestination(lowerByte)] 
       + sourceLength() + 1] << 8) 
       + memory[r[getInstructionDestination(lowerByte)] 
       + sourceLength()]); 
     destination = (memory[address + 1] << 8) + memory[address]; 
     break; 
    case symbolicType: 
     address = r[0]; 
     address += ((memory[r[0] + sourceLength() + 1] << 8)  
       + memory[r[0] + sourceLength()]); 
     destination = memory[address]; 
     break; 
    case absoluteType: 
     address = ((memory[r[0] + sourceLength() + 1] << 8)  
          + memory[r[0] + sourceLength()]); 
     destination = (memory[address + 1] << 8) + memory[address]; 
     break; 
   } 
    
   doTwoOperandArithmetic(); 
    
   // Store destination operand 
   switch(getInstructionAdType(lowerByte, upperByte)) 
   { 
    case registerDirect: 
     if(getInstructionDestination(lowerByte) != 3) 
     { 
      if(getInstructionBWType(lowerByte, upperByte) == wordType) 
      { 
       r[getInstructionDestination(lowerByte)] =  
            
     destination; 
      } 
      else 
      { 
       r[getInstructionDestination(lowerByte)] = destination & 0x00FF; 
      } 
     } 
     break; 
    case registerIndexed: 
    case symbolicType: 
    case absoluteType: 
     memory[address] = destination & 0x00FF; 
     if(getInstructionBWType(lowerByte, upperByte) == wordType) 
     { 
      memory[address + 1] = (destination & 0xFF00) >> 8; 
     } 
     break; 
   } 
    
   // Add autoincrement 
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   if(getInstructionAsType(lowerByte, upperByte) ==  
      registerIndirectPostIncrement || 
      getInstructionAsType(lowerByte, upperByte) == immediateType) 
   { 
    if(getInstructionSource(upperByte) == 0 ||  
       getInstructionSource(upperByte) == 1) 
    { 
     r[getInstructionSource(upperByte)] += 2; 
    } 
    else 
    { 
     if(getInstructionBWType(lowerByte, upperByte) == byteType) 
     { 
      r[getInstructionSource(upperByte)] += 1; 
     } 
     else 
     { 
      r[getInstructionSource(upperByte)] += 2; 
     } 
    } 
     
   } 
    
   // Increment program counter 
   r[0] += 2; 
   if(getInstructionAdType(lowerByte, upperByte) != registerDirect) 
   { 
    r[0] += 2; 
   } 
   // Immediate type already increments program counter by 
   // autoincrement, so discard that 
   if(getInstructionAsType(lowerByte, upperByte) != immediateType) 
   { 
    r[0] += sourceLength(); 
   } 
   break; 
  default: 
   break; 
 } 
} 
 
void MSP430Simulator::doSingleOperandArithmetic() 
{ 
 // Temporary variable used for RRC, SWPB and SXT 
 int16_t tmp = 0; 
  
 switch(instruction) 
 { 
  case RRC: 
   // Get current Carry bit 
   if(getFlagValue(flagC) == true) 
   { 
    tmp = 1; 
   } 
   else 
   { 
    tmp = 0; 
   } 
   // Store final Carry bit 
   if(destination & 0x0001) 
   { 
    setFlagValue(flagC, true); 
   } 
   else 
   { 
    setFlagValue(flagC, false); 
   } 
   // Rotate and add Carry bit 
   destination = destination >> 1; 
   if(getInstructionBWType(lowerByte, upperByte) == byteType) 
   { 
    if(tmp == 1) 
    { 
     destination |= 0x0080; 
    } 
    else 
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    { 
     destination &= 0xFF7F; 
    } 
   } 
   else 
   { 
    if(tmp == 1) 
    { 
     destination |= 0x8000; 
    } 
    else 
    { 
     destination &= 0x7FFF; 
    } 
   } 
   // Store Overflow bit 
   if(!(destination & 0x0080) && (getFlagValue(flagC) == true)) 
   { 
    setFlagValue(flagV, false); 
   } 
   else 
   { 
    setFlagValue(flagV, true); 
   } 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case SWPB: 
   tmp = (destination >> 8); 
   destination = (destination << 8) + tmp; 
   break; 
  case RRA: 
   if(destination & 0x0001) 
   { 
    setFlagValue(flagC, true); 
   } 
   else 
   { 
    setFlagValue(flagC, false); 
   } 
   if(getInstructionBWType(lowerByte, upperByte) == byteType) 
   { 
    if(destination & 0x0080) 
    { 
     destination = destination >> 1; 
     destination |= 0x0080; 
    } 
    else 
    { 
     destination = destination >> 1; 
     destination |= 0xFF7F; 
    } 
   } 
   else 
   { 
    destination = destination >> 1; 
   } 
   setFlagValue(flagV, false); 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case SXT: 
   if(destination & 0x8000) 
   { 
    setFlagValue(flagC, true); 
   } 
   else 
   { 
    setFlagValue(flagC, false); 
   } 
   if(destination & 0x0080) 
   { 
    destination |= 0xFF00; 
   } 
   else 
   { 
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    destination &= 0x00FF; 
   } 
   setFlagValue(flagV, false); 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case PUSH: 
   memory[r[1] - 1] = (destination >> 8) & 0x00FF; 
   memory[r[1] - 2] = destination & 0x00FF; 
   r[1] -= 2; 
   break; 
  case CALL: 
   if(getInstructionAsType(lowerByte, upperByte) == immediateType || 
      getInstructionAsType(lowerByte, upperByte) == registerIndexed || 
      getInstructionAsType(lowerByte, upperByte) == registerIndirect || 
      getInstructionAsType(lowerByte, upperByte) == symbolicType || 
      getInstructionAsType(lowerByte, upperByte) == absoluteType || 
      getInstructionAsType(lowerByte, upperByte)  
          == registerIndirectPostIncrement) 
   { 
    r[0] += 4; 
   } 
   else 
   { 
    r[0] += 2; 
   } 
   memory[r[1] - 1] = (r[0] >> 8) & 0x00FF; 
   memory[r[1] - 2] = r[0] & 0x00FF; 
   r[1] -= 2; 
   r[0] = destination;//address; 
   break; 
  case RETI: 
   // Interrupts are not implemented 
   break; 
  default: 
   break; 
 } 
} 
 
void MSP430Simulator::doConditionalJump() 
{ 
 uint16_t offset = (uint16_t)getInstructionOffset(lowerByte, upperByte); 
  
 switch(instruction) 
 { 
  case JNE: 
   if(getFlagValue(flagZ) == false) 
   { 
    r[0] += offset; 
   } 
   break; 
  case JEQ: 
   if(getFlagValue(flagZ) == true) 
   { 
    r[0] += offset; 
   } 
   break; 
  case JNC: 
   if(getFlagValue(flagC) == false) 
   { 
    r[0] += offset; 
   } 
   break; 
  case JC: 
   if(getFlagValue(flagC) == true) 
   { 
    r[0] += offset; 
   } 
   break; 
  case JN: 
   if(getFlagValue(flagN) == true) 
   { 
    r[0] += offset; 
   } 
   break; 
  case JGE: 
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   if(getFlagValue(flagN) == getFlagValue(flagV)) 
   { 
    r[0] += offset; 
   } 
   break; 
  case JL: 
   if(getFlagValue(flagN) != getFlagValue(flagV)) 
   { 
    r[0] += offset; 
   } 
   break; 
  case JMP: 
   r[0] += offset; 
   break; 
  default: 
   break; 
 } 
} 
 
void MSP430Simulator::doTwoOperandArithmetic() 
{ 
 // Temporary variable used for ADDC, SUBC, CMP, DADD and BIT 
 int16_t tmp = 0; 
 // Temporary variable used for ADDC, SUBC, SUB, CMP and DADD 
 int32_t carryCheck = 0; 
 
 switch(instruction) 
 { 
  case MOV: 
   destination = source; 
   break; 
  case ADD: 
   carryCheck = destination + source; 
   setCarryBit(carryCheck); 
   destination += source; 
   setOverflowBit(destination); 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case ADDC: 
   if(getFlagValue(flagC) == true) 
   { 
    tmp = 1; 
   } 
   else 
   { 
    tmp = 0; 
   } 
   carryCheck = destination + source + tmp; 
   setCarryBit(carryCheck); 
   destination += source + tmp; 
   setOverflowBit(destination); 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case SUBC: 
   if(getFlagValue(flagC) == true) 
   { 
    tmp = 1; 
   } 
   else 
   { 
    tmp = 0; 
   } 
   carryCheck = destination + ~source + tmp; 
   setCarryBit(carryCheck); 
   destination += ~source + tmp; 
   setOverflowBit(destination); 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case SUB: 
   carryCheck = destination + ~source + 1; 
   setCarryBit(carryCheck); 
   destination += ~source + 1; 
   setOverflowBit(destination); 
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   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case CMP: 
   carryCheck = destination + ~source + 1; 
   setCarryBit(carryCheck); 
   tmp = destination + ~source + 1; 
   setOverflowBit(tmp); 
   setNegativeBit(tmp); 
   setZeroBit(tmp); 
   break; 
  case DADD: 
   if(getFlagValue(flagC) == true) 
   { 
    tmp = 1; 
   } 
   else 
   { 
    tmp = 0; 
   } 
   // Do addition. carryCheck used as a temporary variable 
   if(getInstructionBWType(lowerByte, upperByte) == byteType) 
   { 
    carryCheck = (destination & 0x0F) + (source & 0x0F) + tmp; 
    if(carryCheck > 9) 
    { 
     carryCheck += 6; 
    } 
    tmp = ((destination >> 4) & 0x0F) + ((source >> 4) & 0x0F) +  
      ((carryCheck >> 4) & 0x0F); 
    if(tmp > 9) 
    { 
     tmp += 6; 
     setFlagValue(flagC, true); 
    } 
    else 
    { 
     setFlagValue(flagC, false); 
    } 
    destination = ((tmp & 0x0F) << 4) + (carryCheck & 0x0F); 
   } 
   else 
   { 
    carryCheck = (destination & 0x0F) + (source & 0x0F) + tmp; 
    if(carryCheck > 9) 
    { 
     carryCheck += 6; 
    } 
    tmp = ((destination >> 4) & 0x0F) + ((source >> 4) & 0x0F) +  
      ((carryCheck >> 4) & 0x0F); 
    if(tmp > 9) 
    { 
     tmp += 6; 
    } 
    // Store LSB 
    destination = ((tmp & 0x0F) << 4) + (carryCheck & 0x0F); 
     
    carryCheck = ((destination >> 8) & 0x0F) +  
        ((source >> 8) & 0x0F) + ((tmp >> 4) & 0x0F); 
    if(carryCheck > 9) 
    { 
     carryCheck += 6; 
    } 
    tmp = ((destination >> 12) & 0x0F) + ((source >> 12) & 0x0F) 
      + ((carryCheck >> 4) & 0x0F); 
    if(tmp > 9) 
    { 
     tmp += 6; 
     setFlagValue(flagC, true); 
    } 
    else 
    { 
     setFlagValue(flagC, false); 
    } 
    // Store MSB 
    destination = ((tmp & 0x0F) << 12) + ((carryCheck & 0x0F) << 8)  
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       + destination; 
   } 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case BIT: 
   tmp = source & destination; 
   if(destination != 0) 
   { 
    setFlagValue(flagC, false); 
   } 
   else 
   { 
    setFlagValue(flagC, true); 
   } 
   setFlagValue(flagV, false); 
   setNegativeBit(tmp); 
   setZeroBit(tmp); 
   break; 
  case BIC: 
   destination &= ~source; 
   break; 
  case BIS: 
   destination |= source; 
   break; 
  case XOR: 
   if(getInstructionBWType(lowerByte, upperByte) == byteType) 
   { 
    if((destination & 0x0080) && (source & 0x0080)) 
    { 
     setFlagValue(flagV, true); 
    } 
    else 
    { 
     setFlagValue(flagV, false); 
    } 
   } 
   else 
   { 
    if((destination & 0x8000) && (source & 0x8000)) 
    { 
     setFlagValue(flagV, true); 
    } 
    else 
    { 
     setFlagValue(flagV, false); 
    } 
   } 
   destination ^= source; 
   if(destination != 0) 
   { 
    setFlagValue(flagC, false); 
   } 
   else 
   { 
    setFlagValue(flagC, true); 
   } 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  case AND: 
   destination &= source; 
   if(destination != 0) 
   { 
    setFlagValue(flagC, false); 
   } 
   else 
   { 
    setFlagValue(flagC, true); 
   } 
   setFlagValue(flagV, false); 
   setNegativeBit(destination); 
   setZeroBit(destination); 
   break; 
  default: 
   break; 
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 } 
} 
 
void MSP430Simulator::setFlagValue(int16_t flag, bool value) 
{ 
 if(value == true) 
 { 
  r[2] |= flag; 
 } 
 else 
 { 
  r[2] &= ~flag; 
 } 
 
} 
 
bool MSP430Simulator::getFlagValue(int16_t flag) 
{ 
 return (r[2] & flag); 
} 
 
void MSP430Simulator::setNegativeBit(int16_t number) 
{ 
 if(getInstructionBWType(lowerByte, upperByte) == byteType) 
 { 
  if(number & 0x0080) 
  { 
   setFlagValue(flagN, true); 
  } 
  else 
  { 
   setFlagValue(flagN, false); 
  } 
 } 
 else 
 { 
  if(number & 0x8000) 
  { 
   setFlagValue(flagN, true); 
  } 
  else 
  { 
   setFlagValue(flagN, false); 
  } 
 } 
} 
 
void MSP430Simulator::setZeroBit(int16_t number) 
{ 
 if(number == 0) 
 { 
  setFlagValue(flagZ, true); 
 } 
 else 
 { 
  setFlagValue(flagZ, false); 
 } 
} 
 
int8_t MSP430Simulator::sourceLength() 
{ 
 if(getInstructionAsType(lowerByte, upperByte) == registerIndexed || 
    getInstructionAsType(lowerByte, upperByte) == symbolicType ||  
    getInstructionAsType(lowerByte, upperByte) == absoluteType || 
    getInstructionAsType(lowerByte, upperByte) == immediateType) 
 { 
  return 2; 
 } 
  
 return 0; 
} 
 
// Check if the result does not fit in a byte 
// or 16 bits 
void MSP430Simulator::setCarryBit(int32_t number) 
{ 
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 if(getInstructionBWType(lowerByte, upperByte) == byteType) 
 { 
  if(number & 0xFFFFFF00) 
  { 
   setFlagValue(flagC, true); 
  } 
  else 
  { 
   setFlagValue(flagC, false); 
  } 
 } 
 else 
 { 
  if(number & 0xFFFF0000) 
  { 
   setFlagValue(flagC, true); 
  } 
  else 
  { 
   setFlagValue(flagC, false); 
  } 
 } 
} 
 
// Check if two numbers with the same sign have 
// the same sign with the result 
void MSP430Simulator::setOverflowBit(int16_t number) 
{ 
 if(getInstructionBWType(lowerByte, upperByte) == byteType) 
 { 
  if(((source & 0x0080) == (destination & 0x0080)) &&  
     ((number & 0x0080) != (source & 0x0080))) 
  { 
   setFlagValue(flagV, true); 
  } 
  else 
  { 
   setFlagValue(flagV, false); 
  } 
 } 
 else 
 { 
  if(((source & 0x8000) == (destination & 0x8000)) &&  
     ((number & 0x8000) != (source & 0x8000))) 
  { 
   setFlagValue(flagV, true); 
  } 
  else 
  { 
   setFlagValue(flagV, false); 
  } 
 } 
} 
 
int16_t MSP430Simulator::getRegisterValue(int8_t number) 
{ 
 return r[number]; 
} 
 
uint16_t MSP430Simulator::getMemoryValue(uint16_t memoryAddress) 
{ 
 return memory[memoryAddress]; 
} 
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Liite 10. sim430.cpp 
1 (3) 
/* 
 *  sim430.cpp 
 *  sim430 
 * 
 *  Created by Juuso Nurminen on 19.2.2013. 
 *  Copyright 2013. All rights reserved. 
 * 
 */ 
 
#include <stdint.h> 
#include <iostream> 
#include <iomanip> 
#include <string> 
#include <list> 
#include <vector> 
#include "TI-TXTParser.h" 
#include "MSP430Simulator.h" 
#include "MSP430Disassembler.h" 
 
struct dasmLine 
{ 
 uint16_t address; 
 std::string line; 
}; 
 
void printRegisterContents(char start, char stop, MSP430Simulator *sim); 
void printStatusBits(MSP430Simulator *sim); 
 
int main (int argc, char * const argv[]) 
{ 
 // Check for correct number of arguments (2) 
 if(argc != 2) 
 { 
  std::cout << "Usage:" << std::endl << "sim430 file.txt" << std::endl; 
  return EXIT_FAILURE; 
 } 
  
 std::string input = ""; 
 std::list<memorySegment> segments, tmpSegments; 
  
 // Parse file and notify if there's an error 
 if(!parseFileToLists(segments, argv[1])) 
 { 
  std::cout << "Error opening file." << std::endl; 
  return EXIT_FAILURE; 
 } 
  
 // Get disassembed instructions 
 std::vector<dasmLine> dasmLines; 
 dasmLine tmpLine; 
 MSP430Disassembler dasm430; 
 tmpSegments = segments; 
  
 while(!tmpSegments.empty()) 
 { 
  dasm430.loadMemorySegment(tmpSegments.front()); 
   
  while(!tmpSegments.front().data.empty()) 
  { 
   tmpLine.address = tmpSegments.front().address; 
    
   if(dasm430.loadNextInstruction()) 
   { 
    tmpLine.line = dasm430.getDecodedInstruction(); 
   } 
   else 
   { 
    tmpLine.line = dasm430.getMalformedData(); 
   } 
    
   dasmLines.push_back(tmpLine); 
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  } 
  tmpSegments.pop_front(); 
 } 
  
 // Load simulator 
 tmpSegments = segments; 
 MSP430Simulator sim430; 
 sim430.reset(tmpSegments); 
 std::cout << "Simulator ready." << std::endl  
   << "Type 's' to step, 'reset' to reset," << std::endl 
   << "'l' to list simulator variables and" << std::endl 
   << "'exit' to exit." << std::endl << "> "; 
  
 // Simulator main loop 
 while(true) 
 { 
  std::cin >> input; 
   
  if(input.compare("exit") == 0) 
  { 
   break; 
  } 
  else if(input.compare("reset") == 0) 
  { 
   tmpSegments = segments; 
   sim430.reset(tmpSegments); 
  } 
  else if(input.compare("s") == 0) 
  { 
   sim430.step(); 
  } 
   
  // Show register contents 
  std::cout << "Register contents:" << std::endl; 
  printRegisterContents(0, 6, &sim430); 
  printRegisterContents(6, 12, &sim430); 
  printRegisterContents(12, 16, &sim430); 
  std::cout << std::endl; 
   
  printStatusBits(&sim430); 
  std::cout << std::endl; 
   
  // Print instruction pointed by program counter 
  std::cout << "address opcode src   dst  | instruction" << std::endl; 
  std::cout << "==========================================" << std::endl; 
   
  for(int i = 0; i < dasmLines.size(); i++) 
  { 
   if((uint16_t)sim430.getRegisterValue(0) == dasmLines.at(i).address) 
   { 
    char tmpAddress[5] = { 0 }; 
     
    std::sprintf(tmpAddress, "%04x", dasmLines.at(i).address); 
    std::cout << "0x" << tmpAddress 
       << ": " << dasmLines.at(i).line << std::endl; 
    break; 
   } 
  } 
  std::cout << std::endl << "> "; 
 }          
     
     
 return EXIT_SUCCESS; 
} 
 
void printRegisterContents(char start, char stop, MSP430Simulator *sim) 
{ 
 char reg[5] = { 0 }; 
  
 for(char i = start; i < stop; i++) 
 { 
  std::sprintf(reg, "R%d", i); 
  std::cout << std::setw(3) << std::left << reg << ":  "; 
  std::sprintf(reg, "%04x", (uint16_t)sim->getRegisterValue(i)); 
  std::cout << reg << " | "; 
 } 
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3 (3) 
  
 std::cout << std::endl; 
} 
 
void printStatusBits(MSP430Simulator *sim) 
{ 
 std::cout << "Staus bits:" << std::endl; 
 std::cout << " Overflow: " << sim->getFlagValue(flagV)   
 << "   Global interrupt enable:   " << sim->getFlagValue(flagGIE)  
 << std ::endl << " Negative: " << sim->getFlagValue(flagN)  
 << "   System clock generator 0:  " << sim->getFlagValue(flagSCG0)  
 << std::endl << " Zero:     " << sim->getFlagValue(flagZ)  
 << "   System clock generator 1:  " << sim->getFlagValue(flagSCG1) 
 << std::endl << " Carry:    " << sim->getFlagValue(flagC)  
 << "   CPUOFF: " << sim->getFlagValue(flagCPUOFF)  
 << "  Oscillator OFF: " << sim->getFlagValue(flagOSCOFF) << std::endl; 
} 
 
