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Diplomska naloga obravnava modalno analizo po metodi koncˇnih elementov struktur
s pomocˇjo odprtokodnega paketa SfePy. Najprej so predstavljene teoreticˇne osnove in
splosˇen postopek resˇevanja po metodi koncˇnih elementov. V nadaljevanju je predsta-
vljena uporaba paketa SfePy. Skozi nalogo so rezultati pridobljeni s SfePy primerjani
z rezultati komercialnega orodja Abaqus. Naloga prikazˇe, da je odprtokodni paket
SfePy pri modalni analizi po metodi koncˇnih elementov ucˇinkovit in se lahko primerja
s komercialnimi orodji.
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This diploma thesis discusses modal analysis of structures using finite element method
within the open-source package SfePy. Initially, the theorethical background and ge-
neral principles of finite element method are given. The work is continued with the
instructions on how to use the package SfePy. Through the thesis, the comparison
between the open-source package SfePy and the commercial software Abaqus is made.
Thesis shows that open-source package SfePy could be powerful at solving modal ana-
lysis problems and also comparable to the commercial software.
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1. Uvod
1.1. Ozadje problema
V okviru strukturne dinamike proucˇujemo lastne frekvence, lastne oblike in dusˇenje
proucˇene strukture. Preproste strukture (npr. nosilce, plosˇcˇe) lahko popiˇsemo ana-
liticˇno, za bolj kompleksne oblike in sestavljene strukture pa pogosto uporabimo me-
todo koncˇnih elementov (MKE).
Metoda koncˇnih elementov je dandanes nepogresˇljiva numericˇna metoda, ki se upora-
blja v vsej sodobni industriji za simuliranje inzˇenirskih problemov. Povzeto po knjigi
Jacoba F. in sodelavcev [1] je bila MKE razvita okoli leta 1950 in sicer za potrebe
letalske industrije. Glavni pobudniki sta bila podjetja Boeing in nekdanji Bell Aero-
space iz ZDA. Sledilo je obdobje razvoja racˇunalniˇskih programov za MKE. V letu
1965 je NASA podprla razvoj programskega orodja NASTRAN. Skoraj istocˇasno sta
se razvijala tudi programa ANSYS in Abaqus. MKE se je skozi leta razvijal pocˇasi in
do leta 1990 je postala nepogresˇljiva v vseh vecˇjih industrijskih podjetjih.
Z razvojem racˇunalnikov pa so se pojavili tudi sˇtevilni programski jeziki in eden izmed
njih je Python [2], ki je v sodobnem cˇasu zaradi svoje enostavne strukture eden naj-
popularnejˇsih pri zacˇetnikih in izjemno uporaben in priljubljen v znanstvenih strokah.
Omogocˇa tako funkcijsko (proceduralno) kot objektivno programiranje. Svoj vzpon je
dozˇivel po letu 2000, ko je postal odprtokodni [3] (ang. open source). V okviru Pythona
so nastale sˇtevilne knjizˇice, s katerimi se operira precej enostavno. Med njimi najdemo
tudi nekaj knjizˇic za analize po MKE. Ena izmed njih je SfePy [4], ki bo v tej nalogi
tudi predstavljena.
1.2. Cilji naloge
V diplomskem delu bodo najprej predstavljene teoreticˇne osnove MKE ter strukturne
dinamike. V nadaljevanju bo podrobno predstavljen odprtokodni paket SfePy (na-
mestitev, postopek resˇevanja, nacˇin uporabe. . . ). Poudarek bo predvsem na uporabi
SfePy za potrebe strukturne dinamike oziroma modalne analize. Pridobljeni rezultati,
ter hitrost preracˇuna bodo primerjani s tistimi pridobljenimi s komercialnim orodjem
Abaqus. Z uporabo SfePy bo resˇen tudi prakticˇni primer.
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2. Osnove MKE za resˇevanje
inzˇenirskih problemov
Vecˇino inzˇenirskih problemov, s katerimi se v praksi srecˇujemo, je mogocˇe opisati z
diferencialnimi enacˇbami. Velikokrat so te enacˇbe prezapletene, da bi jih resˇevali po
analiticˇni poti, zato se za take primere uporabi numericˇne metode. Ena izmed njih, v
sodobnem cˇasu tudi zelo razsˇirjena, je metoda koncˇnih elementov (MKE).
Povzeto po definiciji iz knjige N. S. Ottosena et al. [5] vemo, da diferencialne enacˇbe,
ki opisujejo problem, veljajo preko dolocˇenega obmocˇja, ki je lahko 1D, 2D ali 3D. Na-
mesto, da bi iskali resˇitev celotnega obmocˇja, pri MKE obmocˇje razdelimo na koncˇne
elemente (KE). V vsakem KE se aproksimira vrednosti na podlagi oblikovne funk-
cije, katera opisuje spreminjanje primarnih spremenljivk v elementu. Vrednosti se nato
prenasˇajo od elementa do elementa. Z uposˇtevanjem nekaterih pravil tako vsi KE
sestavijo celoto.
Pri aproksimaciji vrednosti preko posameznega KE se domneva, da so poznane vre-
dnosti v vozliˇscˇih KE. Seveda te vrednosti (prostostne stopnje) v resnici niso poznane.
Poznane so le nekatere vrednosti, ki jih definiramo z robnimi pogoji. Tako dobimo
sistem enacˇb s koncˇnim sˇtevilom neznank. Ti sistemi ponavadi vsebujejo po vecˇ tisocˇ
neznank oziroma enacˇb in tu nam pride prav zmogljivost racˇunalnikov.
MKE se ponavadi uporablja za resˇevanje treh kategorij robnih problemov:
– cˇasovno neodvisni oziroma staticˇni problemi (staticˇne analize palicˇnih konstrukcij,
nosilcev, lupin, plosˇcˇ, zvezni prevod toplote, . . . ),
– problemi lastnih vrednosti (dolocˇanje lastnih frekvenc),
– cˇasovno odvisni problemi (dinamicˇni odziv konstrukcij, analiza razpok in zlomov ob
dinamicˇnem vzbujanju, . . . ).
V nadaljevanju bodo na kratko brez izpeljav predstavljeni koraki formulacije KE, ki so
povzeti po knjigi N. S. Ottosena et al. [5]. V delu je podrobno predstavljena izpeljava
formulacije KE za dolocˇene primere.
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2.1. Sˇibka oblika diferencialne enacˇbe (ang. weak
formulation)
Metoda koncˇnih elementov je v splosˇnem recˇeno numericˇna metoda za resˇevanje parci-
alnih diferencialnih enacˇb, ki temelji na matematicˇni teoriji sˇibke oblike diferencialne
enacˇbe.
Z namenom, da dobimo sˇibko obliko diferencialne enacˇbe, moramo najprej zapisati
osnovno diferencialno enacˇbo problema. To nato pomnozˇimo z utezˇno funkcijo (v
literaturi poimenovana tudi testna funkcija), ki je poljubna, in jo z uposˇtevanjem robnih
pogojev in integriranjem per partes, oziroma v 2D in 3D primerih z uposˇtevanjem
Green-Gaussovega teorema, preoblikujemo v sˇibko obliko. Celoten postopek izpeljav
diferencialnih enacˇb za nekatere primere in pretvorb v sˇibko obliko je opisan v delu N.
S. Ottosena et al. [6].
Sˇibka oblika diferencialne enacˇbe pomikov:∫
V
(∇v)TσdV =
∫
S
vTΓdS +
∫
V
vTbdV (2.1)
je osnova za resˇevanje problemov v trdnostni mehaniki po MKE, v praksi poimenovana
tudi princip virtualnega dela (ang. virtual work equation). V tej enacˇbi vektor Γ
predstavlja sile, ki delujejo na povrsˇino (robni pogoji), vektor b pa sile, ki delujejo po
volumnu. Utezˇni vektor (ang. weight vector) pa je oznacˇen kot v.
Sˇibka oblika ravnotezˇne diferencialne enacˇbe nosilca:∫ b
a
d2v
dx2
Mdx =
[dv
dx
M
]b
a
− [vF ]ba −
∫ b
a
vqdx. (2.2)
MomentM in zunanja sila F sta naravna robna pogoja. Utezˇna funkcija pa je oznacˇena
z v.
Zadnji primer predstavlja prenos toplote v 3D.∫
V
(∇v)TD∇TdV = −
∫
Sh
vhdS −
∫
Sg
vqndS +
∫
V
vQdV. (2.3)
Glavna razloga, zakaj pri MKE uporabimo sˇibko obliko diferencialne enacˇbe in ne
osnovne, je lazˇja izbira oblikovnih funkcij (zaradi nizˇje stopnje odvoda, kar je posledica
uvedbe utezˇne funkcije) in mozˇna obravnava problemov s spremenljivimi pogoji.
S sˇibko obliko diferencialne enacˇbe imamo tako opisan problem. Da pa pridemo do for-
mulacije, s katero operira programsko orodje, je potrebno definirati sˇe utezˇno funkcijo
v ter oblikovno funkcijo KE.
2.1.1. Izbira oblikovne funkcije
Nadaljujemo z izbiro neznane oblikovne funkcije preko KE. Izbrana funkcija nam mora
dati kar najboljˇsi priblizˇek eksaktne resˇitve. Za dosego tega, mora oblikovna funkcija
4
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izpolnjevati pogoje konvergence, ki so opisani v naslednjem poglavju (2.1.2.). Izkazˇe se,
da je za izpolnjevanje teh pogojev in tudi enostavnejˇsega integriranja in odvajanja, v
praksi najpogosteje za oblikovno funkcijo uporabljen polinom. Kadar je interpolacijski
polinom prve stopnje, nam definira linearni element. Kadar je uporabljen polinom
druge ali tretje stopnje dobimo elemente viˇsjih stopenj, ki vsebujejo sˇe dodatna vozliˇscˇa.
Z drugimi besedami, stopnja aproksimacije nam dolocˇa sˇtevilo vozliˇscˇ KE.
Za primer si poglejmo polinom:
N(x) = c0x
0 + c1x+ c2x
2 + ...+ cmx
n (2.4)
Enacˇba (2.4) predstavlja aproksimacijski polinom za 1D problem. Vidimo, da je sto-
pnja polinoma n in, da vsebuje m + 1 koeficientov (c0, c1, ..., cm). Da izracˇunamo vse
koeficiente potrebujemo n+ 1 vozliˇscˇ KE, torej nam stopnja aproksimacije v tem pri-
meru dolocˇi sˇtevilo vozliˇscˇ KE. Podobno lahko zapiˇsemo sˇe splosˇni obliki polinomov za
2D:
N(x, y) = c0 + c1x+ c2y + c3x
2 + c4y
2 + c5xy + . . .+ cmy
n, (2.5)
in 3D KE:
N(x, y, z) = c0+c1x+c2y+c3z+c4x
2+c5y
2+c6z
2+c7xy+c8yz+c9xz+. . .+cmz
n. (2.6)
Kadar problem obravnavamo v 2D ali 3D, si lahko pri dolocˇitvi interpolacijske funkcije
pomagamo z graficˇnim prikazom monomov v obliki Pascalovega trikotnika oziroma
tetraedra, ki je prikazan na sliki 2.1. Cˇlene aproksimacije zbiramo od zgoraj navzdol.
Sˇtevilo cˇlenov je dolocˇeno s sˇtevilom vozliˇscˇ KE. V primeru, da sˇtevilo vozliˇscˇ ne
izpolnjuje cele vrstice, praviloma izberemo cˇlene z manjˇso potenco oz. elemente s
sredine.
Slika 2.1: Pascalov tetraeder za 3D KE [7].
Kot primer interpolacjskih funkcij KE, si oglejmo nekaj primerov: oblikovno funkcijo
trikotnega KE (2D) s tremi vozliˇscˇi:
N1(x, y) = c0 + c1x+ c2y, (2.7)
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oblikovno funkcijo sˇtirikotnega KE (2D) s sˇtirimi vozliˇscˇi:
N2(x, y) = c0 + c1x+ c2y + c3xy, (2.8)
oblikovno funkcijo sˇtiri vozliˇscˇnega KE (tetraeder):
N3(x, y, z) = c0 + c1x+ c2y + c3z, (2.9)
in oblikovno funkcijo osem vozliˇscˇnega KE (heksaeder):
N4(x, y, z) = c0 + c1x+ c2y + c3z + c4xy + c5xz + c6yz + c7xyz. (2.10)
Za elemente z vecˇ vozliˇscˇi se sˇtevilo cˇlenov povecˇuje skladno s Pascalovim tetraedrom.
Dolocˇiti moramo toliko interpolacijskih funkcij, kot ima KE vozliˇscˇ. Oblikovne
funkcije v elementih so si podobne, vendar locˇimo med oblikovnimi funkcijami v vogal-
nih vozliˇscˇih in oblikovnimi funkcijami na vmesnih vozliˇscˇih (se pojavijo pri KE viˇsjega
reda).
2.1.2. Pogoji konvergence
MKE nam podaja aproksimativno resˇitev problema, da pa nam resˇitev konvergira proti
ekzaktni resˇitvi, morajo interpolacijske funkcije izpolnjevati naslednje pogoje konver-
gence, ki so povzeti po knjigi avtorja S. S. Rao [8]:
– Spremenljivka preko obmocˇja mora biti zvezna. To je enostavno dosegljivo z izbiro
zvezne funkcij kot interpolacijske funkcije. Polinom je po naravi zvezna funkcija,
torej izpolnjuje ta pogoj konvergence.
– Funkcija mora biti zmozˇna opisati konstantno vrednost primarne spremenljivke in
njenih parcialnih odvodov preko obmocˇja, ko se velikost KE priblizˇuje nicˇ. Z drugimi
besedami: interpolacijski polinom mora biti zmozˇen podati konstantne vrednosti pri-
marne spremenljivke, kadar so vozliˇscˇne vrednosti numericˇno identicˇne. Pri resˇevanju
mehanskih problemov to pomeni, da je mozˇno opisati stanje togega telesa.
– Izbrana funkcija mora biti taka, da so primarna spremenljivka in njeni parcialni
odvodi (do stopnje ene manjˇse od najviˇsje) zvezni preko mej KE.
Cˇe interpolacijska funkcija zadovoljuje prvi in tretji pogoj konvergence, pravimo, da
izrazˇa zveznost (ang. continuity), cˇe zadovoljuje drugi pogoj izrazˇa kompletnost (ang.
completeness). Da je konvergenca MKE izpolnjena morajo biti oblikovne funkcije KE
zvezne in kompletne.
Tocˇnost resˇitve presojamo glede na konvergenco, ki je odvisna od dodelave mrezˇe.
Mrezˇo modela lahko dodelamo (ang. mesh refinement) na dva nacˇina, in sicer, da
povecˇamo sˇtevilo elementov po dolocˇenem obmocˇju in posledicˇno zmanjˇsamo velikost
elementov (ang. h-refinement), ali da velikost elementov pustimo nespremenjeno in
povecˇamo stopnjo aproksimacijskega polinoma (ang. p-refinement). Prakticˇno pove-
dano: izberemo KE viˇsjega reda, ki vsebujejo dodatna vozliˇscˇa.
Pomembnost konvergence pri gostitvi mrezˇe je ocˇitna, saj nam ta pokazˇe, da se pri-
blizˇujemo ekzaktni resˇitvi.
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2.1.3. Izbira utezˇne funkcije
Med izpeljavo sˇibke oblike diferencialne enacˇbe iz osnovne smo uvedli utezˇno funkcijo,
ki je lahko v splosˇnem poljubna. Na njen racˇun smo red diferencialne enacˇbe zmanjˇsali
za ena (itegriranje per partes oz. uposˇtevanje Green-Gaussovega teorema). Izkazˇe se,
da je pri MKE najprimernejˇsa izbira utezˇne funkcije v pometodi utezˇnih ostankov.
Metoda utezˇnih ostankov (ang. method of weighted residuals okrajˇsano tudi MWR) je
aproksimativna metoda za resˇevanje robnih problemov, ki koristi t.i. trail funkcije. Te
zadovoljujejo definirane robne pogoje, in integralsko formulacijo z namenom zmanjˇsanja
napake preko obmocˇja problema. V nadaljevanju bodo na 1D primeru opisane osnove,
na katerih temelji metoda utezˇnih ostankov. Primer je povzet po poglavju iz knjige
Davida V. Huttona [9].
Podano imamo splosˇno obliko diferencialne enacˇbe:
dy
dx
= 0; a ≤ x ≤ b, (2.11)
kjer je y(x) neznana funkcija. Predpostavimo enostavne robne pogoje za lazˇjo izpeljavo:
y(a) = y(b) = 0. (2.12)
Za y(x) z metodo utezˇnih ostankov iˇscˇemo aproksimativno resˇitev v obliki, ki jo
zapiˇsemo kot:
yapp(x) =
n∑
i=1
aiψi(x), (2.13)
kjer yapp predstavlja aproksimacijo izrazˇeno kot vsoto produktov neznanih parametrov
ai, ki jih je potrebno dolocˇiti, in t.i. trail funkcij ψ(x). Te funkcije v splosˇnem izberemo
na podlagi fizikalnega problema, ki ga resˇujemo. V primeru formulacije MKE so te
enake globalnim oblikovnim funkcijamN , torej morajo biti zvezne preko obravnavanega
obmocˇja in morajo izpolnjevati robne pogoje. Ker yapp ne zadovolji diferencialne enacˇbe
(2.11), se nam pojavi napaka aproksimacije R(x) (ang. residual) ki jo izrazimo kot:
R(x) =
dyapp
dx
̸= 0. (2.14)
Ne smemo pozabiti, da je ostanek R(x) tudi funkcija neznanih parametrov ai. Metoda
utezˇnih ostankov nam narekuje, da lahko dolocˇimo parametre ai na podlagi:∫ b
a
vi(x)R(x)dx = 0, i = 1, 2, . . . , n (2.15)
kjer vi(x) predstavlja n znanih utezˇnih funkcij. Lahko opazimo, da nam integrala
enacˇbe (2.15) kot rezultat poda n enacˇb, ki so lahko resˇene za n vrednosti iskanih
parametrov ai. Enacˇba (2.15), splosˇno gledano, izrazˇa, da je integral utezˇnih ostankov
v obmocˇju enak nicˇ. Resˇitev je ekzaktna le na mejah, saj smo izbrali tako trail funkcijo,
da zadovoljuje robne pogoje, vendar na splosˇno gledano v notranjih tocˇkah utezˇni
ostanek skoraj nikoli ni nicˇ.
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Poznamo veliko razlicˇnih variacij metode utezˇnih ostankov, ki se med seboj razlikujejo
v izbiri utezˇnih faktorjev. Za potrebe MKE se izkazˇe, da je najugodnejˇsa izbira utezˇne
funkcije po Gelerkinovi metodi. Pri tej metodi so izbrane utezˇne funkcije vi kar
enake trail funkcijam ψi:
vi(x) = ψi(x); i = 1, 2, ..., n (2.16)
Uposˇtevajocˇ enakost (2.16) tako dobimo:∫ b
a
vi(x)R(x)dx =
∫ b
a
ψiR(x)dx = 0 i = 1, 2, . . . , n. (2.17)
Kot zˇe prej omenjeno, iz n enacˇb pridobljenih iz izraza (2.17) dolocˇimo neznane para-
metre.
Za deskritizacijo matematicˇnega modela v numericˇni model pri MKE torej najpogosteje
uporabimo Galerkinovo metodo. To nam v splosˇnem pomeni, da je poljubna utezˇna
funkcija v enaka globalnim oblikovnim funkcijam N oziroma trail funkcijam ψ.
2.2. Splosˇen postopek resˇevanja po MKE s
programskimi orodji
V praksi probleme po MKE resˇujemo s pomocˇjo komercialnih programskih orodij
Abaqus, Ansys, ADINA, COMSOL, ali odprtokodnih prostodostopnih orodji npr.
SfePy, FeniCS, PyFem, itd.
Postopek resˇevanja je z vsemi priblizˇno enak in je sestavljen iz treh korakov, ki so
podrobneje predstavljeni v nadaljevanju.
2.2.1. Priprava analize po MKE (ang. Preprocessing)
Postopek same priprave je precej standarden in sestoji iz:
– poenostavitve geometrijskega modela,
– priprave mrezˇe KE in izbire oblike KE,
– definiranja fizikalnih lastnosti materiala modela,
– dolocˇitve geometrijskih lastnosti KE,
– definiranja robnih pogojev.
Pricˇnemo s poenostavitvijo modela, kar pomeni, da se znebimo podrobnosti, ki niso
kljucˇne pri nasˇem problemu in njihova prisotnost ne bi vplivala na kvaliteto rezultata,
temvecˇ zgolj podaljˇsala sam cˇas preracˇuna. S tem mislimo predvsem detajle kot so
navoji vijakov, zapletene zaokrozˇitve, nepomembne izvrtine . . . Presodimo tudi, ali je
mogocˇe 3D geometrijski model nadomestiti z 2D ali celo 1D modelom. Z ustrezno
poenostavitvijo bomo zagotovili lazˇje mrezˇenje modela in boljˇso kvaliteto mrezˇe, kar
vpliva tudi na tocˇnost rezultata.
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Kvaliteto mrezˇe kontroliramo glede na razmerje med najdaljˇso in najkrajˇso stranico
KE (priporocˇljivo je, da je razmerje manjˇse od 5) ter najvecˇji in najmanjˇsi kot znotraj
KE.
Nadaljujemo s pripravo mrezˇe. Na sliki 2.2 lahko vidimo razlicˇne vrste geometrij KE.
Najpogosteje se uporablja navaden palicˇni element v 1D, navaden trikotni ali sˇtirikotni
element v 2D in tetraedricˇnimi ali heksaedricˇnimi KE v 3D. Ostali elementi so vsi koncˇni
elemeti viˇsjega reda, saj vsebujejo sˇe dodatna vozliˇscˇa na stranicah oziroma ploskvah
KE. Na splosˇno potrebujemo manj KE viˇsjega reda za dosego enake stopnje tocˇnosti
rezultata, vendar se sam cˇas preracˇuna bistveno ne zmanjˇsa. Uporaba KE viˇsjega
reda je predvsem smiselna v primerih, kjer pricˇakujemo nagle spremembe primarne
spremenljivke v obmocˇju.
Slika 2.2: Razlicˇne vrste geometrij KE v razlicˇnih dimenzijah [10].
Mrezˇa nam definira velikost in sˇtevilo KE, s katerimi bo opisana domena problema.
Bolj gosta mrezˇa pomeni boljˇsi priblizˇek vrednosti, vendar tudi obcˇutno daljˇsi cˇas
preracˇuna (za vsak KE dobimo toliko enacˇb, kolikor ima ta prostostnih stopenj, kar
pomeni precej vecˇji sistem enacˇb). S tem namenom je smiselno, da pri zahtevnejˇsih
aplikacijah zgostimo mrezˇo le na predvideno kriticˇnih mestih in kjer je to potrebno za
natancˇnejˇsi popis geometrije. Na sliki 2.3 lahko vidimo nekaj mehanskih primerov, pri
katerih je na rdecˇe oznacˇenih obmocˇjih smiselna zgostitev mrezˇe, saj se tam pojavljajo
koncentracije napetosti.
Pri definiranju fizikalnih lastnosti materiala smo pozorni na razlicˇne materiale, ki
se nam lahko pojavijo v istem modelu. Odvisno od podrocˇja problema (mehanski,
toplotni . . . ) definiramo ustrezne podatke, ki so nujni za resˇitev sistema enacˇb. Po-
zorni bodimo tudi pri izbiri primernih enot (nekatera orodja ne uporabljajo enot in je
vnasˇanje podatkov v skladnih enotah odvisna od uporabnika samega). Izbrane enote
morajo biti konsistentne, kar pomeni, da vedno vemo v katerih enotah bo rezultat.
Za kontrolo lahko uporabimo preglednico 2.1, ki nam predstavlja dva najpogostejˇsa
modela konsistentnih enot in tako preprecˇimo mozˇne napake.
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Izrez Reža
Prehodi
Okolica točkovnih
obremenitev
Zvarni spoji
Sprememba materiala
Zvar
Slika 2.3: Kriticˇna mesta, kjer je dobro zgostiti mrezˇo [10].
Preglednica 2.1: Modela konsistentnih enot, ki se najpogosteje uporabljata pri
resˇevanju mehanskih problemov.
Velicˇina Enote SI - model 1 Enote SI - model 2
Dolzˇina, dimenzije m mm
Cˇas s s
Masa kg t
Sila N N
Moment Nm Nmm
Napetost, modul Pa MPa
Gostota kg/m3 t/mm3
Temperatura K K
Hitrost m/s mm/s
Pospesˇek m/s2 mm/s2
Krozˇna frekvenca rad/s rad/s
Frekvenca Hz Hz
Delo, energija J mJ
Geometrijske lastnosti KE dolocˇimo le v primeru, da problem obravnavamo v 2D
ali 1D (pri 3D je celotna geometrija zˇe definirana). Pri primerih obravnavanih v 2D je
potrebno dolocˇiti debelino KE, medtem ko pri 1D karakteristike telesa: vztrajnostni
momenti, plosˇcˇina prereza in lega prereza glede na tezˇiˇscˇnico.
Sledi zadnji del priprave in sicer definiranje robnih pogojev. Modelu je potrebno naj-
prej dolocˇiti kljucˇne robne pogoje (ang. essential oz. Dirichlet boundary conditions),
ki direktno vplivajo na prostostne stopnje KE (se navezujejo na levo stran sistema
enacˇb) in nato sˇe obremenitvene oziroma naravne (ang. natural oz. Neumann boun-
dary conditions), ki ne vplivajo direktno na prostostne stopnje KE (se navezujejo na
desno stran sistema enacˇb).
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Poleg definiranja problema, da je sistem enacˇb sploh resˇljiv, lahko robne pogoje upo-
rabimo pri uposˇtevanju simetrije oziroma asimetrije modela in s tem skrajˇsamo cˇas
preracˇuna. Cˇe zˇelimo, problem obravnavati kot simetricˇen mora biti poleg geometrije
simetricˇne tudi materialne lastnosti, robni pogoji in obremenitve.
2.2.2. Preracˇun oz. numericˇna analiza (ang. solving)
V tem delu programski paket za preracˇun po MKE uredi enacˇbe vozliˇscˇ v matricˇno
obliko oz. sistem enacˇb ter izvede preracˇun.
Staticˇni problemi
Enacˇba (2.18) je primer linearnega homogenega sistema enacˇb, ki se pogosto upo-
rablja pri MKE za resˇevanje linearnih problemov. Cˇe je sistem linearen, vendar ne
homogen (se nam pojavlja dodaten vpliv), se uvede dodaten vektor na desni strani in
sistem enacˇb je oblike kot prikazano v enacˇbi (2.19). K nam predstavlja t.i. togo-
stno matriko, ki je kvadratna, u vektor prostotnih stopenj vozliˇscˇ in f vektor
obremenitvenih pogojev. Program resˇi sistem enacˇb in resˇitev so vrednosti primar-
nih neznank. Pridobljeni rezultati so nato uporabljeni za izracˇun ostalih neznank. V
preglednici 2.2 je predstavljen pomen vektorjev za nekatere probleme.
K u = f (2.18)
K u = f1 + f2 (2.19)
Preglednica 2.2: Pomen vektorja u in f pri nekaterih aplikacijah po MKE [10].
Problem Vektor u predstavlja Vektor f predstavlja
Mehanski problem Pomiki Sile
Prevod toplote Temperatura Toplotni tok
Splosˇni pretok Hitrost Pretok
Elektrostatika Elektricˇni potencial Gostota ele. polja
Vredno je poudariti, da se za razliko od primarnih neznank, ki se izracˇunajo na nivoju
sistema, sekundarne neznanke (npr. napetosti in deformacije) izracˇunajo na nivoju
posameznega KE v njegovih integracijskih tocˇkah.
Problemi lastnih vrednosti
Kot smo zˇe omenili z MKE lahko resˇujemo tudi probleme lastnih vrednosti (ang. ei-
genvalue problems). V nadaljevanju naloge se bomo vecˇinoma posvetili modalni analizi
(ang. modal analysis) oziroma dolocˇanju lastnih frekvenc sistema. Na tem mestu je
zato smiselna izpeljava enacˇbe za resˇevanje takih problemov po MKE. Celotna izpeljava
je povzeta po knjigi M. Boltezˇarja [11]. Poznamo splosˇno gibalno enacˇbo v matricˇni
obliki, pri kateri dusˇenje zanemarimo:
Mx¨+Kx = {0}. (2.20)
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V enacˇbi (2.20) je M masna matrika, ki je obicˇajno diagonalna matrika in K togostna
matrika, ki je v primeru nihajocˇega sistema simetricˇna preko glavne diagonale. Vek-
torja x¨ in x sta vektor pospesˇkov in vektor pomikov. Predpostavimo, da je nihanje
harmonicˇno, torej uporabimo za resˇevanje enacˇbe (2.20) nastavek:
x(t) = X sin(ωt), (2.21)
kjer je X vektor amplitud. Nastavek vstavimo v gibalno enacˇbo (2.20), ter ga izposta-
vimo, kar privede do enacˇbe:
(−ω2M+K)Xsin(ωt) = {0}, (2.22)
oziroma:
(−ω2M+K)X = {0}. (2.23)
Sedaj lahko opazimo, da je enacˇba (2.23) linearni problem lastnih vrednosti, saj ne
K niti M nista funkciji krozˇne frekvence ω. Torej izraz (2.23) pomnozˇimo z inverzno
masno matriko M−1 ter uvedemo tako imenovano dinamicˇno matriko sistema A =
M−1K in novo spremenljivko λ = ω2, ki predstavlja lastne vrednosti sistema. Enacˇba
ima sedaj obliko:
(A− λI)X = {0}, (2.24)
kjer nam X predstavlja lastni vektor sistema, I pa enotsko matriko. Pogoj za ne
trivialno resˇitev sistema enacˇb (2.24) je:
det(A− λI) = 0, (2.25)
in z razvojem determinante dobimo polinom N-te stopnje, katerega nicˇle predstavljajo
kvadrate lastnih krozˇnih frekvenc sistema:
a0λ
N + a1λ
N−1 + . . .+ aN = 0 (2.26)
ωi =
√
λi i = 1, . . . , N (2.27)
2.2.3. Prikaz in vrednotenje rezultatov (ang. Postprocessing)
Zadnji del celotne analize je prikaz in vrednotenje rezultatov. S pomocˇjo orodji za
graficˇni prikaz lahko prikazˇemo rezultate vektorsko ali v obliki izolinij. Vrednosti lahko
odcˇitamo v vozliˇscˇih KE (primarne spremenljivke) ali v integracijskih tocˇkah posame-
znega KE (sekundarne velicˇine).
Cˇe je potrebno se opravi sˇe dodatna analiza, kot so: izris grafov, izracˇun faktorjev
varnosti in primerjalnih napetosti.
Pri tem je najpomembnejˇsa inzˇenirska presoja, cˇe je rezultat sploh smiseln. Pozorni
bomo na konvergenco rezultata ob gostitvi mrezˇe, saj je mrezˇa dovolj dobra sˇele, ko
rezultat preneha konvergirati oz. konvergira minimalno - priblizˇali smo se ekzaktni
vrednosti.
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3. Odprotokodni paket SfePy
SfePy (ang. Simple Finite Elements in Python) [4] je odprtokodni paket namenjen
resˇevanju inzˇenirskih problemov po metodi koncˇnih elementov v 1D, 2D in 3D. Raz-
meroma enostavno in hitro lahko ucˇinkovito resˇujemo primere iz razlicˇnih podrocˇji.
Paket je skoraj v celoti napisan v programskem jeziku Python (le cˇasovno zahtevnejˇse
operacije v C oziroma Cython-u). Temelji na znanstveno orientiranih Python knjizˇicah
NumPy in SciPy, in je bil sprva razvit kot hitro prilagodljivo orodje za preiskusˇanje
matematicˇnih modelov v specificˇnih projektih. Kasneje je bil razsˇirjen v celovit paket
za FEM analize.
V sklopu dokumentacije paketa SfePy najdemo vrsto resˇenih primerov in napotkov, ki
so nam v pomocˇ pri resˇevanju nasˇih problemov po MKE. Del navodil v podpoglavjih, ki
sledijo so povzeta po prostodostopni SfePy dokumentaciji [12] in dopolnjena z lastnimi
ugotovitvami ter nasveti.
3.1. Namestitev paketa SfePy
Paket SfePy deluje na vseh novejˇsih Linux, Windows in MacOS operacijskih sistemih
in se ga lahko uporablja s Python verzijami 2.7 ali 3.x.
Nacˇina namestitve paketa SfePy sta dva:
– Preko Anaconda distribucije (zˇe predhodno zgrajen paket in pripravljen za ta-
kojˇsno uporabo),
– direktna zgradnja iz virov (potrebna sˇe kompilacija razsˇiritvenih modulov in na-
mestitev).
Prvi nacˇin je precej enostavnejˇsi in tudi priporocˇen s strani ustvarjalcev, zato bom
predstavil le tega.
Namestitev preko znanstveno usmerjene Python platforme Anaconda
Paket SfePy za svoje pravilno delovanje potrebuje vrsto paketov, ki pridejo v sklopu
platforme Anaconda zˇe namesˇcˇeni. Ta nam tako precej olajˇsa namestitev.
Za namestitev SfePy (ko imamo Anacondo zˇe namesˇcˇeno) v Anacondino ukazno vrstico
enostavno vpiˇsemo:
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conda install -c conda-forge sfepy
Anaconda nam bo prenesla sˇe nekatere pakete, ki so potrebni za pravilno delovanje
SfePy. Paket SfePy je tako namesˇcˇen v Anacondino zbirko knjizˇic.
Opomba: za vizualizacijo rezultatov v okviru SfePy paketa, je potrebna namestitev
paketa Mayavi [13], ki je trenutno na voljo le za Python verzijo 3.5. To tezˇavo najlazˇje
resˇimo z ustvarjanjem novega okolja v Anacondi. Condino okolje (ang. Conda enviro-
nments) je direktorij, ki ga ustvarimo v sklopu Anaconde. Ta vsebuje zbirko knjizˇic,
ki jih namestimo v okolju. Ustvarimo lahko poljubno sˇtevilo okolji s poljubnimi ver-
zijami Pythona. Enostavno aktiviramo ali deaktiviramo okolje in tako preklapljamo
med njimi. Torej, da lahko uporabljamo tudi paket Mayavi, ustvarimo novo okolje s
Pythonom verzije 3.5 in v njem namestimo SfePy. Tako imamo locˇeno okolje, ki ga
uporabljamo izkljucˇno za analize s SfePy.
3.2. Nacˇin uporabe paketa SfePy
Paket SfePy se lahko uporablja na dva nacˇina in sicer:
– Kot Black-box solver PDE,
– Python paket za izdelavo aplikacij po meri.
Splosˇen postopek resˇevanja problema po MKE s programskimi orodji zˇe poznamo. Cˇe
se odlocˇimo za prvi nacˇin, lahko na sliki 3.1, vidimo, kje v preracˇunu se uporablja
SfePy in kako se posamezni koraki navezujejo na splosˇen postopek.
Zacˇne se s pripravo mrezˇe modela in Temeljne datoteko problema (ang. Problem de-
scription file), s katero bo problem definiran. Nato se preko ukazne vrstice, v kombi-
naciji z vhodnimi podatki, zazˇene osnovno skripto simple.py, ki nam vrne rezultat v
obliki VTK datoteke.
Poudarimo sˇe, da je simple.py ena izmed skript, ki je z namestitvijo SfePy-ja zˇe
vkljucˇena v paket. Njena funkcija je resˇevanje sistema PDE, torej resˇitev problema, ki
ga definiramo v problem decription file.
Opomba: skripta simple.py je namenjena izkljucˇno resˇevanju sistema PDE. V pri-
meru, da imamo problem lastnih vrednosti (ang. eigenvalue problem), npr. pri modalni
analizi, moramo izdelati svojo aplikacijo in uporabiti druge solverje, ki bodo ustrezali
nasˇemu problemu.
Rezultat vizualiziramo z zagonom skripte, ki uporablja aplikacijo Mayavi ali uporabimo
katero drugo odprtokodno orodje, kot je na primer ParaView. Po potrebi sledi sˇe
nadaljnja analiza problema, za katero tudi SfePy ponuja vrsto orodji.
V primeru, da se odlocˇimo za izdelavo svoje aplikacije klicˇemo funkcije direktno iz
Python modulov in preko njih definiramo potrebne podatke ter solverje. Splosˇno gle-
dano mora nasˇa aplikacija vkljucˇevati tako lastnosti vhodne datoteke problem decrip-
tion file, kot tudi osnovne skripte za resˇevanje simple.py.
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Slika 3.1: Postopek resˇevanja problema po MKE s paketom SfePy
3.2.1. Priprava mrezˇe
Paket SfePy ne vsebuje orodja za pripravo mrezˇe modela, zato uporabimo enega izmed
odprtokodnih programov kot so Gmsh, Pygmsh ali Salome.
Odlocˇili smo se za uporabo paketa Pygmsh, ki zdruzˇuje uporabnost ter enostavnost
programskega jezika Python ter odprtokodnega programa Gmsh. Program Gmsh v
splosˇnem omogocˇa mrezˇenje v 1D, 2D ali 3D. Uporablja se ga lahko preko graficˇnega
vmesnika ali z lastnim programskim jezikom. Namesto ucˇenja Gmsh programskega je-
zika raje uporabimo paket Pygmsh, ki uporablja Python vmesnik za Gmsh programski
jezik. Za uporabo Pygmsh moramo imeti namesˇcˇen Gmsh (verzija 3 ali vecˇ) in paket
meshio. S Pygmsh lahko direktno ustvarjamo tocˇke, daljice in osnovne geometrijske
oblike, mozˇna pa je tudi uporaba v konbinaciji z OpenCASCADE [14], ki nam omogocˇa
“CAD-stil”definiranja geometrije. Na sliki 3.2 je prikazana izdelava mrezˇe nosilca, ki
smo jo izdelali v interaktivnem zvezku (jupyter notebook). Kot vidimo je mrezˇa izde-
lana v nekaj korakih. Najprej definiramo geometrijo, ustvarimo osnovno ploskev in jo
ekstruziramo. Sledi le sˇe mrezˇenje in zapis datoteke ,pri kateri, moramo biti pozorni na
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vrsto datoteke, da bo ta kompatibilna s SfePy. Rezultat si lahko ogledamo z uporabo
programa Paraview, kot to prikazuje slika 3.3.
Izdelava mreze nosilca
January 27, 2018
In [1]: import pygmsh
import numpy as np
import meshio
Definiramo geometrijo:
In [2]: nosilec = pygmsh.built_in.Geometry()
Narisemo prerez nosilca:
In [3]: prerez = nosilec.add_polygon([
[0, -15, 7.5],
[0, 15, 7.5],
[0, 15, -7.5],
[0, -15, -7.5]
],
lcar=5 #S tem definiramo gostoto mreze
)
Izdelamo ekstruzijo osnovne ploskve:
In [4]: nosilec.extrude(prerez, translation_axis=[300,0,0])
Out[4]: (<pygmsh.built_in.dummy.Dummy at 0x7fc2fa33e908>,
<pygmsh.built_in.dummy.Dummy at 0x7fc2fa33ecc0>,
[])
Mrezenje nosilca s tetraedricnimi elementi:
In [5]: %%capture
points, cells, point_data, cell_data, field_data = pygmsh.generate_mesh(nosilec)
Shranjevanje mreze z uporabo paketa meshio:
In [6]: meshio.write('nosilec.vtk', points, cells, cell_data=cell_data)
1
Slika 3.2: Izdelava mrezˇe nosilca z uporabo paketa pygmsh.
3.2.2. Temeljna datoteka problema
Temeljna datoteka problema (ang. Problem description file) je Python datoteka, v
kateri so zapisani vhodni podatki programa. Sestavljena je iz posameznih slovarjev,
s katerimi definiramo formulacijo KE in pristope k resˇevanju. V nadaljevanju bodo
predstavljeni posamezni deli oziroma slovarji te datoteke in njihov pomen na enostav-
nem toplotnem problemu valja, pri katerem poznamo temperaturo osnovnih ploskev ter
toplotni tok, ki prehaja preko plasˇcˇa. Primer temelji na podobnem primeru iz SfePy
dokumentacije [12].
Zacˇnemo z definicijo mrezˇe modela, kjer podamo pot do datoteke oz. cˇe se nahaja
datoteka v isti mapi, le njeno ime. SfePy podpira mrezˇe modelov v 2D (tri vozliˇscˇne
elemente in sˇtiri vozliˇscˇne elemente) in v 3D (sˇtiri vozliˇscˇne tetraedricˇne ter osem
vozliˇscˇne heksaedricˇne elemente), ki so lahko shranjeni v razlicˇnih formatih (*.vtk,
*.h5, *.mesh, *.node, *.ele, *.txt, *.inp, *.hmascii, *.mesh3d, *.bdf, *.neu in *.med).
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Slika 3.3: Prikaz mrezˇe s programom Paraview .
Sledi slovar z materialnimi lastnostmi. Odvisno od nasˇega problema, so parametri
lahko konstante ali funkcije definirane preko dolocˇenega obmocˇja. V nasˇem primeru
definiramo konstanti in sicer koeficient toplotne prevodnoti ter toplotni tok. Oboje je
prikazano na sliki 3.4.
Slika 3.4: Definiranje mrezˇe modela in materialnih lastnosti.
Na sliki 3.5 vidimo slovar, v katerem definiramo domene problema. Domene definiramo
z namenom, da kasneje lazˇje dolocˇamo obmocˇje aproksimacije, robne in obremenitvene
pogoje. Pri definiciji domen izberemo dolocˇene topolosˇke elemente mrezˇe (vozliˇscˇa,
elemente, meje mrezˇe), ki nam skupaj predstavljajo obmocˇje, kjer bomo definirali robne
in obremenitvene pogoje. Tu SfePy ponuja vrsto operatorjev in nacˇinov izbire delov
mrezˇe.
Slika 3.5: Dolocˇitev domen mrezˇe.
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Nato lahko dolocˇimo obmocˇje (ang. field), kjer bodo preko elementov aproksimirane
vrednosti spremenljivk. Definiramo tudi neznano spremenljivo u, ki se navezuje na
aproksimacijsko funkcijo in testno spremenljivko v, ki ustrezna testni oz. utezˇni funk-
ciji. Sledi sˇe zapis robnih pogojev, ki jih dolocˇimo preko prej definiranih domen.Vse
skupaj je prikazano na sliki 3.6.
Slika 3.6: Definicija obmocˇja, spremenljivk ter robnih pogojev.
Sestavimo sˇe enacˇbo problema kot je to vidno na sliki 3.7. Enacˇbo sestavimo s pomocˇjo
izrazov, ki so zbrani v SfePy dokumentaciji [12] pod rubriko term overview, glede na
obravnavan problem.
Slika 3.7: Zapis enacˇbe problema v slovarju.
Na koncu dolocˇimo sˇe vrsto ter argumente solverjev, ki jih bo SfePy uporabil pri
resˇevanju (v vecˇini primerov so to SciPy solverji za resˇevanje sistemov enacˇb) in slovar
z dodatnimi nastavitvami. V slovarju za dodatne nastavitve uporabnik lahko definira
mesto shranjevanja rezultatov, klicanje dodatnih funkcij za izracˇun sekundarnih spre-
menljivk, izbire formata izhodne datoteke in sˇe mnoge druge bolj specificˇne nastavitve.
Primer teh dveh slovarjev prikazuje slika 3.8.
3.2.3. Resˇevanje problema
Vse osnovne skripte za uporabo paketa SfePy kot Black-box solver, se nahajajo v mapi
script, kjer je SfePy namesˇcˇen. Ko imamo pripravljeno temeljno datoteko problema,
odpremo komandno vrstico v mapi kjer se nahaja skripta simple.py in zazˇenemo:
python simple.py temeljna-datoteka.py
Oziroma, cˇe odpremo komandno vrstico kjer koli:
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Slika 3.8: Slovar za definiranje solverjev in slovar z dodatnimi nastavitvami.
python pot\do\datoteke\simple.py pot\do\temeljne\datoteke.py
Sˇe enostavneje je klicanje osnovnih skript preko ukaza sfepy-run. V tem primeru
izracˇun pozˇenemo:
sfepy-run simple temeljna-datoteka.py
Kot rezultat izracˇuna dobimo datoteko s koncˇnico *.vtk.
Opomba: Pri zagonu preko ukazne vrstice moramo biti pozorni, da je Anaconda
dodana v PATH operacijskega sistema in seveda, da imamo aktivirano ustrezno Ana-
condino okolje, v katerem je SfePy namesˇcˇen.
3.2.4. Prikaz rezultatov
V tem delu prikazˇemo rezultate, ki so zapisani v datoteki *.vtk. VTK (ang. The
Vizualization Toolkit) je odprtokodni in prosto dostopni programski sistem za 3D
racˇunalniˇske grafike, obdelave slik in vizualizacije. Podpira vrsto algoritmov in omogocˇa
tudi uporabo nekaterih naprednejˇsih modelirnih tehnik. Vecˇ o VTK-ju v prirocˇniku
[15].
Uporablja se ga v kombinaciji z uporabniˇskima aplikacijama kot sta Mayavi in Para-
view.
Mayavi
Mayavi je zˇe vkljucˇen v kodo samega paketa SfePy, zato ga enostavno aktiviramo z
zagonom skripte postproc.py, na enak nacˇin kot smo to storili pri prejˇsnjemu koraku
ali sˇe enostavneje z ukazom sfepy-run:
sfepy-run postproc resitev.vtk
Odpre se nam interaktivno okno mayavi-ja z nasˇim rezultatom, kot je to lahko vidno
na sliki 3.9. Na koncu ukaza lahko aktiviramo sˇe dodatne opcije, ki so podrobneje
predstavljene v SfePy dokumentaciji [12], kot so:
– Prikaz mrezˇe modela (–wireframe),
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– skala velicˇin (-b),
– nacˇin prikaza velicˇin . . .
Slika 3.9: Primer prikaza rezultatov s paketom Mayavi preko ukazne vrstice
ParaView
ParaView je aplikacija za analizo velikih mnozˇic podatkov in njihovo vizualizacijo.
Podatke se lahko analizira z interaktivno aplikacijo ali s Python konzolo, ki nam ponuja
sˇe vecˇ fleksibilnosti in mozˇnosti prikaza rezultatov. Na sliki 3.10 vidimo interaktivno
okno orodja ParaView, pod njem pa Python shell za izvrsˇevanje ukazov s kodo. V
uporabniˇskemu prirocˇniku A. Utkarsh [16] je podrobno napisana uporaba orodji, ki
jih Paraview ponuja. Precej uporabni so filtri, ki uporabniku omogocˇajo boljˇsi prikaz
rezultatov. Poljubno lahko izbiramo elemente, ki nas zanimajo, mozˇen pa je tudi izris
grafov preko definiranega obmocˇja (ang. plot line). Skratka ponuja nam precej vecˇ
fleksibilnosti kot Mayavi.
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Slika 3.10: Primer vizualizacije rezultatov z orodjem ParaView.
3.3. Napredne mozˇnosti za zahtevnejˇse uporabnike
Paket Sfepy vkljucˇuje tako imenovano funkcijo probing, ki uporabniku omogocˇa izris
grafov izracˇunanih velicˇin v odvisnosti od kontrolnega obmocˇja (ang. plot line). Na
3.11 je prikazan primer grafov, narejen po zbirki tutorialov iz SfePy dokumentacije
[12]. Grafi se shranijo v obliki slik (*.PNG). V splosˇnem (odvisno od kompleksnosti
problema), je za izris grafov precej enostavnejˇse, cˇe uporabimo orodje ParaView, kot
cˇe to storimo z uporabo paketa SfePy, saj ta zahteva nekoliko vecˇ programiranja.
Slika 3.11: Primer izrisanih grafov pomikov, napetosti in deformacij.
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4. Numericˇni eksperiment
V nadaljevanju se bomo ukvarjali z dolocˇanjem lastnih frekvenc oziroma modalno ana-
lizo (ang.modal analysis) enostavnega nosilca dimenzij 500 mm×30 mm×15 mm izde-
lanega iz jekla z elasticˇnim modulom E = 2, 1 · 1011 Pa, gostoto ρ = 7850 kg/m3 in
poissonovim kolicˇnikom ν = 0, 3. Najprej bomo izpeljali analiticˇno enacˇbo za dolocˇitev
lastnih frekvenc nosilca, v drugem delu pa lastne frekvence dolocˇili sˇe numericˇno po
MKE in sicer z uporabo odprtokodnega paketa SfePy in za primerjavo sˇe s komercial-
nim programom Abaqus.
4.1. Analiticˇni izracˇun lastnih frekvenc nosilcev
Celotna izpeljava je povzeta po poglavju dela Singiresua S. Rao [17]. Predpostavimo,
da poznamo gibalno enacˇbo za nihanje neobremenjenega nosilca z vztrajnostnim mo-
mentom I(x), presekom A(x), in gostoto ρ(x):
∂2
∂x2
(
EI(x)
∂2w(x, t)
∂x2
)
+ ρA(x)
∂2w(x, t)
∂t2
= 0, (4.1)
kjer je w(x, t) poves nosilca. Ker se geometrija nosilca po dolzˇini ne spreminja, lahko
vztrajnostni moment in presek zapiˇsemo kot konstanti I in A, ter tako enacˇbo (4.1)
prepiˇsemo:
EI
∂4w(x, t)
∂x4
+ ρA
∂2w(x, t)
∂t2
= 0 (4.2)
Uvedemo novo konstanto c:
c =
√
EI
ρA
(4.3)
ter vstavimo v enacˇbo (4.2):
c2
∂4w(x, t)
∂x4
+
∂2w(x, t)
∂t2
= 0 (4.4)
Nadaljujemo z metodo locˇitve spremenljivk, ki predpostavlja, da je mozˇno funkcijo
w(x, t) zapisati kot zmnozˇek funkcije X(x), ki je odvisna le od x in funkcije T (t), ki je
odvisna le od cˇasa t:
w(x, t) = X(x)T (t) (4.5)
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Enacˇbo (4.5) vstavimo v enacˇbo (4.4) ter jo preoblikujemo tako, da dobimo na levi
strani funkcijo, ki je odvisna od x in desni funkcijo, ki je odvisna od cˇasa t:
c2
X(x)
d4X(x)
dx4
= − 1
T (t)
d2T (t)
dt2
= a = ω2 (4.6)
Enacˇba (4.6) je izpolnjena, kadar je na obeh straneh pozitivna konstanta a = ω2. Z
uposˇtevanjem tega lahko enacˇbo(4.6) zapiˇsemo kot dve locˇeni diferencialni enacˇbi:
d2T (t)
dt2
+ ω2T (t) = 0 (4.7)
d4X(x)
dx4
− β4X(x) = 0, (4.8)
kjer smo v enacˇbi (4.8) uvedli novo spremenljivo β4, ki je definirana:
β4 =
ω2
c2
=
ω2Aρ
EI
. (4.9)
Resˇitev diferencialne enacˇbe (4.7) lahko zapiˇsemo kot:
T (t) = A cos(ωt) +B sin(ωt), (4.10)
kjer sta A in B konstanti, ki jih lahko izracˇunamo iz zacˇetnih pogojev. Za resˇitev
diferencialne enacˇbe (4.8) uporabimo nastavek:
X(x) = Ceλx, (4.11)
ki ga vstavimo v enacˇbo (4.8) ter tako dobimo:
C(λ4 − β4)eλx = 0. (4.12)
Vemo, da Ceλx ̸= 0, torej so resˇitve za λ nicˇle enacˇbe:
λ4 − β4 = 0⇒ λ1,2 = ±β; λ3,4 = ±iβ (4.13)
in lahko koncˇno resˇitev enacˇbe (4.8) zapiˇsemo kot:
X(x) = C1e
βx + C2e
−βx + C3eiβx + C4e−iβx, (4.14)
oziroma ob uposˇtevanju Eulerjeve formule:
X(x) = C1 cos(βx) + C2 sin(βx) + C3 cosh(βx) + C4 sinh(βx). (4.15)
Funkcijo X(x) imenujemo karakteristicˇna funkcija nosilca. Konstante C1, C2, C3, C4 so
za posamezen primer razlicˇne in se jih dolocˇi na podlagi robnih pogojev. Prav tako se
vrednosti β dolocˇi iz robnih pogojev, za osnovne primere pa se njihove vrednosti lahko
odcˇita tudi iz tabel. Lastne krozˇne frekvenca nosilca okoli izbrane osi se torej izracˇuna
iz enacˇbe (4.9) kot:
ωn = β
2
√
EI
ρA
= (βL)2
√
EI
ρAL4
(4.16)
Za vsak nosilec dobimo neskoncˇno sˇtevilo vrednosti karakteristicˇnih funkcij in za vsako
to vrednost po eno lastno frekvenco. Z drugimi besedami, vsak zvezni nosilec ima
neskoncˇno sˇtevilo lastnih frekvenc.
24
Numericˇni eksperiment
4.2. Uporaba odprtokodnega paketa SfePy za po-
trebe strukturne dinamike
Preko numericˇne analize enostavnega nosilca bomo prikazali uporabo SfePy za potrebe
strukturne dinamike. Skozi postopek bodo predstavljeni problemi, s katerimi smo se
srecˇali in kako smo jih odpravili. Poglavje bo zajemalo tudi primerjavo z rezultati
pridobljenimi s komercialnim orodjem Abaqus.
Kot zˇe prej omenjeno lahko paket SfePy uporabljamo na dva nacˇina: z izdelavo vhodne
datoteke (problem description file) v kombinaciji z osnovno skripto simple.py ali z
ustvarjanjem aplikacije po meri. Za potrebe modalne analize je bilo potrebno izdelati
aplikacijo po meri, saj osnovna skripta simple.py ne vsebuje solverja za resˇevanje
problemov lastnih vrednosti. Skratka, potrebno je bilo izdelati program v programskem
jeziku python in s pomocˇjo SfePy-evih modulov, ki ga bomo izvrsˇili preko ukazne
vrstice, ter tako pridobili lastne frekvence preizkusˇanca in vizualni rezultat (datoteko
*.vtk) njihovih oblik. Pri sami izdelavi programa smo si pomagali s primerom iz SfePy
dokumentacije [12], ki je bil namenjen izracˇunu manjˇsih problemov plosˇcˇ. V nasˇem
primeru zˇelimo izracˇunati lastne frekvence nosilca oziroma kateregakoli telesa z vecˇjim
sˇtevilom elementov v najkrajˇsem mozˇnem cˇasu.
4.2.1. Struktura programa
Vsak program seveda zacˇnemo z uvozom potrebnih paketov in modulov, ki jih bomo
potrebovali za preracˇun (npr. moduli iz SfePy, paketa Numpy in Scipy . . . ). Sam
program v celoti lahko razdelimo na tri dele:
– definiranje vhodnih podatkov,
– preracˇun (solver),
– izpis vrednosti in vizualizacija.
V prvem delu najprej definiramo materialne lastnosti (Youngov modul elasticˇnosti,
Poissonov kolicˇnik in gostoto), kot je to vidno na sliki 4.1. Pazimo na konsistentnost
enot.
Slika 4.1: Definiranje materialnih lastnosti.
Sledi definicija datoteke, ki vsebuje mrezˇo modela (ang. mesh), katero smo predhodno
izdelali z npr. Gmsh-om, kakor je to predstavljeno v poglavju 3.2.1.. Mrezˇo naje-
nostavneje uvozimo kar z uporabo SfePy-jevega modula Mesh.from file(), kot je to
vidno na sliki 4.2. Za argument podamo pot do *.mesh datoteke (oz. do katerega koli
formata mrezˇe, ki ga SfePy podpira).
Program se nadaljuje z definicijo domen in obmocˇji. Domene definiramo z namenom, da
kasneje lazˇje dolocˇamo obmocˇje aproksimacije, robne in obremenitvene pogoje. Skratka
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Slika 4.2: Uvoz mrezˇe modela.
domena vkljucˇuje dolocˇene elemente oziroma vozliˇscˇa mrezˇe, navadno na robovih mo-
dela ali na obmocˇjih kjer bodo prisotne obremenitve. V nasˇem primeru definiramo
domeno, ki vsebuje celotno mrezˇo in npr. domeno na robu nosilca, cˇe bomo zˇeleli no-
silec konzolno vpeti. Za boljˇso predstavo slika 4.3 predstavlja del programa, kjer smo
definirali dve domeni.
Slika 4.3: Definicija domen.
Nadaljujemo z dolocˇitvijo obmocˇja (ang. field), kjer bodo preko elementov aproksi-
mirane vrednosti. To storimo s SfePy-evo funkcijo Field.from args(). Z uporabo
obmocˇja (field) lahko sedaj definiramo neznano spremenljivo u, ki se navezuje na apro-
ksimacijsko funkcijo in testno spremenljivko v, ki ustrezna testni oz. utezˇni funkciji.
Preden lahko definiramo enacˇbo problema, moramo definirati sˇe material. Za to upora-
bimo modulMaterial, kateri bo vseboval vse potrebne parametre za oblikovanje enacˇbe.
Sˇe zadnja stvar, ki jo je potrebno definirati, je numericˇna kvadratura, ki bo uporabljena
za integriranje izraza preko obmocˇja. To storimo z modulom Integral(). Definicija
vseh je prikazana na sliki 4.4.
Slika 4.4: Definiranje polja, spremenljivk in integrala.
Naslednji korak je definicija enacˇb problema. V SfePy-evi dokumentaciji [12] poiˇscˇemo
izraze, ki ustrezajo nasˇemu problemu, ter iz njih sestavimo sˇibko obliko diferencialne
enacˇbe. S klicanjem Sfepy-jeve funkcije Problem(), kjer za argument podamo enacˇbo,
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je problem v celoti definiran. Apliciramo sˇe robne pogoje, cˇe se odlocˇimo, da bomo
nosilec vpeli. V nasˇem primeru smo izdelali program, ki poda resˇitev prostega ali
konzolno vpetega nosilca, odvisno od ukaza, ki ga podamo. Na sliki 4.5 je torej vidna
definicija enacˇbe in robnih pogojev.
Slika 4.5: Sestavljanje enacˇbe in dolocˇitev robnih pogojev.
Zadnji korak pred preracˇunom je sˇe diskretizacija matematicˇnega modela v numericˇnega,
z drugimi besedami, sestava togostne ter masne matrike. To storimo s funkcijo eva-
luate(), kot je vidno na sliki 4.6. Pomembno je, da matrike zapiˇsamo v obliki redkih
matrik (ang. sparse matrix ), kjer se shranijo le elementi matrike razlicˇni od nicˇ. S tem
bistveno skrajˇsamo cˇas preracˇuna.
Slika 4.6: Sestava togostne ter masne matrike.
Zˇe v poglavju 2.2.2. smo spoznali, da se pri modalni analizi srecˇamo s problemom
lastnih vrednosti (ang. eigenvalue problem). V samem paketu SfePy so sicer definirani
solverji za preracˇun tovrstnih problemov, ki v osnovi temeljijo na SciPy-jevih solverjih.
Na zˇalost so ti solverji konfigurirani le za preracˇun problemov z manjˇsim sˇtevilom KE
in za nasˇ primer niso bili ustrezni. Ta problem smo resˇili z uporabo SciPy solverja
scipy.sparse.linalg.eigs, ki deluje na podlagi ARPACK knjizˇice, ki jo je napisal D.C.
Sorensen s sodelavni [18]. V celoti je napisani v programskem jeziku Fortran77 in je
namenjena za resˇevanje obsezˇnejˇsih problemov lastnih vrednosti. Knjizˇica ARPACK
deluje po ucˇinkovitem numericˇnem algoritmu The Implicitly Restarted Arnoldi Method,
pri kateri se iterativno priblizˇujemo realnim vrednostim lastnih vrednosti.
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SciPy-jev solver smo konfigurirali tako, da pri preracˇunu uporablja shift-invertet mode
o katerem nekaj vecˇ piˇse v sami dokumentaciji [19]. V tem nacˇinu, ohlapno povedano,
iˇscˇemo najviˇsje lastne vrednosti okrog predpisane vrednosti (v nasˇem primeru iˇscˇemo
prvih nekaj lastnih vrednosti torej je predpisana vrednost nicˇ). Solver je namrecˇ precej
ucˇinkovitejˇsi pri iskanju najviˇsjih lastnih vrednosti kot pri iskanju najnizˇjih. Solver
nam kot rezultat vrne lastne vrednosti ter lastne vektorje zapisane v obliki seznama kot
kompleksna sˇtevila. V nasˇem primeru smo operirali samo z realnimi vrednostmi, zato
so imaginarne komponente vedno nicˇ in jih lahko odstranimo. V primeru nepodprtega
nosilca je prvih sˇest vrednosti programa napisanih tako, da jih ignorira, saj so kot
posledica prostostnih stopenj prostega telesa enake nicˇ. Slika 4.7 nam tako prikazuje,
na kaksˇen nacˇin smo priˇsli do resˇitve.
Slika 4.7: Resˇevanje s SciPy solverjem scipy.sparse.linalg.eigs.
Rezultat sedaj le sˇe prikazˇemo ter shranimo vrednosti v obliki datoteke *.vtk, ki jo je
mogocˇe odpreti s programom za vizualizacijo. To je prikazano na sliki 4.8.
V tem podpoglavju smo opisali le kljucˇne dele programa. Sam program ima sˇe ne-
kaj dodatkov, katerih namen je predvsem vecˇja fleksibilnost definiranja podatkov in
preglednejˇsi prikaz rezultatov.
4.2.2. Izvrsˇitev programa
Program se izvrsˇi precej enostavno in hitro. Ustvarimo si mapo, ki bo sluzˇila kot delovni
direktorij (ang. work directory). Ta naj vsebuje program za preracˇun (cˇe je potrebno v
njem popravimo podatke o materialnih lastnosti: gostoto, Poissonov kolicˇnih in modul
elasticˇnosti) in datoteko z mrezˇo modela. V mapi odpremo ukazno vrstico in izvrsˇimo
program z ukazom:
python program.py mrezˇa modela.mesh
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Slika 4.8: Prikaz rezultata ter izdelava *.vtk datoteke.
V ukazni vrstici se nam izpiˇsejo podatki o poteku preracˇuna ter vhodnih podatkih. Po
koncˇanem preracˇunu, ki je odvisen predvsem od sˇt. KE, se izpiˇsejo vrednosti lastnih
frekvenc. V delovnem direktoriju se ustvari datoteka z rezultati. Primer preracˇuna je
viden na sliki 4.9.
Slika 4.9: Zagon preracˇuna in izpis rezultatov.
V programu smo uporabili tudi Python knjizˇico argparser, ki omogocˇa dodajanje
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argumentov direktno pri vrsˇenju ukazov z ukazne vrstice. Tako je program bolj pri-
lagodljiv in prijaznejˇsi za uporabo pri vrsˇenju iz ukazne vrstice. Cˇe zˇelimo na primer
direkten vizualen rezultat lastnih oblik z orodjem Mayavi, enostavno na koncu ukaza
dodamo sˇe ukaz --show:
python program.py mrezˇa modela.mesh --show
V primeru, da zˇelimo nosilec na eni strani konzolno podpreti in poleg tega namesto le
prvih sˇest lastnih vrednosti (kar je privzeto) dvanajst, podamo ukaz:
python program.py mrezˇa modela.mesh -n 12 -b cantilever
4.2.3. Verifikacija in ovrednotenje numericˇnega modela no-
silca
Za primerjavo rezultatov smo modalno analizo prostega nosilca izvedli sˇe z uporabo
komercialnega orodja Abaqus. V obeh primerih smo uporabili enako mrezˇo z osem
vozliˇscˇnimi elementi v 3D (heksaedricˇnimi elemente). V preglednici 4.1 je prikazana
primerjava prvih sˇestih lastnih frekvenc numericˇnega modela nosilca s 14400 KE, kjer
lahko vidimo, da se rezultati pridobljeni z razlicˇnimi orodji ujemajo do nekaj odstotkov
natancˇno. Razlika je najverjetneje posledica razlicˇnih solverjev, ki jih orodja upora-
Preglednica 4.1: Primerjava rezultatov modalne analize izvedene s SfePy in Abaqus
(14400 KE).
Sˇt./Program
SfePy Abaqus
[Hz] [Hz]
1. lastna frekvenca 314 320
2. lastna frekvenca 628 631
3. lastna frekvenca 855 878
4. lastna frekvenca 1671 1708
5. lastna frekvenca 1692 1701
6. lastna frekvenca 2329 2389
bljata. Da ugotovimo, cˇe so rezultati tocˇni, izracˇunamo sˇe 1. lastno frekvenco analiticˇno
po izpeljani enacˇbi (4.16):
ω1y = (βL)
2
√
EIy
ρAL4
= 4,732
√
2,1 · 8,44 · 102
7850 · 0,03 · 0,015 · 0,54 = 2004,6 rad/s. (4.17)
Enacˇba (4.18) nam poda lastno frekvenco v rad/s. Rezultat delimo z 2π in dobimo
vrednost v Hz:
f1y =
ω1y
2π
=
2004,6 rad/s
2π
= 319Hz. (4.18)
Ugotovimo, da se rezultat sklada z rezultatoma pridobljenima s SfePy in Abaqusom.
Razlika med vrednostmi je le numericˇna napaka, ki je vedno prisotna.
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Z gosˇcˇenjem mrezˇe smo preverili sˇe konvergenco rezultata. Hitrejˇse konvergiranje k
realni resˇitvi pomeni bolj kvaliteten numericˇni model. V tabeli 4.2 so zapisane vrednosti
prve lastne frekvence pri razlicˇno gostih mrezˇah. Za lazˇjo predstavo rezultate prikazˇemo
sˇe graficˇno na sliki 4.10.
Preglednica 4.2: Vrednosti prve lastne frekvence nepodprtega nosilca pri razlicˇno gostih
mrezˇah.
Sˇt. KE/Program
SfePy Abaqus
[Hz] [Hz]
568 337 276
1365 329 300
2331 326 300
5148 323 308
8350 321 312
14400 320 314
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Slika 4.10: Konvergiranje pridobljenih rezultatov.
Na sliki 4.10 je vidno, da rezultati obeh zacˇnejo konvergirati dokaj istocˇasno. Razlika
je le v tem, da SfePy konvergira od viˇsjih vrednosti medtem ko Abaqus od nizˇjih.
Poleg tega je zanimivo opazˇanje, da SfePy kovergira proti analiticˇni resˇitvi (319 Hz),
medtem ko Abaqus proti eksperimentalni meritvi (po podatkih laboratorija Ladisk
315 Hz). Enak trend smo opazili pri drugi lastni frekvenci v sˇibkejˇsi smeri in podobno
tudi pri tretji v sˇibkejˇsi smeri. V splosˇnem gledano, so pridobljeni rezultati dobri
in je opazˇeno manjˇse odstopanje najverjetneje rezultat numericˇne napake in razlike
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med programskimi algoritmi. Lastna oblika je vidna na sliki 4.11, kjer smo za prikaz
uporabili odprtokodni program Paraview [16].
Slika 4.11: Prva lastna oblika nosilca prikazana v programu Paraview.
Preverili smo tudi cˇas preracˇuna v odvisnosti od sˇtevila KE. S cˇasom mislimo le cˇas
preracˇuna brez vizualizacije lastnih oblik (postprocesing). Tu lahko sˇe dodamo, da smo
z orodjem SfePy uspeli preracˇunati model z najvecˇ 89540 KE preden se je ta sesul. V
preglednici 4.3 vidimo cˇas preracˇuna v sekundah glede na sˇtevilo KE in na sliki 4.12
sˇe graficˇni prikaz.
Cˇas preracˇuna je, kot pricˇakovano krajˇsi pri Abaqus, saj je kot komercialni program
bolj izpopolnjen kot odprtokodni SfePy. Kljub temu SfePy sˇe vedno presenecˇa s svojo
hitrostjo glede na obseg problema. Na sliki 4.12 vidimo nenaden poskok cˇasa preracˇuna
s SfePy pri 30000 KE, katerega vzrok ni popolnoma znan. Predvidevam, da je to zgolj
napaka kode, ki pride do izraza ravno pri 30000 KE. Preracˇun sem vecˇkrat poskusil
ponoviti, a je rezultat vedno enak. Pri nadaljnjem gosˇcˇenju mrezˇe se cˇas povecˇuje
pricˇakovano.
Opomba: pri preracˇunu s SfePy ni bila izvajana nobena nadaljna numericˇna optimiza-
cija in je bil preracˇun izveden na enem jedru procesorja. Obe orodji, sta bili uporabljeni
na istem racˇunalniku.
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Preglednica 4.3: Vrednosti prve lastne frekvence nepodprtega nosilca pri razlicˇno gostih
mrezˇah.
Sˇt. KE/Program
SfePy Abaqus
[s] [s]
568 0,77 1
1365 1,3 1
2331 2,1 2
5148 4,3 4
8350 7,5 6
14400 15 11
19747 25 12
23324 31 17
30000 696 24
38216 83 35
47628 126 51
66600 236 100
89540 652 122
0 10000 20000 30000 40000 50000 60000 70000 80000 90000
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Slika 4.12: Cˇas preracˇuna v odvisnosti od sˇtevila KE.
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5. Prakticˇni primer resˇevanja s
SfePy
Za prikaz uporabe odprtokodnega paketa SfePy na prakticˇnem primeru je bil upora-
bljen preizkusˇanec iz znanstvenega cˇlanka Mrsˇnika M. in sodelavcev [20]. Z odprto-
kodnim programskim paketom SfePy je bila izvedena analiza po MKE in na koncu
narejena sˇe primerjava z rezultati pridobljenimi s komercialnim programom Abaqus.
5.1. Eksperiment
Pri eksperimentu je bil uporabljen vzorec prikazan na sliki 5.1.
Pospeškomera
Dodane uteži
Vpetje 
dinamičnega 
vzbujevalnika
Vpetje 
vzbujevalnika 
sile
Slika 5.1: Y-preiskusˇanec, ki je bil uporabljen v eksperimentu [20].
Preizkusˇanec je v obliki cˇrke Y, izdelan z aluminija za litje. Na vsaki strani veje
preizkusˇanca sta fiksirani dve sto gramski utezˇi iz klasicˇnega jekla, ki omogocˇata, da
vzorec med eksperimentom prehaja v obmocˇje lastnih frekvenc. Na vsako stran vzorca
sta namesˇcˇena pospesˇkomera, blizu centra se nahaja sˇe izvrtina, ki sluzˇi lazˇji namestitvi
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vzbujevalnika sile. Kinematicˇno vzbujanje se je izvajalo v vertikalni smeri v obmocˇju
od 380–480 Hz. Slika 5.2 nam prikazuje sˇe preizkusˇevaliˇscˇe.
Referenčni 
pospeškomer
Dinamično 
vzbujanje
Vzbujanje sile
Slika 5.2: Prikaz preizkusˇevaliˇscˇa [20].
5.2. Numericˇni model Y-preizkusˇanca
Potrebno je bilo izdelati numericˇni model preizkusˇanca ter po MKE s pomocˇjo odpr-
tokodnega paketa SfePy dolocˇiti njegove lastne frekvence. Numericˇna analiza je bila
izvedena v treh delih:
– izdelava modela ter mrezˇe preizkusˇanca s pomocˇjo programa Gmsh,
– izdelava programa z uporabo paketa SfePy in
– izvrsˇitev programa ter prikaz lastnih oblik.
5.2.1. Izdelava modela in mrezˇe
Priprava je potekala v treh stopnjah, kot je to lahko vidno na sliki 5.3. 3D model je bil
izdelan v modelirnem programu Solidworks in shranjen v *.STEP datoteki, ki jo lahko
uvozimo v Gmsh. Sam model bi lahko izdelali tudi, direktno v Gmsh-u, vendar je to
zaradi same geometrije vzorca lahko precej zamudno. V programu Gmsh je bil tako
uvozˇen model najprej s pomocˇjo ukaza BoleanFragments razdeljen na particije. To
nam zagotavlja skladnost teles (v nasˇem primeru Y-preizkusˇanca in dveh utezˇi) in tudi
mrezˇe. Ta korak je kljucˇen pri vzorcih, kjer imamo prisotna dva razlicˇna materiala, saj
se bodo le tako lahko povezovale vrednosti primarnih spremenljivk po celotnem polju.
Naslednji korak je bil dolocˇanje fizicˇnih grup s pomocˇjo katerih, so bile v nadaljevanju
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(a) (b) (c)
Slika 5.3: (a) 3D model vzorca, (b) uvozˇena geometrija v program Gmsh in (c) mrezˇa
modela.
v programu definirane regije oz. obmocˇja. V grupah se shranijo vozliˇscˇa mrezˇe. Za
vsako telo naredimo svojo grupo s pomocˇjo ukaza Physical Volume.
Sledi sˇe mrezˇenje modela. V nastavitvah pod zavihkom Mesh nastavimo velikost KE.
V nasˇem primeru so bili uporabljeni 4-vozliˇscˇni KE velikosti 1mm. Mrezˇo shranimo
v datoteko s koncˇnico *.msh. Datoteko je pred uporabo s paketom SfePy potrebno
pretvoriti v ustrezen format (npr. *.mesh). To lahko storimo z uporabo ene izmed
osnovnih SfePy-jevih skript convert mesh.py na enak nacˇin kot vrsˇimo programe
preko ukazne vrstice.
5.2.2. Izdelava programa
Celotna koda programa je zaradi boljˇse preglednosti besedila dodana v prilogi A, kjer so
posamezni deli kode pojasnjeni v obliki komentarjev. Struktura programa je v splosˇnem
enaka, kot program za preracˇun nosilca. Najprej definiramo materialne lastnosti, nato
mrezˇo modela, regije, polje aproksimacije, neznano ter testno spremenljivko, sledi de-
finiranje materialnih lastnosti v dolocˇeni regiji, integrala in zapis sˇibke oblike diferen-
cialne enacˇbe. Dolocˇimo sˇe robne pogoje ter jih apliciramo. Pred resˇevanjem sesta-
vimo sˇe togostno in masno matriko. S solverjem scipy.sparce.linalg.eigs tako kot pri
numericˇnem modelu nosilca resˇimo problem lastnih vrednosti in kot rezultat dobimo
lastne vrednosti in lastne vektorje.
Najvecˇji problem, s katerem sem se srecˇeval pri resˇevanju tega primera, je bil, da imajo
Y-preiskusˇanec in utezˇi razlicˇne materialne lastnosti. To je pomenilo, da je potrebno
dolocˇiti tri regije v celotni domeni problema za katere se dolocˇi razlicˇne materialne
lastnosti. Sam SfePy najpogosteje uporablja za izbiro tocˇk logicˇne izraze (npr. (x <
15) & (y < 0.111)), ki v nasˇem primeru zaradi zapletene geometrije niso bili ravno
uporabni. To sem odpravil s pomocˇjo zˇe prej omenjenih definicij fizicˇni grup v Gmsh-
u. Naslednji problem je bila zveznost primarne spremenljivke po celotni domeni. To
pomeni, da je potrebno na stiku dveh regij z razlicˇnimi materialnimi lastnostmi dolocˇiti
periodicˇne robne pogoje (v programu dolocˇeni s funkcijo PeriodicBC), ki bodo zago-
tavljali vrednosti v sticˇnih vozliˇscˇih. Da pa je to sploh mogocˇe, morata obe regiji na
sticˇnih povrsˇinah vsebovati enaka vozljiˇscˇa. V ta namen smo v Gmsh-u med izdelavo
mrezˇe uporabili ukaz BoleanFragments. Za povezavo regij je bila uporabljena SfePy
funkcija match coors.
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Sam program se izvrsˇi preko ukazne vrstice na enak nacˇin kot je bilo to prikazano zˇe
pri analizi nosilca:
python program.py mrezˇa modela.mesh
Po izvrsˇenem programu se nam v delovni direktorij shranijo rezultati in v primeru, da
smo na koncu ukaza dodali --show sˇe vizualni prikaz lastnih oblik v interaktivnem
oknu paketa Mayavi.
5.3. Predstavitev in primerjava rezultatov
S pomocˇjo napisanega programa so bile pridobljene prve sˇtiri lastne frekvence in lastne
oblike Y-vzorca. Analiza je bila za primerjavo opravljena sˇe s pomocˇjo komercialnega
orodja Abaqus. Rezultati obeh in sˇe vrednosti iz znanstvenega cˇlanka Mrsˇnika M. in
sodelavcev [20], so prikazani v preglednici 5.1.
Preglednica 5.1: Primerjava rezultatov modalne analize Y-vzorca izvedene s SfePy in
Abaqus-om.
Sˇt./Program
SfePy Abaqus Znanstveni cˇlanek
[Hz] [Hz] [Hz]
1. lastna frekvenca 239 199 /
2. lastna frekvenca 272 259 /
3. lastna frekvenca 356 353 355
4. lastna frekvenca 550 472 472
Kakor vidimo, se 3. lastna frekvenca najbolje ujema, medtem ko je pri 4. lastni fre-
kvenci odstopanje rezultata pridobljenega s sfePy vecˇje. Vzrok zakaj ostale vrednosti
pridobljene s SfePy nekoliko odstopajo od vrednosti v Abaqusu, je najverjetneje kva-
liteta mrezˇe. Pri preracˇunu s pomocˇjo SfePy-ja, je bil model zaradi uporabe Gmsh-a
prosto mrezˇen, torej so bili uporabljeni sˇtiri vozliˇscˇni KE, medtem ko je bila v Abaqusu
mrezˇa strukturirana, torej so bili uporabljeni osem vozliˇscˇni KE. Vzrok za prosto in ne
strukturirano mrezˇenje v Gmsh-u je ponovno kompleksnost geometrije. Gmsh omogocˇa
izdelavo strukturirane mrezˇe preko programskih ukazov le na geometriji izdelani v sa-
mem programu in ne na uvozˇeni. Enako velja za lokalno gosˇcˇenje mrezˇe (lokalna
zgostitev mrezˇe okoli izvrtine, bi verjetno zmanjˇsala razliko med rezultati cˇetrte lastne
frekvence). Kar se ticˇe cˇasa preracˇuna je SfePy problem uspel resˇiti v 210 s, medtem
ko Abaqus v 120 s.
Lastne oblike lahko vidimo prikazane na sliki 5.4 s pomocˇjo orodja Mayavi.
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Slika 5.4: Avtomaticˇno prikazane lastne oblike z orodjem Mayavi (desno spredaj
prva, levo spredaj druga, desno zadaj tretja in levo zadaj cˇetrta lastna oblika).
5.4. Prednosti in slabosti paketa SfePy
Prednosti paketa SfePy:
– SfePy je v vecˇini napisan v programskem jeziku Python, ki je realtivno enostaven
za uporabnike, tudi za tiste, ki nimajo veliko izkusˇenj s programiranjem.
– SfePy uporablja veliko drugih prosto dostopnih znanstvenih knjizˇic (SciPy, NumPy,
. . . ), kar pomeni, da je mogocˇe precej enostavno prilagajati programe glede na
problem.
– Je odprtokoden, kar pomeni prostodostopen vsem uporabnikom.
– Z njim je mogocˇe resˇevati vrsto problemov po MKE.
– Relativno enostavna namestitev preko Anacondine distribucije.
– Deluje na vseh novejˇsih operacijskih sistemih.
– Za manj obsezˇne probleme je relativno hiter v primerjavi s komercialnimi orodji.
Slabosti paketa SfePy:
– Za celotno analizo potrebno znanje tudi drugih odprtokodnih programov za izde-
lavo geometrije, mrezˇenje in vizualizacijo.
– Neskladnost nekaterih paketov, ki so potrebni za pravilno delovanje SfePy, z
najnovejˇso verzijo Pythona.
– Dokumentacija precej zahtevna za uporabnike brez izkusˇenj z odprtokodnimi pa-
keti.
– Potrebno dobro razumevanje ozadnja MKE.
– Potrebno dobro poznavanje fizikalnega ozadja problema, da lahko sestavimo sˇibko
obliko parcialne diferencialne enacˇbe problema.
– Nekatera podrocˇja v dokumentaciji niso dobro pokrita.
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6. Zakljucˇki
V diplomskem delu, Strukturna dinamika v okviru odprtokodnega paketa SfePy, so bile
prikazane sledecˇe ugotovitve.
1. Predstavljeni so bili koraki formulacije KE.
2. Predstavljen je bil splosˇen postopek resˇevanja po MKE s programskimi orodji.
3. Prikazana je bila uporabnost ter nepogresˇljivost MKE v danasˇnjem cˇasu.
4. Prikazana je bila namestitev in princip uporabe odprtokodnega paketa SfePy.
5. Prikazana je bila izpeljava analiticˇnega izracˇuna lastnih frekvenc nosilca.
6. Predstavljen je bil program napisan s pomocˇjo paketa SfePy za potrebe modalne
analize.
7. Narejena je bila primerjava rezultatov modalne analize nosilca pridobljenih s
pomocˇjo paketa SfePy in komercialnega orodja Abaqus.
8. Prikazana je bila uporaba paketa SfePy na prakticˇnem primeru in predstavljene
prednosti ter slabosti paketa.
9. Prikazana je bila uporabnost ter fleksibilnost, ki jo omogocˇajo odprtokodni pro-
gramski paketi kot je SfePy.
10. Prikazana je bila uporabnost programskega jezika Python.
Odprtokodni programi postajajo natancˇnejˇsi, zanesljivejˇsi in hitrejˇsi, zato v dolocˇenih
primerih v praksi zˇe lahko nadomestijo komercialne. Z uporabo paketa SfePy in zna-
njem programskega jezika Python je mogocˇe ucˇinkovito izvajati modalno analizo.
Predlogi za nadaljnje delo
S pomocˇjo paketa SfePy bi bilo mogocˇe prikazati sˇe resˇevanje z drugih podrocˇij kot
so prenos toplote, razni mehanski problemi in problemi v cˇasovni domeni. Lahko bi
se bolje raziskalo SfePy module za nadaljno analizo in izris grafov (Probing). Zaradi
mozˇnosti interaktivne uporabe SfePy funkcij bi se paket lahko precej ucˇinkovito upo-
rabljal v kombinaciji z jupyter notebook-om. Zanimivo bi tudi bilo ustvariti direkten
prikaz SfePy rezultatov v Paraview, saj ta omogocˇa boljˇso uporabniˇsko izkusˇnjo kot
Mayavi.
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8. Priloga A
Tu je zaradi boljˇse preglednosti predstavljena celotna koda programa za preracˇun Y-
vzorca.
1 #!/ usr /bin /env python
2 ”””
3 Program nam vrne l a s t n e f r ekvneca in ob l i k e podanega modela .
4 Program se v r s i prekoukazne v r s t i c e . Potrebno j e podat i ime datoteke ,
5 k i vsebuje mrezo modela v ustreznem formatu .
6
7 Primer i :
8 −−−−−−−−
9
10 − Zagon s prevze t imi podatki , kot r e z u l t a t prv ih 4 l a s n i h v r edno s t i :
11
12 python modalna anal iza Y . py mreza vzorca . mesh
13
14 − Zelimo i zv eded i prv ih dvanajs t l a s t n i h v r edno s t i in l a s t n e ob l i k e
15 (Mayavi ) :
16
17 python moda l ana l i z a no s i l c a . py mreza nos i l c a . mesh −n 12 −−show
18
19 ”””
20 from f u t u r e import abso lu te impor t
21 import sys
22 import s i x
23 from s i x . moves import range
24 sys . path . append ( ’ . ’ )
25 from argparse import ArgumentParser , RawDescriptionHelpFormatter
26
27 import numpy as np
28 import s c ipy . spar s e . l i n a l g as s l a
29 import time
30 import s f epy . d i s c r e t e . fem . p e r i o d i c as per
31
32 from s f epy . base . base import a s s e r t , output , St ruct
33 from s f epy . d i s c r e t e import ( F ie ldVar iab l e , Mater ia l , I n t eg ra l ,
34 I n t e g r a l s , Equation , Equations , Problem )
35 from s f epy . d i s c r e t e . fem import Mesh , FEDomain , F i e ld
36 from s f epy . terms import Term
37 from s f epy . d i s c r e t e . c ond i t i on s import Condit ions , EssentialBC , PeriodicBC
38 from s f epy . mechanics . matcoefs import s t i f f n e s s f r om youngpo i s s on
39 from s f epy . d i s c r e t e . f un c t i on s import Function
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41 he lps = {
42 ’ bc k ind ’ :
43 ’ v r s ta robnih pogojev na spodn j i in zgo rn i povr s in i , ’
44 ’ eden izmed : prosto , konzolno [ d e f au l t : %(d e f au l t ) s ] ’ ,
45 ’ a x i s ’ :
46 ’ indeks o s i t e l e s a , na katerega se nanasasta spodnja in ’
47 ’ zgorn ja povrs ina ’
48 ’ to [ d e f au l t : %(d e f au l t ) s ] ’ ,
49 ’ o rder ’ : ’ s topn ja aproks imac i j e pomika [ d e f au l t : %(d e f au l t ) s ] ’ ,
50 ’ n e i g s ’ : ’ s t e v i l n o l a s t n i h vrednost i , k i naj bodo izracunane ’
51 ’ [ d e f au l t : %(d e f au l t ) s ] ’ ,
52 ’ i gno r e ’ : ’ s t e v i l o l a s t n i h vrednost i , k i j i h ze l imo i g n o r i r a t i ’ ,
53 ’ show ’ : ’ v i z u a l i z a c i j a r e z u l t a t a z orodjem Mayavi ’ ,
54 ’ wr i t e ’ : ’ z ap i s v r edno s t i v Exce l l datoteko ’
55 }
56
57 de f main ( ) :
58 # merjen je casa od zacetka i z v a j an j a programa do konca
59 s t a r t = time . c l o ck ( )
60
61 #De f i n i c i j a mate r i a ln ih l a s t n o s t i
62
63 #Utez i
64 young1 = 210000 #MPa
65 po i s son1 = 0 .3
66 dens i ty1 =7.85E−09 #t /mm3
67
68 #Y−pre i zkusanec
69 young2 = 73000 #MPa
70 po i s son2 = 0.33
71 dens i ty2 = 2.75E−09 #t /mm3
72
73
74 #Parser za l a z j e v r s en j e programa s ukazne v r s t i c e
75 par s e r = ArgumentParser ( d e s c r i p t i o n= doc ,
76 f o rma t t e r c l a s s=RawDescriptionHelpFormatter )
77 par s e r . add argument ( ’−−ve r s i on ’ , a c t i on=’ ve r s i on ’ , v e r s i on=’%(prog ) s ’
)
78 par s e r . add argument ( ’−a ’ , ’−−ax i s ’ , metavar=’ 0 , . . . , dim , or −1 ’ ,
79 type=int , a c t i on=’ s t o r e ’ , des t=’ ax i s ’ ,
80 de f au l t=−1, he lp=he lps [ ’ ax i s ’ ] )
81 par s e r . add argument ( ’−−order ’ , metavar=’ i n t ’ , type=int ,
82 ac t i on=’ s t o r e ’ , des t=’ order ’ ,
83 de f au l t =1, he lp=he lps [ ’ order ’ ] )
84 par s e r . add argument ( ’−n ’ , ’−−n−e i g s ’ , metavar=’ i n t ’ , type=int ,
85 ac t i on=’ s t o r e ’ , des t=’ n e i g s ’ ,
86 de f au l t =4, he lp=he lps [ ’ n e i g s ’ ] )
87 par s e r . add argument ( ’− i ’ , ’−−i gno r e ’ , metavar=’ i n t ’ , type=int ,
88 ac t i on=’ s t o r e ’ , des t=’ i gnore ’ ,
89 de f au l t=None , he lp=he lps [ ’ i gno r e ’ ] )
90 par s e r . add argument ( ’−−show ’ ,
91 ac t i on=” s t o r e t r u e ” , des t=’ show ’ ,
92 de f au l t=False , he lp=he lps [ ’ show ’ ] )
93 par s e r . add argument ( ’−−wr i t e ’ ,
94 ac t i on=” s t o r e t r u e ” , des t=’ wr i t e ’ ,
95 de f au l t=True , he lp=he lps [ ’ wr i t e ’ ] )
96 par s e r . add argument ( ’ f i l ename ’ , nargs=’ ? ’ , d e f au l t=None )
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97 opt ions = par s e r . p a r s e a r g s ( )
98
99 #Info rmat ivn i podatki , k i se nam i z p i s e j o v ukazni v r s t i c i
100 output ( ’ Uporab l j en i podatki : ’ )
101 output ( ” Modul e l a s t i c n o s t i u t e z i : ” , young1 )
102 output ( ” Poissonov k o l i c n i k u t e z i : ” , po i s son1 )
103 output ( ’ Gostota u t e z i : ’ , dens i ty1 )
104 output ( ” Modul e l a s t i c n o s t i modela : ” , young2 )
105 output ( ” Poissonov k o l i c n i k modela : ” , po i s son2 )
106 output ( ’ Gostota modela : ’ , dens i ty2 )
107 output ( ’ Stopnja aproks imac i j e pomika ’ , opt i ons . order )
108 output ( ’ Zahtevanih %d l a s t n i h v r ednos t i ’ % opt ions . n e i g s )
109 output ( ’Uporaba s o l v e r j a : ’ ’ s c i py . sparce . l i n a l g . e i g s ’ )
110
111 a s s e r t ( ( 0 . 0 < po i s son1 < 0 . 5 ) ,
112 ”Poissonov k o l i c n i k mora b i t i med ] 0 , 0 . 5 [ ! ” )
113 a s s e r t ( (0 < opt ions . order ) ,
114 ’ d i sp lacement approximation order must be at l e a s t 1 ! ’ )
115
116 #De f i n i c i j a mreze problema (mozna uporaba formatov : ∗ . vtk ,
117 # ∗ . h5 , ∗ . mesh , ∗ . node , ∗ . e l e ,
118 # ∗ . txt , ∗ . inp , ∗ . hmacsi i , ∗ . mesh3d , ∗ . bdf , ∗ . neu , ∗ .med)
119 f i l ename = opt ions . f i l ename
120 mreza = Mesh . f r om f i l e ( f i l ename )
121 dim = mreza . dim
122 dims = np . d i f f (mreza . get bounding box ( ) , ax i s=0)
123
124 output ( ’ os : ’ , opt i ons . ax i s )
125 a s s e r t ((−dim <= opt ions . ax i s < dim) , ’ neve l javna oznaka o s i ’ )
126
127 #De f i n i c i j a domene problema
128 domain = FEDomain( ’ domain ’ , mreza )
129
130
131 bbox = domain . get mesh bounding box ( )
132 min coor , max coor = bbox [ : , opt ions . ax i s ]
133 eps = 1e−8 ∗ ( max coor − min coor )
134 ax = ’ xyz ’ [ : dim ] [ opt i ons . ax i s ]
135
136 #Dolocanje r e g i j , k i bodo s l u z i l e d o l o c i t v i
137 # mater i a l a in robnih pogojev
138 omega = domain . c r e a t e r e g i o n ( ’Omega ’ , ’ a l l ’ ) #Celotna domena problema
139
140 #Regi je , k j e r bodo predp i s an i robni pogoj i , k i posnemajo vpe t j e
modela
141 f i x z = domain . c r e a t e r e g i o n ( ’Bottom ’ , ’ v e r t i c e s in (%s < %.10 f ) ’
142 % (ax , min coor + eps ) , ’ f a c e t ’ )
143 f i x x = domain . c r e a t e r e g i o n ( ’ f i x x ’ ,
144 ’ v e r t i c e s in ( z < −15.3) & (x < −4.99) ’ , ’ f a c e t ’ )
145 f i x y = domain . c r e a t e r e g i o n ( ’ f i x x ’ ,
146 ’ v e r t i c e s in ( z < −15.3) & (y < 0 . 111 ) ’ , ’ f a c e t ’ )
147
148 #Reg i j e za do locan j e mate r i a ln ih l a s t n o s t i in
149 # pe r i od i c n i h robnih pogojev
150 utez1 = domain . c r e a t e r e g i o n ( ’ utez1 ’ , ’ c e l l s o f group 2 ’ )
151 utez2 = domain . c r e a t e r e g i o n ( ’ utez2 ’ , ’ c e l l s o f group 3 ’ )
152 Y = domain . c r e a t e r e g i o n ( ’Y ’ , ’ c e l l s o f group 1 ’ )
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153 p r e s e k p rv i c = domain . c r e a t e r e g i o n ( ’ p r e s e k p rv i c ’ ,
154 ’ r .Y ∗v r . utez1 ’ , ’ f a c e t ’ )
155 pr e s ek d rug i c = domain . c r e a t e r e g i o n ( ’ p r e s ek d rug i c ’ ,
156 ’ r .Y ∗v r . utez2 ’ , ’ f a c e t ’ )
157
158 pr e s ek1 p rv i c = domain . c r e a t e r e g i o n ( ’ p r e s ek1 p rv i c ’ ,
159 ’ copy r . p r e s e k p rv i c ’ ,
160 ’ f a c e t ’ , ’Y ’ )
161 pr e s ek2 p rv i c = domain . c r e a t e r e g i o n ( ’ p r e s ek2 p rv i c ’ ,
162 ’ copy r . p r e s e k p rv i c ’ ,
163 ’ f a c e t ’ , ’ utez1 ’ )
164
165 pre s ek1 drug i c = domain . c r e a t e r e g i o n ( ’ p r e s ek1 drug i c ’ ,
166 ’ copy r . p r e s ek d rug i c ’ , ’ f a c e t ’ , ’Y ’ )
167 pre s ek2 drug i c = domain . c r e a t e r e g i o n ( ’ p r e s ek2 drug i c ’ ,
168 ’ copy r . p r e s ek d rug i c ’ , ’ f a c e t ’ , ’ utez2 ’ )
169
170 #De f i n i c i j a po l ja , k j e r bodo aproks imirane primarne spremen l j i vke
171 f i e l d = Fie ld . f rom args ( ’ fu ’ , np . f l o a t64 , ’ vec to r ’ , omega ,
172 approx order=opt ions . order )
173
174 #De f i n i r an j e neznane in t e s tn e spremen l j i vke
175 u = Fie ldVar i ab l e ( ’u ’ , ’ unknown ’ , f i e l d )
176 v = Fie ldVar i ab l e ( ’ v ’ , ’ t e s t ’ , f i e l d , primary var name=’u ’ )
177
178 #Togostni matr ik i za j e k l o in a lumin i j
179 mtx d1 = s t i f f n e s s f r om youngpo i s s on (dim , young1 , po i s son1 )
180 mtx d2 = s t i f f n e s s f r om youngpo i s s on (dim , young2 , po i s son2 )
181
182 #Mater ia lne l a s t n o s t i predpi sane za doloceno r e g i j o
183 l a s t = { ’D ’ : { ’ utez1 ’ : mtx d1 ,
184 ’ utez2 ’ : mtx d1 ,
185 ’Y ’ : mtx d2 } ,
186 ’ rho ’ : { ’ utez1 ’ : dens i ty1 ,
187 ’ utez2 ’ : dens i ty1 ,
188 ’Y ’ : dens i ty2 }}
189
190 # Shranjevanje vseh mate r i a ln ih l a s t n o s t i
191 m = Mater ia l ( ’m’ , va lue s=l a s t )
192
193 #De f i n i c i j a i n t e g r a l a
194 i n t e g r a l = In t e g r a l ( ’ i ’ , o rder=2∗opt ions . order )
195
196 #De f i n i r an j a enacbe problema
197 t1 = Term . new( ’ dw l i n e l a s t i c (m.D, v , u) ’ , i n t e g r a l ,
198 omega , m=m, v=v , u=u)
199 t2 = Term . new( ’ dw volume dot (m. rho , v , u ) ’ , i n t e g r a l ,
200 omega , m=m, v=v , u=u)
201 eq1 = Equation ( ’ s t i f f n e s s ’ , t1 )
202 eq2 = Equation ( ’mass ’ , t2 )
203 l h s e q s = Equations ( [ eq1 , eq2 ] )
204
205 pb = Problem ( ’modal ’ , equat ions=l h s e q s ) #Opisan c e l o t en problem
206
207 #Robni pogo j i vpe t j e
208 bc z = EssentialBC ( ’ bc z ’ , f i x z , { ’ u . a l l ’ : 0 . 0} )
209 bc x = EssentialBC ( ’ bc x ’ , f i x x , { ’ u . a l l ’ : 0 . 0} )
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210 bc y = EssentialBC ( ’ bc y ’ , f i x y , { ’ u . a l l ’ : 0 . 0} )
211
212
213 #Funkcija , k i bo poveza la r e g i j e i z r a z l i c n i h mater ia lov
214 bc match = Function ( ’ bc match ’ , per . match coors )
215
216 #Povezava r e g i j ( p e r i odn i c n i robni pogo j i )
217 s kupa j p rv i c = PeriodicBC ( ’ s kupa j p rv i c ’ ,
218 [ p r e s ek1 prv i c , p r e s ek2 p rv i c ] ,
219 do f s={ ’ u . a l l ’ : ’ u . a l l ’ } , match=bc match )
220 skupa j d rug i c = PeriodicBC ( ’ skupa j d rug i c ’ ,
221 [ p r e s ek1 drug i c , p r e s ek2 drug i c ] ,
222 do f s={ ’ u . a l l ’ : ’ u . a l l ’ } ,
223 match=bc match )
224
225 #Posodobitev vseh robnih pogojev
226 pb . t ime update ( ebcs=Condit ions ( [ bc z , bc x , bc y ] ) ,
227 epbcs=Condit ions ( [ skupa j prv i c , skupa j d rug i c ] ) )
228
229 pb . update mate r i a l s ( ) #Posodobitev mate r i a ln ih l a s t n o s t i
230
231 #Sestava togos tne in masne matrike oz d i s k r e t i z a c i j a
232 # numericnega modela .
233 mtx k = eq1 . eva luate (mode=’weak ’ , dw mode=’ matrix ’ ,
234 asm obj=pb . mtx a )
235 mtx m = mtx k . copy ( )
236 mtx m . data [ : ] = 0 .0
237 mtx m = eq2 . eva luate (mode=’weak ’ , dw mode=’ matrix ’ ,
238 asm obj=mtx m)
239
240 #Resevanje problema z uporabo s o l v e r j a s c ipy . sparce . l i n a l g . e i g s
241 t ry :
242 comp eigs , comp svecs = s l a . e i g s (mtx k ,
243 k=opt ions . n e i g s ,
244 M=mtx m , sigma=0, which=’LM’ )
245
246 except s l a . ArpackNoConvergence as ee :
247 comp eigs = ee . e i g enva lu e s
248 comp svecs = ee . e i g env e c t o r s
249 output ( ’ l e %d l a s t n i h v r edno s t i konve rg i r a l o ’ % len ( comp eigs ) )
250
251 output ( ’%d l a s t n i h v r edno s t i konve rg i r a l o ’ %
252 ( l en ( comp eigs ) ) )
253
254 #V nasem primeru imag inarn i de l povsod 0 , zato ga odstranimo
255 e i g s = comp eigs . r e a l
256 svec s = comp svecs . r e a l
257
258
259 #Izracun krozne f r ekvence in l a s t n i h f r ekvenc
260 omegas = np . sq r t ( e i g s )
261 f r e q s = omegas / (2 ∗ np . p i )
262
263 #I zp i s r e zu l t a t ov v ukaznem oknu
264 output ( ’ St . | l a s tna vrednost | krozna f rekvneca ’
265 ’ | f r ekvenca ’ )
266 f o r i i , e i g in enumerate ( e i g s ) :
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267 output ( ’%6d | %17.12 e | %17.12 e | %17.12 e ’
268 % ( i i + 1 , e ig , omegas [ i i ] , f r e q s [ i i ] ) )
269
270 # Oblikovanje t e r sh ran j evan j e l a s t n i h vek to r j ev
271 va r i a b l e s = pb . g e t v a r i a b l e s ( )
272
273 vecs = np . empty ( ( v a r i a b l e s . d i . ptr [−1] , svec s . shape [ 1 ] ) ,
274 dtype=np . f l o a t 6 4 )
275 f o r i i in range ( svec s . shape [ 1 ] ) :
276 vecs [ : , i i ] = va r i a b l e s . make fu l l v e c ( svec s [ : , i i ] )
277
278 # Eva luac i j a r e zu l t a t ov oz . i zd e l ava ∗ . vtk datoteke za v i z u a l i z a c i j o
279 out = {}
280 s t a t e = pb . c r e a t e s t a t e ( )
281 f o r i i in range ( e i g s . shape [ 0 ] ) :
282 s t a t e . s e t f u l l ( vecs [ : , i i ] )
283 aux = s t a t e . c r e a t e ou tpu t d i c t ( )
284 s t r a i n = pb . eva luate ( ’ e v cauchy s t r a i n . i .Omega(u) ’ ,
285 i n t e g r a l s=I n t e g r a l s ( [ i n t e g r a l ] ) ,
286 mode=’ e l avg ’ , verbose=False )
287 out [ ’u%03d ’ % i i ] = aux . popitem ( ) [ 1 ]
288 out [ ’ s t r a i n%03d ’ % i i ] = Struct (mode=’ c e l l ’ , data=s t r a i n )
289
290 pb . s a v e s t a t e ( ’ l a s t n e o b l i k e v z o r c a . vtk ’ , out=out )
291 pb . s a v e r e g i on s a s g r oup s ( ’ r e g i on s ’ )
292
293 end = time . c l o ck ( ) #Konec merjenja casa
294 output ( ’ Problem j e b i l r e s en v : ’ , ( end − s t a r t ) )
295
296
297 i f l en ( e i g s ) and opt ions . wr i t e :
298 # V primeru , da v r edno s t i konve rg i r a j o
299 # se r e z u l t a t i s h r an i j o v Exce l l datoteko
300 # Resou l t s . x l sx
301 import pandas
302 df = pandas . DataFrame ({ ’ Frekvenca ’ : f r eq s ,
303 ’ Krozna f rekvenca ’ : omegas ,
304 ’ Lastna vrednost ’ : e i g s } ,
305 columns=[ ’ Lastna vrednost ’ ,
306 ’ Krozna f rekvenca ’ ,
307 ’ Frekvenca ’ ] ,
308 index=np . arange (1 , l en ( f r e q s ) + 1) )
309 wr i t e r = pandas . ExcelWriter ( ’ Resu l t s . x l sx ’ ,
310 eng ine=’ x l s xw r i t e r ’ )
311 df . t o e x c e l ( wr i te r , sheet name=’Y model ’ ,
312 s tar t row=1, header=False )
313 workbook = wr i t e r . book
314 worksheet = wr i t e r . s h e e t s [ ’ Y model ’ ]
315 worksheet . set co lumn ( ’B:D ’ , 17)
316 worksheet . s e t row (0 , 30)
317 header format = workbook . add format ({
318 ’ bold ’ : True ,
319 ’ text wrap ’ : True ,
320 ’ v a l i gn ’ : ’ top ’ ,
321 ’ f g c o l o r ’ : ’#D7E4BC ’ ,
322 ’ border ’ : 1})
323 f o r col num , value in enumerate ( df . columns . va lue s ) :
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324 worksheet . wr i t e (0 , col num + 1 , value , header format )
325
326 ob l i ka = workbook . add format ({ ’ text wrap ’ : 1 ,
327 ’ v a l i gn ’ : ’ bottom ’ })
328 worksheet . set co lumn ( ’G:G’ ,25)
329 worksheet . wr i t e ( ’G1 ’ , ’ Problem j e b i l r e s en v : ’ , ob l i ka )
330 worksheet . wr i t e ( ’H1 ’ , ( end−s t a r t ) )
331 worksheet . wr i t e ( ’ I1 ’ , ’ s ’ )
332
333 wr i t e r . save ( )
334
335 i f l en ( e i g s ) and opt ions . show :
336 # Prikaz r e z u l t a t a z uporabo orodja Mayavi ,
337 # ce j e konve rg i r a l a v sa j ena r e s i t e v
338 from s f epy . po s tp roc e s s . v iewer import Viewer
339 from s f epy . po s tp roc e s s . doma in sp e c i f i c import DomainSpec i f i cPlot
340
341 s c a l i n g = 0 .1 ∗ dims .max( ) / np . abs ( vecs ) .max( )
342
343 ds = {}
344 f o r i i in range ( e i g s . shape [ 0 ] ) :
345 pd = DomainSpec i f i cPlot ( ’ p l o t d i sp l a c ement s ’ ,
346 [ ’ r e l s c a l i n g=%s ’ % sca l i ng ,
347 ’ c o l o r k i nd=”t en so r s ” ’ ,
348 ’ co lor name=”s t r a i n%03d” ’ % i i ] )
349 ds [ ’u%03d ’ % i i ] = pd
350
351 view = Viewer ( ’ l a s t n e o b l i k e v z o r c a . vtk ’ )
352 view ( doma in sp e c i f i c=ds , only names=sor t ed ( ds . keys ( ) ) ,
353 i s s c a l a r b a r=False , i s w i r e f r ame=True )
354
355
356 i f name == ’ ma in ’ :
357 main ( )
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