PDF Text Extraction by Kubík, Petr
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVE´ GRAFIKY A MULTIME´DII´
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER GRAPHICS AND MULTIMEDIA
EXTRAKCE TEXTU Z PDF
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE PETR KUBI´K
AUTHOR
BRNO 2010
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVE´ GRAFIKY A MULTIME´DII´
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER GRAPHICS AND MULTIMEDIA
EXTRAKCE TEXTU Z PDF
PDF TEXT EXTRACTION
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE PETR KUBI´K
AUTHOR
VEDOUCI´ PRA´CE Ing. MAREK SCHMIDT, Ph.D.
SUPERVISOR
BRNO 2010
Abstrakt
Práce se zabývá extrakcí textu z dokumentu PDF, obsahující především vícesloupcový text.
Je zde popsána struktura PDF a rozbor získání textu z PDF. Práce se dále zaměřuje na
návrh a implementaci algoritmu vylepšujicí extrakci textu.
Abstract
Bachelor’s thesis is concerned with text extraction from PDF dokument which contains
mainly multi-column text. There’s a description of PDF structure and analysis of text ex-
traction from PDF document. Thesis is focused on suggestion of algorithm’s implementation
of improving text extraction.
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Kapitola 1
Úvod
Tato práce pojednává především o formátu PDF a jeho následném zpracováním příslušnými
existujícími knihovnami. Hlavním cílem práce je vypořádat se s dokumenty ve formátu PDF,
obsahující vícesloupcový text, pomocí implementovaného nástroje či dostupného nástroje
pro práci s formátem PDF.
PDF má tu výhodu, že je nezávislý na platformě a slouží především k ukládání doku-
mentů. Tyto dokumenty vznikají většinou exportem otevřených dokumentů, jako je doc,
odt, či z latexu. Takto vytvořený PDF dokument se většinou už dále neupravuje, protože
je to víceméně obtížné, než když vytváříme dokument v nějakém textovém editoru a ná-
sledně jej exportujeme do PDF. Horší je to v případě, pokud nemáme k samotnému PDF
dokumentu k dispozici otevřený dokument v jiném formátu, jak bylo řečeno výše a chceme
z PDF dokumentu získat určitý text, se kterým dále potřebujeme pracovat. K tomuto účelu
můžeme sáhnout po nástrojích určených k extrakci samotného textu z PDF.
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Kapitola 2
Popis problému
Nástrojů určených k extrakci textu v dnešní době existuje celá řada, ačkoliv ne všechny
pracují spolehlivě se všemi dokumenty s jakýmkoliv textem. Pro extrakci jednoduchého
textu z dokumentu nám jistě postačí nějaký existující nástroj, který toto umožnuje a také
správně extrahuje.
Problém s formátem PDF nastává ve chvíli, kdy z něj chceme extrahovat text, který
je složitější. Prvním problémem, o kterém se zmíním později, je extrakce se správnou dia-
kritikou, kdy dokument obsahuje diakritické znaky. Druhý problém nastává ve chvíli, kdy
extrahujeme text, který je ve formátu PDF ve více sloupcích. Problém spočívá v tom, že
při běžné extrakci díky existujícím nástrojům se špatně pochopí tok textu a vznikne tak
text, který na sebe logicky nenavazuje.
2.1 Motivace
Hlavní motivací je extrakce textu především z vědeckých článků a pro další potřebu při
práci s textem. Prioritou při extrakci je, aby byl dodržen logický tok textu ve článku, kde
je text složen z více sloupců. Pokud je toto dodrženo, může se dále s extrahovaným textem
pracovat, aniž by byl článek znehodnocen a samotný text bude dávat smysl.
2.2 Specifikace cíle
Cílem práce je vytvořit heuristiku, nástroj nebo modifikovat již existující nástroj, který
povede k lepším výsledkům, než kterých dosahují dnešní dostupné nástroje. K vytvoření
takového nástroje či pozměnění je tedy možno používat všechny dostupné knihovny, které
existují. V důsledku toho se tedy budu zaměřovat na nástroje a knihovny, které jsou volně
k dispozici.
V další části se tedy seznámíme s některými dostupnými knihovnami, které se budou
pro tento účel hodit nejlépe. Dále proberu základní strukturu PDF dokumentu s tím, že
nejvíce potřebné části budou probrány podrobněji než ostatní.
2.3 Existující knihovny a nástroje
Jak již bylo řečeno, nástrojů jako takových, které umožňují extrakci je celá řada. Ale vzhle-
dem k požadavku volně dostupných knihoven jsem vybral jen ty nejzajímavější, které se pro
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tento účel hodí, některé z nich mi byly doporučeny vedoucím práce. Následoval test vybra-
ných knihoven z hlediska toho, jak si nástroje poradily s vícesloupcovým textem. Dále jsem
zjištoval možnosti různých funkcí, jak umožnují provádět extrakci. Potom jsem se zaměřil
na bod, v jakém programovacím jazyku je knihovna vyvíjena.
Z nabízených knihoven jsem vybral následující knihovny, které jsem shledal jako nej-
vhodnější. A to zejména poppler, gnupdf, PDFBox. Základní srovnání najdete v tabulce
2.3 na straně 10.
2.3.1 Poppler
Knihovna poppler je svobodná softwarová knihovna určená ke zpracování PDF dokumentů.
Byla založena na kódech Xpdf verze 3.0. Proto se dále budu zabývat knihovnou poppler,
konkrétně verzí 0.12.4, jelikož knihovna byla vytvořena za účelem zjednodušení [1].
Knihovna je napsána v jazyce C++. Nabízí širokou škálu nástrojů ke zpracování PDF
dokumentu. Nejvíce nás bude zajímat nástroj pdftotext, který slouží k extrakci textu.
Tento nástroj je velice spolehlivý, podporuje více funkcí pro určení daného výstupu.
Poradí si s jednoduchým PDF dokumentem. Při extrakci vícesloupcového textu, ale v něk-
terých případech nezvládá zpracování.
2.3.2 PDFBox
PDFBox je další svobodná softwarová PDF knihovna pro práci s PDF dokumenty. Pod-
poruje jak vytváření dokumentů, tak manipulaci s dokumenty. Pro nás podstatná funkce
je schopnost získat obsah z PDF dokumentů. Je vyvíjená v jazyce Java. Poskytuje HTML
dokumentaci a také příklady použití [5].
K testovaní jsem použil verzi 0.7.3 a nástroj ExtractText.
2.3.3 GNUpdf
Tato knihovna pochází z projektu Free Software Foundation. Cílem projektu je vytvořit
sadu svobodných knihoven a programů pro manipulaci se soubory PDF. Ačkoliv plány
vypadají dobře, tak dokončení je daleko. V současné době probíhá samotný vývoj knihovny
a není implementován žádný nástroj. K této práci by samotná knihovna mohla posloužit
pouze v samotných hlavičkových souborech, které by se daly použít, ale kterých není v tuto
chvíli velmi mnoho [2].
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2.4 Parametry testovaných nástrojů
Zde shrnu parametry nástroje pdftotext z knihovny Poppler a nástroje ExtractText z knihovny
PDFBox, které měly vliv na výstup. Knihovna GNUpdf v současné době neobsahuje pou-
žitelný nástroj, proto jsem se knihovnou dále nezabýval. Srovnání parametrů nástroje pdf-
totext tabulka 2.1, nástroje ExtractText tabulka 2.2.
Poppler
Parametr Ovlivnění výstupu
-raw Snaží se zachovat sled textu. V podstatě extrahuje každý řádek doku-
mentu bez jakéhokoli formátování. Pouze každý řádek na konci zalomí.
Velice vhodné při extrakci vícesloupcového textu, kdy chceme zachovat
tok textu, ale vygenerovaný text není převeden na lineární, jak bychom
potřebovali. U dokumentů, obsahující diakritiku, rozkládá písmena na
dva znaky, přičemž diakritický znak na konkrétním řádku zapíše buď
vpravo nebo vlevo od samotného písmene.
-layout Snaží se zachovat původní formátování PDF dokumentu. U článků s ví-
cesloupcovým textem zachovává pozice. U dokumentů, obsahující diakri-
tiku, je písmeno rozdělené na dva znaky (znak a diakritické znaménko),
přičemž toto znaménko je rozházené nerovnoměrně na řádku nebo i pod
řádkem.
-htmlmeta Vygeneruje HTML dokument. Přidá pouze navíc hlavičku HTML do-
kumentu, ale obsah vygeneruje stejně jako v případě použití parametru
-raw.
— Snaží se text převést na lineární text. Bohužel u některých dokumentů
není dodržen spravný tok textu. U písmene s diakritikou zobrazuje pouze
diakritické znaménka a samotná písmena na konci řádku.
Tabulka 2.1: Srovnaní parametrů nástroje pdftotext
PDFBox
Parametr Ovlivnění výstupu
— Snaží se zachovat sled textu stejným způsobem, jak pdftotext s para-
metrem -raw. Problémy s diakritikou vznikají, tam kde je diakritické
znaménko nebo písmeno zastoupeno otazníkem.
-html Výstupní soubor má HTML strukturu. Je tedy přidána hlavička a for-
mátovací elementy HTML. Obdoba parametru -raw u pdftotext. Roz-
díl je, že speciální symboly nebo diakritické znaménka vygeneruje ve
speciálním zápisu &#xxx, kde xxx je příslušný kód znaku. U písmen
s diakritikou následuje ihned tento zápis.
Tabulka 2.2: Srovnaní parametrů nástroje ExtractText
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2.4.1 Ukázky
Následují jednotlivé ukázky, jak si poradily nástroje pdftotext a ExtractText s PDF do-
kumentem. Nejprve originální text PDF dokumentu obrázek 2.1, extrahovaný text pomocí
pdftotext obrázek 2.2, pomocí pdftotext s parametrem -raw obrázek 2.3, extrahovaný text
pomocí ExtractText obrázek 2.4, pomocí ExtractText s parametrem -html obrázek 2.5.
Obrázek 2.1: Originální text v PDF dokumentu
Obrázek 2.2: Extrahovaný text pomocí pdftotext
Obrázek 2.3: Extrahovaný text pomocí pdftotext s parametrem -raw
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Obrázek 2.4: Extrahovaný text pomocí ExtractText
Obrázek 2.5: Extrahovaný text pomocí ExtractText s parametrem -html
2.5 Srovnání knihoven
Pro přehlednost uvádím základní srovnání uvedených knihoven poppler, gnupdf, PDF-
Box, které můžete vidět v tabulce 2.3.
Jméno
knihovny
poppler PDFBox GNUpdf
Licence GPL BSD Licence GPL
Programovací
jazyk
C++ Java C++
Funkce pdftotext ExtractText pouze
knihovna
Nedostatky nedostatečná
dokumentace
rozpracované
pouze
knihovny
Klady dokumentace dokumentace
Tabulka 2.3: Srovnání knihoven
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Kapitola 3
Teoretická část
V teoretické části popíšu formát PDF, jeho základní objekty, strukturu souboru a strukturu
dokumentu.
3.1 Formát PDF
Portable Document Format (ve zkratce PDF a dále už jen PDF) znamená v překladu
přenosný formát dokumentů. Je to souborový formát, vyvinutý firmou Adobe pro ukládání
dokumentů nezávisle na softwaru i hardwaru, na kterém byly pořízeny. Soubor typu PDF
může obsahovat text i obrázky, přičemž tento formát zajišťuje, že se libovolný dokument
na všech zařízeních zobrazí stejně. Dokumenty ve formátu PDF jsou proto vhodné pro
uchovávání multimediálních dokumentů. Vytvářet PDF dokumenty lze jak v Acrobatu od
Adobe, tak v dalších programech (často však pouze jako export do PDF). PDF soubory
mají příponu .pdf, popřípadě .PDF.
Formát PDF je odvozen z PostScriptu. Zachovává si všechny jeho výhody. Nejdůležitější
je tedy nezávislost na platformě. Navíc je lépe strukturován, obsahuje více objektů a je
vhodný pro elektronické publikování na Internetu. Díky možnostem použití účinné komprese
je velikost souborů PDF menší než velikost stejného souboru v PostScriptu. Tyto informace
byly převzaty z [7].
Formát PDF se skládá ze čtyř hlavních částí, které dokument obsahuje:
• popisu objektů dokumentu - až na několik výjimek jsou shodné s datovými objekty
v PostScriptu
• popisu struktury souboru - zde je popsáno, jak jsou objekty v PDF souboru uloženy,
jakým způsobem se k nim přistupuje a jak se aktualizují
• popisu struktury dokumentu - zde je popsán způsob, jakým se mají v dokumentu
reprezentovat objekty (stránky, odkazy, fonty)
• popisu stránky - je nezávislý na předchozích částech
3.2 Stručné srovnání s některými formáty
3.2.1 HTML
Ze srovnání formátu PDF a původního internetového formátu HTML vyplývá, že formát
PDF je vhodné používat tam, kde záleží na přesném vzhledu dokumentu. HTML formát
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mohou jednotlivé prohlížeče interpretovat někdy značně rozdílně.
3.2.2 Postscript
Formát PDF využívá k reprezentaci dokumentu stejné techniky jako PostScript. Objekty
dokumentu jsou postupně vykreslovány na určené pozice. Takto jsou zobrazována jednot-
livá písmena textu, křivky i obrázky dokumentu. Každý objekt může být zobrazen jinou
barvou a může být ohraničen (ořezán) jiným objektem. Hlavním rozdílem mezi PDF a Po-
stScriptem je skutečnost, že PDF není programovací jazyk a neobsahuje proto procedury
a dokonce ani proměnné. Formát PDF definuje operátory plně nahrazující možnosti pro-
cedur, které s sebou přinášejí rychlejší zobrazování PDF dokumentů. Prováděné operace
totiž nejsou interpretovány pomocí kódu v PDF souboru, ale jsou vykonávány přímo PDF
prohlížečem, ve kterém je jejich kód optimalizován na nejvyšší možnou míru. S absencí pro-
cedur a proměnných v kódu PDF dokumentu souvisí také efektivnější vyhledávání textu
v dokumentu. Formát PDF je podobný PostScriptu, je výhodné tisknout dokumenty PDF
na PostScriptové tiskárně (ovšem ne přímo, ale z PDF prohlížeče). Tímto způsobem tisku
se dosáhne lepší kvality vzhledu výsledného dokumentu. Informace byly převzaty z [4].
3.3 Objekty
PDF dokument obsahuje několik typů objektů z nichž nejdůležitější jsou:
• Logické hodnoty true nebo false (boolean)
• Čísla (number)
• Řetězce (string)
• Jména (name)
• Pole (array)
• Slovníky (dictionary)
• Proudy (stream)
• Prázdné objekty (null)
Objekty mohou být dále pojmenovány. To má výhodu v tom, že na tyto objekty je
pak možné se odkazovat a ty se potom nazývají jako objekty nepřímé (indirect object).
Informace jsou převzaty z [3].
3.3.1 Logické hodnoty
Nabývájí pouze dvou hodnot. A to hodnot true nebo false. Mohou být použity jako hod-
noty polí (array) nebo slovníku (dictionary) v PDF dokumentech.
3.3.2 Čísla
Čísla neboli number jsou buď celá (integer) nebo reálná (real) čísla.
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3.3.3 Řetězce
Řetězce mohou být zapsány dvěma způsoby a to:
• Literálně - kde jsou znaky, text uzavřeny mezi kulaté závorky (). Např.
(Toto je řetězec)
• Hexadecimálně - text se zapisuje pomocí dvou šestnáctkových čísel, kde každá dvojice
čísel reprezentuje jeden znak. Např.
<4E6F762073686D6F7A206B6120706F702E>
3.3.4 Jména
Tento objekt začíná lomítkem (/). Poté následuje samotné jméno objektu. Jméno nesmí
obsahovat žádné bílé znaky. Příklad objektu:
/Jmeno
3.3.5 Pole
Pole je složeno z několika objektů, kde každý objekt může být jiný. Objekty se uzavírají
mezi hranaté závorky []. PDF podporuje jedno dimenziální pole, ale pro konstrukci více
dimenziálních polí se musí vložit objekty, které umožní podporu více dimenziálních polí.
Příklad vypadá následovně:
[345 2,65 true (Toto je retezec) /Jmeno]
3.3.6 Slovníky
Slovník je tvořen dvojicemi objektů, z nichž první je klíč a druhý hodnota. Klíč je tvořen
jako PDF jméno a hodnota, pak může nabývat libovolného objektu. Definice slovníku začíná
značkou << a končí značkou >>. Mezi těmito dvěma značkami jsou poté uvedeny dvojice
objektů. Příklad slovníku, který je převzat z [3] může vypadat takto:
<< /Type /Example
/Subtype /DictionaryExample
/Version 0.01http://archiv.nova.cz//multimedia/ulice-1753-1754-dil.html
/IntegerItem 12
/StringItem (a string)
/Subdictionary << /Item1 0.4
/Item2 true
/LastItem (not!)
/VeryLastItem (OK)
>>
>>
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3.3.7 Proudy
Proudy neboli streamy jsou tvořeny sekvencemi jednotlivých znaků, tak jako u řetězců.
Rozdíl je pouze v tom, že ze streamu lze přečíst pouze část dat, zatímco řetězec je přečten
celý najednou. Touto vlastností se stream hodí pro uložení většího množství dat jako jsou
např. obrázky. Tyto data mohou být následně komprimována pro větší úsporu dat. Stream
obsahuje nejprve slovník a poté začíná klíčovým slovem stream a končí endstream. Pří-
klad:
dictionary
stream
... Zde nasleduje samotny obsah streamu ...
endstream
3.3.8 Prázdné objekty
Mohou nabývat pouze hodnoty null. Uvedením této hodnoty se sděluje, že objekt neexistuje.
3.3.9 Nepřímé objekty
Jakýkoliv objekt v PDF dokumentu může být pojmenován, čímž vznikne nepřímý objekt.
Každý takový objekt má jedinečný identifikátor, kterým se na tento objekt může odkazovat
z jiných objektů. Identifikátor se skládá ze dvou čísel, kde první označuje číslo objektu
a druhé označuje generaci. Sled pořádí objektů je většinou postupný, ale nemusí tomu tak
vůbec být a začíná se číslovat od 1 a generace je standartně nastavena na 0.
12 0 obj
... obsah objektu ...
endobj
Jak jde vidět objekt se ještě skládá z klíčového slova obj a endobj. Pokud se chceme na
tento objekt odkázat z jiného objektu, použijeme následující zápis:
12 0 R
Odkaz na objekt zajištuje vlastní číslo objektu, generace a speciální klíčové slovo R.
3.4 Struktura souboru
Popis struktury souboru zde bude uveden stručněji. Úplný popis struktury souboru je uve-
den v referenční příručce [3]. Soubor PDF je složen ze čtyř základních částí:
• hlavičky (header),
• těla (body),
• tabulky křížových odkazů (cross-reference table),
• paty (trailer).
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3.4.1 Hlavička
První řádek souboru oznamuje pouze použitou verzi PDF. Tedy například pokud je doku-
ment ve verzi formatu PDF. 1.4 bude mít na prvním řádku:
\% PDF-1.4
3.4.2 Tělo
Obsahuje posloupnost objektů, z nichž je PDF dokument tvořen. Jak již bylo řečeno, objekty
je dovoleno pojmenovat, pak je možné se na ně odkazovat z jiných objektů. Tělo se skládá
ze sledu nepřímých objektů, ty představují samotný obsah, který je viditelný na stránce
dokumentu.
3.4.3 Tabulka křížových odkazů
Tabulka obsahuje informace, které umožňují rychlý přístup k nepřímým objektům v sou-
boru.
3.4.4 Pata
Je poslední částí souboru PDF. Slouží k rychlému nalezení tabulky křížových odkazů a něk-
terých důležitých objektů v dokumentu.
3.5 Struktura dokumentu
PDF dokument je tvořen stromovou strukturou. Pro přehlednost si zde stručně představíme
základní objekty Stromové struktury.
Základním uzlem celého dokumentu je objekt Katalog. Jedná se o objekt typu slovník,
který dále obsahuje odkazy na stromovou strukturu stránek dokumentu.
Dalším objektem je strom stránek. Ten obsahuje všechny stránky v dokumentu. Je
tvořen nepřímými objekty, které odkazují na jednotlivé stránky. Dalším objektem je stránka.
Objekt stránka popisuje vlastní vzhled jedné strany dokumentu. Jedná se o slovník, jehož
klíčové položky odkazují na text, grafiku a obrázky.
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Kapitola 4
Analýza
Analýza nejvíce spočívá rozborem objektu stránka a především jeho důležité položky, které
určují vzhled stránky. Dále k analýze originálního dokumentu a jeho výstupem. Extrakce
originálního dokumentu proběhne pomocí nástroje pdftotext z knihovny poppler. Knihovnu
poppler jsem si také zvolil pro implementaci vylepšující extrakci textu, proto budu v dalších
kapitolách vycházet z této knihovny a nástroje pdftotext.
4.1 Objekt stránka
Objekt stránka vystupuje jako list ve stromu stránek. Jedná se o nepřímý objekt typu
slovník, jak již bylo výše uvedeno. V tomto slovníku je několik položek důležitých k zobrazení
jednotlivých částí dokumentu. Informace převzaty z [3].
• Type - Položka je vždy vyžadována. Sděluje nám, o jaký objekt se jedná. Hodnota je
vždy Page.
• Parent - Položka, která určuje předchůdce, tedy odkazuje na objekt strom stránek.
• MediaBox - Určuje rozvržení velikosti stránky.
• Resources - Obsahuje seznam zdrojů fontů a barev, které stránka využívá.
• Rotate - Určuje natočení stránky při zobrazování. Implicitní hodnota je devadesát
stupňů.
• Contents - Popisuje obsah stránky.
4.2 Contents
Je velice důležitou položkou. Odkazuje na objekty, které vytváří vzhled stránky. Objekt
může být text, obrázek nebo jakýkoliv tvar složený z rovných čar, obdélníků a křivek. Nás
bude zajímat textový obsah. Položka Contents odkazuje na nepřímý objekt, který obsahuje
slovník a stream. Slovník určuje délku streamu a také použitý filter, který kóduje stream.
Stream dále obsahuje operátory, které zajišťují zobrazení veškerého textového obsahu.
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4.3 Reprezentace textu
Veškerý text ve streamu, na který odkazuje položka Contents, je reprezentován jako textový
objekt. Textový objekt je řízen různými operátory, které určují, co se s daným textem stane.
Informace převzaty z [3].
4.3.1 Operátory označující textový objekt
Každý textový objekt je ohraničen dvěma operátory. Jaké to jsou vidíme v tabulce 4.1.
Operandy Operátor Popis
— BT Oznamuje začatek textového objektu
— ET Oznamuje konec textového objektu
Tabulka 4.1: Operátory označující textový objekt
4.3.2 Pozicové operátory
Operátory nám umožňují umísťovat text na jakékoliv místo v dokumentu. Běžně tedy k pře-
chodu na nový řádek, vynechání řádku, umísťování textových nadpisů, zkrátka podle po-
třeby. Seznam je uveden v tabulce 4.2.
Operandy Operátor Popis
tx ty Td Posouvá začátek dalšího textu
tx ty TD Posouvá začátek dalšího textu a nastavuje
mezery mezi řádky
a b c d e f Tm Nastaví se matice pro text a jeho následný
posun
— T* Posouvá začátek dalšího textu na další řá-
dek
Tabulka 4.2: Pozicové operátory
4.3.3 Operátory zobrazující text
Operátory zobrazující text na stránce. Pracují se samotnými řetězci. Pro zobrazení těchto
řetězců existuje několik možností tabulka 4.3.
Než si ukážeme konkrétní příklad, uvedu ještě operátory stavu textu.
4.3.4 Operátory stavu textu
Zde uvádím jeden z operátorů, který ovlivňuje stav textu. Tabulka 4.4.
4.3.5 Příklad textového objektu
5 0 obj % nepřímý objekt
<<
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Operandy Operátor Popis
řetězec Tj Zobrazí textový řetězec
řetězec ’ Posouvá začátek dalšího textu na další řá-
dek a zobrazí text
aw ac ” Posouvá začátek dalšího textu na další řá-
dek a nastaví mezery mezi písmeny, slovy
a zobrazí text
pole řetězců TJ Obsahuje pole textových řetězců a každý
řetězec má určenou pozici, poté se zobrází
text
Tabulka 4.3: Operátory zobrazující text
Operandy Operátor Popis
font velikost Tf Nastaví vybraný font pomocí operandu
font (většinou odkaz na nepřímý objekt)
a velikost následujícího textu
Tabulka 4.4: Operátory stavu textu
/Length 44 % velikost streamu neboli obsahu
>>
stream
BT % začátek textového objektu
70 100 TD
/F1 12 Tf
(Hello, world!) Tj
ET % konec textového objektu
endstream
endobj
Velice jednoduchý příklad textového objektu. Nejprve je uvedena velikost streamu ve
slovníku, poté začíná samotný textový objekt. Dále je použit operátor TD pro určení pozice
následujícího textu, nástavení velikosti fontu operátorem Tf a následuje samotné zobrazení
řetězce operátorem Tj.
4.4 Získání textu z PDF
Získání samotného obsahu streamu není jednoduchá záležitost. Jelikož text není tvořen
souvisle, ale většinou je rozdělen na části a pozicován různými operátory, je potřeba použít
nástroj, který načte celou strukturu PDF souboru a poté uloží jednotlivé objekty. Při tomto
kroku se musí také dekódovat jednotlivé části PDF dokumentu. Hlavně streamy bývají
téměř vždy kódované určitým filtrem, například FlateDecode, který kóduje stream pomocí
zlib/deflate komprese.
K tomuto účelu jsem vybral a použil knihovnu poppler, která obsahuje jednotlivé třídy,
pomocí nichž můžeme zpracovat jakýkoliv PDF soubor.
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Celá knihovna poppler se skládá z několika tříd. Každá třída pokaždé řeší problém na
různé úrovni. Vzhledem k tomu, že je to tedy rozsáhlý projekt, nebudu zde vyjmenovávat
celý cyklus průběhu zpracování dokumentu a co každá třída právě řeší.
Podrobněji se budu zabývat pouze třídami, které obsahuje soubor TextOutputDev.cc.
Tento soubor obsahuje třídy, zabývájící se zpracováním všech textových údajů a jejich
následný výstup do textového souboru.
4.5 Originální dokument a výstup
Při srovnání originálního dokumentu a jeho následného výstupu, vygenerováného nástrojem
pdftotext, se vyskytoval problém s nesprávným tokem textu na výstupu, který je zřejmý na
obrázcích 2.1, 2.2 na straně 9. Proč se to tak děje, nám řekne více soubor TextOutputDev.cc
a třídy v něm obsažené, zvláště metoda coalesce ve třídě TextPage. V této metodě probíhá
přiřazování získaného textu do příslušných oddílů a následné řazení. Oddíly jsou řádky,
bloky, toky. Každý tok obsahuje bloky a bloky obsahují řádky. Mezi sebou se řadí jednot-
livé bloky podle souřadnice x a y a poté se přidávají do jednotlivých toků. Problém je, že
tyto toky se vypisují postupně také podle pozice a může vzniknout, že ne vždy se seřadí,
tak jak by měly jít správně v PDF dokumentu.
Rozdílné to je při použití nástroje pdftotext s parametrem -raw na obrázku 2.3 na
straně 9, kde je dodržena posloupnost textu, ale je ztraceno veškeré formátování. Toto je
dáno tím, že pdftotext vygeneruje text na výstup tak, jak jej přečetl na vstupu a formá-
továním se nezatěžuje. Z pohledu dodržení správné posloupnosti je tento postup ideální
a jako vylepšení by se dalo navrhnout určité formátování.
4.6 Problém s diakritikou
Na obrázcích 2.2, 2.3 na straně 9 si můžeme všimnout, že ani jedna možnost nevygenerovala
text se správnou diakritikou, kdy je písmeno rozděleno na dva znaky (písmeno a diakritické
znaménko). V prvním případě obrázek 2.2 je to o to horší, že pdftotext jednotlivá písmena
sází až na konci řádku.
V druhém případě na obrázeku 2.3 je písmeno a diakritické znaménko hned vedle sebe.
Někdy je diakritické znaménko vlevo nebo vpravo od písmene, ale na celém jednom řádku
je použita pouze jedna možnost, ne však v celém dokumentu. V této možnosti by se text
a diakritická znaménka daly opravit případným skriptem. Jak by se to dalo řešit, uvedu
v návrhu.
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Kapitola 5
Návrh
V této kapitole nastíním možné postupy a jejich úskalí. Také uvedu možné řešení problémů,
se kterými jsem se setkal při zpracování.
5.1 Řešení správného toku textu
Pro zajištění správného toku textu ve více sloupcích tak, aby na výstupu text logicky na
sebe navazoval, se jeví dvě možná řešení:
1. Načtené textové objekty seřadit podle jednotlivých pozic těchto objektů.
2. Zachování pořadí textových objektů, které stream obsahuje, stejné jak při načítání
tak i při generování na výstup.
Oba tyto přístupy jsou už z části realizované v souboru TextOutputDev.cc. Problémem je,
že jsou pro tento případ nevhodné, proto potřebuji vybraný postup lépe modifikovat.
U návrhu (1) jsem postupoval následovně: Nejprve postupným načítaním textových ob-
jektů ze streamu a jejich začleňování do slov, kde každý textový objekt je určen operátorem
TJ nebo Tj a je načítán jednotlivě a taktéž káždý znak. Toto je důležité, protože každý
znak uchovává informaci o souřadnici x a y, tedy o své přesné pozici. K tomuto ještě mám
k dispozici informaci o šířce a výšce znaku. Z každého takového znaku se tvoří postupně
slova podle toho, jak je objekt reprezentován operátorem TJ, Tj a podle daných mezer
mezi znaky, kde se pozná, jestli končí slovo nebo stále pokračuje.
Jakmile jsou načtené všechny znaky ze streamu a vytvořené z jednotlivých znaků slova,
může se pokračovat dále. Každé slovo i znak, uchovává informace o minimální a maximální
souřadnici x a y a také informace o použitém fontu. Z použitého fontu také zjistím velikost
aktuálního slova.
Dále roztřídím všechny načtená slova v poli podle pozic x a y. To znamená, že se bude
postupovat pěkně od začátku aktuální stránky a po řádcích až do konce aktuální stránky.
Takto rozeznám, které slovo je výše či níže a také, které je více vlevo či vpravo. Po tomto
kroku přijde zařazování slov do jednotlivých oddílů:
• proudů (flow),
• bloků (block),
• řádků (line).
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Jednotlivé znaky, jak jsou v originálním dokumentu, se podle souřadnice x rozdělí do řádků.
Dále do jednotlivých bloků a proudů. Poté se všechny načtené bloky rozřadí podle pozic
a následně se takto seřazené mohou poslat na výstup.
Problém nastavá v tom, že ne vždy jsou bloky seřazeny tak, jak mají jít za sebou. To je
největší problém této metody. Ačkoliv seřazení všech textových oddílů se jeví jako nejvíce
logické, nemusí se vždy jednat o správnou variantu, protože ne vždy se rozezná, jestli jsou
bloky rozřazeny opravdu správně.
Rozvržením dokumentu na jednotlivé části, logické oddíly a jejich analyzování se zabývá
také tato technická zpráva [6]. Jde o geometrické a logické uspořádání, rozvržení stránky,
kde jsou popsány různé techniky, které se využívájí při automatickém čtení textů, například
u OCR systémů.
Návrh (2) je založen na zachování pořadí textových objektů ve streamu. Nejprve by
se načetly všechny textové objekty ve streamu. Z jednotlivých znaků by se vytvořily slova.
Poté by se už načtené slova vůbec neřadily. Mohly by se maximálně rozdělit do jednotlivých
oddílů.
Tento způsob je podstatně jednodušší, protože by nedocházelo přímo k řazení jednot-
livých slov podle pozic, jakou mají na aktuální stránce. Na druhou stranu mi přijde spo-
lehlivější v tom, že se zachová pořadí textových objektů, jak jdou logicky v originálním
dokumentu. Proto nevznikne případ, že text na sebe nebude logicky navazovat.
Samozřejmě i tento postup má své nevýhody. Problém může nastat například, když
záhlaví a zápatí jsou ve streamu uloženy hned po sobě, jen posunuté na příslušnou pozici
na stránce. To způsobí, že záhlaví a zapatí budou vygenerovány na výstup ihned po sobě,
protože tak byly načteny. Přesto se mi to pro více sloupcové PDF dokumenty zdá vhodnější
z hlediska udržení samotného a správného obsahu. Proto jsem se rozhodl tento postup
implementovat.
5.2 Formátování výstupu
Po vybraném postupu dále s tímto souvisí samotné formátování, které obsahuje přede-
vším rozeznání odstavců, tedy bloku od případných nadpisů, které se jeví také jako bloky
a dále rozdělění jednotlivých slov mezerou. Zde bych chtěl uvést návrh tohoto formátování.
K rozeznání, jestli odstavec končí nebo pokračuje, potřebujeme následující:
• y souřadnici aktuálního a následujícího slova - respektive jejich základ, jelikož máme
ještě informace o maximální a minimální souřadnici y, je třeba mít k dispozici samotný
základ souřadnice x a y,
• velikost fontu aktuálního a následujícího slova,
• maximální poměr mezery mezi řádky.
Všechny tyto informace máme uložené v souboruTextOutputDev.cc ve ve třídě TextWord:
• xMin, xMax - minimální a maximální souřadnice x aktuálního slova,
• yMin, yMax - minimální a maximální souřadnice y aktuálního slova,
• base - základ slova,
• fontsize - velikost fontu,
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Na obrázku 5.1 je ukázka pro představu určitých částí.
Obrázek 5.1: Originální text v PDF dokumentu
• next - další slovo na řádku.
if (absolutní hodnota(základ následujícího slova - základ aktuálního slova) <
(maximální poměr mezery mezi řádky * velikost fontu následujícího slova) +
velikost fontu následujícího slova) {
pokud je tedy samotná mezera mezi řákdem menší než velikost fontu
následujícího slova + zvolený poměr z velikosti fontu, tak odstavec
či řádek pokračuje dále a nedochází k zalamování řádku.
}
else
{ v opačném případě následuje mezera tedy odřákování a může následovat
buď nadpis či další odstavec nebo cokoli jiného.
}
5.3 Řešení diakritiky
Problém s diakritikou by se dal vyřešit pozdějším skriptem. Museli bychom si sestavit
tabulku všech možností, podle kterých bychom kódovali příslušné písmeno. Například v ta-
bulce 5.1:
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Nalezený vzor Místo vzoru použito
ˇe, ˇE ě, Ě
ˇs, ˇS š, Š
ˇc, ˇC č, Č
ˇz, ˇZ ž, Ž
´y, ´Y ý, Ý
´a, ´A á, Á
´e, ´E é, É
´u, ´U ú, Ú
◦u, ◦U ů, Ů
Tabulka 5.1: Kódovací tabulka diakritických písmen
Ve výstupním textovém souboru bychom takto prohledávali aktuální znak a následující.
Pokud by se shodoval s nalezeným vzorem, zapsali bychom příslušné písmeno. S podobným
problémem se zabýval autor v této diplomové práci [8].
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Kapitola 6
Implementace
Implementaci navrhovaného řešení jsem provedl v souboru TextOutputDev.cc. Z hlediska
implementace je hlavní funkce dump z třídy TextPage, která rozhoduje o tom, jak se daný
text extrahuje. Samotný nástroj, kterým extrakci spustíme je pdftotext.
Protože byla potřeba a také možnost používat ostatní knihovny z poppler a i samotný
nástroj pdftotext, mohlo se předejít rozsáhlým implementacím příslušných knihoven a i sa-
motného nástroje pdftotext. Na místo tohoto jsem implementoval parametr -lineartext,
který rozšiřuje nástroj pdftotext o další možný výstup.
6.1 pdftotext.cc
Pdftotext je hlavní nástroj, který se spouští při extrakci PDF dokumentu. Hlavní změnou
proti originální verzi je přídání parametru -lineartext, který zajistí převod PDF doku-
mentu na lineární text a dodržení správného toku textu.
Při aktivovaném parametru -lineartext se taktéž aktivuje parametr -raw, který akti-
vuje různé funkce, které nám později zajistí příslušný seznam všech slov ve streamu. Potom
je k parametru -lineartext využíván již implementovaný parametr -raw.
Nejprve tedy následuje inicializace proměnných:
• doc - proměnná třídy PDFDoc, která obsahuje informace o celém PDF dokumentu,
• fileName - název zpracovávaného PDF dokuementu,
• textFileName - název souboru, do kterého se bude zapisovat výstup,
• textOut - proměnná třídy TextOutputDev. Proměnná bude obsahovat veškeré infor-
mace o zobrazení výstupu. Je zde především zapsaný příslušný textový stream.
Po inicializaci následuje parsování argumentů funkcí parseArgs(). Po zpracování ná-
sleduje otevření PDF souboru a jeho následné načtení do proměnné doc aktivováním kon-
struktoru new PDFDoc(). Podle toho, jaký byl zvolen parametr, se provedou příslušené akce.
Mě především zajímají provedené akce při aktivním parametru -lineartext. Při tomto se
spustí konstruktor třídy TextOutputDev a do proměnné textOut se uloží textový výstup do
streamu. Jako poslední příchází na řadu zapsání streamu do souboru. Toto zajistí funkce
displayPages a displayPageSlice, které má třída PDFDoc. Potom následuje uvolnění
všech dynamicky alokovaných proměnných.
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6.2 TextOutputDev.cc
Tento soubor zahrnuje funkce pro zpracování výstupu, jak už bylo zvoleno. To znamená
různé heuristiky pro seřazení jednotlivých slov v PDF dokumentu. Soubor implementuje
několik potřených tříd:
• TextWord - metody pro práci se slovem.
• TextLine - metody pro práci s řádkem.
• TextBlock - metody pro práci s blokem.
• TextFlow - metody pro práci s toky.
• TextPage - metody pro práci s celou stránkou.
Dále třídy pro práci s řetězcemi, fontem, stavem textu a pro mapování unicodu. Na začátku
samotného souboru se definují konstanty, sloužící pro prováděné heuristiky. Konstanty, které
jsem využil ve své implementaci minWordSpacing a maxIntraLineDelta.
• minWordSpacing - Určuje minimální rozestup mezi slovy, který ovlivňuje dále i veli-
kost fontu.
• maxIntraLineDelta - Určuje maximální vzdálenost základu mezi dvěma slovy na
stejném řádku, na kterém se také podílí velikost fontu. Například vzdálenosti mezi
dolním a horním indexem.
Tyto konstanty jsem využil ve funkci dump ve třídě TextPage.
6.3 TextPage - dump
V této metodě probíhá zápsání textových objektů do streamu a také udává výslednou
podobu formátování. Zde je implementován (2) postup z kapitoly 5.1, který jsem si vybral.
Začátek metody obsahuje proměnné, které zde budou potřeba:
• uMap - potřebné pro mapování jednotlivých znaků ve slově,
• flow, blk, line, frags - potřebné především, pokud není aktivován žádný para-
metr,
• word - aktuální slovo,
• proměnné pro mezeru, odřádkování a ukončení stránky - potřeba z důvodu mapování
jednotlivých znaků,
• maxPomerRadku - proměnná, která plní stejnou fuknci jako minWordSpacing. Pro
moji potřebu jsem si zvolil jinou hodnotu, než která byla uvedena jako v proměnné
minWordSpacing. Proměnná má hodnotu 0.3,
• minMezeraSlova - proměnná, která plní stejnou funkci jako maxIntraLineDelta.
Hodnota této proměnné je 0.15.
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Dále už následují podmínkové věty, které určují, jaká volba se bude provádět. Tak, že
můj implementovaný postup se aktivuje, pokud je proměnná linearText nastavena na
true. Po té následuje samotný for cyklus, který jde po slovech obsažených v proměnné
rawWords. Následuje podmínková věta, která zjištuje, zda pokračuje řádek či ne. Pokud
pokračuje, musí se ještě zjistit, zda na konci řádku není slovo rozdělené, toto mě zajišťuje
metoda odstranSpojovnik(). Odstraní případný spojovník u slov na konci řádku, aby se
pak mohl zbytek slova napojit.
• word->base (základna aktuálního slova), word->next->base (základna následujícího
slova)
• word->next->fontSize - velikost následujícího slova
// Nejprve nasleduje test zda se prechazi na dalsi radek
if (word->next &&
(abs = fabs(word->next->base - word->base)) <
((maxPomerRadku * word->next->fontSize) + word->next->fontSize)) {
if (round(abs) > 0) {
// pokud slovo obsahuje spojovnik bude odstranen
odstraneno = odstranSpojovnik(&(*word)); }
}
Po tomto se už může zapsat aktuální slovo na stream. Následuje další test, zda zůstane na
stejném řádku, či se provede odřádkování. Pokud zůstaneme na stejném řádku, následuje
test, jestli se má vložit mezera nebo se odstraňoval spojovník a mezera nemá být vložena.
• word->next->xMin (Minimální souřadnice x následujícího slova), word->xMax (Ma-
ximální souřadnice x aktuálního slova), word->fontSize (velikost fontu aktuálního
slova)
// Zjistime zda se ma vlozit mezera mezi slova
if (word->next->xMin > word->xMax + minMezeraSlova * word->fontSize)
Po těchto všech úkonech se na konci metody dump provede test, jestli končí stránka.
6.4 TextPage - odstranSpojovnik
Implementovaná metoda odstranSpojovnik z třídy TextPage testuje, zda se v aktuálním
slově na jeho konci vyskytuje spojovník s ASCII hodnotou 45. Pokud ano, zmenší se délka
aktuálního slova a vrátí hodnotu gTrue, což znamená, že změna byla provedena.
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Kapitola 7
Testování
Po modifikaci funkce dump ve třídě TextOutputDev.cc jsem otestoval modifikovaný ná-
stroj pdftotext. Testování jsem provedl u 15 vědeckých článků, které jsem získal ze serveru
minerva1 na VUT FIT. Těchto 15 článků je anglických a v každém se vyskytuje více jak je-
den sloupec. Zaměřil jsem se hlavně na to, jestli byl dodržen správný tok textu ve sloupcích.
Dále zda se jednotlivé odstavce nevypisovaly v nesprávném pořadí a na dodržení alespoň
základního formátování, které bylo navrženo v kapitole 5.2. Test je uveden v tabulce 7.1.
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PDF dokument Dodržení toku textu Dodrženo základní formá-
tování
sample1.pdf Ano, problém pouze s po-
známkami
Ano, problém pouze u tabulek
sample2.pdf Ano, problém pouze s po-
známkami
Ano, problém pouze u tabulek
sample3.pdf Záhláví a zápatí vypisováno
ihned po sobě. V ostatní pří-
padech tok textu dodržen
Ano
sample4.pdf Ano Ano, problém u tabulek
sample5.pdf Ano Problém u vyskytujících se ta-
bulek a seznamu literatury
sample6.pdf Ne Ne
sample7.pdf Ano Ano, pouze u seznamu litera-
tury problém
sample8.pdf Ano, pouze záhlaví vypsáno
na konec stránky
Ano
sample9.pdf Ano Ano
sample10.pdf Ano Ano
sample11.pdf Ano Seznam literatury bez formá-
tovaní
sample12.pdf Ano Pouze nepřehledné v případě
tabulek
sample13.pdf Ano Ano
sample14.pdf Ano Ano
sample15.pdf Ano Rozhozený text v případě rov-
nic
Tabulka 7.1: Testování extrakce vědeckých článků na lineární text
Jak můžeme vidět ve všech případech, kromě jednoho, je dodržení textu správné, pouze
se vyskytují problémy s poznámkami či záhlavím a zápatím. U souborů, kde se vyskytovaly
poznámky vždy na konci stránky a poté hned následoval text na další stránce, se toto
jevilo jako přerušení toku textu. Pokud bychom chtěli mít celistvý odstavec, který začíná
na aktuální stránce a pokračuje na další stránce, nástavá problém v případě vyskytnutí
poznámek, obrázků a tabulek, které jsou dány mezi text. Z pohledu správného toku textu
je toto chování v pořádku, ale z pohledu přerušení odstavce obrázkem či poznámkami to
není dobré.
V některých případech se také stává, že záhlaví je vypisováno až na konci stránky, což
způsobuje, že se neřadí text podle pozice, ale podle kontextu ve stremu.
V případě formátování nastával nejvíce problém u tabulek nebo u obrázků, kde byl text
rozhozen a tudíž byl textový dokument hůře přehlednější.
Další problém, který nastával, byl u seznamu literatury. Tento problém je ale poněkud
všeobecnější a je způsoben tím, že se v PDF dokumentu nedokáže rozeznat, zda je text
na konci skutečně zalomený. Tento problém se může vyskytovat ve více případech. Co se
týče dodržení mezer mezi viditelnými nadpisy či odstavci, dopadlo toto ve většině případů
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dobře.
Dále jsem získal 5 bakalářských prací z archívu bakalářských prací VUT FIT, které
byly dostupné. Tyto práce neobsahují vícesloupcový text. Cílem testování těchto článků
je zjistit, jak je na tom formátování bez extrakce vícesloupcového textu. Test je uveden
v tabulce 7.2.
U toho testu jsem sledoval, jak bylo dodrženo základní formátování. U tří případů toto
dodrženo bylo, u zbývajících ne. To bylo způsobeno tím, že práce sample1 a sample5 měly
nastavené větší řádkování a mezera mezi řádkem se jevila jako vynechání řádku, což úplně
rozhodilo formátování.
Problém s diakritikou nastal jen u jednoho dokumentu sample2, kde příslušné písmeno
a diakritický znak byly ihned vedle sebe.
PDF dokument Dodrženo základní formátování Problém s diakritikou
sample1.pdf Ne Ne
sample2.pdf Ano Ano
sample3.pdf Ano Ne
sample4.pdf Ano Ne
sample5.pdf Ne Ne
Tabulka 7.2: Testování extrakce bakalářských prací na lineární text
7.1 Ukázky
Zde bych chtěl alespoň uvést část textu dokumentu sample9.pdf, které najdete na CD
a také výstupy extrakce. Ukázka na obrázcích 7.1, 7.2, 7.3 porovnává extrahovaný text
pomocí pdftotext bez parametru a pomocí pdftotext s parametrem -lineartext, který byl
implementován.
Můžeme zde vidět patrný rozdíl ve formátování a také, že pdftotext s parametrem -
lineartext správně extrahuje tok textu.
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Obrázek 7.1: Originální text v PDF dokumentu
Obrázek 7.2: Extrahovaný text nástrojem pdftotext bez parametru
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Obrázek 7.3: Extrahovaný text nástrojem pdftotext s parametrem -lineartext
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Kapitola 8
Závěr
Podařilo se mi navrhnout způsob, jak dodržet správný tok textu, pomocí postupně načí-
tajících textových objektů ve streamu a toto pořadí nadále udržet. Hlavní implementace
spočívala v navržení vhodného formátování, které jsem navrhl a také implementoval.
Zhodnocení mé práce:
• Seznámení a pochopení formátu PDF spočívalo nejprve v pochopení obecné struktury
PDF a jeho objektů, které jsem popsal v teoretické části.
• Více důležitější bylo pochopení, jak PDF reprezentuje text v dokumentu. Především
položka contents, která odkazuje na nepřímý objekt, který obsahuje slovník a stream.
Pro pochopení, jak je text ve streamu reprezentován, jsem se musel seznámit s texto-
vými operátory, kterými je text řízen.
• Analyzoval jsem výstupní text extrahovaný pomocí pdftotext bez parametru a uvedl
příčiny nesprávného chování.
• Dalším obtížným krokem bylo seznámení se samotnou knihovnou poppler a nástrojem
pdftotext. Protože knihovna nebyla zcela dobře dokumentovaná, trvalo déle než jsem
pochopil, co které třídy a metody dělají a na co jsou vlastně potřeba. Poté jsem
se zabýval souborem TextOutputDev.cc, který jsem prostudoval a zjištoval možnou
modifikaci pro zlepšení extrahovaného textu.
• Navrhnul jsem způsob, jak dodržet správný tok textu. Důležitější bylo zajistit spravné
formátování, které jsem navrhl a implementoval a které řeší oddělení jednotlivych
bloků.
• Navřžený způsob jsem otestoval u 15 vědeckých článků, obsahující vícesloupcový text.
Dále pak u 5 bakalářských prací. U testování vědeckých článků jsem se zaměřil hlavně
na spravný tok textu a zda bylo dodrženo základní formátování. U testování baka-
lářských prací jsem se věnoval hlavně zákládnímu formátování a extrakci se správnou
diakritikou.
V uvedených testech navržený způsob dodržoval spravný tok textu, ačkoliv ne úplně sto-
procentně. Do jisté míry bylo zachováno alespoň základní formátování oddělení nadpisů
a odstavců. Převod odstavce na lineární text byl téměř stoprocentně dodržen. Přesto nej-
větší nedostatky vidím:
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• Při postupném načítání ze streamu může nastat problém, kdy jsou některé části ex-
trahované na jiné pozici, než jsou vysázené v originálním dokumentu. To může nastat
zejména u definování záhlaví a zápatí dokumentu.
• Nedokáží se identifikovat jednotlivé části, jako například poznámky pod čarou, text
v obrázku a případné tabulky v textu.
• Další věcí z pohledu formátování je neidentifikace, zda je řádek na konci zalomený.
To způsobovalo nepřehlednost, například u seznamu literatury na konci dokumentu
nebo u osnovy.
8.1 Další možné směry pokračování
Z uvedených nedostatků je zřejmé, že navržený způsob nefunguje zcela dobře a u některých
částí v PDF dokumentů vznikají problémy při extrakci. Problémy, které vznikají, by mohly
být dalším námětem možného pokračovaní, především ve zlepšení formátování výstupu.
Osobně si myslím, že vytvořit nástroj, který by extrahoval všechny typy dokumentů se
správným formátováním nelze. Tímto myslím rozeznat přesně veškeré bloky tak, jak jsou
správně interpretovány v PDF dokumentu.
Za nejvíce přínosné bych považoval vylepšit extrakci tak, aby byly vynechány veškeré
textové popisky u obrázků, tabulek a také matematických rovnic, které při extrakci nejsou
formátované tak, jak by měly být a celkově nedávají smysl. Tato práce by spočívala zejména
v identifikaci zmíněných popisků u obrázků a tabulek. Dále opravení diakritiky s tím, že
by se oprava prováděla přímo při extrakci daného dokumentu bez použití externího skriptu
nebo nástroje.
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Dodatek A
Obsah CD
• binary - Adresář obsahující spustitelné soubory.
• examples - Adresář obsahující příklady pro testování.
cz - Adresář obsahující české dokumenty pro testování. K dispozici je 5 baka-
lářských prací, které jsem získal z archívu bakalářských prací VUT FIT.
eng - Adresář obsahující anglické dokumenty pro testování. K dispozici je 15
vědeckých článků, které obsahují vícesloupcový text. Články jsem získal ze serveru
minerva1 na VUT FIT.
• source - Adresář obsahující zdrojové kódy aplikace.
patch - Adresář obsahující upravované soubory.
poppler-0.12.4 - Adresář obsahující celý projekt knihovny poppler.
diff - Adresář obsahující přímo implementované části v uvedených souborech.
• tex - Adresář obsahující zdrojové soubory této práce.
• doc - Obsahuje vygenerovaný dokument PDF této práce.
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Dodatek B
Manual
B.1 Potřebný software
Pro přeložení a spuštění programu je podporován operační systém Linux.
B.2 Přeložení
Zkopírujeme složku source z CD. Po zkopírování složky přejdeme do složky poppler-
0.12.4, kde provedeme nejprve konfiguraci celé knihovny spuštěním konfiguračního skriptu
./configure
poté přeložíme celou aplikaci příkazem
make
B.3 Spuštění aplikace
Poté můžeme spustit aplikaci ve složce poppler-0.12.4/utils, ve které se nachází binární
spustitelný soubor. Tento spustitelný soubor se také nachází ve složce binary na CD.
Spuštění aplikace provedeme příkazem
./pdftotext -lineartext soubor.pdf
kde soubor.pdf je náš PDF dokument.
B.4 Ovládání aplikace
• nápovědu spustíme příkazem ./pdftotext –help,
• pro extrakci vícesloupcových dokumentů použijeme parametr -lineartext.
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Dodatek C
Části zdrojového kódu
C.1 Formátování textového výstupu
TextWord *word; // aktualni slovo
// Udava maximalni pomer mezery vuci fontu.
double maxPomerRadku = 0.3;
// udava minimalni pomer mezery mezi slovem
double minMezeraSlova = 0.15;
...
if (linearText) {
for (word = rawWords; word; word = word->next) {
abs = 0;
odstraneno = gFalse; // nastaveni zda se odstranoval spojovnik
if (word->next &&
(abs = fabs(word->next->base - word->base)) <
((maxPomerRadku * word->next->fontSize) + word->next->fontSize)) {
if (round(abs) > 0) {
odstraneno = odstranSpojovnik(&(*word));
}
}
s = new GooString();
dumpFragment(word->text, word->len, uMap, s);
(*outputFunc)(outputStream, s->getCString(), s->getLength());
delete s;
if (word->next &&
(abs = fabs(word->next->base - word->base)) <
((maxPomerRadku * word->next->fontSize) + word->next->fontSize)) {
if (word->next->xMin > word->xMax + minMezeraSlova * word->fontSize) {
(*outputFunc)(outputStream, space, spaceLen);
}
if (round(abs) > 0) {
if (!odstraneno) {
(*outputFunc)(outputStream, space, spaceLen);
}
}
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} else {
if (word->next &&
(word->next->base - word->base) < 0)
oznaceniSloupce = gTrue;
(*outputFunc)(outputStream, eol, eolLen);
(*outputFunc)(outputStream, eol, eolLen);
}
if (oznaceniSloupce) {
oznaceniSloupce = gFalse;
}
}
} else if ...
C.2 Odstranění spojovníku
GBool TextPage::odstranSpojovnik(TextWord *word) {
int delka = 0;
delka = word->len;
int znak = 0;
// ascii cislo spojovniku
int pomlcka = 45;
znak = word->text[delka-1];
// porovnani ve slove
if (znak == pomlcka) {
// zmensime delku aktualniho slova
word->len = word->len - 1;
return gTrue;
}
else return gFalse;
}
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