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Resumen 
 
Este proyecto consiste en la implementación de un túnel en el cielo para micro 
UAV con el fin de ofrecer un sistema de guiado a la persona que este 
controlando el vehículo. 
 
Para ello, primero explicaremos que es el túnel en el cielo, las formas que 
existen para visualizarlo y las ventajas y desventajas que aporta cada uno de 
estos sistemas. 
 
En nuestro caso, el vehículo utilizado es un cuadricoptero, así que 
explicaremos como funciona exactamente, el piloto automático que lleva 
instalado y los modos de vuelo que puede realizar. Para poder comunicarnos 
con el piloto automático y establecer planes de vuelo, utilizamos el protocolo 
MAVLink, del cual explicaremos también los mensajes más comunes. 
 
Una vez terminada la parte teórica, empezaremos tocando la parte hardware 
del proyecto. Hemos de ensamblar el kit del cuadricoptero y montar todos los 
sensores y dispositivos. Para probar el sistema de piloto automático y el plan 
de vuelo, utilizamos la estación de tierra Mission Planner. 
 
En la segunda parte, hemos creado nuestra propia librería de comunicación 
con el cuadricoptero mediante el protocolo MAVLink, hemos verificado que 
podemos recibir información sobre la velocidad, la posición y los ángulos que 
luego aplicaremos sobre el proyecto final. 
 
Para realizar la parte gráfica del proyecto y en definitiva lo que verá el usuario 
final, hemos utilizado el motor de videojuegos Unity3D, al cual hemos añadido 
la librería creada anteriormente. 
 
Para terminar, hemos probado el trabajo hecho en un vuelo real, para poder 
sacar las ventajas y desventajas que aporta volar con el túnel en el cielo y las 
futuras implementaciones que necesitamos hacer para mejorar las condiciones 
de vuelo. 
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Overview 
 
 
This project consist in the implementation of a tunnel in the sky for micro UAV 
for try to offer a guidance system to the person that was controlling the vehicle. 
 
For this, we start explaining what is a tunnel in the sky, the methods that we 
have to see it and the advantages and disadvantages that brings visualizing on 
head-up display or on a head-down display. 
 
In our case, we use a quad copter,so we will explain how it works,  the 
autopilot that is incorporate and the flight modes that can be done. For 
communicate with the autopilot and set flight plans, we use MAVLink protocol, 
we also explain the most common messages that uses MAVLink. 
 
After the theoretical part, we start touching the hardware part of the project. We 
assemble the kit of the quad copter and mount all the sensors and devices. To 
test the autopilot system and the flight plan, we use ground station Mission 
Planner. 
 
In the second part, we have created our own library of communication with the 
quad copter by MAVLink protocol, we have verified that we can receive 
information about the speed, position and angle that will be applied on the final 
project. 
 
For the graphical part of the project, and ultimately what the end user will see, 
we use the game engine Unity3D, to which we have added the library created 
above. 
 
Finally, we tested the job done in a real flight, in order to take the advantages 
and disadvantages that bring flying with the tunnel in the sky and future 
implementations that we need to do to improve the flight conditions. 
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INTRODUCCIÓN 
 
En el pasado, los vehículos a control remoto eran considerados como un 
pasatiempo o un hobby. Estos tenían poco alcance y en el caso del 
aeromodelismo, eran muy complicados de manejar. 
 
A día de hoy, esto ha cambiado muchísimo. Ahora tenemos equipos de radio 
que cubren incluso kilómetros. El coste se ha visto reducido, y existen modelos 
de principiantes que facilitan muchísimo el inicio, además de existir la 
posibilidad de acoplar un sistema de piloto automático. 
 
En la actualidad, existen muchas empresas invirtiendo recursos en el uso de 
estos vehículos de radio control. Un ejemplo de ello es el departamento Icarus 
de l’Escola d’Enginyeria de Telecomunicació i Aerospacial de Castelldefels.  
 
El fin de esta inversión es poder realizar los mismos trabajos que hasta el 
momento se hacían con vehículos reales, ahorrando así en el consumo que 
generan los vehículos reales o la peligrosidad a la que se expone el piloto. Un 
ejemplo de esto son los helicópteros que deben volar sobre un incendio forestal 
o los mismos aviones que deben llevar el agua para apagar el incendio.  
 
Muchos de los trabajos que pueden surgir, requieren abarcar una gran zona de 
trabajo, por lo que el piloto del vehículo radio controlado debería tener visión 
sobre este o confiar en que cumpla la misión sin topar con ningún obstáculo.  
 
El objetivo de este proyecto es darle al piloto conocimiento de lo que sucede 
alrededor del vehículo, dándole la opción de seguir el plan de vuelo de forma 
manual. El método que hemos decidido utilizar para guiar al piloto se llama 
túnel en el cielo y para realizar la parte visual hemos utilizado el motor de 
videojuegos Unity3D. 
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Capítulo 1. ESTADO DEL ARTE 
 
1.1 Túnel en el cielo 
 
El concepto de vuelo instrumental se introdujo hace medio siglo con el fin de 
mejorar el conocimiento del entorno, ya que es uno de los elementos más 
importantes para disminuir el ratio de accidentes aéreos. 
 
Desde hace una década, una de las opciones a las que se les prestó un interés 
especial fue el túnel en el cielo (TITS del inglés Tunnel in the sky). Este sistema 
muestra al piloto la orientación a través de una imagen en perspectiva del 
camino en el aire. Basándose en este concepto, podemos encontrar diferentes 
términos como Canal en el cielo, Corredor en el cielo, Autopista en el cielo, 
Camino en el cielo o Túnel en el cielo.  
 
 
 
 
Fig. 1.1.1 Camino en el cielo, Autopista en el cielo y túnel en el cielo visto 
desde la cabina y túnel en el cielo visto desde fuera. 
 
 
El túnel en el cielo consiste en tres puntos importantes; el primero, la posición 
futura si el avión continuase en línea recta, como si fuera un puntero; el 
segundo, la posición en la que se encontrara el avión teniendo en cuenta la 
velocidad, el ángulo de giro y demás parámetros que puedan modificar la 
trayectoria del avión; y, por último, el camino en 3D dibujado en la pantalla. 
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1.1.1 HUD vs HDD 
 
Existen dos maneras de mostrar la información del túnel en el cielo, la primera 
es mostrando el túnel en el parabrisas del avión y la segunda es en el cuadro 
de mandos. En el primer caso se le conoce como Head-up Display (HUD) y en 
el segundo como Head-down Display (HDD) y hacen referencia al método de 
visionado de la información, para la primera versión, el piloto puede ver la 
información mientras ve el entorno y en el segundo, debe bajar la vista para ver 
el cuadro de mandos. 
 
 
 
 
Fig. 1.1.1.1 HUD y HDD. 
 
 
Estos dos sistemas tienen sus ventajas y sus inconvenientes. Por un lado, el 
sistema HUD reduce el problema que se produce al intercambiar la vista entre 
el cuadro de mandos y lo que el piloto pueda ver desde la cabina, aunque no lo 
acaba de eliminar del todo porque seguimos teniendo que tener información en 
el HDD. Otro de los aspectos a favor del sistema HUD, es que reducimos el 
número de veces que se ha de mirar el cuadro de mandos. El último de los 
aspectos que nombraremos como ventaja del HUD sobre el HDD es que el 
sistema HUD puede facilitar las maniobras del piloto sobreponiendo 
información virtual sobre información real, como por ejemplo la línea del 
horizonte o una superposición de la pista de aterrizaje sobre la pista real. 
 
Uno de los grandes inconvenientes que tiene el sistema HUD sobre el sistema 
HDD es que no podemos agregar demasiada información sobre la cabina, ya 
que ello conlleva a tener menos visibilidad; y por otro lado, se debe tener un 
especial cuidado en dibujar correctamente todos los elementos y tener el 
menor margen de error entre los elementos virtuales y los elementos reales. 
 
 
1.1.2 ¿Porque ahora? 
 
Hay tres importantes movimientos que han hecho posible la incorporación del 
sistema TITS en muchos de los cuadros de mando de los aviones. Uno de ellos 
es el sistema de posicionamiento global (GPS) asequible, el cual ofrece en 
tiempo real, información de la posición actual de forma precisa. El segundo 
cambio han sido los sistemas de visualización de gráficos (pantallas Active 
Matrix Liquid Crystal Display AMLCD) de gran alcance y  bajo costo que son 
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capaces de proporcionar TITS en tiempo real en las pantallas de cabina. Y por 
último, para poder realizar todo este proceso, se requiere una máquina capaz 
de realizar una gran cantidad de cálculos por segundo para hacer la 
representación correctamente y en tiempo real, y actualmente el coste de esto 
también se ha visto reducido considerablemente.  
 
 
1.2 Cuadricoptero 
 
El micro UAV que hemos utilizado para realizar este proyecto se llama 
ArducopterQuad, el cual es el primer micro UAV creado con la plataforma  
ArduCopter UAV. Esta plataforma ha sido creada por la comunidad DIY Drones 
y se basa en la placa sensorial ArduPilot Pro Mega (APM). 
 
 
 
 
Fig. 1.2.1 Imagen del cuadricoptero arducopterQuad. 
 
 
Este micro UAV es un cuadricoptero prefabricado que hemos comprado en kit 
para evitar el tiempo añadido que supone tener que buscar las piezas 
adecuadas para cada modelo y el tiempo de configuración de la placa, además 
de disponer de toda la comunidad de DIY Drones para resolver los problemas 
que puedan surgir. 
 
 
1.2.1. Funcionamiento del cuadricoptero 
 
El cuadricoptero tiene generalmente cuatro canales de movimiento, esto quiere 
decir, que puede subir/bajar, avanzar/retroceder, girar sobre su eje y hacer 
desplazamiento lateral. Además de estos cuatro canales, podemos incorporar 
canales añadidos para darle otras funcionalidades; tales como, mover la 
cámara, cambiar el modo de vuelo, pasar de modo video a modo foto, etc. 
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Estos modelos pueden montarse en X o en + haciendo referencia a la situación 
de los motores. 
 
 
1.2.2. Modos de vuelo 
 
Existen diferentes modos de vuelo disponibles para este aparato. Los más 
utilizados son: 
 
 
 Modo estabilizado: Este modo de vuelo es el más parecido a un 
helicóptero de RC normal, el cuadricoptero se mueve según su 
orientación. Tienes control sobre los cuatro canales que hemos 
explicado anteriormente. 
 
 Modo simple o manual: En este modo no se tiene en cuenta la 
orientación, tienes control sobre los mismos cuatro canales que en el 
modo estabilizado, pero el aparato se mueve según el GPS. Este es el 
modo más fácil para pilotar. 
 
 Modo alt hold: En este modo el cuadricoptero mantiene la altura con la 
que se activó ese modo y nos permite rotar, hacer desplazamiento 
lateral y  avanzar y retroceder. 
 
 Modo automático: En este modo no tenemos control sobre el aparato. 
Permite realizar la misión que previamente hayamos cargado. Dentro del 
script de las misiones, podemos tener acciones sencillas como puntos 
de control o más complejas como hacer el aterrizaje o el despegue. 
 
 Modo Loiter: En este modo tampoco tenemos control sobre el aparato. 
Con este modo, el cuadricoptero intenta mantener altura, posición y 
dirección. 
 
 Modo RTL: En este modo, el cuadricoptero levanta el vuelo a 15 metros, 
rota hasta mirar hacia el punto de aterrizaje y vuelve; una vez se sitúa 
sobre el punto, espera 5 segundos, desciende a 2 metros y activa el 
modo loiter. 
 
Existen otros modos de vuelo que no hemos explicado aquí por diferenciarse 
poco de los aquí explicados o por no considerarlos importantes. 
 
1.3 Ardupilot 
 
El cuadricoptero lleva montada una placa conocida como ardupilot. Ardupilot es 
una plataforma de electrónica abierta para la creación de prototipos basada en 
software y hardware flexibles y fáciles de usar. 
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 Fig. 1.3.1 Imagen de la placa ardupilot con la IMU shield montada. 
 
 
El hardware consiste en una placa con un micro controlador Atmel AVR con 
puertos de entrada que nos permiten recibir información del entorno y  así 
poder mandar las órdenes adecuadas a los dispositivos conectados en sus 
puertos de salida. Encima de la placa del microcontrlador, encontramos la 
ArduPilot Mega IMU, la cual incorpora los sensores necesarios para poder usar 
el kit como piloto automático para vehículos radio controlados. 
 
El software consiste en un entorno de desarrollo Arduino (basado en 
Processing) y un lenguaje de programación Arduino (basado en Wiring). 
 
Al ser open-hardware, tanto su diseño como su distribución son libres. Es decir, 
puede utilizarse libremente para el desarrollo de cualquier tipo de proyecto sin 
haber adquirido ninguna licencia. 
 
Las placas pueden ser hechas a mano o compradas y montadas de fábrica; el 
software puede ser descargado de forma gratuita. Los ficheros de diseño de 
referencia (CAD) están disponibles bajo una licencia abierta, así pues eres libre 
de adaptarlos a tus necesidades. 
 
 
1.4 MAVLink 
 
El protocolo que hemos utilizado para realizar las comunicaciones con el UAV 
se conoce como MAVLink, cuyo nombre completo es Micro Air Vehicle 
Communication Protocol. 
 
El protocolo MAVLink utiliza una librería de cabeceras diseñado para los micros 
UAV, esto significa que no debemos compilarlo en el dispositivo que se vaya a 
utilizar, sino que solo tenemos que agregar el mavlink/include a nuestra lista de 
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includes. MAVLink nos permite enviar estructuras empaquetadas en C a través 
de los puertos serie hacia la estación de tierra de forma eficaz. 
Además nos permite crear nuestros propios mensajes y añadirles un código 
específico para cada uno de ellos. 
 
MAVLink no tiene estados pero normalmente las estaciones de tierra que 
existen, necesitan saber que el dispositivo aún está conectado; es por esto que 
existe el mensaje Hearbeat, el cual se recomienda enviar cada 1 segundo y 60 
segundos (lo más recomendado es cada segundo, pero no es necesario)  
 
 
 
 
Fig. 1.4.1 Logo de MAVLink. 
 
 
1.4.1 Integración de arquitectura 
 
El coste computacional de MAVLink es muy bajo, por lo que podemos decir que 
la integración de esta librería sobre cualquier proyecto se hace de forma no 
intrusiva; esto quiere decir que no necesita ser la parte principal del proyecto. 
La librería se encarga de manejar los parámetros, las misiones y la telemetría, 
mientras que el piloto automático solo necesita extraer los datos de la 
estructura de datos. 
 
 
 
 
Fig. 1.4.1.1 Arquitectura típica entre un UAV y una estación de tierra. 
 
 
Una de las principales razones por las que muchas de las estaciones de tierra 
soportan MAVLink, es porque tiene un formato de mensajes muy estable.  
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1.4.2. Formato de los paquetes 
 
El formato de los paquetes que utilizamos en MAVLink están inspirados en los 
estándares CAN bus y SAE AS-4. El tamaño mínimo son 8 bytes y el máximo 
263 bytes. 
 
 
 
 
Fig. 1.4.2.1 Formato paquete MAVLink. 
 
 
Tabla 1.4.2.1. Explicación de los bytes 
 
Número de Byte Contenido Valor Explicación 
0 Inicio de paquete V1.0 0xFE Indica el inicio de 
un nuevo paquete 
1 Tamaño del paquete 0-255 Indica el tamaño de 
los datos del 
mensaje 
2 Número de secuencia 0-255 Cada componente 
cuenta su número 
de secuencia para 
detectar perdidas 
de paquetes 
3 ID del sistema 1-255 ID del emisor. 
Permite tener 
diferentes sistemas 
en la misma red 
4 ID del componente 0-255 ID del componente 
emisor. Para 
diferenciar los 
diferentes 
componentes de un 
sistema 
5 ID del mensaje 0-255 Cada paquete tiene 
su identificador 
De 6 a N Datos del mensaje 0-255 bytes Datos del mensaje 
dependiendo de su 
ID 
N+7 y N+8 CRC Es el mismo checksum utilizado en 
los estándares ITU X.25 y SAE 
AS-4. No se tienen en cuenta los 
bytes del 1 al 6 
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1.4.3. Protocolo de misiones. 
 
El protocolo de misiones describe cómo deben enviarse y leerse los waypoints 
que componen una misión. Los waypoints son los puntos que indican al piloto 
automático el punto hacia el que debe ir (latitud y longitud) y cómo ha de ir 
(altura y velocidad). El objetivo es asegurar la consistencia entre el emisor y el 
receptor. 
El modo de hacerlo consiste en diferentes transacciones, las cuales pueden 
completarse de forma exitosa o fallida. Una transacción sólo puede iniciarse 
con un mensaje específico y sólo sí no existe otra transacción activa entre los 
dos canales de comunicación.  
Cada vez que se envía un mensaje que requiere de una respuesta, el 
componente inicia un temporizador, si no recibe respuesta después de ese 
tiempo, el mensaje se vuelve a enviar. Existe un número definido de reintentos. 
Si después de todos los reintentos no  se ha obtenido respuesta, es cuando se 
declara la transacción fallida. Este sistema de reenvíos hace que se deba 
implementar un sistema para ignorar los mensajes duplicados. 
 
 
 
 
Fig. 1.4.3.1 Transmisión de las misiones. 
 
 
Para solicitar los waypoints, la estación de tierra envía el mensaje 
Waypoiny_Request_List, a lo que el UAV responde con el número de misiones 
que tiene en total. A partir de aquí, la estación de tierra va solicitando uno a uno 
todos los waypoints y el UAV va devolviendo el waypoint solicitado. 
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Existen más mensajes referentes a las misiones que no explicaremos ya que 
no las hemos utilizado en este proyecto. Para más información, consultad en la 
página oficial (ver [9]. 
 
 
1.4.4. Protocolo de parámetros. 
 
El protocolo de parámetros describe cómo deben enviarse y leerse los 
parámetros que tiene el UAV. Los parámetros pueden guardarse tanto en la 
memoria RAM o en el disco duro o EEPROM. 
 
Como ya habíamos explicado, MAVLink permite tener diferentes sistemas y 
diferentes componentes en la misma red, y era por esta razón que existía un 
identificador para el sistema y otro para el componente.  Si queremos pedir 
todos los parámetros de un sistema, debemos enviar el mensaje con el target 
componente igual a 0.  
 
 
 
 
Fig. 1.4.4.1 Transmisión de los parámetros. 
 
 
Para el caso de los parámetros, la estación de tierra envía el mensaje 
Param_Request_List para  solicitar los parámetros del UAV, a lo que este inicia 
el contador a cero y empieza la transmisión de los parámetros uno a uno. 
 
La estación de tierra activa un temporizador para recibir todos los parámetros, 
si pasado el tiempo no ha recibido todos los parámetros, comienza a enviar 
mensajes solicitando los parámetros que no le han llegado. 
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Capítulo 2. TECNOLOGÍAS UTILIZADAS 
 
En este capítulo explicaremos los pasos que hemos seguido para realizar este 
proyecto. Primero explicaremos que complementos hemos equipado en 
nuestro cuadricoptero y sus características más importantes. Veremos que 
estación de tierra hemos utilizado y cómo funciona. A continuación, 
explicaremos que es Unity3D, como trabaja y que facilidades nos aporta. 
Finalmente, crearemos nuestra propia librería para conectarnos a nuestro UAV 
 
 
2.1. Complementos y equipamiento del cuadricoptero 
 
El primer paso que hemos tenido que dar para realizar este proyecto ha sido 
comprar todos los dispositivos y complementos que utilizaremos en el 
cuadricoptero, además de tener que montar el cuadricoptero en sí.  
 
 
2.1.1. Cuadricoptero 
 
Como ya habíamos dicho, el cuadricoptero venía en kit, por lo que el montaje 
no ha supuesto una gran dificultad. El nombre específico del modelo que 
hemos utilizado es Arducopter 3DR, el cual hemos equipado con cuatro 
motores brushless de 850 Kv y cuatro variadores de velocidad de hasta 20 
Amperios. Este modelo, nos permite ir añadiendo más complementos en su 
centro mediante unos espaciadores que se pueden comprar en la misma 
página donde compramos el cuadricoptero. 
 
La batería que hemos utilizado, es una batería de 4200 mili amperios de Litio y 
de 11 Voltios, esto nos da entre unos 15 y 20 minutos de autonomía de vuelo. 
Además dispone de una gran capacidad de carga (entre 30 y 60C) y descarga 
(8C máximo), por lo que puede ser cargada en poco tiempo, es decir, contienen 
una gran densidad de energía. Además, pueden ser baterías de poco tamaño y 
con un peso muy reducido. 
 
Las placas de ardupilot y la IMU shield son las recomendadas dentro del kit. La 
IMU shield es la placa donde podemos conectar todo tipo de sensores y 
dispositivos que se encargaran de recibir la información. 
 
Para más información podemos consultar la página oficial de ardupilot que 
aparece en la bibliografía en el apartado [8]. 
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2.1.2. Emisora 
 
La emisora por la que nos decidimos al final, ha sido la emisora Fly Sky FS-
TH9X de 2,4 GHz. Dispone de 9 canales y la capacidad de hacer mezclas entre 
los canales que se encuentran en la parte superior de la emisora. Esta emisora 
está equipada con una pantalla digital que nos permite configurar infinidad de 
parámetros de vuelo y se le puede modificar el firmware para adaptarlo más a 
nuestras necesidades.  
 
En nuestro caso, hemos utilizado el firmware que nos proporcionan por defecto. 
Con este firmware, podemos seleccionar si estamos utilizando un helicóptero, 
un avión u otro dispositivo radio controlado. Cada uno de estos, tiene una serie 
de parámetros predefinidos, como por ejemplo, la progresión de los canales, 
que puede ser lineal o logarítmica. 
 
 
2.1.3. Gafas FPV 
 
Estas gafas sirven para enviar el video recogido desde una cámara situada en 
el frente de nuestro cuadricoptero hacia las gafas. De esta manera, podemos 
simular que estamos dentro del UAV y así ver todo lo que está viendo nuestro 
vehículo. Este tipo de dispositivo es muy útil cuando queremos hacer vuelos 
lejanos. 
 
 
 
 
Fig. 2.1.3.1 Gafas FPV Fat Shark Aviator Edition. 
 
 
Existen dos modelos dependiendo de la frecuencia de transmisión, una de 2,4 
GHz y otro de 5,8Ghz. Para nuestro caso, ya que utilizamos una emisora que 
trabaja en los 2,4Ghz, hemos escogido el modelo de 5,8Ghz para evitar 
interferencias. 
 
La resolución que obtenemos de esta cámara es de 640x480 en VGA, el 
campo de visión es de 46 grados. Acepta tanto el sistema PAL como el sistema 
NTFS.  
 
Al haber escogido el modelo de 5,8Ghz, disponemos de 7 canales de 
transmisión diferentes. Las frecuencias disponibles son: 
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CH1: 5740Mhz,   CH2: 5760Mhz, 
CH3: 5780Mhz,   CH4: 5800Mhz 
CH5: 5820Mhz,   CH6: 5840Mhz 
CH7: 5860Mhz 
 
Tanto emisor como receptor deben estar alimentados con un voltaje entre 6 y 9 
voltios, para ello hemos utilizado las dos baterías que vienen en el kit de las 
gafas, las cuales tienen 7,4 voltios y 1000 mili amperios con lo que podemos 
estar recibiendo el video alrededor de unos 10-15 minutos. 
 
La cámara viene acoplada a dos servos, uno de ellos permite mirar arriba y 
abajo y el otro a derecha e izquierda. Estos servos pueden girar hasta 90 
grados. Existe un complemento que permite asociar el movimiento de la 
cabeza al movimiento de los servos, pero no lo hemos instalado aún.  
 
 
2.1.4. Telemetría 
 
El enlace de radio que hemos utilizado para la transmisión de la telemetría es 
otro kit que además es el recomendado para nuestro cuadricoptero y también 
recibe el nombre de 3DR. 
 
 
 
 
Fig. 2.1.4.1 Telemetría 3DR 
 
 
Existen dos variantes de este kit, uno se utiliza en los Estados Unidos y trabaja 
en la frecuencia 915 MHz, mientras que en Europa se utiliza el modelo que 
trabaja en los 433 MHz. Esto es debido a la prohibición que hay en Europa de 
utilizar la frecuencia 915 MHz por estar dentro del rango de frecuencias que se 
utilizan para los sistemas GMS y sistemas UMTS. 
 
Este enlace de telemetría soporta comunicaciones punto a punto en half-
duplex, la velocidad máxima de envío son 250 kbps y la técnica de modulación 
que sigue es espectro ensanchado por salto de frecuencia (del inglés 
Frequency Hopping Spread Spectrum o FHSS). 
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Todos estos dispositivos pueden ir montados donde nos parezca más 
conveniente, siempre y cuando lo intentemos montar sin modificar el centro de 
gravedad en el plano horizontal, para evitar sobrecargar uno de los motores a 
la hora de estabilizar el vuelo.   
 
Lo único que debemos tener en cuenta, es que la antena de la telemetría debe 
ir en la parte trasera del cuadricoptero y que debemos intentar evitar que la 
cámara apunte en el plano de giro de las aspas. 
 
 
2.2. Estación de tierra 
 
Si ya lo tenemos todo montado, podemos empezar a mirar las estaciones de 
tierra que hay disponibles. 
 
Una de las estaciones de tierra que más hemos utilizado, es la conocida como 
Mission Planner o APM Planner. Esta estación nos permite subir el firmware 
más actualizado, establecer misiones para nuestro piloto automático y una 
ventana con indicadores de estado de nuestro UAV, además de poder 
configurar todos los parámetros de forma manual. Vamos a ir viendo los pasos 
poco a poco. 
 
Mission Planner fue creada por Michael Oborne en el año 2010 con una 
estética muy diferente a la que conocemos actualmente. Poco a poco ha ido 
dándole más funcionalidades como la cámara o una apariencia mucho más 
vistosa respecto a la información de vuelo. 
 
Otra de las estaciones de tierra que tiene mucho renombre, es  la estación 
QGroundControl (ver [11]). La base de este proyecto se empezó a desarrollar 
entre el 2009 y 2010 en el proyecto Pixhawk de Zurich por Lorenz Meier. A 
partir de aquí, se formó una comunidad de desarrolladores de donde se han 
extraído gran cantidad de proyectos. 
 
 
 
Fig. 2.2.1 Pantalla principal de QGroundControl 
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2.2.1. Firmware 
 
En este punto, tenemos nuestro cuadricoptero montado y hemos escogido la 
estación de tierra que vamos a utilizar, pero aun no podemos salir a volar. Si la 
placa de arduino es nueva, aún no tenemos ningún firmware y no tenemos 
configurados los acelerómetros y demás dispositivos. 
 
La primera cosa que vamos a hacer llegados a este punto, es subir uno de los 
firmwares que nos proporciona la estación de tierra. Para ello, abrimos el 
programa, y nos dirigimos a la pestaña de firmware. 
 
 
 
 
Fig. 2.2.1.1 Pestaña con los firmwares disponibles en Mission Planner 
 
 
En esta pantalla, podemos observar como existen versiones diferentes 
dependiendo del dispositivo radio controlado que queramos usar. Actualmente, 
existen las versiones ArduRover, utilizada para los coches; la versión 
arduPlane, para los aviones; la versión arduCopter Heli, para los helicópteros y 
seis variantes diferentes para los multirrotores dependiendo del número de 
motores que lleven equipados y de la situación de estos. Para nuestro caso, 
utilizaremos la versión de cuatro motores conocida como ArduCopter Quad. 
 
Los firmwares que hemos numerado por el momento, son firmwares para 
situaciones reales. Además de estos firmwares, existen tres más para poder 
realizar simulaciones, los cuales podemos ver en la esquina inferior izquierda 
de la imagen 2.2.1.1.  
 
Los firmwares para simulaciones están adaptados para trabajar con 
simuladores comerciales como puede ser Real Flight Simulator y sirven para 
verificar el correcto funcionamiento tanto del sistema de emisión y recepción 
como del tipo de respuesta que genera nuestra placa sobre los motores ante 
las situaciones simuladas. 
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Para empezar el proceso de subida de firmware, debemos hacer clic sobre la 
imagen del cuadricoptero y esperar a que termine el proceso que puede durar 
unos minutos. 
 
 
2.2.2. Configuración de parámetros  
 
Ya tenemos el UAV con el firmware, ahora necesitamos verificar que todos los 
valores estén correctamente y configurar el sistema de emisión y los modos de 
vuelo que utilizaremos. 
 
Para iniciar el proceso, podemos dirigirnos al botón que aparece justo debajo 
en el centro de la imagen 2.2.1.1 o a la pestaña configuración de la estación de 
tierra. 
 
 
 
 
Fig. 2.2.2.1 Pestaña de configuración 
 
 
Lo primero que debemos hacer es configurar nuestra emisora siguiendo los 
pasos que aparecen en pantalla, donde nos piden mover todos los canales de 
extremo a extremo para establecer los valores máximos y mínimos. 
  
En la segunda pestaña de esta configuración, nos permiten seleccionar hasta 6 
modos de vuelo que se podrán seleccionar directamente desde nuestra 
emisora, los más importantes para nuestro caso son el modo manual y el modo 
automático. 
 
Una vez escogidos los modos de vuelo, podemos acceder al siguiente apartado 
de la configuración, donde nos permiten configurar los diferentes 
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complementos que hayamos instalado en nuestro UAV, como por ejemplo la 
cámara, el GPS o el sonar. 
 
Otro de los puntos importantes de esta configuración, es la parte donde se 
ajustan los acelerómetros y se ajusta el nivel del cuadricoptero. En este 
apartado, nos pedirán que especifiquemos en que formato están situados los 
motores; en nuestro caso en x, y que movamos el UAV para ajustar 
correctamente los acelerómetros. 
 
Uno de los apartados que nos hemos ahorrado por haber adquirido un kit, ha 
sido la sección de configuración de PID, ya que el firmware que hemos subido 
está diseñado y pensado para el kit. Si no hubiéramos adquirido el kit, 
deberíamos ir configurando los PID y probando que el cuadricoptero volase 
bien en modo manual. 
 
 
2.2.2.1.  Mecanismo de control PID 
 
Ardupilot utiliza el mecanismo de control por realimentación conocido como 
PID. En este mecanismo, se calcula la desviación o error entre un valor medido 
y el valor que se quiere obtener, para aplicar una acción correctora que ajuste 
el proceso. El algoritmo de cálculo del control PID se da en tres parámetros 
distintos: el proporcional, el integral, y el derivativo. El valor Proporcional 
determina la reacción del error actual. El Integral genera una corrección 
proporcional a la integral del error, esto nos asegura que aplicando un esfuerzo 
de control suficiente, el error de seguimiento se reduce a cero. El Derivativo 
determina la reacción del tiempo en el que el error se produce. 
 
 
 
 
Fig. 2.2.2.1.1 Mecanismo de control PID 
 
 
2.2.3. Establecer misiones 
 
Una vez hemos terminado de configurar todos los parámetros, podemos 
empezar a realizar pruebas de vuelo en modo manual para saber si de verdad 
hemos configurado correctamente todos los PID y los acelerómetros están 
actuando como es debido. 
 
La estación de tierra tiene dos apartados que se usan habitualmente. 
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El primero apartado sirve para establecer misiones y/o planes de vuelo y es 
conocido como el apartado Flight Planner. En este apartado, aparece en el 
centro de la pantalla un mapa obtenido con Google Earth; en la parte inferior, 
un menú con las misiones que podemos agregar y a la derecha, las 
coordenadas geográficas donde está situado el cursor y las coordenadas 
geográficas de donde está situada la base. 
 
 
 
 
Fig. 2.2.3.1 Pestaña para establecer misiones 
 
 
Añadir misiones en este apartado es muy fácil, solo tenemos que hacer clic en 
el mapa en el punto que queramos que haya una acción, esto hará que se 
añada al menú inferior la acción de ir a ese punto. Si lo que deseamos es otro 
tipo de acción, podemos dirigirnos al menú inferior y seleccionar una acción 
diferente del listado de acciones. Entre las acciones disponibles, cabe destacar, 
el aterrizaje, el despegue y sobrevolar un punto.  
 
La mayoría de las acciones tienen un radio de error y una altura definida que 
pueden ser modificadas mediante las etiquetas que aparecen encima de las 
acciones establecidas. 
 
En la parte derecha de la ventana hay dos botones para gestionar los planes 
de vuelo. El que se encuentra en la parte superior, sirve para acceder al 
cuadricoptero y recuperar el plan de vuelo que habíamos establecido 
anteriormente. Una vez hayamos modificado el plan de vuelo existente o 
creado uno nuevo, podemos cargarlo mediante el botón que se encuentra en la 
parte inferior. 
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2.2.4. Información de vuelo 
 
El segundo apartado importante que necesitamos conocer de la estación de 
tierra es la pestaña Flight Data, donde podemos obtener toda la información 
básica de vuelo tales como, altura, velocidad, ángulos, indicador de rumbo, y 
un mapa generado por Google Earth para posicionar nuestro UAV. 
 
 
 
 
Fig. 2.2.4.1 Pestaña con la información de vuelo 
 
 
La estación de tierra está configurada para que envíe un paquete a la placa de 
ardupilot pidiendo información de situación cada muy pocos milisegundos. A 
partir de que la placa reciba este paquete, comienza a enviar paquetes con 
toda la información que se le haya pedido con un período igual al solicitado, y 
es con esta información con la que se actualizan todas las etiquetas que 
aparecen en pantalla. 
 
 
2.3. Entorno de desarrollo 
 
Llegados a este punto, ya tenemos nuestro UAV funcionando, con capacidad 
para volar tanto en modo manual como en modo automático. Hemos podido 
probar los diferentes modos de vuelo y programar un conjunto de misiones que 
realizará el UAV. 
 
Veamos ahora como vamos a realizar nuestro proyecto. Por lo que respecta al 
entorno de desarrollo, vamos a utilizar el motor de videojuegos Unity3D. 
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2.3.1. Qué es Unity3D 
 
Unity3D es un motor de videojuego multiplataforma creado por Unity 
Technologies. Empresa que fue fundada en 2004 por David Helgason, Nicholas 
Francis, y Joachim Ante en Copenhague. 
 
Unity3D está disponible como plataforma de desarrollo para Windows y OS X, y 
permite crear juegos para Windows, OS X, Linux, Xbox 360, PlayStation 3, Wii, 
Wii U, iPad, iPhone y Android. Gracias al Plug-In Web de Unity3D, también se 
pueden desarrollar juegos de navegador, para Windows y Mac. 
 
Está basado en proyectos en mono y pueden escribirse en Java, C# o Boo.  
 
 
2.3.2. Interfaz gráfica 
 
Para la parte del diseño gráfico, Unity3D trabaja con objetos como pueden ser 
cámaras, luces, objetos básicos (cubo, cilindro, plano) u objetos importados de 
programas de diseño como pueden ser 3ds, Maya o Blender. 
 
Para trabajar con los objetos, Unity3D ofrece un escenario donde podemos 
movernos por las tres dimensiones y trabajar con los objetos. 
 
 
 
 
Fig. 2.3.2.1 Escenario Unity3D. 
 
 
Para tener un control sobre los objetos, tenemos la ventana de jerarquía que 
nos dice los objetos que hay en el escenario que estamos visualizando 
actualmente o la ventana de proyecto que nos muestra todo el contenido del 
proyecto; es decir, scripts, prefabs, escenas, objetos, materiales, etc. 
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Cada uno de los objetos, tiene una ventana de edición, donde podemos ver y 
establecer las variables de posición, rotación, escalado y todas las propiedades 
que hayamos añadido a ese objeto, tales como scripts o materiales. 
 
Además, tenemos una ventana donde podremos probar el juego y controlar 
todos los mensajes que van a la consola mediante la ventana de juego. 
 
 
 
 
Fig. 2.3.2.2 Ventana de juego y consola. 
 
 
2.3.3. Programación 
 
Todos los objetos pueden tener anclados scripts. Por cada iteración llaman a 
funciones como por ejemplo, la función Update que se lanza en cada 
actualización de pantalla, la función OnGUI que se lanza para renderizar y 
manejar los eventos de la interfaz gráfica o la función OnTriggerEnter que se 
lanza cada vez que hay una colisión, entre otras. 
 
Se puede utilizar diferentes lenguajes de programación entre scripts y se 
pueden llamar a librerías compiladas como .dll o .so. 
 
Unity3D ofrece muchas facilidades para implementar físicas, colisiones, 
animaciones, luces, sombras, sonido, etc. 
 
 
2.3.4. Organización del proyecto 
 
Para la vista de desarrollador, Unity3D tiene una organización preestablecida. 
Si accedemos al proyecto a través de Unity3D, el programa nos da acceso para 
modificar la carpeta Assets, el resto de ficheros y carpetas que podemos ver 
desde un explorador de ficheros, han sido creados por Unity3D. La única 
carpeta que es interesante, es la carpeta bin, donde dejaremos nuestro 
proyecto compilado y todos los ficheros que son necesarios para la 
importación. 
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En nuestro caso, dentro de esta carpeta Assets, hemos creado las siguientes 
carpetas: 
 
 Images: Contiene todas las imágenes exportadas que se usan dentro del 
proyecto. 
 Library: Contiene los ficheros DLL, tanto USAL como MAVLink, que 
hemos creado con Visual Studio. 
 Materials: Contiene los materiales que se asignan a los diferentes 
elementos en pantalla. 
 Models: Contiene el modelo del UAV y las aspas de este creados en 3D 
Studio. 
 Prefabs: Contiene todos los modelos que pueden ser reutilizados y que 
han sufrido una modificación. En nuestro caso, tenemos 3 modelos 
prefabricados. El primero de ellos es el terreno, que lleva un material y 
una textura asignado y se ha modificado la frecuencia de repetición del 
material. En segundo lugar tenemos una esfera gris que representa una 
misión y contiene el código para añadirse al renderizado del túnel en el 
cielo y detectar colisiones. Y por último, el cuadricoptero que tiene 
asignado la posición de las cuatro palas y el código necesario para 
moverse y rotar las palas.  
 Scenes: Contiene las 3 escenas creadas para este proyecto.  
 Shaders: Contiene el shader capaz de pintar las puertas del túnel de 
formas diferentes. 
 Terrain: Contiene la base del terreno. 
 Textures: Contiene las diferentes texturas que hemos aplicado para el 
cielo y para el terreno. 
 Scripts: Contiene todos los ficheros que hemos programado para dar 
vida a los elementos que tenemos en la escena, ya sean ocultos o 
visibles. 
 
 
2.4. Librería MAVLink 
 
Aún nos falta conocer cómo realizaremos la base de este proyecto, el enlace 
de comunicaciones que nos proporcionará toda la información necesaria. 
 
Para realizar este apartado, nos hemos basado en las librerías MAVLink que 
utiliza la estación de tierra. Hemos creado una solución con Visual Studio que 
contiene 3 proyectos, uno con formato de librería para definir las estructuras de 
datos, el segundo con formato de librería también para establecer y gestionar la 
conexión y el último para realizar las pruebas de las librerías. 
 
2.4.1. Librería USAL 
 
La librería USAL es el primero de estos proyectos y contiene la estructura de 
datos de la información que puede ser intercambiada en los UAV.  
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En nuestro caso solo hemos utilizado las estructuras que definen la información 
sobre los ángulos, la velocidad y la posición. 
 
Para el caso de los ángulos, tenemos tres variables diferentes almacenadas 
como variables flotantes. Estas variables son: 
 
 Variable Roll que hace referencia al ángulo de alabeo, es decir, rotación 
respecto al eje morro-cola visto desde un avión. 
 Variable Pitch que hace referencia al ángulo de cabeceo, es decir, 
rotación respecto al eje ala-ala visto desde un avión. 
 Variable Yaw que hace referencia al ángulo de guiñada, es decir, 
rotación alrededor del eje vertical. 
 
 
 
 
Fig. 2.4.1.1 Ángulos de rotación de un avión 
 
 
Para el caso de la velocidad, tenemos la posibilidad de almacenar las 
velocidades que hacen referencia al viento, a la velocidad vertical, a la 
velocidad respecto al suelo.  
 
Y por último, para el caso de la posición, lo único que necesitamos conocer son 
las variables que hacen referencia a una posición geográfica, es decir, la 
longitud, la latitud y la altitud. 
 
 
2.4.2. Librería MAVLink 
 
La librería MAVLink es la librería que se encarga de establecer la comunicación 
con el cuadricoptero; para ello, cuando llamamos a la función de creación, 
creamos la variable que contendrá todos los parámetros del enlace y un listado 
de eventos de los diferentes paquetes que se reciben. 
 
Una vez se ha iniciado esta variable, existe una función para realizar la 
conexión e iniciar un hilo para recibir los paquetes. Si fuera necesario, 
podríamos solicitar todos los parámetros de configuración de nuestro 
cuadricoptero en este proceso.  
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En el proceso de recepción hemos de recalcular el CRC para comprobar que el 
paquete ha llegado correctamente. 
 
Existe una función de suscripción para añadir eventos al listado y otra para 
cancelar la suscripción y así eliminar el evento de la lista. Un ejemplo de esto 
es por ejemplo añadir un evento para actualizar la variable local de la posición 
cuando llegue un paquete con nueva información. 
 
 
2.4.3. Aplicación de prueba 
 
Antes de dar el salto a Unity3D, hemos creado una aplicación de consola que 
utiliza las dos librerías que hemos explicado en las secciones previas. Esta 
aplicación sirve para verificar que la parte del código que gestiona las 
comunicaciones esté funcionando correctamente. 
 
Para realizar las pruebas, hemos creado el enlace de comunicaciones y hemos 
solicitado que nos actualicen los valores del ángulo, velocidad y posición cada 
100 milisegundos. Cada vez que llegue un paquete actualizando uno de estos 
valores, visualizaremos por consola el último valor almacenado para cada una 
de estas variables. 
 
Para comprobar que podemos leer los waypoints, primero hemos utilizado la 
estación de tierra para escribir un plan de vuelo recordando las coordenadas 
donde hemos situado cada waypoint, para así pedirlos desde nuestra 
aplicación y comprobar que las coordenadas devueltas corresponden a las 
mismas que habíamos escrito. 
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Capítulo 3. DISEÑO E IMPLEMENTACIÓN 
 
En este capítulo explicaremos en primer lugar qué hemos hecho, que opciones 
teníamos y las dificultades que hemos encontrado respecto a los scripts que 
hemos creado; la segunda parte evaluaremos el resultado que hemos obtenido. 
 
 
3.1.  Diseño 
 
Este apartado del proyecto requiere de una especial atención, ya que la 
información que aparece por pantalla puede ser de gran utilidad para el piloto y 
por ello se ha de intentar visualizar la máxima cantidad posible, siempre y 
cuando no repercuta en la capacidad de vuelo tal y como vimos en el punto 
1.1.1 de este documento. 
 
En nuestro caso, las gafas FPV que hemos adquirido, no disponen de la 
capacidad de devolver la imagen modificada del ordenador a las gafas, por lo 
que trataremos la visión del piloto como HUD y la pantalla donde este corriendo 
el programa en Unity3D se considera como un HDD, aunque el piloto debería 
ser capaz de volar solo visualizando la pantalla con nuestro programa.  
 
Existen otro tipo de gafas que permiten recibir la imagen, transformarla y 
visualizar la imagen transformada. 
 
 
3.1.1. Estudio previo 
 
En primer lugar se ha realizado un estudio de la información mínima que ha de 
aparecer en pantalla para que un piloto pueda operar correctamente con el 
vehículo. 
 
Según los diferentes estudios hechos por Kohei Funabiki (ver [3]) y Andrew K. 
Barrows y J. David Powell (ver [4] y [5]) y de la estación de tierra con la que 
hemos trabajado, todos coinciden que la información básica que como mínimo 
debe aparecer en pantalla es la velocidad, la altura y el indicador de rumbo.  
 
Para tomar una decisión respecto a cómo pintar las puertas del túnel en el 
cielo, hemos evaluado una serie de estudios donde analizan los diferentes 
elementos que deben aparecer por  pantalla y como han de ser estos 
elementos.  
 
Por ejemplo, según el estudio hecho por Kohei Funabiki, la distancia entre las 
puertas del túnel debe ser cada 500 metros y deben estar conectadas entre 
ellas, las puertas que se encuentren a una distancia superior a 100 kilómetros 
no se verán. Las puertas deben ser cuadradas y cada costado debe medir 100 
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metros. El puntero que indica la siguiente posición en línea recta, debe ser de 
color blanco y el puntero de predicción debe intercalar entre el color verde si el 
radio de la curvatura es pequeño o en color amarillo si supera un cierto valor. 
Por último, el color de las puertas debe ser de color verde. 
 
En cambio, en el estudio hecho por Andrew K. Barrows and J. David Powell, la 
distancia entre las puertas debe ser cada 200 metros, las puertas no tienen 
forma cuadrada y tienen 100 metros de base y 60 metros de alto. Existen dos 
tipos de puerta, una que indica la ruta optima que deberíamos seguir, 
marcando el camino más corto pintada de color verde, y otra con lo que debe 
hacer el UAV para volver a situarse en el camino óptimo de color blanco. Por lo 
que respecta a los punteros, lo único que específica en este estudio, es que el 
puntero predictor debe ir de color blanco. 
 
 
3.1.2. Diseño de la interfaz 
 
El proyecto consta de 2 pantallas diferentes a nivel de usuario. La primera 
pantalla que veremos es el menú de inicio, donde podremos configurar las 
diferentes opciones del proyecto. La segunda pantalla es la que proporcionará 
la información del túnel en el cielo. 
 
Si seleccionamos la opción de conectarnos a nuestro UAV deberemos 
seleccionar un puerto dentro de la lista de puertos disponibles y una tasa que 
por norma general es de 57600 baudios o 115200 baudios. Por último, 
podremos escoger si queremos ver la imagen recibida de la cámara que 
tenemos instalada en el cuadricoptero o queremos simular un paisaje. 
 
La segunda pantalla, la pantalla principal de nuestro proyecto, se ha diseñado 
teniendo en cuenta el estudio previo. Hemos decidido situar la información que 
hace referencia a la velocidad en la parte izquierda de la pantalla y la 
información perteneciente a la altura en la parte derecha  tal y como habíamos 
visto en los estudios. En el caso del indicador de rumbo, hemos visto que los 
estudios no especifican una posición en concreto, pudiendo estar tanto en la 
parte superior como en la parte inferior. En nuestro caso, hemos decidido 
situarlo en la parte superior. 
 
Además de estos tres valores, hemos querido añadir información 
complementaria al túnel en el cielo, situando en la parte inferior un indicador de 
desviación angular respecto al punto objetivo y en la parte inferior derecha un 
indicador de distancia hasta el punto objetivo. 
 
Para resolver las discrepancias que hemos encontrado respecto a la distancia y 
el tamaño de las puertas del túnel, hemos decidido darle la posibilidad de 
escoger al usuario mediante dos menús desplegables que modifican la 
distancia entre las puertas y la medida de los costados. Por lo que respecta a la 
forma y al color, tenemos dos tipos de túneles. El primer tipo tiene las puertas 
de color verde e indica el camino óptimo entre las diferentes misiones. El 
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segundo tipo de túnel tiene las puertas de color blanco e indica el camino que 
debe seguir el piloto para llegar al siguiente punto de control. 
 
Las distancias disponibles entre puertas varían entre 2 metros y 5 metros con 
saltos de 1 en 1, mientras que la medida de cada lado de la puerta varía entre 
3 y 5 metros con saltos de 1 en 1. 
 
La pantalla principal se podrá ejecutar de dos modos diferentes, usando datos 
propios del vehículo o realizando una simulación manual. 
 
Al ejecutarse la escena en modo no simulado, iniciaremos la conexión con 
MAVLink y mandaremos un paquete para solicitar que ardupilot nos envíe la 
información de todos los dispositivos conectados cada 100 milisegundos. Cada 
vez que recibamos uno de estos paquetes, actualizaremos todos los detalles 
que aparecen en pantalla. 
Cuando el usuario solicite las misiones, lanzaremos una función que se 
encarga de seguir todo el protocolo de solicitud de misiones para así crear los 
elementos visibles dentro de la pantalla. 
 
Si por el contrario, el usuario escoge simular el proyecto, veremos un 
cuadricoptero que podremos mover con el teclado mediante las flechas para el 
movimiento horizontal, subir y bajar con las teclas W y S respectivamente y 
rotar sobre su eje con las teclas A y D.  
En el modo simulación también dispondremos de la visualización de la 
información básica. La base está establecida en las coordenadas 0, 0, 0. 
 
Además de esto, dispondremos también de unas misiones preestablecidas, 
que podremos solicitar, con lo que provocaremos la aparición de 3 puntos en 
pantalla para poder simular el seguimiento del plan de vuelo. 
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3.2.  Implementación 
 
Para empezar, esta es la organización de los objetos según han quedado en 
las escenas y los scripts que hemos tenido que anidar a cada objeto. 
 
 Proyecto
Escena con conexión Mavlink
Conector 
Mavlink
UAV
Terreno Luz direccional
Cámara 
secundaria
Pantalla
Cámara 
principal
scriptConvertor scriptMavlinkConnector
scriptTunnelInTheSkyscripWaypoints
scriptUAV
scriptCam
Escena Simulada
ScripMovimentSimulator
Escena con conexión Mavlink
Objeto Menú CámarascriptMenú
UAV
Terreno Luz direccional
Cámara 
principal
scriptTunnelInTheSkyscripWaypoints
scriptUAV
 
Fig. 3.2.1. Esquema del proyecto a nivel de objetos y scripts 
 
 
3.2.1. Conexión con el UAV 
 
Para realizar la conexión con el UAV, hemos creado el script 
scriptMavlinkConnector  el cual hemos anclado a un objeto invisible llamado 
MavLinkConnector. Este script es el encargado de comunicarse con la librería 
de MAVLink, para hacerlo, crea una instancia de MAVLink con el puerto y la 
tasa  que hayamos seleccionado previamente y otra instancia para la 
telemetría. Las instancias se crean al ejecutar el script. 
 
Una vez hemos terminado de crear las instancias, iniciamos un hilo para 
realizar la conexión y mandar el mensaje de petición de datos que se enviarán 
cada 100 milisegundos. En este apartado, nos dimos cuenta de que si el UAV 
estaba conectado mediante cable USB, no hacía falta enviar el mensaje de 
petición de datos; mientras que, si está conectado con la telemetría, sí.  
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Para actualizar los valores, asignamos un control de eventos a la instancia de 
la telemetría. Cada vez que se produzca un cambio en cualquier valor de la 
telemetría a la que nos hayamos suscrito, llamaremos a una función que 
actualizará todos los valores. En nuestro caso, los tres valores que vamos a 
actualizar son la velocidad, los ángulos y la posición. 
 
En un principio, solicitábamos todos los parámetros que vienen configurados en 
el UAV y para ello, habíamos creado una caja de mensajes que aparecía 
mientras se conectaba. El problema de esto era que esta solicitud tardaba 
entre 30 segundos y un par de minutos donde todo el escenario permanecía 
inmóvil. 
 
El último aspecto a destacar de este script, es que tiene la función de petición 
de misiones. Esta función acude a la librería y solicita que cargue todas las 
misiones en una matriz. Una vez ha finalizado el proceso, activa una variable 
semáforo para que el script de las misiones pueda gestionar la información 
obtenida. 
 
 
3.2.2. Cambio de coordenadas y offset 
 
Nos hemos visto obligados a realizar un cambio de coordenadas ya que las 
coordenadas que provienen de MAVLink son coordenadas geográficas, esto 
significa que las coordenadas que obtenemos vienen dadas por longitud, latitud 
y altitud, mientras que Unity3D necesita trabajar en coordenadas con X Y y Z. 
Para ello, hemos hecho la conversión de coordenadas geográficas a 
coordenadas cartográficas en UTM utilizando el sistema de referencia ED50. 
Este sistema de referencias ya no se utiliza actualmente pero no es problema 
ya que utilizaremos el mismo sistema de referencia para todo el proyecto. El 
sistema actual de referencia se llama ETRS89.  
 
Al script que se encarga de las conversiones lo hemos llamado scriptConvertor 
y para llamar a su función debemos enviarle 3 parámetros. El primero de ellos 
sirve para decir si estamos en el hemisferio norte o sud, el segundo sirve para 
especificar si nos encontramos en la parte este u oeste y el último para las 
coordenadas. 
 
Esta nueva coordenada nos da un valor superior a los 400.000 para el caso de 
las X y un valor superior a los 4.500.000 para el valor de las Z. Estos valores 
son demasiado grandes para Unity3D y por ello nos hemos visto obligados a 
desplazar todas las coordenadas. Para ello, hemos cogido el primer valor que 
nos devuelve la conversión y lo hemos establecido como el valor de la 
desviación. A partir de aquí, todas las coordenadas que van llegando, se les 
aplica la conversión y se calcula la diferencia respecto a la desviación, 
consiguiendo así que nuestro punto de partida siempre se encuentra en las 
coordenadas (X, Y, Z) igual a (0, 0, 0). 
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3.2.3. Misiones 
 
El script encargado de las misiones lo hemos llamado scriptWaypoints. En este 
script guardamos un listado con todas las instancias al objeto misión que 
tenemos en pantalla. Cada una de estas instancias viene definida por un objeto 
GameObject con el que podemos interactuar y una variable booleana que 
indica si la misión ha sido cumplida. 
 
Tal y como habíamos avanzado en el punto 3.1, cuando el script 
scriptMavLinkConnector ha terminado de solicitar las misiones, llama a una 
función de este script para gestionar las misiones. Por cada misión existente en 
nuestro UAV, se crea una instancia y se sitúa sobre el mapa. 
  
Cuando el UAV detecta una colisión con una de las misiones, se accede a la 
función que cambia el estado de esta. 
 
 
3.2.4. Túnel en el cielo 
 
Existen dos scripts que se encargan de realizar el túnel en el cielo, uno de ellos 
es el script scriptWaypoints que se encarga de realizar todas las operaciones 
para que visualicemos el túnel entre las misiones y el otro es el script 
scriptTunnelInTheSkyUAV que se encarga de realizar el túnel entre el UAV y la 
siguiente misión. 
 
 
3.2.4.1. Aspectos en común 
 
La forma de trabajar de estos dos scripts tiene una base muy similar por lo que 
primero explicaremos los aspectos comunes y después explicaremos las 
diferencias.  
 
Para visualizar en pantalla las puertas, hemos utilizado openGL, pintando 
líneas entre las parejas de vértices que forman el cuadrado. 
 
El primer aspecto en común, es que los dos scripts tienen un shader que 
inicializan en su ejecución, asignando un color con el que veremos las puertas 
del túnel.  
Otro de los aspectos en común, es que los dos tienen una función que se 
encarga de buscar el camino que deben seguir las puertas y asignar los 
centros del cuadrado. Una vez obtenemos los centros, usando los vectores 
derecha, izquierda, arriba y abajo, nos desplazamos dentro del mundo para 
buscar los vértices del cuadrado. Cada vértice se debe añadir a una lista 
teniendo en cuenta que se deben repetir dos veces, ya que cada vértice será 
inicio o fin de una línea. 
La función que hemos utilizado para encontrar los centros de los cuadrados es 
diferente entre los dos scripts y por ello la explicaremos en el siguiente punto.  
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La función que utilizamos para renderizar o pintar las puertas solo debe 
acceder a la estructura de vértices que habíamos calculado previamente e ir 
pintando líneas entre el par de vértices. 
 
 
3.2.4.2. Aspectos diferentes 
 
Existen diferencias a la hora de calcular los centros de los cuadrados  y la 
cantidad de veces que se debe actualizar la lista de vértices. 
 
Para el caso de las misiones, al instanciar cada misión, hemos hecho que la 
esfera rote para mirar a la siguiente misión, de esta manera el vector forward 
de la misión apunta directamente a la siguiente misión. Para calcular los 
centros, solo debemos calcular la distancia entre la siguiente misión y la actual 
y dividirla entre la distancia entre puertas.  
 
Ahora nos desplazamos desde el origen hacia adelante usando el vector 
forward multiplicado por la distancia entre puertas para obtener el primer centro 
de la primera puerta, de aquí debemos volver a repetir el mismo procedimiento 
pero esta vez modificando la posición origen por el centro de la anterior puerta. 
 
Con este sistema, no tenemos que calcular rotaciones factibles para pasar de 
una misión a otra, si no que podemos tener ángulos rectos entre un túnel y 
otro. Este sistema solo es factible porque nuestro UAV es un cuadricoptero, ya 
que este siempre sigue la misma estrategia para encarar una misión; primero 
rota sobre su eje para apuntar hacía su objetivo, a continuación, se sitúa a la 
misma altura y para terminar avanza hasta alcanzar el punto objetivo. Si por el 
contrario, estuviéramos trabajando con un coche o un avión, deberíamos tener 
en cuenta que no pueden trabajar en un punto estacionario y que, por tanto, no 
podrían existir ángulos rectos entre túneles. 
 
Para el caso de la generación de puertas para el piloto, debemos tener en 
cuenta que el cuadricoptero puede tener una dirección diferente a la que debe 
tomar, por lo que si siguiéramos el mismo planteamiento que antes, podrían 
aparecer puertas detrás de nuestro ángulo de visión. Para solventar esto, la 
primera puerta siempre se debe situar delante del cuadricoptero y a partir de 
aquí, ir rotando poco a poco para encarar hacía nuestro objetivo. 
 
 
3.2.4.3. Generación de puertas 
 
La idea que teníamos de partida era crear un método de visualización de 
puertas similar al que habíamos visto en los estudios. Este método consiste en 
ir rotando las puertas poco a poco encarándolas al punto objetivo tal y como 
vemos en la siguiente imagen: 
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Fig. 3.2.4.3.1 Puertas desde el círculo hacia la cruz 
 
 
Para hacer esto, teníamos que hacer uso de los vectores forward y los vectores 
up que nos aporta Unity3D y el producto vectorial que podemos calcular 
fácilmente: 
 
 
 
 
Fig. 3.2.4.3.2 Generación de puertas mediante producto vectorial 
 
 
Calculamos el vector dirección entre el cuadricoptero y el punto objetivo y 
rotamos el forward del cuadricoptero hacia esa dirección con un ángulo máximo 
de 30 grados, de esta manera, obtenemos el centro de la puerta. Para poder 
buscar los vértices, calculamos el producto vectorial entre el vector forward de 
esta nueva posición y el vector up, así podremos movernos desde el centro 
hacia los vértices del cuadrado. 
 
El problema que hemos tenido, es que los productos vectoriales no han salido 
como esperábamos. Dependiendo de la situación del cuadricoptero, las puertas 
no se visualizaban correctamente. Debido a este a problema, hemos decidido 
situar las puertas siempre en perpendicular al cuadricoptero, tal y como se 
muestra en la siguiente imagen. 
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Fig. 3.2.4.3.3 Generación de puertas final 
 
3.2.5. Información básica e interfaz 
 
Para la parte de la información básica, hemos utilizado las herramientas que 
proporciona Unity3D para crear la interfaz de usuario. 
 
El script del menú principal se llama scriptMainMenu. Todo el contenido que 
aparece en la primera escena proviene de este script. Al hacer clic sobre el 
botón de puerto MAVLink, se lanza una función que busca todos los puertos 
serie que tienen algún dispositivo conectado. 
 
 
 
 
Fig. 3.2.5.1. Pantalla con el menú 
 
 
Al hacer clic sobre el botón para asignar un puerto a la cámara, busca todos los 
dispositivos de video que hay funcionando en el ordenador. Al hacer clic sobre 
aplicar, guardamos todas las variables necesarias mediante las funciones 
PlayerPrefs.setString que nos ofrece Unity3D. 
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El script que se encarga de mostrar la información al piloto es el script 
scriptUAV, que además de presentar la información, tiene toda la lógica para 
mover el cuadricoptero y detectar colisiones. 
 
Al iniciar el script, comprobamos si el usuario ha solicitado utilizar la cámara o 
si prefiere visualizar el terreno y el cielo creados con Unity3D. En la primera 
opción, se deshabilita el plano donde proyectamos la imagen de la cámara y 
así dejamos a la vista el terreno. Para la segunda opción, el plano oculta el 
cielo y el terreno, ya que se sitúa por delante. 
 
 
 
 
Fig. 3.2.5.2. Información mostrada en pantalla 
 
 
Cada vez que llega una variable de MAVLink, se modifica la variable local. Para 
las variables que solo sirven para visualizar, no se hace ningún tratamiento, si 
no que se modifican para que aparezcan por pantalla directamente.  
Para el caso de las variables de posición y la rotación, no se aplican 
directamente sobre el cuadricoptero, ya que podría provocar saltos que 
molestan al usuario. Para solventarlo, hemos utilizado la función lerp con lo que 
conseguimos un movimiento suavizado 
 
Por cada movimiento que realiza el cuadricoptero, está detectando posibles 
colisiones, al producirse una, comprueba si el objeto colisionado coincide con la 
misión actual; si es así, la marca como realizada. 
 
Si hacemos clic sobre el botón de solicitud de misiones, comprobamos si 
estamos en modo simulado; de ser así, instanciamos 3 misiones, si no 
llamamos a la función del script scriptMavlinkConnector  que se encarga de 
solicitar las misiones. 
 
3.2.6. Indicador de rumbo 
 
La función que crea el indicador de rumbo también se encuentra dentro del 
script scriptUAV. Cada vez que MAVLink nos envía un rumbo diferente, 
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accedemos a esta función para convertir el ángulo numérico en un indicador 
textual para así diferenciarlo del indicador que nos dice cuanto debemos girar 
para encarar la siguiente misión. 
 
Para hacer esto, al llamar a la función, iniciamos una cadena de 36 caracteres 
formada por las iniciales de los cuatro puntos cardinales y el resto con puntos. 
Dividimos el ángulo que nos da MAVLink entre diez para obtener el número 
desde donde deberemos empezar a recortar la cadena. Siempre 
visualizaremos 12 caracteres, por lo que si el valor obtenido es valor a 24, 
cogeremos los caracteres restantes hasta llegar a 36 y concatenaremos desde 
el principio hasta llegar a los 12 caracteres que mostraremos. 
 
 
3.2.7. Cámara 
 
Para gestionar la cámara y poder verla en pantalla, hemos creado una 
superficie plana a modo de pantalla de proyección. 
 
Según las especificaciones que tenemos de las gafas FPV el campo de visión 
que genera la cámara es de 46 grados, así que hemos configurado la cámara 
secundaria de la escena con el mismo campo de visión y hemos situado el 
plano a la distancia máxima. Además, con el fin de ocupar todo el campo de 
visión y que los objetos que aparezcan por pantalla ofrezcan una visión real, 
hemos configurado el plano con un factor de escala 16x9. 
 
 
3.2.8. Simulación 
 
Para realizar una simulación de la comunicación con MAVLink, hemos creado 
un script que realiza movimientos mediante teclado.  
 
Las teclas utilizadas para realizar el movimiento son: 
 
 A y D: Rotación sobre su eje. 
 W y S: Subir y bajar. 
 Flechas arriba y abajo: Movimiendo adelante y atrás. 
 Flechas derecha e izquierda: Desplazamiento lateral. 
 
Para simular la información que aparece por pantalla, hemos utilizado 
información que nos aporta Unity3D.  
Para calcular la altura, hemos cogido la coordenada Y de la posición, para 
calcular el rumbo, hemos cogido la rotación sobre su eje Y que también nos 
ofrece Unity3D, y por último la velocidad, hemos establecido un valor que 
depende de la presión que ejerza el usuario sobre alguna de las teclas. 
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3.3. Resultados 
 
Para comprobar el funcionamiento del software, hemos hecho las pruebas en 
un vuelo real en la Universidad EETAC de Castelldefels.  
 
Hemos intentado realizar el vuelo en modo manual y teniendo el ordenador con 
la imagen generada en el suelo, cosa que dificulta mucho el seguimiento. 
 
Para empezar, hemos establecido las misiones desde Mission Planner y hemos 
ejecutado el software creado en Unity3D.  
 
 
3.3.1. Sin cámara 
 
La primera prueba que hemos realizado ha sido seguir el túnel con el terreno 
que nos ofrece Unity3D. Una vez hemos establecido la conexión con el piloto 
automático, hemos solicitado las misiones. 
 
 
 
 
Fig. 3.3.1.1 Imagen después de solicitar los waypoints. 
 
 
En esta imagen, si seguimos las puertas blancas, vemos como el primer punto 
se encuentra arriba a la derecha. 
 
Hemos levantado el vuelo y encarado el primer waypoint, obteniendo la 
siguiente imagen. 
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Fig. 3.3.1.2 Imagen realizada mientras levantaba el vuelo. 
 
 
Hemos intentado volar hacia el primer waypoint y cuando creíamos que lo 
habíamos cumplido, nos hemos dirigido hacia el segundo objetivo. 
 
 
 
 
Fig. 3.3.1.3 Imagen realizada mientras nos dirigíamos al segundo objetivo. 
 
 
Mientras estábamos intentando acercarnos al segundo objetivo, nos hemos 
dado cuenta que las puertas blancas indicaban que no habíamos cumplido con 
el primer objetivo. 
De esta prueba, hemos concluido que necesitamos dar un margen mayor de 
error cuando se vuela en modo manual si queremos seguir con la pantalla 
aparte, o debemos buscar una cámara que permita redirigir la imagen a las 
gafas. 
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Otro de los problemas que tenemos es que al ponerte las gafas, no puedes 
conocer los diferentes objetos que se encuentren fuera de tu rango de visión y 
que puedan provocar una colisión, por lo que tenemos que buscar una manera 
de alertar al piloto.  
 
 
3.3.2. Con cámara 
 
Para la prueba de la cámara, hemos establecido un plan de vuelo muy similar 
al que teníamos en el apartado anterior. Hemos vuelto a establecer la conexión 
y hemos solicitado la misión. 
 
 
 
 
Fig. 3.3.2.1 Imagen después de solicitar los waypoints. 
 
 
Una vez tenemos la ruta establecida, levantamos el vuelo y encaramos al 
primer waypoint. 
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Fig. 3.3.2.2 Imagen al encarar el primer waypoint. 
 
 
En esta imagen, podemos ver que el piloto tiene mucho más conocimiento de 
la situación del cuadricoptero, mientras que en el caso que estábamos volando 
sin cámara, necesitábamos ir mirando tanto a la pantalla del ordenador como al 
cuadricoptero en si para saber dónde estábamos realmente 
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Capítulo 4. AMBIENTALIZACIÓN 
 
Una de los principales motivos que tuvimos para empezar este proyecto, era 
buscar un método que realizase las mismas tareas que por el momento se 
están haciendo con aeroplanos y helicópteros reales.  
 
Hasta el momento, existen muchas tareas que se están realizando con 
aeronaves reales, funcionando con gasolina, cosa que provoca un impacto 
medioambiental mucho mayor que un dispositivo radio controlado que funciona 
con baterías. 
 
Nuestro cuadricoptero trabaja con motores y variadores eléctricos que se 
alimentan de baterías  recargables de LiPo, al igual que la emisora, el receptor 
y el emisor de la cámara. Hemos decidido utilizar este tipo de baterías porque 
pueden reciclarse, ofrecen una gran densidad de energía y una gran capacidad 
de descarga. El problema que existe con ellas, es que debemos tener especial 
cuidado a la hora de usarlas, cargarlas y almacenarlas; son baterías que 
pueden llegar a explotar. 
 
El cuerpo del cuadricoptero está montado con aluminio y fibra de carbono. El 
aluminio puede ser reciclado mediante refundición mientras que la fibra de 
carbono no es tan común, pero existen maneras de reciclaje, y se están 
estudiando otros métodos diferentes.  
 
Para crear todos los circuitos impresos que tenemos montados, se utilizan una 
gran cantidad de componentes eléctricos y conectores de plástico. La creación 
de estos componentes eléctricos suelen realizarse en países donde no se 
siguen las normativas de reciclaje para minimizar costes.  
 
Conclusiones y lineas futuras  41 
 
 
Capítulo 5. CONCLUSIONES Y LINEAS FUTURAS 
 
En muchas páginas web nos ofrecen el piloto automático como un sistema que 
no requiere experiencia previa sobre vehículos radiocontrol. En nuestro caso, 
hemos tenido que realizar muchos vuelos en modo manual, ya sea para probar 
el correcto funcionamiento del cuadricoptero, por haber intentado volar en días 
de mucho viento o por algún fallo del aparato, por lo que podemos decir que no 
debemos confiar del todo en el piloto automático. 
 
Uno de los problemas que nos hemos encontrado para tener que volar en 
modo manual, ha sido que el sensor de altura ha dejado de funcionar 
correctamente, por lo que se puso a seguir el plan de vuelo a 100 metros en 
vez de a 10 metros.  
 
También nos hemos dado cuenta de que el sistema de aterrizaje y despegue 
no funciona correctamente si no instalamos un sonar, ya que el GPS a tan poca 
altura no detecta bien la altura. Esto nos ha provocado caídas fuertes e ir 
arrastrándose por el suelo, por lo que una de las cosas que queremos 
implementar en un futuro próximo es el sonar. 
 
Lo que si podemos decir a favor del piloto automático, es que cumple 
correctamente con el plan de vuelo, verificando el radio de error que le 
asignamos e intentándolo hacer en el tiempo que le hemos asignado para 
realizar la misión. Es cierto que al tiempo no le podemos hacer mucho caso, ya 
que el viento interfiere demasiado en este aspecto y sobre todo cuando le 
damos un margen de error pequeño. 
 
Por lo que respecta al túnel, hemos comprobado que el coste computacional es 
bastante elevado en los casos que se deban pintar muchas puertas, es por 
esto que se deben visualizar un número máximo de puertas. 
 
El hecho de no haber podido redirigir la imagen del ordenador a las gafas ha 
supuesto un impedimento a la hora de realizar las pruebas, ya que nos hubiera 
gustado poder comprobar la diferencia entre tener la imagen en el ordenador y 
llevarlas directamente en las gafas. 
 
Nos hemos dado cuenta de que si queremos hacer vuelos lejanos, 
necesitamos obligatoriamente el sistema de video; con el paisaje que tenemos 
actualmente, no somos capaces de detectar objetos con los que podamos 
colisionar. Para solventarlo, queremos implementar un sistema de sonar para 
detectar objetos en las 4 direcciones, tal y como hace el AirDrone de Parrot y 
cada vez que se detecte un objeto en alguna de las direcciones, añadir algún 
tipo de indicador u objeto tal y como hacemos con las misiones.  
 
Otra de las mejoras que podemos hacer es utilizar modelos digitales de terreno 
que nos proporcionan una representación topográfica de una zona terrestre 
que podremos utilizar en Unity3D y así ofrecer al piloto más información sobre 
elevaciones de terreno. 
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Mientras realizábamos las pruebas, nos hemos dado cuenta de que 
necesitamos modificar el túnel, ya que no aporta suficiente información de 
cuando hemos pasado por un waypoint. Deberíamos implementar un sistema 
acústico o algún sistema de colores que indique proximidad.  
 
Una de las cosas que queremos hacer es utilizar este mismo proyecto con un 
UAV que tenga menos libertad de movimientos, como puede ser un avión, para 
ver si nos es más fácil encarar los diferentes waypoints.
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Glosario 
 
 
3D   Tres dimensiones 
 
 AMLCD  Active Matrix Liquid Crystal Display 
 
APM   ArduPilot Mega 
 
 ED50   European Datum 1950 
 
ETRS89  European Terrestrial Reference System 1989 
 
 FHSS   Frequency-Hopping Spread Spectrum 
  
FPV   First Person View 
 
GMS   Global Messaging Solutions 
 
GPS   Global Positioning System 
 
HDD    Head-Down Display 
 
HUD   Head-Up Display 
 
IMU   Inertial Measurement Unit 
 
Kbps   Kilobits por segundo 
 
LiPo   Lithium Polimeter 
 
MAVLink  Micro Air Vehicle Communication Protocol 
 
RC   Remote Control 
 
TITS   Tunnel In The Sky 
 
UAV   Unmaned Air Vehicle 
 
UMTS   Universal Mobile Telecommunications System 
 
 UTM   Universal Transverse Mercator 
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