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Sumário 
A orientação a objetos é um mecanismo que permite o reaproveitamento de software, tendo 
por isso despertado grande interesse nos últimos anos. Este paradigma tem sido utilizado 
em várjas áreas da computação, como banco de dados, análise de sistemas e linguagens de 
programaçao. 
Esta dissertação e dividida em duas partes. A primeira estuda a tecnologia existente sobre 
orientação a objetos e linguagens de programação. São analisados os mecanismos presentes 
nas linguagens orientadas a objeto e os objetivos destes mecanismos. Alguns problemas com 
o paradigma são considerados. apresentando as possíveis soluções, quando existirem. 
A segunda parte da dissertação apresenta construções que extendem C++, e são justifi-
cadas com base no estudo feito na primeira parte. 
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Capítulo 1 
Introdução 
1.1 Conceitos Básicos de Orientação a Objetos 
Entende-se normalmente como sendo linguil.gens orientada.s a objeto aquelas que suportam 
herança ou delegação. Delegação nã.o será discutida nesta. dissertação. Linguagens com 
herança possuem classes e objetos. Um objeto é um agrupamento de dados mais as operações 
sobrt> estes dados. Estn.s operaçóes afetam o estado dos dados, que são a memória do objeto 
[\VPg87a]. Clit.sses sào ff III}Jfaf(.o:; (tipos) a partir dos quais os objetos são criados. Objetos 
da mesma dasse suportam a:- mesmas operaçOes e possuem o mesmo formato para. os seus 
dados interuos. As operações suportadas por um objeto são chamadas de métodos. Üm 
objf'to é uma instápcl<J ele urna classe. do mesmo modo que :3 é uma instância do tipo inteiro. 
Os dados do objeto. via dt· regra. só sâo manipula.dos pelos métodos associados à classe da 
qual foram declarados. A figura l.l mostra, graficamente, a dasse Pessoa. com os métodos 
setnome, pn.nt e M. A rcpresentaçào de Pessoa. composta por nome e RG. só pode ser 
lllanipulada pelo~ método):; da classe. A~ Ya.riáveis definidas em uma classe sào- chamadas 
varián:is de iust.ilJJcia.jJOÍs ca.da objeto iiusLâllcia) conLer<Í. Ulll conjuut.o destas variáveis. lJm 
ob1et.o f>. cst.imula.do por nwio ck mensagens. que silo compostas por um seletor e eventuais 
il.rgumcnt.os. I fm self't.oJ f!era.lmcnte é o non1e de um método. Se YariiÍvel P & da cla.sse 
Pessoa. a imt.ruçàv ''P.print(S)'' é o envio da mensagem print(S) ao ob_ieto assoc:iado 
a P dura.Jlt.e a execuçào. O seletor desta mensagem é print e o argumento é 5. Ao ser 
CLASSE Pessoa 
Variaveis de jfst<wFj. <~i 
cha.r norne[Vl . H.l:l[. UJ 
" Met9dO>O 
\"Oiu setJJOllJCti-TJa.r "'\oJliC) 
void priut.(iqt !\;umC:ampos) 
vo1cl !\I() 
Figura 1.1: Classe Pessoa 
CAI'iTI!LO 1. IST/{(}lJI'('AO 
CLASSE Estudante 
superclasse: J-'essoa 
Varia~fi~~-cJt~lfi"bjllcia: 
int CodigoCurso 
.d . Metodos' 
vo1 pnnt(mt -Num( :ampos 
Figura 1.2: Classe E5tuda.Jlt.C 
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enviada para. um objeto, a mensagem causará a execução de um método. Consideraremos 
que o nome do método P o mesmo que o do selelor da mensagem - print, neste caso. 
O mecanismo de lwraJJ~·ii permite a especializaçào de uma classe através da cria.çà.o de uma 
subdasse. Se classe B berda clil classe A. B possuirá. variáveis de instância de mesmo nome e 
mesmos métodos lJUC A e possivelmente outras variáveis c métodos definidos especificamente 
para ela.. Considere quf' a dasse Estudante herda de Pessoa, na figuro 1.2. Estudante 
possui variáveis de- instância RA e CodigoCurso, bem como métodos setnome e print. O 
método setnome é herdado de Pessoa. O método print é o específico de Estudante. O 
objet.o que recebe uma. mensagem é referenciado por this em C++, self em Smalltalk e 
Current em Eiffel [Mey87] [fvleySS]. Algumas linguageus possuem uma classe pré-definida. 
geralmente chamad~1 de ObJect. da qual todas as outras herdam ca.ra.ct.erísticas b<isicas. 
mesmo que esta herança nào seja explícita. 
Coustdere que objeto da classe Estudante receba um<~ mensagem M. O Método M é in· 
voe a do e etn··ia tllellsageHJ pn.nt para thJ..s. Qual método pr1.nt é utilizado. o de Pessoa 
ou Estudante? O método utilizado em resposta a. uma mensagem é procurado na classe do 
objeto. Se ele nào for cucontrado. procura-se na sua supnclasse. Se ainda. nà.o é encontrado. 
a busca continua na supercla.sse da supercla.ssc e assim por diante. Neste caso. utiliza-se 
o método print de Estudante. A bué'ca começa na classe Estudante e a.í é encontrado 
método pr1.nt. 
A liga.çào ent.rP a mensa.gf"m f(""C"f"hida <·· o método a sf'l" utiliza.do é precoet·1 ou tardia.2. 
A hgaçào precoce acontece quando a busca pelo método adequa.do f. feita pelo compila.dor. 
que descobre o mÉ'todo a ~er utiliza.do em tempo dE' compila.çào. A ligação tardia acontece 
quando n bu::;ca pelo mÉ'todo ncontece em tempo de execuçâo. Os motivos pelos qua1s e 
Clllprt>gadcl um ou outro t.ipu d(' llgac;ào serào esclarecidos 110 capítulo seguinte. 
1.2 Observações Sobre a Tese 
Após as correções sugeridas pela banca examinadora (e mesmo ant.es), o título desta. dis" 
sertaç.ào se tomou inadt>qua.do. 1\~o é projetada. uma linguagem orientada a objetos com· 
J uwiy bu1dmg 
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p\('t.a, apellas é sugerida uma exteusào a C++. Infelizmente., questOes burocráticas impcdi-
ranl a alteração do título. 
A dissertação consiste em um estudo sobre orientação a objetos (capítulos 2, 4) e uma 
sugestão de extensào a C++ (capítulo 5 ). O conteúdo preciso de cada capítulo é dado 
abaixo. 
• Capítulo 1. Esta. introdução. 
• Capítulo 2. Defini~:à.o de facilidades presentes em orientação a objetos, como herança, 
abstração di:' dados, classes abstratas. Sào discutidos os .fatores que fazem herança 
adequada. para reaproveitamento de software. AlguiJs modelos de herauça são apresen-
tado:;. 
• Capítulo 4. Traz umn discussào sobre classes parametrizaclas: definiçào, requerimentos, 
erros de tipos. É exposto uma forma de simular classes parametrizadas com herança. 
• Capítulo 3 Exposição de trê:, problema.s originais com orientação a objetos. 
• Capítulo 5. É apresentada uma sugestão de extensão a C++ baseada nas discussões 
dos capitulas precedentes. 
• Capítulo G. ('owlusà.o. 
Capítulo 2 
Classes, Objetos e Herança 
O mecanismo de herança múltipla permite quf' uma cla.ssf' herde características de mais de 
uma superclassc. Ela. i· uecessá.ria quando uma classe é uma especializaçào de duas ou mai~ 
dassef::i, devendo berdar características de todas elas. Por exemplo, uma. classe Funcionário 
que herda ela classe Pessoa e da. classe Trabalhador. Um funcionário é. ao mesmo tempo, 
uma pessoa e um tra.balhador. Da classe Pessoa Funcionário herda características como 
idade e nome. Da classe Trabalhador, herda tempo de serviço e empregador. Seja C uma 
classe 4ue herda. da::; superclasses S1 , S2 , ••• , Sn. Se duas superei asses de C. digamos S; e 51 
(i !- j), definem método com mesmo nome M, qual método M a classe C deve herdar ? M de 
S, ou M de S1 ? Este problema é cha.rna.do colisão de nomes. Linguagens de programação 
distintas resolvem colisào de nomes de fol'ma diferente. Em C++. as superclasses são orde-
nadas de acordo com a ordem em que elas são citadas na especificaçào de uma classe. Se 
ocorre colisào de llOllH::'S entre a.s superdasses S; e s.P o método herdado é o da classe qu-e é 
citada primeiro Jta cleclaraçào ele wperclasses. A linguagem Eiffel [Mey88] permite que uma 
classe mude o nome (renomeie) o nome_de um mét.odo herdado de uma superclasse. Dentro 
da. classe. este método só é utilizado com o seu novo nome. O nome antigo deixa. de existir. 
Imagine clas::;es A e B que possuem método M. Quando uma. classe C herda de A e B, ela pode 
wudax o nome de M herdado de B para Q. Deste modo. classe C herdaM de A e Q de B, nâo 
a.contecendo colisà.o de nomes. Suponha. queM e Q sâ.o redefinidos em C e que classe A po~­
sua método H que sempre envia mensagem M pa.ra. self (o objeto que recebeu a mensagem 
com seletor H). Quando um objeto de C recebe mensa.gem com seletor H. o método H de A é 
executa.do e eBYJa meBsa.gem com tJeletor M pa.ra o próprio objeto. O método utilizado em 
re~posta o. esta meuso.gem é M de C. Suponha agora. que B defina método G que sempre invoca 
método M. Elll objeto de C. execuçào de G causa. sempre a exeruçào de método Q de C, pois 
este é o correspondente. em C. de M de B. Renomeaçâo permite a. especialização de a.mbos os 
métodos M herdados de modos distintos. Em C++, isto nào é possível. SeM é redefinido em 
C. o método M de C servirá como redefiniçâo de M de A eM de B. 
Como apresentado até agora, o método invocado em resposta a uma. mensagem enviada 
a um objeto é procurado nos métodos da da.sse e superdasses do objeto. Polimorfismo 
múltiplo1 considera. nào só o objeto que recebe a mensagem, mas também as classes de seus 
i Polimorfi.~mo »crá ddtlndo na seção :"!.4. A compreençâo deste parágrafo não exige o conhecimento de outra..~ 
5 
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(Impressor~ 
@)~(ret~< ~ 
(Display Remotg 
Figura 2.t: Método invocado depende também dos parámetros 
.paritmetros. Isto é. a escolbn do método é baseado na classe e superclasses do objeto que 
recebeu a mensagem e também nas classes e superclasses dos parâmetros das mensagens. 
lima conseqüências deste fato é que um objeto pode executar dois métodos diferentes para 
mensagens de mesmo nome. desde que os parâmetros qesta.s mensagens sejam de classes cor-
respondentemente diferentes. Tomemos um exemplo citado em [Ing86]: há objetos gráficos 
(retas, retângulos, círculos) e dispositivos para saída gráfica (impressora, vídeo, display re-
moto). Para. cada. objeto gráfico, deve existir método que visualiza o mesmo em cada um 
destes dispositivos. Com;idere ''imprima'' como sendo o nome da mensagem para visuali-
zar um destes objetos .. com um parâmetro que é um dispositivo. Para uma classe, digamos, 
reta, existem três métodos com nome imprima. Cada un1 deles possue um único parâmetro. 
que é d-o tipo Impressora, Video ou DisplayRemoto. No exemplo abaixo, o método invo-
cado pelo envio de mensagem acima é decidido em função da classe de xx (no caso, reta) e 
da classe de dd (figu'ra 2.1 ). 
var xx : reta; 
xx. imprima(dd); 
Em C++- existe- est.e tipo de polimorfismo. mas a classe dos parâmetros deve ser conhe-
CJda em tempo de compilaçào. 
As principais dificuldades em programaçào orientada. a objetos é decidir quais são as 
classes e quando usar herança. As classes representam entidades reais (Pessoa, Estudante, 
Empregado) ou abstratas (Pilha., Arquivo) de um sistema. Qualquer agrupamento de dados 
com operações sobre- os mesmos pode, em geral, ser encapsulado como uma classe. Uma. 
classe nào necessariamente define variáveis de instância .. Se o usuário a. utiliza apenas por 
suas operações, é indiferente-pa.ra ele o número e a natureza de suas variáveis. Um erro 
comum é colocar componente::; (variáveis de instância.) de uma. classe corno superclasses. 
Como exemplo. colocar Asa c Corpo como superclasses da classe Aviao. A classe Corpo 
modelaria o corpo de um a\·iii.o. Estf" erro pode ser evitado perguntando se objeto da classe 
também é objeto da. superclas::;e: um avião é uma asa ? O correto é modelar Asa e Corpo 
como va.riáveis de instáncia de Aviao. Liskov [Lis87], Ha.lbert e O'Brien [H088] apresentam 
algumas diretrizes para o uso de herança e classes. 
formas de polimorfi~mo-
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Figura 2.2: (a) Hierarquia de classes (b) Linearização 
A representação gráfica de classes e herança é feita considerando classes como círculos 
com o seu nome no interior. A relação de herança entre A e B é indicada como aresta de A 
para. B (B herda de A). As variáveis de instância de uma classe A são representadas como 
um retângulo com a letra A em seu interior. Se é colocada uma flexa do retângulo A para 
retâ.ngulo B. entào B P subc]a.sse de A. 
A figura 2.2 (a). fornece uma. hierarquia de classes utilizada na discussão seguinte. o~ 
círculos e as ftexa::. de .relação de herauça formam um grafo digirido acíclico, chamado grafo 
de herança. 
Existem 3 formas de tratamento da hierarquia de classes: 
Linearização O grafo é reduzido a. uma lista linear através da sua ordena.ç.âo topológica. 
O problema de colisão de nomes deixa de existir, pois a. ~ada. classe é associada uma 
única superclasse (lista linear). Est<~ forma é ilustrada pela figura 2.2 (b). Se classe A 
define variá.vel dP instâ.ncia z. haverá. apenas um exemplar de z em objetos de D. Se 
cla.sse B defirw uma variável de nome k e classe C também define variável de nome k. 
- haverá apenas Ullla variá\"f'] k em objetos de D. Admite-se que não se especifique tipos 
na ÔE'rlaraçào df' \'ariáveis. pois os tipos das duas variáveis k poderiam ser diferentes. 
Grafo As variá.veis de umv classe que pode ser atingidn. por mais de um caminho nã.o são 
duplicadas. Na figura 2.3 (a), haverá. apenas· um conjunto de variáveis definidas em A 
em cada objeto de D. 
Árvore As variáveis de instância de uma classe são duplicadas se existe mais de um ca-
minho para ela com início na classe mais especializada (mais embaixo) da hierarquia. 
No exemplo da hgura 2.2. haverá dois conjuntos de variáveis de A em objetos de D. 
correspondendo a dois caminhos de D para A ( D--+ C--+ A e D--+ B--+ A). Figura 2.3 (b) 
ll!Ostra esta estra.l.t~gia. ~a figura. se A define variável x, então haverá duas \'ariáveis x 
de A elll objeto::; dP D. 
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Figura 2.3: (a) Objeto de D (b) Objeto de D 
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Com linearizaçào, a busca por um método causada pelo envio de uma mensagem segue 
esta lista. N âo existe um algoritmo padrão para a busca por um método em linguagens que 
adotam a estratégia em árvore ou grafo. 
O ensino de orientação a. objetos é tratado em [KM87]. Os autores sugerem que o estudo 
d~sta matéria uào se baseie e!ll liuguagens. e sim nos requesitos e princípios de orientação a 
objetos. -As lingua.gcus devem ser analisadas em relação ao nível de suporte ao paradigma. A 
dificuldade maior em aprender a utilizar um sistema (linguagem + ambiente + bibliotecas) 
orientado a objetos está na biblioteca de classes (podem chegar a centenas de classes) e 
no conceito de me'taclasse [Tim86], discutido adiante. Os ambientes que acompanham a 
linguagem desempenham um papel fundamental no aprendizado e produção de software. 
Eles, geralmente, permitem visualizar uma classe como ela é, já agrupando aos seus próprios 
métodos, os das superclasses. Sem isto, é difícil até mesmo a saber quais as mensagens um 
objeto da classe pode responder. 
A seguir sào a..pn:•sentadas algumas definições e sinônimos. que serão úteis nas discussões 
seguintes. 
Procedim.ento Rotina, subrotina, procedimento são considerados sinônimos. Alguns au· 
tores chamam métodos de rotinas. A passagem de parâmetros in é a passagem por 
valor. A passagem in· out implica que o parâmetro real é copiado para o formal an· 
tes do início da execução do procedimento (in) e o formal copiado para. o real após a 
execução do mesmo ( out ). Observe que o tipo de passagem in out de A da não possue 
definição rigorosa e, portanto, não necessariamente é igual à aqui apresentada. 
Operação Método ou operações aritméticas ou lógicas como +, *, >, <= . Muitas vezes 
utiliza-se <:'1 expressà.o ··invocar uma. operação" e nào •·invocar um n•étodo1'. 
Referenciar, Referir-se A d('claraçào de variá.veis em a.lguma.s lingua.gens não garantem 
a alocação de memória pa.ra. estas va.riáveis. Elas sà.o semelhantes a ponteiros em 
lingua.geus procedimentais. Por es\,e motivo, diz-se que variáveis desta. natureza apenas 
referem-se a. objf'"tos. 
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Figura 2.4:. Subclasses diretas e indiretas 
.. Este operador indica a origem de um método. O método M da classe A é indicado por 
A"M. 
Superclasse direta Considere a hierarquia da figura 2.4. B é a superclasse direta de C. A é 
a superclasse direta de B. A é superclasse de C, mas não direta. 
Atribuição Associaçào de um valor ou objeto a uma variável que já existe. Feita com : = 
em Pascal e= em C++. 
Inicialização Associn.<;ào de um valor a uma va.riável no sua cria.ção. Algumas lingun-
gens permitem especificar valores padrões para as variáveis de instância de uma classe. 
Quando um objeto desta classe é criado, estes valores são automaticamente copiados 
neste objeto. Isto é uma inicialização. A linguagem C++ permite definir um método 
para fazer a irticia.lização de objetos de uma classe. Este mét.odo é o construtor da 
classe. 
Representação, Especificação e Implementação A representação de uma classe são as 
estruturas de dados (va.rirí.veis de instância.) utilizadas por ela. A especificaçâ.o de uma 
classe sà.o a relaçào das :mas superclasses diretas, os protótipos de seus métodos públicos 
e variáveis de instáncia. públicas. A especificação contém informações suficientes que 
definern a visào t>Xt.erna da cla-ss~ e dos objetos dela derivados. Um protótipo de um 
n1étodo é definido pelo seu identificador, seus parâmetros c o tipo do objeto retornado 
como resposta. da- meusagem que disparou o método em questâ.o. Interface de uma 
classe é o mesmo que sua especificaçã.o. A implementação de uma classe consiste do 
código dos seus métodos. 
Ancestrais e Descendentes Ancestrais e descendentes são, respectivamente, as superclas-
ses e subcla.sses de uma classe. 
Clientes de uma classe Os clientes de uma classe sào: 
• Os procedimentos ou clas!:-ies que declaram variáveis deste tipo. Exemplo: C: :Me 
Q da figma L5 sào clientes da classe A. 
• Subclasse:s da mesma.. Exemplo: B da. figura. 2.5 é cliente da classe A. 
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class A { 
class B A { 
class C { 
} ; 
... } 
void M() { A a } 
} ; 
char Q () { A x ... } 
Figura 2.5: B, Q e C são clientes classe A 
2.1 Proteção de Informação 
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Algumas linguagens orientada.s a objeto como BETA [KOLM87], Flavors [Moo86] e CLOS 
[DG88]. não oferecem nenhum encapsulamento. Qualquer cliente pode manipular as variáveis 
de instância de um objeto. l'++. Trellis/Owl [S+S6] e Simula' [Dah73] [MeySSJ possuem 3 
nlveis de \'isibilida.de. Os membms (variáveis de instância e métodos) de uma classe podem 
ser: 
• Públicos: visíveis para qualquer cliente. 
• Protegidos: visíveis pelas sub classes, mas nào pelos que apenas declaram objetos da 
classe. Métodos virtuais protegidos devem ser utilizados quando eles são apropriados 
apenas para subclasses e nà.o para outros clientes. 
• Privados: visíveis apena::; pelos métodos da classe. 
C++ permite que uma função F ou uma classe A manipule membros privados ou pro-
tegidos de uma classe B. Para isto. B deve declarar, na sua interface, F ou A como Jriend. 
Esta facilidade introduz uma violação controlada do encapsulamento. Qualquer alteração na 
parte privada ou protegida. de B pode exigir a. modificação dos métodos de B e de todas as 
funções e classes fnends. AfinaL estes últimos podem (devem) manipular a parte privada de 
B. Quando os membros privados de B são alterados, o programador sabe quais os métodos, 
classes e funções que podem necessitar de modificações: sã.o os métodos de B e os friends de 
B. Por isto, subclasses de A nào pOssuem os mesmos direitos de a.cesso a B que A possui, 
apesar de os descendentes de A provavelillente necessitarem de manipular dados privados de 
B. 
A figura 2.6 ilustra. a utilidade do nível protegido de proteção de informação .. A classe 
complex possui método virtual protegido printStr. Este método é utilizado por print para 
imprimir os da.dos do número complexo já formatado. printStr claramente não deve ser 
público, pois nâo é uma. operaçào sobre números complexos. A classe xcomplex, subclasse 
de complex redefinf' printStr para illlprimir sf1·ing em terminal gráfico. Este exemplo 
mostra a importáucia da fase de análise em orientação a objetos e porque ela é mais difícil 
que em progra.méH,:ào procedilllental. O programador previu que subclasses necessitariam 
J\-"ersões ma1s ro:-cente.~ 
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class -complex { 
double re, im; 
protected: 
virtual void printStr(char *s) { printf("%s" ,s); } 
public: 
virtual void print(); 
}; 
class xcomplex public cornplex { 
protected: 
virtual void printStr(char *s) { ... } 
}; 
Figura 2.6: Classe complex com método protegido printStr 
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de redefinir a. rotina de impressào e a forneceu como- método protegido. Neste exemplo, 
print seria. facilmente refeito e111 xcomplex. Mas em outras ocasiões isto seria muito mais 
complicado. 
Em Srnalltalk [GH.8:3j, qualquer classe pode manipular as variáveis de instância de sua 
superclasse. Se a superclasse muda o nome de uma variável de instância, ocorrerá erro em 
uma subclasse que utiliza essa variável. 
Um objeto X recebe. uma mensagem que causa a execução de um método. Em Smalltalk 
ou Emerald [RTL +91]. este método pode manipular apenas as variáveis de instância do objeto 
X. Nà.o é permitido que ele manipule as yariáveis de instância de um dos parâmetros da men-
~agem. mesmo que este parâmetro seja um objeto da mesma classe que X. Conseqüentemente, 
em Smalltalk e Emerald todos os parâmetros são manipulados exclusivamente por meio de 
mensagens. Por este motivo. muitos métodos precisam ser criados para a manipulação de 
va.riá.veis de instância da clas~e. Em geral, sào criados dois métodos para. cada variá.vel de 
instância.: um para. retornar (ler) o valor da variável e outro para modificar a. variável (escre-
ver). Em Smalltalk, o tipo dos parâmetros do método só sà.o conhecidos em execução. Em 
Emera.ld. várias versões de uma mesma classe (com representação- variáveis de instância-
diferentes) podem estar presentes simultaneamente na execução de um programa. 
A figura 2. 7 mostra as classes Fila e ElemLista ·Esta última é a classe dos elementos 
Je Fila. Admite-se o uso de uma. linguagem hipotética onde as variáveis de instância dos 
parâmetros nào podem ser manipuladas diretamente (como Smalltalk). O método append 
da. classe Fila concatena a fila que é o seu parâmetro ao final da fila que recebeu a mensagem 
append. A classe Fila é implementado. como uma lista. encadea.da de elementos da classe 
ElemLista e contém ponteiro::. pora o iuício e fim da. lista .. O modo mais simples e eficiente 
de implementar append é fazer wrn que o último elemento da. fila aponte para o primeiro 
eleiJiento Ja. fila. que é parâmetro e \·ice-versa .. Para tanto, a classe ElemLista fornece os 
métodos setsucc e setpred. para atribuir va.lores aos pont.eiro~ para o sucessor e predeces-
CAI'fTliLO 2. CLASSES. OBJETOS E HERANÇA 
class ElemLista 
valor : integer; 
v_succ, v_pred ElemLista ; 
methods 
setsucc( x 
begin 
V SUCC = X 
end 
ElemLista) is 
end -- classe ElemLista 
class Fila 
first, last : ElemLista 
methods 
lnsere( e 
append( L 
begin 
integer) ; boolean is 
' Fila ) is 
last.setsucc( L.Primeiro ); 
L.Primeiro.setpred( last ); 
end 
Primeiro : ElemLista lS 
begin 
return first; 
end 
end -- classe Fila 
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Figura 2. 7: Fila de inteiros em uma linguagem aJtamente polimórfica. ApenaS métodos são expor-
tados 
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TYPE Stack(C) 
PROPERTY LIFO 
METHOO get() :C 
METHDD put(C) 
END Stack 
Figura 2.8: Mecanismo de tipo de POOL-1 
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sor de um objeto de ElemLista O método append precisa de uma operação que retorna 
um apontador para o primeiro elemento de seu parâmetro L. O protótipo desta operação. 
Pn_meiro, deixa transparecer que Fila é implementada como lista encadeada e nâo como 
um vetor, por exemplo. O único local onde classe ElemLista é usada na interface de Fila 
é ueste método. Em Ulll lugar qualquer fora da classe Fila, pode-se obter o primeiro ele-
mento de uma fila. atrtwés do método Primeuo. Com o uso dos métodos setsucc e setpred 
de ElemLista, é possível alterar os ponteiros do primeiro elemento da fila, danificando-a. 
Concluindo, há uma violação do encapsulamento da classe Fila. Obviamente, a operação 
append poderia ser implementada tomando-se elemento por elemento de L e inserindo-os ao 
final da. fila que recebeu a mensagem append. Mas isto seria extremamente ineficiente. 
Em Self [CUL89]. todas as variá.veis de instância são manipuladas por meio de funções, 
mesmo em métodos do próprio objeto. Normalmente, existe uma função que retoma (read) 
e outra que modifica ( write) o valor de cada variável. Em Self, apenas os métodos para ler 
e escrever em Ullla. variá.vel de instância sabem a repre::;entação (estrutura) desta. variáveL 
Assim, modifica.çõe-s·'lla representação de urna variá.vel afetam apenas dois métodos: o que lê 
e o que escreve um valru· na variáveL Esta visão de variáveis de instância aumenta o grau de 
proteção de infonnação; a representação de uma variável é escondida de todos os métodos 
da classe, exceto de dois deles. 
2.2 Subtipo e Subclasse 
N a.s discussões desta. seção consideraremos que duas classes sào o mesmo tipo se membros 
( variá.veis df' instância. e métodos) públicos de uma possuem os mesmos nomes que os mem-
bros da. outra. Classes são utilizadas na criaçà.o de_ objetos. A _classe A é subtipo da classe 
B se um objeto de A pode ser usado onde um objeto de B é esperado. BETA [KOLM87] 
e Modula.-3 [c+ss] confundem subtipo e subclasse. Se uma. classe B é subtipo de classe A, 
entà.o B é subclasse de A. E se B é subclasse de A, então-B é subtipo de A. A linguagem 
C++ permite que uma subclasse escolha. na herança. ser ou nã.o ser subtipo de cada uma de 
suas superclasses. Uma classe em Eiffel é sempre subtipo de seus ancestrais, mesmo que ela 
não permita que seus usuários utilizem os métodos das superclasses. Snyder [Sny87] [Sny86] 
sugere que a rela.çào de subtipo seja definida independentemente da relação de subclasse, e 
pelo programador. POOL-I [AYdL90] permite definir propriedades associadas a tipos. Pro-
priedades sà.o nomes listados na interfa.ce de uma. classe sem outra finalidade senào para o 
uso na conferência dE' tipos. B é :::.ubtipo de A se B possui pelo menos os métodos e propri-
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class A { 
11 Sintaxe de C++ 
virtual T M( Rl a) ; 
void NO { 
}; 
R1 x; 
T y; 
y = M(x); 
} 
class B : public A { 
virtual T1 M( R a); 
}; 
Figura 2.9: Herança e especialização de métodos 
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eda.des dr mesmo nome que os de A. Figura. 2.8 mostra tipo parametrizado (classe) Stack, 
I:'Om propriedade LIFO. O objetivo deste mecanismo é impedir que um tipo seja considerado 
erroneamente subtipo de outro. Uma outra classe com os mesmos métodos que Stack, mas 
sem as suas propriedades, não é subtipo ou supertipo de Stack. 
Uma definição forma.! de subtipos e sua semântica foi dada em [Car84j, a. qual é apresen-
tada no próximo pará.gra.fo. 
A figura. 2.9 mostra. classes A e B e métodos M e N de A. A sintaxe é de C++. ma.s o 
mecanismo de passagem de parâmetros e atribuiçã-o permite que um objeto de um subtipo 
possa. ser utilizado quando um objeto do tipo é esperado. A passagem de parâmetros é por 
valor (in). A classe B herda de A. redefinindo o método M. mas não método N. O método 
A: :M possui um parâmetro formal a do tipo Rl e retorna um valor do tipo T. O método 
A: :N declara. va.riá.veis x e y, dos tipos Ri e T, respectivamente. Neste mesmo método, há o 
envio da mensagem M para. self, com parâmetro real x. Suponha. que um objeto de B invoque 
o método N (receb.e mensagem que causa a execução de N). que não é redefinido em B. A 
instrução y - M(x); deste método não será invalidada. pela nova redefinição de M em B. A 
\·ariável de instância y receberá um objeto que é subtipo do seu tipo (recebe Tl, espera T. Tl 
é subtipo e subclassf' dE> T). Método M de B, que é o utilizado por N, receberá um parâmetro 
4ue é subtipo do esperado (recebeRl, espera R. Rl é subtipo e subdasse de R). Os parâmetros 
de M em B devem ser supertipos dos correspondentes em A. O valor de retorno de M de B, 
se houver. deve ser subtipo do valor de retorno de M de A. Deste modo, clientes de A que 
iuvocam método M podem utilizar objetos de B sem problemas. A relaçâ.o de subtipo foi 
defiHida por Cardelli [C\·V85]: 
• Tipo é um conjunto de campos que sã.o valores ou funções. Na terminologia. de ori-
entação a objeLos. variáveis de instâ.ncia e métodos. Cada valor e cq.da funçào possuem 
tipo::;. O tipo de uma fuuçào é dado pelo ::;eu nome-. número e tipos dos seus parâmetros 
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e :;cu valor de J"('\.oruu. 
• B é subtipo df:' A, escreve-se B S: A, se os campos de mesmo nome de A e B estào na 
relação ~ e B possui pelo menos os mesmos campos que A. 
• Uma função F é subtipo da função G se 
F retorna resultado que é subtipo do resultado de G 
F aceita argumentos que são correspondentemente supertipos do argumentos de 
G 
Formalmente. uma função F : cr --+ T é subtipo de G : a' --+ r' se: 
r < r' t. a' ::::; a 
Onde 17 é o domínio de F- número e tipos dos argumentos. T é o contra domínio- tipo 
do valor de retorno. Considera-se que os parâmetros são passados por valor. Passagens 
do tipo in out (veja clefiniçà.o página 8) devem considerar que o parâmetro é também 
um valor de retorno da função. Formalizando: 
f( a: : in out T): U =f(,· : T): (U,T) 
. onde (U, T) indica que a funçào f retoma um valor do tipo U e outro do tipo T. 
A linguagem Eiffel possui um erro de tipos exatamente por que não obedece à relação de 
subtipos a,cima. A linguagem Trellis/Owl considera subtipos como definido por Cardelli. 
Algumas veze::; o mecauismo de herauça é utilizado unicamente para o reaproveitamento 
df' código através da criação de subcla.sse::; que não guardam uma relação semântica com suas 
::;uperclasses [WegSib]. Como exemplo. considere a classe PeixeMarinho e a sua subclasse 
Golfinho. A relação de subtipo não é válida semanticamente, apesar de ser considerada 
correta pela linguagem. Algumas relações entre tipos são discutidas em [WZ87]. 
As linguagens Siua./St [A 1;'88] e Alphard [S\iVL 77] permitem que uma su bclasse retire 
(cancele) métodos da sua superclasse. Um ex€mplo, citado em [Sny86], é uma Stack (pilha) 
herdar Deque (fila com inserção e remoção nos dois extremos) e remover os métodos de 
inserção e remoção em um dos extremos. Esta facilidade não é recomendada por alguns 
autores [TL90] [Mey88] [\i\ieg87b] porque diminui a. clareza do software- subclasses deixam 
de ser subtipos. Snyder [Sny86] argumenta que herança é um mecanismo através do qual 
deve-se tentar rea.prow·itar código ao máximo e, portanto. esta. facilidade é desejável em uma. 
linguagem. 
Seja. X uma. variável cujo tipo é a classe A e Y da classe B. A operação= faz com que 
dua.s variáveis passem a referenciar a um mesmo objeto (veja definição de referenciar na 
página 8). Considere a instrução X = Y e os possÍveis relacionamentos entre A e B. 
• Se A e B sào o mesma classe ou B é subclasse de A entào não é possível erro em 
execução. Imagine B como sendo a classe Estudante e A como classe Pessoa. Uma 
variável da classe Pessoa pode referencia.r um objeto Estudante. Uma inicialização do 
tipo ''Classe = Subclasse" é sempre correta. Todas as linguagens orientadas a. objeto 
permitem estf:' tipo de at.ribuiçào3 . 
'·C++ exige que X c· Y .~<.'J<l-m ponteno~ 
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Figura 2.10: Hierarquia é utilizada para testes em execução 
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Figura 2.11: Hierarquia de veiculas 
• Supouha.-::;e qbe agora A é subclasse de B. Eiffel, Trellis/Owl 4 e C++ 5 consideram a 
instruçào um erru. Em Simula .. Modula-3 e BETA. o compilador insere código antes da 
atribuição, que fa.rá um teste em execução para conferir os tipos de 'r' e X. Acontece um 
erro em tempo de execução se 1·· não se refere a objeto da classe B. A ou subclasse de A. 
Este tipo de atribuição é feito com o comando assert em VBASE [AHJ e com operador 
?=em Eiffel [MM90J. Esta abordagem torna o código mais fácil de ler, diferenciando 
atribuições normais das que podem causar erros em .tempo de execuçào. Imagine C' 
como sendo a. classe carro, A caminhao e B veiculo. E um erro se a. variá.vel da classe 
caminhao passar a referenciar um objeto da classe carro, mas é correto ela. referenciar 
um objeto c:.amiHhaoFIAT (subclasse de caminhao). Veja figura 2.11. 
• Outras combinaçOes entr<:' classes A e B resultam elll erro de atribuiçâ.o. Um exemplo 
é A ser a. classe Estudante e B a. classe Veiculo. 
Algumas linguagens possuem uma classe pré-definida, geralmente chamada Object, que 
é herdada implicitamente por todas a.s classes que nã.o herdam de ninguém. Object é super-
classe de todas as outras. Sempre que um objeto da classe Object é exigido, um objeto de 
qualquer classe pode ser usado. A classe Object possui apenas os métodos básicos (cópia, 
comparação igualdade f desigualdade, ... ). 
4 ~vlaü preci~amenk. e~1.a linguagem considera a Ín~trnçào um erros.- A é subtipo de B 
~Pode-se u!:>ar ca,-;1 pa1a fazer esta COHI'ersio 
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fun reverse L = 
let fun rev(nil, y) = y 
I rev(hd: :tl, y) = rev(tl, hd: :y) 
rev(L,nil) 
end; 
print (int x); 
print (float y); 
p=NULL; 
Figura 2.12: Função que inverte uma lista, em SML 
Figura 2.13: Exemplo de polimorfismo em C++ 
2.3 Metaclasse 
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Algumas linguagens orientadas a objeto, como Smalltalk e DSM, consideram classes como 
objetos. Cada classe é um objeto único de sua metaclasse. Esta contém os métodos que 
são invocados em resposta a mensagens enviadas à classe correspondente, como new, para a 
criação de objetos da. classe: 
a ,..._ winduw nfH' 
Outro método da met.a.classe f. o que responde o tamanho dos objetos de uma. classe. Estes 
métodos referem-se a ç\asses. nào a i,nstâncias de classes. Metaclasses é o conceito mais difícil 
de aprender em linguagens orientadas a objetos [VVBW88J [Tim86]. Podemos imaginar uma 
cla.sse para cada meta.classe. classes para estas classes e assim por diante, criando uma cadeia 
infinita. Em Smallta.lk. a classe de todas as metaclasses é uma só. chamada Metaclass. 
2.4 Polimorfismo 
Função polimórfica é aquela em que pelo menos um parâmetro pode ter mais de um tipo 
[CWS5]. Valores e variáveis polimórficos possuem mais de um tipo. 
Cardelli e \\.iegner [CW85] classificam polimorfiSmo em duas grandes classes: 
Universal Divide-se em 
• Paramétrica. Uma fuuçào que trabalha uniformemente sobre infinitos tipos. O 
mesmo código é utilizado por todos eles. Um exemplo é uma. função sort que 
ordena vet.ores de qualquer tipo, em Smalltalk. As classes dos elementos dos 
vetores devem ter algumas ca.ra.cteiÍsticas em comum, como as operações <, =, <=, 
>. Os valores NULL de C++ e nil de Pascal apresentam polimorfismo paramétrica. 
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São compartilhados por todos os tipos que sào ponteiros, mesmo os ainda não 
declarado:;. Ambos estão associados a infinitos tipos. A linguagem SML [Har] 
é baseada nesta categoria de polimorfismo. O programador raramente especifica 
tipos. O compilador infere o tipo mais genérico que pode ser utilizado em cada 
situação. Figura 2.12 mostra uma função que inverte listas e que é utilizada com 
listas de qualquer tipo. Nenhuma operação específica de um tipo é utilizada. 
Este tipo de polimorfismo ocorre em linguagens que permitem o uso de estruturas 
indexadas (atTay's) como parâmetro de subrotinas sem a especificação de limites: 
void sort( int vet[], int NumElementos) 
{ ... } 
Esta rotina ordena vetores com número variável de elementos. Algumas linguagens 
exigem o uso explícito da dimensão dos vetores. aumentando o grau de segurança 
e diminuiudo o polimorfismo. 
• lnclusào. l_~m valor de um subtipo pode ser utilizado onde um valor do tipo é 
esperado. E utilizado amplamente em linguagens orientadas a objeto 1 pois (em 
geral) subclasses sào também subtipos. 
Funções polimórficas universais podem ser utilizadas por infinitos tipos, desde que estes 
contenham operações requeridas pelas funções. 
ad-hoc Divide-se em 
' • Sobreca.rga13 • l;m mesmo nome é usado por várias funções diferentes. sem nenhuma 
necessidaclf' da existência de uma estrutura semelhante. Por exemplo, as funções 
prlnt da figura 2.1:3, em C++. Esta figura 2.13 mostra os cabeçalhos de duas 
funções print. A prinwira com parâmetro inteiro e a outra com reaL O código de 
uma é diferente do da outra .. 
• Coersào. Conversão de um tipo para. outro antes de invocar uma. operação. Esta 
facilidade nâ.o representa. um polimorfismo caracte1Ístico de funções. Suponha que 
só exista a operação+ entre reais. Na expressão 1 + 2.0, 1 (inteiro) é convertido 
para 1_,0 (real) t:> então é feito uma. soma entre dois reais. A distinção entre coersà.o 
e sobrecarga pode ser obscura.. Suponha que exista. soma. entre inteiros e entre 
reais A soma 1 + 2.0 admite duas possibilidades de conversão antes da operação: 
1 é convertido para real ou 
2.0 é convertido para inteiro 
O uso indiscriminado de coersões pode tornar o programa difícil de entender, além 
de ha.ver perda de informaçã-o em alguns casos. Ca.rdelli [C\V85] e Gries [GG77] 
recomendam somente conversões explícitas, feitas pelo programador através de 
funções que tomam um parâmetro de um tipo e retoma este convertido para outro 
tipo. Mesmo assim. pode haver ambigüidade: 
~ ovcdoadi119 
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Figura 2.14: Herança causando violação do encapsulamento 
f* funcao que converte inteiro para complexo *f 
complex convertfrominteger(int i) { ... } 
I* converte lnteiro para objeto da classe A *f 
A convertfrominteger(int i) { ... } 
xx + convertfrominteger(i); 
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Se xx referenciar um objeto de uma classe que possui operação + tanto com 
complexos e como com classe A. então há uma ambigüidade. O compilador não 
pode decidir qual das funções convertfrominteger utilizar. Exemplo semelhante 
a este é dado em [GG77]. 
2.5 Herança e Encapsulamento de Dados 
Em muitas lingua.geu~ orientadas a objeto, o uso de herança. compromete o encapsulamento 
de dados [Sny86] [Sny87]'. Considere a hierarquia. de classes da figura 2.2 (a), representando 
urna classe D quei1erda. de classes B e C. Estas últimas herdam de classe A, que define variável 
de instância kk e os metodos denominados Me Q. A classe C, por sua vez. redefine o método 
M herdado de A. Nas figuras 2.2 (b), 2.3 (a) e 2.3 (b) estào representados objetos da classe 
D. Cada retângulo envolvendo o nome de uma classe simboliza as variáveis de instância e 
métodos daquel.a classe. Assim. um retângulo com A em seu interior significa uma variável 
de instância kk com métodos M c Q. Vejamos o que acontece nas três possíveis interpretações 
da hierarquia de cla::;ses (Cf. pá.g í): 
• Linearlzação. As classes seriam liuearizadas resulta.ndo numa lista como a da fi-
gura 2.2 (b). A busca por um método. após a recepção de uma. mensagem. começa em 
D e continua. por C. B e A, nesta ordem. 
' 'Est.a seção f ha..~eada. principalmente nesles dois artigos. Esle lilt.imo é um<L versão melhorada do primeiro 
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A ordem em 4ue D berda8 B e C é significativa não só para D como também para B 
ou C. Se classe D herda C antes de B, referências a método M em B referem-se a M de 
A e não C: :M. De acordo com a figura_2.2 (b), qualquer referência a método M em B 
refere-se ao método definido em C, não ao método de sua superclasse A. A introdução 
de C nesta hierarquia modificou o comportamento de B. O projetista de D, que herda 
B e C, deve saber que ambas herdam de uma superclasse comum. Mas as variáveis de 
instância e os ancestrais de uma classe são informações que podem ser modificadas e 
devem ser do conhecimento a penas da classe. Assim, linearização viola encapsulamento. 
Flavour unifica variá.veis de instância de mesmo nome- novas variáveis nâo podem ser 
introduzidas em uma classe porque subcla.sses são afeta.das. 
• Grafo. As variá.veis de instância de A nã.o são duplicadas em objeto da classe D -
figura 2.3 (a). Cada objeto de D conterá um único conjunto de variáveis de A. Suponha 
que C não mais herde de A, resultando em objetos iguais aos da figura 2.14. C definirá 
as operações que herdava de A. Extended Smalltalk e Modular Smalltalk [WBW88] 
consideram um erro uma classe herdar uma operação por dois caminhos diferentes se a 
operação nã.o provem de uma mesma superclasse. Na figura 2.3 (a), D herdava Q de B 
e C, mas ambos provinham de A. Na figura 2.14, D herda de B e C e os métodos Q são 
diferentes. Nt'sta. última hierarquia, h<tveria um erro em Modular Smalltalk. Assim, 
uma altera.çào Jlil herança df' uma classe (como acréscimo ou retirada de superclasses) 
afeta um descendente, tomando as superclasses de uma classe parte de sua interface. 
• Árvore. As variá.veis de instância. de A são duplicadas em objetos de D- figura 2.3 (b). 
Esta é a solução adotada por Snyder [Sny87] na linguagem Commomübjects, pois não 
viola o encapsülamento. 
Algumas linguagens, como Smalltalk, permitem que um objeto manipule as variáveis de 
instância definidas em superclasses da sua classe, quebrando o encapsulamento. Acréscimo 
de variáveis em uma classe pode causar erros em descendentes, pois a linguagem não permite 
que uma. variável de instância de uma classe tenha nome igual a variá.vel de uma. de suas 
superclasses. Snyder sugere que, se um descendente necessita manipular uma variável de 
um ancestral. o programador deve negociar com o projetista deste ancestral para que ele 
forneça as operações necessárias. É interessante comparar Sma.lltalk com Self. Nesta. última 
linguagem, cada. va.riável de instância é manipulada por dois métodos: uma para recuperar 
(ler) e outro para modificar (escrever) o valor da variável. Assim, mudanças na representação 
de uma variável de instância afetam somente dois dos métodos de uma classe. 
Na hierarquia da figura 2.2 (a), B é uma sub classe de A. Em Modula-3, sub classe é também 
subtipo e um subtipo só é possível através da criação de uma subclasse. Um objeto da classe 
B pode ser utilizado onde objeto de A é esperado. O código abaixo é válido: 
X A; 
b B; 
x:= b; 
~A list.a da._-. superclasses dP D pos~ui uma ordem. Neste caso, O herda B aut.es de C 1 
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Figura 2.15: Hierarquia não suportada por C++ 
class A { " ' } ; 
class B virtual public A { } ; 
class c virtual public A { } ; 
class D virtual public B, 
virtual public c { }; 
Figura 2.10: Classe A é uma classe virtual 
Suponha que B seja modificado para nào herda.r de A1 mas ma.ntendo sua interface. O código 
acima torna-se inválido. Então. a a.ssocia.ç.ào de subtipo a subclasse viola o encapsulamento, 
uo caso em que não há outra forma de criação de subtipos. Outras linguagens, como POOL-
I[AvdL90], consideram X subtipo de Y se X possui, pelo menos, todos os métodos declarados 
na interface de Y. Todas as variáveis de instância são privada.s à classe em questão. Todas 
as variáveis de instâ.ncia. são privadas à classe. Snyder sugere que a relaçà.o de subtipo seja 
especificada pelo programador, com default que ca.dc... classe seja subtipo de suas superclasses. 
Observe que este problema. nào acontece em linguagens sem declara.çào de tipos corno Sma.ll-
talk ou_ Flavors, pois estas sào altamente polimórficas. com busca de métodos em tempo de 
execuçao. 
A hierarquia da figura 2.15 é invalida em C++, se todas as heranças são públicas. Acon-
tece erro de compilação. A classe C não pode herdar A por dois caminhos distintos, sendo 
uma delas herança direta. Neste caso, C herda publicamente B e A. E B herda publicamente 
A. O fato de que B herda de A é, então, tornado público. 
2.6 Herança e Variáveis de Instância 
Como foi visto na. seção anterior. um objeto de D da figura 2.2 (a.) pode conter um ou dois 
exemplares de cada Yariável de instâ-ncia de A. A semântica da classe pode exigir uma opção 
ou outra. 
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Figura. 2.17: Hierarquia de empregos 
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Uma solução razoável e simples pa.ra. este problema seria que o projetista da classe A espe-
cifique quais as variá.veis que devem ser duplicadas. Assim, a sua semântica estaria definida 
com mais precisão. Knudsen [Knu88] apresenta a hierarquia da figura 2.17, onde a classe 
Employee possuí as variáveis de instâiJcia Name, Adress e Seniority (tempo de serviço). 
As subclasses de Employee são funçôes, como Secretary e Part-time Lecturer. Algumas 
subcla.sses herdam E:mployee por mais de um caminho, como uma classe que chamaremos de 
X. A classe X deve possuir vários ou apenas um atributo Sen~ority? Name e Adress certa-
mente são únicos, pois se trata de uma só pessoa. Se X herda de duas subclasses de Employee 
que denotam duas funções diferentes, atributo Seniority deve ser duplicado- um tempo 
de serviço para cada função. As classes que X herda também podem estar representando 
uma. única 'função. Neste caso, há um só tempo de serviço e um só atributo Seniority-
classe University Secretary da figura 2.17. Knudsen sugere, então, dois diferentes modos 
de especializa.çà.o: 
Unificação O número de vezes que o atributo aparece na classe é a soma das vezes que 
ele aparece nas suas superclasses. Na figura 2.17, há. 3 atributos Seniority em H: um 
herdado de C e dois de D. H representa três funções diferentes. 
Intersecção O número de vezes que o atributo aparece na. classe é menor do que a soma 
das vezes em que ele aparece nas superclasses. Dua.s das superclasses, pelo menos. 
admitem o mesmo significa.do para o atributo. No exemplo, duas superclasses estariam 
representando uma mesma fuução, como University Secretary. 
Se a variável de instância Seniority é privada. não se pode decidir pela sua duplicação 
sem violaçào do eucapsulament.o. 
Em Eiffel. hi:Í dua.s possibilidades quando uma \'ariável de instância (digamos, xx) púbbca 
dt> uma classe (nest.P caso, A) é herdada por mai~ de um caminho: 
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• Se variável xx uiw for renomeada (página .5) em B e/ou C. um objeto de D conterá 
uma única variável xx. Logo, variá.veis privadas de A sào sempre unificadas. 
• Se for renomeada. um objeto da classe D conterá duas variáveis xx da classe A. 
Em C++, o programador pode escolher entre duplicar ou não todas as variáveis de A. Se 
a herança for virtual (fig. 2.16), um objeto de D conterá apenas um exemplar das variáveis 
de A. 
Em Eiffel, se duas variáveis como nomes diferentes são herdadas de duas classes, elas não 
podem ser unificadas. Isto é, não pode haver nenhum compartilhamento- sempre ocuparão 
posições de memória diferentes. 
2.7 Classificação e Variações de Linguagens Orientadas a Objeto 
Linguagens com objPI.os sào classificadas da seguinte forma, em [~'eg87a] [CW85]: 
Baseadas em Objetos. Suportam objetos, mas não classes ou herança. Ex: A da [Ada81] 
e Modula-2 [\Vir83]. Um pad~age de Ada é um objeto, pois possui dados e operações 
próprios. Um package não é uma classe porque não define um tipo (não podem ser 
criados objetos a partir dele). Cada packagt define um único objeto. Linguagens 
Actor:; [Agh86] ,'it'lll delegação enquadram-se nesta categoria. Elas possuem objetos e 
abstração de dados, mas não classes. 
Baseadas em Classes. Suportam objetos e classes, mas nào herança. Ex: CLU, Emerald 
[RTL+9l]. 
Linguagens Orientadas a Objeto. Suportam objetos, classes e herança ou mecamsmos 
similares. Ex: Smalltalk, Self [US87]. 
Pode-se considerar um módulo de Modula-2 (ou Ada) com um único tipo opaco9 como 
uma classe. Uma vari<ível declarada com tipo que é opaco armazena um objeto em execução. 
Objetos são entidades de primeira classe quando eles podem ser valores de variáveis, 
passado~ c-omo pará.rrwtro e ser membros de estruturas (registros). Em resumo, quando 
objetos possuem os mesmos privilégios que valores dos tipos básicos (integer, boolean, ... ). 
Objetos de A da e Modula-2 (packages e-módulos) não sào de primeira classe, ao contrário 
dos objetos de linguagens Actors. 
A tabela 2.18 mostra a presença de a.lgumas linguageus e suas características. O signifi-
cado das abreviações da. primeira linha é dado abaixo: 
9 Tipo exportado por um módulo mas que só pode ser manipulado dentro do módulo 
10 Consideramos que exist-e uma falha no sistema de tipos desta linguagem 
11 Uw ponteiro para objeto da subdasse B de A pode ser usado onde objeto de A é esperado. 
12 Permite aninhament.o. ma.;; a d"-"~e B encaixada dentro de A t.em o mesmo escopo que A. 
IJPonteiros para void e as facilidades de conversão entre tipos impedem que C++ seja fortemente tipada. 
14 BETA possui uma con~trução, a classe virtual, que simula classes parametrizadas. 
1 ~Possui exceções descrita,; na versão corrente e não na descrita no manual de referência [DdS87]. 
16 1\ão é fortemente tipada porque possui ponteiros para void e facilidades de conversào de tipos 
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Linguagem HS HM ss E AC M FT DT CP ME RE 
Smalltalk s 
Eiffel s s s N1 s s s 
C:++ s s su s N" NI' s s s 
Trellis s s s s s s 
Flavo r s s 
POOL-1 s s s s s s 
Modula-3 s s s s s s 
CLU s s s s s 
Simula s s s s s 
BETA s s s s s s 
CM s s s S" s N" s s s 
Figura 2.18: Comparação entre diversas linguagens. Os campos em branco significam que a. lin-
guagem não suporta a. característica. 
• HS. Herança. simples. 
• HM. Herança. múltipla. 
• SS. Todo subtipo é também subclasse. 
• E. A linguagem possui tratamento de exceções. 
• A C'. Aninhamênto de classes. Uma classe pode ser declarada dentro de outra. 
• M. Módulo.:.. 
• FT. Fortemente tipadas. Uma linguagem é fortemente tipada se erros de tipo sao 
impossíveis de acontecer em execução. 
• DT. Com especificação de tipos na declaração de variáveis. Algumas linguagens admi-
tem a. declaração de variáveis sem especificar de que tipo elas são. 
• CP. Classes para.metrizadas (Cf. capítulo 4). 
• ME. Possui opção de fazer liga~â.o estática de métodos - possui métodos não virtuais, 
além dos virtuais. 
• RE. Pode-se renomear métodos herdados. Veja definição de renomear na página 2. 
Nenhuma das linguagens da tabela é estaticamente tipada18 , nem mesmo CLU. Nesta lin-
guagem, a maior parte do código de uma. classe parametriza.da é compartilhado por diversas 
instancia.çàes. Neste caso, alguns tipos não são conhecidos em tempo de compilação. 
Algumas características não presentes na tabela. estão relacionadas abaixo: 
18 Uma.linguagem é estaticamente tipada se os tipos de todas as variáveis são conhecidas em compilação 
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• Exceções que uma rotina (método) pode sinalizar fazem parte do seu tipo. Para que 
duas rotinas sejam do mesmo tipo é necessário que as exceções que elas podem sinalizar 
seJam as mesmas. 
• Classes abstratas (seção 2.8). 
• Classes mixin (seção 2.10.2). 
• Linearização do grafo da hierarquia de herança. 
• Número de níveis de proteção de informação (público, protegido, privado- página lOJ. 
• Exigência de verificação de tipo em execução. O compilador gera código que confere, 
em tempo de execuçâ.o, se as atribuições de variáveis são consistentes. Uma atribuição 
é inconsistente é a.ssociar a uma variável da classe B um objeto da classe C que não é 
relacionada com B. 
• Permissão pa.ra. a.tribuiçào de variável de subtipo com variável de tipo. É po::;sível a 
atribuição b = a se b é da. classe B, subclasse da classe A de a ? Veja seção 2.2. 
• Exigência de recompilação dos clientes em caso de alteração de variáveis de instãncia 
privadas de uma classe. 
• Orientação a objetos pura - a única forma de abstração são classes, não sendo perml-
tidos procedimentos ou funções. 
• Tipos básicos. êolllo inteiros, são objetos. 
• Possui alguma forma de escolha quanto à. duplicaçàojcompartilhamento das variáveis 
_de instância de uma classe herdada por mais de um caminho- seção 2.6. 
2.8 Classes Abstratas 
Uma classe abstrata é uma classe que especifica, mas não implementa, alguns de seus 
métodos. Estes métodos são, obriga.toriamente, implementados nas subclasses. Como este 
tipo de class~ é incompleta. não se pode criar objetos a partir delas. Sua única utilidade é 
ser herdada por outra.s cla.sses. 
Smalltalk não possuí nenhuma. notaç.ão especial para. criação de classes abstratas. Os no-
mes de métodos não definidos não são especificados na interface. Não há erro em compilação, 
pois a busca pelo método só acontece em execução. 
2.9 Eficiência e Geração de Código 
O principal motivo da. ineficiência de linguagens orientadas a objeto com ligação tardia é o 
acoplamento mensagem/método. Segundo Takahashi e Liesenberg [TL90), 40% do tempo 
total de execução dos programas em Smalltalk é gasto na busca do método adequado e sua 
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invocação. Nesta linguagem, a busca por um método se faz por nome. Quando um objeto 
recebe uma mensagem, digamos M, procura-se M enh·e os nomes dos métodos da classe 
do objeto. Se não for encontrado, procura-se na superclasse e assim por diante. Utiliza-se 
comparação entre as st1·ings do nome da mensagem e do nome dos métodos. 
Smalltalk considera tipos básicos (inteiros, lógicos, ... ) corho objetos. Há perda de 
eficiência porque aumenta o número de mensagens e não são utilizadas diretamente instruções 
do hardware disponíveis para. estes tipos. Por exemplo, considere a instrução de incremento 
de uma variável inteira i. Em Smalltalk, ela seria executada através do envio da mensagem 
+ a 1 seguido da atribuição (f--) a esta variável. A instrução é i f-- i + 1. Considerando a 
linguagem Pascal (ou C) e o microprocessador 8088, seria utilizado uma única instrução de 
máquina19 paraesteincremento(i:= i+ 1 ou i++). 
Segundo Wirfs-Brock e Wilkerson [WBWSS], o motivo da ineficiência de Smalltalk não é 
a busca pelo método, mas a impossibilidade de fazer qualquer otimizaçào porque a linguagem 
é reflexiva. Isto significa que o programa pode modificar-se a si mesmo, inclusive alterando 
classes e métodos. 
O código de um programa construído com orientaçào a objetos é maior do que se ele 
fosse feito de maueiro. convencional. O motivo é que toda a hierarquia é incluída, mesmo 
quando nào é utiliza.da. Este é um dos motivos porque herança nã.o foi incluída na linguagem 
Emerald [RTL+91]. 
Programação orientada a objetos utiliza um número maior de chamadas de procedimentos 
(envio de mensagens) que programação procedimental. Os motivos são os seguintes: 
• As rotinas são menores. 
• Incapacidade de manipular va.riá.veis diretamente, por causa da proteção de informação. 
Em linguagens como Smalltalk e Trellisjüwl, os parâmetros de um método só podem 
ser manipulados via mensagens, mesmo que um parâmetro seja da mesma classe que 
o objeto que recebeu a meusagem. O número de mensagens nestas linguagens é muito 
maior quP Plll ou\.ra.s. como ( '++. Alguns acessos a va.riáveis nesta última convertem-se 
em envio de lllE'Jls<:l.gens uas primeiras. 
• Segundo Liskov [LSRS77], o uso de abstração de da.dos tende a introduzir níveis de 
invocação de procedimentos que fazem pouco ou na.da de computa.çào. 
C++ é eficiente porque possui métodos não virtuais, com ligação estática ·em tempo de 
compilaçào. O conhecimento do programador de que uma. certa invocação de método pode 
ser feita em tempo de ligação não é desperdiçada. TrellisjOwl é uma linguagem fortemente 
tipada que nào vincula subtipO a subclasse, conseguindo um alto grau de polimorfismo. 
Corno no caso dP funções virtuais, alguns métodos nào necessitam ser polimórficos. Pode-
riaul ter seus parcl.nlf'\.ros fixados a classes em compilaçào. A otimização do código seria 
facilitada. Segunrlo Andraws e Harris [AH]. até 90% da.s ligações de métodos pode ser feita 
esta.tica.mente, em sua linguagem VBASE. Outro fator importante na eficiência é a possibi-
lidade de um método invocar outro da mesma classe com um qualifica.dor. Considere uma 
classe A com métodos M e N e o seguinte código em N; 
19Em as~embler, ''inc i'' 
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A::M(); 
A ligação será estática, em C++, mesmo se M for método virtuaL 
A linguagem DSM [SHBR89] possui três tipos de ligação mensagem/método 
• Estática- o método a ser utilizado é definido em tempo de compilação. 
• Dinâmica, por acesso a ponteiro para função. O método adequado é aquele para o qual 
o ponteiro para funçào se refere. O acesso ao ponteiro para função substitui a busca 
pelo método correspondente à mensagem. 
• Dinâmica, por busca por nome. Procura-se, na hierarquia de classes, por método com 
mesmo nome que a mensagem. A slring com o nonw da mensagem é comparada com 
strings com os nomes dos métodos. Semelhante à. busca. em Smalltalk. 
Esta linguagem permite a criação de classes e acréscimo de métodos a classes em execução. 
Este é o motivo da existência do terceiro método de busca. Um método pode ser declarado 
"folha", garantindo que ele nào será. sobreposto numa subclasse. Assim, ligação estática 
é usada para este método. Em C++, pode-se fazer um método virtual a partir de um 
determinado ponto na hierarquia, mesmo que a.cima deste ponto ele não o seja - o oposto 
de DSM. 
Lee, Ungar e C'hambers [CULS9] sugerem uma métrica para medir a performance de 
linguagens orientadas a objeto e seus compila.dores: 
MiMS - milhões de mensagens por segundo. 
As mensagens contabilizadas devem ser as semanticamente enviadas, mesmo que isto não 
ocorra no durante a execuçà.o por causa de ligações estáticas ou otimizações do compilador. 
Imagine um processo com 100 objetos de 10 bytes cada um e cada objeto em uma página 
física da memória diferente. Se cada página armazena 4 Kbytes e não há outros dados no 
sistema, há um desperdício de 4096* 100-10* 100 bytes. Este problema motivo.u a criação de 
sistemas de memória virtual por software [Kae81]. Objetos são carregados e descarregados 
do disco da mesma forma que são páginas pelo sistema operacional. Fazer swap de objetos 
reduz a memória principal utilizada, mas é mais complexo por dois motivos [Kae81]: 
• Não há suporte de hardware 
• Eles são de tamanhos diferentes, ao contrário de págmas. A otimização possível é 
agrupar objetos de classes diferentes em páginas diferentes do disco. Isto aumenta 
a localidade da.s referências, pois é provável que, após um objeto de uma classe ser 
manipulado, outros da mesma cl~sse também o sejam. É importante notar que, se um 
programa utiliza algumas partes de um objeto, ele provavelmente utilizará outras partes 
também. Informações foram agrupadas em um objeto por terem mais em comum entre 
sl do que com os outros dados. 
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class A { ... 
void print (); 
M() { 
printf("1"); 
inner; 
printf("3"); 
}; 
}; 
class 8 : A { 
void print (); 
MO { 
printf( 11 2"); 
} 
}; 
B b; // declara b como da classe B 
b.M(); 
Figura 2.19: Classes com semântica. de Beta 
2.10 Outros Modelos de Herança 
2.10.1 Herança em BETA 
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BETA [KOLMS7] possui apenas herança simples e permite apenas a extensão de métodos 
de uma classe em suas subclasses. Suponha que classe B herde da classe A e ambas definam 
método M. Figura 2.19 mostra classes A e 8 com sintaxe de C++ e semântica de BETA. 
Quando objeto de B recebe mensagem M, método M de A é invocado. Este método invoca 
M: : B com o comando inner. A pseudo-variável super em Sma.lltalk é utilizad-a para se referir 
à super classe. e inner em BETA. ao método de mesmo nome da subclasse. A instrução b .M () 
da figura 2.19 impriinirá 123. 
O método original da superclasse é sempre invocado, para preservar a semântica do 
método. Este mecanismo é uma tentativa de fazer com que cada subclasse seja um subtipo. 
Suponha-se que o método print de A da figura. 2.19 possua. o significado "imprima. os valores 
associados à classe". Se esta classe é herdada por B, é exigência semântica que print de A 
seja executado quando objeto de B recebe mensagem print. Observe que BETA admite que 
todos os métodos possuem um ~ignifica.do que é distribuído ao longo da hierarquia de uma 
classe. 
A semântica da herança. de BETA é simulada imperfeitamente em outras linguagens 
quando um método M invoca o método de mesmo nome da superclasse. Mas uma superclasse 
1 não pode requerer que um método virtuaJ seu seja~ invocado em rcdefiniçôes deste em sub-
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/I classe normal D 
class D { . , . void print O~ } 
/I Esta 'e uma classe mixin 
class mixin B_m { 
void print O { 
super. print O; 
} 
} ; 
/I Esta Je uma classe mixin 
class mixin C_rn { 
void print O { 
super.print(); 
} 
}; 
/I Esta 'e uma classe normal 
class A : B_m, C_m, D { 
void print O { 
super. pi-int (); 
} 
}; 
Figura 2.20: Herança Mixin de CJn e B_m 
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classes. Poder-se-ia. utilizar restrições [RID90]. Deve então existir uma linguagem apenas 
para. especificar este tipo de relacionamentos entre classes. Na interface de uma classe A 
estaria. especificado que redefiniçôes de um método M em subclasses devem invocar método 
M da. classe A. BETA limita. o u:so da. herança, direcionando-a. para extensões de classes. 
2.10.2 Herança Mixin 
Um mixin [BC90] [Weg87b] é uma. classe que não herda de nenhuma outra mas CUJOS 
métodos podem enviar mensagens para._ a pseudo-variável super20. Uma classe mixin só 
pode ser herdada, nunca. utilizada diretamente. Se é criado um objeto a partir de um mixin, 
ocorre urn erro de execuçào quando uma mensagem é enviada para super em algum método 
do mixin (este mixin nào possui superclasses ). 
Quando uma classe mixin é herdada, a ela é associada uma única superclasse. Referência 
a. super em métodos do mixin referem-se a esta superclasse. Como exemplo considere as 
da.sses A, B__m, C..lll f' D. As classes BJn e C...lll são mixins e as classes A e D são normais. A 
classe D não herda. de ninguém, enquanto que a classe A herda. de B...m, C...lll e D, nesta ordem. 
20 Exewplo de envio de mensagem: super.printO 
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Figura 2.21: (a.) Herança mixin de BJll e C..m (b) Linearizaçã.o da hierarquia 
class mixin B_rnin 
uses void super.print(), 
void super.imprime(char *s) 
{ ... } ; 
Figura 2.22: Mixin com tipos 
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A classe D é considerada superclasse de C_m em objetos de A, assim como C_m o é de B_lll. 
Classes mixins sào,o oposto de classes abstratas, onde a classe faz referências a métodos 
implementados na su'bclasse. 
Herança mixin exige lineariza.çào da hierarquia de classes. A superclasse, nã.o citada 
na definição do mixin, é considerada como sendo a classe que se segue a ela na hierarquia 
linearizada. Figuras 2.20 e 2.21 (a) mostram mixins 8Jll e C...lll, utilizadas na declaração da 
classe A. A sintaxe é a de C++- Considera-se que uma classe (classe A) possa herdar de vários 
mixins (B...m, C...m), mas apenas de uma classe não mixin (classe D). A hierarquia linearizada 
(figura 2.21 (b)) é a seguinte: 
A B_m C_m D 
super em B....tn refere-se a C....tn, super em C....m é associado a D. A seguinte seqüência de ações 
acontece yua.ndo um objeto da classe A invoca o método print: 
• Instrução super. print O em A: :print invoca. B....tn: 'print. 
• Instrução super .print () em B....m: :print invoca C....tn: :print. 
• Instrução super. print () em C....tn: :print invoca D: : print. 
Observe que método print da superclasse é utilizado em BJn e CJn sem o conhecimento 
da quantidade e tipos dos parâmetros deste método. llma_ linguagem fortemente tipada 
exigiria a decla.raçào de- todos os métodos utiliz~.dos pelo mixin - veja. figura 2.22. 
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(defmethod print ( (self B_m)) 
(call-next-method) 
( ... ) 
) 
class mixin B_m[ X, Y] 
uses X: :print(), 
{ 
Y: :printO 
void print () { 
X: :pnntO; 
Y: :printO; 
}; 
}; 
class A : B_m[E, F], 
C_m, E, F { 
{ 
Figura. 2.23: Mixin em CLOS 
void print() { B_m: :prlnt();} 
} ; 
Figura 2.24: Mixins com herança múltipla 
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CLOS suporta mixins, mas não há uma construção na linguagem especialmente para 
esta finalidade. O método da superclasse com nome igual ao do método corrente é invocado 
com a instrução call-next-method. Figura 2.23 mostra método print da classe B_m da 
figura 2.20 implementado em CLOS. A instrução call-next-method desempenha a mesma 
funçào que super. print () de B_m: :print. A instrução call-next-method nã.o causa erro 
em tempo de compilaçào, pois CLOS não é fortemente tipa.da. Esta instrução só é avaliada 
em execução,· quando a. classe deve ter uma superei asse. 
Outra linguagem que suporta mixins é DSM [SHBR89]. Cada classe pode ter uma super-
classe principal não mixin e várias superclasses mixins. DSM é fortemente tipada. Brack e 
Cook propõem em [BC90] uma extensão a Modula-3 para suportar mixins. Modula-3 suporta 
herança simples e é, essencialmente, fortemente tipada. Um mixin especifica os métodos da 
superclasse utilizados por ele, semelhante à classe B_m da figura 2.22. 
Mixins só foram implementados em linguagens sem herança múltipla ou com linearização 
da. hiera.rquia de cla.sses. A parametrização de classes permite-nos sugerir um modelo com 
mixins para lingua.gens com herança múltipla e sem linearizaçâo. Neste caso, um mixin 
poderia possuir parâmetros que representam as suas superclasses. A figura 2.24 apresenta 
uma cla..sse A que lwrJa de B_m, CJI1, E e F. B_m é mixin. com pa.râmetros X e Y. O método 
! 
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Figura 2.25: Todos os métodos de M executam concorrentemente em MELD 
print de B_m invoca os métodos print de X e Y. Na cláusula. uses está especificado qw. as 
classes X e Y possuem método print. X e Y são associados a E e F, na classe A. lnvocaçâ0 de 
A: :print causa. a execução de B...lll: :print, E: :print e F: :print. 
2.10.3 Herança e Data-Flow 
Kaiser e Garlan [KG87] apresentam uma linguagem, MELD, que combina herança e o modelo 
Data-Flow [DK82] [Ack82]. Suponha que métodos de nome M sejam definidos em uma classe 
e todos os seus ancestrais. Quando um objeto desta classe receber a mensagem M, todos .os 
métodos da hierarq11.ia com este nome começam a executar concorrentemente- figura 2.25. A 
única restrição de exeq1ç.ão é a disponibilidade de dados, como em computadores Data-Fim'-'· 
MELD permite que clàsses manipulem variáveis privadas das suas superclasses. Portanto, 
há duas formas de dependência de dados entre os métodos M em uma hierarquia: 
• Manipulação de variá.veis de uma superclasse comum. 
• Invocação de métodos que rna.nipularn variáveis de uma superclasse comum. 
Segundo Kaiser e Garlan, o objetivo do entrelaçamento de métodos é aumentar a reuti-
lização de software. Não há dados ou experiências comprovando que orientação a objetos se 
torne mais flexível com este modelo. A interdependência entre métodos sem relacionamento 
entre si provavelmente é uma causa de erros sutis, pois existe a disputa por dados por classes 
feitas independentemente. 
2.10.4 Herança Baseada em Regras 
Nenhum esquema de herança é adequado para todas as situações. Diferentes hierarquias 
implicam em diferentes significados e, conseqüentemente, necessitam diferentes formas de 
herança. A linguagem SiuajSt [ATSS] e o modelo baseado em regras apresentado em [MR87] 
têm a pretenção de pennitir ao usuário a manipulação do significado da herança. SinajSt 
não possui herança como construção da linguagem, mas ela. é facilmente simulada. Uma 
forma muito limitada âe delegação, se podemos considerar assim, também existe. 
--' J 
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Figura 2.26: Opções de resolução de uma mensagem. Filtro são as cláusulas em Prolog. 
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O modelo de- orientação a objetos baseado em regras admite que existe um filtro entre 
cada mensagem f' o objeto para o qual ela é enviada. Considere que a mensagem M é enviada 
pelo objetoS (sourcc) para objeto T (target). Escreve-se <S,M,T>, segundo a notação de 
Minsky e Rozenshtein [MR87]. Cada vez que uma mensagem é enviada, um interpretador 
Prolog deve resolver o goal 
send(S ,M, T) 
de acordo com regras definidas nesta linguagem. Estas regras podem: 
• 
• enviar mensagem. M para T, cor; .:J se não houvessem regras. 
• enviar uma outra mensagem Ml para T ou M para outro objeto Q ou ambas as coisas 
- veja figura 2.26 
• Não enviar mensagem alguma. 
Estas regras governam todas as mensagens de um programa. Sem alterar o código, pode-
se modificar a semântica de um sistema via alteraçào das regras em Prolog. Estas regras 
podem mesmo modificar a. si mesmas. O modelo, como apresentado em [MR87], não admite 
abstração de dados ou herança - ambas são implementadas por meio de regras. Diversos 
esquemas de herança podem coexistir em um mesmo programa, moldando melhor a sua 
semântica. 
Este modelo é bastante poderoso, mas diminui consideravelmente a legibilidade de um 
programa. O significado de cada herança e de cada troca de mensagens é definido em 
código Prolog, que pode até modificar-se a si mesmo. Cada hierarquia de classes deve ser 
compreendida separadamente das outras, através do estudo das cláusulas que a regem. 
2.10.5 Ponto de Vista 
Figura 2.27 mostra uma hierarquia. de classes (extraída de [CG90]), definida pelo código 
da figura 2.28. BoundedPoint definy pontos com coordenadas limitadaS. HistoryPoiiit 
CAPi1'ULO 2. CLASSES. OBJETOS E HERANÇA 34 
~move 
 
\I 
( lntBHPoint) ---@) 
Figura. 2.27: Representaçào gráfica de uma hierarquia de pontos 
armazena as últimas localizações do ponto. Em IntBoundedPoint, as coordenadas são 
números inteiros e limitados. O gerenciamento da história e limites é feito nos métodos 
beforeMove, que geralmente sào invocados pelos métodos move. Assim, método move de 
BoundedPoint envia mensagem beforeMove para self (invoca beforeMove) antes de mover 
realmente o ponto. BoundedPoint: :beforeMove confere se o ponto estará dentro dos limi-
tes permitidos. Em BHPoint (que herda de BoundedPoint e HistoryPoint), move invoca 
os métodos beforeMove de suas superclasses para atualizar a história e conferir os limites. 
IntBHPoint herda de IntBoundedPoint (que redefine métodos beforeMove) e de BHPoint 
(que redefine método move). Logo, IntBf{Point herda beforeMove de IntBoundedPoint e 
move de BHPoint. Mas BHPoint: :move não invoca IntBoundedPoint: :beforeMove. Assim, 
o método move de IntBHPoint não confere se as novas coordenadas do ponto são intei-
ras ou não. Uma solução para este problema é redefinir IntBHPoint: :move para que ele 
invoque o método IntBoundedPoint: :beforeMove. Se houver esta redefi.nição, estaremos 
considerando que move invoca beforeMove. Isto é verdade nesta implementação específica, 
mas pode ser modificado pelos projetistas de BHPoint. BoundedPoint e HistoryPoint21 . 
Deste modo, redefinição de move em IntBHPoint exige conhecimento de fatores internos ao 
método BHPoint: :move. Se nào há redefmiçâo. a semântica. estará errada, pois beforeMove 
de IntBoundedPoint nào será invocado quando IntBHPoint receber mensagem move. Carré 
e Geib [CG90] sugerem a noçào de "Ponto de Vista" para resolver este problema. 
Ponto de vista de uma classe A em relação a um objeto Obj é a interseção entre R(A) e 
S(Obj ). R(A) é o conjunto de todas as superclasses e subcla.sses de A. S(Obj) é o conjunto 
das superclasses mais a classe de Ob j. A busca por um método, quando uma mensagem é 
21 Este exemplo ap(esenta o sugestivo uome de beforeMove, que indica uma ação a ser executada antes de move. 
Em outras situações, a relação de dependéncia entre dois métodos pode ser menos expllcita 
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class Point 
methods 
move 
end -- Point 
class BoundedPoint 
methods 
move 
beforeMove 
Pnd -- BoundedPoint 
class HistoryPoint 
methods 
move 
beforeMove 
end -- HistoryPoint 
class IntBoundedPoint 
' methods 
beforeMove 
end -- IntBoundedPoint 
class BHPoint 
methods 
move 
end -- BHPoint 
class IntBHPoint 
end -- IntBHPoint 
Figura 2.28: Hierarquia de Pontos 
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Figura 2.29: Ponto de vista de BoundedPoint em rela,c ao a Obj 
enviada para self, inicia.-sC' IM clo.sse ma.is específica da hierarquia definida por seu ponto 
de Yista (PV) e eiJvolve a.pena.s as classes de seu PV. 
Um exemplo: a mem;agem move é enviada para objeto obj de IntBHPoint (veja fi-
gura 2.27). O método executa.do é BHPoint: :move, que eu via mensagem beforeMove para 
self. A busca. pelo método beforeMove a ser executado é feita na hierarquia definida pelo 
ponto de vista. quP P calculado da seguinte forma.: 
R(BoundedPoint) = { Po1nt, BHPo~nt, IntBoundedPoint, IntBHPoint} 
S(Obj) 'e toda a hierarquia 
PV(BoundedPoint) = { Point, BHPoint, IntBoundedPoint, IntBHPoint} 
Figura 2.2\J mostra o ponto de vista. de BoundedPoint em rela.çáo à. hierarquia. da. figura 2.2í. 
Logo . .a busca inicia-se em IntBHPo:mt e encontra o método beforeMove a ser invocado em 
resposta à mensagem em IntBoundedPoint. 
Capítulo 3 
Alguns Problemas com Orientação a 
Objetos 
A seguir sà.o apresentados alguns problemas com orientaçà.o a objetos. 
3.0.6 Problema 1 
Considere a rotina P e <1 classe An·Biu, em C++: 
(a) Pé definido corno 
int P(int x); 
A documentação de P descreve a relação entre a sua entrad<1. a sua saída. 
(b) A classe ArvBin (árvore binária) com métodos 
• Insere i11sen_, elementos na. árvore. 
• Busca - procura por um elemento na árYore. 
Subclasse xArvBin de ArvBin redefine o método Busca. Esta classe será usada para arma-
zenar- árvores binárias especia.is, em que a árvore assume formas mais restritas (um exemplo 
é uma coin todos os ponteiros da esquerda nulos - urna lista. linear). O método Insere 
deve também ser redefinido? Se ele usa Busca, não é necessário. Se ele não usa., deve ser 
redefinido. 
Surge então um problema: a ~>emãntica com que Insere usa outros métodos de ArvBin 
(em mensagens para selj) é parte de sua interface. Este fato deve ser do conhecimento 
do programador. Se o código do método Insere é reprojetado (construído novamente em 
ArvBin), o programador deve considerar a relaçào entre a sua entrada e a sua saída (como 
na rotina P) e a semãntica. de utilizaçito de outros métodos da mesma classe (em mensagens 
para self). De outra forma, há uma \·iolaçào do encapsulamento. 
Imagine Insere de ArvBin utilize inicialmente método Busca. A subclasse xArvBin é 
construída, redefinindo apenas Busca - o. programador salw, pela documentação, que Insere 
:r; 
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Figura. 3.1: Hiera.rquia. com método print 
de ArvBin utiliza este método1 . ArvBin é alterada pela substituição do código de Insere por 
outro que não utiliza Busca. A classe xArvBin é afetada. 
3.0. 7 Problema 2 
Todas as classes da figura 3.1 definem método print. A sua semântica é ''imprima os dados 
do objeto''. print é definido em cada subclasse de A obedecendo a esta semântica Cada 
prlnt irnprime os dados particulares de cada classe e invoca cada um dos métodos print 
de suas superclasses. A definiçà.o de D: : print pode ser: 
1/ C++ 
void D: :print () 
{ 
/1 Aqu1 esta a 1mpressao dos dados de D 
B"pnnt(); 
c, 'Print(); 
} 
A semântica das entidades representadas nas classes exige que objetos de D contenham um 
único conjunto de variá.vei::i de A. 
Quando um objeto de D recebe uma. mensagem print. ele invoca print de B e C. Cada 
um destes invoca print de A. Logo. a saída. conterá os dados de A duas vezes, com valores 
idênticos. Este fato não é -evitável se B e C forem desenvolvidas independentemente. 
O problema é que a. semântica. de print não está definida. completamente nos métodos 
das classes. A semântica envolve também a forma do grafo da hierarquia de classes. Observe 
que o fato de todos os métodos se chamarem print nâ.o é a causa do problema. 
3.0.8 Problema 3 
Considere a figura 2.27 da seçào 2.10.5. Faremos alguma modificações: 
• Nenhum método move ou beforeMove Ín\'oca métodos de ancestrais. 
1 0 que implica em que ele sabe algo >.obre as estruturas de dados de An'Bin e sobre o algoritmo utilizado rr 
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void IntBHPoint: :rmove() 
{ 
11 visibilidade nao 'e restrita aos ancestrais 
IntBoundedPoint: :beforeMove(); 
BoundedPoint: :beforeMove(); 
HistoryPoint: :beforeMove(); 
BHPoint: :move(); 
} 
Figura. :J.2: Método rmove completamente definido 
void Point: :rmove() 
{ 
/1 Pseudo-Codigo 
Para cada superclasse Se do objeto corrente faca: 
Se: :beforeMove(); /I invoque todos os beforeMove 
move(); //invoque move 
} 
Figura. 3.3: Método rmove genérico, em pseudo-código 
• Nenhum métOdo move invoca métodos beforeMove. 
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São criados métodos rmove (move real) em todas as classes da hierarquia, incluindo IntBHPoint, 
que originalmente não possui um método move. Se alguém quer mover um ponto, deve cha-
mar rmove e não -move. Cada rmove deve chamar todos os métodos beforeMove de seus 
ancestra,is. Depois, deve chamar o método move de sua classe (herdado ou definido). Fi-
gura 3.2 mostra. uma definição do método rmove de IntBHPoint, com sintaxe de C++. 
Consideramos quP a. visibilidade nào é restrita aos ancestrais. 
Com a. presença. de ferramentas apropriadas, rmove pode ser definido apenas uma vez, 
como combinação de métodos de Flavors ou CLOS. Uma. sugestão para rmove é dada na 
figura 3.3. -0 resultado-deste método aplicado a objetos de IntBHPoint é idêntico à. aplicação 
do método rmove da figura 3.2 sobre os mesmos. Este exemplo ilustra a influência da 
hierarquia na sem~ntica do relacionamento entre métodos. O significado de beforeMove e 
move não é totalmente expresso por eles mesmos. 
3.0.9 Conclusão 
Estes problemas levam-11os às seguintes conclusões: 
• A semâ.nti<.:a de um método cnvoln· o seu rela.ciona.ment.o com outros métodos da mesma 
classe em mensagens para st(f 
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• A semântica de Ulll método ou conjunto de métodos depende da. forma do grafo da 
hierarquia das cla.sses. 
Estes problemas não possuem soluções simples, talvez nem mesmo soluções. 
Capítulo 4 
Classes Parametrizadas 
4.1 Introdução 
Considere que um programa utilize uma classe Heap1 de inteiros, uma de carateres e ou-
tra de números reais. O código para a implementação de uma Heap seria utilizado 3 vezes 
no programa, sendo que a única. diferença entre eles é no tipo de objetos da Heap. Para 
evitar a repetição de um mesmo código em vários pontos de um programa, existem clas-
ses com parâmetros. Os parâmetros são tipos ou constantes. Como exemplo, é apresen-
tado na figura 4.1 a interface (sem a implementação) de uma Heap genérica Com parâmetro 
TipoElemento. Dois de seus métodos sà.o Vazia e Insere. 
TipoElemento é instanciado para um tipo na declaração de um objeto Heap. Neste 
exemplo, TipoElemªnto deve possuir as operações de comparação ( <, <=, >, ... ),pois estas 
são utilizadas pelos metodos que Heap possui. Algumas linguagens, como Eiffel, permitem 
que os métodos de uma classe parametrizada. utilize apenas as opera.ções triviais sobre os 
parâmetros, como teste de igualdade, desigualdade e cópia. Em outras, como CLU, ·os 
métodos podem invocar qualquer operação sobre os parâmetros-. As operações que um 
parÂmetro deve suportar são dadas explicitamente na interface da classe. através da cláusula 
where. 
De modo análogo a. classes parametrizadas, existem procedimentos, tipos e módulos pa-
rametrizados. Os pa.rámetros de uma classe parametrizada podem ser classes, outros tipos, 
constantes. Em geral pode-se declarar variáveis de uma classe parametrizada diretamente, 
especificà.ndo-se o::; pa.râ.metros na declaraçà.o. como foi feito com Hplnt, HpChar e HpReal na 
figura 4.1. Código de Heap associa.do aos tipos integer, char e real serão criados automa-
ticamente. Em Ada, que possui packages (módulos) parametrizados, existe uma construção 
(cláusula) especial para a instanciação (criação) de novos packages a. partir de um package 
çom parâmetros. Um exemplo é dado abaixo, com o package genérico (parametrizado) 
BinTree. que possui os parâmetros Te Menor. 
-- BinTree 1 e um package generlco 
gener1.c 
type T is prlvate; 
1 c~t-rut.ura em funn<l- de árvore onde cada nó p~ssni nm valor gne é maior qne os valore,; do,; nó,; filhos 
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class Heap[TipoElemento] 
instance variables: 
{ arvore da heap 'e representada no vetor } 
vet : array[l .. lOO] of TipoElemento 
methods : { Cabecalho dos metades } 
Vazia : boolean; 
Insere( x : TipoElemento ) : boolean; 
end class 
{ declaracao 
var Hplnt 
HpChar 
HpReal 
w-ith 
de variaveis } 
Heap [ integer ] ; 
Heap [ char ] ; 
Heap [ real ] ; 
Figura 4.1: Uma Heap para.metriza.da 
function Menor( a, b T ) return BOOLEAN is <> 
package BinTree is 
end BinTree; 
package Int_BinTree is new BinTree( int, CornparelntMenor) 
package A_BinTree is new BinTree(A, MenorA); 
UmaBinTree : Int_BinTree; 
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A abordagem de Ada permite que os atributos exigidos na interface do package (Te Menor) 
possuam nomes diferentes dos atributos usados na criação do package ( int e ComparelntMenor 
para lnLBinTree). No exemplo acima, a função exigida por BinTree chama-se Menor e a 
dada na criação de A__BinTree é Menor A. 
Uma. forma de implementação de cla.sses parametrizadas é a. substituiçã.o textual de to-
das a.s ocorrências do parâmetro na. classe (com seus métodos) pelo tipo real ( integer na 
declaraçào de Hplnt da. figura 4.1 ). A declaraçào de Hplnt produziria uma nova cla.sse não 
acessível diretamente a.o usuário: 
class Heap_Integer 
instance variables: 
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( array[l..IO] of type) 
I 
( array[l..IO, !..lO] of type ) 
I 
Figura 4.2: Criação de infinitos tipos 
vet : array[l .. 100] of integer; 
methods: 
Vazia boolean; 
Insere( x : integer ) 
end class 
boolean; 
43 
Esta forma de implementação pode levar a uma recursão infinita, se o tipo ou procedi-
mento inclui a si mesmo em sua. definição [GG77]: 
' 
{ p 'e procedimento parametrizado. <type> 'e o parametro} 
procedure p(a : <type> ; n : integer ) 
var b : array[l .. 10] of <type>; 
begin 
if n >= 1 and n <= 10 
then 
p(b, n + 1) ; { aumenta <type> de uma dimensao } 
end { p } 
Utilizando :substituiçà.o Lex\.uaL o número de procedimentos criados é infinito- figura 4.2. 
Embora ern execuçà.o seja necessário no máximo lO procedimentos p. 
Segundo Gries [GG77]. o problema de determinar :;e um programa gera um número 
infinito de tipos é indecidível. Afinal, gerar ou não um tipo pode depender do fluxo de 
execução, como no exemplo acima. Recursão infinita acontece também se um tipo A utiliza 
tipo B e este utiliza A: 
class A [T] { 
typ~def VetT T[lO]; 
B[ VetT] vetb; 
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class stack( type T = intj int N = 100) 
T [N]vet; I* Declara vetor do tipo T *I 
export T pop() I• m'etodo exportado *I 
{ 
} 
class A { 
void MO { 
int aa, 11 
} 
}; 
} 
class B [T] { 
A[T] vet; 
} ; 
A[int] xx; 
Figura 4.3: Uma classe parametrizada em Cm 
Figura 4.4: Classe A em sintaxe de C++ 
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A declaração de xx produz vetores VetT de dimensões crescentes. Este caso mostra que para 
evitar recursão infinita é necessário examinar um tipo ou procedimento e tudo o que ele 
utiliza. 
Cm [DdS87] [Fur91] permite usar tipos e _valores default para os parâmetros da classe. 
Quando os parâmetros não sào especificados na declaração de uma variável da classe, são 
utilizados os tipos e valores dEjault presentes na interface da classe. Figura 4.3 apresenta 
_uma classe stack cujo tipo d(jault- é int. O número máximo de elementos da pilha é 
dada pelo parâmetro N de stack, cujo default é 100. Uma classe não parametrizada pode 
ser transformada em parametrizada sem afetar os seus clientes. As declarações antigas de 
variáveis da. classe nâ.o a utilizam com parâmetros. Com a colocação de parâmetros (com 
defaults para cada. um deles) na cla.sse, essas declarações pa.ssam a utilizar a classe com os 
tipos e valores defa.ult para cada. parâmetro. Sem os defaults, haveria erro de compilação, 
pois a classe exigiria a. especificação dos seus parâmetros na declaração de suas variáveis. 
Há um problema é no ajuste do código da. própria classe. Suponha. que o parâmetro T a ser 
introduzido na classe seja utilizado na. classe como inteiro. Algumas declarações de variáveis 
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I• parametro "default" 1 e int +/ 
class A[type T = int] { 
void MO { 
T aa; 
int u ; 
} 
}; 
Figura 4.5: Cla.sse parametrizada A com parâmetro T cujo defauli é int 
class Cl 
var x : object; 
end 
let C2 = C! [ object ~ ring ] 
class Dl 
end 
va.r c: Cl, a: PointerTo Dl 
proc p(a.rg: object) 
begin c.x := arg end 
let D2 =DI[ C! ~'C2] 
let D3 = D2[ ring +- booleanring] 
Figura 4.0: Cria.çào de C2, D2, D3 a partir de Cl e Dl 
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inteiras devem ser convertidas para Te outras não. Figuras 4.4 e 4.5 apresentam uma classe 
antes e depois da conversão para parametrizada, em sintaxe de C++. A declaração das 
variáveis aa e i i foi desdobrada em duas. 
Qualquer classe pode ser herdada, mas uma classe só é parametrizada se ela foi projetada 
especialmente para esta finalida.de. Para contornar este problema, Petersen e Schwartzback 
[PS90] propõe um novo mecanismo, substituição de tipo: 
Se C, Ai e B, sào cla.::;oes, D = C[A 1 •... Ar~ r- B1 , ••• B11 ] especifica D por substituiçào de 
tipo a. partir de C. Diz-se C <1 D. Os A; são os componentes de C e B;, os de D. Em uma 
forma simplificada de- subst.ituiçào de tipo. cada componente (campo2 ) A, de C é substituído 
por B,, resultando em uma. cla.sse D. A; e B; devem estar na. relação A;<1 B;. 
X <J )i indica que código pa.ra. X pode ser utiliza.do com Y. Esta é a. relação de subtipo 
definida por Cardelli [Car84] (Pág 14 ), com a restrição que se dois tipos em X são iguais, os 
2 Na. figura 4.6, os compouentes de DI sào c, a e p. 
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class C2 
var x : nng; 
end 
class D2 
var c : C2 1 a : PointerTo D2; 
proc p( arg : ring ) 
end 
begin 
c.x := arg 
end 
class ring 
var value : object 
proc plus ( outro : ring ) 
end 
Figura 4.7: Expansão de C2 e D2 
class booleanring inherits ring[ object t--- boolean ] 
proc plus /* define metodos * / 
' 
end 
Figura 4.8: Classe ring e sua subclasse booleanring 
correspondentes em Y também devem ser. 
46 
Figur-a 4. 7 mostra C2 e D2 após substituição de tipos da figura 4.6. A substituição não 
é textual. Para a construção de D2. C2 substitui Cl em DL Como ring substitui object-
em C2, este também substitui object em D2. Variá.vel a é um ponteiro para Dl em Dl e 
ponteiro para D2 em D2 - a recursividade da declaração é preservada. Apesar da classe D2 
ser urna instanciação de D 1, ela também é parametrizada. D3 e criada a partir de D2 pela 
substituição de ring por b.oolea.nring (fig 4.8). Classe boolea.nring é subcla.sse de ring. 
A figura 4.9 apresenta um problema com este modelo. A declaração de D2 substitui 
dois parâmetros em D1, Cl e C:3. integer e boolean substituem object em C2 e C3, 
respectivamente. Ambos devem substituir object em D2. Há um conflito, pois object deve 
ser substituído por integer (por causa de C2) e também por boolean (por causa de C4). Uma 
solução seria tornar mais específica. a. declaraçáo do método p da classe Dl: 
f* type(c.x) retornao tipo de c.x *f 
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class C! 
var x : object; 
end 
class C3 
var x : object; 
end 
let C2 = C! [object ~ integer]: 
let C4 = C3[object ~ boolean]: 
class Dl 
var c: Cl, d : C3i 
proc p( arg : object) ... 
end 
let D2 =DI[ C! ~ C2, C3 ~ C4]: 
proc p(arg 
ou 
proc p(arg 
Figura 4.9: Conflito entre as 2 substituições de D2 
type(c.x) ) 
type(d.x) ) 
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A primeira opção Ca{tsa.ria a substituiçã-o de object por integer, e a segunda., por boolean. Se 
as variáveis de instâ.ncia. só são manipuladas por métodos, o poder expressivo deste modelo 
diminui consideravelmente. Os exemplos das figuras 4.6, 4.7, 4.8, 4.9 são adaptações de 
exemplos de [PS90]. 
A falta. de ortogonalidade de algumas linguagens impede a utiliza.çào mais abrangente de 
dasses pararnetrizadas. Em Eiffel, a instrução a : = b possui dois significados: 
• Com tipos básicos ( INTEGER., ... ) é cópia. 
class A [T] 
feature 
a : T 
M lS 
a := b; 
end -- M 
end -- A 
a 'e uma variavel de instancia e M 'e um metade 
Figura 4.10: Limitação no uso de parámetro T 
('A.Ptl'IILO I <'L\SSJ::S l'AHAMLTU1%:HJA.S 
VetorReg (# { Isto 'e um pattern virtual} 
{ Define tipo Reg como Register } 
Reg : < Register; 
R ' mReg; 
#) { fim VetorReg } 
Figura, 4.11: Pattern virtual VetorReg 
{VetorPessoa 'e subclasse de VetorReg} 
VetorPessoa : VetorReg (# 
Reg :< Pessoa; 
{ R agora 'e do t1po Pessoa} 
#) 
Figura 4.12: Espccia1iza.çii..o de VetorReg e Reg 
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• Se a e b denotam objetos de uma classe, ambos passam a se referir a um mesmo objeto . . 
apos a operaçao. 
' Assim, o pa6 netro T da. classe A da figura 4.10 deve ser instanciado apenas com tipos 
básicos ou apenas com classes, por causa dos diferentes significados da operação :=. Do 
mesmo modo, operação = em C++ possui significado distinto para escalares e vetores. 
Em C++, pode-se definir opera.ções como +, *1 <= em uma classe. Isto estende a 
utilização de classes parametrizadas por dois motivos: 
• Fornece urna convenção de nomes. Por exemplo, opemções de comparação menor 
do que provavelmente seriam definida.s com nomes diferentes em classes diferentes 
(Less, Menor. A....Menor_A .... ). Uma. classe parametrizada teria que admitir que o 
seu parâmetro utiliza um desses nomes. excluindo a sua. utilização com classes que uti- _ 
lizam outros nomes. Observe que A da permite utilizar um package pararnetrizado com 
nomes diferentes do descrito na sua interface. 
• Um parâmetro de uma classes parametrizada pode ser utilizado por tipos básicos (int, 
fl.oat, ... ) e também por classes. 
BETA [KOLM87] [MMP89] possui um mecanismo semelhante a classes pa.rametrizadas. 
E o patten1:; virtual Ba.sicamente. ele permite a especialização de atributos (variáveis de 
instância, outros patltrns) na subdasse. Figura 4.11 mostra patte·rn VetorReg, um vetor 
de registros. Reg é um tipo que é associado ao tipo Register4 • e pode ser redefinido em 
3 Classe 
4 Definido com declaração ""'melhante a typedef de C++ ou type de P;u;cal 
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I/ Classe A com parametro T cujo "default" 'e Register 
class A[ T = Register] { 
void M(T x); // void M( Register x); 
}; 
// B possui T como Pessoa 
class 8 : A[ T = Pessoa] { 
void M(T x); // void M( Pessoa x); 
}; 
Figura 4.13: B não é subclasse de A. Exemplo de BETA com sintaxe de C++ 
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uma subclasse de VetorReg para. uma subclasse de Register. R é uma variável de instância 
do tipo Reg. A figura. 4.12 mostra. subclasse VetorPessoa de VetorReg, onde Pessoa é 
subclasse de Register. R, automa.ticamente, torna-se do tipo Pessoa. especificando-se Reg 
como object5 • em VetorReg, com especificado abaixo,: 
Reg :< object 
qualquer especialização de Reg em sobeJasses de VetorReg é válida. Neste caso, apenas as 
operações sobre object, que são as triviais, são utilizadas com R em VetorReg. Comparando 
com classes parametrizada.s, patterns virtuais oferecem mais checagem semãntica. 
Figura 4.13 mosbra, com sintaxe de C++, um problema com patterns virtuais. Por causa 
de M, 8 nã.o é subclasse de A (Cf. seção 2.2). Por este motivo, erros de tipos em execução 
podem acontecer e são sinalizados adequadamente. O compilador de BETA insere testes 
para conferência de tipos em execução. Necessidade de testes em execução para prevenção 
de erros causados pela combinação de classes parametrizadas e herança são discutidos em 
[MM90]. 
Tomemos 3 classes : A. SubA e B ~ todas com métodos e variáveis de instância públicos 
de mesmo nome. SubA é subclasse de A, B não relaciona.da com nenhuma outra. Agora, 
con::;ideremos dua.::; cla.::;ses parametriza.da.s, com parâmetros TeU, respectivamente. A pri-
meira exige que T -Sejil. substituído por classe A ou seus descendentes. A segunda, exige 
que U seja substituído por classe que possua. a mesma interface que A (mesmas operações 
públicas). Uma classe pa.rametrizada com parâmetro R (que deve ser uma classe) assume de-
terminado significado para os métodos de R e que determinados relacionamentos semânticos 
entre os métodos existem. Assim, a primeira classe parametrizada (com parâmetro T) é mais 
confiável que a segunda (U) porque é mais provável que a semântica. das operações de SubA 
seja mais próxima de A do que é a semântica das operações de B. Por este motivo, classes 
virtuais de BETA são mais seguras que classes parametrizadas normais. 
0Superdasse de todas as classes 
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4.2 Classes Parametrizadas e Herança 
Segundo Meyer[Mey86], herança é mais poderosa que parametrízação de classes, pois a 
primeira pode simular a segunda, mas não vice-versa. O modelo de herança utilizado por 
ele, que é o da linguagem Eiffel, admite que: 
• É possível uma declaração por associação: 
-- codigo dentro de classe A 
x : like Current; 
declara x como do mesmo tipo que a classe corrente, que é A. Em uma subclasse B de 
A, x é objeto da classe B. 
• Uma variável de instância pública pode ser redefinida na subclasse com um tipo que é 
subtipo do original. 
4.2.1 Simulando Herança com Parametrização de classes 
Para sJmula.r a henu1ça da classe A por classes B e C, a classe A deve ser declarada como 
class A[ tp c h ar J feature 
M ís do en.d -- Isto 'e um m'etodo 
tp = tipo da classe = 'A'' '8' ou 'C' 
-- Aqui devem estar os campos da classe A - comuns 
-- Isto 'e um registro variante, como em Pascal 
case tp o f 
-- variaveis de instancia de B 
'B' : Campos_B; 
-- variaveis de instancia de C 
'C' : Campos_C; 
end -- case 
end -- classe A 
f* Declara x da "classe" B e y de C *f 
local x A['B']; 
y A['C']; 
a B e C 
O registro variante contém os campos específicos de B ou (exclusive) C. Apenas as variáveis 
de instâ.ncia de B ou df:' C esta.ráo presentes em objetos dP A. A variável de instância tp indica 
qual o tipo real de um objeto da classe A, que pode ser classe A, B ou C. Funções virtuais 
são sim.uladas escolhendo o código a ser executado (De A, B ou C) em execução. O exemplo 
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class A[T] feature 
vet : ARRAY [T] 
M( X : T ) : T lS 
local 
a, b T: 
do 
if b.menor(a) then 
end -- M 
N( X : A[T]) 
end -- classe A 
A[T] is do ... end 
Figura. 4.14: Classe parametriza.da com sintaxe de Eiffel 
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abaixo mostra a codifica.çào do método M de A. O comando Case desvia a linha de execução 
de acordo com o tipo do objeto corrente, da.do pela variável tp. 
method A: :M 1s 
begin 
Case tp of 
'A' 
'B' 
'C' 
end -- Case 
end -- metodo M 
11 classe A 
// classe B 
11 classe C 
Para cada nova subclasse de A, deve ser acrescentado um campo no registro variante desta 
classe com as variá.veis específica.s desta subclassc. E cada método virtual deve ser modi-
ficado. Métodos específ-icos de B ou C, que são descritos na interface da classe A devem 
produzir um erro em execução se forem invocados por objetos da classe errada. Não se pode 
considerar que este modelo simule herança, pois a criação de subclasses envolve modificações 
na classe. A parametrizaçào de classes é facilmente dispensável nesta simulação. 
4.2.2 Simulando Parametrização de Classes com Herança 
li saremos um exemplo para. tornar a discussão mais didática. A classe pa.rametrizada da 
figura 4.14 será simulada com herrt.nça .. Apenas a. sinta.xe do exemplo é de Eiffel. mas esta 
linguagem não suporta. alguns dos mecanismos utilizados. Há três construções que devemos 
considerar na. classe A: 
[1] Declaração de variável de instància vet, parâmetro x de M, valor de retorno Me variáveis 
1 a e b de M com tipo T. 
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class Ordem feature 
menor( t : like Current ) 
end -- classe Ordem 
class A 
freeze ref 
feature 
ref : Ordem; 
vet : ARRAY[ like ref ]; 
boolean is deferred end 
M( x : like ref ) : like ref is 
local 
a, b : like ref; 
do 
if b.menor(a) then 
end 
N( x : like Current) 
do 
end 
end -- classe A 
like Current is 
Figura. 4.15: Classe que simula uma classe parametrizada 
[2} Declaração do parâmetro x de N e valor de retorno com tipo A [T]. 
[3] Invocação de método menor de T no método M de A. 
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Vejamos como estas construções são modificadas na simulação da classe parametrizada 
A por herança., mostrada na. figura 4.1.5: 
[I] Variável ref de A é uma reff>rência para. declaração de outras variáveis. Declarações do 
tipo T na classe A da figura 4.14 transformam-se em declarações do tipo like ref na 
figura 4.15. Esta variável é congelada- freeze. É uma variável de classe, compar-
tilhada por todos os objetos de A. Redefinindo ref para um tipo Drdemlnt em uma 
subclasse B de A, todas as definições que o utilizam são atualizadas automaticamente. 
Assim, vet tem o tipo ARRAY[ Ordem!nt ] na classe B da figura 4.16. 
[2] A[T] é substituído por like Current na figura 4.15. Se A[T] fosse substituído por A, 
haveria erro de tipos em uso de B da figura 4.16: 
z~ y : B; 
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class Ordem!nt 
inheri t s 1 ;rdem 
feature 
valor : integer; 
menor( t : like Current ) 
do 
if valor< t.valor then 
Result:== true 
else 
Resul t: = false 
end 
end -- classe Ordemlnt 
class B inherits A 
ref : Ordemlnt; 
end -- classe B 
y : E; 
boolean is 
Figura 4.16: Uso de herança para simul<}r a instanciaçã.o de uma cla.sse parametriZada. 
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class Ordemlnt feature 
valor : integer ; 
menor( t : Drdem!nt ) 1s . , . 
end -- classe Ordemlnt 
y : A[Ordem!nt]; 
Figura 4.17: Uso de classe pa.ramctrizada A 
zo= y.N(z); 
.\4 
Variá.vel da da.s.'w B (z) recebe objeto (y .N(z)) da superclasse A dP B. Corno apresentado 
ua figura 4.FL lllt~1odo N dfl dcL<;:;e B de 4.16 retorna objeto da dasse B. 
[3] É criada uma classe abstrata com todos os métodos utilizados em A. Esta classe é Ordem, 
e conesponde ao pa.rárnetro T. A palavra chave deferred, na declaração do método 
menor. indica que a classe Ordem é abstrata e que este método será implementado nas 
subclasses. tPara a utilização de A com um "parâmetro:' diferente de Ordem, deve-se 
criar uma subclasse desta classe, como Ordemlnt, mostrada na figura 4.16. 
Declaração de y nas figuras 4.17 e 4.16 são equivalentes. A figura 4.17 utiliza a classe A 
da figura. 4.14. 
Observe que o uso da. classe A da figura 4.14 é mais fácil. Com a classe A da figura 4.15, 
deve-se criar uma subcla.sse dP Ordem pa.ra. cada instanciação. Há um problema se for ne-
cessário utiliza.r a. classe A com um ··parâmetro" que não é subclasse de Ordem. Deve-se criar 
uma classe que herde desta classe e de Ordem. 
Capítulo 5 
Uma Extensão a C++ 
5.1 @Classes e @métodos 
Esta seção apresenta uma sugestão de extensão a. C++ chamada ©!classe. 
Uma. rÇklasse é uma clatise wm pelo menos um @método. Quando ela é herdada por uma 
classe B, cada @método é recompilado dentro do contexto de B. Um @método é um método 
normal cujo nome é prefixado por @. Os métodos que B herda, então, são os métodos 
recompilados. A palavra chave like é utilizada para ama.rrar o tipo de uma variável a 
outra. Se uma variável y é declarada como tendo o tipo like(x), y possui o mesmo tipo que 
a variável x. Na definição de uma @classe, o nome da @classe é prefixado com o caracter 
©!. Sinfaxe análoga é empregada com @métodos. Um exemplo com @classes é dado na 
figura 5.1, em sintàxe de C++. this é um ponteiro para o objeto que recebe a mensagem 
(selfJ. like(this) é Um ponteiro para a. classe corrente. Na classe A, os métodos NeM são 
dos seguintes tipos: 
A •NO; 
void M(A elem); 
Em B sã.o: 
B •NO; 
void M( B elem ); 
Outros métodos de A podem invocar M normalmente, pois o envio de uma mensagem não 
exige conhecimentos Jos parállletros X e Max de M. Este método não deve ter parâmetros 
reais 1 • O método poderia ter parâmetros formais2 que utilizazem os seus parâmetros X e 
Max. Contudo, nenhum outro método de A teria permissào para invocar M. O motivo é que a 
interface do método M poderia se tornar diferente em diferentes subclasses de A. A interface 
de M é formada. pelo seu nome e pelos nomes e tipos de seus parâmetros formais. Um exemplo 
é dado na figura. 5.3. A interface de P: :Me Q: :M são, respectivamente: 
1 Aqueles pd.'.'~ados ao método dtuant.e a execução do programa e antes de sua invocação 
20s descrito.~ entre os parent.eses 4ue se seguem ao nome do método no seu cabeçalho na interface da classe 
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class GlA { 
public: 
like(this) ~NO { ... } 
void ~M( like(this) elem ) { ... } 
} ; 
class B : public ~A { . . . } 
8 p, *r, *S ; 
p.M(r); 
s = p.NO; 
Figura 5.1: Um exemplo com @classes 
class @A { 
public: 
void @M[ ,type X = A* int Max] O { ... } 
}; 
class E A { 
public: 
@= M[ G, !O]; 
} ; 
class ~;QB A { 
public: 
· @= M[H,!D]; 
void @M[1nt n] () { ... } 
}; 
class F : 8 { 
publ1c: 
@= M[20]; 
}; 
Figura. .).2: •§:{~!asses e métodos para.metrizados 
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class ~A { 
public: 
void CM[ type X= A*, int Max] ( X a) { ... } 
} ; 
class P A { 
public: 
~= M[P,lO]; 
}; 
class Q : A { 
public: 
@= M[Q,20]; 
}; 
voidM(Pa); 
e 
void M( Q a ) ; 
Figura 5.3: Métodos de A nã.o podem invocar M 
57 
O compilador estaria incapacitado de fazer as conferências de tipos com relaçã.o ao parâmetro 
de M em outros métodos de A que utilizam M. O mesmo ocorre com a construção "like(this)" 
da figura 5.1. As subclasses de A das figuras .5.1 e 5.3 nào sà.o consideradas subtipos de A. 
Não é possível utilizar um ponteiro para Bonde se espera. um ponteiro para A. 
A semelhança de ~~classes com classes parametrizadas instanciadas em compilação nos 
conduz à criação de métodos parametrizados. Estes últimos são @métodos cujos parâmetros 
reais devem ser fornecidos nas subclasses. A instanciação (ato de fornecer parâmetros reais} 
de um @método é sinalizado pelos símbolos @= antes do nome do @método. Com os 
parâmetros contendo valores reais em subclasses, o @método é compilado. Um exemplo é 
dado na figura 5.2, onde o @método M de A recebe os parâmetros efetivos G e 10 na classe E. 
Este método é entào compilado para a classe E. O código resultante é associado a E: : M. O 
@método M de A contém dois parâmetros. O primeiro, X, deve ser um tipo qualquer dentre 
os permitidos pela linguagem, e possui valor dfjault "A *" (ponteiro para A). O segundo, 
Max, deve ::;er uma. constante inteira. e nào possui valor default. Uma @classe pode herdar de 
outra @classe, como acontece com B. Esta. @classe instancia o @método M herdado de A e o 
redefine com outros parámelros. A cla.sse F herda de B instanciando M redefinido por B. 
Esta facilidade não possui muita utilidade apenas como foi apresentada. Porém, um 
método normal herdado pode se transformar em um @método e vice~versa, desde que a 
quantidade e tipos dos parâmetros do método nào sejam afetados. N à.o é utilizada nenhuma. 
notação especia(pa.ril esta transformaçào. llm tipo de método (@método ou normal) é 
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class A { 
virtual void N(); 
} ; 
class liJB : A { 
virtual void liJN[int Max = 10] () { 
float vet [Max]; 
}; 
}; 
class C : B { 
~= N[20]; 
} ; 
class D : E { 
virtual void NO { ... } 
} ; 
:'*h; A *f; 
·- "'h; 
f->N(); /I lnvOca B: :N com parametro 20. 
Figura. 5.4: Transformaçã.o método normal para @método e vice-versa 
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simplesmente redefinido como de outro tipo em uma subclasse. Na figura 5.4, o método 
uormal N de A tra.nsfonna.-se em ©!método em B. E @método N de B torna-se normal em 
classe D. 
A importância. de ©.'classes está na transforma.ção de métodos normais em ©métodos. 
-Deste modo, de uma. classe normal pode ser criada uma subclasse que possui @métodos 
como parâmetros. Soluções específicas dadas por uma superclasse podem tornar-se soluções 
mais gerais (para infinitos tipos ou va.lores) nas subclasses. Um método virtual redefinido 
como @método em uma. subclasse continua sendo virtual. Assim, a instrução "f->N()" na 
figura 5.4 causa. a execução de B: :N instanciado com parâmetro Max = 20, tomado.de C. 
Qualquer cla.sse pode ser herdada, mas nem todas sào parametrizâ.veis - página 45. 
iQlCla.sses nào resolvem este problema. mas oferecem mais flexibilidade que classes normais. 
Semelhante a classPs paranwtrizadas, uma @classe sem valor default para os parâmetros 
de seus @método::; nào pode ser usada para a criação de objetos. 
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5.2 Linguagem de macros 
Temos uma estrutura S, em C++: 
struct { int x, y; } S; 
aa e bb são variáveis do tipo S. Queremos copiar TODOS os campos de aa para bb. Isto 
pode ser feito da seguinte forma: 
bb.x = aa.x 
bb.y = aa.y 
O código acima implica. que os campos x e y de aa são copiados para bb mas não determina 
a copia de TODOS os campos de aa para bb. Um pré-processa.dor embutido no compilador 
com uma linguagem própria resolveria este problema: 
f* Ate aqui ha codigo normal de C++ *I 
~begin f* inicio do codigo para o pre-processador *I 
f* Este for 'e um comando do pre-processador. 
cp 'e uma variavel, S 1 e o nome da estrutura. 
aa e bb sao os nomes das variaveis. 
fields 'e uma funcao pre-definida que retorna o conjunto dos 
membros de uma estrutura. *f 
for cp in fields(S) do 
write bb.cp,= aa.Cpj 
@end f* fim do codigo para o pre-processador - continua codigo em C++ *f 
A saída do pré-proce::;sador é dado pelo comando write dentro do for. O código entre 
«<begin e «<end produziria: 
bb.x = aa.x; 
bb.y = aa.y; 
que seria. entào compilado. Todas as informações disponíveis na tabela de símbolos do 
compilador estão disponíveis para o pré-processador. 
Chamaremos a ling·uagem empregada no pré-processador de L@. A princípio, deve ser 
um subconjunto da linguagem em que ela é embutida. 
Esta facilidade permite "propagar" modificações. Mudanças, como acréscimos ou retira-
das de campos de S seriam refletidas no código acima. Outros exemplos com o uso de L@ 
incluem teste de tipo. De acordo com o tipo de uma variável, escolhe-se um algoritmo: 
ff L«< embutida em C++ 
©begin 
// strtype retorna string com o nome do tipo do parametro. 
if strtype(t[O]) == "int" 
then 
f !
1 
copie t para s com funcao memcpy 
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type matríz(lín, cal integer) is array(l. .lin, 10 .. cal) of real; 
a matriz(10,20); 
b array[l .. a'lín] of real; 
c array[ a'RANGE(l) ] of real 
Figura 5.5: Uso de informações do compilador em código fonte 
write memcpy( s, t, N*sizeof(int) ); 
else 
// t[O] pode ser objeto de uma classe. Copie usando 
/I a forma mais geral possível (Usando operador [] dos tipo t e s) 
write for (int i = O; i < N ; i ++) 
wri te s [i] = t [i]; 
endif 
<Oend 
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Situações com esta ocorrem na prá.tica. O propósito desta idéia. é colocar tanto quanto 
possível a semântica do problema em código fonte. Observe a distância entre a semântica do 
problema e o código em C++ no primeiro exemplo. A real intenção do programador pode 
ser expressa em L@. 
A seção 4.1 (fig.,4.3, 4.4, 4.5) apresenta classes parametrizadas com parâmetros default 
e um exemplo de conversào de uma classe normal em parametrizada. Variáveis aa e ii. 
que são declaradas jUIÚas na figura. 4.4, são separadas após a colocação do parâmetro T, na 
figura 4 .. 5. Este último código expressa melhor as restrições que o problema oferece. Variável 
aa, por exemplo, não pode mais ser usada como índice de um vetor. 
A da permite utilizar algumas informações do compilador no código. Na figura 5.53 , há 
uma declaração de um tipo matriz e variáveis a, b e c. matriz é uma. estrutura indexada 
parametrizada. O número de linhas de b é amarrado ao número de linhas de a. a'RANGE(i) 
são os limites dos índices da i-ésima dimensão de a: 
a'RANGE(1) 'e 
a'RANGE(2) 'e 
L .10 
10 .. 20 
O primeiro e último valor de um tipo enumerado é obtido pelos "atributos" FIRST e LAST. 
Acréscimos de nomes ao enumerado não invalidam qualquer código que usa estes- atributos. 
Eles continuam a indicar o primeiro e o último membro do enumerado. 
3 Adaptado de exemplo de [Mey88] 
Capítulo 6 
Conclusão 
6.1 Sobre a Tese 
Orientação a objetos é a evolução mais importante de linguagens de programação desde o 
surgimento de programação estruturada1 . Ela permite a organização de um sistema em clas-
ses, estruturando-o. Herança traz flexibilidade às classes, admitindo a criação de subclasses 
com redefinição de métodos herdados. O reaproveitamento de software é conseguido com 
as relaçõe~ de subtipo e classes parametrizadas. Subtipo é associado a subclasse em muitas 
linguagem;. 
Existem muitos problemas com as linguagens orientadas a objeto existentes e com o 
modelo convenciona.l de orientação a objetos. Algumas dessas falhas sào: 
' 
• Falta de suporte para programação de baixo nível. 
• Presença de construções que dificultam ou impossibilitam a otimização, como reflexi-
vidade da linguagem, e nã.o exigência de declaração de tipos para. variáveis. 
• Mecanismos deficientes ·para. proteção de informação. O ideal é a presença de três níveis 
de visibilidade (público, priva.do e protegido), presente em algumas linguagens (C++, 
Simula). 
• Ausência de módulos. Classes são uma unidade de pequena abstração, insuficientes 
para refletir a estrutura lógica de um sistema. 
As contribuições desta dissertação _são: 
• Identificação dos problemas da. seção 3. 
• Parametrizaçào de métodos, apresentada na. seção 5.1. 
Esta. dissertaçào possui inúmeras falhas, pois o estilo do autor não é de fá.cil compreensão. 
H~ muitas frast's solta . , seguida:; de uma conclusão, com pouco:; indicativos de como estas 
frases couduzem a esta conclusào. 
1 Apesar de, a rigor. 1.er nascido antes dela. considerando-se as dat.as de criação de Simula-6i e publicação do artigo 
[Dij68J 
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A continuidade deste tra.balho cu volve a tentativa. de re:soluçào de outros problemas com 
orientação a objetos (capítulo 3). Outra direção de pesquisa sã.o as linguagens paralelas ori-
entadas a objeto. Computadores multiprocessados estão se tornando uma realidade e existe 
a necessidade do aproveitamento da pontencialidade dessas máquinas através de linguagens 
adequadas. 
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