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Spletni mediji in objavljanje vsebin v njih so ključni faktor današnje informacijske 
dobe. Pri ustvarjanju, objavljanju in urejanju vsebin želimo biti kar se da učinkoviti. Pri 
tem nam služijo razni sistemi za upravljanje vsebin, ki pa so navadno med sabo 
neenotni in nepovezljivi, kar zmanjšuje učinkovitost pri hkratnem delu z več različnimi 
sistemi. Objavljanje iste vsebine v več medijih je zamudno in nepregledno, saj mora 
avtor vsebino vnesti v različne sisteme in jo v primeru dopolnitev tudi v vsakem 
sistemu posebej urejati. Ker nismo zasledili nobenega primernega orodja, ki bi 
olajšalo tovrstno objavljanje vsebin, smo razvili spletno aplikacijo za avtomatiziran 
pretok vsebin od avtorja do nabora spletnih medijev, integriranih v izvedeni sistem.  
Sistem deli uporabnike na avtorje, urednike in založnike ter jim s tem dodeli ustrezne 
pravice dostopa. Avtorjem je omogočena hkratna objava vsebin v več medijih z 
enkratnim vnosom preko enostavnega uporabniškega vmesnika. Tako objavljene 
vsebine se tudi razpošljejo naročnikom preko elektronske pošte. Založnik 
posameznega medija od avtorjev prevzame vsebine v primerni obliki za objavo. 
Urednik ima možnost urejanja že vnešenih vsebin in kontrolo nad njihovim 
objavljanjem. Aplikacija temelji na podatkovni bazi MySQL in programskem jeziku 
PHP z dodanim ogrodjem CodeIgniter. Aplikacija je povezljiva s sistemi za 
upravljanje vsebin. 
Delovanje sistema smo preizkusili na praktičnih primerih, kjer se je njegovo delovanje 
izkazalo za zadovoljivo, saj je uporabnikom brez posebnega predznanja olajšalo in 
skrajšalo čas objave vsebin. Sistem potrebuje še nekaj izboljšav, da bo primeren za 
uporabo z večino sistemov za upravljanje vsebin brez večjih posegov v same sisteme 









Web media and content publishing are the key factors of todays information age. We 
want to be able to create contents and publish them as effective as possible. Several 
content management systems exists. They are usually not interconnectable and are 
incompatible with each other. This reduces the effectiveness when working with 
several different systems. Publishing the same content to multiple media is time 
consuming and confusing since the author has to input the content to several 
different systems and in case of later changes he has to edit the content in each 
system separately. Because we have not spotted any such tool which would make 
this kind of publishing easier, we have developed a web application, which automates 
the flow of the content from the author to the set of web media. 
In our system roles are assigned to users which allow them different levels of control 
over the content: authors, editors and publishers. Authors can publish the content to 
a set of web media including websites and email newsletters. This happens 
simultaneously by using a simple user interface. Publishers of the selected media 
receive the content from the author in a form suitable for publishing. Editors are 
allowed to edit already entered contents and have control over their publishing. The 
application is based on MySQL database and has been implemented in PHP 
programming language with an aid of CodeIgniter Framework. The application is 
interconnectable with other content management systems. 
We have tested the usability of the system on a few real cases with satisfactory 
results. Users without any training were able to publish contents easier and faster as 
they did with their previous solutions. The system still needs a few improvements to 
be compatible with the majority of content management systems and their publishing 
policies without introducing any major changes. 
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Sodobni avtorji ustvarjajo različne vsebine in jih objavljajo v različnih medijih, kot so 
spletne strani, masovna elektronska pošta, tiskane revije ali časopisi in podobno. 
Tako avtorji vsebin kot založniki medijev se soočajo s problemom neučinkovitega 
postopka objavljanja v medijih. Na tem področju je še vedno veliko ročnega dela. 
Avtorji vsebine pogosto ustvarijo v pisarniških orodjih na svojih lokalnih napravah, 
nakar jih preko elektronske pošte posredujejo urednikom medijev, ki jih prilagodijo v 
obliko, primerno za objavo v izbranem mediju. Nekateri, predvsem spletni mediji, že 
imajo svoje sisteme, ki avtorju omogočajo neposreden vnos vsebin preko 
uporabniškega vmesnika, s čimer je olajšano delo uredniku. Kljub temu ima avtor še 
vedno veliko nepotrebnega dela z vnašanjem vsebin v različne uporabniške 
vmesnike, kadar želi le-te objaviti preko več različnih medijev. 
Posledično smo se odločili ta del pretoka vsebin od avtorja do medija avtomatizirati 
tako, da avtorju pri sočasnem objavljanju v več medijih vsebine ni potrebno vnašati 
več kot enkrat, ali jo razpošiljati na različne naslove. Založnik posameznega medija 
dobi vsebine že v primerni obliki za objavo in jo le še potrdi. 
Glede na trenutno stanje in trende informacijskih tehnologij je logična izbira za 
izvedbo take storitve spletna aplikacija, ki je tako avtorjem kot urednikom dostopna 
preko spletnega brskalnika. Poleg odprave večkratnega vnosa iste vsebine je ključna 
lastnost nakazanega sistema, da avtor za izvedbo objave ne potrebuje dodatnega 
znanja ali dodatne strojne in programske opreme. Prav tako založniku ni potrebno 
ponovno vnašanje vsebine v sistem, urednik pa ima možnost urejanja že vnešenih 
vsebin in kontrolo nad njihovim objavljanjem. 
Aplikacija naj omogoča enostaven vnos večine najbolj razširjenih formatov vsebin, 
kot so članki, napovedniki dogodkov, lokacije, slike, video in zvočni posnetki, 
prezentacije, dokumenti, kontakti in podobno. Aplikacija naj bo razširljiva in povezljiva 
s sistemi za upravljanje vsebin (ang.: content management system; CMS).  
Skupaj s podpornim ogrodjem za aplikacijo smo razvili sistem, ki omogoča 




uporabniški vmesnik za vnos in upravljanje z vsebinami ter vmesnik za prikaz vsebin 
v obliki spletnih strani. 
V prvem delu diplomske naloge spoznamo sisteme za upravljanje vsebin in 
razjasnimo osnovne pojme v zvezi z njimi. Ogledamo si podatkovno bazo MySQL, 
programski jezik PHP, spletni strežnik Apache in ogrodje CodeIgniter. V drugem delu 
si natančneje ogledamo zgradbo in delovanje naše aplikacije ter podpornega sistema 
za upravljanje vsebin. 
V zadnjem delu diplomske naloge predstavimo uporabo aplikacije na realnih primerih 
in situacijo primerjamo z delom brez uporabe izvedenih rešitev. Rezultate primerjav 
ustrezno ovrednotimo. V sklepnem delu ocenimo uspešnost realizacije zastavljenih 




2 Sistemi za upravljanje vsebin 
Objavljanje vsebin na spletu je hitro napredujoča aktivnost, saj digitalni mediji 
postopoma izpodrivajo tiskane medije ali se z njimi dopolnjujejo. V ta namen je bilo 
razvitih veliko sistemov za upravljanje vsebin (v nadaljevanju CMS; ang.: contents 
management system), katerih prednost je predvsem v urejanju in vzdrževanju 
spletnih strani brez znanja programiranja. Urednik z zgolj osnovnim računalniškim 
znanjem lahko dodaja, ureja ali odstranjuje vsebine; pri tem ne potrebuje niti znanja 
označevalnega jezika HTML. Uporaba principa “kar vidiš, to dobiš” (v nadaljevanju 
WYSIWYG; ang.: what you see is what you get) omogoča, da je videz vsebinskih 
posodobitev znotraj sistema enak končnemu videzu na spletni strani. Spletne strani, 
ki uporabljajo CMS-e, so bolj ažurne in posledično bolje obiskane [25]. 
Poznamo mnogo različnih izvedb CMS-ov. Te se v grobem razlikujejo glede na 
tehnično izvedbo in ceno. Nadalje se glede na tehnično izvedbo razlikujejo glede na 
programski jezik, podatkovno bazo in strežnik, ki sistem poganja. Večina jih je 
napisanih v programskem jeziku PHP, uporabljajo podatkovno bazo MySQL in jih 
poganja strežnik Apache. CMS-ji so brezplačni, plačljivi ali delno brezplačni. 
Brezplačni sistemi so največkrat odprtokodni in predvsem priljubljeni med 
posamezniki. Posamezne komponente in vtičniki so tudi za brezplačne sisteme 
pogosto plačljivi. Večja podjetja se mnogokrat odločajo za plačljive sisteme, saj ti 
navadno garantirajo podporo in odgovornost v primeru napak. Cena in izkušnje so 
pogosto razlog odločitve razvijalca za posamezen CMS. Več o CMS-ih in njihovi izbiri 






3 Aplikacija za zajem, urejanje in objavo vsebin 
Aplikacija, ki je razvita v okviru tega diplomskega dela, je sestavljena iz različnih 
vmesnikov.  Naloga aplikacije je, da vsebine, ki jih vnese avtor, posreduje v objavo 
različnim sistemom za upravljanje vsebin. Pred objavo mora vsebino potrditi urednik. 
Konceptualno strukturo aplikacije prikazuje slika 1. 
 
Slika 1: Diagram aplikacije za vnos, urejanje in deljenje vsebin 
Kot prikazuje diagram na sliki 1, sestavljajo aplikacijo trije glavni sklopi. Naloga 
prvega sklopa je zajem vsebin preko spletne forme, kjer aplikacija poskrbi za 
zanesljivo avtentikacijo avtorja, opravi kontrolo nezaželenih vsebin in preveri avtorske 
pravice, za katere avtor poda izjavo. Drugi sklop je namenjen pregledovanju in 
urejanju vsebin. Tretji sklop je namenjen potrjevanju objave vsebin s strani založnika 
in ustrezni objavi vsebin v izbranih medijih. Skozi vse tri sklope naj bi našli 
kompromis med čim enostavnejšim postopkom vnosa vsebin za avtorja, čim manj 




Interakcija uporabnika z aplikacijo poteka preko uporabniškega vmesnika. Interakcija 
zaledja aplikacije z uporabniškim vmesnikom in posameznimi mediji poteka preko 
programskega vmesnika (API; ang.: Application programming interface), kot je 
prikazano na sliki 2. 
 
Slika 2: Prikaz interakcij z aplikacijo in interakcij znotraj nje 
3.1 Uporabniški vmesnik 
Aplikacija vsebuje uporabniški vmesnik, ki ga sestavlja več komponent oziroma 
vmesnikov. Sestava le-tega in potek objave vsebine sta vidna iz diagrama na sliki 3. 




Slika 3: Diagram uporabniškega vmesnika aplikacije 
3.2 Vmesnik za registracijo novega uporabnika 
Bodoči uporabnik preko spletnega brskalnika dostopa do uporabniškega sistema, 
kjer se nahaja obrazec za registracijo.  Uporabnik vanj vnese svoje ime in priimek, 
uporabniško ime, elektronski naslov, geslo ter potrditev gesla. Uporabnik prejme na 
vnešeni elektronski naslov aktivacijsko povezavo, preko katere aktivira kreirani 
uporabniški račun, s čimer postane uporabnik sistema.   
3.3 Vmesnik za prijavo v sistem 
Uporabnik preko spletnega brskalnika dostopa do uporabniškega sistema, kjer se 
nahaja obrazec za prijavo. Vanj vnese svoje uporabniško ime ali elektronski naslov in 
geslo, ki ga je izbral ob registraciji.  
3.4 Vmesnik za vnos vsebin in izbiro medijev 
Prijavljeni uporabnik vnaša nove vsebine preko forme za vnos vsebine, v katero po 
vrsti vnaša vsebino, ki jo želi objaviti. Posamezno zaključeno celoto vnosa sestavljajo 
naslov, opis, jedro vsebine in priponke. Ko je vsebina vnešena, uporabnik določi, v 
katere medije in menije naj se vsebina objavi ter časovno obdobje njenega obstoja. 
Sistem uporabniku nudi povratno informacijo o medijih, na katerih je proces 





3.5 Vmesnik za pregled in urejanje vsebin 
Predhodno vnešene vsebine prijavljeni uporabniki pregledujejo in urejajo v vmesniku 
za pregled in urejanje vsebin. Vsebine, ki so bile poslane v pregled in potrditev za 
objavo, založnik preko tega vmesnika potrdi ali zavrne. 
3.6 Administracijski vmesnik 
Administracijski vmesnik je namenjen upravljanju uporabnikov in medijev. 
Uporabnikom je možno dodeljevati vloge in nastavljati pravice. V tem vmesniku je 
možno dodajati ali odstranjevati povezane medije. Medijem je možno nastavljati 
osnovne in kontaktne podatke, določiti vrsto medija ter jim ustvariti menije. Za vsak 
medij se tukaj nastavi tudi uporabnike in njihove vloge. Do administracijskega 
vmesnika imajo dostop le skrbniki. 
3.7 Programski vmesnik (API) 
API je del sistema, ki specificira izmenjavo podatkov med zaledjem aplikacije in 
različnimi vmesniki ter zunanjimi sistemi. Po zaslugi API-ja je sistem razširljiv in 
dostopen praktično vsakemu mediju, ki želi izkoristiti prednosti našega sistema. 
Posamezen medij preko API-ja pridobiva vse potrebne podatke in jih prav tako v 
sistem tudi posreduje. Naša aplikacija je tako nekakšen servis za delo z vsebinami. 
Vzdrževalcem medijev pustimo proste roke pri oblikovanju njihovih storitev. Tudi 
prikaz vsebin iz našega sistema si lahko poljubno organizirajo in oblikujejo ter si 
izdelajo lastne vmesnike za vnos vsebin preko svojih sistemov. API ponuja izmenjavo 




4 Orodja za razvoj 
Za razvoj sistema smo uporabili različna orodja, ki so opisana v nadaljevanju. Pri 
njihovi izbiri smo se poslužili različnih kriterijev. V našem primeru je bil 
najpomembnejši kriterij enostavna povezljivost in združljivost z najbolj razširjenimi 
sistemi za upravljanje in prikaz vsebin, ki so predmet našega sistema. Drugi 
pomemben kriterij so naše dosedanje izkušnje in poznavanje orodij. Pomembno nam 
je tudi, da je orodje odprtokodno in cenovno ugodno. 
4.1 Programski jezik PHP 
PHP je najbolj razširjen splošno namenski programski jezik za spletne strani [4]. 
Razvija se pod okriljem odprtokodnega projekta, zato je brezplačen. Na podlagi 
večletnih izkušenj z delom na PHP projektih, je primernost tega programskega jezika 
za naš sistem nesporna [1].  
4.2 Jezik SQL 
Strukturiran poizvedovalni jezik (ang.: Structured Query Language), v nadaljevanju 
SQL, je namenjen za delo s podatkovnimi bazami. SQL je najbolj razširjen 
poizvedovalni jezik, saj se uporablja v praktično vseh sistemih za upravljanje 
podatkovnih baz (ang.: database management system; DBMS); v nadaljevanju SUPB 
(sistem za upravljanje podatkovnih baz) (MS Access, DB2 Informix, MS SQL Server, 
Oracle, Sybase, MySQL) [5]. 
4.3 Podatkovna baza MySQL 
Podatkovna baza MySQL je poleg Oracle-ovega in Microsoft SQL Serverja najbolj 
razširjen sistem za upravljanje z zbirkami podatkov [6]. Je odprtokodni projekt in kot 
verzija za skupnost (ang.: Community Edition), pod določenimi pogoji, tudi  
brezplačen. Podatkovno bazo MySQL uporabljamo za delo z zbirkami podatkov pri 
vseh naših projektih. MySQL je tudi ena najhitrejših podatkovnih baz, njene 
distribucijske datoteke pa so relativno majhne in na voljo za vse širše dostopne 





PhpMyAdmin je brezplačno orodje za administracijo MySQL strežnika preko 
spletnega uporabniškega vmesnika. PhpMyAdmin podpira široko paleto operacij na 
MySQL, kot so upravljanje podatkovnih baz, tabel, stolpcev, relacij, indeksov, 
uporabnikov, pravic in ostale. Omenjena opravila je možno izvajati preko grafičnega 
uporabniškega vmesnika ali z vnosom SQL stavkov [8].  
4.5 Spletni strežnik Apache 
Najbolj razširjen spletni strežnik je Apache [9]. Omenjeni spletni strežnik v 
kombinaciji s PHP in MySQL (ang.: Linux-Apache-MySQL-PHP; LAMP) je med 
najuporabnejšimi spletnimi strežniki. Apache je odprtokoden in posledično 
brezplačen. Na njem poganjamo večino naših projektov.  
4.6 Ogrodje CodeIgniter 
Spletno programsko ogrodje CodeIgniter je med najbolj razširjenimi ogrodji, ki 
temeljijo na programskem jeziku PHP [10]. Ogrodje ima izjemno dobro 
dokumentacijo, ki je dosegljiva preko spleta. Za začetek razvoja novega projekta je 
potrebno zelo malo konfiguracije. 
Ogrodje je odprtokodno in posledično brezplačno. Uporabljamo ga tudi za delo na 
drugih naših projektih. 
Kljub vsemu pogrešamo precej funkcionalnosti, kot so upravljanje razvojnega 
procesa na terminalu (ustvarjanje modelov, migracij in podobno), ki jih ponujajo 
nekatera druga ogrodja.   
4.7 PHPStorm 
PHPStorm je integrirano razvojno okolje (ang.: Integrated Development Enviroment; 
IDE), ki pomaga pri programiranju [11].  
PHPStorm [12]: 
•         podpira PHP različice od 5.3 naprej, 
•         nas opozarja o sintaktičnih napakah, 
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•         avtomatično dokončuje kodo, 
•         generira konstruktorje in metode Get() in Set() z že definiranimi parametri, 
•         omogoča povezavo z lokalno ali oddaljeno bazo in  
•         razhroščevanje z razhroščevalnikom Xdebug. 
Celoten sistem smo razvijali s PHPStorm-om, saj velja za najboljši IDE za programski 
jezik PHP.  Res je, da je orodje nekoliko dražje, vendar njegova uporabnost odtehta 
visoko ceno. Za študente, profesorje in potrebe učenja ter odprtokodne projekte je 
PHPStorm na voljo brezplačno [13].  
4.8 Git 
Git je sistem za nadzor različic in je v zadnjih 11 letih postal standard med sistemi za 
nadzor različic (ang.: version control system; VCS). Z njim nadzorujemo spremembe 
dokumentov in/ali kode. Največja njegova odlika je hkratno sodelovanje razvijalcev 
na isti kodi in tudi podpora razvejanim vzporednim različicam iste kode (kot sta 
produkcijska in razvojna veja) [14]. Za shranjevanje Git repozitorijev uporabljamo 
samogostovano Gitlab aplikacijo na našem razvojnem strežniku [15]. 
4.9 Git Bash & PHPStorm VCS 
Za interakcijo z Git strežniki v našem razvojnem okolju uporabljamo Git Bash ter 
vgrajeno orodje PHPStorm VCS, ki nam olajša vpisovanje sprememb na Git strežnik. 
Git Bash nam ponuja emulirano okolje Linux lupine, v katerem lahko izvajamo 





5 Razvoj sistema 
V tem poglavju opisujemo razvoj sistema. Tematika je razdeljena na podpoglavja, ki 
predstavljajo posamezne faze razvoja. Najprej si ogledamo načrtovanje 
podatkovnega modela in izgradnjo podatkovne baze, nadalje predstavimo arhitekturo 
sistema, se dotaknemo posameznih delov programske kode in njihovih nalog. Nato 
opišemo delovanje našega sistema. 
5.1 Razvojno okolje 
Prvi korak razvoja je vzpostavitev razvojnega okolja, ki je odvisna od izbranih 
razvojnih orodij. V našem primeru je postopek naslednji. Na lokalnem računalniku 
namestimo vnaprej pripravljen paket XAMPP, ki že vsebuje tako spletni strežnik 
Apache, kot podporo za PHP, MySQL in phpMyAdmin. Paket vsebuje tudi nekaj 
drugih komponent (slika 4). Namestitveni program XAMPP si prenesemo kar s 
spletne strani https://www.apachefriends.org/download.html, kjer so nam na voljo 
različice za tri najbolj razširjene operacijske sisteme (Windows, Linux in OS X) [16].  
 




Sedaj moramo nameščene strežnike in pakete pravilno nastaviti. Za začetek 
kreiramo lokalno domeno v datoteki hosts. Pot do datoteke je v operacijskem sistemu 
Windows: C:\Windows\System32\drivers\etc\hosts. V datoteko vpišemo 
lokalno domeno in IP naslov, ki kaže na lokalni računalniški vmesnik: 
127.0.0.1 local.novicomat.si # lokalna domena za dostop do našega sistema. 
Sedaj našo lokalno domeno, kreirano v datoteki hosts, preusmerimo na mapo, kjer se 
bo nahajal naš sistem. To storimo z vpisom lokalne domene in lokacije v 
konfiguracijsko datoteko httpd-vhosts.conf, ki se nahaja na:  







Allow from all 
</Directory> 
</VirtualHost> 
Naš sistem se bo nahajal v mapi \Novicomat, ki jo ustvarimo v mapi \htdocs, ki se 
nahaja v mapi \xampp.    
Integrirano razvojno okolje PHPStorm prenesemo s spletne strani: 
https://www.jetbrains.com/phpstorm/download/. Postopek nakupa in nameščanja je 
opisan na uradni spletni strani: https://www.jetbrains.com/phpstorm/. 
Orodje Git Bash je za operacijski sistem Windows dostopno na: https://git-for-
windows.github.io/. Namestitev je enostavna, saj le sledimo namestitvenim 
navodilom. Osnovne nastavitve za Git so opisane v spletni dokumentaciji, ki je na 
voljo tudi v slovenskem jeziku [17].  
Neposredno v mapo našega sistema (\xampp\htdocs\Novicomat) naložimo 
ogrodje CodeIgniter, ki ga prenesemo z Github strani: https://github.com/bcit-




Slika 5: Drevesna struktura CodeIgniter-ja 
Opravimo še naslednje nastavitve. V datoteki 
\application\config\config.php vpišemo našo domeno in v datoteko 
\application\config\database.php vpišemo dostop do podatkovne baze, ko 
jo ustvarimo z orodjem phpMyAdmin. 
Del razvojnega okolja so še zunanji strežniki, na katerih sprotno testiramo naš sistem 




razvojno in drugega za produkcijsko različico našega sistema. Struktura omrežja je 
razvidna iz diagrama na sliki 6. 
 
Slika 6: Diagram omrežja razvojnega okolja 
Razvijalec dostopa do strežnikov preko SSH/SFTP povezave, kjer posodablja 
datoteke z Git programsko opremo, ki je naložena na strežnikih. Za oba strežnika se 
avtomatično izdelujejo varnostne kopije. Primarni strežnik dnevno izdeluje varnostne 
kopije na dveh različnih lokacijah s pomočjo NAS (Network Attached Storage) 
strežnikov. Razvojni strežnik dnevno izdeluje slike razvojnega strežnika, ki jih lahko 
obnovimo kadarkoli, s pomočjo storitve ponudnika strežnika. Primarni strežnik 
komunicira preko našega API-ja s CMS-ji različnih medijev. 
5.2 Podatkovna baza 
Naš sistem omogoča pretok mnogih vsebin, ki jih avtorji vnašajo in so na voljo 
različnim medijem. Te vsebine predstavljajo veliko količino podatkov, ki so na voljo 
končnim uporabnikom. Hiter dostop do podatkov pomeni hitrejše delovanje sistema, 
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kar je v današnjem svetu spletnih vsebin ključnega pomena. Podatki morajo biti 
shranjeni tako, da je dostop nepooblaščenim osebam in programom preprečen. Za 
hranjenje podatkov uporabimo podatkovno bazo MySQL. Tekom diplomske naloge 
smo se srečali z dvema verzijama podatkovne baze. Zaradi naknadne spremembe 
podatkovnega modela smo morali izvesti migracijo podatkov iz prve v drugo verzijo.   
5.2.1 Izgradnja podatkovnega modela 
Največ poudarka posvetimo gradnji podatkovnega modela in načrtovanju podatkovne 
baze, ki temelji na njem. Tekom tega poglavja predstavimo dve verziji podatkovnega 
modela. Po izgradnji prvega se izkaže, da prav neustrezen podatkovni model 
preprečuje izgradnjo dobre aplikacije, saj nas le-ta omejuje pri možnostih, ki nam jih 
nudi aplikacija, med delovanjem pa se pojavljajo nekonsistentnosti vsebin zaradi 
podvajanja podatkov. Naknadni popravki podatkovnega modela zahtevajo znatne 
spremembe same programske kode aplikacije, kar je časovno zelo zamudno in 
drago.  
Najprej predstavimo podatkovni model, ki je slabo zgrajen in povzroča težave. V 
nadaljevanju ga analiziramo, pogledamo njegove slabosti in se lotimo načrtovanja 
novega podatkovnega modela, ki nakazane težave odpravi. Podrobneje si ogledamo 
tudi migracijo podatkov med prvo in drugo podatkovno bazo. Migracija je ob večjih 
spremembah podatkovnega modela zelo težavna. Pri izgradnji novega podatkovnega 
modela skrbno predvidimo tudi možne naknadne nadgradnje sistema. Najprej 
izdelamo logični podatkovni model, ki ga nato preslikamo v fizičnega. 
5.2.1.1 Podatkovni model pred popravki 
Najprej zgradimo podatkovni model, gradnji katerega ne posvečamo dovolj 
pozornosti, pa tudi zasnova samega sistema še ni razvita na taki stopnji, kot jo 
razvijemo kasneje.  
Podatkovni model lahko v grobem razdelimo na vsebine, priponke vsebinam,  menije, 
uporabnike in podatke, ki jih potrebujemo za delovanje sistema, kot je razvidno iz 





Slika 7: Diagram podatkovnega modela pred popravki 
Najprej si poglejmo shranjevanje vsebin. Vsaka vsebina ima svoj zapis v tabeli 
contents. Zaporedna številka v stolpcu ContentId identificira posamezno vsebino. 
Vsebinam določimo še ime, ki ga zapisujemo v stolpec Name, kratek opis, ki gre v 
stolpec Description, tip vsebine, ki ga zapišemo v stolpec Type in povezavo na drugo 
tabelo, ki je odvisna od tipa vsebine. V tabeli contents se shranjujejo še podatki o 
tem, kdaj in kdo je posamezno vsebino ustvaril ter kdaj in kdo jo je zadnji spreminjal. 
Atribute te tabele vsebujejo vse vsebine. Podatki, ki so značilni za posamezne tipe 
vsebin, se shranjujejo v tabelah, ki vsebujejo različne stolpce glede na tip vsebin. Te 
tabele so articles, events, locations in multimedia. 
Vsebinam lahko pripnemo priponke, ki so kontakti, oznake ali vsebine. Kontakte s 
svojimi podatki shranjujemo v tabelo contacts, oznake pa v tabelo tags. Različne 
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vrste priponk imajo vsaka svojo povezovalno tabelo. Podatki o tem, kako in na katero 
vsebino je pripet posamezni kontakt, se shranjuje v tabeli contentcontacts. Tabela 
contenttags je namenjena povezavi med vsebinami in oznakami, tabela 
contentcontent pa povezavi med vsebinami. 
Kako izgleda objavljen članek, ki je shranjen v podatkovni bazi na podlagi 
podatkovnega modela, ki ga opisujemo, vidimo na sliki 8. 
 
Slika 8: Primer objavljenega članka s priponkami v mediju kultura.si [10] 
Nadaljujmo z meniji. Ti določajo nekakšna polja, na katerih se nato objavljajo 
vsebine. Menije z vsemi potrebnimi podatki shranjujemo v tabelo menus. V tabelo 
shranjujemo ime menija (Name), kratek opis (Description), ali meni predstavlja medij 
(IsMedia), povezavo s kontakti iz tabele contacts in še podatke o tem, kdaj in kdo je 




se shranjujejo relacije med posameznimi meniji. Struktura je razvidna iz slike 8. 
Glavni meni kultura.si je starš menijem NOVICE, DOGODKI, DRUŠTVA, 
VSTOPNICE in O ZVEZI. Glede na sliko 8 se v stolpec MenuId vpiše MenuId menija 
NOVICE iz tabele menus, V stolpec ParentId pa MenuId menija kultura.si iz tabele 
menus. Meni kultura.si predstavlja tudi medij, zato ima v tabeli menus v stolpcu 
IsMedia številko 1, v nasprotnem primeru je 0. V tabeli contentmenu so shranjeni 
podatki o tem, katera vsebina se prikaže na katerem meniju in v kakšnem časovnem 
obdobju. Tabela med sabo povezuje tabeli contents in menus ter shranjuje še ostale 
potrebne podatke. 
Uporabniki in vsi njihovi podatki se shranjujejo v tabelo users. Tukaj so shranjeni tudi 
vsi potrebni podatki za avtentikacijo. V tabelo token se shrani žeton, ki se ustvari v 
primeru, ko uporabnik pozabi geslo in ga želi spremeniti. Tebela contentusers je 
namenjena povezavi vsebin z uporabniki. Vloge uporabnikov se zapisujejo v tabelo 
userslevel in so vezane na posamezen meni. Za povezavo s tabelama users in 
menus skrbita tuja ključa UserId in MenuId. Vloge se zapisujejo v stolpec Level.  
V tabelo ci_sessions se shranjujejo podatki, povezani s sejami. V tabeli migrations se 
nahaja ena sama številka, ki pove, katera zaporedna verzija migracije je bila zadnja 
izvedena. Tabela Bugs shranjuje vse izjeme, ki jih potrebujemo za lažje odkrivanje 
napak.  
5.2.1.2 Težave podatkovnega modela pred popravki 
Pri predstavljenem podatkovnem modelu naletimo na kar nekaj težav. Podatkovni 
model ni dovolj normaliziran in je v nekaterih segmentih slabo zastavljen, saj nam ne 
omogoča vseh potrebnih možnosti.  
Poglavitna težava, ki nas prepriča v spremembe podatkovnega modela, se skriva v 
zapisu relacij med tabelo contents in tabelami articles, events, multimedia in 
locations. Ta nam ne omogoča običajne relacije med primarnim in tujim ključem. 
Povezavi med tabelami je namenjen stolpec ReferenceId. Stolpec Type, ki 
predstavlja tip vsebine, posredno določa v kateri tabeli je primarni ključ na katerega 
kaže stolpec ReferenceId. Podatki tipov vsebin Image, Video in Audio se shranjujejo 
v tabeli multimedia. Še več problemov pa nam povzroča dejstvo, da podatkovni 
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model ne omogoča sestavljanja vsebine iz več tipov vsebin. Tak primer vsebine je 
napovednik dogodka, ki vsebuje tako elemente članka kot dogodka.  
Naslednjo težavo je predstavljal zapis imena avtorja članka v stolpcu AutorName, ki 
se nahaja v tabeli articles. Ime je zapisano kot niz in se v praksi večkrat ponavlja. To 
je težavno tako s strani optimizacije kot uporabnosti in razširljivosti. Če želimo 
nekega avtorja predstaviti, nam podatkovni model ne omogoča povezave z 
vsebinami, ki jih je ustvaril.  
Pri pripenjanju priponk vsebinam v podatkovnem modelu ni konsistence. Imamo več 
povezovalnih tabel, ki povezujejo med seboj vsebine in tako imenovane priponke 
vsebinam. Tabele se med seboj razlikujejo glede na stolpce. Do nekonsistence je 
prišlo zato, ker so bile tabele dodajane naknadno, ker so se pojavile potrebe po 
dodatnih vrstah podatkov. Podatkovni model je iz tega vidika tudi neprimeren za 
naknadne razširitve.  
5.2.1.3 Modeliranje izboljšanega podatkovnega modela 
Za izgradnjo dobrega logičnega podatkovnega modela moramo upoštevati kar nekaj 
pravil, saj se bomo le na ta način izognili težavam, ki jih imamo s prvim podatkovnim 
modelom. Pri gradnji podatkovnega modela se držimo pravil relacijske teorije, kar 
pomeni, da so podatki  urejeni v obliki tabel, povezanih med seboj, stolpcev in vrstic, 
opremljeni s ključi, tabele pa so med seboj v odnosih. Tabele so preko posameznih 
stolpcev, ki predstavljajo ključe, povezane med seboj, in tvorijo relacije [18]. V 
relacijskih podatkovnih bazah poznamo več stopenj normalizacijskih oblik. Višja kot 
je, strožja in zahtevnejša je. Podatkovni model normaliziramo do najmanj 3. 
normalizacijske forme in se na ta način izognemo redundantnosti podatkov [19]. 
V našem primeru podatke predstavljajo vsebine, ki jih avtorji vnašajo v sistem za 
potrebe objav, podatki o uporabnikih (avtorji, uredniki, administratorji), njihovih vlogah 
in pravicah ter ostali podatki, ki jih potrebujemo za delovanje našega sistema. Logični 






Slika 9: Diagram izboljšanega podatkovnega modela 
Zaradi lažjega razumevanja in boljše preglednosti se bomo najprej osredotočili le na 
del podatkovnega modela, ki se nanaša neposredno na vsebine. 
Imamo razne vsebine, ki jih shranjujemo, da lahko do njih dostopamo kasneje. 
Vsebine delimo na različne logične tipe, ki se shranjujejo v ločene tabele. Na 
osnovno vsebino lahko v obliki priponk povežemo druge vsebine. Za povezovanje 
vsebin imamo ločeno relacijsko tabelo. Ker nam sistem omogoča večjezičnost, 
imamo še tabelo, v kateri so našteti različni jeziki. Tabele so logično poimenovane in 




Slika 10: Del diagrama podatkovnega modela, ki se nanaša na vsebine 
Vsako posamezno vsebino ločimo od ostalih tako, da je oštevilčena s številko, ki je 
shranjena v tabeli Contents v stolpecu ContentId, ki je tudi primarni ključ te tabele. 
Recimo, da imamo članek. Ta tip vsebine vsebuje pretežno besedilo in je vnešen v 
tabelo Articles. Pri vsakem članku je shranjena zaporedna številka v stolpec ArticleId 
(primarni ključ), besedilo članka v stolpec Text, v stolpcu ContentId, ki je tuj ključ, pa 
je shranjena številka vsebine, katero ta članek predstavlja. Način shranjevanja je 




shranjujemo vsebino tipa članek, shranjujemo tudi ostale tipe vsebin, kot so lokacije, 
dogodki, kontakti, mediji.  
Nekaj posebnosti je pri shranjevanju vsebin, ki jih predstavljajo datoteke. Take 
vsebine so slike, videi, zvočni posnetki, razni dokumenti in podobno. To so vsebine, 
ki so v obliki datotek naložene v datotečni sistem našega ali zunanjega strežnika. V 
tabeli Multimedia je tovrstna vsebina oštevilčena v stolpcu MultimediaId (primarni 
ključ), v stolpcu ContentId (tuj ključ) pa je številka vsebine, ki jo ta multimedija 
predstavlja. Kje se datoteka nahaja, kakšnega formata in tipa je, ter v katero 
kategorijo spada, je shranjeno v ločeni tabeli Uploads, ki je s tabelo Multimedia 
povezana preko primarnega in tujega ključa UploadId.  
Na ta način imamo shranjene različne tipe vsebin. Če je vsebina naprimer 
napovednik dogodka, ki vsebuje tako tip članka kot dogodka, potem imata dogodek 
in članek isto vrednost tujega ključa ContentId, in skupaj predstavljata eno vsebino.  
Vsaki vsebini je omogočeno pripenjanje drugih vsebin. Članku lahko pripenjamo 
slike, dokumente, dogodke, druge članke … Osnovni vsebini je pripet pogled, ki 
predstavlja drugo vsebino. Pogled sestavljata ime in sličica. V ta namen imamo 
tabelo View s primarnim ključem ViewId in tujim ključem ContentId, ki kaže na 
vsebino. Ime pogleda je zapisano v tabeli Name, in sicer je razdeljeno na Title, kjer 
se shranjuje naslov, Description, kjer se shranjuje kratek opis in Alias, kjer se 
shranjuje unikaten vzdevek brez šumnikov in presledkov. S tujim ključem ViewId 
povežemo ime s pogledom. Podobno je s sličico pogleda. Podatki o sličicah pogleda 
se shranjujejo v tabeli Thumbnails. V stolpcu Url se zapisuje pot do datoteke sličice, 
ki se nahaja v datotečnem sistemu strežnika. Pot do originalne datoteke, iz katere je 
sličica izrezana, dobimo preko tabele Uploads. Za povezavo do omenjene tabele je 
namenjen tuj ključ UploadId. Ostali stolpci v tabeli Thumbnails so namenjeni 
shranjevanju podatkov, ki definirajo izrez sličice iz originalne datoteke.  
Sedaj si poglejmo še, kje je definirano pripenjanje vsebin, ki smo ga že omenili pri 
tabeli View. Za shranjevanje teh podatkov imamo tabelo Relations. V njej se 
shranjujejo podatki, ki nam povedo, kakšna vsebina, kje in kdaj je pripeta na osnovno 
vsebino. Temu so namenjeni stolpci Type (tip), Position (pozicija), Ordering (vrstni 
red), Status (status), PublishStart (začetek objave) in PublishEnd (konec objave). 
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Stolpec ContentId predstavlja tuj ključ do osnovne vsebine, ViewId pa tuj ključ do 
pogleda, ki predstavlja povezavo do pripete vsebine. 
V tabeli Languages so določeni jeziki. Posamezni jezik je določen z ISO, Code in 
Shortcode. To nam omogoča, da so lahko vsebine v različnih jezikih. Tabele, ki 
vsebujejo besedilo, imajo še stolpec s tujim ključem LanguageId, ki določa, v katerem 
jeziku je besedilo napisano. 
Ostane nam le še tabela tabela History, ki je namenjena beleženju zgodovine 
sprememb posamezne vsebine. 
5.2.2 Migracija podatkovne baze 
Ker smo imeli podatkovni model pred popravki že v uporabi, je potrebno izvesti 
migracijo podatkov pred popravki v popravljeno podatkovno bazo. Zaradi nekaterih 
večjih sprememb podatkovnega modela je to dokaj težavno opravilo, saj je potrebno 
določene podatke generirati na podlagi obstoječih podatkov ali v naprej predvidenih 
situacij. Migracijo spišemo v jeziku SQL in jo vključimo v projekt. Ogrodje CodeIgniter 
že vsebuje orodje, ki samodejno izvede migracijo baze ob dostopu do projekta v 
brskalniku. Migracijo bi lahko izvedli tudi ročno z direktnim pisanjem stavkov SQL. To 
je zelo nepraktično, saj kodo razvija več razvijalcev in se bi težko uskladili za izvedbo 
posameznih migracij.   
Migracijske datoteke s končnico .php ustvarimo v mapi 
\application\migrations. Migracije oštevilčimo po vrsti tako, da ime datoteke 
sestavimo iz predpone treh števk od 001 dalje in naziva migracije. V datoteki se 
nahaja razred migracije, ki razširi razred CI_Migration. Razred CI_Migration je del 
knjižnice migration. V razredu migracije se nahajati metodi up() in down(). Metoda 
up() je namenjena posodobitvi baze podatkov in znotraj nje zapišem želene 
posodobitve. Metodo down() pa se uporablja za povrnitev sprememb, ki jih napravi 
metoda up(). Torej sta si metodi ravno nasprotni. Zapis razreda v migracijski 
datoteki izgleda takole: 
class Migration_naziv_migracije extends CI_Migration 
{ 
   public function up() 
   { 





   } 
   public function down() 
   { 
      $this->db->simple_query(" //SQL stavek 
 "); 
   } 
} 
Prva migracija, ki se je lotimo, je sprememba načina povezave med tabelo Contents 
in tabelami Articles, Events, Locations in Multimedia. Kako izgleda podatkovni model 
pred migracijami, prikazuje slika 7. Kako naj izgleda podatkovna baza po izvedenih 
migracijah, pa je prikazano na sliki 11.  V nadaljevanju opišemo vpise v metodo up() 








V tabele Events, Locations, Articles in Multimedia dodamo stolpec ContentId in mu 
določimo, da je to tuji ključ istoimenskemu stolpcu v tabeli Contents. V tabeli 
Multimedias dodamo še stolpec Type, ki je namenjen shranjevanju podatka o tipu 
multimedije. 
$this->db->simple_query(" 
 ALTER TABLE `novicomat`.`Events` 
  ADD COLUMN ContentId int(11) NOT NULL, 
  ADD FOREIGN KEY (ContentId) REFERENCES Contents(ContentId); 
"); 
$this->db->simple_query(" 
 ALTER TABLE `novicomat`.`Locations` 
  ADD COLUMN ContentId int(11) NOT NULL, 
  ADD FOREIGN KEY (ContentId) REFERENCES Contents(ContentId); 
"); 
$this->db->simple_query(" 
 ALTER TABLE `novicomat`.`Articles` 
  ADD COLUMN `ContentId` int(11) NOT NULL, 
  ADD FOREIGN KEY (ContentId) REFERENCES Contents(ContentId); 
"); 
$this->db->simple_query(" 
 ALTER TABLE `novicomat`.`Multimedia` 
  ADD COLUMN Type VARCHAR(50), 
  ADD COLUMN ContentId int(11) NOT NULL, 
  ADD FOREIGN KEY (ContentId) REFERENCES Contents(ContentId); 
"); 
V prej dodani stolpec dodamo vrednosti za posamezen vpis oz. vrstico. Vrednost 
dobimo iz stolpca ContentId v tabeli Contents tako, da primerjamo enakost vrednosti 
stolpca ReferenceId in primarnega ključa posamezne tabele. Vrednost v stolpcu 
Type določa, s katero tabelo primerjamo enakost. Za primerjavo s tabelo Multimedia 
mora biti vpis v stolpcu Type enak ‘Video’, ‘Audio’, ‘Image’ ali ‘Document’.  
$this->db->simple_query(" 
 UPDATE `novicomat`.`Events` e 
  SET ContentId=( 
   SELECT ContentId 
   FROM `novicomat`.`contents` c 
   WHERE e.EventId = c.ReferenceId AND Type='Event' 
  ); 
"); 
$this->db->simple_query(" 
 UPDATE `novicomat`.`Locations` l 
  SET ContentId=( 
   SELECT ContentId 
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   FROM `novicomat`.`contents` c 
   WHERE l.LocationId = c.ReferenceId AND Type='Location' 
  ); 
"); 
$this->db->simple_query(" 
 UPDATE `novicomat`.`Articles` a 
  SET ContentId=( 
   SELECT ContentId 
   FROM `novicomat`.`contents` c 
   WHERE a.ArticleId = c.ReferenceId AND Type='Article' 
  ); 
"); 
$this->db->simple_query(" 
 UPDATE `novicomat`.`Multimedia` m 
  SET ContentId=( 
   SELECT ContentId 
   FROM `novicomat`.`Contents` c 
   WHERE m.MultimediaId = c.ReferenceId AND (Type='Image' or 
Type='Video' or Type='Audio' or Type='Document') 
  );  
"); 
Kot smo že omenili, so se v podatkovni bazi pred popravki podatkovnega modela 
pojavljale težave. Ena od njih so vpisi v tabele Events, Locations, Articles in 
Multimedia, ki nimajo povezave v tabelo Contents. V teh primerih ostane ContentId 
prazen. Vpise, ki nimajo določenega ContentId, izbrišemo iz tabel. 
$this->db->simple_query(" 
 DELETE FROM `novicomat`.`Events` 
  WHERE ContentId=''; 
"); 
$this->db->simple_query(" 
 DELETE FROM `novicomat`.`Locations` 
  WHERE ContentId=''; 
"); 
$this->db->simple_query(" 
 DELETE FROM `novicomat`.`Articles` 
  WHERE ContentId=''; 
"); 
$this->db->simple_query(" 
 DELETE FROM `novicomat`.`Multimedia` 
  WHERE ContentId=''; 
"); 





 UPDATE `novicomat`.`Multimedia` m 
SET Type=( 
SELECT Type 
FROM `novicomat`.`Contents` c 
WHERE m.MultimediaId = c.ReferenceId AND (Type='Image' or 
Type='Video' or Type='Audio' or Type='Document') 
  ); 
"); 
V tabeli Contents sta sedaj odveč stolpca ReferenceId in Type, zato ju izbrišemo. 
$this->db->simple_query(" 
 ALTER TABLE `novicomat`.`Contents` 
  DROP COLUMN ReferenceId, 
  DROP COLUMN Type; 
"); 
Na podoben način izdelamo migracije še za vse ostale spremembe v bazi podatkov, 
vendar jih ne bomo podrobneje opisovali.  
5.3 Razvijalski vzorec MVC (Model-Pogled-Krmilnik) 
Vzorec Model-Pogled-Krmilnik (ang. Model View Controller; MVC) v nadaljevanju 
MVC je osnovni razvijalski vzorec, ki ga uporabljajo mnogi razvijalci spletnih rešitev. 
Na MVC pristopu temelji tudi CodeIgniter. Pri uporabi MVC vzorca je spletni sistem 
razdeljen na tri različne elemente, kot prikazuje slika 12 [20]: 
● Model (ang. Model) 
je nosilec podatkov. Običajno razredi Modela vsebujejo funkcije za 
pridobivanje, vstavljanje in posodabljanje informacij v zbirki podatkov. 
● Pogled (ang. View) 
je predstavitev informacije uporabniku, običajno kot spletna stran, vendar v 
CodeIgniter-ju lahko predstavlja tudi dele strani, kot sta glava ali noga. Prav 
tako je pogled lahko tudi RSS ali katerakoli druga stran. 
● Krmilnik (and. Controller) 
služi kot posrednik med Modelom, Pogledom in vsemi drugimi viri, ki so 




Slika 12: Diagram tipičnega sodelovanja MVC komponent [21] 
5.3.1 Ogrodje CodeIgniter 
Za lažje razumevanje delovanja ogrodja si poglejmo pretok podatkov v sistemu s 
pomočjo slike 13.  
 
Slika 13: Grafični prikaz pretoka podatkov v ogrodju CodeIgniter [22]  
Index.php je namenjen osnovni inicializaciji, ki je potrebna za zagon CodeIgniter-ja. 
Usmerjevalnik preuči HTTP zahtevo in ugotovi, kaj je potrebno storiti z njo. V kolikor 
obstaja datoteka predpomnilnika, se le-ta pošlje neposredno v spletni brskalnik, sicer 
se izvedba zahteve normalno izvaja dalje. HTTP zahteva in vsi pripadajoči 
uporabniški podatki se varnostno pregledajo in filtrirajo. Krmilnik naloži modele, 
knjižnice, pomočnike (ang.: Helpers), vtičnike (ang.: Plugins) in skripte (ang.: Scripts). 




je omogočeno predpomnjenje. Predpomnilnik shrani prikaz za izročitev poznejšim 
zahtevkom [22].  
V nadaljevanju si oglejmo nekatere nastavitve ogrodja, izdelavo modelov, pogledov, 
krmilnikov in vmesnikov. V mapi \application, kjer izdelujemo aplikacijo, je 
vzpostavljena drevesna struktura, ki jo prikazuje slika 14. Tukaj se nahajajo mape 
\controllers, \models in \views, v katerih ustvarimo modele, poglede in 
krmilnike. V osnovno strukturo CodeIgniter-ja dodamo še mapo \interfaces in v 
njej ustvarimo vmesnike.  
 
Slika 14: Drevesna struktura aplikacije v CodeIgniter-ju 
Datoteke za nastavitve našega sistema najdemo v mapi \application\config, 
od katerih so najpomembnejše naslednje.  
● autoload.php 
nam dovoli samodejno nalaganje določenih razredov v vse krmilnike, poglede 
in modele. Ponavadi vpišemo samo stvari, ki jih pogosto uporabljamo, saj 
preveč uvoženih razredov upočasni sistem, ker se vsakič naložijo, tudi če jih 
ne potrebujemo. Primer samodejnega nalaganja treh knjižnic: 
$autoload['libraries'] = array('database', 'email', 'session'); 
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Knjižnico database potrebujemo za interakcijo s podatkovno bazo, ki je 
vpisana kot privzeta v datoteki database.php. Knjižnica email naši aplikaciji 
omogoča pošiljanje elektronske pošte. S knjižnico session izvedemo 
avtentikacijo uporabnikov. 
● config.php 
je glavna konfiguracijska datoteka, v kateri imamo kar nekaj pomembnih 
stvari. Tukaj nastavimo našo trenutno domeno, na kateri gostujemo aplikacijo. 
Uporablja se pri povezovanju na krmilnike in spletne povezave (ang.: routes). 
$config['base_url'] = 'http://novicomat.si'; 
V primeru večjezične podpore nastavimo uporabljane jezike. Privzeto je 
nastavljena angleščina. 
$config['language'] = (defined("LANGUAGE") ? LANGUAGE : 'english'); 
Da lahko uporabljamo posebne znake, kot so šumniki, nastavimo nabor 
znakov na UTF-8. 
$config['charset'] = 'UTF-8'; 
Nastavimo parametre glede zaščite pred napadi z medspletnim ponarejanjem 
zahtev (ang.: Cross-Site Request Forgery; v nadaljevanju CSRF).  
$config['csrf_protection'] = TRUE; 
$config['csrf_token_name'] = 'ime_zetona'; 
$config['csrf_cookie_name'] = 'ime_piskotka'; 
$config['csrf_expire'] = 7200; 
CSRF zaščita pred vsako prejeto informacijo, iz katerekoli forme, preveri, ali 
vsebuje CSRF ključ, ki se unikatno ustvari za vsakega uporabnika. Zaščita s 
tem onemogoča nepooblaščeno klicanje funkcij. Običajno do CSRF napadov 
prihaja preko enostavne skripte, ki kliče skripto na strani, kjer je uporabnik 
prijavljen. Pri programiranju form moramo biti pazljivi, da vedno vključimo 
CSRF ključ v našo kodo. CodeIgniter ima že vgrajen generator form, ki ga 
lahko uporabimo. Ta v primeru, da je CSRF zaščita vključena, avtomatsko 
vstavi skrito polje. 
<input type="hidden" name="<?=$csrf['name'];?>" value="<?=$csrf['hash'];?>" 
/> 
● constants.php 




ki se uporablja za izdelavo začinjenega uporabniškega gesla. Med drugimi 
so tukaj tudi konstante, ki nam pomagajo pri manipulacijah z mapami. 
● database.php 
vsebuje vse relevantne podatke za povezavo s podatkovno bazo (lahko tudi z 
večimi). 
$active_group = 'default'; 
Ker imamo izbrano aktivno skupino 'default', bodo vse stvari iz knjižnice 
database iz podedovane spremenljivke $this->db vezane na podatkovno bazo, 
ki jo definiramo v nizu (ang. array). 
$db['default'] = array( 
 'hostname' => 'localhost', 
 'username' => 'root', 
 'password' => '', 
 'database' => 'novicomat', 
 'dbdriver' => 'mysqli', 
Nastavimo, da nam aplikacija ne izpisuje napak glede podatkovne baze v 
primeru, da je stran nastavljena na produkcijsko verzijo. 
 'db_debug' => (ENVIRONMENT !== 'production'), 
Nastavimo privzeti izbor znakov za tabele v podatkovni bazi. 
 'char_set' => 'utf8', 
 'dbcollat' => 'utf8_general_ci', 
Imamo tudi možnost nastavitve, povezave na dodatno podatkovno bazo v 
primeru izpada definirane. 
 'failover' => array() 
); 
● Migrations.php 
Pri projektih, kjer je vključenih več razvijalcev, in se vršijo spremembe na 
podatkovni bazi, so potrebne migracije, ki nam služijo za sinhronizacijo 
sprememb na podatkovni bazi, če se ta nahaja na različnih mestih, kot je več 
lokalnih strežnikov razvijalcev istega projekta. 
V tej nastavitveni datoteki lahko le vključimo ali izključimo migracije in 




Na spletni strani je dobrodošlo, da so URL povezave lepo urejene. Nastavitve 
glede tega se nahajajo v routes.php. V njej lahko namesto fizične povezave 
določimo uporabniku bolj prijazen URL. Kot privzet je nastavljen krmilnik 
Home, iz katerega se izvede funkcija index ob vsakem obisku domene, ki je 
nastavljena kot naša trenutna domena. 
// Defaults 
$route["default_controller"] = "Home"; 
$route["404_override"] = ""; 
// Auth 
$route['Login'] = 'Auth/Login'; 
$route['Register'] = 'Auth/Register'; 
$route['ResetPassword'] = 'Auth/ForgotPassword'; 
// Content 
$route["Vsebina/(:num)/(:any)"] = "Content/View/$1/$2"; 
5.3.2 Modeli 
Kot smo že omenili, se v modelih izvaja večina logike ter poizvedbe iz podatkovne 
baze. Modele ustvarimo v mapi \application\models, drevesna struktura je 





Slika 15: Drevesna struktura modelov v CodeIgniter-ju 
Za lažjo predstavo si poglejmo model Article_model. Kot pri krmilnikih se mora tudi 
tukaj ime datoteke ujemati z imenom razreda, katerega nastavimo v PHP datoteki. 
Naš razred Article_model podeduje stvari od razreda MY_ Model in implementira 
vmesnik Content_interface. Nastavimo parametre našega razreda Article_model. Z 
namenom enkapsulacije razredov uporabljamo parametre kot privatne, javne in 
zaščitene. Odvisno od želene dostopnosti posameznega parametra. Za vse 
parametre nastavimo metode Get() in Set() za pridobivanje in nastavljanje vrednosti 
posameznih parametrov [23]. 
class Article_model extends MY_Model implements Content_interface { 
 private $ArticleId; 
 public $Text; 
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 private $AuthorId; 
 private $ContentId; 
 private $LanguageId; 
 private $Created; 
 private $CreatedBy; 
Vsak model definira privzeti konstruktor, ki lahko prejme objekt privzetih podatkov. 
Vsak konstruktor kliče tudi konstruktor nadrazreda MY_Model v namen inicializacije 
metod ogrodja CodeIgniter. 
public function __construct(stdClass $data = NULL) 
{ 
 parent::__construct(); 
 $this->ArticleId = (isset($data->ArticleId) && valid_int($data->ArticleId) ? 
(int) $data->ArticleId : NULL); 
       $this->Text = (isset($data->Text) && valid_string($data->Text) ? (string) 
$data->Text : NULL); 
       $this->AuthorId = (isset($data->AuthorId) && valid_int($data->AuthorId) ? 
(int) $data->AuthorId : 0); 
       $this->ContentId = (isset($data->ContentId) && valid_int($data->ContentId) ? 
(int) $data->ContentId : NULL); 
       $this->LanguageId = (isset($data->LanguageId) && valid_int($data->LanguageId) 
? (int) $data->LanguageId : 1); 
       $this->Created = (isset($data->Created) && valid_string($data->Created) ? 
(new DateTime($data->Created))->format('Y-m-d H:i:s') : NULL); 
       $this->CreatedBy = (isset($data->CreatedBy) && valid_int($data->CreatedBy) ? 
(int) $data->CreatedBy : 0); 
} 
V prvem primeru v funkciji GetByContentId pridobimo iz tabele Articles vse vpise, ki 
imajo v stolpcu ContentId vrednost enako spremenljivki $contentId. V primeru, da 
$contentId ni število ali pa je manjše ali enako 0, naj program vrne izjemo, katero 
lahko ujamemo s pomočjo stavkov try in catch, kjer se metoda tega objekta kliče. 
Izjemo deklariramo s stavkom throw new Exception("") . 
public function GetByContentId($contentId) 
{ 
 if(is_numeric($contentId) || (int) $contentId <= 0) throw new 
Exception("Vrednost contentId ne sme biti manjša ali enaka od števila 0"); 
 $query = $this->db->select("a.*") 
  ->from("Articles as a") 
  ->where("a.ContentId", $contentId) 
  ->get(); 





Oglejmo si primer shranjevanja objekta v podatkovno bazo. V tabelo Articles 
vstavimo polje vrednosti, ki jih pridobimo iz zajema vsebine. Ob koncu uspešnega 
shranjevanja nastavimo vrednost lastnosti ArticleId na zadnjo vstavljeno vrednost 
primarnega ključa v tabeli Articles. 
public function Create()  
{ 
 $this->db->insert("Articles",  
 array( 
  "Text" => $this->Text, 
  "AuthorId" => $this->AuthorId, 
  "LanguageId" => $this->LanguageId, 
  "CreatedBy" => $this->CreatedBy, 
  "ContentId" => $contentId 
 )); 
 $this->ArticleId = $this->db->insert_id(); 
} 
Naredimo še primer posodabljanja tabele. Program posodobi vpis, ki ima vrednost v 
stolpcu ArticleId enako vrednosti v spremenljivki $this->ArticleId. 
public function Update($contentId)  
{ 
 $this->db->where("ArticleId", $this->ArticleId)  
  ->update(“Articles,  
  array( 
   "Text" => $this->Text, 
   "AuthorId" => $this->AuthorId, 
   "LanguageId" => $this->LanguageId, 
   "ContentId" => $contentId 
  )); 
} 
5.3.3 Krmilniki 
Krmilniki so srce naše aplikacije, saj so odgovorni za to, kako se HTTP zahtevki 
obnašajo. Povezujejo našo logiko in interakcijo s podatkovno bazo v modelih s 





Slika 16: Drevesna struktura krmilnikov v CodeIgniter-ju 
Eden od naših krmilnikov je Home.php. Ime razreda se mora ujemati z imenom 
datoteke, prav tako mora dedovati podatke od razreda MY_controller. Funkcija 
index() se bo izvedla v primeru, ko bo uporabnik v brskalnik v našem primeru vpisal 
novicomat.si, novicomat.si/home ali novicomat.si/home/index. V nastavitveni datoteki 
routes.php lahko to definiramo tudi drugače. V prikazanem primeru se izpišejo vsi 
podatki, ki so v tabeli Articles in imajo ContentId je 3. Naloži se tudi osnovna 
predloga _template z gradniki _header, _footer in content. Uporabimo tudi stavka try 
in catch za lovljenje izjem. 
class Home extends MY_Controller { 
 function __construct() { 
  parent::__construct(); 
 } 
 public function index() { 
  try { 
$contentId = 3; //nastavitev contentId za konkreten primer 
$article = $this->Article_model->GetByContentId($contentId); 
$this->parser->parse("home/_template", array( 
 "glava" => $this->parser->parse("home/_header", array(), TRUE), 
 "noga" => $this->parser->parse("home/_footer", array(), TRUE), 
 "vsebina" => $this->parser->parse("home/content", array( 
"article" => $article), TRUE) 
)); 
} 
        catch(Exception $e) { 
   show_404($e->getMessage()); 







Kakor za modele je tudi za poglede priporočilo, da se jih uporablja namensko, v tem 
primeru za prezentacijo strani, kar olajša sodelovanje z oblikovalci, ki ponavadi niso 
programerji zaledja. Načeloma lahko vse izpišemo v krmilniku ročno, vendar je bolje 
imeti strukturirano predlogo strani v pogledih. Pogledi naj se shranijo s končnico .php, 
tudi če vsebuje samo kodo HTML [24]. Nahajajo se v /application/views, kot 
prikazuje slika 17. 
 
Slika 17: Drevesna struktura pogledov v CodeIgniter-ju 
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Poglede gradimo tako, da ustvarimo osnovno predlogo _template.php, ki vsebuje 
osnovno HTML strukturo. Na osnovi te predloge potem dodajamo ostale poglede kot 
gradnike. S tem načinom se znebimo odvečnega ponavljanja implementacije enakih 
delov strani, kot sta noga ali glava strani. Osnovnih predlog ustvarimo toliko, kolikor 
je različnih pogledov strani. Na primer, prijavne strani imajo drugačno predlogo od 
vhodne in ostalih strani. Poglejmo si primer pogleda _template.php, ki se nahaja v 
mapi \views\home. 
<html> 
 <head><title>Novicomat | Domov</title></head> 
 //... 
 <body> 
  //... 
  <?= $glava ?> 
  //... 
  <?= $vsebina ?> 
  //... 
  <?= $noga ?> 
  //... 
 </body> 
</html> 
Predloga vsebuje osnovne gradnike kode HTML in definira, kje se določeni gradniki 
prikaza pogledov naložijo. V našem primeru se v spremenljivke $glava, $noga in 
$vsebina shranijo pogledi_header.php, _footer.php in content.php, ki se nahajajo v 
mapi \views\home. Vsak izmed teh pogledov vsebuje dele kode HTML. Poglejmo 




  <li>Članki</li> 
  <li>Koledar dogodkov</li> 
 </ul> 
</nav> 
V primeru, da je _header.php gradnik osnovne predloge, ki jo uporabimo na več 





Vmesnike (ang.: interfaces) implementiramo v modelih. Vmesnik, ki je implementiran 
v posamezen model, le-tega prisili, da vsebuje metode, ki so definirane v tem 
vmesniku. Poglejmo si na primeru. 
interface Content_interface 
{ 
 public function GetTitle(); 
 public function GetDescription(); 
 public function GetType(); 
} 
Vsi modeli, ki implementirajo vmesnik Content_interface, morajo imeti 
implementirane vse metode, ki so definirane v vmesniku. Model lahko implementira 
več vmesnikov za razliko od dedovanja, kjer lahko vsak model deduje samo od 
enega razreda. 
V našem primeru Content_interface implementirajo vsi modeli, ki predstavljajo 
vsebine, kot so npr. Article_model, Event_model, Location_model, itd. Torej, ker vsi 
implementirajo Content_interface, pomeni, da morajo vsi ti modeli definirati metode 
GetTitle (vrne naslov vsebine), GetDescription (vrne opis vsebine) in GetType (vrne tip 
vsebine). V nasprotnem primeru PHP vrne napako in ustavi izvajanje aplikacije. 









6 Testiranje sistema 
Sistem testiramo z uporabo v različnih situacijah. To nam da različne rezultate, ki jih 
nato analiziramo.  
6.1 Uporaba sistema 
Naš sistem so preizkusili trije uporabniki, njihovo izkušnjo podrobno opisujemo v 
nadaljevanju. 
6.1.1 Primer 1 
Avtor, ki ustvarja različne vsebine, kot so blog, galerije slik, opisi izletniških poti itd., je 
želel te vsebine deliti s širnim svetom. Avtor se je z osebnim računalnikom v 
spletnem brskalniku Google Chrome registriral v sistem preko vmesnika za 
registracijo novega uporabnika. Kako izgleda vmesnik za registracijo, vidimo na 
sliki 19.  
 
Slika 19: Posnetek zasl. vmesnika za registracijo novega uporabnika na osebnem 
računalniku 
Ker je avtor aktivist študentskega kluba, mu je skrbnik dodelil založniške pravice za 
spletno stran le-tega. To je storil v administracijskem vmesniku. Kako izgleda 
administracijski vmesnik za urejanje medija, v konkretnem primeru portala klub-
gros.com, vidimo na sliki 20. Na ta način lahko avtor ne le vnaša vsebine, temveč jih 





Slika 20: Posnetek zasl. administracijskega vmesnika za urejanje medija 
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Preko vmesnika za prijavo (slika 21) se je uporabnik prijavil in preko vmesnika za 
vnos vsebin in izbiro medijev vnesel poročilo z zaključka dobrodelne akcije Manj 
svečk za manj grobov.   
 
Slika 21: Posnetek zasl. vmesnika za prijavo na osebnem računalniku 
Kako je izgledal vnos vsebine, prikazuje slika 22. Vsebino je po vrsti vnašal v formo, 
v logično postavljena vnosna polja. Poročilu je pripel tudi galerijo slik, ki jih je iz 







Slika 22: Posnetek zasl. forme za vnos vsebin  
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Ko je bilo celotno poročilo vneseno, je v formi za nastavitve objave nastavil čas 
objave. Nato je odkljukal vse medije in menijske postavke, na katere je želel poročilo 
objaviti oz. predlagati objavo, kot je razvidno s slike 23. Za objave, za katere je želel 
drugačen čas objave, je le-tega nastavil v posameznem mediju oz. menijski postavki. 
 
Slika 23: Posnetek zasl. forme za nastavitve objave 
Objavo je uporabnik zaključil s klikom na gumb “Objavi”. Na zaslonu se je pojavilo 




menijske postavke je bila vsebina objavljena in v katere je šla v čakanje potrditve 
objave. 
 
Slika 24: Posnetek zasl. poročila o uspešni objavi 




Slika 25: Posnetek zasl. objavljenega članka na spletni strani klub-gros.com [26]  
Celoten postopek od začetka registracije do zaključka objave članka ni trajal več od 
ene ure. Največ časa je trajalo nalaganje galerije fotografij, saj je v galeriji 25 




6.1.2 Primer 2 
Nevladna organizacija, ki ustvarja razne vsebine, od napovednikov dogodkov, poročil 
z dogodkov, promocije svoje dejavnosti in podobnih, je želela te vsebine na 
enostaven način objaviti na več medijih, zato se je odločila za naš sistem. Avtor 
omenjenih vsebin pri nevladni organizaciji se je registriral v sistem preko vmesnika za 
registracijo na brskalniku Opera na napravi Apple iPad. Kako izgleda vmesnik, vidimo 
na sliki 26. 
 
Slika 26: Posnetek zasl. vmesnika za registracijo novega uporabnika na tabličnem 
računalniku 
Po uspešni registraciji je uporabnik dobil potrditveno elektronsko pošto. Nato se je 




Slika 27: Posnetek zasl. vmesnika za prijavo na tabličnem računalniku 
Po uspešni prijavi je bil uporabnik preusmerjen na vmesnik za vnos in objavo vsebin, 
kjer je vnesel prvo vsebino, in sicer “Vabilo na okroglo mizo”, ki jo organizira 
omenjena nevladna organizacija. Po koncu vnosa vsebine je dal uporabnik predlog 
za objavo v želene medije v želenem časovnem obdobju. Aplikacija je omogočila 
objavo vnešenih vsebin. Na ta način je bilo avtorju prihranjenega veliko časa in je bilo 
bolj varno, saj bi se sicer moral prijaviti v uporabniške vmesnike različnih medijev, 
kamor bi moral vsebine objaviti. Medijem, kot so časopis in elektronska pošta, pa bi 
moral vsebino celo ročno pošiljati.  
6.1.3 Primer 3 
Škatla, zavod za sodobne medije, znanost, kulturo in turizem je organiziral dogodek, 
namenjen turističnim ponudnikom. Za dosego ciljne publike je avtor napovednika 
dogodka le tega želel objaviti na portal zelnik.net, občinsko spletno stran 
dobrepolje.si, lokalni spletni strani dobrepolje.info in mojaobcina.si/dobrepolje, 




elektronskih naslovov naročnikov obvestil Občine Dobrepolje ter v lokalni časopis 
Naš kraj. Večina naštetih medijev je vključena v sistem. Sistem od naštetih ne 
vključuje le lokalne spletne strani mojaobcina.si/dobrepolje. Avtor se je prijavil v 
sistem preko vmesnika za prijavo na mobilnem telefonu, ki poganja Android 
operacijski sistem. Izgled vmesnika je viden na sliki 28. Vsebino je vnesel preko 
vmesnika za vnos in objavo vsebin in dal predlog za objavo v omenjene medije v 
časovnem obdobju do zaključka dogodka. Sistem je omogočil objavo vsebine v 
medijih, za katere je avtor kot uporabnik sistema imel pravice za objavo. Za spletno 
stran dobrepolje.si so morali objavo sinhronizirati skrbniki te strani. Za objavo v 
časopisu Naš kraj je sistem poslal elektronsko pošto z vsebino urednici, ki je objavo 
umestila v časopis. Kako je bila elektronska pošta oblikovana, je razvidno s slike 29. 
Za celotno objavo vsebine v 7 medijih je avtor potreboval le enkratno prijavo in vnos 
vsebine, kar mu je vzelo manj kot 10 minut časa.  
 




Slika 29: Elektronska pošta z vsebino, poslana uredniku tiskanega medija 
Spletne strani mojaobcina.si/dobrepolje ni v sistemu, zato je moral avtor objaviti tja 
vsebino posebej. Ravno tako se je moral prijaviti v njihov vmesnik za prijavo in preko 
njihovega vmesnika za vnos ponovno vnesti vsebino. Za celotno objavo vsebine na 
spletno stran mojaobcina.si/dobrepolje je avtor potreboval približno 10 minut časa. 
6.2 Analiza rezultatov uporabe 
Skozi primere uporabe, ki jih opisujemo v prejšnjem poglavju, ugotovimo, da sistem 
deluje na različnih napravah, operacijskih sistemih in na različnih brskalnikih. 
Sklepamo, da je sistem interoperabilen in skladen s sodobnimi standardi in 
smernicami glede pisanja spletne kode. 
Skozi primere lahko sklepamo, da je sistem pregleden in berljiv, saj omogoča 
preprosto uporabo tudi uporabniku, ki ni vešč dela z računalnikom, mobilnim 
telefonom oziroma spletom nasploh. Uporaba principa “kar vidiš, to dobiš” omogoča, 





Avtentikacija uporabnika je preprosta in zanesljiva, saj uporabnikom ni predstavljala 
težav. V primeru zlorab uporabniških možnosti lahko skrbnik preko 
administracijskega vmesnika uporabnika kadarkoli odstrani ali mu onemogoči 
objavljanje vsebin. Neposredno objavljanje vsebin v medije je omogočeno le 





7 Sklep in ideje za nadaljnje delo 
Ideja za razvoj opisanega sistema  temelji na opažanju, da je pri ustaljenih sistemih 
objavljanje vsebin zamudno tako na strani avtorja kot na strani založnika, še zlasti, če 
je potrebno isto vsebino objaviti v različnih medijih. Kot avtorji največkrat naletimo na 
zelo različne vmesnike, v katere se moramo vsakič znova prijavljati. Za objavo iste 
vsebine v več medijih se moramo navadno prijaviti v vsak vmesnik posameznega 
medija in vsebino vnašati na povsem različne načine. Mediji, ki nimajo spletnega 
sistema za vnos vsebin, pa le-te sprejemajo preko elektronske pošte. Kot založniki 
težko prepričamo avtorje, naj vnašajo vsebine preko spletnega vmesnika. Namesto 
tega vsebine prejemamo kar preko elektronske pošte v raznih formatih. Pretvarjanje 
vsebin v obliko, primerno za naš medij, nam jemlje ogromno časa. Opisana 
spoznanja so nam dala zagon in idejo za izdelavo aplikacije, ki naj bi avtorju 
omogočila objavo v več medijev z enim samim vnosom, založniku pa enostavno 
pridobivanje vsebin.  
Opravljeni testi kažejo, da je aplikacija uporabna in izpolnjuje zadane cilje. Na podlagi 
testnih primerov ocenjujemo, da avtor pri vnašanju vsebin z našo aplikacijo privarčuje 
na času za faktor, ki je enak številu deljenj vsebine v medije, ki uporabljajo našo 
aplikacijo. S strani založnika je na prvi pogled nekoliko manjši časovni prihranek, še 
zlasti, če medij že ima spletni vmesnik za vnos vsebine. Je pa sedaj založniku lažje 
priti do vsebin, saj je avtorju olajšano že ustvarjeno vsebino distribuirati v kasneje 
izbrane medije.  
Preden bo izvedeni sistem primeren za množično uporabo, je potrebno na njem 
izvesti nekaj izboljšav, ki bodo omogočile, da bo naš sistem primeren za vse vrste 
medijev, ki bodo lahko uporabljali našo rešitev brez pretiranih sprememb njihovega 
obstoječega sistema in dotedanje založniške politike. Ideja je tudi, da naš sistem 
postane trg vsebin, kjer avtorji vsebine ustvarijo in jih ponudijo na prodaj, založniki pa 
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