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a b s t r a c t
Mobile systems are characterized by several dynamic components such as user mobility,
device interoperability, and interactions among users and their devices. In this scenario,
context-awareness and the emerging concept of social-awareness become a fundamental
requirement to develop optimized systems and applications. In this paper we present
CAMEO, a light-weight context-aware middleware platform for mobile devices designed
to support the development of real-time mobile social network (MSN) applications. MSNs
extend the paradigm of online social networks with additional interaction opportunities
generated byusermobility and opportunisticwireless communications amonguserswhich
share interests, habits, and needs. Specifically, CAMEO is designed to collect and reason
uponmultidimensional context information, derived by the local device, the local user, and
their physical interactions with other devices and users. It provides a common application
programming interface to MSN applications through which they can exploit context- and
social-aware functionalities to optimize their features. CAMEO has been implemented on
an Android platform together with a real example of an MSN application. Validation and
performance evaluation have been conducted through an experimental testbed.
© 2013 Elsevier B.V. All rights reserved.
1. Introduction
Context-awareness has become a fundamental requirement in the design ofmobile and pervasive computing systems, in
an attempt to improve the impact of new technological solutions on the experience and quality of life of single individuals,
of groups of people sharing interests and/or habits and, as a final goal, of the entire society. In the last few years, research
organizations and IT companies have been investing over multiple application domains, from personal health to family
life, environmental monitoring, and social inclusion, each of them trying to contribute to the general well-being condition
of people and society. All these domains are characterized by a high dynamism, mainly due to user mobility, device
interoperability, application interaction with the external environment, and, last but not least, interactions among users
and devices. These conditions are significantly contributing to the convergence of a cyber–physical world (CPW) [1], placing
humans at the core of the process, as both actors and viewers. In fact, their actions and information generated in the physical
world can affect and modify their personal and social contexts, thus influencing the way information and services are
handled in the cyber world. At the same time, social interactions and content exchange in the virtual world can affect
the users’ behavior in the physical world. Fig. 1 shows a representation of human, physical, and virtual social networks,
highlighting the convergence of the CPW.
In this scenario, the notion of context for mobile and pervasive systems must be enlarged to include both social and
environmental conditions of the physical world in order to create autonomic, self-managing, and self-adaptive systems,
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Fig. 1. Human, physical, and virtual social networks.
customized on the user’s profile. In line with research challenges presented in [1], in this paper we present a novel mid-
dleware platform for pervasive systems (CAMEO) that is able to collect and share multidimensional context information,
derived both from physical and virtual worlds, in order to support the development of a novel set of mobile applications,
namely mobile social networks (MSN), aimed at improving the users’ experience, their social interactions, and stimulating
the collective awareness concept by using personal mobile devices.
MSNs inherit the basic sharing and exchange features of online social networks (OSNs), and further extend their
application scenario by exploiting the physical interaction’s opportunities among personal devices generated by user
mobility and the emerging success of opportunistic wireless communications [2,3]. In this way, MSNs go beyond the virtual
social networks of OSNs, generally based on existing social relationships (e.g., friends, friend of friends), by stimulating
additional social interactions also among unknown users sharing interests and needs. MSNs are both people centric, mapping
human social interactions on the physical network of electronic devices, and content centric, providing efficient services for
content dissemination following the users’ interests and their current conditions. CAMEO represents a common platform
for the collection, management, and reasoning of context information, providing upper-layer applications with a set of
interfaces to access context- and social-aware functionalities.
From a technical point of view, CAMEO allows personal mobile devices, which occasionallymeet in a physical location, to
automatically discover users’ common interests, available services, and resources through opportunistic communications.
To this aim, it implements optimized networking protocols, resourcemanagementmechanisms, and context data processing
features. By exploiting these functionalities, MSNs are then able to generate and share content with peer-to-peer
communications based on user and device characteristics. In this scenario, the network of devices becomes a proxy of
the networks of their human owners, thus generating real-time MSNs related to current user needs. Several application
domains can benefit from this new paradigm, providing users with new communication and comparison opportunities and
generating additional context information that further enriches the functionalities ofmobile systems. Fig. 2 shows a group of
application domains focused on the users’ well-being condition, and in the followingwe present some practical examples to
better understandwhat type of context information is relevant forMSN scenarios and to identifymiddleware functionalities
and requirements to efficiently support MSN development.
1.1. Application scenarios
As a first example, we consider tourists as the reference user category of an MSN application. Currently, tourists are
becoming increasingly autonomous in planning their trips and sharing their experiences through the Web, but they need
to search in advance for general information on dedicated websites (e.g., www.tripadvisor.com) or through their social
network, in case some of their friends have useful information to share. In this way, they can access information that has
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Fig. 2. Well-being application domains.
been generated in the past andwhich is typically not tailored on the current user context. However, simplymoving around a
city, they can encounter (possibly unknown) peoplewho have just visited interesting attractions andwho can provide useful
information, not available on the Internet and recently updated (e.g., ‘‘At 3 PM there was 2 h queue to visit the Colosseum’’,
or ‘‘Yesterday’s dinner at Restaurant Xwas awful!’’). In this scenario, context information is represented by user preferences,
his/her profile, location, attractions to visit inside the city, and user-generated content, but also information related to the
surrounding users and their devices (the available types of connectivity, their interests, content, and so on). By collecting
and managing all this information, CAMEO implements optimized content dissemination protocols through opportunistic
communications, making the application able to help interested users to reschedule their visit, optimize their time, and
avoid unpleasant experiences.
Another possible scenario is represented by the use ofMSNs as novel solutions for resource/information sharing inmobile
systems. Let us consider the emerging trend of participatory sensing applications [4]. Users generate content related to air
pollution, traffic monitoring, or risky areas in a participatory fashion by exploiting their own resources (e.g., embedded
sensors and cameras), and then data are stored on a web server to be shared with others. These applications are typically
web based, and they exploit a single user with his/her smartphone as a mobile sensor node to collect useful data from
the environment. The introduction of opportunistic communications and MSNs can further enrich participatory sensing
applications through the cooperative use of resources belonging to physically connected devices (i.e., devices that arewithin
the same wireless communication range). For example, if node A measures a temperature of 30 °C but it is not able to
measure the environmental humidity, it can ask node B for this information, since it has the humidity sensor embedded
in the smartphone. Then, node A can locally correlate the collected information. In the same way, a node can delegate to
another node the computation of a complex operation or the collection and elaboration of data provided by external sources
unreachable from the local device. In this case, the MSN offers an opportunistic computing service [5], and the definition
of context is further extended considering both the user’s and the device’s information, in addition to data generated by
external sources and those related to social interactions.
Several other application domains can be improved by exploiting theMSN paradigm, and in all scenarios it is essential to
collect, elaborate, and integratemultidimensional context information in order to provide highly personalized, efficient,and
effective services in a really dynamic environment. CAMEO completely addresses this issue by providing a comprehensive
definition and model of well-being context (see Section 3), and a set of functionalities to collect, manage, and reason upon
it on mobile devices, guaranteeing efficient and sophisticated context- and social-awareness features to MSN applications.
Before describing the CAMEO software architecture and application programming interfaces (APIs) (Sections 4 and 5), we
present the related work on existing middleware solutions, with particular attention to the management of social context
(Section 2), one of the hottest research topics in this area. In order to evaluate the functionalities and efficiency of CAMEO on
mobile devices, we implemented the middleware and a real MSN application on the Android OS. Implementation features
and experimental results are presented in Sections 6 and 7, respectively. Finally, conclusions and future work are presented
in Section 8.
2. Related work
In recent years, context-awareness has become a key topic in pervasive mobile computing, evolving from the need of
modeling external and objective conditions and situations to the identification and modeling of subjective parameters
(e.g., personal opinions, interests, character, feelings, and so on), largely influencing the interaction of a user with his/her
device, andwith the external world (both in terms of physical and virtual interactions). With the increasing success of social
network applications, users’ personal and social information have further enriched the original notion of context, paving the
way for a completely new area in context management and in mobile application development, known as social-awareness.
Most of the works presented in the literature identify social context only with information derived from users’ virtual social
interactions by using OSNs, messaging applications, online gaming, and others. This information is used to (i) identify and
categorize social relationships between the local user and the others, (ii) define the user’s profile (in terms of habits, contacts,
and interactions) in order to personalize the application andprovide appropriate feedback, and (iii) to extend theuser’s social
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network through trust mechanisms like FOAF.1 The collection andmanagement of this virtual social context is complex and
resource consuming, and it is not suitable for mobile environments. Recent works like SCIMS [6] and Social Hourglass [7]
are practical examples of infrastructures for virtual social context management.
In SCIMS, in order to support the variety of social information and their semantic reasoning, the social context is stored
andprocessed on a centralized server, requiring heavy loading procedures and long query processing times. These conditions
are inconvenient formobile environments and, evenmore, in the case of opportunistic communications, inwhichwe cannot
guarantee a stable connection among nodes or with a remote server.
In Social Hourglass, the authors present a multi-layered architecture for social context management based on the
interaction of multiple applications with different roles (called social sensors and personal aggregators) aimed at collecting,
filtering, and personalizing social data derived from multiple sources. This architecture requires the definition and
development of a social sensor, as a stand-alone application, for each type of social source (generally an application) the
user is registered with (e.g., OSN, chat), and a set of aggregators to tune collected data on the personal user’s profile. All
the collected information is then stored in a persistent social knowledge management server (SKS) that, in this case, is
designed as a structured peer-to-peer system [8]. This solution requires the execution ofmultiple concurrent applications for
context elaboration, generating a huge amount of data. In addition, as largely demonstrated in mobile peer-to-peer systems
literature, especially for mobile ad hoc networks [9,10], standard peer-to-peer architectures are not suitable for highly
dynamic environments, in which user mobility affects the network performance, causing also intermittent connectivity
conditions.
In addition to performance issues of these solutions when applied to mobile environments, virtual social context
information often does not reflect the actual behavior and needs of the user in daily activities or in real situations. For this
reason it is fundamental to collect and analyze social information derived from physical interactions of users and devices,
integrate it with additional context related to the local user and the surrounding environment, and export it to mobile
applications. In this direction, Yartamiddleware [11,12] introduces the concept ofmobile social ecosystems (MSEs) as the set
of interactions occurring among users and devices in a specific physical location. Themiddleware exploits the current user’s
location as a ‘‘social filter’’, selecting relevant social information. Yarta considers each MSE as an independent entity, not
analyzing possible correspondences with users belonging to different ecosystems, and without any historical management
of context information related to previously visited MSEs.
In a scenario with high user mobility, in which the physical network continuously reconfigures based on new and
already known contacts, the user’s social characterization cannot be limited to a single MSE, but it must be related to all
the visited MSEs, at least for a predefined amount of time. In addition, multidimensional context information is necessary
to completely characterize the current situation a user is involved in, in order to optimize as much as possible upper-layer
applications. Our work on context and social-awareness in opportunistic networks started in the framework of the Haggle
project [13], initially focusing on context-aware forwarding protocols [14]. In that case, context information, derived from
the physical interactions of mobile users and their devices, were used to select, hop-by-hop, the best path from a source
to a destination node, efficiently supporting intermittent connectivity conditions. That project proposed a data-centric
event-driven architecture for the generation and management of opportunistic networks in terms of networking protocols,
resource sharing, and mobile applications. However, real experiments and simulations demonstrated severe performance
issues related to Haggle software architecture [15].
CAMEO provides a much more detailed and comprehensive definition of context with respect to Yarta and Haggle. In
addition, CAMEO implements the context exchange among neighbor nodes through opportunistic communications in order
to (i) detect both the local conditions of the user, his/her device and the surrounding context, and (ii) maintain a historical
context profile of the user’s social interactions. This allows CAMEO to identify the current situation the user is involved in,
and to implement optimized and automatic procedures for context- and social-aware content dissemination, contributing
to improve a general collective awareness. CAMEO provides an API to MSN application developers to allow full access to
context storage, elaboration, and reasoning of context information derived from multiple and heterogeneous sources to
further improve application functionalities. To quantitatively evaluate the efficiency of CAMEO in realmobile environments,
experimental results presented in Section 7 will also provide performance comparisons with Haggle and Yarta solutions.
3. CAMEO well-being context
CAMEO introduces the general notion of well-being context to provide a two-fold awareness to the mobile system:
context-awareness and social-awareness. By correlating local information of both the user and his/her device (such as the
user’s profile, interests, activities, local resources, and running applications) with information derived from other users and
devices, CAMEO is able to define new physical communication patterns and new social interactions among users. In this
way, context information can be used to optimize both lower-layer services, such as networking and resource sharing, and
upper-layer MSN applications.
The ensemble of a user and his/her mobile device represents the core entity of CAMEO and MSN applications, and we
refer to it by the term ‘‘node’’. The context of a node is defined as the integration of threemain components: the local context,
the external context, and the social context (see Fig. 3).
1 http://www.foaf-project.org/.
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Fig. 3. Well-being context.
The local context represents all the information related to the local user and his/her mobile device. This includes the
following.
• The user’s personal profile (i.e., all the information that describes interests and behavior of the user, such as type and place
of work, habits, life style, timetables), generally provided directly by the user through dedicated interactions with the
mobile device and its applications (e.g., through a digital agenda).
• The device’s resources, as the description of the local resources (e.g., battery level, storage capacity, CPU occupancy, task
management, available connectivities, embedded sensors).
• The embedded-sensing context, as the information collected by phone-embedded sensors (e.g., GPS, cameras,
accelerometer, sound sensors) that are generally used to characterize the user’s activity and location.
• The application context, as the context information specified by each application running on the mobile device that can
be used to optimize its performance. Some examples can be represented by specific characteristics associated with the
application’s content (e.g., type of content, user-generated tags), and physical and logical parameters for the correct
execution of the application on the mobile device (e.g., content utility, available resources).
The external context represents the set of information collected by the user’s mobile device through direct interaction
with external sources. These sources can be represented by fixed or mobile sensing stations (also wearable sensors),
aimed at monitoring specific parameters (e.g., air pollution, traffic level, safety conditions), or remote services dedicated
to data collection from one or more sensor networks. This information can then be integrated and correlated with
specific components of the local context such as phone-embedded sensing information and/or application content directly
generated by the users and their devices. In this way, the system is able to implement participatory and opportunistic sensing
functionalities aimed at increasing the quantity of information related to specific events and possibly improving the accuracy
and fairness of environmental sensing information.
As far as the definition of CAMEO’s social context is concerned, we refer both to the identification of the physical
interactions of the local node with the others in proximity and to the exchange and collection of information belonging to
the local contexts of the neighbor nodes,2 thus identifying the local node’s membership of a physical community. In addition,
since the local context of each node contains both people-centric and content-centric information (e.g., user’s habits, personal
profile and interests in specific topics, content types), the social context also identifies the local node’s membership of one
or more virtual communities. For example, tourist users visiting Rome during the Christmas holidays belong to the virtual
2 Due to the temporal constraints characterizing some information of the local context, nodes periodically exchange only a subset of the local information
in order to build the social context of each node. More detail will be given in the next section.
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Fig. 4. Example of physical communities with a traveler node (D) and three virtual communities (A, B, F), (C, E), (D).
community of tourists declaring an interest in Rome and to the physical community of users visiting Rome in the same
period of time and currently in proximity.
It is worth noting that, due to the user mobility, physical communities can be characterized by a high dynamism,
causing temporary and partial overlaps between physical and virtual communities. Connections among separate physical
communities can be established through traveler nodes (i.e., nodes that, whilemoving, becomemembers ofmultiple physical
communities), which can be used as message ferries to disseminate content to interested users/devices that could never be
directly connected with the source of that information. This assumption relies on the definition of the HCMM mobility
model presented in [16]. Fig. 4 shows a simple example in which nodes belonging to the same physical community are
characterized by different interests, thus defining different virtual communities. Nodes moving between these physical
communities can be used to carry data relevant to the different virtual communities they are in touch with. In this
scenario, a home physical community is associated with each node as a specific information of the personal user’s profile.
It represents the physical community in which the node spends more time and has stronger social links. The traveling
condition of a node is then considered as a temporary visit to other communities. CAMEO distinguishes between the
social context related to the node’s current physical community (a snapshot obtained by 1-hop context exchange among
nodes), and the social context related to nodes encountered in previously visited physical communities, thus generating a
historical characterization of the user’s social behavior (in terms of visited communities, frequency, etc.) and his/her social
contacts.
CAMEO is in charge of collecting and reasoning upon the entirewell-being context, in order to providemobile application
developerswith context- and social-aware functionalities aimed at optimizing both the system’s performance and the user’s
experience. It is also able to identify the current situation the local node is immersed in, and to take autonomous decisions
for the entire system optimization.
3.1. Context modeling
The choice of the contextmodel to be implemented in CAMEO can heavily influence the system’s performance in terms of
processing overhead and response times of context evaluation in order to support themultidimensional and heterogeneous
nature of well-being context. These represent a limitation both for the local context management and for opportunistic
communications. In fact, since user/device contact times and related communication opportunities strictly depends on user
mobility, high processing times can cause an opportunity loss for content exchange among mobile nodes. We approach this
issue by analyzing the advantages and drawbacks of context modeling and reasoning techniques for pervasive computing
presented in the literature.
As shown in [17], context models can be compared in terms of efficiency (to access data and execute reasoning
procedures), scalability, and usability of the formalism. Specifically, approaches based on key-value pairs use a basic context
representation resulting in a low-cost and easy-to-implementmodel. However, they present limited capabilities in defining
different context types, relationships, and dependencies, supporting limited reasoning, especially on context uncertainty.
Ontological approaches evolve key-value models by introducing the description of concepts and relationships to provide a
semantic meaning to context data. The main issue in using ontology-based models is to find the correct tradeoff between
the expressiveness of context data and the complexity of reasoning. The integration of description logics [18] partially solves
this problem by providing optimized automatic tools for reasoning, but their use on mobile devices presents performance
issues in terms of computational load, scalability, and processing times with the increasing quantity of data to be modeled.
An alternative and interesting solution is represented by the context modeling language (CML), proposed by Henricksen
et al. in [19,20] as an extension of the object-role-based model (ORM). CML provides a formal basis for the representation of
object types and fact types. A fact type represents a relationship between two object types, and it specifies the role assumed
by the object type within the specific fact type. An object type is classified according to its origin (i.e., profiled, sensed, or
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Fig. 5. CML model of well-being context.
derived3) and persistence (i.e., static or dynamic). The context model is also enriched by quality metadata, such as accuracy
and freshness, cardinality and dependencies between fact types, and histories in order to support temporal analysis of the
context’s evolution. Furthermore, CML reasoning extends the evaluation of simple assertions typical of SQL-like queries by
introducing a three-valued logic to query over uncertain information (i.e., the evaluation of an assertion as ‘‘User A is located
at X’’ can provide different results if one or more location values are associated with the subject, thus generating a possibly
true result). This model provides a high expressiveness of context information (comparable with ontology-based models)
while implementing efficient reasoning techniques. For these reasons, we decided to use this model to represent well-being
context.
Fig. 5 shows the CML representation ofwell-being context.4 In thismodelwe highlight themain entities and relationships
of well-being context, with particular attention to the interactions among local, external, and social components. It is worth
noting that the core of the model is represented by the local context and, in particular, by the Person object type. It includes
all the types of information associated with the local user’s profile. Person is also involved in several fact types that describe
the activity and location of the local user (both derived and sensed fact types), his/her relationships with the local device
and the running applications, and his/her interests in content types associated with specific applications. In fact, the model
is designed to support multiple applications (running on the same device and used by the same person), not necessarily
belonging to the same application domain but sharing some common context requirements. However, since we do not
know their requirements a priori, each application must register to the middleware to specify its context types. In this way
the model support context reuse functionalities even though the context evaluation cannot be completely decoupled from
applications. In fact, it relies on additional fact types such as ‘‘Application receives/generates Content’’ and ‘‘Person uses
Application’’.
3 Profiled in the case of information supplied by users, sensed if derived from sensors, or derived if obtained from one or more associations using a
derivation function, such as a mathematical computation or a complex algorithm.
4 Object types are graphically represented as ellipses and fact types as boxes with appropriate characteristics as detailed in the legend based on CML
specifications. Different colors are not specified by CML. We use them only to highlight the interactions of object types belonging to different well-being
context components as represented in Fig. 3.
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The Application object type also represents the join between local and external context components, together with the
Device object type. In fact, ‘‘Application interested in Environmental status’’ represents the relationship between a specific
application and the set of context types derived by an external environmental monitoring service (e.g., remote web service
or external sensor network), while ‘‘Device detects Environmental status’’ represents the capability of the local device to
collect and process environmental parameters derived from external sources and the result’s context type.
As far as the social context components are concerned, Person is again at the center, specifying his/her relationships
with both current and past neighbors. These fact types and the Neighbor object type result from the context exchanged
among nodes in proximity. Neighbor represents a subset of the context types characterizing a user, his/her device, and
applications, used to identify main characteristics, interests, and capabilities of a remote node. Neighbors are also grouped
by their ‘‘home’’ community. Therefore, we can define two additional fact types for the social context component: (i) ‘‘Person
belongs to Community’’, which describes the membership of the local user of a ‘‘home’’ community in terms of community
id and a list of neighbors belonging to the same community, and (ii) ‘‘Person is visiting Community’’, which represents the
set of information related to the community currently visited by the local node and the related neighbors (as the result of
the context evaluation through the algorithm explained in Section 3.2.1).
By observing this model, we can note that the combination of some fact types can lead to a context change and the
consequent adaptation and/or notification to themiddleware. The occurrence of these combinations is generally defined as a
situation, and it can be represented and analyzed in several ways. In the next section, we explain the current implementation
of CAMEO situation awareness (i.e., situation modeling and middleware adaptations).
3.2. CAMEO situation awareness
Situations can be defined as high-level context abstractions representing the elaboration of one or more context types
and the consequent generation or triggering of system’s action. Several works have been presented in the literature for
situation modeling and reasoning [21,22,17]. Due to the heterogeneity of situations identified by CAMEO in the well-being
context, it is difficult to identify a single model for all of them. As a first step, we identify the situations that represent
a specific temporal state of one or more context types, and we manually specify them. However, the system could benefit
from learning capabilities or probabilistic analysis in order to automatically recognize the occurrence of additional situations,
based on the analysis of context information dynamically collected by CAMEO (e.g., information related to the user’smobility
pattern and/or activity). This research issue is left as subject of future work.
In general, we can identify two sets of situations, local and social situations, involving local and social context components,
respectively. Both of them imply a notification to upper-layer applications (previously registered to the specific event) or
an adaptation of the middleware by executing a consequent action. Several local situations strictly depend on the internal
status of the main object types (e.g., available resources, new user’s interest) and on the single application’s requirements
and constraints, thus triggering really specific actions. However, there are two general situations that highly influence the
middleware behavior: new registered application and application closed. The first one represents the starting point for the
whole context processing related to the specific application, from the specification of the application’s context types up to
the definition of the application’s specific situations (e.g., new content, new service). The second one, representing the end
of running of an application, forces the middleware to a global context update, considering all the context types related to
the application and their relationships.
Social situations are mainly independent of upper-layer applications and their context types. In fact, they represent
general conditions of the system and the network in which all the applications are interested. Specifically, we identify the
following.
• New/lost neighbor
• New available content
• New available remote service
• Community change.
All these situations rely on the analysis of the context exchanged among neighbors. The new neighbor situation occurs
when the local node receives a context’s message from an unknown node. This invokes the analysis of themessage’s content
in order to identify the subsequent situations (i.e., new available content and/or new available remote service, community
change). To this aim, CAMEO compares the received information with that stored in the current social context of the local
node (i.e., information related to the current neighbors). In the case of a new service, CAMEO simply notifies upper-layer
applications that can decide when and how to exploit it. As far as the availability of new content is concerned, it is strictly
related to the community change situation. In fact, if the local node experiences a community change, it assumes the role of
traveler node and it can decide to share its own resources to download available content on behalf of previously encountered
neighbors, based on the probability of meeting them again in the next future. Therefore, the occurrence of a community
change, and the consequent availability of new content, triggers CAMEO’s evaluation of the content’s utility with respect to
the interests of the neighbors belonging to the historical social context of the local node. Otherwise, if the local node still
participates in the current community, CAMEO evaluates the content’s utility only for the local node, leaving to the final
user the decision to download it or not.
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The detection of a community change situation is currently implemented in CAMEO through the analysis of the current
social context of the local node and, specifically, of the ‘‘home’’ communities declared by the current neighbors, following
the algorithm explained in Section 3.2.1. The analysis of the social situations and related context processing represents the
main innovation of CAMEO with respect to other middleware solutions, integrating the local context information with that
directly derived from the network communications.
3.2.1. Physical community detection
As previously explained, the current CAMEO implementation identifies the community change situation as the
movement of a traveler node from a physical community to another. To identify the community change, every time CAMEO
detects a new neighbor by receiving its context information, it executes the community detection algorithm that identifies
the current community of the local node as the home community declared by the majority of the neighbors. The detection
of this situation leads to (i) update the social context of the local node (both current and historical profiles) and (ii) notify
upper-layer MSN applications.
To give a formal definition of the algorithm, let us consider N as the set of nodes of the entire network, and C as the set
of physical home communities declared by N ’s node inside their local context. We define the characteristic function Ic(n, c)
to indicate the membership of node n ∈ N to physical community c ∈ C , where c ⊆ N , as
Ic(n, c) =

1 if n ∈ c
0 otherwise. (1)
Assuming also that Neighn,t defines the neighbor set of node n at time t and that Cneighn,t ⊆ C is the set of communities
declared by those neighbors at time t , we can define the current physical community of node n at time t as
ccc(n, t) = argmax
ci∈CNeighn,t

nj∈Neighn,t
Ic(nj, ci). (2)
Therefore, every time the local node receives a message from a new neighbor, CAMEO computes (2) to discover the
current physical community.
3.3. Context-based utility function for content dissemination in virtual communities
In MSN scenarios, context-based utility functions are generally designed to match content attributes with user interests
in order to optimize content dissemination protocols in opportunistic networks. The main idea is to maximize content
dissemination in virtual communities (reflecting common user’ interests) also by exploiting traveler nodes moving among
different physical communities. To this aim, each application specifies a set of general context information characterizing its
content (e.g., type, subject, size); the same information is also selected by the users as interests in the application’s content.
Therefore, the utility of the content represents the degree of interest of one or more users in that content.
In CAMEO, every time a community change is detected and/or new content is available, the middleware evaluates the
content’s utilitywith respect to the interests of the users in its social context. Specifically, in the case of a community change,
CAMEO computes the content’s utility with respect to the historical social context; otherwise, it computes the utility with
respect to the local user’s interests. However, before selecting the content to download on the local node, CAMEOmust also
check the local node’s resource availability.
In CAMEO, we have exploited the utility-based content-dissemination framework proposed in [23]. Specifically, the
utility function for a given content can be defined as follows:
U(c) = ul(c)+

i≠l
ωiui(c), (3)
where ul(c) is the utility of a specific content for the local user, ui(c) is the utility for the ith community the user is in contact
with, and ωi is a weight that defines the willingness of the user to cooperate with the ith community (i.e., to spend his/her
own resources to increase content availability for that community). In this way, the local node offers its own resources to
download content available in its current physical community, which can be useful for users belonging to the previously
encountered communities, assuming that in the near future the local node will visit those communities again.
If there is no community change, CAMEO just evaluates ul(c). This is used just to notify upper-layer applications of the
utility of the available content for the local user, but the decision to download content from a 1-hop neighbor is left to
the direct interaction of the application with the final user. Otherwise, ul(c) is set to 0. In this case we have to consider
that a traveler node can be characterized by different social behaviors influencing the content dissemination protocol.
This is reflected in the definition of the weights associated to different communities. In [23], the authors introduced and
investigated a set of social-oriented policies describing five types of behavior: (i) Uniform Social (US), in which all the visited
communities assume the sameweight; (ii) Present (P), which favors only the current community; (iii)Most Frequently Visited
(MFV), evaluating the frequency of community changes; (iv) Future (F) and (v)Most Likely Next (MLN), which both require a
probabilistic prediction of a future visited community. Currently, CAMEO supports both US and MFV policies. Specifically,
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Fig. 6. CAMEO software architecture.
in the case of the US policy, all the ωweights are set to 1, so that CAMEO calculates the utility function for all the previously
encountered communities, while, in the case of the MFV policy, the ωweights are set proportionally to the number of visits
of the local node to each community. Therefore, the US policy facilitates data dissemination, because each node picks up all
the content found to be interesting for any previously encountered communities. On the other hand, theMFV policy reduces
the data dissemination rate, optimizing the local resources dedicated to the preventive download procedure.
The same mechanism of utility functions can be used by CAMEO’s internal services to optimize their features
(e.g., context-aware forwarding protocol, such as HiBop [24], and opportunistic resource sharing mechanisms).
In the following sections, we describe in detail the software architecture of CAMEO, its implementation on the Android
OS, and the API provided to upper-layer application developers, with particular attention to context management features.
In addition, we present a practical example of an MSN application developed on top of CAMEO to better understand the
middleware functionalities and experimentally evaluate CAMEO’s performance.
4. CAMEO software architecture
CAMEO is designed as a light-weight and modular software architecture consisting of a single software package
containing two subpackages (as shown in Fig. 6).
• The local resource management framework (LRM-Fw), aimed at implementing features strictly related to the interaction
with the local resources of the device, both hardware (e.g., embedded sensors) and software (e.g., communication
primitives and programming libraries). It is also in charge of managing the node’s interactions with remote sources
(e.g., single external sensors, sensor networks, and centralized repositories).
• The context-aware framework (CA-Fw), aimed at storing and processing all the collected context information.
In addition, CAMEO provides an API towards MSN applications, and it directly interacts with an external module for the
user’s profile definition called the user profile module.
4.1. Local resource management framework
The LRM-Fw is composed of three software modules.
Network Manager. In order to deploy a real-time MSN, CAMEO allows mobile devices to exploit all the opportunities to
communicate and exchange data through opportunistic communications. To this aim, the Network Manager interacts with
all the availablewireless communication interfaces (e.g.,WiFi ad hoc,WiFi infrastructuremode, Bluetooth) selecting the best
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communication medium under specific conditions. It is also in charge of notifying other interested CAMEO components
(specifically, the Transmission Manager) about the status of the connectivity between the local mobile device and its
neighbors (e.g., WiFi link status and quality information, Bluetooth active/not active status).
Transmission Manager. After the Network Manager has selected the wireless interface for the transmission of a
specific message (both middleware or application messages), the Transmission Manager is in charge of establishing the
communication channel between a source and a destination node through the use of standard communication primitives
(e.g., socket, TCP/UDP protocols, and related parameters). It also receives notification messages from the Network Manager
in the case of link errors or disconnection events towards the message destination node.
Database Manager. The Database Manager is responsible for the interaction of the LRM-Fw with an SQL database that
implements the CML model of well-being context described in Section 3.1.
Device Context Provider. This is in charge of collecting context data derived from internal components of the mobile
phone (e.g., embedded sensors, storage capacity level, battery level, resource consumption). Data specification and related
parameters (e.g., sampling frequency for GPS or accelerometer, CPU occupancy threshold) are provided by the interaction of
this module with the CA-Fw, following the directions provided by upper-layer applications or internal modules. In addition,
the Device Context Provider is able to manage data collected from heterogeneous sources (either internal or external to
the mobile device) as specific support to participatory and opportunistic sensing services. It is worth noting that both
embedded and external sensors are generally characterized by proprietary specifications and data formats. Thus, in order
to guarantee the interoperability of CAMEO with those sources, we defined a new light-weight standard for efficiently
identifying and encoding heterogeneous sensing information on mobile devices, called Sensor Mobile Enablement (SME).
SME is implemented in CAMEO as a software library managed by the Device Context Provider. SME is compliant with OGC
Sensor Web Enablement (SWE) standards [25] designed for web services dedicated to sensing data collection. In this way,
CAMEO is also able to establish bidirectional communications with sensor web services and forward this information to the
opportunistic network. We recently presented SME and its integration in CAMEO in [26], demonstrating the efficiency of
SME for sensing data management.
4.2. Context-Aware Framework
The CA-Fw represents the core of CAMEO, being responsible for the collection, management, and processing of all
the context information (local, external, and social) and the development of internal context- and social-aware services
(e.g., forwarding protocols, resource sharing services). It is composed of the following software modules.
Beaconing Module. This implements the periodical context exchange among 1-hop neighbors. This procedure allows
CAMEO to discover new neighbors inside the current physical community and to build up andmaintain the social context of
the local node. As previously explained, only a subset of the local context components is disseminated through the network.
Specifically, the device context is not exchanged with other neighbors due to its real-time nature. In fact, it represents
local measurements of internal resources with limited temporal validity, and it is generally locally processed to evaluate
the feasibility of specific actions (e.g., the local node receives a download request from a neighbor and it checks its local
resources, such as battery lifetime, before accepting and managing it). As far as the sensing context is concerned, only a
summary of the available information on the local node is included in the beaconing message so that interested nodes and
applications can directly request specific information. In order to avoid the periodical transmission of a large quantity of
data, the Beaconing Module implements an optimized data exchange procedure detailed in [27].
Forwarding Manager. This is responsible for the implementation of end-to-end communications. Specifically, it is
designed to implement optimized forwarding protocols for opportunistic networks to successfully deliver a message to
a multi-hop destination in case of intermittent connectivity (e.g., HiBOp forwarding protocol [14]).
Application Manager. This is in charge of establishing a communication channel between each MSN application and
CAMEO through the MSN’s API (see Section 5)
Context Manager. The main functionalities of Context Manager can be summarized in the following points: (i) efficient
storage and update of thewell-being context of the local node, (ii) persistent storage of historical social context data through
the interaction with the Database Manager and related updates, and (iii) implementation of algorithms and procedures for
the identification of specific situations and related middleware adaptations, as detailed in Section 3.2.
5. CAMEO’s APIs towards MSN applications
CAMEO’s APIs provides a full access to CAMEO context- and social-aware functionalities for the development of MSN
applications. Since the communication between CAMEO and MSN applications is bidirectional, we define two distinct APIs
for application requests and CAMEO notifications (e.g., messages, events, errors). In the following, we provide a high-level
description of the possible interactions betweenMSN applications and CAMEO. The complete specification of CAMEO’s APIs
can be found in [27]. A practical example of an MSN application and its implementation is then presented in Section 6.1.
• Registration. Each application must register to CAMEO in order to access its internal functionalities. During the
registration, a unique identifier is assigned to the application, and a callback interface is established.
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• Application Context specification. Each application specifies the set of context information relevant for its execution in
order to be evaluated by CAMEO’s Context Manager. This information characterizes the running application on the local
node, and it is disseminated over the network through the beaconing procedure as part of the local context.
• Utility function evaluation. Each MSN application can define an algorithm for the utility function’s evaluation related to a
specific situation. Through CAMEO’s APIs, the applicationwill provide CAMEOwith the algorithmand related parameters,
and CAMEO will be in charge of executing the algorithm every time the specific situation occurs.
• Message sending/receiving. MSN applications can send/receivemessages through peer-to-peer communications, and they
are notified in the case of failure during a message sending.5
CAMEO notifications towards MSN applications are implemented using the callback interfaces created during the
registration procedure. To manage different concurrent applications, CAMEO maintains a list of registered and currently
active callback interfaces, assigning a logical communication port to each of them. A special communication port is used by
the Context Manager for context exchange over the network and its interactions with the other CAMEO internal modules.
CAMEO notifications are related to the following events.
• New application content discovery. Every time CAMEO finds new application content from a remote node it informs the
interested application.
• New neighbor discovery. CAMEO informs the applications when a neighbor enters/exits the 1-hop area.
• New community detection. CAMEO informs the applicationswhen the community detection algorithm results in a physical
community change.
6. Android implementation
To validate CAMEO’s functionalities and evaluate its performance, we implemented it on an Android 4.2.1 platform.
We chose Android due to its constantly rising popularity and because it naturally supports Java-based distributed and
concurrent applications in addition to having easy access to system information such as that related to embedded devices
(GPS, sensors, cameras). To better understand our implementation choices, we briefly introduce the definition of the basic
Android software components provided to developers. For additional technical details, we refer the reader to [28].
TheApplication Framework is themainAndroid component provided to the external developer. On top of this framework,
developers can design their own applications with the same full access to APIs used by the core applications. An Android
application is composed of four components: (i) Activities, representing the graphical user interface (GUI) of the related
application, (ii) Services, which allow the background execution of independent tasks, (iii) Broadcast Receivers, which listen
for broadcast event communications among different applications and the other Androidmodules, and (iv) Content Providers,
whichmake a specific set of application data available to other applications. The activation of the three first components and
their following interactions are implemented through the intent mechanism: asynchronous messages that are exchanged
between the Application Framework components containing the definition of the action to be performed.
Since CAMEO is a middleware platform supporting multiple concurrent applications, we decided to implement it as an
Android Service. Thus, MSN applications, designed and developed to interact with CAMEO, are implemented as Android
applications. A single instance of CAMEO, running on a separate process, is shared among all the applications. To support
the communication between CAMEO and MSN applications, we exploit an Android technique based on the interprocess
communication (IPC) paradigm. The interfaces defined for IPC are based on the Android Interface Definition Language (AIDL)
similar to other popular languages based on CORBA or COM specifications (e.g., Java CORBA IDL [29] and C++ CORBA
IDL [30]). The data that can be transferred through AIDL interfaces is limited to Parcelable objects, which are designed
as a high-performance IPC transport objects. This mechanism allows fast data exchange to the detriment of limited design
flexibility due to the lack of standard functions for the marshaling of Parcelable objects.
Regarding CAMEO support for direct communication between devices, the current implementation uses the WiFi ad
hoc mode, configurable only through customized firmwares requiring root access to the device. To solve this issue, we are
working to support communication based on the WiFi Direct standard [31], natively supported by the latest versions of
Android.
6.1. Tourist-MSN application
Tourist-MSN [32] is a real example of an MSN application developed on top of CAMEO. It is aimed at improving people’s
experiences during tourist visits by allowing individuals to create, collect, and share useful information, related to geo-
located points of interest (POIs). Content is exchanged through opportunistic communications among users’ mobile devices.
Tourist-MSN provides users with two main functionalities.
5 In the case of exchange of large application content, system primitives for the standard message exchange can present overload problems due to the
predefinedmemory size assigned to each Android process (32MB). To overcome this issue, CAMEO implements a file segmentation procedure, splitting the
requested content into fixed-length data chunks (512 kb each). The correct reception of each chunk is acknowledged, so that the sender node can manage
automatic retransmissions of not acknowledged chunks.
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• The generation and sharing of multimedia content, denoted as post, and characterized by a title, a textual content (to
comment on or express impressions related to the POI), and optional information such as audio files, images, or videos.
Posts are divided into categories (e.g., event, cultural visit, transportation) in which users can express their interests.
• Real-time textual communications through an opportunistic text chat within a limited group of users in close proximity.
Each chat is identified by a title and a category.
Tourist-MSN specifies (through an MSN API) the following information as application context to be disseminated over
the network by CAMEO’s beaconing procedure: (i) title and category of each post and chat generated by the local user,
and (ii) the user’s interests in specific categories of posts and chats. In this way, each node becomes aware of other nodes
running Tourist-MSN in its current physical community and the list of available content. Even though each node maintains
a historical profile of neighbors and content encountered in different physical communities, the management of a real-time
chat is limited to the current physical community due to intermittent connectivity conditions characterizing opportunistic
networks. However, since the distribution of the posts results in an asynchronous content exchange, Tourist-MSN provides
CAMEO with the utility function algorithm designed to implement the context- and social-aware dissemination of posts
among different physical communities. Moreover, since users can increase the content of a post by adding their own
comments, CAMEO is also able to manage and distribute the content updates to interested nodes.
Every time a new post or a new chat matching the interests expressed by the local user becomes available in the
neighborhood, CAMEO notifies Tourist-MSN with an event message. The application then notifies the user through the GUI
about the availability of the newcontent, and theuser candecidewhether to download thepost (or join the chat room) or not.
In the case when the local node experiences a community change and there is one or more new available contents, CAMEO
evaluates the Tourist-MSN utility function on each content with respect to the interests of users previously encountered in
a different physical community by implementing the US or MFV social-oriented policies described in Section 3.3. CAMEO
then provides the application with a ranked list of the available contents and checks the feasibility of the related download
procedureswith respect to the local node’s physical requirements (e.g., memory availability, permanence time in the current
community). In the case when a new content with a higher utility becomes available but additional resources are required,
CAMEO will discard the content with minor utility. The main purpose of this mechanism is to maximize the utility of the
content to be disseminated in the network following specific social-oriented policies. Fig. 7 shows some screenshots of the
Tourist-MSN application running on Google Nexus One.
To better understand how to develop an MSN application on top of CAMEO, in the following we present some code
snippets related to the development of main Tourist-MSN operations. As a first step, Tourist-MSN starts using CAMEO by
establishing a connection between its Service component and CAMEO platform.
@Override
public int onStartCommand(Intent i, int startId, int flags) {
Log.i(tag, "Connecting to CAMEO...");
//Connect to CAMEO and start it if not already running
bindService(new Intent("cnr.CAMEO.PLATFORM"),
CAMEOConnection, Context.BIND_AUTO_CREATE);
return START_STICKY;
}
Then, Tourist-MSN has tomake a specific registration request to CAMEO in order to have full access to CAMEO’s function-
alities (e.g., to send and receivemessages over the network, and to exploit content dissemination protocols). In the following
code, we report the basic instructions used by Tourist-MSN to require a registration, providing a logical port and a callback
interface used by CAMEO for event notifications and replies. Note that the variable called CAMEO represents the interface
used by Tourist-MSN to interact with CAMEO. Once connected, Tourist-MSN can use local messages with predefined values
to access CAMEO’s functionalities (in the example below, Tourist-MSN asks CAMEO for the local user’s context).
@Override
public void onServiceConnected(ComponentName name,
IBinder service) {
CAMEO = PlatformInterface.Stub.asInterface(service);
if (!registered) {
try {
resp = CAMEO.registerClient(PORT, callback);
...
if (resp.getType() == LocalMessage.SUCCESS) {
registered = true;
key = (Long) resp.getContent();
try {
resp=CAMEO.sendLocalRequest(new LocalMessage(
LocalMessage.GET_USR_CONTEXT, key));
...
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(a) List of available posts. In green:
posts already downloaded. In red:
posts available for download.
(b) Interface for the creation of new
posts.
(c) Post comments.
(d) Real-time opportunistic chat.
Fig. 7. Screenshots of Tourist-MSN’s graphical user interface.
As far as CAMEOnotifications are concerned, Tourist-MSNmust define the events forwhich itwants to be notified and the
subsequent operations by using the callback interface defined during the registration procedure. In the example below,
Tourist-MSN is notified by CAMEO when a new message is received; thus it must implement the onReceiveMessage
function, specifying the operations to be executed for each type of message received.
private final CallbackInterface.Stub callback =
new CallbackInterface.Stub() {
@Override
public void onReceiveMessage(LocalMessage packet,
byte[] source) throws RemoteException {
TouristMessage msg = (TouristMessage) packet.getPayload();
switch (msg.getType()) {
case TouristMessage.CHAT_MESSAGE:
String chatMSG=(String)msg.getContent();
...
As a last example, we show in the following how Tourist-MSN specifies its utility function to CAMEO. The application
can request CAMEO to evaluate the utility function after a specific event (e.g., new available content, community change).
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In general, the utility function is expressed as a list of criteria to be applied to a given content and its properties through
a logical operation. Each criterion is independently evaluated; then the results of all the criteria are combined together as
a weighted sum (according to the given weights and the specific social policy), to obtain the overall utility of the content.
As an example, in the following piece of code, Tourist-MSN specifies the utility function as a match between the property
‘‘category’’ of a post and the interest of the user, defined by the preference value ‘‘museum’’, and it requests CAMEO to
evaluate it every time new content is available in the neighborhood. If the result of the logical operation is true, the criterion
assumes the value specified by the last parameter (weight) passed to the function addEvaluationCriterion (1 in this case).
private final CallbackInterface.Stub callback =
new CallbackInterface.Stub() {
@Override
...
//property = ’category’, preference = ’museum’
//opType = ’match’, weight = 1
utilityFunction = new ContentEvaluator()
.addEvaluationCriterion(property, preference,
opType, weight);
socialPolicy = 1 //MFV policy
public void onReceiveMessage(LocalMessage packet,
byte[] source) throws RemoteException {
TouristMessage msg = (TouristMessage) packet
.getPayload();
switch (msg.getType()) {
case TouristMessage.NEW_POST:
CAMEO.evaluateUtility(utilityFunction,
msg.getId(), socialPolicy)
...
7. Experimental evaluation
In order to validate CAMEO’s functionalities and its performance, we set up a real testbed with up to seven Google Nexus
One Android smartphones. The opportunistic network is represented by a WiFi ad hoc network deployed in our lab by sim-
ulating the presence of disjoint physical communities, defining a priori their number and their labels to be declared through
the context dissemination procedure. To simulate the separation between physical communities, we adopted an IP-based
content filter. Traveler nodes periodically switch their IP filters tomove fromone community to another. To bemore realistic
and to desynchronize intra-community movements, travelers wait for a random time before changing their community.
We validated the main functionalities of both CAMEO and the Tourist-MSN application in terms of context and content
messages exchanged through simple functional tests in several scenarios involving an increasing number of devices (up to
seven) and communities (up to three). Then, as far as the performance evaluation is concerned, we set up three reference
scenarios to measure, respectively, (i) the time necessary for CAMEO to detect a change in the physical community of a
traveler node, (ii) the average time spent by CAMEO for the evaluation of the utility function for a given Tourist-MSN
application content (by varying the number of interested users in the historical context), and (iii) the average content
transfer delay measured by CAMEO by varying the content size. These three performance components provide additional
information to CAMEO in terms of the average time that a node should spend inside the current physical community to
allow a successful download of one ormore contents. In addition, performance components (ii) and (iii) allow us to compare
CAMEO’s performance with those of Yarta [12] and Haggle [13], respectively.
7.1. Community detection time
In order to evaluate the performance of the community detection algorithm in a realistic scenario, we set up different
experiments by varying the number of nodes and physical communities involved. According to (2), we assumed that a
node realizes that its current physical community is changed when the majority of its neighbors declare (through beacon
messages) that they belong to a different community with respect to the one that the node currently belongs to. To evaluate
CAMEO’s reaction time to this event, we ran three sets of experiments reflecting a basic scenario inwhich one ormore nodes
belonging to the same community moved towards another community. For each run, at time t = 0, nodes are distributed in
separate communities, maintaining this configuration for a fixed period of time T . Then, at time t = T , each node waits for a
random period of time δ ∈ [0, Tb] (where Tb is the beaconing interval) before updating its IP filter to receive messages from
nodes of the new community it moves to. The community detection time is measured as the time period starting from t =
T+δ and endingwhen CAMEO detects the community change event. The experiments are divided into three configurations.
1. Two disjoint communities (A and B), the first one with one single node (a1) and the second with three nodes (b1, b2, b3);
node a1 moves to community B.
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Table 1
Community detection times for different experiment configurations and beaconing intervals. Comm represents
the number of communities involved in the experiment. #H and #T represent the number of nodes in the ‘‘home’’
and ‘‘target’’ community, respectively. T_b is the beaconing interval used in the experiment, and Avg and SD are
the average and standard deviation computed for each experiment.
Communities T_b (ms) Community detection time
Comm #H #T Avg (ms) SD
2 1 3 500 390.51 123.29
2 1 3 1000 704.10 63.30
2 1 3 5000 4290.72 197.66
2 3 4 500 539.11 228.99
2 3 4 1000 1097.54 183.77
2 3 4 5000 5136.96 870.32
3 1 3(2) 500 438.63 124.79
3 1 3(2) 1000 903.1 114.29
3 1 3(2) 5000 4877.81 81.16
Fig. 8. Distribution of community detection time Tb = 500 ms.
2. Two disjoint communities assigning three nodes to community A (a1, a2, a3) and four nodes to community B (b1, b2, b3,
b4); all the nodes of community A move to community B.
3. Three communities (A, B, and C). We assigned one node to community A (a1), two nodes to community B (b1, b2), and
three nodes to community C (c1, c2, c3); nodes of communities A and B move to community C.
In all these configurations, each node updates its IP filters at time t = T + δ, starting to receive messages from nodes of
the target community denoted as ctarget. In the first two sets, ctarget = B, while in the third set ctarget = C . For each experiment,
we report the community detection time measured by a node of community A denoted as ai.
All the experiments were run with different beaconing intervals (i.e., 500, 1000, and 5000 ms), and the results were
averaged over 1000 run tests.
Table 1 presents the detailed measures for each type of experiment. Specifically, the first column represents the number
of communities participating in the experiment followed by the number of nodes of the starting community (#H) and the
initial number of nodes of the target community (#T). When a third community is involved in the experiment (last three
rows of the table), its size is specified within round brackets next to the cardinality of the target community.
In all the configurations we note that the average community detection time is strictly related to the beaconing interval,
since all nodes use the same interval for their neighbor discovery procedure. However, the distribution of the community
detection time computed by node ai after the IP filter update is highly influenced by the ratio between the number of nodes
of ctarget that ai needs to discover as new neighbors in order to detect the community change (this number is equal to the
number of neighbors in its home community plus 1) and the total number of nodes belonging to ctarget. The impact of this
ratio can be observed in Figs. 8–10, showing the comparison between the distribution of community detection times for the
first two sets of experiments (#H = 1,#T = 3 and #H = 3, #T = 4, respectively) measured for three different beaconing
periods (i.e., 500, 1000, 5000 ms). Even though the average community detection time approaches the beaconing interval
in all the experiments, we can note that an increasing value of the previously described ratio implies an increase of the
community detection time (see also numerical results in Table 1). This is mainly due to the increasing minimum number
of neighbors to be discovered in order to detect the community change. In addition, in case one or more beacon messages
are lost, node ai must wait for at least another beaconing interval to discover the target community, further increasing the
community detection time.
In the third set of experiments, the presence of an intermediate community with fewer nodes with respect to the target
community can generate on node ai the detection of a temporary current community, different from the target community.
This increases the community detection time. As shown in Table 1, in this case the increase of the delay is lower than in
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Fig. 9. Distribution of community detection time Tb = 1000 ms.
Fig. 10. Distribution of community detection time Tb = 5000 ms.
the case of two communities with the same number of nodes in the home and target communities. However, this behavior
depends on the speed of single nodes entering the target community, simulated in the experiments through the random
interval of time waited by each node before updating the IP filters.
7.2. Utility function evaluation time
In order to evaluate CAMEO’s performance in terms of management and elaboration of context information, we set up a
set of experiments tomeasure the time spent by CAMEO in evaluating the utility function for a given Tourist-MSNapplication
content. To this aim, we used a scenariowith two different communities, A and B, initially composed of three and two nodes,
respectively. Two nodes of A are interested in an application content owned by one of B’s nodes. The third node is a traveler,
which moves to B and eventually comes back to its home community (A). When the traveler reaches B’s nodes, CAMEO
becomes aware of the availability of content shared by the new neighbors, and notifies the Tourist-MSN application. Hence,
the application requests a utility function evaluation to CAMEO for the new available contentwith respect to the preferences
of previously encountered nodes, passing the utility function and the social policy as parameters. In Tourist-MSN we use
a utility function with a single criterion and an MFV social policy, as reported in the code example shown in Section 6.1.
The time spent by CAMEO in the evaluation of the utility function of an application content is composed of (i) the time
for the retrieval of the contexts of A’s nodes from the database through SQL queries, and (ii) the time needed to locally
execute the utility function algorithm.We evaluated these times by increasing the number of nodes interested in the content
and, consequently, the number of contexts to be retrieved from the database. Specifically, we considered ten experiment
configurations, by increasing the number of nodes involved from100up to 1000nodes,with steps of 100nodes.We executed
10 runs for each experiment and eventually averaged the results. Fig. 11 shows the average time for context retrieval and
the overall time to complete the utility function evaluation. Both quantities increase with the number of interested nodes,
with a greater impact for the data retrieval procedure. However, the time for data retrieval grows as a logarithmic function,
while the overall time grows linearly with the number of nodes. This is mainly due to optimized procedures implemented
for database querying. In fact, considering that CAMEO spends an average time of 18.89 ms to recover the context of a node
with a single query, we decided to group SQL queries for context retrieval by sets of up to 100 nodes, reducing the impact
of context history dimensions on the utility computation. Of course, these values also depend on the social context’s size. In
these experiments we used single-node contexts of 9 KB.
The results presented in this section can also be used to qualitatively compare CAMEO’s performance with that of Yarta
presented in [12]. Actually, a complete comparison is not possible, since there is no detailed description either of context
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Fig. 11. Utility evaluation time for varying historical context size.
(a) CAMEO’s performance. (b) Haggle’s performance.
Fig. 12. Average file transfer delay.
information stored by Yarta in its knowledge base, or of the context size for each node of the mobile social ecosystem.
However, the authors show that Yarta requires a time in the range of (2, 3) s to retrieve the context of a selected node by
varying the knowledge base size from 100 to 1000 nodes. This procedure can be compared to a single query executed by
CAMEO to retrieve the context of a node from the historical table in the database by varying the table size in the same way
as varying the knowledge base in Yarta. CAMEO spends at most 30 ms in this procedure considering a historical context of
1000 nodes. In addition, the time required by Yarta to get the list of ‘‘known persons’’ from the knowledge base (grouped
by sets of 50) is more than 90 s in the case of a population of 100 nodes, and it further increases with the number of nodes
in the knowledge base. As shown in Fig. 11, CAMEO requires less than 6 s to retrieve the context of 1000 nodes, largely
outperforming Yarta.
7.3. Context-aware file transfer delays
File transfer represents a basic functionality for content sharing in MSN applications. To evaluate CAMEO’s performance
in executing this procedure and compare it with that of the Haggle platform, we reproduced the file exchange experiments
conducted in [15]. Specifically, we measured the delay for a file transfer between two nodes connected through a 1-hop ad
hoc network for a variety of file sizes (from 28 KB up to 6.5 MB). The transfer delay is measured as the time interval starting
when the application sends a request to CAMEO (or Haggle) to download a specific application content, which we created
with arbitrary size, and ending when CAMEO (or Haggle) notifies the completed transfer to the application. Fig. 12 shows
the file transfer delays averaged over 10 independent experiments for each file size, with their respective 95% confidence
intervals. Specifically, Fig. 12(a) shows CAMEO’s performance, and the same results are compared in Fig. 12(b) with those
of Haggle measured in [15]. These results show the effectiveness of CAMEO in supporting MSN applications with an
efficient management of context information, clearly outperforming Haggle. This is mainly due to internal characteristics of
Haggle’s architecture, in which software modules designed to implement internal services (e.g., connectivity management,
resource management, networking protocols) exploit a Publish/Subscribe mechanism through a centralized event queue.
This allows the definition of interactions among all the software components to guarantee as much generality as possible
in the definition of protocols, services, and applications. However, the excessive modularity of this architecture resulted
in a overload of internal messages that affected the scalability of the system in terms of number of involved nodes and
concurrent services active inside the Haggle platform. In addition, performance problems are further negatively affected
by the centralized implementation of the event management procedure through a single kernel process, which creates a
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bottleneck for both internal and networking communications. Haggle delays are about 7 times larger than those of CAMEO
for the transfer of a 6.4 MB file.
Another parameter we evaluated in this set of experiments is the memory used by CAMEO and by the application
with respect to the total amount of available memory assigned by Android to each process. Results showed that CAMEO
uses 6280 KB, of which 3640 KB are dedicated to the shared memory for the interprocess communication. This portion of
memory is set by Android proportionally to the number of communicating processes. As far as the Tourist-MSN application
is concerned, it uses 9379 KB, of which 5339 KB is shared memory. Consider that Android launches a dedicated instance of
Dalvik JVM for each process with a maximum memory size of 32 MB. Note also that the overall amount of memory used
by our platform, the application, and the Android operating system with its standard applications is 184,564 KB over a
total amount of 416,132 KB available memory. This shows the light-weight implementation of this novel context-aware
middleware architecture.
7.4. Discussion
The three performance components showed in the previous subsections not only highlight the efficiency of CAMEO
in real testbeds, but their aggregation also provides an estimation of the minimum time a node has to spend in a
physical community to complete one or more download procedures. This information could be correlated by CAMEO with
information on the local user’s mobility patterns. In fact, by knowing an estimation of the time the local user generally
spends in a physical community, CAMEOcould automatically decide to execute the download of some content or not, ranking
content both for its utility index and its download time.
8. Conclusions and future work
In this paper, we have presented CAMEO, a light-weight context-aware middleware platform that allows easy and
efficient development of MSN applications in opportunistic networks. CAMEO is able to collect, manage, and reason
upon multidimensional context information, derived both from physical and virtual worlds, characterizing the user’s
profile, his/her social behavior, the available services and resources, and the surrounding environmental conditions. Several
application domains can benefit from the analysis and correlation of this context information, contributing to the general
well-being condition of users and their society. For this reason, we defined the well-being context as the ensemble of
context information related to the local user, his/her device, his/her social interactions, and the external environment. We
also provided a general CML model for well-being context, and manually specified a set of situations, involving both local
and social context components, that led to specific middleware adaptations and notifications to upper-layer applications.
CAMEO also defines a detailed API in order to provide a complete access to context- and social-aware functionalities to MSN
applications.
Results presented in this paper show the efficiency of CAMEO in collecting and managing well-being context and
supporting the development of MSN applications through real experiments. Currently, we are extending CAMEO in several
directions, from the efficient management of heterogeneous context information (mainly related to heterogeneous sensing
devices) to the implementation of services based on the emerging paradigm of opportunistic computing. To this aim, we are
defining newmechanisms for resource sharing and service composition based on specific evaluations of well-being context
components.
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