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Cílem této práce je vytvořit program, který bude automaticky vytvářet zvolenou úro-
veň dokumentace z informačního systému pro podporu vědy a výzkumu a umožňovat
uživatelský zásah do ní. Zvolený problém jsem vyřešil vytvořením programu v jazyce
PHP, který využívá soukromé Wiki výzkumné skupiny KNOT a vytváří speciální hla-
vičky na určených stránkách. V práci jsem vytvořil detailní návrh postupu generování
a kontroly těchto hlaviček, který dokáže rozeznat uživatelský text v hlavičce a pracovat
s ním. Podle tohoto návrhu jsem implementoval program, který slouží jako platforma
a jeho funkčnost lze rozšířit moduly. Program periodicky kontroluje údaje v informačním
systému, ale i obsah hlaviček, jestli v nich uživatel manuálně nezměnil obsah. Pokud se
v hlavičce nic nezměnilo, tak tyto hlavičky dokáže přeskočit. Toto zkrátilo dobu kont-
roly více než dvojnásobně a umožnilo snadné přidávání funkcionality. Vytvořené řešení
zabraňuje ztrátě uživatelských dat a velmi urychluje a zefektivňuje kontrolu celé doku-
mentace.
Abstract
The goal of this thesis is to create a program which will automatically create selected level
of documentation from an information system for supporting science and research and
enables user intervention. I solved the selected problem with creating a program in the
PHP language which uses a private MediaWIKi which belongs to the KNOT research
group and creates special headers on certain pages. In this work I created a detailed
proposal of the procedure that generates and checks these headers and it can tell apart
user text and work with him. According to this design, I implemented a program that
serves as a platform and its functionality can be expanded by modules. The program
periodically checks the information in the information system, as well as the contents of
the headers, if the user did not manually change the content and if nothing else changed
in the header, these headers can be skipped. This shortened the program running time
more than twice, and has made it easy to add new functionalities. This solution prevents
the loss of user data, greatly speeds up the control of the entire documentation and makes
it more efficient.
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Dnešní svět je založen na technice, vědě a pokroku. Stavíme ty nejvyšší budovy, ty
nejdelší tunely, nejtenčí mobilní telefony a další věci, o kterých se mohlo našim předkům
jenom zdát. Jak se postupy zesložiťují a zasahují do více oborů současně, tak roste po-
třeba po kvalitním dokumentování použitých technologií a postupů řešení. Toto ještě více
platí o výzkumných skupinách působících na univerzitách, které vždy byly průkopníky
a hybateli vědy. Tyto skupiny mohou mít od pár až po několik stovek členů a mohou
pracovat až na desítkách projektů a výzkumů současně. Jelikož tyto vědecké skupiny
většinou pracují na postupech, které před nimi nikdo nikdy nepoužil, nebo nedokázal
použít, tak jejich potřeba vést dobrou dokumentaci je kritická.
Tato práce pojednává o způsobu, jak je možné efektivně automaticky generovat a kon-
trolovat aktuálnost dokumentace projektů, které jsou řešeny univerzitní výzkumnou sku-
pinou, při zachování možnosti zásahu uživatele nebo možnosti kompletní uživatelské
dokumentace. Výsledkem této práce je program, který implementuje navržený způsob
generování dokumentace a je schopný rozlišit vygenerovanou dokumentaci od uživatelské.
Osobně jsem velikým fanouškem techniky. Rád se dozvídám nové věci, zjišťuji jak
tyto věci fungují a nevyhýbám se výzvám. Také rád dělám věci, které se využívají a jsou
užitečné dalším lidem. Proto mě zaujalo toto téma, které představovalo možnost vytvořit
něco, co bude užitečné pro ostatní, a také představovalo výzvu.
Ve 2. kapitole této práce se dozvíte něco o možnostech automatického generování do-
kumentace z informačního systému a základní informace o výzkumné skupině, pro kterou
je program určen. Kapitola 3 popisuje použité technologie, které umožnily vytvoření to-
hoto programu. Dále budou v kapitole 4 popsána data reprezentující obsah, ke kterému
má být vygenerována dokumentace. Tato část popisuje také trend, jakou rychlostí tato
data vznikají. Kapitola 5 popisuje současné řešení a obsahuje návrh nového řešení. Tato
sekce podrobně vysvětluje všechny použité postupy a je kritická k pochopení celé práce.
Kapitola 6 popisuje způsob, jakým byl z návrhu vytvořen funkční program. Na tuto kapi-
tolu navazuje kapitola 7, která se zabývá testováním vytvořeného programu. A na závěr





systému pro podporu vědy
a výzkumu
Výzkumné skupiny jsou často tvořeny mnoha členy a zabývají se širokou škálou projektů
a výzkumů. Je nutné dobře evidovat informace, postupy a výsledky všech výzkumů,
stejně jako je nutné evidovat zadané úkoly a vykonanou práci. Pro správu všech těchto
dat se používají informační systémy. Někdy ovšem samotný informační systém nestačí,
například pokud je nutné mít složitější dokumentaci k řešeným projektům nebo je po-
čet projektů tak vysoký, že uložení dokumentace uvnitř informačního systému by bylo
nepraktické.
2.1 Systém pro podporu vědy a výzkumu KNOTIS
Výzkumná skupina znalostních technologií (dále jen KNOT) je jedna z nejmladších
výzkumných skupin na Fakultě informačních technologií Vysokého učení technického
v Brně. Zaměřuje se hlavně na zpracování přirozeného jazyka pomocí automatizova-
ných nástrojů, následné bezprostřední začlenění do uživatelských rozhraní a na interakcí
člověka s počítačem.
KNOT se zabývá širokou škálou projektů a na jejich řešení se podílejí především
studenti pod vedením odborných pracovníků. Díky tomuto přístupu je nutné evidovat
úkoly zadané jednotlivým řešitelům, prostředky, které mají k dispozici, a práci, kterou
vykonali. Také je nutné uschovávat projekty i po skončení jejich řešení, aby případní jiní
zájemci mohli v projektu pokračovat a měli přehled o práci svých předchůdců.
Pro tyto potřeby vyvinula skupina KNOT vlastní informační systém nazvaný KNO-
TIS. V KNOTIS jsou vedeny základní informace o skupinách projektů a projektech,
jako je třeba datum zahájení, ukončení, informace o řešitelích, atd. Také jsou v něm ulo-
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ženy úkoly pro jednotlivé řešitele, přehled změn stavů úkolů a odeslané pracovní výkazy.
Všechny tyto informace jsou v něm trvale uloženy až do doby, než je administrátor ručně
odstraní. Díky tomuto přístupu a velkému počtu projektů není praktické do něj ukládat
obsáhlou dokumentaci. Proto byl pro tvorbu a aktualizaci dokumentace vytvořen jiný,
alternativní způsob uložení.
2.2 Generování dokumentace pomocí speciálních hlaviček
Jedním z alternativních způsobů generování a udržování aktuální dokumentace je au-
tomatické generování pouze základních informací o dokumentovaném subjektu, které
se vezmou z informačního systému, a zbytek dokumentace vytvoří a udržuje řešitel sám.
KNOT používá tento způsob dokumentace, kdy se z KNOTIS načtou potřebné in-
formace, upraví se do požadovaného formátu a ve formě speciální hlavičky se uloží jako
záhlaví WIKI stránky do soukromé WIKI výzkumné skupiny KNOT (dále jen KNOT
WIKI). KNOT WIKI působí jako sklad dokumentace s rozsáhlými možnostmi editace,
správy a vedení historie jednotlivých stránek.
V současné době výzkumná skupina KNOT používá pro automatické generování
a kontrolu dokumentace program, který byl výsledkem diplomové práce Aleše Vavřínka
[11]. Tento program byl vytvořen v roce 2011 v době, kdy byl informační systém KNOTIS
ve vývoji a nebyl ještě zcela dokončen. Program vytváří speciální hlavičky, jak bylo
popsáno výše, umí kontrolovat aktuálnost skupin projektů, projektů, úkolů a výkazů
řešitelů. Reálně se dnes používá pouze kontrola skupin projektů a projektů. Toto se dá





Pro vytvoření této práce bylo použito hned několik technologií a postupů. Ty nejdůleži-
tější budou popsány dále v textu.
3.1 PHP
Pro implementaci mého programu jsem zvolil jazyk PHP. PHP je všestranný a rychlý
skriptovací jazyk, který je v současné době používán převážně pro tvorbu dynamických
webů. Dá se také využít pro tvorbu klasických desktopových nebo konzolových aplikací.
Skript v PHP je možné volat z příkazového řádku, nebo pomocí webového serveru, kde
jsou skripty uloženy a zpracovány na straně serveru [6].
PHP jsem si pro implementaci vybral z několika důvodů. Tím největším bylo to, že
tento jazyk dobře znám a informační systém KNOTIS je v něm také napsán. Dalším
důvodem bylo, že je k dispozici nová verze tohoto jazyka, která značně vylepšuje jeho
výkon. Neposledním důvodem je fakt, že tato verze je přítomna jako základní verze skoro
ve všech nových operačních systémech.
Touto novou verzí je PHP verze 7, která běží na úplně novém jádře, které posky-
tuje spoustu nových funkcionalit a nabízí razantně zvýšený výkon a sníženou paměťovou
náročnost [3]. Také umožňuje deklaraci typu předávaného argumentu, typu návratové
hodnoty funkce, přidává lepší práci s výjimkami a kritickými chybami [8]. Všechny tyto
vlastnosti jsou užitečné pro vytvoření programu, který načítá velké množství dat, komu-
nikuje s API1 a kontroluje stovky stránek.
3.2 phpDocumentor
PhpDocumentor zkráceně phpDoc je volně dostupný program, který slouží pro automa-
tické generování dokumentace souborů v jazyce PHP [2]. Tato dokumentace je genero-
vána v podobě webových stránek. Uživatel má na výběr z několika předloh a vzhledů
těchto stránek. Pro jeho použití je potřeba na začátek každého souboru, třídy, funkce
1API – Application Programming Interface (Rozhraní pro programování aplikací)
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nebo metody vložit speciální komentář. Tento komentář může obsahovat popis, vstupní
proměnné, návratový typ, informace o autorovi, atd.
3.3 cURL
Libcurl je knihovna pro jazyk PHP, která byla vytvořena Danielem Stenbergem a slouží
pro příjem a posílání požadavků na server. Knihovna umí využívat celou řádu protokolů,
jako například http, https, ftp, gopher, telnet, dict, file a ldap. Také podporuje certifikáty
HTTPS, posílání formulářů, práci s dočasnými soubory a přihlášení uživatele ke službě
[5]. Díky této knihovně může program posílat požadavky na server a zpracovávat jeho
odpovědi.
3.4 XxHash
Pro zrychlení a zefektivnění kontroly jsem použil postup, při kterém jsem vytvořil mate-
matický otisk celé hlavičky (dále jen hash), nebo její části a porovnal s hashem, který byl
uložen v databázi z předešlé kontroly programu. Tento postup bude podrobněji vysvětlen
v kapitole 5.2.
Pro vytváření hashů jsem zvolil knihovnu Xxhash, kterou pro PHP7 vytvořil Craig
R. Megasaxon a která implementuje algoritmus xxHash vytvořený Yannem Colletem.
XxHash je velmi rychlý ne-kryptografický hashovací algoritmus pracující rychlostí pamětí
RAM [4]. Tato knihovna poskytuje srovnatelnou, nebo lepší kvalitu otisku, co se týče
kolizí a je nesrovnatelně rychlejší než jakákoli zabudovaná hashovací funkce v jazyce
PHP.
3.5 Databázový systém MySQL
Informační systém KNOTIS a KNOT WIKI používají pro uložení svých dat databázový
systém MySQL. MySQL je jedním z nejpopulárnějších multiplatformních volně dostup-
ných databázových systémů používajících jazyk SQL. Je vyvíjen firmou Oracle a je volně
dostupný pod licencí GNU2, nebo také pod placenou komerční licencí.
MySQL používá relační databázový model, což znamená, že data jsou organizována
v relacích. Relace je základní abstraktní pojem relačního modelu a jeho znázornění se
nazývá tabulka [14]. MySQL neukládá data do jednoho velkého souboru, ale ukládá je
do menších souborů, většinou je jedna tabulka uložena v jednom souboru. Díky tomuto
může MySQL dosahovat velmi dobré výkonnosti při práci s objemnými daty. MySQL
může být nasazena na osobním počítači či serveru [12]. Tato vlastnost je dobrá, pokud
uživatel potřebuje pracovat s kopií databáze na svém počítači.
Databáze informačního sytému KNOTIS je velice rozsáhlá a obsahuje tabulky, které
mají i několik miliónů řádků. Proto je při návrhu a implementaci řešení důležité klást
důraz na optimalizaci dotazů i jejich počtu [9].
2GNU – General Public License (Obecná veřejná licence) http://www.gnugpl.cz/v3/
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3.6 Současná verze systému
V současné době běží informační systém KNOTIS a všechny ostatní aplikace skupiny
KNOT na operačním systému Ubuntu ve verzi 14.4. Jádro tohoto systému je již zastaralé
a plánuje se aktualizace na novější verzi systému Ubuntu. S touto aktualizací vyvstala
spousta problémů, protože většina aplikací běží na starých verzích balíků a knihoven.
Kvůli tomuto faktu bylo potřeba upravit informační systém KNOTIS, zejména jeho
rozhraní v PHP, aby bylo kompatibilní s novou verzí systému. Obsahovalo totiž funkce
pro práci s databází, které se již v nové verzi nevyskytují, a funkce pro práci s regulárními
výrazy, které již také byly vyřazeny.
3.7 Media Wiki
KNOT WIKI běží na systému zvaném Media Wiki. Media Wiki je serverově orientovaný
WIKI systém, který je volně k dispozici pod licencí GNU. Tento systém je velmi výkonný
a škálovatelný podle potřeb a rozsahu jeho využití. Byl vytvořen za kombinace jazyka
PHP, který obstarává zpracování vstupů a generování stránek, a databáze MySQL, která
slouží k uložení dat. Media Wiki také používá svou vlastní syntaxi pro formátování dat
na stránce nazvanou WIKI MarkUp.
WIKI MarkUp je založen na jazyce HTML3, a pokud uživatel chce formátovat svůj
text, tak musí tuto syntaxi využít. WIKI pak tuto syntaxi automaticky převede do
HTML a zobrazí. Díky tomuto přístupu může i uživatel neznalý HTML vytvářet na své
WIKI stránce tabulky, odstavce, formátovat písmo a jinak upravovat stránku [1].
Media Wiki také uchovává historii všech změn na stránce a informace o tom, kdo
stránku editoval. Také nabízí širokou škálu oprávnění pro uživatele a jejich správu.
Výzkumná skupina KNOT v současné době používá Media Wiki ve verzi 1.23, která
začíná být zastaralá. V nových verzích se změnil přístup k programům, které pracují
s Media Wiki a automaticky na ní upravují data. Tyto programy se nazývají boti. Také
se změnily některé funkce a parametry rozhraní pro komunikaci s Media Wiki (dále jen
API) a přibylo silné doporučení k požadavkům bota přidávat speciální hlavičku protokolu
HTTP4.
Nyní Media Wiki podporuje možnost vytvořit pro bota speciální identifikátor a heslo.
Díky tomuto se bot již nemusí přihlašovat s údaji jeho majitele nebo se botovi nemusí
vytvářet speciální účet. Botovi se také dají nastavit různá oprávnění pro práci s Wiki
a různé IP adresy, ze kterých se může přihlašovat [10].
Media Wiki API je realizováno jako webové. To znamená, že existuje speciální URL5,
na kterou se posílají požadavky HTTP typu GET. To znamená, že jednotlivé parametry
3HTML – HyperText Markup Language (Hypertextový značkovací jazyk) https://
html.spec.whatwg.org/
4HTTP – Hypertext Transfer Protocol (Internetový protokol určený pro výměnu hypertextových
dokumentů) https://www.w3.org/Protocols/
5URL – Uniform Resource Locator (Jednoznačné umístění zdroje) – je to řetězec, který slouží pro
jednoznačnou specifikaci umístění zdroje na Internetu.
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požadavky jsou součástí adresy. Zde je příklad požadavku, který vrátí obsah stránky
Main Page z anglické verze Wikipedie:
https://en.wikipedia.org/w/api.phpaction=query&titles=Main%20Page
&prop=revisions&rvprop=content&format=php
WIKI tento požadavek zpracuje a pošle odpověď ve formátu, který v požadavku definu-
jeme. V předešlém příkladě by API vrátilo odpověď ve formátu PHP. V nových verzích
Media Wiki bylo mnoho již zastaralých funkcí odstraněno a změnil se i přístup pro
získání obsahu stránky [13].
I kvůli výše zmíněným skutečnostem jsem se po dohodě se svým vedoucím rozhodl
implementovat svou práci pro nejnovější verzi systému Media Wiki a aktualizovat verzi,




Jak bylo popsáno výše, program si bere data z různých částí informačního systému
KNOTIS. Některá data jsou vygenerována automaticky a některá vložena nebo upravena
uživatelem. Tomu také odpovídá různý formát získaných dat.
Data obsahují velkou škálu informací, jako například URL, názvy projektů nebo
skupin projektů, jména, přijení a tituly uživatelů a příznaky, jestli je uživatel vedoucím
nějakého projektu či skupiny projektů. Také jsou v datech uloženy informace o důležitých
datech, jako jsou začátky a konce řešení projektů. Dále jsou uloženy úkoly pro řešitele
s historii jejich stavů, pracovní výkazy řešitelů, informace o přidělených prostředcích,
oprávnění pro jejich používání a mnoho dalších informací. Na přiloženém paměťovém
médiu v originálu této práce je pak uloženo detailní schéma databáze informačního
systému KNOTIS.
K této rozmanitosti dat tu je i občasná zmatečnost informačního systému KNOTIS,
kdy některé názvy stavů jsou uloženy v databázi a některé jsou uloženy v konfiguračním
souboru.
Dalším příkladem zmatečnosti dat je nejednotnost uložených URL Wiki stránek.
Automaticky vygenerované adresy ve formuláři v sobě obsahují jméno nebo zkratku
daného projektu, či skupiny projektů. Tady nastává komplikace, že uživatel může změnit
adresu v KNOTIS ručně a nemusí dodržet velká a malá písmena. Toto může způsobit
problémy například v procesu, kdy se porovnává URL s adresami, které jsou uloženy
v KNOTIS jako adresy, na kterých se nemá nic generovat, ani k nim přistupovat (dále
jen WIKI výjimky). Tyto adresy mají jiný formát než adresy pro projekty nebo skupiny
a všechny tyto adresy může uživatel upravit.
Trochu vzácnějším příkladem nejednotnosti URL je jejich kódování. Drtivá většina
URL uložených v KNOTIS je ve standardním formátu, kromě pár výjimek, které byly
převzaty ještě z předešlého informačního systému a obsahují české znaky uložené v kó-





Jak bylo zmíněno v kapitole 2.1, v informačním systému KNOTIS jsou uloženy i projekty,
jejichž řešení již skončilo, což znamená, že je v něm uložena velká spousta dat, jak je
vidět v tabulce 4.1. V tabulce je také vidět, že více projektů může sdílet 1 Wiki stránku
nebo projekt může mít vypnuté generování. To znamená, že na 1 stránce může být 0..N
hlaviček.
Název Počet v KNOTIS Má zapnuté generování Unikátní Wiki adresy
Skupiny projektů 10 10 10
Projekty 619 502 496
Tabulka 4.1: Počet projektů a skupin projektů, které jsou uložené v informačním sys-
tému KNOTIS. Tabulka také ukazuje počet vygenerovaných hlaviček a unikátních WIKI
stránek, které se mají kontrolovat.
Na obrázku 4.1 je vidět stoupající tendence zadávání projektů v systému KNOTIS.
Díky této statistice můžeme odhadnout, jakým tempem bude přibývat projektů a jaké
nároky budou v budoucnu kladeny na automatické generování dokumentace a na doku-
mentaci samotnou.
Obrázek 4.1: Ukázka počtu zadaných projektů za rok do informačního systému KNOTIS




dokumentace a návrh nového
systému na generování
dokumentace
Tato kapitola popisuje problémy současného systému pro generování dokumentace, dů-
vody, které vedly k jeho nahrazení, a návrh nového systému.
5.1 Problémy současného generování hlaviček
Hlavním problémem současného řešení je veliká chybovost programu, který nebyl scho-
pen ani za optimálních podmínek správně generovat dokumentaci z e-mailů, ani z infor-
mačního systému. U generování úkolů a výkazů se k tomu přidal i špatný návrh, který
nezahrnoval generování všech potřebných informací a generoval příliš složitou strukturu.
Generování a kontrola skupin projektů a projektů také není bez chyb. Největším
problémem je, že program nedokáže rozeznat změnu v databázi od změny provedené
ručně uživatelem. Program pozná, že se něco změnilo, a vytvoří poznámku, což někdy
může být velmi matoucí a zbytečně zahlcuje hlavičku. Na obrázku 5.1 je vidět ukázka,
kdy došlo ke změně v databázi, omylem se změnilo jméno řešitele a program vytvořil
zbytečné poznámky, které znepřehledňují celou hlavičku.
I zde se projevuje chybovost programu, kdy po kontrole hlavičky je hlavička zane-
chána „rozbitá“. Toto například znamená, že projektu může chybět nějaká značka HTML.
V tomto textu i v samotném návrhu používám slovo tag, které v nich označuje element
pro komentář jazyka HTML, který obsahuje speciální text. Například tag automaticky
generované sekce znamená následující komentář HTML v textu:
<!-- Začátek automaticky generované sekce -->
Tagy nemusí být jenom komentáře HTML, v takovém případě bude tvar tagu explicitně
uveden.
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Obrázek 5.1: Ukázka zbytečných poznámek, které tvoří současná verze programu pro
automatické generování dokumentace.
V hlavičce také často chybí tag s identifikačním číslem nebo se v hlavičce opakuje
tag začátku hlavičky. Toto je k vidění například na obrázku 5.2. Na tomto obrázku je
vidět další nedostatek, tentokrát v návrhu, kdy se nadpis projektu generuje před jeho
identifikátorem. Toto se mi zdá nelogické a nešťastné řešení.
Program také disponuje malou granularitou nastavení kontroly jednotlivých sekcí.
Jde zapnout, nebo vypnout kontrolu pouze celých celků, jako jsou skupiny projektů
projekty, úkoly a výkazy. Toto je problém, pokud chceme měnit generování pouze men-
ších celků, třeba vypnout generování 20 projektů, a nechceme ručně psát do WIKI tag
negenerovat, což je velmi nepraktické.
Uživatel může na začátek stránky umístit speciální tag NEGENEROVAT, který programu
řekne, že tuto stránku nemá kontrolovat a má jí vynechat. Tuto proceduru jsem navrhl
pro případ, že uživatel nechce, aby program z nějakého důvodu tuto stránku kontroloval
a zároveň nemá dostatečná oprávnění, aby to nastavil v informačním systému KNOTIS.
Toto se kontroluje na všech zpracovávaných stránkách.
Posledním a podle mého názoru nejhorším nedostatkem programu je jeho implemen-
tace. Kód obsahuje funkce, které nemají použitelnou dokumentaci a obsahují stovky
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Obrázek 5.2: Ukázka špatného návrhu současného programu na generování dokumentace,
kdy se nadpis generuje před identifikátorem projektu. Obrázek také ukazuje chybějící
identifikátor u prvního projektu a duplikaci tagu začátku automaticky generované sekce.
řádků někdy i opakujícího se kódu. Na tomto se také podepsal fakt, že tento program se
pokoušelo opravit již několik lidí. To znamená, že původní dokumentace k jeho funkčnosti
a jednotlivým funkčním blokům je neaktuální a skoro nepoužitelná.
Po nastudování celé problematiky a příslušných prerekvizit jsem se rozhodl, že bude
lepší navrhnout a implementovat úplně nový systém generování a kontroly dokumentace.
Tento systém využívá, stejně jako jeho předchůdce generování dokumentace pomocí spe-
ciálních hlaviček WIKI stránek. Ze starého systému jsem také převzal vzhled hlaviček,
generované informace a vzhled tabulku zachycující změny oprávnění prostředků. Tyto
věci jsou podle mého názoru dobré a uživatelé jsou na ně zvyklí.
5.2 Návrh nového systému
Před začátkem návrhu jsem si ujasnil jednu základní věc. Není možné v jedné práci vytvo-
řit kvalitní a spolehlivý systém, který bude generovat dokumentaci ze všech dat z KNO-
TIS a e-mailů, neboť samotná problematika mapování e-mailů ke správným projektům
a rozpoznání užitečného obsahu v e-mailu je netriviální. Proto jsem se rozhodl svůj
program implementovat jako platformu, která bude poskytovat metody pro komunikaci
s Media Wiki API, metody pro statistiku programu, pro zpracování chyb a komunikaci
s databází. Do této platformy lze připojit moduly, které slouží pro kontrolu a generování
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jednotlivých hlaviček. Například modul projekty slouží pro kontrolu a generování všech
projektů z informačního systému KNOTIS.
Kvůli tomuto přístupu jsem musel tuto platformu navrhnout tak, aby měla jasně
danou strukturu, bylo možné se v ní snadno orientovat a přidání modulu nebylo složité.
Proto jsem systém navrhl a implementoval pomocí objektového návrhu. Díky tomuto
přístupu může být každý modul implementován jako třída. Tato struktura je znázorněna
v obrázku 5.3. Moduly tedy lze přidávat postupně a v libovolném pořadí.
Obrázek 5.3: Diagram tříd, který ukazuje vazby mezi třídami použitými v novém pro-
gramu.
Nejdůležitější částí návrhu je postup, jak rozeznat text ručně upravený uživatelem
od změny v databázi a neztratit žádný text dopsaný nebo změněný uživatelem. Navrhl
jsem univerzální postup, který je možno použít u jakéhokoli řádku v hlavičce. Tento
postup využívá hashování obsahu řádku a porovnávání s hashem vytvořeným při minulé
kontrole. Také zajišťuje, že program je na rozdíl od jeho předchůdce schopný rozeznat
uživatelský text a zachovat se podle toho. Toto je možné vidět v diagramech aktivit,
které budu popisovat dále v textu.
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Při návrhu tohoto postupu jsem také navrhl vylepšení, jak lze celou kontrolu zrych-
lit. Opět bylo použito hashování, ale tentokrát za použití dvou hashů. Jeden hash se
počítá z WIKI a jeden z databázových dat. Díky porovnání s hashi z minulé kontroly
je program schopen přeskočit hlavičky, které neobsahují žádnou změnu, a značně tak
zrychlit kontrolu oproti předchozí verzi programu. Tento postup je s různými úpravami
použit ve všech kontrolovaných hlavičkách – viz diagramy aktivit, které budou popsány
dále v textu.
5.3 Návrh pomocí diagramů aktivit
Po začátku návrhu vyšlo najevo, že tento návrh bude kvůli rozmanitosti použitých dat
složitý a obsáhlý. Proto jsem pro vytvoření efektivního řešení použil návrh pomocí di-
agramů aktivit (dále jen diagramů). Hlavní přínosy tohoto přístupu jsou, že je snadno
pochopitelný, velice názorný a pokud je podle něj implementován program, tak tyto
diagramy slouží jako velice dobrá dokumentace [7].
Všechny diagramy jsou umístěny jako přílohy k této práci a rozděleny do sekcí. Sekce
se nazývají podle modulu, který zobrazují. Pod nadpisem každé sekce budou nadpisy
všech diagramů, které patří do dané sekce. Každý diagram obsahuje na svém začátku
komentář se svým názvem a krátkým popisem. V textu se budu vždy odkazovat na nadpis
celého modulu.
5.4 Celkový průběh
Diagram Celkový průběh A.1 ukazuje obecnou strukturu průběhu celého programu,
stejně jako zpracování a uložení statistik a chyb. První část diagramu popisuje nezbytné
kroky, které jsou potřeba pro běh programu, jako je přihlášení do Wiki, databáze, na-
čtení nastavení a kontrolu úspěšného provedení všech těchto akcí. V levé dolní části
jsou zobrazeny jednotlivé moduly programu. V pravé dolní části se nachází zpracování
statistik, chyb a jejich logování.
5.5 Kontrola začátku stránky
Diagram Kontrola začátku stránky A.2 znázorňuje návrh kontroly začátku stránky.
Na úplném začátku stránky se musejí nacházet speciální tagy __NOTOC__NOTITLE__,
které WIKI řeknou, že nemá generovat tabulku obsahu stránky a nadpis stránky. Toto
zajišťuje, že na začátku stránky je naše speciální hlavička s námi vygenerovaným nadpi-
sem a ne automaticky vygenerovaným WIKI nadpisem, který se bere z adresy stránky.
Poté se kontrolují tagy automaticky generované sekce, které ohraničují hlavičku. Mezi
speciálními tagy a hlavičkou může být uživatelský text. Toto jsem do návrhu zakompo-
noval proto, kdyby uživatel chtěl na úplný začátek dopsat nějaké důležité informace.
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5.6 Kontrola nadpisu
Diagram Kontrola nadpisu A.2 znázorňuje kontrolu nadpisu hlavičky. Navrhl jsem po-
stup, který nejprve zkontroluje, jestli má nadpis správné tagy. V případě nadpisu stránky
nebo modulu == Nadpis ==. Poté zkontroluje text nadpisu. Pokud tento postup zjistí,
že se text nadpisu liší a byl upraven uživatelem, tak vytvoří o této události poznámku
s textem změněného nadpisu a nadpis stránky opraví.
5.7 Kontrola struktury tagu
Diagram Kontrola struktury tagu A.2 znázorňuje kontrolu struktury tagu. Tento modul
je navržený tak, že kontroluje, jestli se text nachází mezi správnými tagy. Pokud jsou
tagy jen poškozené, tak je tento modul umí opravit.
5.8 Kontrola výskytu
Diagram Kontrola výskytu A.2 znázorňuje kontrolu výskytu určitých dat v datech hla-
vičky. Tento modul zabraňuje znovu vytvoření a následné duplikaci dat, kdy se nějakým
způsobem, třeba zásahem uživatele, dostane před hledaná data v hlavičce jiný text. Po-
kud se hledaná data nenacházejí v hlavičce, modul vrátí nenalezeno. Jinak vrátí nalezená
data a data, která se nacházela před nimi. Pokud se ovšem před hledanými daty nachází
klíčové slovo, pak modul tuto hlavičku identifikuje jako poškozenou, vrací stav nenale-
zeno pro modul, který jej volal, a zaznamená varování. Klíčové slovo je speciální slovo,
které identifikuje řádek s daty a říká nám, jaká data máme na řádku očekávat. Vždy
máme v hlavičce jen jedno klíčové slovo jednoho druhu, například Vedoucí, Řešitel, atd.,
jak můžeme vidět na obrázku 6.7.
5.9 Seznam skupin projektů
Diagram Project Groups A.3 znázorňuje modul pro generování a kontrolu stránky se se-
znamem skupin projektů (Project Groups). Jedná se o speciální stránku, která zobrazuje
všechny skupiny projektů z KNOTIS. Tato stránka byla v minulosti vytvářena ručně.
To nebylo praktické, a proto jsem navrhl modul, který toto bude dělat automaticky.
Tento modul je znázorněn na diagramu Project Groups A.3. První část diagramu
obsahuje načtení informací z databáze a zjištění, jestli stránka na dané adrese již existuje.
Pokud neexistuje, tak bude vytvořena. Návrh vytvoření stránky je vidět na diagramu
A.3 Vytvoření stránky Project Groups.
Pokud stránka existuje, tak se zkontroluje její obsah. Tento postup je vidět v levé
dolní části diagramu pro kontrolu modulu Project Groups. Načtou se data stránky a kon-
troluje se tag negenerovat.
V tomto modulu jsem nepoužil hashování celé hlavičky, protože počet skupin projektů
se pohybuje do desítky a nijak výrazně by to nezrychlilo kontrolu této jedné stránky,
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naopak by to zbytečně zkomplikovalo návrh. Modul naopak podporuje možnost změny
adresy a nadpisu stránky z informačního systému KNOTIS.
5.10 Skupiny projektů
Diagram Skupiny projektů A.4 znázorňuje modul pro kontrolu skupin projektů. Skupin je
v KNOTIS uloženo do desítky a v dlouhodobém horizontu se neplánuje nějaké drastické
navýšení. Oproti starému programu jsem do návrhu zakomponoval možnost, že na jedné
stránce může být hlavička skupiny projektu, ale i hlavička projektu. Díky této funkci
jsem nemohl vypočítat hash celé automaticky generované sekce a kontrolovat jenom jeho
změnu. Musely by se načítat data pro skupiny a projekty pro každou URL zvlášť, což
by bylo výpočetně náročné. Místo toho se načtou data skupin nebo projektů a seriově
se kontrolují nejprve hlavičky skupin, a pak až hlavičky projektů. Toto také umožňuje
řadit hlavičky. Nejprve budou uvedeny hlavičky skupin a pak hlavičky projektů.
Doposud se v tomto dokumentu používal pojem hlavička pro popis speciální hlavičky
na začátku WIKI stránky, protože to bylo lépe pochopitelné. V kontrole a generování
hlaviček se ale často setkáváme s tím, že se ve WIKI hlavičce vyskytuje více hlaviček.
Kvůli lepší orientaci se dále v textu bude označovat speciální hlavička na začátku WIKI
stránky automaticky generovanou sekcí a hlavičkou bude míněna hlavička projektu, sku-
piny projektů, atd, která je umístěna v této automaticky generované sekci.
Horní část diagramu popisuje načítání dat skupin projektů. Nejprve modul načte zá-
kladní data, jako je ID, URL, název a všechny hashe skupin. Poté skupiny seskupí podle
URL, zkontroluje, jestli se URL nevyskytuje ve WIKI výjimkách, a kontroluje postupně
všechny URL. Pokud není adresa ve výjimce, načtou se podrobná data všech skupin,
které mají být na tomto URL přítomny. Tento způsob načítání dat jsem navrhl pro op-
timalizaci výkonu, kdy se snažím o rovnováhu objemu načtených dat a počtu přístupů
do databáze, které jsou časově náročné. Poté následuje kontrola existence stránky.
Pokud stránka neexistuje, tak je vytvořena, jak ukazuje diagram vytvoření stránky
skupiny projektů A.4. Tento diagram by se dal rozdělit na dvě sekce. Pravou pro pří-
pad, kdy na tomto URL máme vytvořit jednu skupinu. A levou pro případ, kdy máme
na tomto URL vytvořit více skupin. Všechny moduly jsou navrženy tak, že evidují sta-
tistiky práce s každou samostatnou hlavičkou, tzn. dobu od začátku zpracování po konec
zpracování hlavičky.
Pokud stránka existuje, tak se zkontroluje její obsah podle dolní části diagramu
skupina projektů A.4. Modul načte všechny hlavičky v automaticky generované sekci
a zkontroluje hlavičky skupin projektů. Zde jsem pro urychlení kontroly navrhl postup,
kdy se vypočítá hash celé načtené hlavičky a druhý hash, který se vypočítá pouze z dat
načtených z databáze, a poté se tyto hashe porovnají s hashi uloženými z minulé kontroly
programu. Pokud se rovnají, tak modul ví, že se hlavička nezměnila a může ji přeskočit.
Jelikož se hlavičky skupin často nemění, tak tento postup zrychlí celý modul. Pokud se
ale hashe nerovnají, tak modul hlavičku zkontroluje. Kontroly hlaviček modulů jsou pro
lepší orientaci a přehlednost rozděleny do subdiagramů. Jako první se kontroluje řádek
s nadpisem skupiny. Tento postup je zobrazen diagramem kontrola nadpisu A.2 a byl
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popsán v sekci Kontrola nadpisu. Další kroky kontroly hlavičky budou popsány dále
v textu.
Po těchto kontrolách se sestaví automaticky generovaná sekce, kde se nejprve vloží
hlavičky skupin projektů seřazené podle abecedy. Pokud jsou přítomny, tak se vloží seřa-
zené hlavičky projektů. Přidá se text, který má být přemístěn z hlavičky pod automaticky
generovanou sekci a na závěr se přidá zbytek stránky, který byl umístěn pod touto auto-
maticky generovanou sekcí před kontrolou. Až modul zkontroluje všechny URL uložené
v databázi, tak se ukončí a program spustí další modul, pokud je přítomen. Tento postup
je vidět v pravé části diagramu.
Kontrola vedoucího
Dále se kontroluje vedoucí skupiny projektů. Tento modul je zobrazen diagramem Kont-
rola vedoucího A.4 a používá se i pro kontrolu vedoucího projektu. Modul porovná údaje
vedoucího, načtené z WIKI, s daty načtenými z databáze. Pokud se nerovnají, tak se
nejprve podívá, v čem se liší. Pokud se liší pouze v titulu, titul je opraven na hodnotu
z databáze. Tato vlastnost modulu byla navržena z důvodu, že změny titulu se budou
u vedoucích provádět nejčastěji. Pokud se liší v něčem jiném, tak modul vypočítá ha-
she a zjistí, jestli uživatel něco nezměnil ručně. Pokud ano, tak vytvoří poznámku, že
uživatel změnil vedoucího. Vždy budeme mít pouze jednu tuto poznámku. Nemůže se
tedy stát, že se pod vedoucím bude vyskytovat více těchto poznámek za sebou. Toto
je z důvodu, že když se provede změna pouze v databázi, tak modul vytvoří jinou po-
známku, a to poznámku Předchozí vedoucí. Program nově obsahuje postup pro vedení
historie vedoucích. Pokud již vedoucí je v předchozích vedoucích, tak se zkontroluje ak-
tuálnost dat v poznámce, jako je titul, jméno, příjmení a identifikátor. Ostatní vedoucí
v poznámkách se nekontrolují, protože se tato historie uchovává pouze ve WIKI a ne
v databázi. Pokud bychom chtěli kontrolovat i jejich data, tak by je modul musel najít
a načíst z databáze, což by bylo velice výpočetně náročné a běh programu by se značně
prodloužil. Po všech těchto úkonech modul opraví data vedoucího.
Kontrola Redmine
Redmine je volně dostupný nástroj pro správu úkolů a sledování chyb projektů. Vý-
zkumná skupina KNOT má tento nástroj nainstalovaný na svém serveru, protože některé
skupiny projektů a projekty tento nástroj používají. Jeho využití je výhodné zejména
u velkých projektů s mnoha úkoly, jejichž správa by v KNOTIS nebyla přehledná. V da-
tabázi je uložena URL, která slouží pro přístup do daného projektu. Starý program
nepodporovat generování a kontrolu této informace v hlavičce.
Diagram Kontrola Redmine A.4 zobrazuje modul pro kontrolu adresy do Redmine.
Tento modul se využívá v kontrole skupiny i projektu. Jak bylo řečeno výše, tak tento
nástroj používají jen některé skupiny a projekty. Proto jsem navrhl postup, který když
není odkaz na Redmine v databázi, tak ho v hlavičce nevytvoří. Takto jsem se vyhnul
zbytečnému řádku v hlavičce, který by byl u většiny hlaviček prázdný.
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Problematickým bodem tohoto postupu je kontrola hlavičky, ve které se nachází
odkaz do Redmine, který ale již není v databázi. Pak může být řádek identifikován jako
text navíc a přesunut pod automatiky generovanou sekci. Pro tento účel jsem vytvořil
další postup, který se nachází v pravé části diagramu.
Nejprve se modul podívá, jestli je uložen hash z minulé kontroly. Pokud není, tak vy-
tvoří poznámku Uživatel přidal Redmine ručně. Pokud je uložen hash poslední kontroly,
tak vypočítá hash z dat a porovná ho s hashem poslední kontroly. Pokud se nerovnají,
tak se vytvoří poznámka Uživatel upravil Redmine ručně. Tento postup také počítá i s va-
riantou, že se může odkaz na Redmine opět do databáze přidat.
Kontrola Externí URL
Některé projekty v informačním systému KNOTIS mají svoji vlastní webovou stránku,
která leží mimo KNOTIS a KNOT WIKI. Doposud tento údaj nebyl nikde systematicky
uložen. Proto jsem vytvořil v databázi sloupce pro tyto adresy a vytvořil modul, který
je bude generovat a kontrolovat v hlavičkách skupin projektů a projektů ve WIKI.
Tento modul je popsán diagramem Kontrola externí URL A.4 a využívá se v kontrole
skupin projektů a projektů. Skupina projektů může mít také externí URL.
Postup kontroly je stejný, jako u kontroly Redmine.
Kontrola Prostředků
Skupiny projektů a projekty mohou mít přidělené prostředky na serverech výzkumné
skupiny KNOT. Ve WIKI hlavičce se vytváří speciální tabulka, do které jsou zazna-
menány aktuální stavy prostředků. Jako je název prostředku, cesta k prostředku, jaké
oprávnění mají skupiny nebo projekt k danému prostředku, ke kterému projektu daný
prostředek patří a název serveru, kde je prostředek umístěn.
Kolonka pro oprávnění je speciální, obsahuje totiž historii stavů oprávnění. Opráv-
nění může nabývat třech stavů: žádné, čtení, zápis. Oprávnění žádné znamená, že projekt
nebo skupina měly v minulosti přístup k tomuto prostředku, ale tento přístup jim byl
odebrán. Toto má ale nevýhodu v tom, že nevíme, jestli měl projekt v minulosti právo
zápisu nebo čtení. Pro tento účel jsem převzal postup, který využívá starý program
pro generování dokumentace [11]. Pokud měl někdy projekt právo zápisu, tak po změně
oprávnění se k názvu oprávnění přidá „* “, jak je vidět v tabulce 5.1, nebo v diagramu
Kontrola prostředků A.4, který zobrazuje modul pro kontrolu a generování tabulky pro-
středků. Tento modul je využíván v modulech pro kontrolu skupiny projektů a projektů.
Horní část diagramu znázorňuje postup pro zjištění, jestli se v hlavičce tabulka nachází
a jestli její záhlaví má správný formát. Prostřední část diagramu znázorňuje postup
načtení dat tabulky a vypočítání hashů. Modul vypočítá hash dat načtených z WIKI
a hash dat načtených z databáze. Porovná tyto dva hashe a pokud se oba rovnají, tak
přeskakuje tabulku, protože se v ní nic nezměnilo. Pokud se ale hashe nerovnají, kont-
roluje jednotlivé řádky tabulky. Toto je znázorněno v dolní části diagramu a používají
se l tomu postupy popsané výše v textu.
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Tabulka 5.1: Tabulka pro změny oprávnění v tabulce prostředků. Tento postup byl pře-
vzat z diplomové práce pana Aleše Vavřínka [11].
Kontrola projektů Skupiny projektů
Diagram Kontrola projektů skupiny projektů A.4 zobrazuje modul pro kontrolu odkazů
na projekty, které patří pod skupinu projektů. Vrchní část diagramu zobrazuje postup,
který nejprve nečte všechny odkazy na projekty a zjistí, jestli se změnila nějaká data. Je
použit postup s vypočítáním hashů dat z WIKI a databáze, jako u kontroly prostředků.
Pokud se nic nezměnilo, modul odkazy na projekty přeskočí. Jelikož skupiny mohou
obsahovat i stovky projektů, tak tento způsob celou kontrolu hlavičky značně zrychluje.
Pokud se něco změnilo, tak modul přistupuje ke kontrole každého řádku s odkazem. Toto
je zobrazeno v levé dolní části diagramu.
Mnou navržený postup umí rozeznat, jestli je odkaz vnitřní, tedy vede na nějakou
WIKI stránku v KNOT WIKI, nebo vnější a vede na nějakou jinou URL. Media Wiki
tyto odkazy umí barevně odlišit, takže uživatel na první pohled vidí, jestli je to WIKI
stránka nebo nějaký externí odkaz. Nově navržený postup také umí rozeznat a opravit
odkazy, které mají rozbitou strukturu. Odkaz s rozbitou strukturou bude přemístěn
na konec do sekce nazvané Nekonzistentní projekty a na jeho místo bude vygenerován
nový odkaz se správnou strukturou. Díky tomuto neztratíme žádná uživatelská data
a opravíme chybné odkazy. Uživatel WIKI pak bude moci sám rozhodnout, jestli tyto
nekonzistentní odkazy chce v hlavičce nechat, nebo je vymaže. Další novinkou je, že
pokud byl projekt již vymazán z databáze, tak modul tento odkaz přesune do sekce pro
Projekty navíc. Díky tomuto se na stránce skupiny projektů uchovají i staré projekty.
Samozřejmostí je oprava neaktuálních dat v odkazu. Zde se nekontroluje uživatelský
obsah. Toto řešení jsem zvolil z důvodu, že stránky skupin projektů působí jako takový
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rozcestník s ukazateli na stránky jednotlivých projektů, které jsou uloženy v informačním
systému KNOTIS, a nechtěl jsem do této sekce, kde již teď je velmi mnoho odkazů,
vkládat další zbytečný obsah. Pokud by ale uživatel chtěl umístit nějakou svou důležitou
poznámku, má možnost ji umístit pod odkaz na projekt na dalším řádku. Kontrola tuto
poznámku bude ignorovat a přidá ji zpátky pod projekt. Toto řešení považuji za dobrý
kompromis mezi přehledností této sekce a možností uživatelského textu.
Po skončení kontroly všech odkazů budou odkazy nejprve seřazeny podle jejich stavu,
kdy pořadí je následující: Řešený, Ukončený, K rozhodnutí, Nezadaný. Poté budou se-
řazeny podle abecedy. Toto řazení probíhá pro každý stav samostatně. Poté se přidají
projekty navíc a projekty s nekonzistentní strukturou, jak je vidět v pravé dolní části
diagramu. Pokud máme nějaký nekonzistentní projekt, tak modul vytvoří varování.
5.11 Projekty
Diagram Projekty A.5 znázorňuje modul pro kontrolu projektů. Projektů jsou v infor-
mačním systému KNOTIS uloženy stovky a toto číslo každoročně narůstá, jak bylo vidět
na obrázku 4.1. Jako v případě modulu pro kontrolu skupin i tento modul počítá s mož-
ností hlaviček skupin a projektů na jedné stránce. Kvůli tomuto se nepočítá hash celé
automaticky generované sekce, jak bylo popsáno v kontrole skupiny projektů.
Jak bylo popsáno výše, kvůli velkému množství dat jsem navrhl postup, který na-
čítá projekty a jejich data postupně. Tento postup je znázorněn v horní části diagramu.
Nejprve se načte identifikátor a URL všech projektů z databáze, které mají zapnuté ge-
nerování hlavičky projektu. Poté se projekty seskupí podle URL a vyjmou se URL, které
jsou umístěny ve WIKI výjimkách. WIKI výjimky a jejich funkce byly popsány v kapi-
tole Data 4. Následně se vezme N URL a pro ty se načtou podrobná data všech projektů,
které jsou na těchto URL přítomny. Díky tomuto postupu vždy pracujeme pouze s N
projekty, což snižuje paměťovou náročnost programu a zlepšuje výkon programu. Nevý-
hodou je, že musíme přistupovat vícekrát do databáze. Proto je nutné najít N takové,
aby bylo co nejméně přístupů do databáze a modul nepracoval s velkým množstvím dat.
Hledání N bude více rozebráno v sekci Testování 7. Po načtení podrobných dat modul
sekvenčně kontroluje jedno URL po druhém.
když stránka na daném URL neexistuje, modul ji vytvoří. Toto je znázorněno diagra-
mem Vytvoření stránky projektu A.5. Postup vytvoření stránky závisí na počtu hlaviček
projektů, které se mají vytvořit. Situaci, kdy se má vytvořit pouze jedna hlavička, zobra-
zuje pravá část diagramu. Nejprve modul zjistí, jaké má projekt v informačním systému
KNOTIS nastaveno generování. Ve staré verzi programu šlo nastavit, pouze to zde se má
generovat hlavička se všemi informacemi, nebo jenom hlavička s nadpisem. Nyní návrh
počítá s pěti úrovněmi generování:
∙ Negenerovat nic
∙ Generovat nadpis
∙ Generovat Hlavičku + Nadpis
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∙ Generovat Hlavičku + Nadpis + Úkoly
∙ Generovat Hlavičku + Nadpis + Úkoly + Výkazy.
Tato informace je uložena v databázi. Úkoly je modul programu, který bude popsán
dále v textu. Návrh počítá s možností přidání dalších modulů a možností generování.
Pokud má hlavička nastaveno generovat jenom nadpis, tak se vygeneruje hlavička
s identifikátorem a nadpisem. Pokud se má generovat celá hlavička, tak se k nadpisu
přidají další údaje, jako je třeba vedoucí projektu, řešitelé projektu (projekt může mít
0..N řešitelů), datum začátku a ukončení řešení projektu, typ projektu, odkaz na Red-
mine (pokud ho má projekt nastaven), externí URL (pokud existuje), tabulku prostředků
a pokud máme generovat i úkoly nebo výkazy, tak odkazy na jejich stránky. Pokud máme
na WIKI stránce generovat více než jednu hlavičku, modul nejprve seřadí hlavičky podle
názvu a zkratky a pak je jednu po druhé vygeneruje podle postupu pro generování jedné
hlavičky, který byl popsán výše.
Když stránka na daném URL existuje, modul zkontroluje tag negenerovat a pokud
není přítomen, začne s kontrolou podle dolní části diagramu Projekt. Kontrola využívá
submoduly, které budou popsány dále v textu. Po dokončení kontroly hlavičky projektu
modul seřadí hlavičky podle názvu a zkratky. Pokud jsou přítomny hlavičky skupin,
tak je přesune před hlavičky projektů, přidá zbytek stránky a jde na další URL jako
u kontroly skupin projektů. Až dojdeme na konec N seskupených URL, načteme další.
Pokud již další URL nemáme, modul se ukončí.
Prvním krokem v kontrole hlavičky projektu je vypočítání hashů hlavičky. Pokud
se rovnají, hlavička se přeskočí, pokud ne, hlavička se zkontroluje. Tento postup byl již
popsán v kontrole hlavičky skupiny projektů.
Pokud modul kontroluje hlavičku, nejprve proběhne kontrola nadpisu projektu. Pro
tento účel se používá modul pro kontrolu nadpisu popsaný výše v textu. Dále proběhne
kontrola vedoucího, která již také byla popsána dříve v textu.
Následuje kontrola řešitele projektu. Tento modul je zobrazen diagramem Kontrola
řešitele A.5. Projekt může mít 0..N řešitelů. Menší komplikace nastává, pokud se mění
počet řešitelů z více na méně. Pro všechny možné případy diagram obsahuje větve s po-
stupy, jak se s touto komplikací vypořádat. Všechny tyto postupy opět využívají hashe
pro zjištění uživatelské změny. Pokud uživatel něco ručně upravil, vytvoří se poznámka,
která bude umístěna pod celým blokem s řešiteli místo pod každým upraveným řešitelem
zvlášť z důvodu větší přehlednosti.
Po řešitelích se kontroluje řešení projektu. Toto znázorňuje diagram Řešení projektu
A.5. Tento modul zajišťuje kontrolu řádků se zahájením a ukončením řešení projektu.
Jako datum začátku řešení projektu je zvoleno nejmenší datum zahájení řešení ze všech
řešitelů projektu. Pokud projekt nemá řešitele, jako datum zahájení řešení se vezme da-
tum vložení projektu do informačního systému KNOTIS. Jako datum ukončení se vezme
naopak největší datum ukončení řešení projektu ze všech řešitelů. Pokud má nějaký ře-
šitel nastaveno ukončení řešení na nekonečno nebo projekt nemá žádného řešitele, tak se
místo data nastaví pomlčka.
Dalším řádkem, který se kontroluje, je typ projektu. Tento modul zobrazuje diagram
Kontrola typu projektu A.5. Projekt může mít různé typy, jako například Obecný projekt,
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Obecný projekt + Bakalářská práce, atd. Menší komplikací je, že v databázi jsou uloženy
pouze čísla stavů a názvy jsou uloženy v nastavení informačního systému KNOTIS.
Tento modul používá postup porovnání hodnoty z minulé kontroly a při uživatelské
změně vytvoření poznámky jako předchozí moduly, ale nepočítá a neukládá hash. Místo
toho ukládá název typu projektu. Tento způsob jsem zvolil kvůli optimalizaci, kdy hash
má pevnou délku 16 znaků, přičemž i nejdelší název typu této délky nedosahuje.
Dále se v hlavičce kontrolují skupiny projektů, do kterých projekt patří. Tento modul
je zobrazen diagramem Kontrola skupin projektů A.5. Skupiny projektů jsou reprezen-
továny odkazy. Modul obsahuje postup pro zjištění uživatelské změny pomocí hashe
a vytvoření případné poznámky. Pokud projekt nepatří do žádné skupiny, tak se místo
odkazů vygeneruje pomlčka.
Po kontrole skupin projektů, ve kterých je daný projekt, se kontroluje řádek s od-
kazem na Redmine a řádek s odkazem na externí URL. Oba tyto moduly a diagramy
již byly popsány dříve v textu A.4. Následuje kontrola prostředků, která již byla také
popsána výše.
Poslední moduly, které kontrolují hlavičku projektu jsou moduly kontroly odkazu
na úkoly a kontroly odkazu na výkazy. Tyto moduly popisují diagramy Úkoly řešitele
a Výkazy k projektům A.5. Tyto moduly mají stejnou logiku struktury, proto je budu
popisovat jako jeden celek.
Modul nejprve zjistí, jestli má projekt zapnuté generování tohoto řádku. Pokud nemá
a řádek je v hlavičce přítomen, tak na tento řádek přidá slovo Nekontrolováno, čímž dá
uživateli najevo, že tento odkaz není kontrolován a může být neaktuální. Díky tomuto
postupu jsou již vygenerované úkoly vždy dostupné a nestávají se z nich sirotčí stránky.
Pokud je zapnuté generování a informace na řádku nejsou aktuální, tak se vypočítá hash,
a pokud tuto neaktuálnost vytvořil uživatel, vytvoří se poznámka. Generovaný odkaz
vede na speciální stránku. Podrobnosti o této stránce určují moduly pro její kontrolu.
Platforma
Moduly pro kontrolu skupin projektů a projektů dohromady s moduly pro chyby, statis-
tiku a ostatními pomocnými moduly, které budou popsány v sekci 6, tvoří platformu pro
automatické generování dokumentace z informačního KNOTIS. Všechny ostatní moduly,
které budou popsány dále v návrhu, se dají popsat jako rozšiřující zásuvné moduly. To
proto, že bez těchto modulů může platforma autonomně fungovat a dokumentace bude
obsahovat všechny důležité informace a funkčnosti. Tyto zásuvné moduly byly navrženy
jako rozšíření této práce, aby demonstrovaly možnosti rozšiřitelnosti platformy a její
potenciál.
5.12 Úkoly
Zásuvný modul úkoly je zobrazen na diagramu Úkoly A.6. Pro každý projekt, který má
alespoň jednoho řešitele, je vygenerována stránka, která bude obsahovat všechny úkoly,
stavy úkolů a připadané komentáře ke stavům všech řešitelů projektu. Horní část dia-
gramu znázorňuje načtení úkolů a jejich podrobných dat. Nejprve načteme identifikátory
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řešitelů, kteří nemají zakázané generování úkolů, a projekty, které mají zapnuté genero-
vání úkolů. Nově jsem navrhl postup, kdy vedoucí může zakázat generování úkolů nebo
výkazů řešiteli projektu. Tento zákaz se vztahuje pouze na daného řešitele v daném pro-
jektu. Tato vlastnost se může hodit v případě, že řešitel pracuje na úkolech v projektu,
které nejsou určeny k vidění pro ostatní uživatele WIKI, ale jenom pro vedoucí, kteří
si je mohou prohlédnout v informačním systému KNOTIS. Po vybrání všech projektů
a řešitelů, kterým mají být generovány úkoly, tyto řešitele seskupíme podle identifiká-
toru projektu. Poté vybereme N seskupených identifikátorů projektu a načteme pro ně
podrobná data. Postup je stejný jako u načítání projektů. Tento postup byl popsán již
dříve v textu. Jednotlivé URL úkolů projektů se liší v identifikátoru projektu, který je
součástí URL. Tento postup jsem zvolil kvůli jednoznačné identifikaci stránky, jelikož
identifikátor musí vždy být jednoznačný.
Pokud stránka neexistuje, bude vytvořena, jak je zobrazeno na diagramu Vytvoření
stránky úkolu A.6. Na začátku stránky vytvoří modul nadpis s názvem projektu a jeho
identifikátorem. Poté jsou vytvořeny hlavičky všech řešitelů. V těchto hlavičkách jsou
dále vytvořeny všechny úkoly, které řešitel má, a k těmto úkolům jsou také vytvořeny
všechny změny jejich stavů. Pokud nějaký stav obsahoval komentář zadaný do informač-
ního systému KNOTIS, tak tento bude vytvořen pod daným stavem. Popsaný postup
jsem zvolil pro rovnováhu informačního sdělení hlavičky a její velikosti. V informačním
systému se totiž vede celé historie úkolů i jejich stavů s různými informacemi. Tento
seznam je ale velice nepřehledný a často matoucí.
Pokud stránka existuje, bude se kontrolovat její obsah. Toto znázorňuje levá část
diagramu Úkoly A.6. Nejprve se pomocí modulu Kontrola nadpisu kontroluje nadpis
stránky. Tento modul byl již popsán dříve. Poté se kontrolují jednotlivé hlavičky. Nejprve
se kontroluje, jestli hlavička neobsahuje tag (!NEAKTUALIZOVÁNO!) .
Řešitelé projektu se mohou často měnit. Někdo nový přijde nebo někdo projekt
opustí. Otázkou bylo, co dělat s jejich úkoly. Proto jsem vytvořil postup, kdy pokud
řešitel již není v databázi, tak modul zkontroluje hlavičku, jestli se v ní nevyskytuje
nějaký uživatelský obsah, který uživatel ručně upravil nebo přidal. Pokud neexistuje,
tak je hlavička řešitele smazána. Pokud se ale tento uživatelský obsah vyskytuje, tak
je do hlavičky přidán tag neaktualizováno. Pokud modul kontroly úkolu narazí na za-
čátku hlavičky na tento tag, tak hlavičku přeskakuje. Díky tomuto postupu se žádná
uživatelská data neztratí. A naopak data, která již nejsou potřeba, se vymažou.
Pokud se tedy tag neaktualizováno nevyskytuje, modul zkontroluje nadpis hlavičky.
Pokud v něm uživatel něco ručně opravil, vytvoří se poznámka. Tento postup využívá
hashe, stejně jak bylo popsáno v ostatních modulech. Poté se postupně načítají úkoly
řešitele. Vypočítají a porovnají se hashe a pokud se rovnají, tak je úkol přeskočen. Pokud
ne, tak se zkontroluje.
Jako první se v úkolu kontroluje řádek s datem do kterého je nutné daný úkol vypra-
covat. Toto znázorňuje diagram Kontrola vypracovat do A.6, kde pokud uživatel opět
něco ručně změnil, tak se vytvoří poznámka. Toto platí i o kontrole stavu úkolu. Pro kon-
trolu komentáře ke stavu jsem navrhl trochu jiný postup. A to takový, že pokud tento
komentář byl upraven uživatelem, modul ho změní na poznámku, kterou umístí pod
komentář, který byl doplněn z databáze. Úkoly jsou v hlavičce řešitele seřazeny podle
25
stavu úkolu. Stav může být Zadaný, Řešený, Smazaný, Nezadaný, Vyřešený, Akcepto-
vaný, Vrácený, Nejasný, Zodpovězený. A jednotlivé změny stavů úkolu jsou řazeny podle
procent splnění a poté podle data, kdy nahoře jsou vždy ty nejnovější změny stavů.
Po skončení kontroly jsou hlavičky řešitelů seřazeny podle jmen řešitelů a stránka je
sestavena dohromady a uložena.
5.13 Mazání projektů
Pokud administrátor vymaže projekt z informačního systému KNOTIS, tak nastává
otázka, jestli nechat jeho WIKI stránku na WIKI, nebo ji smazat. Proto jsem přišel
s postupem, který se snaží rozlišit obsah stránky a podle toho rozhodne, jestli stránku
smaže, vymaže pouze automaticky generovanou sekci nebo pouze hlavičku projektu, nebo
nechá stránku nezměněnou. Tento postup využívá modul pro mazání projektů, který je
znázorněn diagramem Mazání projektů A.7.
Toto je jediný modul, který je volán z informačního systému KNOTIS a není spouštěn
v intervalech. Spustí se ve chvíli, kdy uživatel chce vymazat projekt z KNOTIS. Modul
zkontroluje WIKI stránku projektu a výsledek vrátí systému KNOTIS.
Modul nejprve zkontroluje, jestli stránka existuje. Pokud ano, tak zjistí, jestli jsou
na stránce nějaká data. Pokud ne, tak ji vymaže. Pokud ano, tak vyjme automaticky
generovanou sekci a zjistí, jestli se v ní nachází hlavička mazaného projektu. Pokud ne,
tak se podívá, jestli se v ní nacházejí nějaké další hlavičky. Pokud v ní nejsou žádné
další hlavičky, tak vymaže automaticky generovanou sekci. Pokud se v automaticky ge-
nerované sekci nachází hlavička mazaného projektu, tak modul zkontroluje, jestli se v ní
nachází uživatelský text a pokud ano, tak celou stránku nechá v původní podobě. Pokud
se uživatelský text nenachází, tak vymaže hlavičku a zkoumá, jestli se v automaticky
generované sekci vyskytují další hlavičky a pokud ne, tak ji smaže. Pokud smazal auto-
maticky generovanou sekci, podívá se, jestli se ve zbytku stránky nachází nějaký text.
Pokud ne, stránka je smazána, a pokud ano, tak uloží upravenou stránku zbavenou




Jak bylo zmíněno v kapitole 3.6, plánuje se aktualizace na novou verzi systému Ubuntu.
Proto jsem před samotnou implementací programu převedl informační systém KNOTIS
do PHP verze 7 a otestoval aktualizaci KNOT WIKI na novou verzi 1.28.1. V KNO-
TIS bylo potřeba nahradit funkce balíku MySQL.md za funkce z balíku MySQLi, jelikož
tento balík není v nové verzi podporován. Také bylo potřeba upravit některé funkce pro
regulární výrazy, které využívaly přepínač G, jelikož tento byl rovněž v nové verzi od-
straněn. Následně jsem otestoval nové verze zásuvných modulů do KNOT WIKI. Zde
jsem přišel na pár úprav, které musejí být po aktualizaci provedeny pro správnou funkč-
nost. Tyto změny a další užitečné poznámky k mému programu jsem umístil do souboru
poznamky.md, který je umístěn ve složce s dokumentací programu. V tomto souboru se
také nachází manuál pro aktualizaci WIKI na novou verzi a aktualizaci hlaviček stránek
na moji novou verzi.
Po přípravě prostředí jsem začal s implementací a nejprve jsem upravil stránku pro
nastavení generování WIKI, která se nachází v informačním systému KNOTIS, aby od-
povídala novému návrhu. Tato upravená stránka je vidět na obrázku 6.1.
Dále jsem přidal kolonku pro externí URL do formuláře pro projekty a skupiny
projektů a přidal zaškrtávací políčka pro vypnutí generování úkolů a výkazu do formuláře
pro řešitele.
Po těchto nezbytných úpravách jsem přikročil k implementaci programu, který je
spouštěn periodicky jednou denně a vytváří speciální hlavičky na soukromé WIKI vý-
zkumné skupiny KNOT, jak bylo zmíněno v kapitole 2.2 a 5.2. Ukázka takové hlavičky
je vidět na obrázku 6.7
6.1 Struktura programu
Program byl implementován pomocí objektového návrhu. Jeho struktura je vidět na ob-
rázku 5.3. Tento návrh i samotná implementace odpovídá diagramům aktivit, popsaným
v minulé kapitole. Každý modul je reprezentován vlastní třídou a submoduly jsou re-
prezentovány metodami tříd, přičemž existuje jedna abstraktní třída, která obsahuje
metody, které jsou využity ve více modulech. Každá instance třídy, která reprezentuje
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Obrázek 6.1: Ukázka nových možností pro nastavení automatického generování doku-
mentace v informačním systému KNOTIS.
modul, má k dispozici pole instancí ostatních tříd. Toto pole se předává objektu v jeho
konstruktoru. Díky tomuto může objekt využívat veřejných metod ostatních objektů.
Jednotlivé třídy a důležité soubory budou popsány dále v textu. Nastavení programu
je umístěno v souboru nastaveni.php. Tam jsou umístěny texty poznámek, nastavení
parametrů kontroly a tagy WIKI MarkUp. Dále metody v programu používají deklarace
typů předávaných parametrů a návratových typů funkcí.
Struktura zpracování chyb
PHP je dynamicky typovaný jazyk, což zjednodušeně znamená, že programátor nemusí
udávat typ proměnné a tento typ je odvozen automaticky z hodnoty dané proměnné.
Tato vlastnost může být nebezpečná, pokud nějaká funkce očekává na vstupu určitý
datový typ a dostane chybou programátora nebo špatnými daty jiný typ. Toto vede
k pádu programu nebo hůře k jeho nepředvídatelnému chování. Abych se tomuto vy-
hnul a zpřehlednil program, tak jsem využil nové funkce jazyka PHP a to deklaraci
návratových typů, deklaraci typů parametrů funkce a zachytávání těchto chyb pomocí
bloků catch(TypeError){}. Toto samotné ovšem nestačí, proto jsem v programu použil
kaskádové zpracování chyb pomocí bloků try{} a catch(){} pro zpracování výjimek.
To znamená, že když nastane chyba, tak se program neukončí, což by bylo velice ne-
praktické, ale vyvolá se výjimka, která chybu zpracuje a vrátí řízení programu společně
s informací o chybě zpět metodě, která tuto metodu volala. A ta se podle toho zachová.
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Obrázek 6.2: Ukázka speciální hlavičky, která funguje jako záhlaví Wiki stránky. Tato
hlavička patří jednomu z projektů řešených výzkumnou skupinou KNOT a zobrazuje
základní informace o tomto projektu. Hlavička byla vytvořena programem, který je vý-
sledkem této práce.
Tento princip je vidět na obrázku 6.3. Kromě chyby typu předávaného argumentu můžou
v programu vzniknout i jiné chyby, tyto budou popsány v kapitole 6.9.
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Obrázek 6.3: Ukázka kaskádového zpracování chyb ve třídách tohoto programu kontro-
lujících WIKI stránky.
6.2 Spuštění programu
Spouštěcím souborem celého programu je soubor wiki_z_knotis.php. Tento soubor
načítá všechny ostatní potřebné soubory. Není potřeba přidávat načítání každé třídy
ručně, protože je zde použita funkce automatickeNacitaniTrid($trida), která načítá
každou použitou třídu v programu automaticky. Stačí, když se třída bude jmenovat
stejně jako soubor, ve kterém je umístěna. V tomto souboru se také nastavuje jazykové
prostředí programu. Toto je důležité pro funkce, které řadí data, protože jinak tyto funkce
neumí použít českou diakritiku a řadí data špatně. Poté je vytvořena instance třídy
KontrolaWiki, což je hlavní třída celého programu a v konstruktoru jsou jí předány údaje
pro přihlášení do databáze, WIKI a adresa KNOT WIKI, ze které program odstranil
HTTP/s.
6.3 Třída KontrolaWiki
Instance této třídy funguje jako továrna (factory) a dědí abstraktní třídu Kontrola. Ve
svém konstruktoru vytvoří instance třídy pro práci s databází, instanci třídy pro práci
s WIKI API, instanci třídy chyby a instanci třídy statistika pro celkovou statistiku
programu.
Hlavní metodou této třídy je metoda kontrola(). Ta nejprve spustí celkovou statis-
tiku programu a pak provede přihlášení do databáze a WIKI. Poté načte WIKI výjimky
a WIKI náhrady. WIKI náhrady jsou regulární výrazy, které nahrazují v dokumentaci
některá slova. Metoda zjistí, jestli je nastavený příznak přechodu na novou verzi gene-
rování WIKI a pokud je, spustí metodu _upgradujDb() pro upgrade databáze.
30
Následuje spuštění všech modulů, které jsou zapnuté v informačním systému KNO-
TIS, jak bylo vidět na obrázku 6.1. K zjištění, jestli je modul zapnutý slouží metoda
_mameKontrolovat(). Pokud je zapnutý, vytvoří se instance jeho třídy a v konstruk-
toru se jí předají data jako například WIKI výjimky, WIKI náhrady, instance ostatních
tříd a další potřebné. Přidání nového modulu je jednoduché, stačí jej přidat na jakékoli
místo do metody kontrola a přidat možnost do metody mameKontrolovat. Pokud uživa-
tel bude chtít zobrazit statistiku svého modulu v závěrečné zprávě o kontrole, tak jeho
modul musí vracet pole statistik vytvořené instancí třídy Statistiky().
6.4 Třída pro práci s databází
Soubor Db.php obsahuje stejnojmennou třídu, která obstarává veškerou komunikaci s da-
tabází. Tato třída nedědí z žádné jiné třídy. Obsahuje instanční proměnné pro připojení
k databázi a nastavení tohoto připojení. Pro komunikaci s databází se používá ovladač
PDO s využitím předpřipravených dotazů, což znamená, že místo hodnot se do dotazu
doplní „?“ a tyto hodnoty se pak předají v samostatném poli.
Pro pohodlnější práci s dotazy jsem implementoval metody, které jsou schopny data-
bázový dotaz sestavit za uživatele. Implementace těchto metod je inspirována tutoriálem
pana Davida Čapka [15]. Stačí si vybrat metodu pro vložení, editaci, výběr, atd. a pře-
dat jí asociativní pole s daty a parametry dotazu. Pokud chce uživatel sestavit dotaz
sám, má k dispozici funkci dotaz(), která jako parametry bere sestavený dotaz a pole
parametrů dotazu.
6.5 Třída Kontrola
Abstraktní třída Kontrola je obsažena v souboru Kontrola.php a jsou v ní definovány
proměnné, které využívají všechny třídy, které z této třídy dědí. Díky tomuto máme
zaručeno konstantní pojmenování instančních proměnných ve všech třídách. Dále třída
obsahuje metody pro práci s textem, výpočet hashe, metody reprezentující submoduly,
které jsou využity ve více modulech, a další metody využívané více třídami. Pokud by
uživatel chtěl přidat nějaký další modul, který generuje nebo upravuje WIKI dokumen-
taci, tak by měl využít této třídy a jejích metod pro udržení přehlednosti a konzistence
programu.
6.6 Třída Vyjimka
Třída Vyjimka se nachází v souboru Vyjimka.php a vytváří speciální výjimku. Tato
výjimka se používá ve všech třídách programu pro odlišení důvodů vzniků výjimek.
Některé metody mohou vyvolat 2 druhy výjimek. Klasickou výjimku Exception, nebo
naší třídu Vyjimka. Díky tomuto může program rozlišit, jestli se například jedná o chybu
kontroly, nebo jenom o přítomnost tagu negenerovat, který nám říká, že se stránka nemá




Soubor Statistiky.php obsahuje stejnojmennou třídu pro vedení statistik modulu i pro-
gramu. Statistika se zahájí voláním metody start(), která uloží čas do instanční pro-
měnné objektu. Dále obsahuje metody pro inkrementaci počtu hlaviček a zaznamenání
doby jejich zpracování. Pro ukončení statistiky stačí zavolat metodu stop(). Ta vypočte
čas, jak dlouho byla statistika aktivní, zjistí největší využití paměti po dobu měření této
statistiky a tyto údaje vrátí jako pole.
Pokud chce uživatel přidat další měřenou statistiku, přidá metody pro její zpracování
a přidá index do pole pro vrácení. Pokud chce svoje nové statistiky pro různé moduly
sčítat a zobrazit součet v celkové statistice, musí na konci metody kontrola() v souboru
KontrolaWiki.php přidat podmínku, aby cyklus sčítal i jeho novou statistiku. Nakonec
musí přidat její vypsání a to bude popsáno v kapitole 6.9.
6.8 Třída WikiApi
Tato třída se stará o komunikaci mezi programem a Media Wiki API. Od nových verzí
Media Wiki se silně doporučuje, aby se při komunikaci s API posílaly speciální hlavičky
HTTP User Agent. Tato hlavička je vytvořena pomocí metody _userAgent(). Metoda
používá pro posílání a zpracování požadavků knihovnu Libcurl.
Nejprve je nutné se přihlásit do WIKI, což se provádí metodou prihlas(), která
nejprve zkontroluje, jestli je přítomný soubor pro uložení dočasných dat sezení a jestli
má program právo do tohoto souboru zapisovat. Poté vytvoří hlavičku User Agent a uloží
ji do instanční proměnné, aby byla přístupná ostatním metodám a ty ji nemusely vytvářet
znovu. Dále metoda obsahuje metody pro zjištění existence stránky, smazání stránky,
vytvoření stránky, editaci obsahu stránky, vrácení obsahu stránky a odhlášení z WIKI
API.
Pokud metoda chce upravovat stránku, musí využít speciálního postupu. Nejprve
pošle požadavek na API, aby jí vytvořilo takzvaný editační token. Pokud jsme API poslali
správná data, tak nám tento token vytvoří. Poté stačí odeslat další požadavek, do kterého
umístíme tento token, a API na základě tohoto požadavku upraví požadovanou stránku
a vrátí odpověď, jestli se operace podařila. Tento postup se opakuje při každé změně
stránky.
6.9 Třída Chyby
V kapitole 6.1 byl popsán způsob zpracování chyb. Kromě chyb typů argumentů jsem
v programu implementovat i vlastní chyby. Ty můžou být několika druhů:
∙ Varování je něco jako upozornění, které se zaznamená, ale běh programu nijak
neovlivní.
∙ Chyba skriptu znamená, že se někde v metodě stala chyba, metoda byla ukončena
a řízení bylo předáno jiné metodě.
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∙ Chyba při kontrole obsahu – tato chyba uživateli říká, že nastala chyba při kontro-
lování obsahu stránky.
∙ Nelze vytvořit stránku znamená, že program nemohl vytvořit nebo editovat stránku
na WIKI.
Po těchto chybách se opět ukončuje metoda a předává řízení. Posledním druhem chyby
je:
∙ Kritická chyba – pokud nastane tato chyba, program končí. Toto se může stát
například při nedostupnosti WIKI API, nebo databáze.
Situace, kdy nastanou tyto chyby, je možné vidět v diagramech aktivit v příloze A.
Zpracování chyb má na starosti třída Chyby v souboru Chyby.php. Pokud nastane
nějaká chyba kromě kritické, program zavolá příslušnou metodu, která chybu zpracuje,
dá do správného formátu a uloží do pole chyb. Pro formátování chyb se používá metoda
_formatujChybu(). Ta z objektu výjimky získá důležitá data, naformátuje je a přidá
text chyby, který se předává společně s objektem výjimky v argumentech metody.
Před ukončení programu se zavolá funkce zpravaOKontrole(), která vytvoří zprávu
o průběhu programu, a pokud jsou přítomny chyby, tak je vloží do informačního sys-
tému KNOTIS. Toto je vidět ve spodní části diagramu průběhu programu A.1. Zpráva
o průběhu programu je posílána jako e-mail správci programu, jehož adresa je umístěna
v nastavení programu v souboru Nastaveni.php. Tento e-mail je uložen do databáze,
takže pokud odeslání e-mailu selže, data se neztratí.
Zpráva o průběhu programu obsahuje statistiku jednotlivých modulů a také celkovou
statistiku programu. V dolní části jsou přítomny sekce s chybami. Každý typ chyby má
svou sekci. O formátování zprávy se stará metoda _sestaveniEmailu(). Pokud uživatel
chce přidat nějakou svoji statistiku a chce, aby se vyskytovala ve zprávě o kontrole, tak
musí přidat řádek který obsahuje název indexu pole a jeho popis. V ukázce 6.1 je vidět
část e-mailu obsahující zprávu o kontrole a sekce s chybami.
Výpis 6.1: Ukázka podoby výpisu chyb v e-mailu se zprávou o průběhu programu.
c e l k o v a S t a t i s t i k a S k r i p t u :
Skr ip t za č a l 14 : 34 : 45 − 14 . 05 . 2017 , skon č i l 1 4 : 34 : 45 − 14 .05 .2017
a t r v a l 1 ,3138678471247 minut .
Nejv ě t š í memory usage : 6 ,38 MB
Poč et zpracovaných s t r ánek : 962 ;
Poč et s t r ánek př esko č ených , kvů l i vyj ímkám: 6 ;
Poč et s t r ánek př esko č ených , kvů l i tagu negenerovat : 0 ;
Poč et př esko č ených h l a v i č ek ( heshe se ==): 2353 ;
Vytvo ř eno nových s t r ánek : 0 ;
Poč et ed i tovan ých s t r ánek : 962
Varován í sk r i p tu :
Varován í př i běhu programu a seskupov án í URL
na s t r ánce : Https : // knot . f i t . vutbr . cz /
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Informace o chyb ě : Máme odkaz , k te r ý l e ž í mimo WIKI
V souboru :
[ / var /www/html/ wiki_z_knotis /KNOTIS−WIKI/ Kontrola . php Line : 1 5 3 2 ]
Datum chyby : 14 : 34 : 46 − 14 .05 .2017
Varován í př i běhu programu a seskupov án í URL
na s t r ánce : Https : // knot . f i t . vutbr . cz /
Informace o chyb ě : Máme odkaz , k te r ý l e ž í mimo WIKI
V souboru :
[ / var /www/html/ wiki_z_knotis /KNOTIS−WIKI/ Kontrola . php Line : 1 5 3 2 ]
Datum chyby : 14 : 34 : 46 − 14 .05 .2017
6.10 Třída ProjectGroups
Tato třída je obsažena v souboru ProjectGroups.php. V konstruktoru této třídy se
předají a uloží informace důležité pro kontrolu jako WIKI výjimky, náhrady, adresa
stránky Project Groups a její nadpis. Pokud je v KNOTIS tento modul zapnutý, ale není
nastaven nadpis nebo adresa, tak se tyto informace vezmou z předdefinovaných hodnot
z nastavení programu. Adresa stránky se v konstruktoru sestaví dohromady. Vezme se
adresa WIKI, přidá se adresa API a na závěr adresa stránky. Toto se děje proto, že kdyby
administrátor WIKI chtěl změnit adresu API, stačí mu změnit koncovku v nastavení.
Tento postup je využit ve všech třídách, které pracují s WIKI.
Hlavní metodou třídy je metoda kontrola(). Ta nejprve zkontroluje, jestli nasta-
vená adresa není ve výjimce a pokud není, zkontroluje existenci této stránky. Třída po
ukončení své kontroly vrací pole statistik.
Pokud stránka neexistuje, tak se volá metoda _vytvorStranku(), která vytvoří
stránku, vypočítá hashe a následně je uloží do databáze. Pokud stránka existuje, zavolá
se metoda _zkontrolujObsahStranky(). Tato metoda pak provede kontrolu stránky,
výpočet a uložení hashů, jak je znázorněno v diagramu Project Groups A.3. Obě metody
před uložením hashů nejprve zkontrolují, jestli vypočtený hash nemá stejnou hodnotu
jako starý. Pokud je hash stejný jako minulý, tak je z pole hashů k uložení do databáze
odstraněn.
Pro ukládání hashů jsem implementoval postup, který nejprve načte identifikátory
hashů, které jsou přítomny v databázi, a porovná je s identifikátory hashů, které se mají
vložit do databáze. Díky tomuto postupu program zjistí, jestli má do databáze tento
hash vložit, nebo jenom změnit jeho hodnotu. Tento postup je implementován ve všech
třídách, které ukládají hashe do databáze.
Ukázku struktury hlavičky Project Groups můžeme vidět na obrázku 6.4. Jako první
se na řádku nachází tag s informací, že se jedná o skupinu projektů a také je v něm obsa-
žen identifikátor skupiny. Poté je umístěn element WIKI MarkUp pro vnitřní nebo vnější
odkaz. Vnitřní odkaz se skládá z odkazu, který může obsahovat pouze cestu ke stránce
bez adresy WIKI, a aliasu, který bude na WIKI zobrazen místo odkazu. Alias se v tomto
případě skládá ze jména skupiny a zkratky skupiny. Program počítá i s variantou, že od-
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kaz na skupinu bude vést mimo WIKI. V tomto případě se použije Wiki MarkUp element
pro vnější odkaz, který obsahuje celou adresu a alias. Toto můžeme vidět na posledním
řádku v odkazu na skupinu 4A.
Obrázek 6.4: Ukázka struktury hlavičky Project Groups.
6.11 Třída SkupinyProjektu
Třída je obsažena v souboru SkupinyProjektu.php. V konstruktoru jsou třídě předány
potřebné informace. Tentokrát se ale vytvoří adresa pouze z adresy WIKI a API. Ad-
resy stránek se budou v průběhu kontroly měnit. Hlavní metodou této třídy je metoda
kontrola().
Nejprve se načtou základní data a poté se seskupí adresy podle URL, jak bylo po-
psáno dříve v návrhu 5.2. Seskupení je realizováno pomocí metody seskupPodleUrl()
v souboru Kontrola.php. Ta nejprve dekóduje odkazy URL, pro udržení konzistence.
Poté převede počáteční písmeno každé WIKI adresy na velké. Systém Media Wiki s ad-
resou dělá přesně to stejné, takže pro něj adresa Adresa bude stejná, jako adresa, ale
AdreSa už se liší. Toto by ale způsobovalo chyby v seskupení, proto se provádí převedení
prvního písmena na velké. Po seskupení vznikne dvoudimenzionální pole, kde indexem
je adresa URL a hodnotou je pole identifikátorů skupin. Tato metoda také vyseparuje
odkazy URL, které vedou mimo WIKI a vytvoří varování.
Po seskupení metoda pomocí cyklu zpracovává jednotlivé URL. Poté následuje kont-
rola na přítomnost ve WIKI výjimce, načtení dat pro skupiny na dané URL a zpracování
stránky s danou URL.
Nově navržená struktura hlaviček se dimenzionálně liší od té staré a je potřeba
převést starou strukturu hlaviček na novou. Proto je dalším krokem programu zjiš-
35
tění, jestli není nastaven mód pro aktualizaci WIKI. Pokud ano, zavolá se metoda
_prechodZeStareVerze(). Problémem bylo, že staré hlavičky byly často velmi nekon-
zistentní. Metoda také ví, že se na stránce skupiny mohla vyskytovat pouze skupina.
Proto metoda nejprve uloží text pod automaticky generovanou sekcí a poté odstraní
hlavičku a ze staré hlavičky si vezme pouze obsah tabulky prostředků, která obsahuje
i prostředky, které již neexistují. Tyto prostředky jsou uloženy do pole a toto je pak
předáno metodě pro vytvoření stránky místo dat prostředků z databáze. Ta na stránce
vytvoří novou hlavičku a pod ni přidá zbytek stránky. Tyto nové hlavičky ale nemusejí
být aktuální. Proto se musí program spustit dvakrát. Jednou s modem aktualizace a po-
druhé normálně. Tím je zajištěna aktuálnost a bezproblémový přechod na novou verzi
generování.
Když není mód přechodu na novou verzi zapnut, provede se kontrola stránky pomocí
metody _zkontrolujObsahStranky(). Jak bylo popsáno v návrhu, tak nově může být
na jedné stránce více hlaviček skupin projektů a projektů zároveň. Toto jsem implemen-
toval pomocí postupu, který postupně načítá jednotlivé hlavičky zpracuje je, a poté je
ukládá do separátních polí a indexuje podle identifikátoru, který se vytvoří z jejich názvu
a zkratky, takže je potom možné hlavičky seřadit podle abecedy. Po dokončení kontroly
se seřadí hlavičky skupin podle abecedy, dále se hlavičky seřadí v pořadí skupiny, pro-
jekty, přidá se zbytek stránky a stránka se uloží.
Obrázek 6.5: Ukázka části hlavičky skupiny projektů.
Ukázka části hlavičky skupiny projektů je vidět na obrázku 6.5. Jak bylo řečeno
v návrhu, uživatel může přidat svoji poznámku pod odkaz na projekt, jak je také možno
vidět na obrázku 6.5. Zde byla otázka, jak zachovat poznámku, pokud projekt změní
stav nebo bude odstraněn z databáze, nebo pokud uživatel poničí jeho strukturu. Pokud
byla struktura projektu poničena, tak by poznámka měla u tohoto projektu zůstat.
Uživatel ji kdykoli může přesunout k opravenému projektu nebo odstranit. Toto jsem
vyřešil tím, že se projekty ukládají do multidimenzionálních polí podle jejich typu. Jako
je pole řešených projektů, pole projektů navíc, projektů s poničenou strukturou, pole
nezadaných projektů, atd. Po uložení projektu do daného pole se zachová v proměnné
jeho index a nastaví se speciální identifikátor vložení, který identifikuje pole. Pokud
program narazí na poznámku, tak podle identifikátoru nejprve vybere pole a poté podle
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indexu posledního projektu vybere index, který obsahuje pole s projektem, kterému
do položky poznámky, která obsahuje pole poznámek přidá načtenou poznámku. Díky
tomuto způsobu je zaručeno, že se načtou všechny poznámky projektu a uživatel jich
může přidat více. Toto platí i když je projekt poničený, nebo odstraněn z databáze jak
je vidět na obrázku 6.6.
Obrázek 6.6: Ukázka zachování poznámek u projektu, ke kterému patří v hlavičce skupiny
projektů.
6.12 Třída Projekty
Třída pro kontrolu projektů je umístěna v souboru Projekty.php. Platí u ní stejný
postup kontroly jako u kontroly skupin projektů. Nejprve se načtou URL a identifikátory
všech projektů, které mají zapnuté generování. Tyto projekty se seskupí podle URL
do pole. Z pole se odstraní URL, které jsou ve WIKI výjimkách. Poté se pole projektů
rozdělí pomocí cyklu a funkce array_slice() na více částí. Tyto části se uloží do pole
projektů ke kontrole. Velikost částí se nastavuje v nastavení skriptu. Po tomto kroku se
načtou podrobná data hlaviček pro adresy v bloku a začne kontrola adres obsažených
v každé části pole projektů ke kontrole. Tato implementace zajišťuje, že modul přistoupí
ke každé stránce jen jednou a nepracuje s velkým množstvím dat. Po tomto následuje
kontrola existence stránky. Pokud stránka existuje, následuje kontrola jestli není zapnutý
mód aktualizaci, a pokud není, následuje kontrola stránky. Případně pokud neexistuje,
tak její vytvoření.
Implementace aktualizace hlaviček projektů je složitější než u skupin projektů. Toto
je způsobeno faktem, že stará verze dovolovala umístění více hlaviček projektů na jedné
adrese. Dalším faktem byl někdy až katastrofální stav hlaviček, kdy chyběly identifiká-
tory, nebo byly přesunuty až na konci hlavičky a byla poničena struktura hlavičky. Toto
jsem vyřešil tak, že metoda nejprve prochází hlavičky a kontroluje, jestli se v nich nachází
identifikátor. Pokud nenachází, zaznamená chybu, a pokud se v ní nachází na špatném
místě, tak ho přesune na začátek hlavičky projektu. Díky tomuto jsem získal seznam
3 adres na kterých se nacházejí hlavičky, které jsou tak poničené, že se musí před aktu-
alizací ručně opravit. Pokud je po tomto kroku hlavička v dobrém formátu, tak metoda
vyjme data tabulky prostředků a uloží do pole prostředků. Až skončí kontrola hlaviček,
tak je automaticky generovaná sekce vymazána a stejně jako v případě skupin se zavolá
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funkce pro vytvoření stránky s načtenými daty, která jí vytvoří znovu. A na závěr se
pod ni přidá zbytek stránky, který jsme si před upgradem uložili do proměnné.
Pro vytvoření stránky se používá metoda _vytvorStranku() a pro editaci se používá
metoda zkontrolujObsahStranky(). Výsledek těchto metod můžeme vidět na obrázku
6.7, který ukazuje hlavičku projektu při zapnutí generování a přítomnosti všech infor-
mací.
Obrázek 6.7: Ukázka hlavičky projektu.
Kromě tabulky prostředků se ke každému řádku může vytvořit poznámka o uživa-
telské změně a uživatel také může ke každému řádku přidat svoji poznámku, jak bylo
popsáno v návrhu a je vidět v diagramech. Na obrázku 6.8 je vidět hlavička skupiny
projektů s historií vedoucích. Jak je zřejmé, program musí hlídat, aby se hlavička zby-
tečně nezahlcovala, například stejnými poznámkami. Pro řešení tohoto problému jsem
implementovat metodu mameStejnouPoznamku(), která jako parametry přijímá pole po-
známek a novou poznámku. Metoda nejprve zajistí, aby se v textu poznámky mezi
slovy vyskytovala maximálně 1 mezera, a dále ořízne mezery ze začátku a konce textu.
Po těchto úpravách zkontroluje, jestli se tato poznámka v předaném poli již nenachází
a pokud ano, tak ji zahodí. Metoda vrací pole poznámek a je použita ve všech třídách
kontrolující hlavičky WIKI.
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Obrázek 6.8: Tento obrázek ukazuje historii vedoucích a poznámku o ruční uživatelské
změně vedoucího.
Projekty se od skupin projektů liší také v možnosti zvolit různý stupeň generování
o informací projektu. Drobnou komplikací byl způsob, jak zvládnout situaci, kdy se
projektu nastaví generování celé hlavičky, potom se nastavení změní na generovat pouze
nadpis, a pak se třeba po nějaké době zase změní zpět na generovat hlavičku. V tomto
případě metoda kontroly zjistí, jestli se v hlavičce projektu vyskytuje nějaká poznámka.
Pokud se vyskytuje, tak ví, že hlavička obsahuje uživatelský obsah a zkontroluje pouze
nadpis a zbytek hlavičky ignoruje. Jediná poznámka, která se nebere jako uživatelský
obsah, je poznámka s předchozím vedoucím.
6.13 Třída Ukoly
Třída se nachází v souboru Ukoly.php a má stejnou strukturu jako třída pro kontrolu
projektů a skupin projektů. Kromě metody pro aktualizaci, která zde není potřeba,
protože starý program nikdy úkoly k projektům negeneroval. Ukázku stránky s úkoly
k projektu můžeme vidět na obrázku 6.9.
Stránka obsahuje automaticky generovanou sekci, která na svém začátku obsahuje
nadpis s názvem a identifikátorem projektu. Dále následují hlavičky řešitelů projektu,
kteří mají zadaný nějaký úkol. Hlavička řešitele se skládá z nadpisu se jménem řešitele
a hlaviček jednotlivých úkolů. Každá hlavička úkolu obsahuje pořadové číslo úkolu, text
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úkolu, datum, do kdy je nutné úkol vypracovat, a tag stavu úkolu složený ze jména stavu
a procentuálního splnění stavu. Stav také může obsahovat komentář řešitele z informač-
ního systému KNOTIS, který je umístěn pod stavem.
Díky této struktuře jsem musel na rozdíl od ostatních tříd pro uložení hashů použít
dvě tabulky. Jednu pro hashe nadpisů hlaviček řešitelů a druhou pro hashe hlaviček
úkolů. Tuto implementaci jsmem zvolil kvůli faktu, že řešitel může mít 1..N úkolů a bylo
by nešikovné opakovat v tabulce N krát data hashe nadpisu řešitele. Další věcí, která je
zde implementována trochu jinak, je načítání poznámek. Uživatel totiž může v systému
KNOTIS zadat poznámku ke stavu, která může obsahovat nové řádky. Poznámka je
v databázi uložena jako jeden celek, ale na WIKI by ji program rozeznal jako poznámku
a text navíc v hlavičce. Proto tato třída má upravený postup pro načítání poznámek,
který když identifikuje poznámku, tak přeskakuje prázdné řádky a načítá text, dokud
nenarazí na nějaké klíčové slovo hlavičky úkolu.
Obrázek 6.9: Stránka úkolů k projektu s hlavičkou úkolů řešitele.
6.14 Třída MazaniProjektu
Tato třída slouží k mazání stránek projektů, které jsou mazány z informačního systému
KNOTIS. Třída je umístěna v souboru MazaniProjektu.php. Tato třída není součástí
běžné kontroly dokumentace a spouští se pouze při mazání projektu v KNOTIS. KNOTIS
vytvoří instanci této třídy, která vytvoří instanci třídy pro práci s WIKI API, třídu pro
vlastní výjimku a načte soubor s nastavením. Toto je také jediná třída, která je propojena
s KNOTIS. Pro umožnění tohoto propojení jsem upravil soubor KNOTIS projekty.php.
Musel jsem do souboru přidat cestu ke třídě, cestu k nastavení programu pro generování
WIKI a logiku pro vytvoření třídy a zpracování jejího výstupu.
Po kontrole stránky projektu, které byla popsána v kapitole 5.2, vrátí třída KNOTIS
pole s položkou status a položkou text chyby. Status může nabývat třech stavů:
∙ 0=>vše proběhlo v pořádku, stránka je smazána
∙ 1=> Stránku nelze smazat, protože obsahuje uživatelský text
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∙ 3=>Nastala chyba při mazání stránky
Text s chybou se posílá pouze pokud nastala chyba číslo 3. KNOTIS tyto informace
zpracuje a informuje o nich uživatele.
6.15 Dokumentace programu
Dokumentace tohoto programu je generována programem PhpDoc a je umístěna ve složce
Dokumentace/Php_doc. Každá metoda také obsahuje hlavičku se základními informa-
cemi o dané metodě, jako je popis vstupů, výstupů a základní popis metody. Tyto
informace jsou potřeba ke správnému vygenerování dokumentace. Ukázku takové do-
kumentace můžeme vidět v ukázce 6.2. Kód také obsahuje komentáře každé důležité
konstrukce a pokud je to nutné, je v komentáři zobrazena struktura nějakého složitého
pole.
Výpis 6.2: Ukázka dokumentace metody. Tento formát dokumentace je požadován pro-
gramem PhpDoc pro automatické generování dokumentace.
/**
* Metoda pro zjištění, jestli se jedná o vnitřní odkaz do wiki.
* Odkaz porovn áme s odkazem na wiki , který jsme zbavili http/s
* a www.
*
* @param string $odkaz : String s odkazem
*
* @global string $wikiProjektyRootOriznuto String s oř iznutou
adresou wiki(bez http/s a www)
*
* @return bool Pokud odkaz obsahuje tento string , tak vrátíme
true , jinak false
*/
public function jednaSeOVnitrniOdkaz ( string $odkaz ): bool
{
global $wikiProjektyRootOriznuto ;





Program obsahuje 14 souborů a 12 tříd. Tyto soubory obsahují celkově 8046 řádků
kódu a 4625 řádků s komentáři. Do Komentářů se počítají i řádky, na kterých se nachází
kód s komentářem. Tyto čísla nezahrnují úpravy informačního systému KNOTIS a sou-
bor s poznámkami k implementaci. K dispozici je i 26 diagramů aktivit, které znázorňují




Jelikož tento program má nahradit starý program pro generování dokumentace a hlav-
ním důvodem této náhrady je veliká chybovost starého programu, tak jsem prováděl
extenzivní testování všech jeho funkcí. Testování probíhalo velmi pečlivě a průběžně po
implementaci jednotlivých submodulů, modulů a na závěr se testoval běh celého pro-
gramu a jeho výkonnost.
Otestoval jsem chování programu při chybných datech, nepřístupném WIKI API,
databázi nebo chybě předávaného argumentu nějaké funkce. Největší pozornost jsem
ale věnoval testování hlaviček a všech případů, co mohou nastat, jako je například uži-
vatelská změna dat, vymazání některých řádků z hlavičky, záměrné poničení hlavičky,
smazání hlaviček, více hlaviček skupin a projektů na jedné adrese, stránka s chybějící
automaticky generovanou sekcí, přidání textu navíc do různých míst hlavičky, atd. Vý-
sledky těchto a ostatních testů jsou zdokumentovány pomocí obrázků a uloženy ve složce
Dokumentace/Vysledky testu.
Na obrázku 7.1 je vidět uživatelská změna dat, která byla provedena uživatelem
v hlavičce projektu. Jediné řádky, kde se nedělají poznámky, jsou řádky se zahájením
a ukončením řešení, protože se zde uživatelská změna nepřipouští.
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Obrázek 7.1: Tento obrázek ukazuje uživatelskou změnu dat v hlavičce projektu, její
rozpoznání a následné vytvoření poznámek.
7.1 Statistiky hotového programu
Tato kapitola bude obsahovat statistiku programu jako je počet zkontrolovaných pro-
jektů, doba trvání programu, největší využití paměti, ideální počet načtených dat, atd.
Nalezení správného počtu načtených projektů a úkolů.
Jak bylo zmíněno v kapitole o implementaci modulu Projekty a Úkoly, je nutné najít
dobrý poměr načtených dat ku výkonu modulu. Pro tento účel jsem volil různá čísla N
a sledoval statistiku využití paměti a doby běhu modulu. Do tabulky jsem pro přehled-
nost zvolil jen 5 nejlepších výsledků. Pro každou konfiguraci v tabulce bylo provedeno
5 pokusů a výsledné hodnoty jsou jejich váženým průmětem. Všechna testování výkonu
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byla provedena na virtuální stroji běžícím na systému Linux Mint 18.1 s 4 GB přidělené
paměti a procesorem Intel core I7 3770 3,4 GHz. Výsledky pro modul Projekty jsou vidět
v tabulce 7.1 a vyšlo z nich, že ideálním počtem zpracovaných adres je číslo 50. Tabulka
7.2 ukazuje tuto statistiku pro modul Úkoly, kde ideální N vyšlo 200. Tyto hodnoty se
mohou lišit systém od systému a jsou závislé na hardwarové výbavě testované sestavy.





Tabulka 7.1: Tabulka statistiky modulu pro kontrolu projektů, který kontroluje 502
hlaviček při různě zvolené velikosti bloku adres, které se mají kontrolovat.





Tabulka 7.2: Tabulka statistiky modulu pro kontrolu úkolů, který kontroluje 1848 hla-
viček při různě zvolené velikosti bloku adres, které se mají kontrolovat.
Statistika aktualizace na novou verzi generování dokumentace
Při aktualizaci se spouští všechny moduly kromě modulu pro kontrolu projektů. Výsledky
statistiky jsou vidět v tabulce 7.3. Sloupec čas na hlavičku u projektů a skupin vyjadřuje
čas, za který byla vytvořena nová hlavička. Čas, který zabere vyseparování dat ze staré
hlavičky, není v tomto sloupci započten.
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Modul Počet Doba běhu modulu Počet Čas na hlavičku Max. paměť
URL (s) hlaviček (ms) (MB)
Project
1 0,12 1 100 1,48
Groups
Skupiny
10 2,35 10 25 1,69
Projektů
Projekty 496 97,8 502 13 3,19
Celková
507 100,8 513 - 3,19
Statistika
Tabulka 7.3: Tabulka statistiky aktualizace staré verze hlaviček na novou verzi.
Statistika běhu programu
Tabulka 7.4 ukazuje statistiku výkonu programu. Pro porovnání starý program, který
kontroluje pouze skupiny projektů a projekty, běží na serveru skupiny KNOT skoro
6 minut a to není stará struktura hlaviček tak komplexní, jako ta nová.
Modul Počet Doba běhu modulu Počet Čas na hlavičku Max. paměť
URL (s) hlaviček (ms) (MB)
Project
1 0,06 1 500 1,32
Groups
Skupiny
10 0,67 10 1 1,67
Projektů
Projekty 496 31,65 502 0.009 3,12
Úkoly 455 25,2 1848 0.003 6,96
Celková
962 57,71 2361 - 6,96
Statistika




Cílem této práce bylo vylepšit dosavadní způsob generování dokumentace z informačního
systému KNOTIS, který byl chybový a nedostatečný. Po nastudování potřebných mate-
riálů a pochopení problematiky jsem se rozhodl vytvořit úplně nový systém a program
pro kontrolu a generování dokumentace. Tento nový systém funguje jako platforma,
do které je možné přidávat funkcionalitu pomocí zásuvných modulů. Před implemen-
tací jsem také upravil soubory informačního systému KNOTIS, aby byly kompatibilní
s novou verzí jazyka PHP, ve které jsem svůj program implementoval.
Po implementaci základu této platformy a pomocných modulů pro její fungování
jsem vytvořil detailní návrh modulů pro tvorbu a kontrolu dokumentace. Tento návrh
je tvořen diagramy aktivit, které zároveň působí jako dokumentace jejich funkčnosti.
Daný způsob návrhu se velmi osvědčil při implementaci, kdy jsem mohl implemento-
vat jednotlivé moduly podle těchto diagramů. Díky tomu tyto diagramy slouží i jako
dokumentace implementace modulů a významným způsobem ulehčují orientaci v kódu
a řešení případných chyb implementace.
Do svého návrhu jsem zapracoval opravy všech významných nedostatků minulé im-
plementace, jako je třeba nedostatečná granularita nastavení generování hlaviček nebo
nevyužití veškerých informací, které poskytuje informační systém KNOTIS. K těmto
opravám jsem přidal i mnoho nových funkcí.
Nově se seznam skupin projektů negeneruje ručně, ale automaticky. Přidal jsem mož-
nost umístění hlaviček skupin projektů a projektů na jedné stránce. Zjemnil jsem granu-
laritu nastavení generování, kdy se nově může upravit generování jednotlivých hlaviček
a ne jen vypínat celé moduly. Přidal jsem postup pro rozpoznání uživatelského textu
v hlavičce, který na rozdíl od starého řešení umí rozeznat uživatelskou změnu od změny
v databázi a umí vytvořit o této změně záznam. Tento nový postup nevytváří pouze
jednotnou univerzální poznámku, ale poznámku podle druhu změny dat, například jestli
uživatel přidal nebo změnil data, a specifikuje jaká data upravil. Také jsem navrhl a im-
plementoval postup, který urychluje kontrolu hlaviček i běh celého programu. Dále jsem
upravil strukturu hlaviček a přidal do nich další informace ze systému KNOTIS.
Výsledkem této práce je program v jazyce PHP. Tento program obsahuje moduly pro
kontrolu skupin projektů a projektů, které kompletně nahrazují starý program a tvoří zá-
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klad platformy pro kontrolu a generování dokumentace. Dále byl implementován modul
pro seznam skupin projektů. Modul pro mazání stránek projektů řeší problém s nad-
bytečnými stránkami odstraněných projektů a demonstruje možnost propojení systému
KNOTIS a platformy pro generování dokumentace. Modul pro kontrolu úkolů pak re-
prezentuje rozšíření této práce o funkcionalitu, která nebyla nikdy ve starém programu
použita, a ukazuje možnosti snadného přidání další funkcionality do nové platformy.
Podařilo se mi splnit všechny části zadání této práce, přidat k nim funkcionalitu
navíc a tím rozšířit některé body zadání. Výsledný program umí pracovat s nejnovějšími
verzemi nástrojů a knihoven, obsahuje detailní dokumentaci pomocí diagramů, automa-
ticky vygenerovanou dokumentaci metod a mnoho poznámek přímo v kódu. Podařilo
se mi snížit dobu kontroly z 6 minut na 1,5 minuty a to program pracuje se složitější
a sofistikovanější strukturou hlaviček. Program prošel důkladným testováním a chystá
se jeho nasazení v ostrém provozu. To ukazuje, že návrh a implementace programu jsou
kvalitní.
V blízké budoucnosti plánuji rozšířit program o další moduly, například modul pro
kontrolu výkazů. Informační systém KNOTIS i platforma jsou pro tento modul již při-
praveny a uzpůsobeny. Ve vzdálenějším horizontu plánuji modul pro e-maily, který by byl
schopen generovat dokumentaci z e-mailové korespondence mezi vedoucím a řešitelem.
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Zde jsou umístěny diagramy aktivit, které popisují průběh a chování programu.
A.1 Diagram průběhu programu
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Obrázek A.1: Diagram průběhu programu.






Obrázek A.2: Diagram kontroly začátku stránky.
Obrázek A.3: Diagram kontroly nadpisu.
Obrázek A.4: Diagram kontroly struktury tagu.
Obrázek A.5: Diagram kontroly výskytu textu.
A.3 Diagramy pro zpracování Project Groups
Diagram modulu Project Groups
Diagram vytvoření stránky Project Groups
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Obrázek A.6: Diagram modulu Project Groups.
Obrázek A.7: Diagram vytvoření stránky Project Groups
A.4 Diagramy pro zpracování Kontroly skupin projektů
Diagram modulu Skupiny projektu
Diagram vytvoření stránky skupiny projektů
Diagram pro kontrolu vedoucího
Diagram pro kontrolu Redmine
Diagram pro kontrolu externí URL
Diagram pro kontrolu prostředků
Diagram pro kontrolu projektů skupin projektů
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Obrázek A.8: Diagram modulu Skupiny projektů
Obrázek A.9: Diagram vytvoření stránky Skupiny projektů
Obrázek A.10: Diagram kontroly vedoucího
Obrázek A.11: Diagram kontroly Redmine
Obrázek A.12: Diagram kontroly externí URL
Obrázek A.13: Diagram kontroly prostředků
Obrázek A.14: Diagram kontroly projektů skupiny projektů
A.5 Diagramy pro zpracování Kontroly projektů
Diagram modulu Projekty
Diagram Vytvoření stránky projektu
Diagram Kontroly řešitele
Diagram Kontroly řešení projektu
Diagram Kontroly typu projektu
Diagram Kontroly skupin projektu
Diagram Úkoly řešitelů k projektu
Diagram Výkazy k projektům
69
Obrázek A.15: Diagram kontroly Projektů
Obrázek A.16: Diagram vytvoření stránky projektů.
Obrázek A.17: Diagram kontroly řešitele.
Obrázek A.18: Diagram kontroly řešení projektu.
Obrázek A.19: Diagram kontroly typu projektu.
Obrázek A.20: Diagram kontroly skupin projektu.
Obrázek A.21: Diagram úkoly řešitelů k projektu.
Obrázek A.22: Diagram výkazů k projektům.
A.6 Diagramy pro Úkoly
Diagram modulu Úkoly
Diagram Vytvoření stránky úkolu
Diagram Kontrola vypracovat do
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Obrázek A.23: Diagram modulu Úkoly.
Obrázek A.24: Diagram Vytvoření stránky úkolu.
Obrázek A.25: Diagram modulu Kontroly vypracovat do
A.7 Diagramy pro Mazání projektu
Diagram Mazání projektu
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Obrázek A.26: Diagram Mazání projektu
