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Abstrakt
Cı´lem pra´ce bylo sezna´mit se s neˇkolika typy ko´dova´nı´ promeˇnny´ch de´lek pro cela´ cˇı´sla,
prove´st jejich implementaci z pohledu mozˇne´ho nasazenı´ v kompresnı´m frameworku
a porovnat je z pohledu jejich efektivity. Zvoleny byly Fibonacciho ko´dy, Zobecneˇne´
Fibonacciho ko´dy, Goldbachovy ko´dy, Aditivnı´ ko´dy, Golombovy a Riceovy ko´dy.
Prˇi hodnocenı´ efektivity ko´dova´nı´ jsem se zameˇrˇil na to, zda a za jaky´ch podmı´nek
je dane´ ko´dova´nı´ prˇı´nosem v porovna´nı´ s beˇzˇnou trˇiceti-dvoubitovou zname´nkovou
bina´rnı´ reprezentacı´.
Implementace byla s vy´jimkou Aditivnı´ch ko´du˚ a Goldbachova G0 ko´du provedena
pro rozsah vstupnı´ch hodnot < 1, 2147483647 >. Po konzultaci s vedoucı´m pra´ce bylo
od implementace Aditivnı´ch ko´du˚ upusˇteˇno a v prˇı´padeˇ Goldbachova G0 ko´du byla
implementace omezena na maxima´lnı´ de´lku ko´du 120 000 bitu˚.
Porovna´nı´ efektivity byloprovedenonaposkytnute´ sadeˇ testovacı´ch souboru˚, prˇicˇemzˇ
v prˇı´padeˇ Goldbachova ko´dova´nı´ G0 byl rozsah testova´nı´ omezen.
Klı´cˇova´ slova: Fibonacciho ko´dy, Zobecneˇne´ Fibonacciho ko´dy, Goldbachovy ko´dy,
Aditivnı´ ko´dy, Golombovy a Riceovy ko´dy
Abstract
The goal of the works was to acquaint with several types of encoding variable lenght
for integral numbers, to analyze their implementation in terms of potencional use in the
compression framework and to compare their effectiveness. I chose the Fibonacci code,
the Generalized Fibonacci code, the Goldbach codes, the Additive codes, the Golomb and
the Rice code. When evaluating the encoding efficiency, I focused on wether and under
what conditions is the encoding useful in comperisionwith regular thirty-two sign binary
representation.
The implementation was made for a range of input value < 1, 2147483647 > expect
the Additive and Goldbach codes G0. The implementation of the Additive codes was
canceled and the implementation of the Goldbach codes G0 was limited to a maximum
code leght 120 000 bites, after the consultation with the supervisor.
The comparing of the effectiveness was made on the provided test files. In case of
Goldbach codes G0 the extent of testing was limited.
Keywords: Fibonacci code, Generalized Fibonacci code, Goldbach Codes, Additive
Codes, Golomb and Rice code
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51 U´vod
Proble´m reprezentace cely´ch cˇı´sel je v informatice rˇesˇen veˇtsˇinou pomocı´ zname´nkovy´ch
cˇi nezname´nkovy´ch bina´rnı´ch cˇı´sel pevne´ de´lky. Nevy´hodou tohoto rˇesˇenı´ je neza´vislost
de´lky vy´sledne´ho ko´du na hodnoteˇ ko´dovane´ho cˇı´sla. U´cˇelem te´to pra´ce je zameˇrˇit se na
ko´dova´nı´, u nichzˇ je velikost bina´rnı´ reprezentace za´visla´ na velikosti cˇı´sla a prˇı´padneˇ
jesˇteˇ parametru.
Acˇkoli je princip neˇktery´ch teˇchto ko´dova´nı´ zna´m jizˇmnohdy i vı´ce nezˇ sto let, dosta´va´
se jim veˇtsˇı´ho vy´znamu teprve se vzru˚stajı´cı´m vy´konem modernı´ch pocˇı´tacˇu˚. Snahou je
minimalizovat mnozˇstvı´ ukla´dany´ch nebo prˇena´sˇeny´ch dat.
62 Principy ko´dova´nı´
Jak vidı´me v tabulce 1 majı´ jednotliva´ ko´dova´nı´ k uchova´nı´ hodnoty cˇı´sla n dosti ru˚zno-
rode´ prˇı´stupy.
2.1 Fibonacciho ko´dovanı´
Fibonacciho ko´dova´nı´ stavı´ na za´kladech polozˇeny´ch italsky´m ucˇencem Leonardem Fi-
bonaccim z Pizy, zˇijı´cı´m na prˇelomu 12. a 13. stoletı´ a pra´ci belgicke´ho le´karˇe amatematika
Eduarda Zeckendorfa.
Fibonacci pouzˇil dnes po neˇm pojmenovanou nekonecˇnou cˇı´selnou rˇadu k popisu
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Eduard Zeckendorf objevil to, zˇe jake´koli kladne´ cele´ cˇı´slo je mozˇne´ zapsat jako soucˇet
1 azˇ n ru˚zny´ch, spolunesousedı´cı´ch cˇı´sel fibonaccihoposloupnosti. Tentomatematicky´ jev
je dnes zna´m jako Zeckendorfu˚v theorem amu˚zˇe by´t vyuzˇit k vytvorˇenı´ cˇı´selne´ soustavy.
Na rozdı´l od jiny´ch soustav, kde prˇı´tomnost symbolu x na pozici i znamena´, zˇe cˇı´slo
obsahuje x × ki, kde k je za´klad cˇı´selne´ soustavy. V te´to soustaveˇ znamena´ prˇı´tomnost
symbolu x na pozici i, zˇe cˇı´slo obsahuje x×Fi, kdeFi je i-ty´ prvek nekonecˇne´ posloupnosti
1, 2, 3, 5, ..... a x ∈< 0, 1 >. Cˇı´sla te´to soustavy budunada´le nazy´vat Fibonacciho cˇı´sla rˇa´du
dva a budu je znacˇit Z(2)i .
Fibonacciho ko´dova´nı´ vyuzˇı´va´ toho, zˇe fibonacciho cˇı´slo rˇa´du dveˇ pro n ≥ 1 za-
cˇı´na´ vzˇdy jednicˇkou a nikde se v neˇm nevyskytujı´ dveˇ jednicˇky vedle sebe. Pokud ho
tedy zapı´sˇeme pozpa´tku a prˇipojı´me za neˇj jednicˇku, zı´ska´me v datove´m streamu jasneˇ
rozlisˇitelny´ sufix.
2.2 Zobecneˇne´ (Generalizovane´) Fibonacciho ko´dovanı´
Zobecneˇne´ Fibonaccihoko´dybylypoprve´ prezentova´nyprofesoryAlbertemApostolicem
a Avierzi Frankelem, kterˇı´ uka´zali jejich snadnou ko´dovatelnost a deko´dovatelnost.
Zobecneˇne´ Fibonacciho ko´dy rˇa´du m sesta´vajı´ podobneˇ jako Fibonacciho ko´dy z
cˇı´selne´ reprezentace a sufixu, s vy´jimkou prˇı´padu, kdy ko´dovane´ cˇı´slo n = 1, kdy
F (m) (n) = 1m nebo n = 2, pak se ko´d rovna´ pouze sufixu, tedy F (m) (n) = 01m. Cˇı´-
selna´ reprezentace je tvorˇena usporˇa´danou rˇadou jedinecˇny´ch 1 azˇ n bitovy´ch kombinacı´
neobsahujı´cı´ch m jednicˇky za sebou, serˇazeny´ch podle de´lky. Prˇicˇemzˇ cˇı´slu n odpovı´da´
prvek rˇady na pozici n− 2.
Prˇı´klad 2.1
m = 3;n = 16; 0, 1, 00, 01, 10, 11, 000, 001, 010, 011, 100, 101, 110, 0000, ... => F (n) = 0000 =>






























































































































































































































































































8Pro u´cˇely te´to pra´ce mi bylo konzultantem pra´ce zada´no vypracovat Zobecneˇne´ Fibo-
nacciho ko´dova´nı´ prom rovno 3, 4 a 5. V pocˇa´tcı´ch pra´ce na tomto ko´dova´nı´ jsem se sna-
zˇil k zı´ska´nı´ cˇı´selne´ reprezentace vyuzˇı´t ”brutal force” algoritmus s naru˚stajı´cı´m pocˇtem
ko´dovany´ch cˇı´sel a jejich rostoucı´ hodnotou se vsˇak pouzˇitı´ takto neefektivnı´ho algoritmu
stalo neu´nosny´m a po sezna´menı´ s pracı´ pa´nu˚ Jirˇı´hoWeldera aMichala Kra´tke´ho[1], jsem
prˇistoupil k pouzˇitı´ Fast Coding a Decoding Algoritmu.
Fast Coding Algoritmus pro n = 1 a n = 2 prˇirˇazuje F (m) (1) = 1m a F (m) (2) = 01m.
Pro n > 2 hleda´me k, pro ktere´ platı´ S(m)k−2 < n ≤ S(m)k−1. Nalezene´ k pak pouzˇijeme k
vy´pocˇtu Q = n − Sk−2 − 1. F (m) (Q) na´sledneˇ doplnı´me zprava nulami na k mı´st, cˇı´mzˇ
zı´ska´me cˇı´selnou reprezentaci, kterou doplnı´me sufixem 01m.
S(m)n =
{
0, pro n < −1 .∑n
i=−1 F
(m)
i , pro n ≥ −1 .
2.3 Aditivnı´ ko´dy
Aditivnı´ ko´dy vyuzˇı´vajı´ za´kladnı´ vlastnosti aditivnı´ sekvence, kdy jake´koli kladne´ cele´
cˇı´slo lze zapsat jako soucˇet dvou cˇı´sel aditivnı´ sekvence. V prˇı´kladu 2.2 a 2.3 je zna´zorneˇno
odvozova´nı´ aditivnı´ rˇady (0, 1, 2, ..) a (0, 1, 2, ..). Pokudnemu˚zˇeme cˇı´slo zapsat jako soucˇet
dvou cˇı´sel sekvence prˇida´me ho do sekvence.
Prˇı´klad 2.2
Za´klad sekvence = (0, 1, 2)
0 = 0 + 0
1 = 0 + 1
2 = 1 + 1 nebo 0 + 2
3 = 1 + 2
4 = 2 + 2
5 = 0 + 5 => prˇida´me do sekvence
6 = 1 + 5 nebo 2 + 4
7 = 2 + 8
5 = 0 + 8 => prˇida´me do sekvence
...
Prˇı´klad 2.3
Za´klad sekvence = (0, 1, 3)
0 = 0 + 0
1 = 0 + 1
2 = 1 + 1
3 = 0 + 3
4 = 1 + 3
5 = 0 + 5 => prˇida´me do sekvence
6 = 1 + 5 nebo 2 + 4
7 = 0 + 7=> prˇida´me do sekvence
95 = 1 + 7
...
Aditivnı´ ko´dova´nı´ reprezentuje tento soucˇet, kdy n = ai + aj a ai ≤ aj , pomocı´ dvou
bina´rnı´ch cˇı´sel z nichzˇ obeˇ jsou doplneˇny o prefix, a prvnı´ je rovno i , druhe´ j − (i − 1),
prˇicˇemzˇ i reprezentuje index mensˇı´ho z cˇı´sel sekvence a j − (i− 1) je ofsetem indexu pro
aj . Prefix pro x bitove´ cˇı´slo je tvorˇen x− 1 nulami.
Vzhledem k tomu, zˇe indexy prvku˚ sekvence potrˇebny´ch k zako´dova´nı´ n budou vzˇdy
mensˇı´ nezˇ n, prˇicˇemzˇ druhy´ z indexu˚ je zada´n ofsetem. Lze usuzovat na pomeˇrneˇ dobrou
efektivitu ko´dova´nı´ v urcˇite´ omezene´ oblasti. Nevy´hodou je naru˚stajı´cı´ de´lka prefixu˚ pro
obeˇ cˇa´sti ko´du, a to zˇe z de´lky ko´du pro n nemu˚zˇeme odhadnout de´lku ko´du pro n+ 1.
2.4 Goldbachovo ko´dova´nı´
U Goldbachova G0 ko´dova´nı´ vycha´zı´me z prˇedpokladu, zˇe pro kazˇde´ cele´ kladne´ n platı´
2(n + 3) = Pi + Pj , prˇicˇemzˇ Pi a Pj jsou prvocˇı´sla, pro ktere´ platı´ Pi < Pj a soucˇasneˇ
Pi ≥ 3.
Vy´raznou nevy´hodou Goldbachova G0 ko´dova´nı´ je prudky´ na´ru˚st de´lky ko´du s
rostoucı´m n. Proble´m mu˚zˇe take´ prˇedstavovat to, zˇe de´lka ko´du pro dveˇ sousedı´cı´ n
se mu˚zˇe znacˇneˇ lisˇit. Prvnı´ z teˇchto neduhu˚ vedl k omezenı´ implementace a nakonec i
testova´nı´. Druhy´ byl prˇı´cˇinou toho, procˇ dosˇlo k omezenı´ implementace na za´kladeˇ de´lky
vy´stupnı´ho ko´du a ne k pouhe´mu omezenı´ rozsahu vstupnı´ho intervalu.
2.5 Golombovy a Riceovy ko´dy
Riceovy ko´dy jsou pouze specificky´m prˇı´padem Golombovy´ch ko´du˚, kdy je parametrm
roven mocnineˇ cˇı´sla 2.
Golombovy ko´dy sesta´vajı´ z prefixu a bina´rnı´ho cˇı´sla. Prefix je tvorˇen rˇadou j jednicˇek
na´sledovany´ch nulou, prˇicˇemzˇ n = (j ∗m) + q, kde j je vy´sledkem celocˇı´selne´ho deˇlenı´
n/m a q je zbytkem po tom to deˇlenı´, ulozˇeny´m v bina´rnı´m cˇı´sle na´sledujı´cı´m po prefixu.
V prˇı´padeˇ, zˇe je parametr m mocninou dvojky, je de´lka bina´rnı´ho ko´du pro zbytek
konstantnı´ a rovna´ se C = dlog2me. Pro m ru˚zne´ od mocnin dvojky bude pro q < x;x =
2C −m de´lka bina´rnı´ho cˇı´sla C − 1, pro q ≥ x bude rovna C.
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3 Implementace
Implementace probı´hala v programovacı´m jazyce C++. Prˇi implementaci byly vyuzˇite´
trˇı´dy a hlavicˇkove´ soubory cCoder, cBitImputStream a cBitOutputStream vytvorˇene´ ve-
doucı´m pra´ce a uvolneˇne´ pod GPL licencı´.
Abstraktnı´ trˇı´da cCoder prˇedstavuje spolecˇne´ rozhranı´ pro trˇı´dy kode´ru˚/dekode´ru˚
zadany´ch ko´dova´nı´ a poskytuje funkci pro vy´pocˇet log2. Vsˇechny mnou vytvorˇene´ kode´-
ry/dekode´ry obsahujı´ funkci int encode(int n) pro ko´dova´nı´, int decode() prodeko´dova´nı´,
a int Length(int n) pro zjisˇteˇnı´ de´lky ko´du pro n.
3.1 Implementace Fibonacciho ko´dova´nı´
Veˇtsˇinou nejjednodusˇsˇı´ funkci vsˇech kode´ru˚ prˇedstavoval vy´pocˇet de´lky vy´sledne´ho
ko´du. V prˇı´padeˇ Fibonacciho ko´dova´nı´ postacˇı´ zna´t index nejveˇtsˇı´ho prvku Fibonacciho
posloupnosti obsazˇene´ho v cˇı´sle n. Cyklus se ukoncˇı´ ve chvı´li, kdy je nalezeno cˇı´slo rovne´
n nebo prvnı´ veˇtsˇı´. Na za´kladeˇ toho pak prˇicˇteme pro cˇı´slo rovno n dveˇ (jedna za sufix
a jedna jako kompenzace toho, zˇe prvky v poli jsou cˇı´slova´ny od nuly) a pro cˇı´slo veˇtsˇı´
jedna (pouze za sufix, cˇı´slova´nı´ pole je uzˇ kompenzova´no nalezenı´m veˇtsˇı´ho cˇı´sla).
int cFibonaciCoder :: Length(int n) {





if (this−>rada[pocitadlo] == n)
{




return pocitadlo + 1;
}
}
Vy´pis 1: funkce int cFibonaciCoder::Length(int n)
Problematiku ko´dova´nı´ pomocı´ Fibonacciho ko´du jsem si ve trˇı´deˇ cFibonaciCoder rozdeˇ-
lil na vy´pocˇet Fibonacciho cˇı´sla rˇa´du dva a za´pis do souboru s doplneˇnı´m sufixu. Vy´pocˇet
Fibonacciho cˇı´sla rˇesˇı´m pomocı´ rekurzivnı´ funkce std::string fibS(int n). Prˇi vy´pocˇtu Fi-
bonacciho cˇı´sla rˇa´du dva hleda´m nejveˇtsˇı´ cˇı´slo Fibonacciho posloupnosti, ktere´ je mensˇı´
a nebo rovno n. Pokud je nalezene´ cˇı´slo rovno n, vra´tı´m jeho pozpa´tku do rˇeteˇzce zapsa-
nou reprezentaci ve formeˇ Fibonacciho cˇı´sla rˇa´du dveˇ, jestlizˇe je nalezene´ cˇı´slo mensˇı´ nezˇ
n, pouzˇiji rekurzy k zı´ska´nı´ Fibonacciho cˇı´sla rˇa´du dveˇ pro rozdı´l n a nalezene´ho cˇı´sla.
Provedu ”bitovy´ soucˇet”(cˇı´sla jsou reprezentova´na formou rˇeteˇzce a tak bitovy´ soucˇet v
prave´m slova smyslu nelze pouzˇı´t) fibonacciho reprezentace rˇa´du dveˇ nalezene´ho cˇı´sla a
vy´sledku rekurze.
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std :: string cFibonaciCoder ::fibS(int n)
{
int pocitadlo = 0;






if (this−>rada[pocitadlo] == n)
{








pocitadlo = pocitadlo − 1;
std :: string pom;
pom.reserve(50);
pom = this−>fibS(n − this−>rada[pocitadlo]);
for( int i = 0; i < pocitadlo; i++)
{
if ( i < pom.length() )
{


















Vy´pis 2: funkce int cFibonaciCoder::fibS(int n)
Vola´nı´ funkce fibS, za´pis do bitove´ho streamu a doplneˇnı´ sufixu realizuje trivia´lnı´m
zpu˚sobem funkce int Encode(int n).
int cFibonaciCoder :: Encode(int n) {











for( int i = 0; i <res.length(); i++ )
{













Vy´pis 3: funkce int cFibonaciCoder::Encode(int n)
Prˇi deko´dova´nı´ postupneˇ nacˇı´ta´m jednotlive´ bity, prˇicˇemzˇ inkrementuji pocˇı´tadlo. Pokud
je nacˇteny´ bit jednicˇka a jednicˇka mu neprˇedcha´zela, prˇicˇtu do promeˇnne´ res s vy´sledkem
cˇı´slo fibonacciho posloupnosti, ulozˇene´ v poli rada na sourˇadnicı´ch pocˇı´tadla. Pokud
narazı´m na druhou jednicˇku v rˇadeˇ, ukoncˇı´m nacˇı´ta´nı´ a vra´tı´m obsah promeˇnne´ res.
int cFibonaciCoder :: Decode() {





pom2 = m InputStream−>ReadBit();








if (pom1 == 1){







Vy´pis 4: funkce int cFibonaciCoder::Decode(int n)
3.2 Implementace Generalizovane´ho Fibonacciho ko´dova´nı´
Implementace funkce pro zjisˇt’ova´nı´ de´lky ko´du, stejneˇ jako funkce pro ko´dova´nı´ a de-
ko´dova´nı´, jsou postaveny na principech publikovany´ch v [1]. Vycha´zı´m z toho, zˇe de´lka
ko´du je rovnam+ k.
int cGenFibonaciCoder :: Length(int symbol) {












if (symbol <= this−>suma[i])
{





Vy´pis 5: funkce int cGenFibonaciCoder :: Length(int symbol)
Implementace ko´dova´nı´ odpovı´da´ Fast Coding Algoritmu popsane´mu v kapitole 2.2,
prˇicˇemzˇ jsem cˇinnosti spojene´ s ko´dova´nı´m opeˇt rozdeˇlil do dvou celku˚. Pro vy´pocˇet
Fibonacciho cˇı´sel rˇa´du 3, 4 a 5 vyuzˇı´va´m identickou funkci fibS, ktera´ ma´ ovsˇem k dis-
pozici v pameˇti odlisˇne´ posloupnosti. Ve funkci int encode(int n) je pak rˇesˇeno doplneˇnı´
prˇı´padny´ch nul zprava a sufixu.
int cGenFibonaciCoder :: Encode(int symbol) {
if (symbol == 1)
{


















std :: string q;
q.reserve(100);
int k;




if (symbol <= this−>suma[i])
{






for( int i = 0; i < q.length() ; i++)
{






















Vy´pis 6: funkce int cGenFibonaciCoder :: Encode(int symbol)
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3.3 Implementace Goldbachova G0 ko´du
Vzhledem k vy´razne´ neefektiviteˇ tohoto ko´dova´nı´, jsme omezili implementaci na vstupnı´
hodnoty n, pro neˇzˇ de´lka vy´stupnı´ho ko´du neprˇekrocˇı´ 120 000 bitu˚. Jisty´ proble´m pro
implementaci prˇedstavuje nejednoznacˇnost ko´du, kdy 2(n + 3) mu˚zˇeme zapsat pomocı´
vı´ce ru˚zny´ch soucˇtu˚ dvou nestejny´ch prvocˇı´sel. Ve sve´ implementaci se snazˇı´m najı´t vzˇdy
dveˇ prvocˇı´sla, jejichzˇ rozdı´l indexu˚ v rˇadeˇ je co nejmensˇı´. Toto opatrˇenı´ mi zarucˇuje, zˇe ze
vsˇech mozˇny´ch vyberu vzˇdy ten nejkratsˇı´ goldbachu˚v G0 ko´d.
Na rozdı´l od trivia´lnı´ho algoritmu pro zjisˇt’ova´nı´ de´lky Fibonacciho ko´dova´nı´ 3.1 je
algoritmus mnohem slozˇiteˇjsˇı´ a vy´pocˇetneˇ na´rocˇneˇjsˇı´. Pro realizaci algoritmu jsem kromeˇ
funkce int Length implementoval funkci int hledej, ktera´ v poli 120 000 prvocˇı´sel vyhle-
da´va´ pu˚lenı´m intervalu a vracı´ index nalezene´ho cˇı´sla. Pouzˇı´va´m ji take´ ke kontrole, zda
je cˇı´slo prvocˇı´slem. V prˇı´padeˇ, zˇe cˇı´slo nenı´ prvocˇı´slem v dane´m intervalu< 3, 1583273 >,
vracı´ -1 .






int stred = (dolnimez + hornimez)/2;




if ( cislo < prvocisla[stred ])
{




return hledej( cislo ,stred + 1, hornimez);
}
}
Vy´pis 7: funkce int cGoldbachG0Coder::hledej(int cislo, int dolnimez, int hornimez)
Funkce int Length procha´zı´ postupneˇ vsˇechny soucˇty dvou cely´ch cˇı´sel, ktere´ se rovnajı´
2(n + 3) a hleda´ mezi nimi soucˇet dvou prvocˇı´sel s co nejmensˇı´m odstupem indexu˚.




int index1 = 0;




for( int i = 1; i <= (2∗(cislo + 3)) ; i++)
{
pom1 = hledej(i,0,120000);
pom2 = hledej((2∗(cislo + 3))−i,0,120000);
if ((pom1 != −1)&& (pom2 != −1))
{









Vy´pis 8: funkce int cGoldbachG0Coder::Length(int cislo)
Prˇi implementaci funkce int Encode(int symbol) jsem prˇi hleda´nı´ indexu˚ vycha´zel z
funkce Length a doplnil za´pis do streamu.
int cGoldbachG0Coder::Encode(int cislo)
int index1 = 0;
int index2 = 0;
int pom1;
int pom2;
for( int i = 1; i <= (2∗(cislo + 3)) ; i++)
{
pom1 = hledej(i,0,120000);
pom2 = hledej((2∗(cislo + 3))−i,0,120000);
if ((pom1 != −1)&& (pom2 != −1))
{







for( int j = 0; j<index2; j++)
{
if (( j+1) == index1)
{





if (( j+1) == index2)
{













Vy´pis 9: funkce int cGoldbachG0Coder::Encode(int cislo)
Prˇi deko´dova´nı´ GoldbachovaG0 ko´du postupujeme tak, zˇe postupneˇ ze streamu nacˇı´-
ta´me jednotlive´ bity a pokud narazı´me na jednicˇku, inkrementujeme pocˇı´tadlo (jednicˇek)
a do promeˇnne´ uchova´vajı´cı´ vy´sledek prˇicˇteme prvocˇı´slo jehozˇ index odpovı´da´ porˇadı´
nacˇtene´ho bitu s jednicˇkou. Pokudpocˇı´tadlo (jednicˇek) signalizuje nacˇtenı´ druhe´ jednicˇky,
ukoncˇı´me nacˇı´ta´nı´. Pote´ vy´sledek vydeˇlı´me dveˇma a odecˇteme trˇi.
int cGoldbachG0Coder::Decode()
{
int pocitadlo = 0;
int jednicek = 0;
int vysledek = 0;
while(jednicek <2)
{
if (m InputStream−>ReadBit() == 1)
{





return (vysledek / 2)−3;
}
Vy´pis 10: funkce int cGoldbachG0Coder::Decode(int cislo)
3.4 Implementace Golombova a Riceova ko´du
Jak mu˚zˇeme videˇt ve zdrojove´m ko´du, spocˇı´va´ zjisˇt’ova´nı´ de´lky Golombova ko´du ve
vy´pocˇtu q a a, kdy pro a < x je de´lka vy´sledne´ho ko´du q+1+ c− 1 a pro a ≥ x q+1+ c.
U Riceova ko´du mu˚zˇe nastat pouze druhy´ prˇı´pad.
int cGolombCoder::Length(int symbol)
{
int res = 0;







res = (symbol / this−>gm) + 1;
}
if ((symbol % this−>gm) < this−>gx)
{








Vy´pis 11: funkce int cGolombCoder::Length(int symbol)
Prˇi ko´dova´nı´ zjisˇt’uji vy´sledek celocˇı´selne´ho deˇlenı´ q a zbytek po celocˇı´selne´m deˇlenı´ r.
Pomocı´ cyklu zapı´sˇi do souboru q jednicˇek na´sledovany´ch nulou. Na za´kladeˇ velikosti
r vyhodnotı´m, zda ma´ A de´lku C nebo C − 1. Pomocı´ funkce rTostring zı´ska´m rˇeteˇzec




int r = symbol % this−>gm;
int q = symbol / this−>gm;
std :: string a;
a.reserve(40);
for( int i = 0; i < q;i++ )
{
m OutputStream−>WriteBit(1);
// printf (”1”) ;
}
m OutputStream−>WriteBit(0);
// printf (”0”) ;
if ( r < this−>gx)
{




a = this−>rTostring(r + this−>gx,this−>gc );
}
for( int i = 0; i < a.length() ; i++)
{
if (a[ i ] == ’1’ )
{
m OutputStream−>WriteBit(1);











Vy´pis 12: funkce int cGolombCoder::Encode(int symbol)
std :: string cGolombCoder::rTostring(int r,int bits )
{
std :: string res;
res.reserve(40);
for( int i = 0 ; i<bits; i++)
{











Vy´pis 13: funkce int cGolombCoder::rTostring(int r, int bits)
Prˇi deko´dova´nı´ Golombova ko´du nacˇı´ta´m ze streamu tak dlouho, dokud nenarazı´m na
nulu, prˇicˇemzˇ inkrementuji pocˇı´tadlo. Pocˇı´tadlo je nynı´ rovno q. Nacˇtu ze streamu C
bitu˚ a ulozˇı´m jejich reprezentaci do rˇeteˇzce. Pomocı´ funkce binarTodec prˇevedu hodnotu
uchova´vanou rˇeteˇzcem na integer. Pokud je cˇı´slo mensˇı´ jak X , skoncˇı´m s nacˇı´ta´nı´m a
vra´tı´m vy´sledek vy´pocˇtu q ∗m+ a. Pro cˇı´sla veˇtsˇı´ jakX nacˇtu jesˇteˇ jeden bit do rˇeteˇzce a
pouzˇiji znovu funkci binarTodec a vra´tı´m vy´sledek q ∗m+A−X .
int cGolombCoder::Decode()
{
int res = 0;
int q = 0;
int nul = 0;














for( int i = 0; i < (this−>gc − 1); i++)
{









if (this−>binarTodec(a) < this−>gx)
{












return (this−>gm ∗ q) + this−>binarTodec(a.c str()) − this−>gx;
}
}
Vy´pis 14: funkce int cGolombCoder::Decode()
int cGolombCoder::binarTodec(std::string bin)
{
int res = 0;
for( int i = 0 ; i< bin.length() ; i++)
{
if (bin[ i ]==’1’ )
{






Vy´pis 15: funkce int cGolombCoder::binarTodec(std::string bin)
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4 Testova´nı´
Pro testova´nı´ mi bylo poskytnuto 6 testovacı´ch souboru˚. V peˇti prˇı´padech soubory
obsahujı´ data s uniformnı´m rozlozˇenı´m v rozsahu 2x azˇ 2y − 1, kdy na´zvy souboru˚
splnˇujı´ konvenci data x y.txt (data 00 05.txt, data 00 08.txt, data 08 16.txt, data 16 24.txt,
data 24 31.txt). Sˇesty´ soubor data norm.txt obsahuje data s norma´lnı´m (Gaussovy´m) roz-







, prˇicˇemzˇm = 0 a s = 128. Ve vsˇech prˇı´padech soubory
obsahovaly milion hodnot.
Abych vyloucˇil jaky´koli vliv souborove´ho a operacˇnı´ho syste´mu, prova´deˇl jsem prˇi
testova´nı´ kromeˇ ko´dova´nı´ souboru i vy´pocˇet de´lky vy´sledne´ho streamu v bitech, prˇicˇemzˇ
tyto vypocˇtene´ hodnoty byly pouzˇity k porovna´nı´ ko´dova´nı´.
V prˇı´padech, kde to rozsah vstupnı´ch hodnot umozˇnˇoval, jsem provedl kromeˇ porov-
na´nı´ s 32 bitovou bina´rnı´ reprezentacı´ i porovna´nı´ s 8 a 16 bitovou reprezentacı´.
4.1 Uniformnı´ rozlozˇenı´
4.1.1 Uniformnı´ rozlozˇenı´ v rozsahu 1 azˇ 31
Mala´ cˇı´sla prˇedstavujı´ oblast, ve ktere´ prˇedstavujı´ testovana´ ko´dova´nı´ veˇtsˇinou nej-
veˇtsˇı´ prˇı´nos v porovna´nı´ s bina´rnı´m ko´dem pevne´ de´lky 32 bitu˚ a na rozdı´l od 16 a
8 bitove´ho ko´dova´nı´ si zachova´vajı´ schopnost uchovat hodnotu cˇı´sla v plne´m rozsahu
< 1, 2147483647 >.
Jak vidı´me v grafu na obra´zku 1 a v tabulce 2, je pro tento rozsah cˇı´sel za dany´ch para-
metru˚ nejefektivneˇjsˇı´ Fibonacciho ko´dova´nı´, ktere´ doka´zalo testovacı´ soubor zako´dovat
s u´sporou 79,719% v porovna´nı´ s 32-bitovy´m ko´dova´nı´m.
Dobre´ho vy´sledku by bylo mozˇne´ dosa´hnout i s Golombovy´m ko´dova´nı´m v prˇı´padeˇ,
kdy bychom zvolili parametr m blı´zky´ hornı´ uza´veˇrˇe intervalu < 1, 31 >, kdy se de´lka
kodu cˇı´sla rovna´ dlog2me+ 1 prom veˇtsˇı´ nezˇ hornı´ uza´veˇra intervalu vstupnı´ch hodnot.
V prˇı´padeˇ zˇe m = 32 je pak de´lka zako´dovane´ho souboru 6000000 bitu˚, cozˇ znamena´
81,25% u´sporu mı´sta v porovna´nı´ s 32-bitovy´m ko´dova´nı´m.
V prˇı´padeˇ Generalizovany´ch Fibonacciho ko´du˚ se projevuje veˇtsˇı´ meˇrou de´lka sufixu,
ktera´ je cˇa´stecˇneˇ kompenzova´na tı´m, zˇe oproti Fibonacciho ko´du existuje me´neˇ bina´r-
nı´ch cˇı´sel, ktera´ by obsahovala jeho sufix. Tato vlastnost se bude sta´le vı´ce projevovat s
rostoucı´m rozsahem vstupnı´ch hodnot.
4.1.2 Uniformnı´ rozlozˇenı´ v rozsahu 1 azˇ 255
Pro rozsah vstupnı´ch hodnot 1 azˇ 255 se etalonu v podobeˇ 8 bitove´ho bina´rnı´ho ko´du
pevne´ de´lkynejvı´ceprˇiblı´zˇiloGeneralizovane´ Fibonaccihoko´dova´nı´ s parametremm = 3,
ktere´ vzhledem k 32 bitove´mu ko´dova´nı´ usporˇilo 67,194 % mı´sta.
Prˇi porovna´nı´ tabulek 2 a 3 simu˚zˇemevsˇimnout rozdı´lu vde´lka´chvy´sledny´ch streamu
pro Golombovo ko´dova´nı´ s parametrem m = 1000, ke ktere´mu dosˇlo v du˚sledku volby
parametru ru˚zne´ho od cele´ mocniny dvojky. Vı´me, zˇe X = 2dlog2me −m = 2dlog2 1000e −

































































































































































































































































































































































































































































































































































































pro rozsah < 24, 999 > je to 10 bitu˚. U Golombova ko´du s parametry m = 100000 a
m = 10000000 tento jev jesˇteˇ pozorovat nemu˚zˇeme kvu˚li intervalu vstupnı´ch hodnot,
jehozˇ hornı´ uza´veˇra je mensˇı´ nezˇ X a ko´d ma´ tak konstantnı´ de´lku dlog2me − 1 + q + 1.
Prˇi pouzˇitı´ Goldbachova G0 ko´du uzˇ nedocha´zı´ ke kompresi, ale na´ru˚stu de´lky stre-
amu.Vzhledemkprˇedpokla´dane´mudalsˇı´mu vy´razne´muna´ru˚stu de´lky, nebude pro dalsˇı´
testova´nı´ vyuzˇit.
4.1.3 Uniformnı´ rozlozˇenı´ v rozsahu 256 azˇ 65535
Pro rozsah vstupnı´ch hodnot 256 azˇ 65535 je nejlepsˇı´ch vy´sledku˚ dosazˇeno Golombovy´m
ko´dem s parametrem m = 100000, naopak nejhorsˇı´ch vy´sledku˚ pro tento rozsah, podle
ocˇeka´va´nı´ dosahoval Golombu˚v ko´d m = 1000, kdy se v du˚sledku na´ru˚stu q vy´razneˇ
zveˇtsˇovala de´lka ko´du (v nejhorsˇı´m prˇı´padeˇ azˇ o 65 bitu˚), a tak dosˇlo k prˇekrocˇenı´ de´lky
stremu s 32 bitovy´m ko´dem.Nedocha´zı´ uzˇ tedy ke kompresi, ale na´ru˚stu de´lky. V prˇı´padeˇ
Golombova ko´du s parametremm = 10000000 je vzhledem k velikosti vstupnı´ch hodnot
prova´deˇno sta´le ko´dova´nı´ ”pevne´” de´lky 24 bitu˚.
V prˇı´padeˇ Fibonacciho ko´dova´nı´ se sta´le vı´ce projevuje cˇasty´ vy´skyt bina´rnı´ch cˇı´sel
obsahujı´cı´ch dveˇ jednicˇky na sousednı´ch pozicı´ch, dı´ky cˇemuzˇ nynı´ dosahuje o prˇiblizˇneˇ
6-8 procent horsˇı´ch vy´sledku˚ vu˚cˇi 32 bitove´mu ko´du v porovna´nı´ s Generalizovany´m
fibonacciho ko´dova´nı´m s m = 3;m = 4;m = 5. U´cˇinnost Generalizovany´m fibonacciho
ko´dova´nı´m s m = 3 a m = 4 se na testovacı´m souboru pro tento rozsah uka´zala srovna-
telna´.
4.1.4 Uniformnı´ rozlozˇenı´ v rozsahu 65536 azˇ 16777215
V tomto rozsahu uzˇ se znacˇnou meˇrou projevujı´ nedostatky zvoleny´ch ko´dovanı´ s pro-
meˇnnou de´lkou ko´du a zadany´ch parametru˚. Nejlepsˇı´ch vy´sledku˚ bylo dosazˇeno v prˇı´-
padeˇ Golombova ko´du sm = 10000000, kdy dosˇlo k u´sporˇe 23,13 procent mı´sta v porov-
na´nı´ s 32 bitovou reprezentacı´.
U Generalizovane´ho Fibonacciho ko´du se zlepsˇenı´ vu˚cˇi 32 bitove´ reprezentaci pohy-
buje mezi 10,343 a 12,225 v za´vislosti na parametrum.
V prˇı´padeˇ Fibonacciho ko´dova´nı´ a Golombova ko´du s parametry m = 1000 a m =
100000 uzˇ nedocha´zı´ ke kompresi, prˇicˇemzˇ na Golomboveˇ ko´dova´nı´ sm = 1000 vidı´me,
jake´ na´sledky mu˚zˇe mı´t nevhodna´ volba velikosti parametru.
4.1.5 Uniformnı´ rozlozˇenı´ v rozsahu 16777216 azˇ 2147483647
V nejvysˇsˇı´m rozsahu uzˇ zˇa´dne´ z testovany´ch ko´dova´nı´ neumozˇnˇovalo v porovna´nı´ s 32
bitovou reprezentacı´ prova´deˇt komprimaci.NaGolomboveˇ ko´dupak vidı´me, jak za´vazˇne´
du˚sledkymu˚zˇemı´t nevhodneˇ zvoleny´ parametr, kdy u kodova´nı´ s parametremm = 1000









































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Prˇi testova´nı´ na souboru data norm.txt proka´zala vsˇechny implementovana´ ko´dova´nı´
schopnost komprese. Jak vidı´me v tabulce 7 nejhorsˇı´ch vy´sledku˚ bylo dosazˇeno s Goldba-
chovy´m G0 ko´dova´nı´m, kdy bylo usporˇeno 15,909 procenta mı´sta. Nejlepsˇı´ch vy´sledku˚
bylo dosazˇeno Generalizovany´m Fibonacciho ko´dova´nı´m s parametrem m = 3. Velmi
dobry´ch vy´sledku˚ bylo dosazˇeno takte´zˇ s Fibonacciho ko´dova´nı´m, Golombovy´m ko´do-





































































































































































































































































































































































































































































































V ra´mci te´to pra´ce jsem se sezna´mil s ru˚zny´mi prˇı´stupy k bina´rnı´ reprezentaci cely´ch cˇı´sel
v rozsahu < 1, 2147483647 > a implementoval trˇı´dy potrˇebne´ pro jejich nasazenı´ v ra´mci
kompresnı´ho frameworku.
Pokud to me´ znalosti a schopnosti umozˇnˇovaly, snazˇil jsem se na mı´sto ”hrube´ sı´ly”
vyuzˇı´t pokrocˇilejsˇı´ch prˇı´stupu˚. Jsem si ovsˇem veˇdom rezerv, ktere´ v tomto smeˇrume´ ko´dy
sta´le jesˇteˇ majı´.
U Fibonacciho ko´dova´nı´ se potvrdila vysoka´ efektivita pro mala´ cˇı´sla dana´ jednobito-
vy´m sufixem, kdy u testovacı´ho souboru data 00 05.txt dosˇlo k te´meˇrˇ 80 procentnı´ u´sporˇe
mı´sta v porovna´nı´ s 32 bitovy´m ko´dova´nı´m. S rostoucı´m rozsahem vstupnı´ch hodnot se
ovsˇem efektivita vzhledem k cˇaste´mu vy´skytu bina´rnı´ch cˇı´sel s jednicˇkami na sousednı´ch
pozicı´ch zhorsˇuje. Na testovacı´m souboru data 16 24.txt uzˇ nedocha´zelo ke komprimaci,
ale naopak k na´ru˚stu de´lky.
Generalizovane´ Fibonacciho ko´dy pro m = 3, m = 4 a m = 5 vykazujı´ v oblasti
maly´ch cˇı´sel poneˇkud horsˇı´ vy´sledky v porovna´nı´ s Fibonacciho ko´dova´nı´m. S rostoucı´m
rozsahem vstupnı´ch hodnot se ovsˇem sta´le vı´ce projevuje ”hustsˇı´” bina´rnı´ reprezentace,
ktera´ kompenzuje delsˇı´ sufix, dı´ky cˇemuzˇ docha´zelo ke komprimaci jesˇteˇ u testovacı´ho
souboru data 16 24.txt.
V prˇı´padeˇ Golombovy´ch a Riceovy´ch ko´du˚ se uka´zala znacˇna´ za´vislost u´cˇinnosti to-
hoto ko´dova´nı´ na volbeˇ parametrum. Nasazenı´ teˇchto ko´dova´nı´ se jevı´ jako nejvhodneˇjsˇı´
v prˇı´padeˇ ”u´zke´ho” intervalu vstupnı´ch hodnot, kdy zvolı´me m = x + 1, kde x je hornı´
uza´veˇrou intervalu.
Goldbachovo G0 ko´dova´nı´ se uka´zalo v rozsahu vstupnı´ch hodnot < 1, 31 > jako
rovnocenne´ ostatnı´m testovany´m ko´dova´nı´m. Pro jaky´koli veˇtsˇı´ rozsah uzˇ se bohuzˇel
uka´zalo jako nepouzˇitelne´ kvu˚li pru˚dke´mu na´ru˚stu de´lky ko´du, kdy k uchova´nı´ cˇı´sla v
rˇa´du milio´nu˚ je potrˇeba vı´ce jak 100000 bitu˚, cozˇ by stacˇilo na ulozˇenı´ vı´ce jak 3000 cˇı´sel
v dane´m rozsahu pomocı´ 32 bitove´ reprezentace.
Beˇhem testova´nı´ se uka´zala prˇevaha 32 bitove´ho ko´du s pevnou de´lkou v rozsahu
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