RANCANG BANGUN SISTEM KEAMANAN PINTU MENGGUNAKAN SIDIK JARI (FINGERPRINT) BERBASIS ARDUINO MEGA by NAZOPAH, -
1. Kode Pada Saat Power Dinyalakan: 
 
void setup(){ // dipanggil ketika program dimulai 
 Serial.begin(9600); //membuka serial port, mensetting kecepatan data ke 9600bps 
    finger.begin(57600);  //finger mensetting kecepatan data ke 57600bps 
    lcd.begin(16, 2); //prosedur pemanggilan LCD 
    lcd.setBacklight(255); 
    SPI.begin(); 
    pinMode(sensorsentuh, INPUT); //pin sensorsentuh sebagai input 
    pinMode(doorlock, OUTPUT);  //pin doorlock sebagai output 
        if (finger.verifyPassword()) { // jika finger ter verifikasi maka if dijalankan    
 dan else diabaikan 
      Serial.println("FingerPrint Sensor Ditemukan!"); //menampilkan data di serial              
 monitor pada baris baru FingerPrint Sensor Ditemukan 
    } else {  //else dijalankan jika if tidak memenuhi syarat 
      Serial.println("FingerPrint Sensor Tidak Ditemukan! :(");  // menampilkan  data 
FingerPrint Sensor Tidak Ditemukan! 
      while (1) { delay(1); } 
    } 
    lcd.setCursor (0,0);  //set pada baris 1 kolom 1 
    lcd.print(F("DoorLock System   "));  //menuliskan “DoorLock System” 
    lcd.setCursor (0,1);  //set pada baris 2 kolom 1 
    lcd.print(F(" Control Access "));  // menuliskan “Control Acces” 
    delay (2000);  //waktu tunda 2 detik 
    lcd.clear();  //membersihkan data sebelumnya 
}  
 
2. Kode Saat Membaca Scan Sidik Jari: 
 
uint8_t getFingerprintID() { 
  uint8_t p = finger.getImage(); 
  switch (p) { 
  case FINGERPRINT_OK: 
  Serial.println("Image taken");  // menampilkan data Image taken 
  break; 
  case FINGERPRINT_NOFINGER: 
  Serial.println("No finger detected");  // menampilkan data No finger detected 
  return p;  //mengakhiri eksekusi dari function 
  case FINGERPRINT_PACKETRECIEVEERR: 
  Serial.println("Communication error"); //menampilkan data Communicationerror 
  return p;  //mengakhiri eksekusi dari function 
  case FINGERPRINT_IMAGEFAIL: 
  Serial.println("Imaging error"); // menampilkan data Imaging error 
  return p;  //mengakhiri eksekusi dari function 
  default: 
   Serial.println("Unknown error"); // menampilkan data Unknown error 
   return p;  //mengakhiri eksekusi dari function 
  } 
p = finger.image2Tz(); 
  switch (p) { 
  case FINGERPRINT_OK: 
  Serial.println("Image converted"); // menampilkan data Image converted 
  break; 
  case FINGERPRINT_IMAGEMESS: 
  Serial.println("Image too messy"); // menampilkan data Image too messy 
  return p;  //mengakhiri eksekusi dari function 
  case FINGERPRINT_PACKETRECIEVEERR: 
  Serial.println("Communication error"); //menampilkan data Communicationerror 
  return p;  //mengakhiri eksekusi dari function 
  case FINGERPRINT_FEATUREFAIL: 
  Serial.println("Could not find fingerprint features"); // menampilkan data Could  
 not find fingerprint features 
  return p;  //mengakhiri eksekusi dari function 
  case FINGERPRINT_INVALIDIMAGE: 
  Serial.println("Could not find fingerprint features"); // menampilkan data Could 
 not find fingerprint features 
  return p;  //mengakhiri eksekusi dari function 
  default: 
  Serial.println("Unknown error"); //menampilkan data Unknown error 
  return p;  //mengakhiri eksekusi dari function 
  } 
  p = finger.fingerFastSearch(); 
  if (p == FINGERPRINT_OK) { //jika p sama dengan FINGERPRINT_OK maka 
 if dijalankan dan  else diabaikan 
    Serial.println("Found a print match!"); //menampilkan data Found a print  match! 
  } else if (p == FINGERPRINT_PACKETRECIEVEERR)  { 
  Serial.println("Communication error"); //menampilkan data Communicationerror 
    return p;  //mengakhiri eksekusi dari function 
  } else if (p == FINGERPRINT_NOTFOUND) { 
    Serial.println("Did not find a match"); //menampilkan data Did not find a match 
    return p;  //mengakhiri eksekusi dari function 
  } else { //else dijalankan jika if tidak memenuhi syarat 
    Serial.println("Unknown error"); //menampilkan data Unknown error 
    return p;  //mengakhiri eksekusi dari function 
  }    
  Serial.print("Found ID #"); Serial.print(finger.fingerID); //menampilkan data  Found 
ID dan fingerID 
  Serial.print(" with confidence of "); Serial.println(finger.confidence);  
  //menampilkan data with confidence of dan finger.confidence 
  return finger.fingerID;  //mengakhiri eksekusi dari function fingerID 
} 
int getFingerprintIDez() { 
  uint8_t p = finger.getImage(); 
  if (p != FINGERPRINT_OK)  return -1; 
  p = finger.image2Tz(); 
  if (p != FINGERPRINT_OK)  return -1; 
  p = finger.fingerFastSearch(); 
  if (p != FINGERPRINT_OK)  return -1; 
 
3. Kode Tampilan LCD Saat Scan Sidik Jari Benar: 
 
Serial.print("Found ID #"); Serial.print(finger.fingerID);  
  Serial.print(" with confidence of "); Serial.println(finger.confidence); 
  lcd.setCursor (0,0);  //set pada baris 1 kolom 1 
  lcd.print("FingerTerdeteksi"); //menuliskan “FingerTerdeteksi” 
  lcd.setCursor (0,1);  //set pada baris 2 kolom 1 
  lcd.print(" Silahkan Masuk ");  //menuliskan “Silahkan Masuk” 
  delay(1000);  //waktu tunda 1 detik 
  return finger.fingerID;  //mengakhiri eksekusi dari function fingerID 
} 
 




//SoftwareSerial Serial3(14, 15); 
Adafruit_Fingerprint finger = Adafruit_Fingerprint(&Serial3); 
uint8_t id; 
void setup()   
{ 
  Serial.begin(9600); 
  while (!Serial);  // For Yun/Leo/Micro/Zero/... 
  delay(100); 
  Serial.println("\n\nAdafruit Fingerprint sensor enrollment"); 
  // set the data rate for the sensor serial port 
  finger.begin(57600); 
  if (finger.verifyPassword()) { 
    Serial.println("Found fingerprint sensor!"); 
  } else { 
    Serial.println("Did not find fingerprint sensor :("); 
    while (1) { delay(1); } 
  } 
} 
uint8_t readnumber(void) { 
  uint8_t num = 0; 
  while (num == 0) { 
    while (! Serial.available()); 
    num = Serial.parseInt(); 
  } 




  Serial.println("Ready to enroll a fingerprint!"); 
  Serial.println("Please type in the ID # (from 1 to 127) you want to save this finger 
as..."); 
  id = readnumber(); 
  if (id == 0) {// ID #0 not allowed, try again! 
     return; 
  } 
  Serial.print("Enrolling ID #"); 
  Serial.println(id); 
  while (!  getFingerprintEnroll() ); 
} 
uint8_t getFingerprintEnroll() { 
  int p = -1; 
  Serial.print("Waiting for valid finger to enroll as #"); Serial.println(id); 
  while (p != FINGERPRINT_OK) { 
    p = finger.getImage(); 
    switch (p) { 
    case FINGERPRINT_OK: 
      Serial.println("Image taken"); 
      break; 
    case FINGERPRINT_NOFINGER: 
      Serial.println("."); 
      break; 
    case FINGERPRINT_PACKETRECIEVEERR: 
      Serial.println("Communication error"); 
      break; 
    case FINGERPRINT_IMAGEFAIL: 
      Serial.println("Imaging error"); 
      break; 
    default: 
      Serial.println("Unknown error"); 
      break; 
    } 
  } 
  // OK success! 
  p = finger.image2Tz(1); 
  switch (p) { 
    case FINGERPRINT_OK: 
      Serial.println("Image converted"); 
      break; 
    case FINGERPRINT_IMAGEMESS: 
      Serial.println("Image too messy"); 
      return p; 
    case FINGERPRINT_PACKETRECIEVEERR: 
      Serial.println("Communication error"); 
      return p; 
    case FINGERPRINT_FEATUREFAIL: 
      Serial.println("Could not find fingerprint features"); 
      return p; 
    case FINGERPRINT_INVALIDIMAGE: 
      Serial.println("Could not find fingerprint features"); 
      return p; 
    default: 
      Serial.println("Unknown error"); 
      return p; 
  } 
  Serial.println("Remove finger"); 
  delay(2000); 
  p = 0; 
  while (p != FINGERPRINT_NOFINGER) { 
    p = finger.getImage(); 
  } 
  Serial.print("ID "); Serial.println(id); 
  p = -1; 
  Serial.println("Place same finger again"); 
  while (p != FINGERPRINT_OK) { 
    p = finger.getImage(); 
    switch (p) { 
    case FINGERPRINT_OK: 
      Serial.println("Image taken"); 
      break; 
    case FINGERPRINT_NOFINGER: 
      Serial.print("."); 
      break; 
    case FINGERPRINT_PACKETRECIEVEERR: 
      Serial.println("Communication error"); 
      break; 
    case FINGERPRINT_IMAGEFAIL: 
      Serial.println("Imaging error"); 
      break; 
    default: 
      Serial.println("Unknown error"); 
      break; 
    } 
  } 
  // OK success! 
  p = finger.image2Tz(2); 
  switch (p) { 
    case FINGERPRINT_OK: 
      Serial.println("Image converted"); 
      break; 
    case FINGERPRINT_IMAGEMESS: 
      Serial.println("Image too messy"); 
      return p; 
    case FINGERPRINT_PACKETRECIEVEERR: 
      Serial.println("Communication error"); 
      return p; 
    case FINGERPRINT_FEATUREFAIL: 
      Serial.println("Could not find fingerprint features"); 
      return p; 
    case FINGERPRINT_INVALIDIMAGE: 
      Serial.println("Could not find fingerprint features"); 
      return p; 
    default: 
      Serial.println("Unknown error"); 
      return p; 
  } 
  // OK converted! 
  Serial.print("Creating model for #");  Serial.println(id); 
   
  p = finger.createModel(); 
  if (p == FINGERPRINT_OK) { 
    Serial.println("Prints matched!"); 
  } else if (p == FINGERPRINT_PACKETRECIEVEERR) { 
    Serial.println("Communication error"); 
    return p; 
  } else if (p == FINGERPRINT_ENROLLMISMATCH) { 
    Serial.println("Fingerprints did not match"); 
    return p; 
  } else { 
    Serial.println("Unknown error"); 
    return p; 
  }    
  Serial.print("ID "); Serial.println(id); 
  p = finger.storeModel(id); 
  if (p == FINGERPRINT_OK) { 
    Serial.println("Stored!"); 
  } else if (p == FINGERPRINT_PACKETRECIEVEERR) { 
    Serial.println("Communication error"); 
    return p; 
  } else if (p == FINGERPRINT_BADLOCATION) { 
    Serial.println("Could not store in that location"); 
    return p; 
  } else if (p == FINGERPRINT_FLASHERR) { 
    Serial.println("Error writing to flash"); 
    return p; 
  } else { 
    Serial.println("Unknown error"); 
    return p; 
  }    
} 
 




Adafruit_Fingerprint finger = Adafruit_Fingerprint(&Serial3); 
 
void setup()   
{ 
  Serial.begin(9600); 
  while (!Serial);  // For Yun/Leo/Micro/Zero/... 
  delay(100); 
  Serial.println("\n\nAdafruit finger detect test"); 
  // set the data rate for the sensor serial port 
  finger.begin(57600); 
  if (finger.verifyPassword()) { 
    Serial.println("Found fingerprint sensor!"); 
  } else { 
    Serial.println("Did not find fingerprint sensor :("); 
    while (1) { delay(1); } 
  } 
  finger.getTemplateCount(); 
  Serial.print("Sensor contains "); Serial.print(finger.templateCount); Serial.println(" 
templates"); 
  Serial.println("Waiting for valid finger..."); 
} 
void loop()                     / 
{ 
  getFingerprintIDez(); 
  delay(50);            //don't ned to run this at full speed. 
} 
uint8_t getFingerprintID() { 
  uint8_t p = finger.getImage(); 
  switch (p) { 
    case FINGERPRINT_OK: 
      Serial.println("Image taken"); 
      break; 
    case FINGERPRINT_NOFINGER: 
      Serial.println("No finger detected"); 
      return p; 
    case FINGERPRINT_PACKETRECIEVEERR: 
      Serial.println("Communication error"); 
      return p; 
    case FINGERPRINT_IMAGEFAIL: 
      Serial.println("Imaging error"); 
      return p; 
    default: 
      Serial.println("Unknown error"); 
      return p; 
  } 
  // OK success! 
  p = finger.image2Tz(); 
  switch (p) { 
    case FINGERPRINT_OK: 
      Serial.println("Image converted"); 
      break; 
    case FINGERPRINT_IMAGEMESS: 
      Serial.println("Image too messy"); 
      return p; 
    case FINGERPRINT_PACKETRECIEVEERR: 
      Serial.println("Communication error"); 
      return p; 
    case FINGERPRINT_FEATUREFAIL: 
      Serial.println("Could not find fingerprint features"); 
      return p; 
    case FINGERPRINT_INVALIDIMAGE: 
      Serial.println("Could not find fingerprint features"); 
      return p; 
    default: 
      Serial.println("Unknown error"); 
      return p; 
  } 
  // OK converted! 
  p = finger.fingerFastSearch(); 
  if (p == FINGERPRINT_OK) { 
    Serial.println("Found a print match!"); 
  } else if (p == FINGERPRINT_PACKETRECIEVEERR) { 
    Serial.println("Communication error"); 
    return p; 
  } else if (p == FINGERPRINT_NOTFOUND) { 
    Serial.println("Did not find a match"); 
    return p; 
  } else { 
    Serial.println("Unknown error"); 
    return p; 
  }    
  Serial.print("Found ID #"); Serial.print(finger.fingerID);  
  Serial.print(" with confidence of "); Serial.println(finger.confidence);  
  return finger.fingerID; 
} 
// returns -1 if failed, otherwise returns ID # 
int getFingerprintIDez() { 
  uint8_t p = finger.getImage(); 
  if (p != FINGERPRINT_OK)  return -1; 
  p = finger.image2Tz(); 
  if (p != FINGERPRINT_OK)  return -1; 
  p = finger.fingerFastSearch(); 
  if (p != FINGERPRINT_OK)  return -1; 
  // found a match! 
  Serial.print("Found ID #"); Serial.print(finger.fingerID);  
  Serial.print(" with confidence of "); Serial.println(finger.confidence); 
  return finger.fingerID;  
} 
 




//SoftwareSerial mySerial(10, 11); 
Adafruit_Fingerprint finger = Adafruit_Fingerprint(&Serial3); 
void setup(){ 
  Serial.begin(9600); 
  finger.begin(57600); 
  if (finger.verifyPassword()) { 
    Serial.println("FingerPrint Sensor Ditemukan!"); 
  } else { 
    Serial.println("FingerPrint Sensor Tidak Ditemukan! :("); 
    while (1) { delay(1); } 
  } 
} 
void loop(){ 




  Serial.println("Please type in the ID # (from 1 to 127) you want to delete..."); 
  uint8_t id = readnumber(); 
  if (id == 0) {// ID #0 not allowed, try again! 
     return; 
  } 
  Serial.print("Deleting ID #"); 
  Serial.println(id); 
  deleteFingerprint(id); 
} 
//---------PROSES DELETE------// 
uint8_t readnumber(void) { 
  uint8_t num = 0; 
  while (num == 0) { 
    while (! Serial.available()); 
    num = Serial.parseInt(); 
  } 
  return num; 
} 
//----RETURN NUM-----// 
uint8_t deleteFingerprint(uint8_t id) { 
  uint8_t p = -1; 
  p = finger.deleteModel(id); 
  if (p == FINGERPRINT_OK) { 
    Serial.println("Deleted!"); 
  } else if (p == FINGERPRINT_PACKETRECIEVEERR) { 
    Serial.println("Communication error"); 
    return p; 
  } else if (p == FINGERPRINT_BADLOCATION) { 
    Serial.println("Could not delete in that location"); 
    return p; 
  } else if (p == FINGERPRINT_FLASHERR) { 
    Serial.println("Error writing to flash"); 
    return p; 
  } else { 
    Serial.print("Unknown error: 0x"); Serial.println(p, HEX); 
    return p; 
  }    
} 
 
7. Koding Keseluruhan Alat 
 





#include <Keypad.h>  
#include <SPI.h> 
#include <RFID.h> 
#define SS_PIN 53 
#define RST_PIN 49 
RFID rfid(SS_PIN,RST_PIN); 
LiquidCrystal_PCF8574 lcd(0x27); //SDA & SCL ARduino >< LCD i2c 
Adafruit_Fingerprint finger = Adafruit_Fingerprint(&Serial3); //RX TX PIN 14, 15 
int serNum[5];  //Variable buffer Scan Card 
int cards[][5] = {  //ID Kartu yang diperbolehkan masuk 
  {136, 4, 61, 96, 209},        // ktp reno 
  {136, 4, 92, 40, 248},        //ktp zopa 
  {136, 4, 45, 23, 182},      // ktp zur 
  {151, 61, 132, 36, 10}    //Kartu yg Polos 
}; 
bool access = false; 
Password password = Password("123456"); //<-- TULIS PASSWORD SISTEM 
ANDA DISINI 
const byte ROWS = 4; // Four rows 
const byte COLS = 4; //  columns 
// Define the Keymap 
char keys[ROWS][COLS] = { 
  {'1','2','3','A'}, 
  {'4','5','6','B'}, 
  {'7','8','9','C'}, 
  {'*','0','#','D'} 
}; 
byte rowPins[ROWS] = {A0,A1,A2,A3}; 
byte colPins[COLS] = {A4,A5,A6,A7}; 
// Create the Keypad 
Keypad keypad = Keypad( makeKeymap(keys), rowPins, colPins, ROWS, COLS ); 
const int buzzer = 29;          //Passive buzzer ke Pin D29 dan GND 
const int sensorsentuh = 30;    //Sensor Sentuh D30 
const int doorlock = 31;        //Driver Selenoid Door Lock/Relay input ke pin D31 
int nilaisensor; 
int alarm = 0; 
int idFinger; 
uint8_t alarmStat = 0; 
uint8_t maxError = 5; 
unsigned long previousMillis = 0;  




    Serial.begin(9600); 
    finger.begin(57600); 
    lcd.begin(16, 2); 
    lcd.setBacklight(255); 
    SPI.begin(); 
    rfid.init(); keypad.addEventListener(keypadEvent); //add an event listener for this 
keypad 
    pinMode(sensorsentuh, INPUT); 
    pinMode(doorlock, OUTPUT); 
        if (finger.verifyPassword()) { 
      Serial.println("FingerPrint Sensor Ditemukan!"); 
    } else { 
      Serial.println("FingerPrint Sensor Tidak Ditemukan! :("); 
      while (1) { delay(1); } 
    } 
    tone (buzzer,1200); 
    lcd.setCursor (0,0); 
    lcd.print(F("DoorLock System   ")); 
    lcd.setCursor (0,1); 
    lcd.print(F(" Control Access ")); 
    delay (2000); 
    lcd.clear(); 
    noTone (buzzer); 
} 
void loop(){ 
  FINGERPRINT(); 
  keypad.getKey();  //Reading Keypad 
  nilaisensor= digitalRead(sensorsentuh); 
  Serial.println(nilaisensor); 
  if(idFinger >= 0){ 
    ACCEPT (); 
  } 
  if(nilaisensor == 1){ 
    ACCEPT (); 
  } 
  if (alarm >= maxError){ 
    alarmStat = 1;    } 
  if (alarmStat == 0 && pwMode == 0){ 
  lcd.setCursor (0,0); 
  lcd.print(F(" -System Ready- ")); 
  unsigned long currentMillis = millis(); 
//Membuat perubahan tulisan pada LCD tanpa menggunakan delay 
//Pada sistem stanby sama sekali tidak boleh ada delay untuk menghindari Keypad 
NGADAT 
  if (currentMillis - previousMillis >= interval) { 
      //previousMillis = currentMillis; 
  lcd.setCursor (0,1); 
  lcd.print(F("Scan Card/Finger")); 
  } 
  if (currentMillis - previousMillis >= (2*interval)) { 
      previousMillis = currentMillis; 
  lcd.setCursor (0,1); 
  lcd.print(F(" Enter Password ")); 
  } 
    if(rfid.isCard()){ 
        if(rfid.readCardSerial()){ 
            Serial.print(rfid.serNum[0]); 
            Serial.print(" "); 
            Serial.print(rfid.serNum[1]); 
            Serial.print(" "); 
            Serial.print(rfid.serNum[2]); 
            Serial.print(" "); 
            Serial.print(rfid.serNum[3]); 
            Serial.print(" "); 
            Serial.print(rfid.serNum[4]); 
            Serial.println(""); 
            for(int x = 0; x < sizeof(cards); x++){ 
              for(int i = 0; i < sizeof(rfid.serNum); i++ ){ 
                  if(rfid.serNum[i] != cards[x][i]) { 
                      access = false; 
                      break; 
                  } else { 
                      access = true; 
                  } 
              } 
              if(access) break; 
            }    
        } 
       if(access){ 
          Serial.println("Welcome!"); 
          lcd.setCursor (0,0); 
          lcd.print(F(" Akses diterima ")); 
          lcd.setCursor (0,1); 
          lcd.print("ID:"); 
          lcd.print(rfid.serNum[0]); lcd.print(rfid.serNum[1]); 
          lcd.print(rfid.serNum[2]); lcd.print(rfid.serNum[3]); 
          lcd.print(rfid.serNum[4]); 
          ACCEPT (); 
           }  
      else { 
           alarm = alarm+1; 
           Serial.println("Not allowed!");  
           lcd.setCursor (0,0); 
           lcd.print(F(" Akses ditolak  ")); 
           lcd.setCursor (0,1); 
           lcd.print("ID:"); 
           lcd.print(rfid.serNum[0]); lcd.print(rfid.serNum[1]); 
           lcd.print(rfid.serNum[2]); lcd.print(rfid.serNum[3]); 
           lcd.print(rfid.serNum[4]); 
           RIJECT ();     
       }         
    } 
    rfid.halt(); 
} 
if (alarmStat == 1) { 
  lcd.setCursor (0,0); 
  lcd.print(F("-System LOCKED- ")); 
  lcd.setCursor (0,1); 
  lcd.print(F(" Please Wait ")); 
for(int i=10; i>0; i--){ 
tone (buzzer,1800);  
lcd.setCursor (13,1); lcd.print(i); 
lcd.print(F("  "));delay (1000);} 
noTone (buzzer); 
alarmStat = 0; 
alarm = 0; 
  } 
} 
void keypadEvent(KeypadEvent eKey){ 
  switch (keypad.getState()){ 
  case PRESSED: 
  Serial.print("Pressed: "); 
  Serial.println(eKey); 
  pwMode =1; 
  pwPos=pwPos+1; 
  if(pwPos==1){lcd.clear();} 
  lcd.setCursor (0,0); 
  lcd.print(F("Password Entered")); 
  if(pwPos<7){lcd.setCursor (4+pwPos,1); 
  lcd.print(F("*"));} 
  switch (eKey){ 
    case '*': checkPassword(); break; 
    //case '#': password.reset(); break; 
    default: password.append(eKey); 
     } 
  } 
} 
void checkPassword(){ 
  if (password.evaluate()){ 
    Serial.println("Password OK"); 
    lcd.setCursor (0,1); 
    lcd.print(F("   -Accepted-   ")); 
    ACCEPT (); 
    password.reset(); 
    pwPos=0; 
    //Add code to run if it works 
  }else{ 
    Serial.println("Password SALAH"); 
    lcd.setCursor (0,1); 
    lcd.print(F("   -Rejected-   ")); 
    alarm = alarm+1; 
    RIJECT (); 
    password.reset(); 
    pwPos=0; 
    //add code to run if it did not work 
  }  
} 
void ACCEPT () { 
           digitalWrite(doorlock, HIGH); 
           tone (buzzer,900); 
           delay(100); 
           tone (buzzer,1200); 
           delay(100); 
           tone (buzzer,1800); 
           delay(200); 
           noTone(buzzer);   
           delay(600); 
           lcd.setCursor (0,0); 
           lcd.print(F(" Silahkan Masuk ")); 
           lcd.setCursor (0,1); 
           lcd.print(F("AutoLock after ")); 
           for(int i=5; i>0; i--){ 
            lcd.setCursor (15,1); lcd.print(i); 
            delay (1000); 
           } 
           digitalWrite(doorlock, LOW); 
           pwMode =0; 
           lcd.clear();} 
void RIJECT () { 
           tone (buzzer,900); 
           delay(200); 
           noTone(buzzer); 
           delay(200); 
           tone (buzzer,900); 
           delay(200); 
           noTone (buzzer);   
           delay(500); 
           pwMode =0; 
           lcd.clear();   
} 
void FINGERPRINT(){ 
  idFinger= getFingerprintIDez(); 
  delay(50); 
} 
//-----PROSES FINGERPRINT-----// 
uint8_t getFingerprintID() { 
  uint8_t p = finger.getImage(); 
  switch (p) { 
    case FINGERPRINT_OK: 
      Serial.println("Image taken"); 
      break; 
    case FINGERPRINT_NOFINGER: 
      Serial.println("No finger detected"); 
      lcd.setCursor (0,0); 
     lcd.print("Finger Tidak"); 
     lcd.setCursor (0,1); 
     lcd.print(" Terdaftar"); 
      return p; 
    case FINGERPRINT_PACKETRECIEVEERR: 
      Serial.println("Communication error"); 
      return p; 
    case FINGERPRINT_IMAGEFAIL: 
      Serial.println("Imaging error"); 
      return p; 
    default: 
      Serial.println("Unknown error"); 
      return p;} 
  // OK success! 
  p = finger.image2Tz(); 
  switch (p) { 
    case FINGERPRINT_OK: 
      Serial.println("Image converted"); 
      break; 
    case FINGERPRINT_IMAGEMESS: 
      Serial.println("Image too messy"); 
      return p; 
    case FINGERPRINT_PACKETRECIEVEERR: 
      Serial.println("Communication error"); 
      return p; 
    case FINGERPRINT_FEATUREFAIL: 
      Serial.println("Could not find fingerprint features"); 
      return p; 
    case FINGERPRINT_INVALIDIMAGE: 
      Serial.println("Could not find fingerprint features"); 
      return p; 
    default: 
      Serial.println("Unknown error"); 
      return p; 
  } 
  // OK converted! 
  p = finger.fingerFastSearch(); 
  if (p == FINGERPRINT_OK) { 
    Serial.println("Found a print match!"); 
  } else if (p == FINGERPRINT_PACKETRECIEVEERR) { 
    Serial.println("Communication error"); 
    return p; 
  } else if (p == FINGERPRINT_NOTFOUND) { 
    Serial.println("Did not find a match"); 
    return p; 
  } else { 
    Serial.println("Unknown error"); 
    return p; 
  }    
  // found a match! 
  Serial.print("Found ID #"); Serial.print(finger.fingerID);  
  Serial.print(" with confidence of "); Serial.println(finger.confidence);  
  return finger.fingerID;} 
// returns -1 if failed, otherwise returns ID # 
int getFingerprintIDez() { 
  uint8_t p = finger.getImage(); 
  if (p != FINGERPRINT_OK)  return -1; 
  p = finger.image2Tz(); 
  if (p != FINGERPRINT_OK)  return -1; 
  p = finger.fingerFastSearch(); 
  if (p != FINGERPRINT_OK)  return -1; 
  Serial.print("Found ID #"); Serial.print(finger.fingerID);  
  Serial.print(" with confidence of "); Serial.println(finger.confidence); 
  lcd.setCursor (0,0); 
  lcd.print("FingerTerdeteksi"); 
  lcd.setCursor (0,1); 
  lcd.print(" Silahkan Masuk "); 
  delay(1000); 
  return finger.fingerID;  
} 
 
 
 
 
 
 
 
 
 
 
 
 
 
