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1.1 Scenario attuale 
Negli ultimi anni si è registrato un notevole incremento nell'utilizzo di Internet, 
da parte delle aziende e soprattutto dei consumatori, nelle transazioni 
commerciali o più semplicemente nella fruizione di servizi disponibili on-line. Le 
aziende tentano di acquisire il maggior numero di informazioni possibili sugli 
utenti, per offrire soluzioni sempre più personalizzate, sicure e semplici da 
utilizzare, interpretando gli interessi dei potenziali clienti. A questo proposito, 
l'utilizzazione dei sistemi di autenticazione on-line ha subito una brusca crescita, la 
registrazione del cliente consente, infatti, di raccogliere informazioni, interessi e 
preferenze che consentiranno, successivamente, di offrire all'utente servizi "su 
misura". La registrazione del cliente avviene usualmente attraverso la combinazione 
username/password che può però comportare problemi sia per l'utente che per le 
aziende, in quanto le password sono funzionali solamente se utilizzate in modo 
corretto e, sfortunatamente, non tutti gli utenti prestano attenzione al loro utilizzo. 
Si presentano quindi alcune problematiche che scaturiscono dal comportamento 
sbagliato degli utenti e che hanno riflessi anche sull'azienda.  
Password troppo semplici : Gli utenti sono infastiditi dal dover inserire 
continuamente le proprie credenziali poiché tale operazione è percepita come 
un'interruzione della navigazione e per questo tendono a scegliere password corte, 
basate su parole che possono facilmente essere ricordate, permettendo così, però, ad un 7 
 
malintenzionato, altrettanto facilmente, di scoprirle (ad esempio con "attacco brute 
force
1"). 
Unica password per sistemi diversi : Per non dover ricordare tante password, gli 
utenti spesso utilizzano la stessa in sistemi diversi, inclusi siti non protetti, nei quali le 
informazioni sono inviate in chiaro. Una singola password, così, una volta scoperta, 
consente l'accesso agli altri sistemi. 
Password accessibili : Password lunghe, contenenti differenti tipi di caratteri, sono 
difficili da scoprire ma sono anche difficili da ricordare e questo spinge gli utenti a 
scriverle da qualche parte e tenerle in luoghi accessibili e visibili da altre persone, 
correndo il rischio di compromissione. 
Costi di gestione : Secondo uno studio effettuato della NTA Monitor Password 
Survey, un utente esperto in Information Tecnology utilizza, in media, 21 password, 
con punte che toccano il numero di 71 ed il 40% delle telefonate agli help desk 
(fonte: Gartner Group) riguarda lo smarrimento di tali password. Tutto questo 
impegna l'azienda in un notevole sforzo per salvaguardare la sicurezza con l'impiego 
di meccanismi di protezione che comportano riflessi anche di natura finanziaria: le 
società spendono circa 200-300 dollari l'anno, per utente, per mantenere la sicurezza 
delle password. 
Per limitare questa serie di problemi nascono i sistemi Single Sign-On, i quali 
consentono all'utente di registrarsi una sola volta e di navigare nella rete senza 
dover reintrodurre continuamente le proprie credenziali. I vantaggi che tale soluzione 
apporta sono molteplici, in questo caso, sia per l'azienda che per l'utente. L’utente, 
beneficia di un aumento dell'usabilità dovuto alla riduzione del numero di 
autenticazioni effettuate durante la navigazione, e l’aumento della sicurezza facendo 
                                          
1Il metodo di “forza bruta” (anche noto come ricerca esausrtiva della soluzione) è 
unalgoritmo di risoluzione di un problema che consiste nel verificare tutte le soluzioni 
teoricamente possibili fino a che si trova quella effettivamente corretta. 8 
 
uso di una sola password e consentendo quindi di memorizzarla senza scriverla o 
tenerla in luoghi accessibili ad altri. 
Per l'azienda invece, i benefici arrivano a livello di semplicità di gestione ossia la 
diminuzione della frammentazione delle informazioni e un minor carico sulle 
applicazioni le quali non devono gestire il processo di autenticazione con evidente 
diminuzione di costi di gestione in quanto gli utenti ed il sistema impegnano meno 
gli help desk e l'amministratore. 
Le difficoltà che gli ideatori di tale soluzione devono affrontare concernano 
oltre allo sviluppo di un sistema sicuro, l'integrazione della stessa con le tecnologie 
e le applicazioni esistenti, evitando la necessità di creare infrastrutture ponte per la 
compatibilita e sviluppando un sistema scalabile e modulare, tenendo conto dei 
nuovi scenari aperti dalle nuove tecnologie. 
1.2 Contenuto della tesi 
Lo scopo di questa tesi è inanzitutto l’analisi di un portale OpenSource 
(Liferay Portal e i numerosi software ad esso associati) in cui verranno integrati 
tutti i software aziendali già in possesso dalla società dove sviluppo il tirocinio 
(ossia l’azienda SMC Computer di Lancenigo di Villorba TV), dopo di che 
l’attenzione verrà rivolta sul vero significato del termine Single Sign On e le 
relative problematiche riguardanti la sicureza informatica, e per finire quindi ad 
analizzare le varie soluzioni software a disposizione ora nel mercato che 
permettono la realizzazione di un servizio di SSO e la conseguente progettazione 
ed implementazione nel portale di alcuni di questi sistemi di autenticazione e 
autorizzazione.  
Gli argomenti di questa tesi saranno discussi in tre diversi capitoli: 
-  Capitolo Secondo: Sarà presentato il significato di portale, illustrando le 
caratteristiche di Liferay Portal ed i software ad esso associati. 9 
 
-  Capitolo Terzo: Saranno illustrati i principi fondamentali riguardanti il 
concetto di sicurezza, dopo di che sarà analizzato in modo dettagliato il 
significato del termine ed il concetto di Single Sign On analizzando 
inoltre i software attualmente disponibili, che permettono agli 
sviluppatori di realizzare servizi di Autenticazione Single Sign On. 
-  Capitolo Quarto: In questo capitolo saranno illustrati alcuni servizi di 
Single Sign On che sono stati analizzati, svilupparti e integrati con il 




2.1 Liferay  
Un portale è un sito web che consente agli utenti di localizzare risorse, fruire di 
servizi ed utilizzare applicazioni che necessitano di internet o di intranet e 
forniscono servizi, contenuti e collaborazioni commerciali e non, dando la possibilità 
al cliente di  personalizzarne i contenuti. Un portale utilizza al suo interno dei 
costrutti (componenti) software dinamici definiti portlet che sono in definitiva delle 
componenti Java . Queste componenti sono dei moduli web riusabili all'interno di 
un portale web e quindi una pagina di un portale è suddivisa in diversi campi il cui 
contenuto viene definito da un portlet specifico (ad esempio: Barra di navigazione, 
Calendario, Orologio, Meteo....), i quali vengono gestiti per il loro ciclo di vita da 
un portlet container ( es. nel caso di LifeRay è Tomcat ) e modificabili secondo 
delle richieste specifiche di un utente del portale . 
Liferay Portal è un portale web open source basato sulla technologia Java (viene 
definito come gli altri portali come Portal Server), offre un aiuto agli utenti e 
sviluppatori dove si possono testare le portlet, ma anche fornendo applicazioni 
pronte all' uso. Utilizzato da aziende in tutto il mondo , comprende una lunga lista 
di funzionalita che lo mettono a confronto diretto con molti portali commerciali, 
con il vantaggio di non avere oneri di licenza. 
Nel contesto applicativo possiamo dire che Liferay implementa le  portlet, che 
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  User: Utente che non possiede spazio personale, appartenente alla 
community, nella quale può solo usufruire dei servizi messi a 
disposizione, con privilegi definiti dall’amministratore del sistema. 
  Administrator: Super utente che può definire community, creare pagine e 
può definire permessi per le applicazioni esposte negli spazi pubblici e 
privati. È lui il gestore master della struttura del CMS. 
  Guest: Utente ospite del portale. Può solo navigare i contenuti pubblici 
messi a disposizione.  
In ogni community ci sono utenti generici e amministratori,  si possono 
specificare permessi diversi per ciascuno di questi ed inoltre un utente 
amministratore nella community non necessariamente deve essere anche un 
amministratore del portale. Gli amministratori del portale hanno un controllo 
assoluto sugli accessi e sui privilegi delle portlet e degli oggetti che compongono 
ciascuna community. Le varie modalità che consentono di assegnare i permessi agli 
utenti del portale sono.: 
  Entità Resource: Rappresenta qualsiasi oggetto all’interno del portale. 
Esempi di risorse sono le portlet, i documenti, le informazioni, le 
immagini, le cartelle etc. 
  Permission: Un permesso viene definito come un’azione su una 
particolare Risorsa; es.: View , Add-Discussion 
  Role: Un ruolo è una collezione di permessi i quali vengono definiti in 
modo inclusivo. 
  User: Un utente è un individuo che esegue determinate azioni all’interno 
del portale. A seconda dei permessi e dei ruoli assegnati a un utente può 
eseguire o non eseguire determinate azioni. Prima di loggarsi all’interno 
del portale uno user è considerato un guest ma una volta loggato viene 
considerato un utente e quindi può ricevere permessi nei seguenti modi:  
o  Assegnazione diretta all’utenza;  15 
 
o  Ereditandoli dai permessi associati alla community di 
appartenenza;  
o  Ereditandoli dai permessi associati alla location di appartenenza;  
o  Attraverso il Ruolo assegnato all’utente;  
o  Attraverso il Ruolo assegnato alla community di appartenenza;  
o  Attraverso il Ruolo assegnato all’organizations di appartenenza;  
o  Attraverso il Ruolo assegnato alla location di appartenenza;  
  Organization e Location: Ruoli e permessi individuali possono essere 
assegnati a organizzazioni e sotto organizzazioni, di default una sotto 
organizzazione eredita i permessi  dall’organizzazione padre.  
  Community: Una community è un gruppo di utenti con un interesse 
particolare  
  User group: Uno user group è un insieme di utenti dove ruoli e 
permessi individuali possono essere assegnati ad un determinato gruppo 
di utenti.  
2.1.4  Web Content Management 
Web Content Management rappresenta l'interfaccia web principale di gestione 
di Liferay e consente agli utenti di creare, modificare e pubblicare articoli e di 
modificarne il layout in base alle esigenze. L’elenco dei contenuti Web visualizza un 
elenco dinamico di tutti gli articoli per una determinata comunità e può includere 
gli articoli per data di creazione, data di pubblicazione, titolo o altri criteri che 














  Web Co
Web in 
contenut
  Web Co
tutti i co




































 sono : 
play  può 
na del por
o strumento
eb di un sit
sente agli 
rio portale,















































azione o da 
erazione com
chette, i col






















soluzioni architetturali. Liferay inoltre è un portale web open source che si propone 
di aiutare le organizzazioni a collaborare in modo più efficiente fornendo una serie 
consolidata di applicazioni pronte all’uso. È possibile sviluppare un qualsiasi 
Portlet che rispetti le specifiche JSR_168
1, questo vuol dire che si potranno 
aggiungere funzionalità al Portale scrivendo dei Portlets standard, ossia una serie 
di Portlets che fanno da CMS per la costruzione di un sito statico esterno al 
portale. Questo sistema CMS è basato su un meccanismo a template che permette 
tramite XML/XSL/XSLT 
2 di separare completamente i dati relazionali dalle 
informazioni di impaginazione.  
Di seguito vengono descritte in dettaglio alcune importanti caratteristiche .: 
  SingleSignOn. E’ possibile accedere ai propri contenuti e alle proprie 
applicazioni da un punto di accesso unico. Liferay Portal Server può 
aggregare diversi sistemi applicativi e renderli disponibili accedendo una 
volta sola con il massimo della riservatezza tramite il Single Sign On. 
  ASP Model. Liferay è stato disegnato fin dall’inizio per essere 
utilizzato da Application Service Providers (APS
3), quindi è possibile 
farci girare sopra più istanze di portali completamente indipendenti. 
  Application Server Agnostic. Liferay può essere installato 
praticamente su qualsiasi servlet container o application server standard 
J2EE. Liferay funziona sia su Tomcat, Jetty, etc., che su application 
server commerciali come Borland ES, Oracle9iAS, Weblogic, etc. 
Ovviamente essendo scritto in Java la propria esecuzione non è legata al 
tipo di sistema operativo. 
                                          
1 Standard Java che definisce le specifiche utili alla creazione di un portletStandard 
2 Metalinguaggi di markup che definiscono un meccanismo sintattico, che consente di 
estendere o controllare il significato di altri linguaggi marcatori 
3 Modello architetturale per l’erogazione di servizi informatici che prevede una spinta 
remotizzazione elaborativa ed applicativa 18 
 
  Spring, EJB, and AOP. Lo strato business di Liferay è scritto 
utilizzando Spring. Ciò permette di utilizzare le caratteristiche AOP, 
IOC e Proxy di Spring per personalizzare più agevolmente il codice. 
Utilizzando Spring si può scegliere se utilizzare gli strati di servizio 
POJO o gli strati EJB. 
  Database Agnostic. Liferay utilizza Hibernate come tool di 
persistenza, quindi può girare su qualsiasi database da esso supportato. 
Attualmente Hibernate supporta una vasta gamma di database quali : 
DB2, Firebird, ypersonic, InterBase, JDataStore, MySQL, Oracle, 
PostgreSQL, SAP, SQL Server. 
  Scalable N-Tier Cluster. Liferay utilizza OSCache per offrire un 
livello di cache clusterizzata. Quindi è possibile scalare i deployment 
senza sacrificare il livello di caching. 
  Struts and Tiles. Lo stato di presentazione utilizza Struts come 
framework MVC. Il suo utilizzo permette agli sviluppatori di trovare un 
ambiente “familiare” per lo sviluppo di nuove Portlet. Il Look and Feel 
del portale può essere facilmente modificato grazie al fatto che la 
presentazione si basa su templates Tiles. 
  Internationalization.  Liferay è sviluppato utilizzando 
l’internazionalizzazione e include traduzioni per una dozzina delle lingue 
più diffuse al mondo. 
  Personalization.  Il portale permette agli utenti di creare le proprie 
pagine e di disporre le Portlet a piacimento all’interno di schemi pre 
impostati (una, due, tre colonne). 
  Administration.  Liferay comprende delle Portlet di amministrazione 
per la gestione di Utenti, Ruoli, Gruppi e Permessi. I Gruppi sono 
insiemi di utenti, i Ruoli sono dei permessi che possono essere assegnati a 
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sufficiente in quanto, come default, tutte le variabili vengono considerate come 
persistenti e quindi gestite come tali. Ci comportiamo in maniera normale, senza 
preoccuparci di persistenza alcuna in quanto tutto dovrà essere gestito dal layer di 
persistenza. 
Altri framework non consentono questa funzionalità, che è una peculiarità molto 
importante in quanto permette a diversi team di lavorare in maniera separata ed 
effettuare le proprie prove. 
2.2.3  Java Persistence API  
Spesso il primo passo nello sviluppo di applicazioni enterprise consiste nella 
creazione del   Domain Model,   ovvero dell’insieme di entità del dominio e delle 
relazioni fra esse. Il Domain Model è l’immagine concettuale del problema che il 
sistema deve risolvere, esso descrive oggetti e relazioni ma non si occupa di definire 
come il sistema agisce su tali oggetti. L’ obiettivo è quello di identificare 
le entità che devono essere persistenti e quindi memorizzate nel database. 
Gli aspetti sui quali occorre prestare attenzione sono gli Oggetti, le Relazioni, le 
Molteplicità delle relazioni e l’Opzionalità delle relazioni. Gli Oggetti dal punto di 
vista dello sviluppatore sono oggetti java con stati e comportamenti mentre le 
Relazioni sono rappresentate dal dal fatto che un oggetto ha al suo interno un 
riferimento ad un altro oggetto. Il riferimento determina la  direzione della 
relazione che può essere unidirezionale quando un oggetto referenzia un altro ma 
non il contrario, oppure bidirezionale nel momento in cui due oggetti si 
referenziano a vinceda. Le molteplicità delle relazioni entrano in gioco quando da 
una parte della relazione è presente più di un oggetto, ad esempio un oggetto 
Categoria potrebbe mantenere il riferimento a più oggetti Articolo. Esistono quindi 
tre tipi differenti di relazioni, “uno a uno” in cui ogni lato della relazione ha al più 
un oggetto, “uno a molti” in cui una particolare istanza di un oggetto può fare 
riferimento a più istanze di un altro ed infine “molti a molti” qundo entrambi i lati 
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DI sono i vari ref di un’istanza ad un’altra. Le dipendenze vengono specificate 
tramite XML , Annotazioni , Codice Java. 
Per quanto riguarda l’Interazione tra Spring  e gli altri programmi, un’ 
applicazione anziché creare delle istanze delle classi (Classe 1 , Classe 2 , …. , 
Classe N), le chiederà a Spring che farà da “intermediario” (ossia container) 
compiendo le seguenti procedure.: 
  L’applicazione crea una nuova istanza di classe contesto Spring 
indicandole il file .xml da caricare per costruire i bean. 
  Il contesto carica il file xml contenete le istruzioni su quali istanze 
caricare in esso. 
  In base al file xml letto, il contesto crea una sorta di indice delle istanze 
che può restituire (istanze di Classe 1, Classe 2,  …, Classe N e cosi via). 
  L’ applicazione chiede al contesto una delle istanze configurate 
  Il segreto in spring è come configurare il contesto, ossia quali istanze 
metterci dentro e in che relazione sono le istanze tra loro 
I punti di forza e i vantaggi che si possono riscontrare utilizzando questo 
prodotto sono inanzitutto il codice molto più modulare e sintetico, ed inoltre non 
dipende dal framework. Posso inoltre utilizzare le stesse classi in altri contesti e i 
molti moduli di Spring possono essere usati separatamente, decidendo 
incrementalmente quali e quando. Per finire l’applicazione risulta riconfigurabile 
senza bisogno di ricompilare. 
2.2.5  Struts 
 Struts è un framework di Apache per la realizzazione di applicazioni web, è  
conosciuto come un framework che implementa il pattern MVC
1 per lo sviluppo 
unificato di Servlet e JSP, mette a disposizione utility per lo sviluppo di 
                                          
1 Model View Controller è un pattern architetturale molto diffuso nello sviluppo di 
interfacce grafiche di sistemi software object-oriented. Il pattern è basato sulla separazione 
dei compiti fra i componenti software che interpretano tre ruoli principali, il model, il view 
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Uno degli argomenti più caldi in questo periodo è la sicurezza, fortunatamente e 
sempre più spesso, gli sviluppatori se ne interessano e la vedono come un 
argomento serio che deve essere affrontato sin dalle prime fasi dell’analisi di una 
nuova applicazione. 
La sicurezza in quanto tale deve essere pensata a tutti i livelli: 
  Livello architetturale: la sicurezza va pensata globalmente, per tutta 
l’applicazione, vedendo la stessa come un corpo estraneo all’interno del 
nostro sistema, l’applicazione deve essere in grado di difendersi dagli 
attacchi che il nostro sistema può, più o meno volontariamente, portarle 
o, come minimo, deve sapere che determinati attacchi possono arrivare. 
  Livello di codice: ogni singola parte del nostro codice deve partire dal 
presupposto che i controlli di sicurezza fatti in una determinata 
situazione possano fallire, possano non esserci o possano essere sbagliati. 
  Livello sociologico: anche se abbiamo realizzato tutto secondo i canoni e 
i dettami più rigorosi, l’ultimo ostacolo alla vera sicurezza resta l’impatto 
che la nostra applicazione avrà sull’utilizzatore finale, quali passi 
quest’ultimo dovrà intraprendere per far si che la sicurezza venga 
rispettata e mantenuta, quali sforzi dovrà fare per digerire il nostro 
concetto di sicurezza e per digerire l’approccio e l’impronta che noi 
abbiamo deciso di dare alla sicurezza nella nostra applicazione. 
Se i passi e gli sforzi che l’utente dovrà fare sono o troppo difficili o 
comportano tempi di attesa decisamente non accettabili o, peggio, hanno 
conseguenze quantomeno scomode, allora significa che abbiamo fallito, la 
sicurezza non verrà rispettata e le falle che si creeranno nella nostra 30 
 
applicazione rischieranno di diventare falle per l’intero sistema ospite, 
compromettendo, in questo modo, la sicurezza dell’intera infrastruttura. 
Cominceremo ad assistere a fenomeni ben noti a tutti come la scelta di 
password decisamente troppo semplici o peggio ancora lo scambio di 
credenziali tra gli utenti per poter eseguire operazioni che con il proprio 
account o non possono essere fatte o sono troppo complesse da eseguire. 
  Livello amministrativo: quello amministrativo è un’altro punto 
essenziale, la sicurezza ha un costo anche in termini di manutenzione nel 
tempo, pensiamo solo al tempo che un amministratore di rete dedica a 
mantenere aggiornata la struttura di gestione degli accessi che ha in 
gestione, se l’infrastruttura di sicurezza introdotta dalla nostra 
applicazione ha un costo di gestione elevato rischiamo che alla lunga 
venga trascurata perchè troppo onerosa. 
Se focalizziamo l’attenzione sugli ultimi due punti ci rendiamo 
rapidamente conto che uno dei “must” è quello di cercare di rendere la 
sicurezza il più integrata possibile con il sistema ospite, cercare di 
renderla il più trasparente possibile a tutti, sia agli amministratori che 
dovranno gestirla e ancora di più agli utenti finali che dovranno 
“subirla” come imposizione. 
In questa direzione una risposta e, di conseguenza, una possibile 
soluzione è il concetto di “Single Sign On” 
3.1 Principi Fondamentali 
È necessario distinguere nettamente il significato intrinseco presente in tre 
principi fondamentali su cui si basa parte della sicurezza informatica e in particolar 
modo per quanto riguarda l’accesso ai dati; ossia l’identificazione, l’autenticazione 
ed infine l’Autorizzazione.  
L’identificazione può essere riassunta, se pur in modo semplicistico con la 
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l'autenticazione tramite crittografia che permette a diversi terminali di comunicare 
su una rete informatica insicura provando la propria identità e cifrando i dati. È un 
meccanismo conosciuto alle applicazioni e serve per estrarre interamente le 
autenticazioni, gli utenti si registrano sul server Kerberos, il quale rilascia un 
"biglietto da visita", che il loro client software presenterà ai server a cui loro 
tenteranno di accedere. È disponibile per Unix, per Windows e per piattaforme di 
elaborazione dati, ma richiede ampie modifiche al codice dell'applicazione 
client/server, consente infine l'intercettazione e i replay attack e assicura l'integrità 
dei dati. I suoi progettisti mirarono soprattutto ad un modello  client-server, e 
fornisce una mutua autenticazione, sia l'utente che il fornitore del servizio possono 
verificare l'identità dell'altro. 
Kerberos si basa sulla  crittografia simmetrica  e richiede una terza parte 
affidabile, si basa quindi sul  protocollo di Needham-Schroeder, utilizzando una 
terza parte affidabile per centralizzare la distribuzione delle chiavi detta  Key 
Distribution Center  (KDC), che consiste di due parti separate logicamente: 
l'Authentication Server  (AS) e il  Ticket Granting Server  (TGS). Il suo 
funzionamento si basa sulla figura dei "biglietti" (detti  ticket) che servono per 
provare l'identità degli utenti. L'AS mantiene un database delle chiavi segrete e 
ogni entità sulla rete, che sia un client o un server, condivide la chiave segreta solo 
con l'AS. La conoscenza di questa chiave serve per provare l'identità di un'entità e 
durante le comunicazioni Kerberos genera una chiave di sessione, che può essere 
utilizzata dai due terminali per comunicare. 
Il protocollo può essere definito come segue utilizzando la  notazione per 
protocolli di sicurezza, dove  Alice  (A) si autentica presso  Bob  (B) usando il 
server S. La sicurezza del protocollo si basa fortemente sui timestamp T e sui tempi 
di vita L come indicatori affidabili della creazione recente della comunicazione per 
evitare  replay attack. È importante notare come il server S qui stia sia come 
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il Messaggio B, che è stato criptato con la chiave segreta di TGS). A 
questo punto il client possiede i mezzi per autenticarsi presso TGS. 
Client: Autenticazione TGS  
1.  Quando richiede dei servizi, il client invia i seguenti due messaggi a 
TGS:  
a.  Messaggio C: composto dal  Ticket-Granting Ticket  (mandatogli 
da AS nel messaggio B) e dall'identificativo del servizio richiesto 
b.  Messaggio D: autenticatore (Authenticator) (che è formato da 
identificativo del client e timestamp), criptato usando la chiave 
di sessione client—TGS. 
2.  Ricevendo i messaggi C e D, TGS decripta il messaggio C con la propria 
chiave e dal messaggio estrae la  chiave di sessione client—TGS  che 
utilizza per decriptare il messaggio D (autenticatore). A questo punto 
invia i seguenti due messaggi al client: 
a.  Messaggio E: Ticket client-server (che include l'identificativo del 
client, l'indirizzo di rete del client, il periodo di validità e la 
chiave di sessione client-server) criptato utilizzando la chiave 
segreta del server che offre il servizio. 
b.  Messaggio F:  Chiave di sessione client-server criptato  usando 
la chiave di sessione client-TGS. 
 
Client: Autenticazione SS  
1.  Ricevendo i messaggi E e F dal TGS, il client può autenticarsi presso il 
SS. Il client si connette al SS e invia i seguenti due messaggi: 
a.  Messaggio G:  Ticket client-server  criptato usando la chiave 
segreta di SS. 38 
 
b.  Messaggio H: un nuovo autenticatore, che include l'identificativo 
del client, il timestamp e è criptato usando la chiave di sessione 
client-server. 
2.  Il server decripta il ticket usando la sua chiave segreta e invia il seguente 
messaggio al client per confermare la propria identità e la volontà di 
fornire il servizio al client: 
a.  Messaggio I: il timestamp trovato nell'autenticatore incrementato 
di uno, criptato utilizzando la chiave di sessione client-server. 
3.  Il client decripta la conferma usando la chiave di sessione client-server e 
controlla che il timestamp sia correttamente aggiornato. Se lo è, il client 
può considerare affidabile il server e iniziare a effettuare le richieste di 
servizio. 
4.  Il server fornisce i servizi al client. 
3.3.1  LDAP 
Lightweight Directory Access Protocol è un  protocollo  standard per 
l'interrogazione e la modifica dei servizi di directory. Una directory è un database 
specializzato ottimizzato per la lettura e per la ricerca dei dati attraverso filtri 
sofisticati, in cui il dato è formato da un attributo e la relativa descrizione (ad 
esempio email=rossi@azienda.it"). Il tipo di informazioni inserite in LDAP è basato 
sul modello delle Entry. Una entry è l'insieme di una serie di attributi relativi ad 
una chiave univoca detta Distinguish Name (DN) e ogni entry ha un tipo ed uno o 
più valori. I tipi sono generalmente stringhe mnemoniche come "cn" per Common 
Name o "mail" per indirizzi e-mail. La sintassi del valore dipende dal tipo di 
attributo dichiarato ( per esempio cn può contenere il valore Mario Rossi, mentre il 
tipo jpegPhoto conterrà una fotografia in formato JPEG (binario) ). Le 
informazioni sono organizzate secondo un modello gerarchico, in una maniera simile 
al DNS. Tipicamente hanno sotto di loro delle alberature di tipo organizational 
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Ciascuna entry ha una serie di attributi, costituiti dall'associazione attributo-
valore e per ogni attributo possono esserci più valori. Ognuno degli attributi 
dell'elemento è definito come membro di una classe di oggetti, raggruppati in uno 
schema. Ogni elemento nella directory è associato a una o più classi di oggetti, che 
definiscono se un attributo sia opzionale o meno, e che tipo di informazioni questo 
contenga. I nomi degli attributi solitamente sono scelti per essere facilmente 
memorizzabili, per esempio "cn" per  common name, o "mail" per un indirizzo  e-
mail. I valori degli attributi dipendono dal tipo, e la maggioranza dei valori non 
binari sono memorizzati in LDAPv3 (LDAP versione  3)  come  stringhe UTF-8.   
Per esempio, un attributo di tipo mail potrebbe contenere il valore 
"user@example.com", mentre un attributo "jpegPhoto" potrebbe contenere una 
fotografia nel formato (binario) JPEG. 
3.3.3  Ja Sig Cas 
Il JA-SIG Central Authentication Service (CAS) è un servizio Single Sign On 
libero che permette alle applicazioni web la possibilità di rinviare tutte le 
autenticazioni  a  un  server  centrale  o  a  più  server  di  fiducia.                    
Numerosi client sono disponibili gratuitamente, inclusi client per  Java, 
Microsoft.Net,   PHP,  Perl,   Apache,   uPortal,   Liferay  e altri. Il suo 
funzionamento di base prevede un server ed un client come illustrato nell’immagine 
seguente, 
1.  L’utente tenta di accedere ad una pagina protetta. 
2.  Il CAS client reindirizza il browser alla pagina di login sul CAS server. 
3.  Il CAS server valida username e password su un data source. 
4.  Il browser viene rimandato alla pagina richiesta inizialmente con 
un service ticket. 
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fornitura protetta di informazioni e applicazioni essenziali per dipendenti, partner, 
fornitori e clienti. SiteMinder è usato in congiunzione con IdentityMinder, che 
gestisce profili utente dettagliati, e TransactionMinder, che fornisce l'accesso ai 
servizi web. 
Funzionalità principali .: 
1.  SINGLE SIGN-ON (SSO)  
SiteMinder elimina il problema dei login utente multipli consentendo 
l'utilizzo di un unico set di credenziali per un accesso immediato a tutta 
una serie di applicazioni Web, portali e domini di sicurezza.  
La funzionalità SSO di SiteMinder consente inoltre l'accesso diretto alle 
applicazioni aziendali, quali SAP, Siebel, PeopleSoft e Oracle. 
Il componente SSO aziendale della soluzione Identity & Access Management 
(IAM), permette agli utenti di eseguire un unico processo di autenticazione 
per accedere sia alle applicazioni Web protette da  SiteMinder, sia alle 
applicazioni non Web con accesso controllato da SSO. 
 
2.  GESTIONE DELLE AUTENTICAZIONI COMPLESSE  
SiteMinder realizza una strategia di autenticazione unificata per assicurare 
alle applicazioni Internet e Intranet il giusto livello di protezione. In questo 
modo è possibile proteggere le applicazioni di valore più elevato mediante 
metodi di autenticazione più complessi e le applicazioni di valore inferiore 
con approcci più semplici basati su nome utente e password. SiteMinder 
fornisce supporto per la gestione degli accessi per molti sistemi di 
autenticazione (tra cui password, token, certificati X.509, smartcard, 
modelli personalizzati, biometrica) e diverse combinazioni di metodi di 
autenticazione. Inoltre, SiteMinder abilita l'integrazione del contesto di 
autenticazione nelle policy di autorizzazione. Ad esempio, quando una 
particolare organizzazione utilizza due metodi di autenticazione (ad esempio  48 
 
 
nome utente/password e token per la generazione di password monouso) e 
l'utente esegue l'autenticazione utilizzando la password monouso, a tale 
utente possono essere concessi privilegi aggiuntivi per le applicazioni. 
 
3.  AMMINISTRAZIONE E VERIFICA CENTRALIZZATA BASATA SU 
POLICY  
SiteMinder centralizza la gestione degli accessi di clienti, partner e 
dipendenti alle applicazioni Web dell'azienda. In questo modo si elimina la 
necessità di logiche di protezione ridondanti e specifiche per singole 
applicazioni. Le policy di SiteMinder  sono regole o gruppi di regole che 
autorizzano o negano l'accesso a una risorsa. L'accesso può essere limitato 
da attributi utente, ruoli, gruppi e gruppi dinamici e determinato su base 
geografica e temporale. L'autorizzazione può essere attribuita a livello di 
file, pagina o oggetto. Sempre tramite le policy è possibile definire una 
"assunzione di privilegi" controllata, in cui un utente autorizzato, ad 
esempio un rappresentante dell'assistenza clienti, può accedere alle risorse 
cui un altro utente non è autorizzato ad accedere. L'autorizzazione 
dinamica richiama policy di sicurezza che valutano in tempo reale i dati 
provenienti da una serie di fonti locali o esterne, compresi i servizi Web e i 
database, per stabilire se autorizzare o rifiutare l'accesso. La valutazione 
contestuale permette di conferire maggiore granularità al processo di 
autorizzazione. È possibile, ad esempio,limitare l'accesso a un'applicazione 
Web (un determinato servizio di banking) ai soli clienti che soddisfano 
specifici criteri (un saldo minimo). Le policy di autenticazione possono 
essere applicate anche parallelamente a sistemi esterni, quali i fornitori di 




4.  GESTIBILITÀ AZIENDALE  
SiteMinder fornisce strumenti di gestione dei sistemi di classe enterprise, 
che consentono al personale addetto di monitorare, gestire e mantenere 
ambienti multipli, ad esempio ambienti di sviluppo, collaudo e produzione, 
in modo più efficace. Questi strumenti di gestione sono .:  
•  Installazioni non sorvegliate 
•  Monitoraggio operativo 
•  Aggiornamenti continui 
•  Gestione centralizzata degli agenti Web 
•  Migrazione delle policy di sicurezza 
•  Interfaccia di scripting 
 
5.  SCALABILITÀ E AFFIDABILITÀ  
SiteMinder offre la scalabilità necessaria per soddisfare i requisiti di 
sicurezza di classe enterprise, sia in termini di numero di utenti che in 
termini di numero di risorse protette, assicurando la possibilità di gestire la 
crescita, anche quella derivante da acquisizioni o partnership. Con 
SiteMinder è possibile distribuire applicazioni aziendali critiche a una base 
di diversi milioni di utenti, con la certezza che le sue prestazioni sono state 
verificate mediante test indipendenti per garantire velocità di transazione, 
affidabilità e gestibilità nettamente superiori rispetto alle soluzioni della 
concorrenza. Affidabilità, disponibilità e scalabilità sono supportate da 
diverse funzionalità, tra cui: 
•  Bilanciamento dinamico del carico elaborativo 
•  Caching a due livelli 
•  Clustering di server di policy e failover cluster-to-cluster 
•  Replica di archivi di policy e di utenti 
•  Supporto di server SMP a 4 e 8 vie 
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6.  SERVIZI DI SICUREZZA FEDERATI   
SiteMinder fornisce anche una funzionalità integrata dal punto di vista 
architettonico e concessa separatamente in licenza, che assicura la 
federazione basata su browser, in cui gli utenti possono passare in modo 
protetto da siti interni a siti Web ospitati da partner e clienti. Gli utenti 
di SiteMinder possono svolgere entrambi i ruoli (ospitante oppure 
ospitato) in qualunque sito Web nell'ambito di una federazione. Questa 
capacità di federazione, denominata SiteMinder Federation Security 
Services (FSS), fornisce una piattaforma flessibile e robusta per la 
federazione delle identità, consentendo alle organizzazioni di sfruttare i 
vantaggi derivanti dal collegamento di applicazioni di business distribuite 
in diversi domini, senza compromettere la sicurezza. FSS supporta un 
insieme completo di standard di federazione, tra cui Security Assertion 
Markup Language (SAML) eWS-Federation/Microsoft ADFS. Il 
prodotto abilita una federazione completa e bidirezionale con la massima 
interoperabilità tra le entità che ne fanno parte. 
Di seguito verranno descritte le varie fari che portano ad una procedura di 
accesso sicuro alle applicazioni Web: 
1.  L'utente tenta di accedere a una risorsa protetta. 
2.  All'utente viene richiesto di fornire le credenziali. Questi le presenta 
all'agente Web CA SiteMinder o al server proxy protetto. 
3.  Le credenziali dell'utente vengono passate al server che gestisce i criteri 
di sicurezza. 
4.  L'utente viene autenticato mediante un controllo nell'archivio utenti 
appropriato. 
5.  Il server di policy valuta i privilegi dell'utente e concede l'accesso. 
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2.  Extranet Single Sign-On (SSO Web) 
  Questi servizi consentono di accedere alle risorse su Internet utilizzando 
un unico set di credenziali utente. L'utente fornisce un insieme di 
credenziali per accedere a diversi siti Web che appartengono a 
organizzazioni diverse. Un esempio di questo tipo di Single Sign-On è il 
Microsoft Passport Network per il mercato consumer-based. Per gli scenari 
federate, Active Directory Federation Services consente di Web SSO. 
 
3.  Server-Based Intranet Single Sign-On. Questi servizi permettono di 
integrare molteplici applicazioni eterogenee e sistemi in ambiente 
enterprise. Queste applicazioni e sistemi non possono utilizzare 
l'autenticazione comune. Ogni applicazione ha il suo gruppo di directory 
utente. Ad esempio, un'organizzazione Windows utilizza il servizio Active 
Directory per autenticare gli utenti, e usa il mainframe IBM Resource 
Access Control Facility (RACF) per autenticare gli utenti stessi.  
La sincronizzazione delle password semplifica la gestione del database SSO, 
e mantiene le password in sincronia tra le directory degli utenti. È possibile 
effettuare questa operazione utilizzando schede di sincronizzazione di 
password, che è possibile configurare e gestire utilizzando gli strumenti di 
sincronizzazione di password. 
 
4.  Enterprise Single Sign-On fornisce servizi per immagazzinare e trasmettere 
le credenziali utente criptati attraverso i confini locali e di rete, compresi i 
confini del dominio. Memorizza le credenziali SSO nel database di 
credenziali e fornisce un segnale generico unico sulla soluzione.  
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Il sistema Single Sign-On è costituito da un database di credenziali, un master 
server segreto, e uno o più Single Sign-On server. Il sistema di SSO contiene 
domande di affiliazione che un amministratore definisce. Una domanda di 
affiliazione è un'entità logica che rappresenta un sistema o sub-sistema, come un 
ospite, sistema di back-end, o line-of-business a cui ci si connette utilizzando 
Enterprise Single Sign-On. Ogni domanda di affiliazione è mappatura per utenti 
multipli, ad esempio, ha il mapping tra le credenziali di un utente in Active 
Directory e le loro credenziali RACF corrispondenti. Il database di credenziali è il 
database di SQL Server che memorizza le informazioni circa le domande di 






Per effettuare i seguenti progetti di sviluppo con lo scopo di integrare software 
diversi e dalle funzionalità molto diversificate tra loro, è necessario preparare una 
una macchina virtuale su cui installare un sistema operativo, che verrà utilizzato 
come base per gli applicativi che saranno successuvante presi in esame. Negli 
sviluppi che verranno dettagliatamente descritti successivamente, è stato utilizzato 
il prodotto VMware Workstation  per la crezione della Virtual Machine e Linux 
CentOS 32 Bit in lingua inglese come sistema operativo di base. Un’importante 
considerazione riguarda il nome che viene associato alla macchina virtuale in 
quanto durante la fase di configurazione è sconsigliato l’utilizzo dell’indirizzo 
“localhost” ma l’utilizzo invece dell’effettivo nome assegnato. Risulta necessario 
quindi assegnare al server un nome che userò per i certificati e per le 
configurazioni, e in questo caso sarà “hostname” (hostname.tv.smc).  
4.2 Ja Sig Cas 
Il CAS (Central Authentication Service) è sviluppato dalla comunità di JA-SIG, 
molti prodotti di Single Sign On per applicazioni web, e tra questi, CAS, sfruttano 
in modo intelligente due meccanismi del protocollo HTTP: i cookie e i redirect. 
HTTP è un protocollo connectionless, ovvero ogni singola richiesta a un URL è 
a sé stante, senza relazioni con le richieste precedenti o future,proprio per questo 
motivo sono stati inventati i cookie, degli identificativi univoci e difficilmente 
indovinabili da parte di un attaccante, che vengono rilasciati da un web server al 
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A questo punto l'applicativo iniziale legge questo ticket e va a chiedere al CAS 
server se è valido (con una richiesta https) e in caso affermativo, il CAS server 
restituisce al servizio Web lo username dell'utente che si è autenticato. Da questo 
momento in poi, l'applicazione può proseguire come per ogni normale servizio non 
CASsizato, ovvero rilasciare all'utente un proprio cookie, in modo tale da 
riconoscerlo in successive richieste. Si noti che non è strettamente necessario 
implementare meccanismi di crittografia su transito in rete dei ticket, in quanto 
questi ultimi hanno validità per un solo tentativo e comunque dei limiti temporali 
di validità.  È invece importante che il servizio Web validi il ticket presentandolo 
al CAS server utilizzando il protocollo cifrato https: se qualcuno fosse in grado di 
fare un attacco di tipo Man In The Middle, potrebbe banalmente fingere risposte 
valide indipendentemente dal ticket presentato dal servizio Web (o per contro 
fornire risposte non positive a fronte di ticket validi, creando di fatto un 
disservizio). Notiamo infine che, se l'utente avesse necessità di autenticarsi su un 
altro applicativo Web, quello che succede è ancora un redirect verso il CAS server 
che, in virtù del proprio cookie, lo riconosce immediatamente e non gli chiede 
username e password ; di fatto, l'utente viene rediretto al secondo applicativo Web 
con un nuovo ticket temporaneo, che verrà validato come nello schema descritto.  
È possibile customizzare il server CAS: 
  Aggiungendo nuovi backend di autenticazione, basati per esempio su 
database; 
  Aggiungendo metodi di autenticazione per esempio basati su IP; 
  Personalizzando le informazioni ritornate dal CAS server all'applicativo 
Web. 
L’implementazione originale restituisce soltanto una risposta positiva e il nome 
utente ma è possibile far restituire altre informazioni, quali i gruppi di 
appartenenza, i livelli di autorizzazione e così via;  funzionalità non previste dal 
protocollo CAS che, per definizione, si occupa solo di autenticazione, e non di 
autorizzazione. Tramite CAS e un backend LDAP è possibile avere un sistema 58 
 
altamente affidabile in grado di accompagnare un'intera giornata tipo di un utente. 
Un utente può autenticarsi al mattino su CAS fornendo una volta sola le proprie 
credenziali (username e password) e per tutta la giornata può muoversi da 
un'applicazione all'altra senza dover fornire nuovamente  la  propria  password.          
Le possibilità sono quindi molteplici, anche se richiedono un certo sforzo 
implementativo e di progettazione, soprattutto per quanto riguarda gli aspetti di 
autorizzazione (utenti diversi hanno ruoli e possibilità diverse a seconda delle 
applicazioni cui si collegano). 
4.2.1  Predisposizione del software necessario 
Risulta necessario il download di alcuni pacchetti software che utilizzeremo 
durante la procedura di integrazione,  quali:  
  Apache-tomcat-6.xx  
  Xerces-J-bin..9.1   
  Cas-Server-3.3.5-release   
  Cas-Client-3.1.10-release  
  Un Bundle-With-Tomcat di Liferay Portal 
  Java Development Kit (JDK )  
Procedo quindi con la fase iniziale di creazione degli utenti, creo l’utente jasigcas 
con password “password”  che verrà utilizzato per far lavorare il Server Cas, 
successivamente creo l’utente liferay con password “password” che verrà utilizzato 
per avviare il portale Liferay dopo di che installo il Java Development Kit 6 
(jdk.6.0_16) e imposto la variabile JAVA_HOME in 
$BASE_DIR/apps/jdk1.6.0_16  e aggiungo $JAVA_HOME/bin alla variabile 
$PATH  terminando quindi con la modifica del file $HOME/.bash_profile per 




Come utente jasigcas installo il tomcat su cui lavorerà il CAS 
cd  /home/jasigcas/ 
unzip apache-tomcat-6.0.24.zip 
Devo modificare il file server.xml del tomcat che trovo in 
/home/jasigcas/apache-tomcat-6.0.24/conf/server.xml  per abilitare il canale ssl, 
rimuovo i commenti ed aggiungo i riferimenti ai certificati. 
<! - Definire un SSL HTTP/1.1 Connector sulla porta 8443 -> 
<Connector port = "8443" maxHttpHeaderSize = "8192" 
MaxThreads = "150" MinSpareThreads = "25" MaxSpareThreads = "75" 
enableLookups = "false" disableUploadTimeout = "true" 
acceptCount = "100" scheme = "https" secure = "true" 
= "false clientAuth" sslProtocol = "TLS" /> 
Modifico le porte .: 8080 – 8443 – 8009 in 8081-8444-8010 dopo di che avvio  il  
Server Tomcat : 
cd /home/jasigcas/apache-tomcat-6.0.24/bin 
./startup.sh 
Verifico che sia andato tutto bene dal file di log 
cd $HOME 
tail -f /home/jasigcas/apache-tmcat-6.0.24/logs/catalina.out 
e dal fatto che aprendo un browser e puntando http://hostname.tv.smc:8081 mi 
appare la maschera base di tomcat. Spengo a questo punto il Server Tomcat 
cd  /home/jasigcas/apache-tomcat-6.0.24/bin 
./shutdown.sh 
 
4.2.2  Attivazione di un Server Cas 
4.3 Attivazione di un server CAS 
Inizieremo con la creazione di JA-SIG CAS su server Tomcat 6.xx ossia 
copio dal Zip "cas-server-3.5.5-release. zip", dalla cartella "cas-server-
3.3.5/modules" il file "cas-server-webapp-3.5.5.war" in /home/jasigcas/apache-
tomcat-6.0.24/webapps/. Rinomino il file cas-server-webapp-3.3.5.war  in  cas-
web.war ed elimino il contenuto delle cartelle logs e work  (per avere uno 
scenario pulito). 
Avviare il server Tomcat e dopo averlo spento si può notare che che si è 
creata in automatico una nuova cartella cas-web all’interno della Directory 60 
 
Webbapps. Aggiungo nella cartella /home/jasigcas/apache-tomcat-
6.0.24/webapps/examples/WEB-INF/lib, i .jar che mi servono e sono presenti 
nei seguenti file .: 
  All’interno del  file "cas-client-3.1.10-release.zip", nella cartella "cas-
client-3.1.10/modules", recupero: 
o  cas-client-core-3.1.10.jar 
o  commons-logging-1.1.jar 
o  xmlsec-1.3.0.jar 
  All’interno del file "Xerces-J-bin.2.9.1.zip", nella cartella "xerces-
2_9_1", recupero: 
o  xercesImpl.jar 
o  xml-apis.jar 
Modifico il file    /home/jasigcas/apache-tomcat-
6.0.24/webapps/examples/WEB-INF/web.xml    per aggiungere i filtri CAS, e 
praticamente è necessario inserire alla fine del file: 
Il filtro "AuthenticationFilter" che ha il compito di verificare se l'utente deve 
essere autenticato o meno per accedere alla risorsa richiesta.   
Se deve essere autenticato l'utente viene mandato alla pagina di login. 
<filter> 






























Il filtro "HttpServletRequestWrapperFilter" che ha il compito di restituire i dati 
CAS come risultato delle richieste getRemoteUser e getPrincipalsss 
<filter> 





Il filtro "AssertionThreadLocalFilter" che ha il compito di fornire i dati CAS 
all'applicazione "CASify" anche attraverso il ThreadLocal nel caso l'applicazione 
non riesca ad usare la HttpServletRequests 
<filter> 





Ed infine devo aggiungere il mapping, ovvero indicare per quali risorse applicare 
i filtri indicati. 
<filter-mapping> 
    <filter-name>CAS Authentication Filter</filter-name> 




    <filter-name>CAS Validation Filter</filter-name> 




    <filter-name>CAS HttpServletRequest Wrapper Filter</filter-
name> 




    <filter-name>CAS Assertion Thread Local Filter</filter-name> 




4.3.1  Generare il CERT SSL con Keytool Java 
Ora bisogna generare un Certificato SSL per il server CAS come Utente jasigcas, 
creo quindi un certificato con il seguente comando 
Keytool -genkey -alias tomcat -keypass changeit 
Rispondo quindi alle domande : (NOTE: Il Nome e il Cognome DEVE essere 
hostname del server e non può essere un indirizzo IP, questo è molto importante, 
come un indirizzo IP, mancherà di verifica client hostname, anche se è corretto).     
E’ importante indicare (hostname.tv.smc), ovvero il nome completo del server, 
come nome e cognome. 
Inserisci password del keystore: changeit 
Immettere nuovamente la nuova password: changeit 
Qual è il vostro nome e cognome? 
[Unknown]: hostname.tv.smc 
Qual è il nome della vostra unità organizzativa? 
[Unknown]: Ricerca e Sviluppo 
Qual è il nome della vostra organizzazione? 
[Unknown]: SMC Group 
Qual è il nome della vostra città o località? 
[Unknown]: Villorba   
Qual è il nome del vostro Stato o Provincia? 
[Unknown]: Treviso 
Qual è il codice a due lettere del paese per questa unità? 
[Unknown]: IT 
Il dato CN = hostname.tv.smc, OU = Ricerca e Sviluppo, O = SMC 
Group, L = Villorba, ST = Treviso, C = IT è corretto? 
 [no]: si 
Esporto il certificate (nel file .crt) 
keytool –export –alias tomcat –keypass changeit –file server.cert 
  Immettere la password del keystore : changeit 
Il certificato è memorizzato nel file <server.crt> 
 
Infine importo il certificato  all’interno del portafoglio usato da java 
keytool -import -file server.crt -keypass changeit -keystore 
/w3/java/apps/jdk1.6.0_16/jre/lib/security/cacerts 
 
Immettere la password del keystore:  changeit 
Proprietario: CN=cassrv01, OU=Ricerca e Sviluppo, O=SMC Group, 
L=Treviso, ST=Treviso, C=IT 
AutoritÃ  emittente: CN=cassrv01, OU=Ricerca e Sviluppo, O=SMC 
Group, L=Treviso, ST=Treviso, C=IT 
Numero di serie: 4b7ed729 
Valido da: Fri Feb 19 19:23:37 CET 2010 a: Thu May 20 20:23:37 CEST 
2010 
Impronte digitali certificato: 
         MD5:  CD:68:1D:8E:94:EC:19:58:D5:2C:0F:F1:8E:B5:3F:5A  
        
D8:8B:27
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4.3.3  Avvio e Conclusioni 
Dopo aver avviato il server tomcat che gestisce il Cas, avvio il bundle di Liferay 
che a sua volta avvia il portale, dopo di che dalla homepage è necessario cliccare il 
link di accesso.  Se è stato configurato correttamente si dovrebbe essere 
reindirizzati alla schermata di login del server CAS. Apparirà un avviso in cui 
avvisa che il certificato di hostname.tv.smc non è valido in quanto auto-firmato. 
Eseguo la procedura per ignorare l'avviso ed acquisire comunque il certificato, 
vengo redirezionato su "https://hostname.tv.smc:8444/cas/loging"  ovvero la pagina 
di login del cas server. Inserisco "bruno" nei campi login e password (l'installazione 
demo accetta qualsiasi login basta che sia uguale nei due campi) e dalla pressione 
del pulsante "login" vengo rimandato alla pagina di Liferay già autenticato come 
“bruno”, quindi senza inserire nuovamente le credenziali sul portale 
Se il test ha funzionato, si dispone già di un server CAS installato e integrato 
con Liferay, a questo punto il portale non è più responsabile per l'autenticazione 
degli utenti, confida che il server CAS autentichi gli utenti in modo corretto.                   
Il server CAS ha strategie configurabili per l'autenticazione degli utenti e finora è 
stato usato quello predefinito, che autentica l'utente solo se l'utente e la password 
sono gli stessi. 
4.4 OpenSSO 
4.4.1  Predisposizione del software necessario 
Risulta necessario il download di alcuni pacchetti software che utilizzeremo 
durante la procedura di integrazione,  quali:  
  Apache-tomcat-6.xx  
  opensso_express_20090901  
  Bundle-With-Tomcat di Liferay  
  Java Development Kit (JDK )  66 
 
Procedo quindi con la fase iniziale di creazione degli utenti, creo l’utente opensso 
con password “password”  che verrà utilizzato per l’esecuzione di OpenSSO, 
successivamente creo l’utente liferay con password “password” che verrà utilizzato 
per avviare Liferay. Installo quindi il Java Development Kit 6 (jdk.6.0_16) e 
imposto la variabile JAVA_HOME in $BASE_DIR/apps/jdk1.6.0_16  e 
aggiungendo $JAVA_HOME/bin alla variabile $PATH terminando quindi con la 
modifica del file $HOME/.bash_profile per impostare le variabili d’ambiente. 
A questo punto devo modificare il file di gestione del server tomcat adibito 
all’OpenSSO per abilitare il canale ssl, e per farlo modifico il file 
/home/opensso/apache-tomcat-6.0.24/conf/server.xml, inoltre devo adattare in 
ogni tomcat il file di configurazione in quanto devo fare coesistere le varie istanze 
in porte diverse altrimenti entrambi i server tomcat lavorerebbero sullo stesso 
numero di porta generando dei conflitti. Modifico quindi le porte .: 8080 – 8443 – 
8009  in  8081-8444-8010 . Successivamente avvio il server Tomcat di OpenSSO e 
per farlo eseguo i seguenti comandi : 
cd /home/opensso/apache-tomcat-6.0.24/bin 
./startup.sh 
Verifico che sia andato tutto bene dal file di log 
cd $HOME 
tail -f /home/opensso/apache-tmcat-6.0.24/logs/catalina.out 
e dal fatto che aprendo un browser e puntando http://hostname.tv.smc:8081 mi 
appaia la maschera base di tomcat e a questo punto spengo il server. 
cd  /home/opensso/apache-tomcat-6.0.24/bin 
./shutdown.sh 
4.4.2  Attivazione del server OpenSSO 
Inizieremo con la creazione di OpenSSO sul server Tomcat 6.xx ossia copio dal 
Zip "opensso_express_20090901.zip", dalla cartella "opensso/deployable-war" il file 
"opensso.war" in /home/opensso/apache-tomcat-6.0.24/webapps/ 
Elimino il contenuto delle cartelle logs e work  (per avere uno scenario pulito) e 
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4.4.4  Parametri Liferay 
Risulta necessario impostare i seguenti valori richiesti da OpenSSO in Liferay 
nella pagina ControlPanel/Settings/Authentication/OpenSSO e per farlo spunto la 
casellina Enable di inizio pagina e inserisco i seguenti parametri : 





  Service URL : http://hostname.tv.smc:8081/opensso 
  Screen Name Attribute : sAMAccountName 
  Email Address Attribute : mail 
  First Name Attribute : cn 
  Last Name Attribute : sn 
4.4.5  Avvio OpenSSO e Test 
Avviare il server tomcat che gestisce OpenSSO dopo di che avvio il bundle di 
Liferay che a sua volta avvia il portale, dopo di che dalla homepage bisogna 
cliccare il link di accesso. Se è stato configurato correttamente si dovrebbe essere 
reindirizzati alla schermata di login di OpenSSO che risulta essere la seguente : 
http://hostname.tv.smc:8081/opensso/UI/Login?goto=http://hostname.tv.smc:8080/c/port
al/login  ovvero  la  pagina  di  login  del  server  OpenSSO.                    
Prestare attenzione al fatto che l’utente che utilizzerò per eseguire il login deve 
essere presente anche all’interno del database del Portale  ossia  di  Liferay.             
Inserisco "alorenzon" nel campo login e “password” nel campo password dopo di che 
premento il pulsante del "login" vengo reindirizzato alla home di Liferay, già 
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4.5 Apache Directory Server 
4.5.1  Predisposizione del software necessario 
Risulta necessario il download di alcuni pacchetti software che utilizzeremo 
durante la procedura di integrazione,  quali:  
  Java Development Kit (jdk.6.0_16) 
  Apache Directory Server  
  Apacheds-1.5.5-i386.rpm  
  Aggiungicontextentry.ldif   
Procedo quindi con la fase iniziale di creazione degli utenti, creo l’utente   
apacheds con password “password” che verrà utilizzato per far lavorare ApacheDS 
dopo di che installo il Java Development Kit 6 (jdk.6.0_16) e imposto la variabile 
JAVA_HOME in $BASE_DIR/apps/jdk1.6.0_16 e aggiungo $JAVA_HOME/bin 
alla variabile $PATH  terminando quindi con la modifica del file 
$HOME/.bash_profile per impostare le variabili d’ambiente. 
4.5.2  Installazione e configurazione  
Si procede quindi con l’installazione del file Apache Directory Server 
precedentemento scaricato dal sito ufficiale " Apacheds-1.5.5-i386.rpm  ", e una 
volta terminata la procedura verifico la presenza della cartella contenete il file 
server.xml che si trova in /var/lib/apacheds/default/conf/.  Da questo file è 
possibile modificare la porta predefinita su cui è in ascolto il server LDAP, ossia la 
numero “10389” se la trasmissione avviene in chiaro altrimenti la numero “10636” 
se la connessione viene cifrata “SSL”. 
   <ldapserver id = "ldapserver" 
             ...> 
     <transports> 
     <tcpTransport address= "0.0.0.0" port= "10389"   
          nbThreads= "8"     
          backLog= "50" enableSSL= "false" /> 
     <tcpTransport address= "localhost" port= "10636"  
     enableSSL= "true"/> 
     </ trasporti> 
     ... 
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  Users 
o  Authentication Search Filter : (objectClass=inetOrgPerson) 
o  Import Search Filter : (objectClass=inetOrgPerson) 
o  User Mapping Screen Name : uid 
o  User Mapping Password : userPassword 
o  User Mapping Email Address : mail 
o  User Mapping First Name : givenName 
  
4.5.7  Avvio e Conclusioni 
Avvio eclipse che a sua volta avvia il portale, dopo di che dalla homepage 
bisogna cliccare il link di accesso e se è stato configurato correttamente inserendo le 
credenziali contenute in LDAP, accedo alla pagina personale dell’utente inserito. 
Inserisco quindi "hnelson" nel campo login e “test” nel campo password e 
confermando  le  credenziali  vengo  reindirizzato  nella  home.                                
Se il test ha funzionato, Liferay è integrato correttamente con 
ApacheDirectoryServer, il portale quindi non è più responsabile per l'autenticazione 
degli utenti ma delega questo compito ad ApacheDS. 
4.6 Active Directory 
4.6.1  Scelta utilizzo Active Directory 
La scelta dell’utilizzo di Active Directory in Liferay come sistema di 
identificazione e autenticazione degli utenti, è certamente giustificato dal fatto che 
in questo momento è sicuramente il più diffuso (la percentuale di utilizzatori del 
servizio di directory di Microsoft dovrebbe aggirarsi intorno al 80%). Tuttavia, 
limitarsi a supportare Active Directory porta con sé due significativi svantaggi.   
Nel caso in cui si decida di supportare la Integrated Windows Authentication 
(IWA), l’utilizzo di Liferay sarà sostanzialmente limitato a Internet Explorer, dal 
momento che il browser dovrà essere in grado di comunicare al web server le 
credenziali dell’utente autenticato in Windows. Google Chrome, ad esempio, non 79 
 
supporta tale funzionalità, sebbene per Mozilla Firefox e Apple Safari siano 
disponibili le estensioni SPNEGO, che comunque non consentono di effettuare 
l’impersonificazione degli utenti. 
La filosofia portante di Liferay è basata sulla flessibilità e l’adattabilità ai 
molteplici scenari che si possono incontrare nelle varie realtà aziendali, 
relativamente alle diverse soluzioni software in uso (siano esse Microsoft o di altre 
aziende o provenienti dal mondo open source), alle varie architetture hardware, ecc. 
In questo ambito si inserisce uno dei requisiti fondamentali del portale, ovvero il 
supporto al multi-browser. È chiaro che, limitando il supporto al solo Active 
Directory, browser particolari (ad esempio, in ambito mobile) e diversi sistemi 
operativi client e server potrebbero infatti non essere in grado di gestire un sistema 
di autenticazione basato su Active Directory. 
Per quanto riguarda il primo punto, ovvero il supporto a IWA, nel caso in cui si 
decida di non implementare tale funzionalità, gli utenti dovranno reinserire le 
proprie credenziali al momento dell’accesso al portale e di conseguenza 
l’integrazione con il meccanismo di autenticazione di Windows potrà al massimo 
rappresentare un accessorio, un “qualcosa in più” per gli utenti aziendali in LAN o 
in VPN, ma non un vero e proprio servizio di Single Sign On. 
La consegunte scelta di non limitarsi a supportare unicamente Active Directory, 
porta lo sviluppatore a valutare le varie alternative come ad esempio, se integrarsi 
con il directory service presente in azienda o se utilizzarne uno stabilito a priori per 
tutte le installazioni di Liferay. Il primo caso risponde in pieno alla filosofia di 
Liferay ma tuttavia, dovranno essere tenute in conto eventuali azioni di 
adattamento alla piattaforma software presente in azienda, nel caso in cui non vi 
sia un supporto “out of the box” di una particolare tecnologia. Liferay è 
naturalmente allineato a una serie di standard internazionali, sia “de facto” che “de 
iure”, in special modo per quanto riguarda i protocolli di sicurezza. Prodotti 
conformi a tali standard potranno così essere integrati senza problemi al suo 80 
 
interno. In caso contrario, è comunque possibile raggiungere la piena compatibilità 
fra Liferay e gli altri sistemi attraverso opportune attività di sviluppo. 
Nel secondo caso, invece, l’adozione di un unico Identity Manager per tutte le 
installazioni di Open Square, se da un lato porta a una certa riduzione dei tempi di 
sviluppo dovuti all’integrazione con i sistemi preesistenti, dall’altro andrà a 
collidere con la filosofia “open” di Liferay, rappresentando peraltro una limitazione 
non indifferente, soprattutto nel caso in cui in un’azienda sia già presente un 
servizio di directory popolato con i dati di tutti gli utenti. 
Per inciso, quanto si sta cercando di implementare non rappresenta un vero e 
proprio meccanismo di Single sign-on, dal momento che l’accesso al database 
avverrà sempre e comunque con un unico utente, e di conseguena il servizio di SSO 
di Liferay sarà unicamente a livello di applicazione.  
4.6.2  Liferay & Active Directory in WindowServer2000 
4.6.2.1 Autenticazione (con export=false) 
Il processo di autenticazione ha inizio dal LoginUtil.java, ossia quando un utente 
si autentica al portale, avvengono tre forme di autenticazione, una dopo l'altra: 
La "pre-authentication pipeline" che normalmente esegue l'autenticazione in 
LDAP (in realtà è una lista di classi "autenticatrici" chiamate probabilmente 
tramite un meccanismo di IoC). Liferay chiede a LDAP di farsi dare le 
informazioni dell'utente, esegue la ricerca in LDAP in base a quanto specificato 
nelle impostazioni dopo di che controlla la pwd inserita inviandola a LDAP.  Il 
processo di autenticazione con LDAP potrebbe aver esito positivo o negativo, nel 
caso ci sia un successo (ma anche in caso di insuccesso se “l'autenticazione LDAP 
non è required”), restituisce il valore “success”. 
Authentication con Database di Liferay. Se la " pre-authentication pipeline " è 
terminata con successo e la proprietà "auth.pipeline.enable.liferay.check" è true, 
controlla anche nel db locale ossia carica lo User dal db locale di Liferay tramite la 
chiave (e-mail, screen name o userID) dopo di che cifra la pwd nella textbox  
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aggiornati in LDAP non vengono portati indietro nel db di Liferay. Se viene 
eseguito un test di prova, cambiando il job title di “test”, pur autenticandosi con 
successo con la password locale, la pre-auth con LDAP è fallita e dato che non era 
required, aveva dato comunque successo ma il job title in Liferay non è cambiato. 
La procedura di importazione dei dati da LDAP si trova in 
PortalLDAPUtil.java:674 e avviene in varie fasi. Preleva i dati da LDAP (Non 
tutti, solo quelli per i quali c'è il campo del mapping), carica lo User dal database 
di Liferay e aggiorna lo User invocando prima 
UserLocalServiceImpl.updatePassword(…), che aggiorna il database di Liferay con 
la nuova password, e poi UserLocalServiceUtil.updateUser(...) passandogli i dati 
che ha ottenuto da LDAP, la vecchia password (che è in realtà quella specificata 
dall'utente durante il login) e BLANK come la password nuova, in modo che non si 
preoccupi di cambiare la password (visto che era stato fatto prima). Quindi, se 
l'utente cambia la propria password con export=false, questa non sarà esportata in 
AD, ma rimarrà solo nel database locale.  
A questo punto la situazione cambia in base al comportamento dell’utente, ossia 
con quale password effettua i successivi login.  
Se l’utente utilizza la password nuova (cioè quella nel db locale), la "pre-
authentication pipeline" fallisce, perché le due password non coincidono e di 
conseguenza, i dati da Active Directory non saranno importati dentro il database 
locale ma il metodo dà comunque esito “success” perché required=false. 
L'autenticazione locale dà “success”, visto che la password inserita è quella che c'è 
nel database locale e l'utente può accedere con la password nuova. Nel database 
locale resterà la nuova password, e in Active Directory quella vecchia ma al 
successivo login, sia la password nuova che quella contenuta in Active Directory 
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avrebbe dovuto essere uguale ad Active Directory, la "pre-authentication pipeline" 
fallisce, ma restituisce comunque esito “success”, e dato che required=false 
l'autenticazione locale da anch’esssa esito “success”. Si può quindi intuire che nel 
db locale ci sia la nuova password e sembrerebbe quindi  che il codice di 
esportazione dei dati in Active Directory sia sbagliato, e non sia così in grado di 
esportare la password.  
4.6.2.3  AUTO-REGISTRAZIONE (con export=false) 
La procedura di auteregistrazione ha il via da 
CreateAccountAction.addUser(...),  la  proprietà 
login.create.account.allow.custom.password"  definisce se il nuovo utente che si 
auto-registra può specificarsi una pwd e in caso contrario, gli sarà assegnata una 
password d'ufficio. Il punto esatto in cui si crea questa password è 
UserLocalServiceImpl.addUser(...) e questo metodo si preoccupa anche di creare un 
nuovo oggetto User e di passarlo al layer di persistenza affinché questo possa 
salvarlo nel database. Se l'utente, dopo essersi registrato esegue il login con la 
password che gli ha assegnato Liferay, il codice in MainServlet (riga 774) invoca 
UserLocalServiceUtil.updateLastLogin(...), se la proprietà "users.update.last.login" 
vale true, cerca quindi di aggiornare nel database locale la data dell'ultimo login. 
Questo metodo è implementato in UserLocalServiceImpl e chiama il layer di 
persistenza per aggiornare la data dell'ultimo login, questo chiaramente scatena il 
listener di esportazione su LDAP ma dato che export=false, non esegue nessuna 
operazione.  A questo punto il nuovo utente User2 non è ancora in Active 
Directory  e quindi dopo essersi loggato per la prima volta, l'utente riceve la pagina 
con i termini della licenza. Premendo “I Agree” si richiama un'altra volta il layer di 
persistenza e di conseguenza il listener di esportazione su Active Directory. Viene 
richiesta quindi la domanda segreta e anche in questo caso il layer di persistenza e 
il listener di esportazione su Active Directory.  Con export=false, l'utente non 
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devono essere obbligatoriamente effettuate mediante la console di Active Directory, 
ad opera dell’amministratore di sistema. In tale fase, dunque, il lavoro di sviluppo e 
di correzione del codice di Liferay si limita a bloccare tali operazioni di modifica 
nell’interfaccia grafica del portale. 
Fase II: in questa fase, l’integrazione fra Liferay e Active Directory è completa. 
Una volta raggiunti gli obiettivi definiti, sarà possibile effettuare le operazioni di 
amministrazione dell’archivio utenti (fra cui la modifica della password) 
indifferentemente dall’interfaccia grafica di Liferay o dalla console di Active 
Directory. Sarà inoltre consentita l’auto-registrazione di nuovi utenti al portale, il 
che potrà risultare utile nel caso in cui Liferay venga utilizzato per la creazione del 
portale istituzionale dell’azienda. 
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4.6.4  Modifica codice sorgente di Liferay 
4.6.4.1  Modifiche relative Prima Fase 
Le modifiche relative alla prima fase sono brevemente illustrate successivamente, 
in base alla funzionalità che rappresentano : 
La creazione di nuovi utenti dovrà avvenire unicamente tramite l’interfaccia di 
configurazione di Active Directory: dovrà dunque essere disabilitata la funzione di 
auto-registrazione, nonché la possibilità di creare nuovi utenti tramite il pannello di 
controllo del portale. 
Gli utenti saranno identificati univocamente dal loro Screen Name, mappato con 
l’attributo SamAccountName in Active Directory. 
Non è necessario prevedere la possibilità di modificare lo Screen Name di un 
utente, né dal portale né dalla console di Active Directory: una volta aggiunto 
l’utente al servizio di directory e al portale, lo Screen Name sarà un attributo 
immutabile. 
La modifica della password di un utente potrà avvenire unicamente tramite 
l’interfaccia di configurazione di Active Directory; dovrà dunque esserne impedita 
la modifica dal portale. 
La modifica degli altri campi di un utente (indirizzo e-mail, nome, cognome, 
nome completo, job title e appartenenza ai gruppi) sarà consentita unicamente 
tramite l’interfaccia di configurazione di Active Directory: in tal modo, sarà 
























































L’attributo Required in Control Panel  Portal Settings  Authentication  
LDAP impone che, alla fase di login, le credenziali specificate dall’utente siano 
validate mediante la comunicazione al server di Active Directory; nel caso in cui 
questo, per qualche motivo, non sia disponibile, l’accesso al portale sarà negato. 
Sarà dunque necessario valutare opportunamente se mantenere o no questo vincolo. 
Imponendo Required=true, gli utenti eventualmente creati dall’amministratore 
del portale mediante le funzioni presenti nel pannello di controllo di Liferay e non 
ancora presenti in Active Directory non saranno utilizzabili, dal momento che, con 
Export=false, questi non saranno esportati in Active Directory all’atto della 
creazione. Infatti, durante la fase di login, Liferay valida le credenziali inserite 
mediante una comunicazione con il servizio di directory. I dati degli utenti inseriti 
mediante il pannello di controllo del portale non saranno trovati e dunque, visto 
che Required=true, l’accesso sarà negato. 
Con i parametri sopra elencati è possibile fare in modo che Liferay soddisfi 
sostanzialmente tutti i requisiti previsti per la fase I. L’impostazione 
Export=false limita la sincronizzazione dei dati degli utenti in una sola 
direzione, ovvero da Active Directory a Liferay e qualunque modifica effettuata nel 
database locale degli utenti non sarà riportata nel servizio di directory centrale. Di 
conseguenza, potrebbe essere conveniente impedire agli utenti di Liferay di 
modificare i propri dati tramite la sezione My Account del Control Panel: infatti, 
essendo disabilitata l’esportazione su Active Directory, le modifiche effettuate ai 
dati di un utente sarebbero salvate unicamente nel database locale di Liferay. 
Ad esempio, modificando lo Screen Name di utente (ovvero il campo specificato 
nel parametro How do users authenticate?), i dati nel database di Liferay e 
nel servizio di directory non sarebbero più sincronizzabili fra loro, dal momento che 
la chiave di ricerca avrebbe valori diversi nei due archivi. In particolare, è 
consigliabile evitare del tutto la modifica dello Screen Name di un utente, sia 
tramite la funzione My Account che mediante la console di Active Directory. 93 
 
Per fare ciò, può essere ad esempio possibile eliminare la voce di menu nel 
Control Panel, cosicché gli utenti non possano accedere alla sezione My Account; 
oppure modificare il portlet in modo che non possa più essere in grado di salvare i 
dati; oppure, infine, disattivare completamente il portlet mediante una modifica al 
file liferay-portlet.xml. Chiaramente, l’efficacia delle varie soluzioni deve essere 
valutata attentamente (ad esempio, eliminare semplicemente la voce di menu non 
può impedire con assoluta sicurezza che un utente possa accedere al portlet My 
Account). Presumibilmente, inoltre, più efficace sarà la soluzione che si deciderà di 
implementare, più tempo sarà necessario per apportare le necessarie modifiche al 
codice. 
Tuttavia, il portlet My Account consente la modifica di una moltitudine di 
campi, di cui soltanto un ristretto sottoinsieme è esportabile in Active Directory. 
Bloccare l’intero portlet impedirebbe l’utilizzo e la modifica di tutti i campi di un 
utente, il che potrebbe non essere ammissibile. In tal caso, sarà necessario 
modificare il portlet My Account in modo da rendere in sola lettura solamente i 
campi in comune fra il database locale di Liferay e il servizio di directory. 
Per quanto riguarda invece il requisito “Impedire la creazione di nuovi utenti 
mediante l’interfaccia del portale”, l’impostazione di Required=true dovrebbe 
essere sufficiente allo scopo. Tuttavia, pur se, così facendo, gli utenti creati 
all’interno del portale non saranno mai validati nella fase di login, una soluzione 
più elegante potrebbe consistere nel disabilitare completamente gli elementi 






Conclusoni & Sviluppi Futuri 
5.1 Conclusioni e Sviluppi 
In questo periodo di tirocinio sono state analizzate diverse tecnologie utili per la 
creazione di un servizio di Single Sign On e create alcune basi di integrazione tra 
alcune di esse. Un successivo sviluppo di questo progetto, potrebbe essere la scelta 
di alcuni dei software precedentemente descritti e la realizzazione di una soluzione 
unica e completa in base alle esigenze di un’azienda specifica. 
Durante lo studio di queste tecnologie è risultato molto difficile trovare un 
punto in cui questi software risultino completamente interoperabili tra loro e di 
conseguenza, lo sviluppo di un progetto completo, funzionante e stabile, richiede 
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