UML (Unified Modeling Language) is now a leading standard for defining software processes. Test data generation is advantageous in early phases of software development. Activity diagrams are user and developers' friendly because of the ease in their understanding. Many papers have presented techniques for test data generation using activity diagrams. These techniques have their own specific benefits considering required test data to be generated. On application of these techniques on same input i.e. activity diagrams, differences and similarities emerge evidently. These outcomes can provide clarity among testers, so as to decide upon the technique for test data generation depending upon the phase and type of test data required. In this paper we performed a comparative study of the five techniques of test data generation based on activity diagrams using ten examples.
INTRODUCTION
Presently UML is widely used by researchers for test data generation. Various UML diagrams like use case, state chart, class diagram etc are used for test case generation. Benefits from these diagrams are extracted to ensure simplified test data generation before actual testing phase. Multiple methods for test data generation have been developed, keeping in mind a particular scenario or availability of information or requirement of test data. Following the same trend, test data is extracted from activity diagram in many ways depending upon the priority set by the developers that which type of test data is required. In this paper we discuss five techniques given by Kim et al [1] , Fan et al [2] , Kansoamkeat et al [3] , Heinecke et al [4] and Boghdady et al [5] . The paper is structured as follows. Section 2 provides a description of activity diagrams, section 3 discusses the related work of test data generation, section 4 describes the five techniques for test data generation, section 5 describes the example used, section 6 details the application of five techniques on the given example, section 7 provides comparison among techniques and section 8 presents the conclusion of the comparison.
ACTIVITY DIAGRAMS
The diagram that presents the sequence of activities to be followed in a system for getting a particular purpose done is called an activity diagram. Activities are represented by an oval and sequences are shown by directed arrows. Conditional branches are shown with a diamond where one arrow makes an entry and multiple arrows exit. Merging of multiple branches is also done using a diamond. Parallelism can also be drawn using join and forks which are horizontal lines. All these are exemplified in the example activity diagram example figure 1. Many times people do make comparison in a flow chart and an activity diagram but an activity diagram is different from flow chart in the sense that it can represent parallelism in activities and it does not allow entering or exiting of two arrows from a single activity i.e. an oval in a flow chart.
RELATED WORK
Testing is the most important phase in the software development lifecycle as it is the only phase that actually proves the correctness of the product with respect to any given specification. It takes the major portion of time of the entire development. Some may consider it easy but actually even the simplest code in software can take infinite combination of inputs for testing. Hence test data generation has acquired an eminent place in the development life cycle of software. Historically test data generation has been symbolic or dynamic with random, goal oriented and path oriented approach [6] . But strategies have taken a new turn bringing the test case development to requirement and design phases. UML diagrams, a strong tool for system design, is serving as the base for test data generation with each diagram focusing on different views of the system. By view, here we mean the perspective with which a designer/user looks at the system. Usually it is required that a path of execution is traced out using UML diagram and then the constraints in that path are solved with basic methods to extract test data. Standards for solving constraints have been laid out lately and followed using a number of tools but extraction of the execution path is what that has wide branches with UML diagrams as the input. Cle'mentine [7] et al proposed the use of use case diagrams and sequence diagrams to extract test scenarios through her elaborate technique using instantiated use cases and use case transition system in the process. The use of sequence diagrams with use case template and class diagram to generate test data is proposed by Monalisa [8] . Dymek [9] proposed to use relation among different UML diagrams for using test data generated, at a particular phase, in another phase. Samuel et al [10] presented an approach to draw valid sequences of transitions of object's state in the system and generate test data in order to traverse those transitions in object's state. Bandyopadhyay [11] et al suggests following only sequences that go through valid states of the objects of the system and extract test cases. Chen et al [12] introduced an algorithm to generate Interaction Finite Automaton (IFA) from use cases and then test cases from IFA automatically. Using class diagrams with OCL constructs to define constraints and behavior for test data generation using SMT solver is prescribed by Fujiwara et al [13] Apart from UML based test data generation goal oriented test data generation [14] and test data generation using symbolic evaluation [15] are alternate ways using code as input and not UML diagrams. Segmenting programs [16] in order to reduce cyclomatic complexity for easier and complete coverage of the code while test data generation is proposed by Wang [16] . In this paper, we present empirical evaluation of the working of five techniques for test data generation using activity diagrams and a comparative study is presented further.
DESCRIPTION OF FIVE TECHNIQUES
Technique no 1 Test data generation using IOAD. This technique converts the activity diagram into an IOAD (input output explicit activity diagram) that focuses on the external interaction of the system and ignores internal processing activities. It is used to derive test paths based on the inputs/outputs given/received from the user because tester rarely knows about the internal processing of the system being tested. Using this strategy and all-path as the coverage criterion all the interactions are exercised for appropriate functioning [1] . Technique no 2 Test data generation using sub activity diagrams This technique analyses an activity diagram and looks for activities that are not individual activities rather a name for the group of activities and can be expanded as a separate activity diagram. This new activity diagram is inclusive in the previous one therefore called as the sub activity. Using this sub super activity relation fine details in an activity diagram can be tested where any particular activity performs a complete function. This technique uses path coverage with round robin strategy for sub activities included in the super activity diagram so that all combinations of paths are avoided rather only valid and executable combinations are taken [2] . Technique no 3 Test data generation using condition classification tree method This technique uses all the conditional branches to find out as to which test case covers which of the branches of the conditions in the activity diagram and uses minimal test suite that covers all the branches [3] . Technique no 4
Test data generation for acceptance testing. Users while acceptance testing, sometimes, do not know what is the expected input to the system and what is the expected output from the system. In order to make the system understandable the activity diagram of the given system is converted into Interaction Flow Diagram that shows the objects (input/output), in which the user will be interested. IFD also show the role played by the user in each activity where any input/output is entering/being receiving from the system, so that the clarity in the system usage is maximized. The IFD is converted to IFG(Interaction Flow Graph) with each loop traversed once for test path coverage and using depth first search on the graph that gives you the all the valid paths for test case generation. [4] Techniques no 5 Enhanced test case generation technique Normally activity diagrams are very complex, having the presence of forks, joins, conditional branches and merges, the presence of these symbols make the activity diagram look very clumsy. Therefore in this technique the activity diagram is first converted Activity Dependency Table (ADT) and then into Activity Dependency Graph (ADG) which is a simplified form of any activity diagram without losing any activity. Test paths are extracted from ADG using path coverage criterion with depth first search and are minimized using reduction for loops [5] .
DESCRIPTION OF THE EXAMPLE
Here the activity diagram of a shipping company is taken Figure 1 . The company allows the customer to place order in its system. The system then checks for the availability of stock specified in order. If available then bill is processed and shipping choices are specified. On verifying the authenticity of the payment, mode of delivery is asked. Finally the receiving is generated.
APPLICATION OF 5 TECHNIQUES
ON THE EXAMPLE. 
Using single stimulus principle as proposed in technique 1. The following test paths will be generated P1: I1-O2-I2-I3-I4-O3-O5 P2: I1-O1-O2-I2-I3-I4-O3-O5 P3: I1-O2-I3-I2-I4-O4-O5 P4: I1-O2-I3-I2-O2-I3-I2-I4-O4-O5
Keeping in mind the concurrent case there can be other paths as well but assuming the single stimulus and user interaction with the system the above test cases are sufficient to provide complete path coverage.
Applying Technique 2
Activity diagram is further expanded to show internals of any activity and more paths are found out that introduce new test cases.
In the given example "Check Availability" is not a simple activity rather it can be further expanded in the following way.
. There are three paths in this expanded sub activity diagram of "Check Availability". If all path combination technique is employed the then at most 12 test paths can be generated with 4 basic paths and 3 paths of this expanded sub activity making 4*3=12. But using the round robin technique as specified in [2] at most 7 test scenarios are sufficient to provide complete path coverage. In actual any path from activity "Check availability" will cover any one path of "Check availability" activity diagram hence two more cases are sufficient to provide complete coverage rather than combining each path of sub activity diagram Figure 3 with all possible scenarios of the Figure 1 .
Applying technique 3
Conditions (diamonds) in the diagram are used to find out minimal test suite that covers all conditional branches. With three conditions in hand the Figure 4 for the condition classification methodology will be generated. 
Applying Technique 4
Activity diagram is converted to IFD Figure 5 and then to IFG followed by complete path coverage for test data.
This technique converts the activity diagram into Interaction Flow Diagram (IFD) that fully exploits the view, a tester will have, while executing the system by adding various objects and roles a tester plays during an activity's execution.
Further IFD is converted into Interaction Flow Graph (IFG) that is traversed to generate four test paths. One each for two cycles and two for the conditional branches. IFG is not shown here. 
Applying Technique 5
The activity diagram is converted into less clumsy "Activity Dependency Graph" which is enough for complete path coverage and it provides reduction in test paths with the number of loops it has.
Here the activity diagram has all its components named in the Activity Diagram Table (ADT) Table 1 . Then reduction is carried out removing all the components other than activities and Activity Diagram Graph (ADG) is created without and with reduction here only the reduced/enhanced graph is shown.
. Figure 6 . ADG after reduction of the ADT in Table 1 .
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The given Figure 6 with "all-path" coverage criterion and DFS based algorithm will generate following paths.
TEST PATHS 
B-C-HIJKLM-HIJKLM-R-T
This technique handles loops to the benefit of testers by reducing the number of test case equally to the number of loops.
COMPARISON
From above and other 10 examples on which these five techniques have been applied the following observations are concluded. Individual comparison between techniques is given as follows.
Technique 1 and 2 are only similar with regard to the input i.e. activity diagram, but then they take a different turn where input in Technique 1 is converted in IOAD and Input in Technique 2 is expanded for sub-activities.
Technique 1 and 3 are opposite because in technique 1 concern is the input to, and the output from the system and internal processing of the system is completely ignored whereas technique 3 give immediate importance to internal conditions and branches that will be followed with the given input test data. 
