The increasing complexity of video game development highlights the need of design and evaluation methods for enhancing quality and reducing time and cost. In this context, Model-Driven Development approaches seem to be very promising since a video game can be obtained by transforming platformindependent models into platform-specific models that can be in turn transformed into code. Although this approach is started to being used for video game development, there is a need for usability evaluation methods specifically tailored to this type of development process. In this paper, we present a usability inspection method that can be used along all the stages of the modeldriven video game development. The method relies on a Usability Model that is aligned with the ISO/IEC 25010 (SQuaRE) standard and decomposes usability into measurable attributes and metrics specific for the video game domain.
Introduction
The video game development industry is a strong economic sector that deals with the development of highly interactive software, i.e., video games, for a wide variety of technology platforms such as PCs, consoles, Web browsers, and mobile devices. The interaction between the game and the players is a critical factor in the success of a video game. Usability and playability are considered to be the most important quality factors of video games [13] . Usability is defined as the degree to which the video game can be understood, learned, used and is attractive to the user, when used under specified conditions [10] . Playability is defined as a collection of criteria with which to evaluate a product's gameplay or interaction [11] . Playability is often evaluated by using early prototypes and iterative cycles of playtesting during the entire video game development cycle. However, the evaluation of usability in current video game development practices is often deferred to late stages in the game development cycle, thus signifying that usability problems from early stages may be propagated to late stages of the development, and consequently making their detection and correction a very expensive task.
A model-driven video game development approach could provide a suitable context for rapid iteration early in the development cycle. Platform-independent (or platform-specific) models (i.e., PIM or PSM) can be evaluated during the early stages of video game development to identify and correct some of the usability problems prior to the generation of the source code of the final video game application. We are aware that not all the usability problems can be detected based on the evaluation of models since they are limited by their own expressiveness and, most important, they may not predict the user behavior and preferences. However, as suggested by previous studies [4] , the use of inspection methods for detecting usability problems in product design (models in our context) can be complemented with other evaluations performed with end-users before releasing a video game to the public.
The contribution of this paper is a usability inspection method that can be integrated in early stages of model-driven video game development. This method relies on a Video Game Usability Model which decomposes the usability characteristic proposed in the ISO/IEC 25010 (SQuaRE) standard [10] with new usability attributes for the video game domain. These attributes are quantified through their association with generic measures that can be operationalized by establishing a mapping between their generic definition and the specific modeling primitives of the software artifacts to be evaluated. This paper is organized as follows. Section 2 discusses usability evaluation techniques for video game development. Section 3 discusses our strategy for integrating usability into model-driven video game development. Section 4 describes the Video Game Usability Model while Section 5 proposes a strategy to apply this model for performing early usability evaluations in model-driven video game development. Finally, Section 6 presents our conclusions and further work.
Related Work
The state of the art for game development in Software Engineering has been recently summarized in a systematic literature review [3] . The results of this review show a significant lack of studies in the key dimensions of video game quality: playability and usability. However, some efforts have been made to integrate current usability evaluation methods into the game development industry and game research, and a brief review of current game usability techniques has been provided in [13] .
Some usability evaluation methods (usually referred as empirical methods) are based on capturing and analyzing usage data from real players. Some representative examples are think-aloud methods and focus group [9] . In think-aloud methods, the player sits down to play the video game and narrates his experiences while a user experience evaluator sits nearby listening and taking notes. In focus group methods, game designers gather a small group of potential game players together to discuss their opinions of the design of the interface, along with the game mechanics and story.
Other kind of usability evaluation methods (usually referred as inspection or analytical methods) are performed by expert evaluators or game designers and are based on reviewing the usability aspects of software artifacts (which are commonly game user interfaces) with regard to their conformance with a set of guidelines. The most representative example is heuristic evaluation, which is a common inspection method for evaluating the usability of video game interfaces in both early and functional game prototypes. Examples of heuristic evaluation methods were presented in the work of Federoff [7] and Pinelle et al. [15] , in which a set of guidelines for creating a good game were defined, based on the experience of a game development case study, and PC game reviews, respectively.
In this paper, we focus on inspection methods since they do not involve the players' participation and can be employed during the early stages of the game development process. Specifically, our method extends previous approaches by providing specific video game usability attributes and measures that can be quantified by means of model-transformations. The objective is to reduce the subjectivity of existing methods that are mainly based on plain checklists of desired features with no specific guidelines on how they can be applied. Model-driven development provides a suitable context for early usability evaluations since traceability between high-level artifacts (models) and source code is maintained throughout the development process [1] . Finally, approaches based on usability models have been successfully employed as inspection methods in other domains, such as model-driven software development [2] and model-driven Web development [8] . However, as far as we know, no usability model has been proposed for model-driven video game development.
Usability in Model-Driven Video Game Development
The usability of a video game application obtained as a result of a transformation process can be assessed at several stages of a model-driven development process. We propose the use of a Video Game Usability Model which contains a set of usability attributes and measures that can be applied by the video game designer in the following phases of a MDA-based development process: i) in the PIM, to assess different models that specify the video game application independently of platform details (e.g., screen flow diagrams, screen mock-ups, screen navigation diagrams); ii) in the PSM, to assess the concrete design models related to a specific platform; and iii) in the code model, to assess the generated video game application (see Fig. 1 ).
Fig. 1 Integrating a Video Game Usability Model into model-driven development processes
It should be noted that the process is driven by the PIM, which is automatically transformed into a PSM, and this PSM into source code. Therefore, the evaluations performed at the PIM produce a platform-independent usability report that provides a list of usability problems with recommendations to improve the system analysis stage ( Fig. 1 (1A) ). Changes in the PIM are reflected in the CM by means of model transformations and explicit traceability between models. This prevents usability problems to appear in the generated video game application (CM).
The video game designer should select the set of relevant usability attributes and measures from the Video Game Usability Model. There are some usability attributes (e.g., degree of attractiveness) that can only be evaluated on a specific platform and taking into account the specific components of the video game UI (PSM) or the components that build the final application (CM). Evaluations performed at the PSM produce a platform-specific usability report. If the PSM does not allow obtaining an application with the required level of usability, the report will suggest changes to correct the following: the PIM ( Fig. 1 (2A) ), the transformation rules that transform the PIM into PSM ( Fig. 1 (2B) , and/or the PSM itself ( Fig. 1 (3B) ). Nevertheless, the evaluations at the PIM or PSM level should be done in an iterative way until these models allow generating a video game application with the required level of usability.
Finally, evaluations performed at the CM level produce a final application usability report. Rather than suggest changes to improve the final application (CM), as is usual in other approaches, this report will suggest changes to correct the PIM ( Fig. 1 (3A) ), the transformation rules ( Fig. 1 (3C) ), and/or the PSM (Fig. 1 (3B) ).
Defining the Video Game Usability Model
The term usability has several definitions. In this work, we use the ISO/IEC 25010 (SQuaRE) standard [10] as the basis for defining our Video Game Usability Model. In this standard, three different quality models are proposed: the Software Quality Model, the Data Quality Model and the Quality in Use Model.
The goal of our Video Game Usability Model is to extend the Software Quality Model proposed in SQuaRE, specifically the usability characteristic, for specifying, measuring, and evaluating the usability of video games that are produced throughout a model-driven development process from the end-users perspective. The SQuaRE standard states that the usability of a software product can be decomposed into the following sub-characteristics: Appropriateness Recognisability, Learnability, Ease of Use, Helpfulness, Technical Accessibility and Attractiveness. However, these subcharacteristics are too abstract to be measured in a video game development context.
We therefore propose the decomposition of these sub-characteristics into more representative and measurable usability attributes of video games, and the association of each one of these attributes to specific measures, which can be calculated depending on the characteristics of the software artifact to be evaluated.
Usability Attributes for Video Game Usability
The decomposition of the aforementioned sub-characteristics into usability attributes is presented as follows, and is summarized in the second column of Table 1 . These attributes have been defined by considering and adapting ergonomic criteria for user interfaces [5] as well as knowledge from other domains such as Web development [8] , and the underlying usability principles from the existing body of literature in the video game domain [12, 14] .
Appropriateness Recognisability contains all the attributes of the video game that ease the understanding of the game. This sub-characteristic is decomposed into the following attributes: Visibility, which focuses on visual recognisability, and legibility by measuring the ease of perception of the game's graphic information; Interface Simplicity and Control Simplicity, which evaluate the complexity of the graphical user interface and the game controls, respectively; and Consistency, which focuses on the degree of similitude and coherence between the elements of the video game.
Learnability contains the attributes of the video game that allow players to learn how to play the game. This sub-characteristic is decomposed into the following attributes: Feedback support, which focuses on the game capability to provide information about the current state of the game and its players; and Tutorial Support, which verifies whether the game offers a tutorial to teach the players how to play it.
Ease of Use contains all the attributes of the video game that facilitate players' control and operation, both inside and outside gameplay. This sub-characteristic is decomposed into the following attributes: Control Consistency, which refers to the degree of semantic similitude of the players' actions with regard to the game controls; Internal Navigational Simplicity, which refers to how to navigate between the menu options of a single screen; and External Navigational Simplicity, which concerns how to navigate between game screens.
Helpfulness contains the attributes of the video game that provide help when the players need it. This sub-characteristic is decomposed into the following attributes: Hint Support, which refers to the game's capability to provide useful hints with which to guide the players; and Goal Support, which refers to the video game's capability to provide clear goals for the players to pursue.
Technical Accessibility contains all the attributes that allow physically impaired users to play the video game. This sub-characteristic is decomposed into the following attributes: Subtitle Support, which refers to the game's capability to provide adequate subtitles for hearing impaired players; and Magnifier Support, which concerns the game's capability to provide adequate sized subtitles for visually impaired players.
Attractiveness contains the attributes that make a video game more appealing to the players. This sub-characteristic is decomposed into the following attributes: Customization, which refers to how players can alter the game's graphical user interface and controls to fit their preferences; and Wait Reduction, which refers to the degree of inactive waiting the players are forced to undergo. It is worth to mention that we cannot guarantee that our usability model covers all the possible usability attributes for the video game domain. Our model is an attempt to operationalize subjective heuristics, usability guidelines and recommendations into usability attributes that can be quantified by means of measures. We focused on a set of usability attributes identified by the domain experts.
Generic Measures for Video Game Usability
Once the measurable usability attributes have been identified, generic measures are then associated with these attributes in order to quantify them. The measures are generic in order to ensure that they can be operationalized in different software artifacts (from different abstraction levels) from different model-driven video game development methods. For the sake of simplicity, only one of the proposed measures from the Video Game Usability Model is presented in Table 2 . All the generic measures are summarized in the third column of Table 1 . Minimum number of screens that players have to navigate in order to restart the game when the game is over Formula Minimum number of steps between the game over screen and the gameplay screen Scale
Integer greater than or equal to 0 Interpretation A value of 0 signifies that the game has no menu screens, and players can directly restart when the game is over. Higher values indicate that the players have to navigate many screens before restarting the game.
Applying the Video Game Usability Model
In order to apply the Video Game Usability Model to a specific model-driven video game development, we follow a usability evaluation strategy. A typical video game development process consists in the following activities: requirements specification, game design, implementation, and playtesting, along with the usability evaluation. The usability evaluation is conducted by applying the following steps:
1. The Establishment of Evaluation Requirements. The purpose of the evaluation as well as all the factors that will condition the evaluation of the game are determined in this phase. Evaluation profiles are chosen in order to specify which model-driven game development method is employed, which type of video game is developed, what the target technological platform is, and at which target players the game is aimed. Given a specific model-driven game development method, software artifacts (models) and usability attributes from the Video Game Usability Model are selected to perform early usability evaluations. The measures associated with the selected attributes are operationalized.
2. Early Usability Evaluation. In this phase, each selected video game software artifact (model) is evaluated according to a set of measures. Each measure provides a numeric value within a specific threshold that indicates whether there is or not a usability problem in the video game. A usability report is consequently generated.
3. Usability Evaluation In-Use. Even when early usability evaluation is performed on video game software artifacts (models), the game should also be further evaluated from the end-users (players) perspective in a specific context of use. This usability-centered playtesting is well documented in the game community [9] . Since this paper focuses on early usability evaluation in model-driven development, usability evaluation in-use is not within the scope of this work.
After usability evaluations, game designers should perform changes to the models in order to solve the usability problems. Early usability problems detected in the game design can be corrected in each model of the corresponding development stage (e.g., PIM, PSM) prior to the code generation.
Conclusions
This paper presented a usability inspection method that can be used in early stages of model-driven video game development. The method relies on a usability model that has been developed specifically for the video game domain. This model is aligned with the SQuaRE standard and allows the evaluation of the usability of video games developed according to a model-driven development process.
The inherent features of model-driven development provide a suitable context in which to perform usability evaluations since usability problems that may appear in the final application can be detected and corrected at the model level. Model-driven development also allows automating common usability evaluation tasks that have traditionally been performed by hand. The proposed usability inspection method can also be integrated into any model-driven video game development processes by establishing the relationships between the generic measures from the usability model and the modeling primitives of the different software artifacts of the selected development process.
Nevertheless, we are aware that a further comparison with the users' perception on the usability of a video game obtained by applying a model-driven development process is needed. For this reason, we are currently performing an empirical study to compare the predicted usability of two video games measured using a set of measures from the Usability Model with the perceived usability of these video games measured using a modified System Usability Scale (SUS) [6] .
Future works include the empirical validation of the proposed measures with the participation of game software developers, and the empirical validation of the usability model's use in a real industrial model-driven game development project.
