INTRODUCTION
Today, computer systems are present in almost every part of the society, used in science, industry, government, education, as well as at homes for games and fun. Moreover, based on the easily available communication networks and their free and user friendly tools, different forms of web-based collaboration are continuously configured and growing. Namely, web-based mechanisms are used as the base, to deal with the increasing need to interoperate within the emerging distributed and collaborative environments. At present, great expectations are associated to the possibilities that collaborative networked organizations and societies of future may create, and what they might enable people to achieve. Building proper support systems on top of the web for emerging Collaborative Networks (CN) remains however as a main challenge, being tackled by some research and development initiatives.
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(c) 2004 IFIP generic information/knowledge models, an ontology, and some generic base services and tools.
From this point on, other developers from multi-disciplines related to the CN's application domain, in collaboration with computer scientists get involved to gradually and incrementally build a wide range of tools and value-added services on top of the base CN infrastructure. Each of these tools and services in turn, enhances the general functionalities of the whole system. These tools/services constitute the vertical layer of the development. A simplified generic reference architecture for CNs is depicted in Figure 1 .
Hence, considering the requirements for building collaborative networked environments and systems, their base horizontal infrastructure must, on one hand support the flexibility, openness and extensibility needed for the incremental addition of forthcoming user required information and knowledge models and other vertical tools/services. On the other hand, the base horizontal infrastructure must provide facilities for assisting the future developers/users of the vertical layer for collaborative networks.
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Ba sic platform In previous publications, several challenges such as flexibility, openness, extendibility, involved in developing base infrastructure for VOs, VCs and VLs [2, 5] were discussed. This paper however primarily zooms in on the challenge of providing assistance for developers of the CNs, and managers/coordinators of such web-based distributed environments and systems. We particularly focus on the area of assisting developers and managers with their "definition of information and knowledge models" that is either: (1) required for modeling the information/knowledge, about the environment, users, or the CN's base funtionality needed by developers, in order to support the co-development and integration among different components of the base horizontal infrastructure, or (2) required for the development of the systems/tools for the vertical layer of the CN. And thus, a main challenge here is to assist their users with the difficulties of: 1-the definition of database schema for the data that needs to be stored in the database repository, and 2-the definition of common data structures to support the sharing/interoperability and integration among different tools and supporting software systems in the CN.
In this paper, an assisting component called Dynamic Ontology-based data Structure Generator (DOSG) is described that tackles the above tasks and difficulties, and makes them automatic. This assisting component is designed and developed within the IST TeleCARE project [17] , focused on the design and development of a VO infrastructure for tele-assistance and tele-monitoring for (c) 2004 IFIP elderly care. Therefore, the examples presented in this paper come from the elderly care application domain. In specific, we focus on the distributed services development within the vertical layer of the TeleCARE reference model.
To develop DOSG, after an initial phase of analyzing the TeleCARE's VO infrastructure, we have identified the following four requirements for the information modeling and for the definition of data structures, that need to be assisted and can greatly benefit from DOSG:
1. General data related to the configuration of the distributed virtual environment must be modeled and stored in the database (e.g. information about the nodes involved, individual users, theirs access rights, etc.). This information is required to be provided and maintained by the virtual environment administrator. 2. For each vertical service, the service developers need to model some information to be stored in the database of the center that manage this service, from which other distributed nodes (that use this service) can access the information. 3. Similar to data modeling and storage requirements for vertical services, the developers of the base infrastructure need to model and store their data in the database repository. 4. For each value-added service (service defined on top of other more elementary services), there is some data from other service that needs to be accessed, and vice versa some data that this service generates may need to be retrieved by other services. Therefore, within the distributed collaborative environment, the interoperation and data sharing among vertical services is necessary, to support building of value added services on top of each other. The DOSG approach and system presented in this paper tackles these problems and assists developers through reducing the difficulties introduced earlier. DOSG is a main component of the federated information management system of the TeleCARE [1] .
This paper first provides a brief overview of the TeleCARE architecture with some emphasis on its federated information management architecture, also providing a brief introduction to its DOSG component. Then, it provides a specification of the Protégé ontology management system, and how TeleCARE ontologies are defined using an object oriented approach. It also describes the automatic process of database models generation from the ontological description. This process is described in terms of the data structures needed by vertical services, and the mechanisms and internal elements involved during their translation to RDBMS schema, XML Schema, and Java code. Finally, the paper concludes summarizing its achieved results.
TeleCARE -A TELE-ASSISTANCE PLATFORM
The IST 5FP TeleCARE project designs a configurable and collaborative framework solution for tele-supervision and tele-assistance, to support the elderly. TeleCARE integrates a number of technologies and paradigms into one solution, in order to provide an open architecture supporting seamless future expansion. It is based on the integration of: (i) multi-agent systems (MAS), including both stationary and mobile intelligent agents, (ii) federated database systems, (iii) secure communications, and (iv) some intelligent services that are likely to be offered by the emerging ubiquitous computing, intelligent home appliances or their software based applications.
The infrastructure developed for TeleCARE contains a horizontal platform, which provides the MAS and the federated information management functionality, and a variety of vertical services, which the TeleCARE consortium has further developed on top of this platform.
The TeleCARE reference architecture
The reference architecture of TeleCARE constituting its cooperation/federation layer for the network nodes is detailed in [8] . The main components of this architecture are however briefly addressed in this section, and depicted in Figure 2 
External Enabler Level
This level supports the remote communication with other nodes and provides interfacing mechanisms to the external devices. This level compromises two segments: Safe communications infrastructure, providing safe communications and supporting both secure and reliable agent message passing. Device abstraction layer, interfacing the sensors, monitoring devices, and other hardware (home appliances, environment controllers, etc.) to the TeleCARE environment.
Core MAS Platform Level
The Core platform level is the main part of the reference architecture and it supports the fundamental functionality for agents and their interactions, including the creation, launching, and reception of agents, user authentication, access rights verification, and execution of stationary and mobile agents. This level includes the following main modules: registers the descriptions of all device and vertical services available at the site, as well as their access rights. Agent factory, to support the creation, specification, and launching new agents. Platform manager, configures and specifies the operating conditions of the platform at each site, including user administration and node management.
Vertical Service Level
The applications / vertical services level focuses on specialized tools to support the users of TeleCARE. Such users constitute: the elderly people (who may require specialized user interfaces), the care providers, and relatives of the elderly people (assumed to be able to interact with normal computer interfaces). This level compromises two layers. Base services, a set of base services on top of the horizontal infrastructure that provides specific support to other value-added services. 
ONTOLOGY MANAGEMENT SYSTEM
The ontological definitions in TeleCARE constitute the syntactic definition and modeling of a collection of concepts, entities and their inter-relationships. Therefore, in TeleCARE, developers of modules for the core platform, as well as the developers of vertical services define their required data structures using the Ontology system chosen for this platform. The ontological definitions can then be consulted (and understood) by both humans and software agents alike. The chosen ontology system for TeleCARE is the Protégé-2000. This system is developed at the Stanford Medical Informatics Lab [16] to support the software developers and domain experts for development of their knowledge-based systems. Protégé-2000 assists its users with the creation and storage of their knowledge base by definition of structured classes. Although Protégé was designed originally for the medical domain, it later grew as a general-purpose set of tools for building knowledge bases systems in any domain, providing convenient mechanisms for concept modeling. Protégé has a component-based architecture that enables the development of new functionality in form of plug-ins. One important and strong point of Protégé is that it is a freeware and open source software. The above reasons, namely: the ability to work with different domains, facilities for specific concept definition, having a component-based architecture, and being an open source software, are in particular important to the TeleCARE project. These features match the design principles of the TeleCARE system and preserve the objective of providing a highly configurable framework for collaborative environments. Therefore, Protégé 2002 is chosen as the ontology management system for TeleCARE environment.
DOSG DESIGN AND IMPLEMENTATION DETAILS
The Dynamic Ontology-based data Structure Generator (DOSG) is a component of the federated information management module of the TeleCARE architecture. It assists the process of common database schema generation to support the shareable information in a collaborative networked environment such as TeleCARE. The main task of DOSG is to transform and translate a Protégé ontology-based definition into the underlying schema model of the federated information management layer of the TeleCARE platform. Particularly, it provides a collection of output schemas with their appropriate class definition and inter-class relationships that are used to initially specify relational database structures. However, DOSG is also an innovative mechanism to leverage object knowledge modeling and providing proper Java object persistence. It assists the developers, from both the basic horizontal platform level and the vertical services level, with their seamless manipulation of their information in different formats.
As shown in Figure 3 , based on the ontological definitions provided by users, the DOSG tool automatically generates five different output, namely: (1) the relational database schema, (2) the source code of the Java classes, (3) the XML Schema, (4) the data object mapping that governs the conversion between Java classes and the database system, and (5) the XML mapping that binds the Java classes with XML documents. Below, we first address the generation of data structures in these five formats and then provide a summary description of their usage. DOSG is designed as a plug-in to Protégé. It extends Protégé's ontology editor with an interface that allows users to parameterize the automatic data structure generation. DOSG benefits from the integrated Protégé environment by gathering online input related of conceptual schema, while allowing customization of some parameters for this generation process through the DOSG-GUI. Some examples of these parameters are found below. The implementation of DOSG is in Java and, it also uses free / open source software, in specific Castor is used to produce the two mapping definitions [10] , while Xerces is applied for the development of XML Schema [4] .
Translation to relational database schema (RDBMS Schema)
A major challenge in building DOSG is its translation between the object-oriented ontology definitions and the relational database schema. The object-oriented ontology supports definition of applications' entities and concepts as objects described by their structure and behavior. Relational database systems on the other hand support the definition of record-based structures. RDBMSs support the storage of data in tables and its manipulation via data manipulation language; internal to the database via the stored procedures, and external to the database via SQL commands. DOSG generates the necessary SQL statements for data storage following the ANSI standard (ANSI X3. , and targeted to the SAP DB.
Clearly enough, the conversion between the objects and their relational structures is not flawless or perfect. The underlying paradigms are different and the two sets of structures cannot be converted seamlessly [15] . For instance, the difficulties become apparent when selecting an approach to access the data, where in the object paradigm it is possible to traverse objects through their relationships, while in the relational paradigm this linkage can only be performed via the join of the two tables.
There are some fundamental differences that DOSG cannot overcome or translate, however DOSG has also solves several of the problems, allowing a smooth translation between the objects and their relational counterparts, as addressed below. A set of technical decisions had to be made considering the tradeoffs of the two paradigms, and below the most relevant considerations are pointed out.
Object identifiers (OID).
To allow data persistence for objects, it is required to assign a unique object identifier (OID) to each object. In relational databases, the unique identifier is referred to as primary key (PK) that allows the (c) 2004 IFIP possibility to locate unique records in the repository. Thus, for the translation, DOSG adds a PK when it is defining the relational tables; however the name assigned to the PK attribute can be customized through the DOSG-GUI. Handling the slots. In general, all the slots or attributes for each class are translated into table columns by DOSG. In relational databases however, it is required to specify a "type" for every column in the table, while Protégé allows certain ambiguity (e.g. using the type Any). In such cases, DOSG has no other choice but not to create a column for such a slot.
Handling the classes and hierarchies. The strategy followed by DOSG to solve the class definition is to create one table per class and then, to define its specific attributes. To translate a class hierarchy, as shown in Figure 4 , DOSG establishes a relationship among the tables of the subclass and the super-class, which is maintained through the usage of the primary key (PK) and the foreign keys (FK). Handling the one-to-one relationships. In relational databases, relationships are maintained through foreign keys. DOSG implements one-to-one relationships by including the OID of one table into the other, as depicted in Figure 5 . Figure 5 . Mapping one-to-one class relationships
Handling the one-to-many and many-to-many relationships. In order to implement a many-to-many relationship, DOSG uses a relationship table, as shown in Figure 6 . DOSG employs the same strategy for handling one-to-many relationships, since it gives further flexibility to add more columns in the table. 
Translation to Java source code
Since both the Protégé system and Java language support object-oriented paradigm, this translation and generation of code is more straightforward than the translation to the relational schema. Nevertheless, there are several issues that require attention, and some cases cannot be handled by DOSG, due to the technical incompatibilities. These incompatibilities include features that are available in the ontology system such as multiple class inheritance, but not supported by Java environment directly. Some of these features are the value constraints; the type Symbol (which is converted to string type but no constraints are enforced); the type Any; and multiple class inheritance. On the other hand, when generating the Java source code through the parameterization of DOSG-GUI, it is possible to take advantage of some features offered by DOSG such as: (1) Java package definition, (2) on-line Java compilation, and (3) Java jar encapsulation.
Translation to XML Schema
Many organizations and enterprises use the XML documents as a format to exchange information and the XML Schemas as a common data structure definition language. XML documents are widely used to facilitate the information exchange due to the fact that they are both human-readable and machine-readable. The extensibility of XML allows creation of generic models that integrate data from different sources. The XML Schema generated by DOSG describes the logical model of the interchanged information defined by the Protégé ontology. The XML Schema can support the representation from the object oriented paradigms better than the relational system. However, similar to Java code generation, there are still several issues that cannot be at this stage equivalently translated by DOSG from the object definitions to the XML schema, such as the value constraints, the type Any, or multiple class inheritance.
Generation of data object mappings and XML mappings (class views)
DOSG is able to elaborate the necessary mappings to transform data between the Java classes and the database schema, as well as between Java classes and the XML schema, as represented in Figure 3 . The mappings follow the Castor specification [10] which provides bi-directional declarations between Java classes with both the relational data structures and the XML. In fact these mappings describe how the properties of a Java object can be translated into their counterparts in the RDBMS and in XML Document.
Data object mapping. The data object mapping is a description that renders object instances of Java model to relational database model, and vice versa. This is usually referred to as object-to-relational mapping (O/R mapping). Such mapping definitions are necessary to dissociate the changes in the structure of a Java object model from the changes in the database. The federated information management uses these mapping files, to grant proper access rights and visibility level on the database information. XML mapping. Similar to data object mappings, the XML mapping is a way to bind Java classes to the XML documents. It allows transformation of the data contained in a Java object model into/from an XML document.
Advantages and validation/verification of DOSG
Advantages of using DOSG are verified and validated by the software developers of TeleCARE, who were involved in the development of its horizontal and vertical layers. Here we briefly give some examples where these developers benefited from DOSG, by identifying each of the automatically generated formats of data structures. The vertical service developers as well as the developers of the horizontal layer's functionality need to create some RDBMS Schema to manage their information. At the same time, Java class structures and source code are needed to be defined in order to manipulate the same information in the code that they develop. Additionally, since TeleCARE environment supports the heterogeneity and independence of different sites, their interoperability must be supported. XML Schema for this information can enable simple and standardized exchange of XML documents with any other service or platform. Furthermore, for the development of most programs, it is necessary to convert information between these different data structures, preferably at their object level through data object mappings and XML mappings. In TeleCARE, the three vertical services of Agenda Reminder, Living Status Monitoring and Time Bank were in specific used as the validation/verification ground for the DOSG component. The results of this process proved the design and prototypical development of DOSG to be successful.
CONCLUSIONS
For the emerging collaborative environments and networked systems an important element is their information/knowledge management. Developers of both the horizontal platform as well as the vertical services/tools for CNs need to model their information/knowledge and provide proper definitions and syntax in terms of: i) database schema for the data that needs to be stored in the environment repository, and ii) "equivalent" data structures for sharing/interoperability among different services/tools and supporting software systems.
This paper describes an approach to automatically generate both the database schema and the necessary data structures, based on the ontological definitions provided by the developers, within the context of the TeleCARE project. Once the modeling of concepts are defined using the Protégé ontology management system, (c) 2004 IFIP the DOSG tool provides to its end users (the domain experts and developers) the possibility to translate these definitions into: i) relational database schema, ii) XML Schema, and iii) Java code.
The automatic and dynamic generation of data structures is a key feature in TeleCARE allows the application experts and software developers to solely concentrate their efforts on their development and modeling their information through a user-friendly ontology system interface. DOSG frees these developers and application experts from the burden of knowing the technical details for developing the database structures, Java code, or XML Schema. However further research is required to overcome the restrictions for specific mismatch in these conversions, either imposed by the involved paradigms (e.g. between object-oriented and relational), or due to software environment limitations (e.g. lack of support for multiple inheritance in Java).
