Abstract
Introduction
An important trend in software engineering is the distributed development of software project. This is a direct consequence of the globalization and today it represents an important and growing work scenario. Recent advances in telecommunications networks, Internet technologies and collaboration tools have provided sufficient infrastructure to allow software companies to work in a distributed way and thus to optimize their investments. These companies take advantage of remote human resources with high technical skills and low cost, in order to increase their competitiveness in software development and maintenance. Globalization in software engineering can reduce the time to market, increase the teams productivity, improve the product quality and reduce the development cost for software organizations [19] .
Globalization is characterized by cultural and organizational commitments in different geographical locations and time zones. These commitments may have limitations to achieve a common understanding, build trust and perform a real teamwork [20] . These limitations typically involve the following aspects: communication, coordination, control, supporting infrastructure, and conflict expectations. Therefore, software engineers working in distributed scenario use specific techniques to mitigate these problems, for example, the division of work in modules sufficiently independent to minimize communication between team members [21] . However, in practice, software engineers have still major problems and they continue searching for more effective mechanisms to mitigate the problems and risks inherent to the globalization [22] .
Many of software engineering sub-areas present several challenges in their teaching process. Among the factors that influence these challenges are the software scalability and complexity, the software design and construction under cost and quality constraints, and substantial human aspects that affect all areas/activities of software practices. The complexity of software construction is well known and documented. This complexity includes technical aspects (e.g., the use of development tools and programming languages), cognitive aspects (e.g., understanding key practices) and social aspects (e.g. issues related to teamwork). As result of this multifaceted activity, universities delivering computer science and software engineering programs must put special attention to the tasks performed by students, in order to: (1) improve their capability to analyze and solve problems, (2) expose them to a real world scenario of software development, and (3) teach them to work geographical distributed.
Those requirements generate particular challenges to the software engineering teaching/learning processes, since it is difficult that students of a regular academic program can work on real situations, in order to get the skills required for their professional lives [1] .
Today it is required to define a new set of best practices for teaching/learning software engineering. The globalization of the software development has made that educational institution must focus on some particular practices, such as the problem-based learning, the teamwork, and the tasks monitoring and control. These practices typically contribute to develop the soft skills required by the future software engineers to work into a global software development market.
The teamwork involved in software projects can be co-located or distributed, and both are relevant for the future engineers. However, the growing outsourcing tendency makes the distributed teamwork every day more and more required.
This paper presents the model of a Collaborative and Distributed Learning Activity (CODILA) [2] , and the results obtained when applying such activity in the design of a software architecture. In this academic experience participated advanced students from six Latin American universities, whom collaborated on a work scenario simulating a distributed software development setting. The obtained results show that the CODILA can be used by educational institutions to deal with the stated challenges.
Next section briefly introduces principles supporting the Computer-Supported Collaborative Learning. Section 3 introduces the distributed CSCL activities and its application to experimental software engineering. Section 4 describes the design of the CODILA model and introduces the template to specify this type of activities. Section 5 presents collaborative distributed experience performed on software architecture and the obtained results. Finally, section 6 concludes and presents the further work.
Computer Supported Collaborative Learning
Computer-Supported Collaborative Learning (CSCL) is a pedagogical approach that is supported on the principles of cognitive theories; for example the psychogenetic approach of Jean Piaget [24] , Vygotsky's socio-cognitive theory [25] , the theory of activity of Leontiev and Galperin [26] , and the theory of Cognitive Modifiability of Feuerstein [27] . These theories share the cognitive and metacognitive development of students in real, symbolic and dynamic contexts that allow them to recreate their knowledge and potentiate them.
This type of learning is based on practical activities performed by the students in a co-located or distributed way. Therefore it becomes an interesting approach to deal with the stated challenges. According to the CSCL foundations, there is a list of key elements that must be considered in the design of any CSCL activity. Next we briefly present such elements. , by comparing the results of collaborative learning with traditional learning models, authors have found that students learn more when using collaborative learning. They also develop higher reasoning skills and critical thinking, and feel more confident and accepted by themselves and others. These authors also state that virtual environments can help implement more participatory models of education and expand opportunities to gather, communicate and distribute the knowledge.
In [18] the authors say that collaborative learning seeks to develop personal and social skills in the student, making feel each member of the group responsible not only for his/her learning, but also of other group members' learning.
Students need to be continually questioned about their personal and group performance. It helps to reach some advantages of collaborative learning, such as:
Concerning the execution of group tasks:
 Promoting the achievement of goals and the improvement of the work quality, since the team elaborates its proposal based on the members' proposals and solutions.
 Helping to disseminate and validate the knowledge of group members.
 Promoting the commitment of each team member.
Concerning the interpersonal relations:
 Encouraging the feeling of solidarity and mutual respect, based on the results of teamwork.
 Enhancing the social skills, and the communication and coordination inside the team.
Concerning the cognitive skills:
 Promoting the knowledge generation due to each student is involved in the development of a particular research.
 Promoting the development of critical thinking and meta-cognitive development.
Concerning the self-development:
 Empowering the team members and enhance their self-confidence.
 Motivation both, the individual and group work.
 Contributing to decrease the feelings of isolation.
 Decreasing the level of frustration to criticism and fear of failure.
The main obstacles for collaborative learning are usually three: (1) the resistance to the paradigm change required by students and instructors, (2) counting on an appropriate design of the collaborative activity to apply, and (3) having a good technological solution to support the activity (especially in distributed environments). Therefore, when we design a CODILA, we should clarify the educational principles, stakeholders and the teaching/learning processes that allow students to achieve particular knowledge and skills.
Considering the research findings reported in the literature and the authors experience designing CSCL activities, we recommend to design CSCL activities to support the instructional process of software engineering in a distributed way, by considering the following issues: promoting interaction among teammates, assessing and sharing the individual contributions, and developing personal and group skills (e.g. negotiation, debate, question, make decisions and coordinate). These issues have systematically contributed to promote and enhance the teamwork. However the human aspects involved in the software development process go beyond teamwork.
The combination of technical foundations, practice case studies and CSCL activities makes the teaching of software engineering particularly challenging. It implies that the instructors' profile has to include not only instructional skills, but also professional experience in this area. Since the pool of candidates with academic and professional experience is relatively limited, establishing academic cooperation in this area (with other universities and/or with the industry) can help address this challenge.
Distributed CSCL and experimental software engineering
Software industry becomes globally distributed, mainly driven by the development of trends, such Open Source software and developments outsourcing. Therefore software practitioners require significant changes into their formative stages; i.e. in the knowledge and mainly the skills considered by the educational institutions in undergraduate programs.
A model of distributed multi-faceted software development is emerging and demands the application of engineering principles in new and unfamiliar contexts. For ensuring the successful development of software using distributed resources, software engineers need to count on a solid foundation of project and product management, engineering of organizational processes, and multicultural communication skills [3] .
The adoption of collaborative technologies in a software development organization involves the introduction of new technologies and work practices within the comprehensive and highly variable activity of software development. Productivity and deliverables of software projects are factors significantly variable. Therefore, it is difficult to assess the impact of the introduction of new technologies in a project [4] .
Provided the distributed collaborative work in software development processes and the geographical distribution of software team members, it is mandatory to formulate experiments to validate the application of collaborative techniques in current software engineering teaching/learning scenarios [5] . Research and experimentation in collaborative work applied to software development should focus on factors such as negotiation among participants and stakeholders, distributed communication and coordination, and use of new engineering processes and strategies.
Experimentation scenarios should consider the distance among members as a critical factor influencing the collaborative learning/work [5] . Differences in the physical contexts (i.e. distributed and co-localized), time zones, culture and language will persist despite the use of new technologies. Remote work is enhanced when it is supported by high speed networks, such as RENATA [6] academic network in Colombia and RedCLARA [7] in Latin America. However, some distances aspects will remain present explicitly without possibility of support it even in the future.
It is well-known that software development processes require the participation, expertise and ability of many people working together to achieve the project goals. Therefore, it is necessary to establish new mechanisms that let students to acquire skills of teamwork and effective communication to address these new working scenarios [8] . It is relevant not only from a technical perspective, but also to develop competencies and skills required by students to act as members of a distributed software development team [9] . Trying to deal with this challenge, the consortium of Latin American universities involved in the initiative LACXER (Latin American Colaboratory of eXperimental Software Engineering Research) [23] developed the CODILA model, which is explained in the next section.
The CODILA Design
The CODILA involves an instructional process that promotes the distributed learning through collaborative work [2] . Typically student teams work in a collaborative and distributed way to solve a problem (i.e. the team goal). In the case reported in this article the problem to address by each team was the design of software architecture for a secure communication system. The activity execution is typically monitored by instructors in charge of the experience, in order to understand the individuals' and teams' performance.
The CODILA model involves five stages (see Figure 1 ): Preparation, Theoretical Class (lecture), Local Practice, Distributed Practice and Evaluation. However the local practice is optional. During preparation stage the instructors will collaborate to define the parameters of the activity, such as: the topic to teach, the activity main goal, the instructor who will deliver the lecture, the group size and composition, the technologies that will support the collaboration process, and schedule of the activities.
During the lecture the instructor playing the role of lecturer delivers the knowledge about the select topic to all students participating in the activity. It is a synchronous activity in which participate all the students involved in the experience.
The local practice is performed during the session after the lecture and its goal is to help students to assimilate the knowledge delivered by the expert during the lecture. Typically it is a collaborative solving problem activity that involves 90-120 minutes and it is related to the topic tough by the lecturer.
The distributed practice involves at least one week and also team of distributed students with a common goal. This practice has three sequential phases: (1) 
During the evaluation stage such outcome is evaluated and also the collaboration process and supporting technologies used into the experience.
The authors have designed a template to specify a CODILA, which has been useful as mechanism for synchronization, feedback and managing the activity design (see Table 1 ). The template has also helped to socialize, validate and adjust the experience. Instructors from the participating universities are free to contribute with their suggestions and comments. Table I shows the structure of the template to specify these distributed collaborative experiences.
Teaching software architecture using a CODILA
In 2010, we have applied the CODILA model in a collaborative experience for teaching the software architecture topic. In this experience participated six Latin American universities from four countries. These universities were grouped in two subsets as follow: All students were in the 8th or 9th semester of Computer Science or Informatics undergraduate programs. They grouped in distributed teams with three members each. The track 1 involved 18 teams and track 2 involved and 17 teams. Teams of track 1 were randomly formed, whereas in track 2 we used the students' psychological profile to form the teams.
The challenge to address by the team was the architectural design of a communication infrastructure for the government, were privacy and security are critical attributes. We also ask for software performance and maintainability which are contradictory requirements. The idea was to push the students to negotiate their individual solutions (that considered just one quality attribute) in order to obtain a balanced, integrated and robust design. Usually software quality attributes coexist in states of mutual tension. It demonstrates the need for high level of interaction, collaboration and negotiation between students designing the architectural specification. In the case of globalized projects, architectural decisions are largely made by distributed development teams.
The main goal of this collaborative and distributed architectural design was to simulate a real software distributed design process. The quality attributes addressed by the students were Security, Performance and Maintainability. Each attribute is approached by one student, i.e., each team has a student who is expert in Security, other student in Performance, and so on. During the collaborative exercise students realize the need to negotiate with their colleagues, to define a unified architecture that considers the three quality attributes mentioned above. Designs negotiation is not a trivial task due to each quality attribute possess a set of architectural tactics and drivers that may generate conflicts between quality attributes.
The lecture about software architecture design was delivered synchronously from the University of Chile to the participating universities, by using Microsoft LiveMeeting as a communication platform. Later, the students began working in a distributed way in order to specify the architecture for the assigned system. 
SECTION PURPOSE
Topic It refers to the topic that will be used in the distributed collaborative activity.
Short description of collaborative experimental activity
It briefly describes the learning activity to be performed. Using this description an instructor must determine whether the activity is adequate for your course.
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University leader / name of instructor(s) responsible(s)
University proposing the experience will guide the implementation of the activity. It should be specified the name and contact information of the expert instructor that will be delivering the lecture.
Participating universities
It is the list of participating universities that will be performing the activity. The list also includes instructors and students.
Activity goal
Pedagogical purpose pursued by the distributed collaborative activity. This activity should try to verify a Software Engineering and/or instructional hypothesis.
Experience expectations
It refers to the potential benefits that academy and industry will obtain with the regular execution of this activity.
Hypothesis
The designer of the collaborative experience can define assumptions associated with the activity. It can be of two types:  Interesting for software industry. Hypotheses that attempt to produce results (indications, findings, etc.) that are useful for software companies.  Interesting for software engineering teaching. These are hypotheses that intend to identify how to produce useful results for participants in the teaching-learning process. If the designer defines a hypothesis the following section must be completed.
Experimental design activity
The activity should be adjusted within a rigorous experimental design, since it intends to obtain scientific findings in addition to the educational results.
Instructional model
For each stage of the collaborative teaching-learning model, it must be included: the duration, the responsible, the documentation to be distributed to the participating universities, the documentation that participating universities will deliver to the leading university, deliverables for /of students, etc.
Final evaluation
Define the method used to perform the final evaluation of the collaborative experience.
Analysis of results
Define the procedure that will be used for analyzing the results of the activity. These procedures may involve statistical analysis, observations, etc.
Requirements for students
This section presents the pre-requirements that the students must have to participate in the activity. Usually these pre-requirements are related to previous knowledge or academic level.
Requirements for communication
These are the requirements that must be addressed by the technological infrastructure supporting the distributed experience (e.g., communications platform, tools for supporting collaboration, software development tools and specific software).
Material support
It represents the papers, slides, assignments of the local and distributed practices, and any other supporting document required to perform the activity. This material should be provided by the leading university.
Performing date and time
The most probable date and time to perform the collaborative activities must be established. Such instance must be agreed between all participating universities. The time schedule for the activity should considering the time zone of every university.
Universities and institutional responsible
It specifies the acronyms of participating universities and the responsible of each one.
Expected results
The CODILA specification should include a list of products the team wants to obtain when completing the activity.
Annexes
The CODILA designer must specify the documents related to the experiment, such as: notes, practical exercises, charts and slides. He/she must also include references, in which s/he based the experience, or any bibliographic reference that can be appropriate for students and other instructors.
Distributed practices included three recordings in which the students shown their interactions. Each record was done for a specific deliverable and it had a specific purpose:
 Recording 1: First meeting of students. During this meeting the team members were presented and a software quality attribute was chosen by each of them. Thus, each student became responsible to design such aspect of the communication infrastructure.  Recording 2: Each student explained the implication that his/her software quality attribute has on the design of the whole product. The students also exposed his/her proposal for the architectural design, based on his/her software quality attribute.
 Recording 3:
In this session team members integrate their individual solutions and negotiate to reach an integral design of the communication infrastructure. They also prioritized the features of the final architecture and discussed the technical characteristics of the solution (i.e. the advantages and disadvantages). Fig. 2 shows a general representation of the collaboration scenario during the lecture stage. It corresponds to the software architecture lecture delivered by the University of Chile through videoconference.
Obtained Results
The design created by the student teams was evaluated and qualified with a score between 1 and 7. The minimal score for approval was 4.
Analyzing the students' scores (Table 2) we could hypothesize the use of an instrument (based on the psychological profile of the students) to form the teams had a positive impact on the teams' performance, since the track 2 performed better than track 1. However if we consider the teams average scores for each track, we can see the difference between them seems to be minimal.
In order to clarify this point we analyze the qualifications given by students to their joint work as a team; i.e. the level of communication and coordination among team members. The analysis results show us that teams formed randomly (i.e. Track 1) had more interactions than Track 2 teams. Initially we hypothesized that this occurred as a consequence of the lack of conflicts between students enrolled in the groups belonging to the Track 2, since the heuristic used to form the teams avoided to assign conflicting people to the same team.
In the practice the conflicts inside a team acted as triggered of discussions and negotiations among teammates, which usually improved their collaboration level.
A more detailed analysis of the collaboration process inside each team, and several interviews done to students after this experience, allows us to identify some key elements to understand the process results and the obtained scores. The first key element identified was a limitation in the heuristic used to form the team based on the students' psychological profile. Although the use of the students' psychological profile in that heuristic is correct, it does not consider the students' responsibility as part of the criteria used to form the team. In the teams of the track 2, the low scores obtained by some of them were a direct consequence of the lack of responsibility shown by one or more team members.
Some particular situations were identified in the track 1, where students from UCauca reported that their peers in PUC and UTP showed some difficulties in asking for help when they were problems. In the track 2, UChile students said that students from UNA did not answer emails on time and were engaged with the project. Since we identified the responsibility dimension as relevant for the teamwork, we can understand the low score shown by UNA students belonging to the track 2 (see Table 2 ).
On the other hand, the students from UQ belonging to the track 2 felt that UChile students did not work as team members, although they accomplished the assigned work. This situation allows us to identify a second key element was present in the experience: the time required to consolidate team.
Some teams of the track 2 had not problems with their members' responsibility; however they did not work as a team. The interviews to these students allow us to realize that any team needs a time to know and gain trust among the team members. Just after that they start to act as a team. Since this experience was quite short (three weeks approximately) none team belonging to the track 2 was able to become a real team. Therefore it does not make sense to design cohesive teams if they are going to work together for a short time period. In other words, in this experience the teams belonging to the track 1 are comparable to those of the track 2.
Analyzing the students' opinions concerning their teamwork in both tracks, it is evident that most students have a positive perception of the work done by their peers. Table 3 shows average values of the scores assigned by the teammates to each student participating in this experience (i.e. the coevaluation). Such scores range from 1 to 5. For measuring the satisfaction of participating students, we built a survey which was filled by the students. It survey consisted of 35 questions grouped in several dimensions related to social skills (e.g. teamwork, leadership, negotiation, technology and empathy) and experience (e.g. attitude and aptitude of the coordinators/contributors). Fig. 3 and Fig. 4 present the general satisfaction level of the teams belonging to each track. These results also support the hypothesis that teams of both tracks are comparable. The Fig. 5 and Fig. 6 present the satisfaction level of the students about the use of the technology that supported their collaboration process. In other words, it measures the appropriateness of the used technologies to support CODILAs. Most students assigned a good score to such activity aspect except those form the UNA, who had serious bandwidth limitations to access Internet. These results show that a regular Internet access is enough to support the several stages involved in a CODILA. Summarizing, students from four of six universities have expressed their satisfaction with the performed experience (UChile, UQ, UTP and UniCauca). In the other two cases (PUC and UNA), the researchers team found a lack of responsibility and motivation in students, influenced by external factors to this CODILA; for example the existence of parallel projects and a low representativeness of the experience score into the course's score.
The participation of students and instructors from six Latin American universities promoted a flexible and dynamic interaction, which contrasted their prior knowledge, technical experiences, life experiences and real needs in each university and country. Students demonstrated interaction, negotiation and leadership skills during the experience. However the detailed analysis of the CODILA results allows the authors to identify several additional goals reached by the participants:
 Identification and comparison. The students were able to recognize the essential quality attributes in the software architecture, identifying the features of each attribute (i.e. drivers, tactics and conflicts with other attributes). This topic was initially confronted with the students' prior knowledge and expectations; therefore they established relationships between each quality attribute and the strategies required to obtain it.
 Analysis. The students established relationships between the software architecture and their previous learned subjects, and were able to infer the which quality attributes (defined as software requirements) required some special considerations for its achievement.
 Synthesis. The students inquired and integrated the relationships between each quality attribute and the context of the proposed problem.
 Classification. The students were able to identify, classify and analyze features and essential requirements of each quality attribute involves in the CODILA.  Supporting material for the problem solving: The instructors must provide appropriate supporting material that helps the students during the activity. Supporting material, particularly examples, ensures a better preparation of the students to conduct the experience. This material includes: guides, related examples, practical activities and case studies.
Learned lessons
-Motivation: In order to achieve better students' engagement and successful results of the experiment, instructors should motivate the students. Some of the strategies that can be used are the following ones: The participating institutions must assign a significant relevance to the experiments' score.
-The participation of the entire course is mandatory these experiences. Moreover, such participation cannot be optional for the students.
-Disseminate and clarify the importance of participating in these experiences. UQ students suggested the preparation of videos in which students that participated in CODILAs can tell to other students about their experiences.
 Subjects to teach/learn: The topics selected to teach/learn in a CODILA must have the following characteristics: i) students must have prior knowledge in the subject, ii) participating institutions must count on infrastructure to perform distributed practical activities, iii) the subject should be self-contained (i.e. as independent as possible from other subjects).
Instructors must ensure that the activity will be relevant for the professional lives of the students.
 Interaction: The communication platform used by the students to interact and share their work should selected by the students. It is not recommended the instructors push the student to use a particular software.
 Monitoring: Based on previous experiences, the authors recommend performing evaluations that allow instructors monitoring the teaching and learning process.
 Social interactions:
In this type of activity social interactions and cultural exchange help student to generate trust with the teammates. It contributes to improve the results of the collaboration process. This finding is also stated by the socioconstructivism.
Conclusions and further work
This article presents the results of applying a collaborative and distributed learning activity (CODILA) to teach software engineering practices in several Latin American universities. These collaborative activities are framed within a Latin American initiative that tries to establish a colaboratory to teach, experiment and research on Software Engineering.
A CODILA involving the architectural design of a software communication infrastructure was presented and discussed. The obtained results show complex interactions between students, due to the experimental scenario proposed by researches. It reflects that designing software architectures implies an important challenge for software developers.
The results obtained in the experience were encouraging. Since the topic is complex to address by undergraduate students, the score were not high. However most students felt comfortable with the activity and they think that CODILAs can help them to address the challenges of a distributed software development scenarios. Instructors participating in the experience also felt highly comfortable with the activity.
Evidence exposed in this paper must be corroborated with the application of new experiences in this topic, and evaluating results obtained in the anonymous surveys. For further works we will measure the maturity level of previous experiences and we will propose a distributed course in globalized Software Engineering.
