We propose a compact, dimension-independent data structure for manifold, non-manifold and non-regular simplicial complexes, that we call the Generalized Indexed Data structure with Adjacencies (IA * data structure). It encodes only top simplices, i.e., the ones that are not on the boundary of any other simplex, plus a suitable subset of the adjacency relations. We describe the IA * data structure in arbitrary dimensions, and compare the storage requirements of its two-dimensional and three-dimensional instances with both dimension-specific and dimension-independent representations. We show that the IA * data structure is more cost effective than other dimension-independent representations and is even slightly more compact than the existing dimension-specific ones. We present efficient algorithms for navigating a simplicial complex described as an IA * data structure. This shows that the IA * data structure allows retrieving all topological relations of a given simplex by considering only its local neighborhood and thus it is a more efficient alternative to incidence-based representations when information does not need to be encoded for boundary simplices.
Introduction
Simplicial complexes are commonly used to describe non-manifold objects in several applications, including finite element analysis, solid modeling, animation, terrain modeling and visualization of scalar and vector fields. Informally, a manifold (with boundary) is a compact and connected subset of the Euclidean space for which the neighborhood of each of its points is homeomorphic to an open ball, or to an open half-ball. Objects that do not fulfill this property at one or more points are called non-manifold, while they are called non-regular if they also contain parts of different dimensions.
Existing modeling tools are generally designed to handle only shapes with a manifold domain [6] , since they are topologically simpler. However, non-manifold and non-regular objects arise in several applications. For example, in the idealization process for preparing Email addresses: canino@disi.unige.it (David Canino), deflo@disi.unige.it (Leila De Floriani), kweiss@cs.umd.edu (Kenneth Weiss) an object for finite element simulations, regions representing beam or plate behavior are substituted with onedimensional lines or two-dimensional surfaces, respectively, resulting in objects that contain non-manifold singularities and parts of different dimensions.
In the literature, both dimension-specific and dimension-independent data structures have been developed for cell and simplicial complexes. The former typically exploit properties of the embedding domain to reduce storage requirements, while the latter are independent of the embedding domain. Dimension independent incidence-based representations for cell [10] and simplicial [4, 7] complexes encode all the cells of the complex as well as a subset of the incidence relations among the entities, and thus they tend to be quite verbose. In the case of simplicial complexes, adjacency-based data structures for manifold objects, and for 2D and 3D nonmanifold objects have been shown to be more compact and efficient, since they encode only the top simplices, i.e. those simplices not on the boundary of other simplices, as well as the adjacency relations among such simplices [6] . They have, therefore, been used in appli-cations which do not require an explicit encoding of all the simplices.
Here, we propose a dimension-independent data structure for simplicial complexes, that we call the Generalized Indexed Data Structure with Adjacencies (IA * data structure), which generalizes the well known Indexed data structure with Adjacencies (IA data structure) [18] . We show that the IA * data structure is able to retrieve all the relations among the simplices of a simplicial complex very efficiently, it is more compact than all the incidence-based representations and is even slightly more compact than the dimension-specific ones [8, 5] . This is interesting since the latter are able to exploit dimension-specific properties of their embedding space, such as the linear ordering of triangles and tetrahedra around an edge in 3D, to reduce their storage requirements. Furthermore, the IA * data structure is highly scalable to the manifold case. This means that, although it can handle arbitrary simplicial complexes, it has negligible overhead, compared to the IA data structure, in manifold regions of the dataset. This is important since, in a typical modeling scenario, the non-manifold irregularities in the shape arise in relatively few localized regions of the shape.
The remainder of this paper is organized as follows. In Section 2, we summarize background notions about simplicial complexes and topological relations, while in Section 3, we review related work. In Section 4, we describe the IA * data structure, its 2D and 3D instances and their storage costs. We present navigation algorithms for efficiently retrieving topological relations among the simplices of a complex in Section 5. In Section 6, we compare the IA * data structure with dimension-independent and dimensionspecific data structures for simplicial complexes. Finally, in Section 7, we draw some concluding remarks and discuss our current implementation of the IA * data structure as well as future developments.
Background notions
A Euclidean simplex σ of dimension d is the convex hull of d + 1 linearly independent points in the ndimensional Euclidean space E n , where d ≤ n is called the dimension of σ and is denoted dim(σ). We refer to a Euclidean d-simplex as a d-simplex: a 0-simplex is a vertex, a 1-simplex is an edge, a 2-simplex is a triangle, and a 3-simplex is a tetrahedron. Any Euclidean k-simplex σ , with k < d, generated by a set of vertices
Where no ambiguity arises, the dimension of σ can be omitted and σ is simply called a face of σ.
A finite collection Σ of Euclidean simplices forms a Euclidean simplicial complex when (i) for each simplex σ ∈ Σ, all the faces of σ belong to Σ, and (ii) for each pair of simplices σ and σ , either σ ∩ σ = ∅ or σ ∩ σ is a face of both σ and σ . The maximal dimension d of the simplices in Σ is called the order, or the dimension of complex Σ. The domain, or carrier, of a d-dimensional Euclidean simplicial complex Σ embedded in E n , with d ≤ n, is the subset of E n defined by the union, as point sets, of all the simplices in Σ.
The (combinatorial) boundary of a simplex σ is the set of all the faces of σ in Σ, excluding σ. The star of a simplex σ, denoted S t(σ) is the set of simplices in Σ that have σ as a face. Any simplex σ such that S t(σ) contains only σ is called a top simplex. The link of a simplex σ, denoted Lk(σ), is the set of all the faces of the simplices in S t(σ) which are not incident in σ.
Two simplices are incident to each other if one of them is a face of the other, while they are k-adjacent if they share a k-face: in particular, two vertices are called adjacent if they are both incident at a common edge. An h-path is a sequence of (h + 1)-simplices (σ i ) k i=0 in a simplicial complex Σ such that two consecutive simplices σ i−1 and σ i in the sequence are h-adjacent. Two simplices σ and σ * are h-connected when there exists an h-path (σ i ) Let us consider a simplicial d-complex Σ and a psimplex σ ∈ Σ, with 0 ≤ p ≤ d. The topological relations are defined over Σ in terms of the incidence and adjacency among its simplices: Boundary relation R p,q (σ), with 0 ≤ q < p, consists of the set of q-simplices that are faces of σ. Co-boundary relation R p,q (σ), with p < q ≤ d, consists of the set of q-simplices incident in σ. Adjacency relation R p,p (σ) consists of the set of psimplices in Σ that are (p−1)-adjacent to σ (when p > 0), or the set of 0-simplices that are adjacent to σ through an edge (when p = 0). We call constant any relation which involves a constant number of entities, while relations which involve a variable number of entities are called variable. In general, the co-boundary and adjacency relations in a simplicial complex are variable, while the boundary relations are constant. A constant relation should be retrieved by a data structure representing Σ in constant time, while variable relations for a simplex σ should be retrieved by examining a local neighborhood of σ. If the retrieval of a relation requires examining all the simplices of a specific dimension, then the data structure does not support an efficient retrieval of that relation.
Related work
Dimension-independent data structures, such as the cell-tuple [1] and the n-G-map [14] , have been proposed for encoding d-dimensional manifold cell complexes. The Incidence Graph (IG) [10] represents a general cell complex by encoding all the cells of the complex as well as boundary relations R p,p−1 and co-boundary relations R p−1,p . It provides a complete, but verbose, description of the complex. Simplified versions of the incidence graph specific for simplicial complexes have been proposed in [4, 7] . Both data structures encode all the simplices in a simplicial complex and subsets of the relations (which we denote as R * p,q ) represented in the IG. The Indexed data structure with Adjacencies (IA) is a dimension-independent data structure for manifold simplicial d-complexes embedded in the n-dimensional Euclidean space [18] . Several dimension-specific data structures have been developed for manifold two-dimensional cell complexes [6] , whereas some are specific for triangle meshes, e.g. the corner table [19] . Data structures have been proposed for modeling non-manifold and non-regular objects whose boundary is discretized as a cell complex. The Partial Entity (PE) data structure [13] is the most scalable to the manifold case, but it is still verbose when applied to simplicial 2-complexes [6] . Dimension-specific data structures have been also proposed for encoding simplicial 2-complexes [2, 8, 17] . The Loop Edge-use (LE) [17] and the Directed Edge (DE) [2] data structures are for regular simplicial complexes in which non-manifold singularities occur only at edges. The former is a specialization of the PE data structure, while the latter is an extension of the half-edge data structure [16] to nonmanifold shapes. The Triangle-Segment (TS) data structure [8] is is an adjacency-based representation for simplicial 2-complexes embedded in 3D space. It encodes all the triangles and vertices of the complex, but only the edges which are top simplices. A comparison among such data structures, presented in [6] , shows that the TS data structure requires about half of the space compared to the other two. The eXtended Map (X-Map) [3] data structure generalizes the combinatorial maps described in [1, 14] , to handle non-manifold and non-regular simplicial 2-complexes embedded in E 3 , and can be more expensive than the IG and its variants.
Only a few representations have been proposed in the literature for three-dimensional manifold complexes. The Facet-Edge (FE) [9] and the HandleFace (HF) [15] data structures both describe threedimensional cells implicitly by encoding the manifold complexes that form their boundary. In [12] , a scalable data structure for manifold tetrahedral complexes has been proposed, which extends the corner table [19] to the 3D case. An efficient extension of the corner table to tetrahedral meshes has been recently proposed in [11] . The Non-Manifold Indexed data structure with Adjacencies (NMIA) [5] is a dimension-specific extension of the IA data structure for non-manifold tetrahedral meshes embedded in 3D space. It encodes all tetrahedra, but only the top triangles and edges.
The IA
* data structure
In this section, we introduce a new compact dimension-independent data structure for representing Euclidean simplicial complexes in arbitrary dimensions, that we call the Generalized Indexed data structure with Adjacencies (IA * data structure), which generalizes the IA data structure [18] to non-manifold and non-regular objects discretized as simplicial complexes.
The IA * data structure encodes all the top simplices of a d-dimensional simplicial complex Σ embedded in the n-dimensional Euclidean space (with d ≤ n) plus the following relations: 
* data structure in 2D and 3D
We consider here two instances of the IA * data structure for simplicial 2-and 3-complexes in 3-dimensional Euclidean space E 3 , that we call, for brevity, the IA * (2D) and IA * (3D) data structures. The IA * (2D) data structure encodes the vertices as well as all triangles (top 2-simplices) and all wire edges (top 1-simplices), i.e., edges not on the boundary of any triangle, plus the following relations: R 1,0 (σ): boundary relation for each wire edge; R 2,0 (σ): boundary relation for each triangle; R 2,2 (σ): adjacency relation for each triangle σ: it consists of all triangles adjacent to σ along an edge; R 1,2 (e): co-boundary relation for non-manifold edge e, consisting of all triangles incident to e; R * 0,1 (v): partial co-boundary relation for each vertex v:
it consists of all wire edges in the star of v; R * 0,2 (v): partial co-boundary relation for each vertex v:
it consists of one triangle from each 0-connected component of Lk(v) formed by at least one edge. Figure 1 illustrates the relations encoded by the IA * (2D) data structure for a small simplicial 2-complex in E 3 . The IA * (3D) data structure encodes the vertices as well as the tetrahedra (top 3-simplices), the dangling faces (top 2-simplices) and wire edges (top 1-simplices) plus the following relations: In a simplicial 3-complex embedded in E 3 , an edge e is non manifold when its link consists of more than one connected component. Thus, we can encode relation R 2,2 along a non-manifold edge e as a pointer to all dangling triangles (top 2-simplices) incident in e, i.e. R * 1,2 (e). Figure 2 illustrates relations encoded by the IA * (3D) data structure for a simplicial 3-complex in E 3 .
Implementation and storage costs
In our implementation of the IA * data structure, each simplex is indexed through an integer value. The vertices are encoded in an array storing the coordinates If τ is manifold, the element of the array corresponding to τ contains the index of the only p-simplex adjacent to σ along τ. Otherwise, it contains a pointer to a variable-size array encoding R * p−1,p (τ), which contains the indexes of all top p-simplices incident in τ.
In a simplicial d-complex Σ, we denote with s i the total number of its i-simplices, and with s 
Retrieving topological relations
In this section, we show how to retrieve the topological relations from the IA * data structure encoding a ddimensional simplicial complex Σ embedded in the ndimensional Euclidean space. These form the basis for navigating and manipulating the complex.
Retrieving boundary relations
All boundary relations R p,0 are explicitly encoded. Boundary relation R p,q (σ) for a top p-simplex σ, with 0 < q < p, can be simply retrieved by generating all (q + 1)-tuples of vertices forming the q-faces of σ. The time complexity is therefore O p+1 q+1 . Boundary relation R p,q (σ) for a non-top p-simplex psimplex σ, with q < p, can be retrieved only when σ is specified as a p-face of a top h-simplex τ, with h > p. In this case, the q-simplices which are faces of σ can be simply retrieved as above.
Retrieving co-boundary relations
We consider first co-boundary relations based on the vertices, which allow us to retrieve the simplices incident in any given vertex v. Relation Relation R p,q (σ), with p < q, for a p-simplex σ is specified by describing σ as a (p+1) does not need to be encoded in the IA * data structure. If σ is not a top simplex, then σ must be specified as a p-face of a top h-simplex τ, with h > p. In this case, R * p,p (σ) is empty and thus all p-simplices in R p,p (σ) need to be retrieved by combining boundary relation R p,p−1 (σ) with co-boundary relation R p−1,p .
Adjacency relation R 0,0 (v) for a vertex v can be retrieved in exactly the same way as R 0,1 (v), since the edges in R 0,1 (v) are expressed as pairs of vertices.
The time complexity for retrieving adjacency relation R p,p (σ), p > 0, is dominated by the time required for retrieving R p−1,p (σ), which is linear in the number of top simplices incident in one of the vertices of σ.
Analysis and comparisons
Recall that there are dimension-independent and dimension-specific data structures for simplicial complexes. Dimension-independent data structures for simplicial complexes are incidence-based, namely the Incidence Graph (IG) [10] and its specialized instances, the Simplified Incidence Graph (SIG) [4] and the Incidence Simplicial (IS) [7] data structures. In the following, we will restrict our dimension-independent comparisons to the IS which has been shown to be the most compact [7] . Regarding dimension-specific data structures, it has been shown that the TS and the NMIA data structures are respectively the most compact 2D and 3D representations for simplicial complexes and, thus, we will restrict our dimension-specific comparisons of the IA * data structure to these data structures. For brevity, we refer the reader to [7, 8, 5] for details on these data structures.
Incidence-based data structures. Given a d-simplicial complex Σ embedded in E n (with d ≤ n), the IS data structure [7] stores all simplices of Σ, the full boundary relations R p,p−1 and the partial co-boundary relations R * p,p+1 , i.e. one (p +
Thus, the IS requires 6s 2 + 2s 1 + 2s t 1 + K 0 integers in 2D, and 8s 3 + 3s 2 + 2s 1 + 3s
Adjacency-based structures. The primary difference between the dimension-specific TS and NMIA data structures from the IA * (2D) and IA * (3D) data structures is that the former exploit their embedding in E 3 in their encodings of the topological relations. Specifically, whereas the IA * (2D) encodes non-manifold edges of triangles in R * 2,2 using a pointer to the shared information in R * 1,2 , the TS data structure encodes R * 2,2 as a doubly-linked list around the non-manifold edges of its triangles. That is, each triangle along non-manifold edge e stores a pointer to the previous triangle and the next triangle surrounding e in a clockwise orientation. Over the entire data structure, R * 2,2 requires 3s 2 + 2N M 1 integers, giving the TS data structure a total cost of: 6s 2 + 4s
The NMIA encodes its boundary relations similarly to the IA * (3D), its vertex co-boundary relations similarly to the IS data structure, i.e. one element per connected component, and orients the simplices in the link of non-manifold edges in clockwise order similarly to the TS data structure. It encodes for each cluster (a dangling face or a fan of tetrahedra) incident to nonmanifold e, the preceding and following cluster surrounding e. Letting N M 1,3 be the total number of such fans of tetrahedra and N M 1,2 be the total number of dangling faces in the mesh (which is equivalent to N M 1 for the IA * (3D)), the cost of the NMIA data structure is 8s 3 + 6s t 2 + 4s
Since the most common applications of these meshes are the subset that are top simplices and non-manifold simplices. C 2 and C 3 are the sum of 0-connected and 1-connected components in the link of the vertices that consist of edges and triangles, respectively. K 0 and K 1 are the sum of connected components in the links of the vertices and edges of the mesh, respectively. N M 1 = N M 1,2 and N M 1,3 are the sums of non-manifold edges on the boundary of top triangles and tetrahedra in Σ. are for simplicial 2-and 3-complexes embedded in E 3 , we compare the IA * (2D) against the IS(2D) and TS data structures, and the IA * (3D) against the IS(3D) and NMIA data structures. We summarize the storage costs of the different data structures in terms of common parameters, and compare them experimentally against a testbed of 62 simplicial 2-and 3-complexes of varying domains (manifold, regular, non-manifold) and complexity. We highlight a representational subset of the 2D datasets in Table 1 and of the 3D datasets in Table 2 .
In 2D, it is evident that the IA * (2D) is more compact than the TS by the term N M 1 . The key difference between the IS(2D) and the IA * (2D) relates to the total number of edges in the mesh compared to the number of wire edges and non-manifold edges, i.e. 2s 1 in the former vs. 2s
1 in the latter. Since the total number of edges in the complex is generally significantly higher than the number of non-manifold and/or wire-edges, we expect the IA * (2D) and T S data structures to be significantly more compact than the IS(2D) data structure, and for the IA * (2D) to be slightly more compact than the T S . Empirically, we found the IS(2D) to require approximately 45% more space than the IA * (2D) in all cases and the TS to require 0-5% more space that the IA * (2D) on a testbed of 43 simplicial 2-complexes that were manifold (8), non-manifold regular (20) and nonmanifold non-regular (15) . Table 1 highlights a representative sample of these results.
Similarly, in 3D, the primary difference between the IS(3D) and the IA * (3D) and NMIA data structures relates to the total number of triangles s 2 and edges s 1 compared to the number of top triangles s t 2 and top edges s t 1 , while the IA * (3D) and NMIA differ in terms of the number of top simplices compared to the number of non-manifold edges, i.e. N M
To better understand the consequences of these different encodings, we analyze properties of 19 simplicial 3-manifolds in E 3 that are manifold (6), regular non-manifolds (3) and non-manifold non-regular (10) complexes, and present representative samples in Table 2 . We observe that C 2 + C 3 in the IA * (3D) encoding is approximately equal to K 0 for NMIA, although K 0 can be smaller. Additionally, in the tested datasets, the N M 1 and N M 1,3 are generally quite small and do not impose a significant overhead.
The IA * (3D) is the most compact data structure in all tested datasets: In the manifold case, the IA * (3D) and NMIA require the same storage, and are both about 1.5 times smaller than the IS(3D) data structure. In all other cases, NMIA requires approximately 3% more storage than IA * (3D). In the regular case, the IS(3D) requires about three times the space as IA * (3D), while it requires 2.2 times the space when dealing with nonregular datasets.
Concluding remarks
We have introduced the Generalized Indexed data structure with Adjacencies (IA * data structure), a new dimension-independent data structure for encoding nonmanifold and non regular objects in arbitrary dimensions discretized as d-dimensional simplicial complexes. We feel that the IA * data structure is the natural generalization of the Indexed data structure with Adjacencies (IA data structure) [18] to the domain of non-manifold and non-regular simplicial shapes, since it is agnostic about its embedding space, and reverts to the IA data structure when presented with manifold simplicial shapes. We compared the IA * data structure with other dimension-specific and dimensionindependent representations, in terms of storage costs and of efficiency in retrieving topological relations. In terms of storage costs the IA * data structure is more compact than all state of the art dimension-specific and dimension-independent representations, even those that take the embedding space into account. This behavior is even more evident when the number of non-manifold singularities and of non-maximal top simplices is not too high, as is common in most non-manifold shapes.
We have developed a C++ library, the IA * library containing a dimension-independent implementation of the IA * data structure. The current version supports the construction of the data structure as well as the navigation queries described in Section 5. The construction (which we omit for brevity) is performed from a soup of simplices. Currently, we are enhancing the library by developing topological manipulation operators, in particular the vertex-pair contraction operator, to enable simplifications and repair on general simplicial complexes. The IA * library is part of a set of tools for navigating and manipulating simplicial complexes in arbitrary dimensions, and contains implementations of the IS [7] , IG (Incidence graph) [10] and SIG (Simplified Incidence Graph) [4] data structures.
We have performed some experimental comparisons between the IG, the IS, and the IA * data structures in terms of efficiency of the topological queries. Our initial results indicate that the IA * data structure is the most efficient when extracting boundary relations, requiring approximately half the time to extract the boundary of a simplex. Extracting the co-boundary of a vertex from the IA * data structure also requires about half the time as the IG and the IS data structures. Interestingly, the extraction times for non-vertex simplices in the IA * are within 5% of those for the IS data structure, despite the need to extract the co-boundary of a vertex incident in that simplex and filter the results in the former case.
