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The evolution of communications networks to Next Gen-
eration Networks (NGN) has encouraged the development
of new services. Nowadays, several technologies are being
integrated into telecommunications services in order to pro-
vide new functionalities, resulting in what are known as con-
verged services. The objective is to adapt the behavior of
the services to the necessities of different users, generating
customized services.
Some of the main technologies involved in their develop-
ment are those related to the Web. But due to this type
of services implies the combination of different technologies,
their development is a very complex process that has to be
improved to reduce the time and cost required, with the aim
of promoting the success of such services.
This paper proposes to apply software reuse through the
utilization of a component library and presents one focused
on ECharts for SIP Servlets (E4SS). It is a framework, based
on the SIP Servlet specification, which uses finite state ma-
chines for the definition of converged communications ser-
vices. Also, to promote the use of the library, a methodology
is proposed in order to facilitate the integration between the
library operations and the software development cycle.
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1. INTRODUCTION
The development of converged services is a complex task,
requiring the knowledge and integration of different tech-
nologies. And the time employed, i.e. time to market, is
decisive to the success of the services.
Currently, there are various standards to facilitate the
development of these services, such as OSA/Parlay [14],
JSLEE (JAIN Service Logic Execution Environment) [4] and
SIP (Session Initiation Protocol) Servlets [8]. Also, several
initiatives have appeared recently with the purpose of accel-
erating this process, such as SailFin CAFE [10] and ECharts
for SIP Servlets (E4SS) [2], providing frameworks to imple-
ment telecommunications services based on SIP [13]. But
these frameworks are still under development, being neces-
sary to offer new mechanisms through which facilitate the
task of developing converged services.
TelcoBlocks [5] is a research project which aim is to pro-
vide an open source platform for the development and de-
ployment of components of telecommunications services based
on VoIP. In the context of this project, this article tries to
promote the software reuse with a library of components
focused on the implementation of converged services with
E4SS.
Software reuse reduces the development and maintenance
time and cost, improves the quality and reliability of the
software and the efficiency in the use of the available re-
sources, increasing the productivity. But, in order to reach
these objectives, reuse has to be a consistent and repeatable
process, i.e. a systematic reuse, included into the software
development cycle [12]. The origin of this type of reuse goes
back many years [7], but it has not a widespread use due to it
demands an extra effort compared with the normal develop-
ment process. Systematic reuse is an abstract activity that
requires a high-level knowledge that usually comes from ex-
perience. Also, other factors have to be taken into account,
which depend on the developers, the working environment,
and external parameters, such as the characteristics of the
market and the domain in which the application to develop
will be applied.
Libraries of components are one of the main tools used
to promote the software reuse. They facilitates the man-
agement of a set of elements, enabling developers to store
and retrieve components with a specific functionality in a
high-level way. Libraries of components have been applied
to several areas, proving their efficiency to manage different
kinds of elements. Mili et al. present a software library clas-
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sification [9] and evaluate various libraries using technical,
managerial, and human criteria. They conclude that most of
the libraries are focused on a very specific objective, but are
too inaccurate to be useful or too intractable to be usable.
In order to avoid this problematic, we present a component
library related to a very specific area, the development of
converged services using ECharts technology, but with a set
of operations and a related methodology with the purpose
of improving its use.
The remainder of this paper is structured as follows. Sec-
tion 2 explains more in detail the characteristics of E4SS, the
selected technology for the implementation of the services in
the context of the TelcoBlocks project. Then, section 3 de-
scribes the library of components proposed and section 4
explains a methodology about how to use it to get optimal
results. Finally, section 5 presents the conclusions and fu-
ture lines of work.
2. ECHARTS FOR SIP SERVLETS (E4SS)
2.1 ECharts
ECharts [1] is a programming language based on state ma-
chines derived from UML. ECharts is a high-level language
that depends on a lower level language, for example, Java.
State machines consist of a set of states and transitions be-
tween them. ECharts presents two basic types of state ma-
chines, OR and AND, for one or more than one active states si-
multaneously, respectively. Also, there are MIXED machines,
which contain both types of machines. Transitions can occur
between states of the same machine or different machines.
And it is possible to include predicates, so changes will take
place only if the specified conditions are satisfied, and ac-
tions, with tasks to execute during the transition. In addi-
tion, states can contain input and output actions, that will
be executed when the related state will be the destination
or the origin of a transition, respectively. Moreover, each
machine can present one or more constructors, which can
include actions too. In order to react to events that oc-
cur in the environment, machines receives messages in their
ports. These messages may come from outside or inside of
the machine. Also, ECharts is able to generate automati-
cally a diagram related with a machine, showing the states
and transitions and the relations between them in a graph-
ical way.
2.2 E4SS
E4SS combines the potential of ECharts with the SIP
Servlets interface in order to facilitate the development of
telecommunications services.
In E4SS, each application presents a FeatureBox, a con-
tainer where the elements required for its instantiation are
located. Specifically, these elements are a state machine,
to specify the application behavior, and a set of ports, to
interchange messages. There are four types of ports, ded-
icated to manage SIP messages (SipPort), initial requests
(BoxPort), time events (TimerPort), and other types of mes-
sages (NonSipPort).
With the aim of promoting the development of converged
services, in which SIP applications are integrated with other
components of different nature, E4SS defines two types of in-
terfaces: SIP-To-Java and Java-To-SIP. The use of one or
the other depends on the origin of the interaction. For ex-
ample, if a SIP component wants to store some information
in a database, it will use a SIP-To-Java interface, while if
a Web service wants to interact with a SIP component, a
Java-To-SIP interface will be utilized. In addition, E4SS
provides discovery mechanisms for managing these compo-
nents.
Applications can be combined using the application router
or DFC (Distributed Feature Composition). Following this
approach, each application is independent of the others, but
it is possible to define a series of filters according to the origin
and destination SIP addresses to determine which one has
to be executed in each case. The router will be in charge
of determining the order of execution to achieve the desired
functionality.
3. LIBRARYOFECHARTSCOMPONENTS
The objective of defining a component library is to facili-
tate the development of applications, reducing the complex-
ity of the process through the encouragement of component
reuse. To reach this objective, the library provides access
to components, establishing mechanisms to describe and se-
lect them, and also to promote their evolution, due to new
components are easily integrated with the rest.
Using ECharts to implement an application improves the
management of its complexity and promotes the reuse of
its components. Moreover, E4SS presents a set of initial
state machines that perform basic functionalities in order
to manage SIP-based communications, and some complex
state machines, also called features, which make use of the
basic ones to implement higher-level functionalities.
But finding the appropriate component to the require-
ments of each case is a difficult task. It involves knowing
the specific characteristics of each component and the en-
vironment in which is going to be applied, being necessary
to have experience in the use of the related technology. Us-
ing a component library promotes the reuse of its elements,
due to it facilitates their management, their selection and
also the inclusion of new components, created during the
development of the applications.
The operations supported by the proposed library are ex-
plained in the following sections.
3.1 Describing components
Firstly, it is necessary to analyze the properties of the
components of the library, in order to identify the most rel-
evant parameters to characterize them. In this case, these
parameters are:
• Name, identifies the component.
• Author, indicates the developer of the code.
• Version, facilitates the management of multiple vari-
ants of the same component.
• Description, explanatory text about the component.
• Tags, keywords that define the functionality performed
by the component.
• Dependencies, list of the components used by the com-
ponent.
• Nature, indicates the component type: feature or ba-
sic.
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Figure 1: List of state machines and related tags
• Application, according to their functionality, repre-
sents the work area in which the component is in-
volved.
This information is indicated by annotations, which are
included in the source code of the component, allowing an
automatic processing.
3.2 Adding components
After describing a component, it has to be added to the
library. For this purpose, the user will upload the corre-
sponding file, which will be processed to extract the infor-
mation and inserted into a database, allowing future refer-
ences. Moreover, there is a state diagram related with each
component that shows its functionality. This diagram is
generated automatically from the information contained in
the description file and through a tool provided by E4SS. If
a component depends on others, these will be required to
generate its diagram.
3.3 Searching components
Initially, the library displays a list of the names of the
components that have been stored. These names correspond
to links that allow access to detailed information about each
of them. In addition, the library shows a list of keywords
related to the components that can be used as a search tool
to facilitate their location. A specific keyword can describe
more than one component, in this case, a list with the name
and the version of each result will appear, and the user will
be responsible for analyzing their characteristics and select
the one that best matches the needs of the application to
develop.
Figure 1 presents a list of the available machines and their
keywords or tags. The information displayed after accessing
one of them is reflected in figure 2 (the related diagram has
been omitted).
3.4 Updating components
In most of the time, the development of an application
involves to implement new components and modify existing
ones, being necessary to update the library. For this pur-
pose, the user will have to specify the new values of the char-
acteristic parameters of the component, i.e. name, version,
Figure 2: Description of the state machine Time-
BombFSM
author, and other annotations that describe it, modifying
the file that contains its source code. And then, add this file
to the library, following the procedure described in section
3.2. The file will be processed to extract the information
and inserted into the database.
3.5 Deleting components
Moreover, the library supports the deletion of compo-
nents. Figure 2 shows how there is a button related to
each component to enable the remove of its information.
Although the state of the original file remains.
In addition, it is necessary to consider the connections
between the components available in the library. For this
aim, Velasco Elizondo and Lau propose a list of high-level
connectors through which encourage the reuse of elements
[3]. With E4SS, this functionality is provided by the appli-
cation router, which facilitates the interconnection between
applications. And at a lower level, the library shows the
dependencies between components.
The library has been developed using Python 2.6 [11], in
combination with the framework Bottle 0.6.4 [6], to imple-
ment a Web interface to enable its access, and SQLite 3, to
support the storage of the information.
4. USING THE COMPONENT LIBRARY
A library of components can facilitate the development
process, but having such tool does not ensure a good use
of it. In order to improve its utilization, it is advisable to
follow a methodology that sets out the steps to take to obtain
optimal results.
In the context of the development of converged telecom-
munications services, we propose to follow the next actions:
1. Component Search. Firstly, a list of keywords will be
extracted from the description of the application. It
will be used to search the most appropriate compo-
nents to build the application.
2. Component Selection. Then, the characteristics of-
fered by each component will be analyzed in order to
select the most suitable to fulfill the requirements of
the application.
3. Component Adaptation. Selected components will be
modified in order to adapt their functionalities to the
application under development.
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