Inheritance is an important and widely spread concept enabling the elegant expression of hierarchy in object-oriented software programs or models. It has been defined for graphs and graph transformations enhancing the applicability of this formal technique. Up to now, for the analysis of transformations with inheritance a flattening construction has been used, which yields all the well-known results for graph transformation but results in a large number of graphs and rules that have to be analyzed.
a b s t r a c t
Inheritance is an important and widely spread concept enabling the elegant expression of hierarchy in object-oriented software programs or models. It has been defined for graphs and graph transformations enhancing the applicability of this formal technique. Up to now, for the analysis of transformations with inheritance a flattening construction has been used, which yields all the well-known results for graph transformation but results in a large number of graphs and rules that have to be analyzed.
In this paper, we introduce a new category of typed attributed graphs with inheritance. For the detection of conflicts between graph transformations on these graphs, the notion of abstract critical pairs is defined. This allows us to perform the analysis on polymorphic rules and transformations without the need for flattening, which significantly increases the efficiency of the analysis and eases the interpretation of the analysis results. The new main result is the Local Confluence Theorem for typed attributed graph transformation with inheritance using abstract critical pairs. All constructions and results are demonstrated on an example for the analysis of refactorings.
Introduction and related work
In domain-specific modeling, graph transformation is a suitable formal framework for a controlled manipulation and evolution of models [1, 2] . This technique has been applied for the generation of models [3] , for model transformations of static structures [4, 5] , as well as for modeling the behavior of object-oriented systems [6] [7] [8] .
Introduction to typed attributed graph transformation with inheritance
When modeling the static structure of object-oriented systems with graphs, in general nodes represent classes -on the level of a type graph -and instances -on the level of an (instance) graph -such that the instance of-relationship is described by a typing morphism from the instance to the type graph. An attribution concept for graphs allows to define the attributes of classes and to allocate their values for the instances. The corresponding graphs are called typed attributed graphs [9] .
As inheritance is an important and widely spread concept for the elegant expression of hierarchy [10, 11] , typed attributed graphs with inheritance have been introduced enabling a formal description of hierarchy [12, 9] . For transformations of typed terminating term rewriting systems [36] . Nevertheless, as studied in [9] , critical pairs can be used to ensure local confluence in graph transformation. By showing the strict confluence of all critical pairs, which is a slightly more restricted version of local confluence, we obtain the local confluence of a graph transformation system without inheritance.
Partly as a consequence of this undecidability problem, in contrast to term rewriting, the confluence and local confluence analysis for graph transformation systems has different practical implications. But there are other important reasons for this different role. First, there are only limited techniques to check if a graph transformation system is terminating. Second, a graph transformation step is relatively costly, because general matching is NP-hard, and thus trying to see if a given critical pair is strictly confluent would also be very costly. And finally, there is nothing similar to completion in graph transformation, because graph transformation rules -unlike most term rewriting rules -are not intended to be interpreted as symmetric rules on the semantical level.
While the critical pair analysis can be used for conflict detection and analysis of local confluence in standard graph transformation, no similar technique is available for polymorphic transformations up to now. To apply the standard critical pair analysis for typed attributed graph transformation with inheritance first we would have to apply the flattening construction on both the type graph and the rules and then analyze the constructed concrete rules, which is possible but ineffective and difficult to do in reasonable time. To tackle this problem, we define abstract critical pairs directly on the level of typed attributed graphs with inheritance, such that no flattening construction is needed to apply the analysis. For this purpose, we extend the approach in [12, 9] for typed attributed graphs with inheritance by defining inheritance respecting morphisms, which leads to a category of inheritance respecting typed attributed graphs. We are able to prove that this new category fulfills the properties of an M-adhesive category with negative application conditions (NACs). This allows us to instantiate most important notions and results for M-adhesive transformation systems with NACs as done in [37] [38] [39] [40] to typed attributed graph transformation with NACs and inheritance. In particular, we instantiate the notions of parallel dependence and independence as well as critical pairs leading to a characterization of conflicts as well as completeness and local confluence results for polymorphic transformations with NACs and inheritance. We illustrate our results with a running example from the area of object-oriented refactorings in software engineering.
Overview of the paper
This paper is organized as follows: in Section 2, we give a general introduction to typed attributed graphs and define algebraic graph transformation with NACs. In Section 3, we introduce our running example including inheritance and motivate the notion of abstract critical pairs. Inheritance respecting typed attributed graphs are introduced in Section 4. In Section 5, we define typed attributed graph transformation with NACs and inheritance. In Section 6, we define abstract critical pairs for transformations with NACs and inheritance, and present a construction for them. The main results in the framework of M-adhesive transformation systems with NACs are presented in Section 7 and we show that typed attributed graphs with inheritance fit well into this framework. In Section 8, we give some conclusions and an outlook to future work.
Introduction to typed attributed graph transformation
In this section, we introduce the notion of typed attributed graphs and define algebraic graph transformation with NACs [9] .
Typed attributed graphs
The main idea of an attributed graph is that nodes and edges of a graph may carry attribute values. These are defined inAn attributed type graph defines sets of types which may be used to assign types to the two different kinds of nodes and to the three different kinds of edges of an attributed graph. The typing itself is done by an attributed graph morphism between the attributed graph and the attributed type graph. 
Definition 2 (Typed Attributed Graph

=
Given typed attributed graphs G
Typed attributed graphs and typed attributed graph morphisms form the category AGraphs ATG of typed attributed graphs over the attributed type graph ATG.
Graph transformations with negative application conditions
Graph transformation is based on rules, which describe in a general way how to transform graphs. The application of a rule to a graph is called a direct transformation. This is based on the concept of pushouts as a categorical way of gluing graphs over a common interface [9] .
For simplicity, in the following we use the notation G for both attributed graphs and typed attributed graphs. Also, for the following definitions we use the term ''graph'' for (standard) graphs, attributed graphs, and typed attributed graphs, and only state potential differences when they occur. For typed attributed graphs with inheritance we refer to the next sections.
Definition 3 (Rule and Transformation
consists of graphs L, K , and R, called the left-hand side, gluing graph, and right-hand side, respectively, and two injective graph morphisms l and r. In the case of attributed or typed attributed graphs, l and r have to preserve the data part, i.e., l D and r D must be isomorphisms.
Given a rule ρ, a graph G, and a graph morphism m :
=⇒ H from G to a graph H is given by the pushouts (1) and (2), where the graph morphism n is called comatch.
For the construction of the pushout (1) the existence of a context graph D is required. This is guaranteed if the gluing condition is fulfilled, which states that all identification and all dangling points have to be gluing points. The identification points are those nodes and edges in L that are identified by m, while the dangling points are those nodes in L whose images under m are the source or target of an edge in G that does not belong to m(L). Both types of points have to be gluing points, i.e., elements in L that are not deleted by p. Negative application conditions, similarly to the gluing condition, allow us to restrict the application of rules. They are an important concept for increasing the expressive power of graph transformation and are expressed by requiring that a graph 
Motivation and introduction to running example
An important application of graph transformation with NACs is the specification of model refactorings in software engineering (see [4] ). With critical pairs we are able to detect in a statical way all conflicts and dependencies between refactorings. This information may be used to automate the decision process of what to refactor and which refactorings to apply. In [4] , a number of simplifications were made to the metamodel represented by the type graph. Especially, the metamodel in [4] is without inheritance. Since inheritance is an important feature in modeling, the type graph should be enriched.
In Fig. 1 , such a type graph with inheritance is depicted representing a more advanced metamodel for object-oriented refactorings than the one presented in [4] . Formally, it consists of a type graph and an inheritance graph. The type graph consists of all nodes and the arrows with filled arrowheads. It expresses the basic object-oriented concepts (such as classes, Abstract nodes are marked by {}-brackets.
In our type graph with inheritance, Variable and Method belong to the clan of the abstract type Feature. This means that they are defined as subtypes of Feature in the inheritance graph. Similarly, Class and Interface belong to the clan of the abstract type Classifier. We denote attributes in the usual object-oriented way, but actually these are edges from graph nodes to data nodes.
With the introduction of inheritance into the type graph it is quite obvious to also include it into the refactoring rules as well as into the NACs. With this concept it is possible to describe in one polymorphic rule how to move a Method from a Classifier to a super-Classifier using the polymorphic rule PullUpMethod depicted in Fig. 2 The open problem up to now has been how to analyze potential conflicts and dependencies of polymorphic rules in an efficient way. In this paper we restrict ourselves to conflicts, but dependencies can be handled in a similar way. In [9] , a flattening construction is presented generating all concrete rules corresponding to a polymorphic rule by first flattening the type graph and then replacing all nodes by possible concrete subtypes. These concrete rules can be analyzed for potential conflicts by computing critical pairs as defined in [9, 38] and applied in [4] .
For this reason, we defined abstract critical pairs expressing potential conflicts between transformations via polymorphic rules in a minimal and complete way. In the following, we show how to define these abstract critical pairs. Moreover, we show that in the example presented above the two polymorphic rules PullUpMethod in Fig. 2 and MoveMethod in Fig. 3 lead to only five abstract critical pairs. Thus the use of abstract critical pairs will not only lead to a less time-consuming potential conflict detection but also eases the interpretation of the reported conflicts.
Inheritance respecting typed attributed graphs
In this section, we introduce the formal notion of inheritance for typed attributed graphs. This work is based on the definition of typed attributed graphs with inheritance in [12, 9] with a new notion of morphisms between these graphs.
An attributed type graph with inheritance describes the types and their hierarchies which are available for the typing of the instances. The types are defined using the usual concept of an attributed type graph. Node type inheritance is expressed by an additional inheritance graph, where some nodes may be defined to be abstract. This inheritance graph has to be acyclic and we forbid multiple inheritance. For each node type, the inheritance clan contains all its subtypes. For each node n ∈ I V , the inheritance clan is defined by clan I (n) = {n ′ ∈ I V | ∃ (empty or nonempty) path from n ′ to n in I}. Example 1. In Fig. 1 in Section 3, we have already introduced an attributed type graph with inheritance representing a simple object-oriented metamodel. The edges with empty arrowhead belong to the inheritance graph I, while all other edges belong to the attributed type graph ATG. Moreover, we have the abstract nodes A = {Classifier, Feature}. The nodes Class, Interface, and Classifier belong to the clan of the abstract node Classifier, and the nodes Method, Variable, and Feature to the clan of the abstract node Feature.
Definition 5 (Attributed
To show the correspondence with standard graph transformation, an attributed type graph with inheritance can be flattened to an attributed type graph without inheritance and abstract nodes [12, 9] . The resulting graph contains all concrete graph nodes, the data nodes, and for edges between super-nodes we introduce copies for all possible sub-nodes as source and target.
Definition 6 (Flattening of Attributed Type Graph with Inheritance).
Given an attributed type graph with inheritance ATGI = (ATG, I, A) with ATG = (TG, Z ), the flattening of ATGI is the attributed type graph ATGI = (TG, Z ) defined by
Example 2. In Fig. 4 , the flattening of the attributed type graph with inheritance in Fig. 1 is depicted. Note that we only keep all the concrete nodes. Moreover, Interface and Class as well as Variable and Method now hold an attribute name, and also all graph edges are copied such that they link all possible concrete types. We do not show the complete edge names, but shorten them according to the edge names in the attributed type graph with inheritance. For example, instead of the tuple (Class, contains, Method) we directly annotate this edge by contains, where source and target types are given implicitly. For the formal definition of the instance-type relation we introduce ATGI-clan morphisms which define the typing of an attributed graph. An ATGI-clan morphism is a type-compatible morphism between an attributed graph and the attributed type graph with inheritance. This means that for an edge e of type t e with source type t s the source node s of e has to be of a subtype of t s , and analogously for target node types. 
Definition 7 (ATGI-clan Morphism
There are different possible choices for the definition of morphisms between ATGI-graphs. The strictest one would be to only allow the same types for mapped nodes and edges. In this paper, we consider graph morphisms that lead to ATGI-type refinements. A valid morphism f : G I → H I has to preserve or refine the types of the nodes and it is not possible that a node of a certain type is mapped to a node of its super-type. These morphisms ensure that a node in a polymorphic rule can be mapped to a node of its sub-type in the instance graph such that the rule is applicable.
Definition 10 (Inheritance Respecting Morphism). Given ATGI-graphs G
To apply all the results from [37] [38] [39] [40] , we need different morphism classes which are defined in the following and are used in Section 7 to show that ATGI-graphs form an M-adhesive category with NACs. For the definition of rules and transformations in the next section we need a special morphism class M I of injective, type-and data-preserving morphisms. For the notion of overlaps of morphisms we need the following definition of minimum type, identifying which node of a set of nodes in a type graph with inheritance has a subtype of all others, i.e., is their greatest common subtype. This minimum is only defined if this node belongs to the clan of all the other nodes.
Based on this definition the minimum type of a set N is unique due to the restrictions on the inheritance graph.
The notion of overlaps of ATGI-graphs is defined by the class of morphism pairs E ′ I . If graph nodes are overlapped their greatest common subtype is defined to be the type for the overlapping, which is formally expressed using the definition of the minimum type.
(1) e 1 , e 2 are jointly surjective, 
Since we do not consider multiple inheritance and I is acyclic it follows that type L i ,V G (y) ∈ clan I (type L j ,V G (ȳ)) or vice versa. Thus, there has to be a minimal element. But there may be a graph node x where type G,V G (x) is smaller than the corresponding minimum. Condition (2) states that for e 1 and e 2 being in E ′ , for all graph nodes x, type G,V G (x) must coincide with the corresponding minimum.
Polymorphic transformations with NACs
In this section, we define polymorphic rules and transformations for ATGI-graphs. Note that the notions and results in this and the next section are instantiations of the corresponding notions and results in [37] [38] [39] [40] for M-adhesive transformation systems with NACs as described in more detail in Section 7. This stands in contrast to [12, 9] where the definitions are given directly for these graphs without a categorical background and some notions differ slightly. A node whose type is defined as abstract in the attributed type graph with inheritance is called an abstract node. In a polymorphic rule, abstract nodes may appear, but new abstract nodes may not be created. When applying such a polymorphic rule to an ATGI-graph, newly created nodes have the same types as defined in the right-hand side and cannot be sub-types due to the used double pushout approach. In general, it would be possible that polymorphic rules create new abstract nodes, but we do not allow this. From a theoretical point of view, we need this restriction to prove the equivalence of flattening in Theorem 4 below. From a practical point of view, allowing the creation of abstract nodes would lead to the problem that we may transform concrete instance graphs and suddenly introduce abstract nodes on the instance level, which should be forbidden in most contexts.
Definition 15 (Polymorphic Rule with NACs). A polymorphic rule with NACs is given by
where L I , K I , and R I are ATGI-graphs, l and r are ATGI-morphisms with l, r Remark 3. As probably intended but not explicitly stated in Def. 13.16 in [9] , we define the rule morphisms to be M I -morphisms, which is necessary to apply the theory of M-adhesive transformation systems with NACs to these transformations. Moreover, we do not forbid the application of polymorphic rules with NACs to abstract graphs. This will be useful later for critical pairs which in general are not concrete.
Using the double pushout approach, we can apply a polymorphic rule to transform an ATGI-graph via a given match. Note that, since we use ATGI-morphisms for the match, not only the abstract, but all nodes in the left-hand side can be refined to sub-nodes in the given graph.
Definition 16 (Polymorphic Transformation with NACs). Let p be a polymorphic rule with NACs, G
I an ATGI-graph, and • m satisfies NAC If, as required in [12, 9] , type G is a concrete ATGI-clan morphism then also type H is concrete. With the NAC-morphism n it is possible to forbid a graph node to have a more concrete type than the one defined in the left-hand side. This means that if ATGI-morphism o with o • n = m can be found and the match m satisfies nac.
it depends on the remaining structure of the NAC whether such an o exists.
Example 3. In Figs. 2 and 3 , two polymorphic rules with NACs typed over the ATGI-graph in Fig. 1 are depicted describing sample refactorings of graphs representing object-oriented models. In the upper rows of these figures, the polymorphic rules PullUpMethod and MoveMethod are shown as described already in Section 3.
In Fig. 5 , the transformations in Figs. 2 and 3 are shown combined in a more compact notion: in the first row, the NACs are depicted; in the second row, the rules are shown; and the start graph and its transformation results are presented in the fourth row. In the third row, the graphs of a pair of polymorphic transformations with NACs P In [12, 9] , a flattening construction is used to obtain all concrete rules from polymorphic ones. For the nodes in the lefthand side of apolymorphic rule, each possible combination of concrete sub-types leads to one concrete rule. The construction is based on the flattening of the attributed type graph with inheritance defined in Definition 6 and concrete ATGI-clan morphisms in Definition 7.
Definition 17 (Flattening of polymorphic Rule).
A concrete rule with NACs p t with respect to a polymorphic rule with NACs
According to Remark 1, we obtain corresponding flattened rules with only concrete node types, where the NACs are shown explicitly only for the first rule.
Remark 5.
As shown in [9] , for a concrete attributed graph G I and a polymorphic transformation with NACs G
there is a corresponding concrete transformation G
=⇒ H I via a concrete rule with NACs p t ∈  p. In this way, each concrete rule corresponds to a possible refinement of the polymorphic rule by the ATGI-morphism used as a match. As in [9] , we forbid the creation of new abstract nodes by a polymorphic rule with NACs, because in this case the application of a flattened rule would not be isomorphic to the application of the polymorphic rule. As defined in Definition 17, a newly created node in the resulting graph has the same type as the corresponding node in the right-hand side. If abstract nodes were allowed to be created, also in the resulting graph abstract nodes would appear, which in general contradicts the intention of having only concrete nodes in the start graph and its derived graphs. An additional ''concretion step'' would be necessary to chose a concrete subtype for each node. But this is not possible within the double-pushout approach and, moreover, would lead to a non-deterministic result for a given polymorphic rule with NACs and match, since different concrete subtypes may exist.
Efficient conflict detection using abstract critical pairs
In this section, we introduce the notions of independence and conflicts for typed attributed graph transformation with NACs and inheritance. Then we develop the notion of abstract critical pairs describing minimal conflicts and show their completeness. They allow for an efficient static conflict detection.
Two polymorphic transformations with NACs of the same ATGI-graph are parallel independent if neither transformation deletes anything of the graph the other one needs, or produces anything the other one forbids. Similarly, sequential independence can be defined, where a sequence of two polymorphic transformations with NACs is sequentially independent if the first one does not create (delete) something the second one uses ( forbids) and the second one does not create (delete) something the first one forbids (uses or produces).
Definition 18 (Parallel Independence with NACs and Inheritance). Two polymorphic direct transformations with NACs
Conflicts describe that polymorphic transformations with NACs are not parallel independent.
Definition 19 (Conflict with NACs and Inheritance). Given two abstract direct transformations with NACs
2 , then they are in conflict if they are parallel dependent, i.e., not parallel independent.
The following conflict characterization states the different types of conflicts that may occur between polymorphic transformations with NACs. On the one hand, it may happen that some transformation deletes graph elements which are used by the other transformation. In general, these graph elements are sub-types of the corresponding elements in the rules. On the other hand, it may happen that some transformation produces graph elements forbidden by some NAC of the other transformation. In this case the produced graph elements are in general sub-types of the corresponding elements in the NAC. 
Theorem 1 (Conflict Characterization with NACs and Inheritance).
If the two polymorphic direct transformations with NACs H
Abstract critical pairs
The main idea to analyze conflicts is to study critical pairs. The notion of critical pairs was developed at first in the area of term rewriting systems (e.g., [41] ) and, later, introduced in the area of graph transformation for hypergraph rewriting [42] and then for all kinds of transformation systems.
A pair P 1 
• there is a delete-use or use-delete conflict and (e 1 , e 2 ) ∈ E ′ I , or
• there is a produce-forbid conflict with q 21 :
• there is a forbid-produce conflict with q 12 :
Example 7.
We now concentrate on the polymorphic rules PullUpMethod and MoveMethod as depicted in Fig. 5 . These two polymorphic rules lead to the following five abstract critical pairs P Without having defined abstract critical pairs we would have been obliged to first flatten the polymorphic rules to concrete ones and then compute all critical pairs. This was explained in more detail already in Example 4. By flattening, for each of the two polymorphic rules we get four concrete ones. This means that we would have to compute critical pairs for 16 pairs of rules leading to 52 concrete critical pairs. Compared to only five abstract critical pairs it is clear that our new method is much more effective. Also the interpretation of the conflicts as done above is easier to understand.
Abstract critical pairs are complete, which means that for every pair of conflicting polymorphic transformations with NACs there exists a critical pair expressing this conflict in a minimal context, which is embedded via an M ′ I -morphism (see Definition 12) into the original pair of conflicting polymorphic transformations with NACs. Proof. This follows directly from the categorical results in [37] for M-adhesive categories with NACs, which can be instantiated to ATGI-graphs as shown in Section 7. 
Theorem 2 (Completeness Theorem with NACs and Inheritance).
P I 1 E I P I 2 H I 1 G I H I 2 m (1)(2)
Construction of abstract critical pairs
Abstract critical pairs allow for static conflict detection in typed attributed graph transformations with inheritance. Each conflict that may occur at some moment in the graph transformation is represented by an abstract critical pair. Thus it is possible to foresee each conflict by computing the set of all critical pairs before running the graph transformations. Each pair of polymorphic rules induces a set of abstract critical pairs. In the following theorem, we give a straightforward construction to compute this set. m 1 is a consistent match for p 1 Proof. The correctness of this construction can be shown similarly to the proof of Theorem 4 in [38] , where the main difference lies in the instantiation of the E ′ -morphisms and the consideration of the minimum typing. First, it can be proven that the pair of direct transformations constructed in Steps 1, 2, and 3 fulfill all the prerequisites for being an abstract critical pair. Second, we can show that each abstract critical pair is constructed by Step 1, 2, or 3 . This follows straightforwardly from Definition 20 of abstract critical pairs. Note that we have to apply the inverse rule to these overlappings to obtain the start graphs of the abstract critical pairs.
Theorem 3 (Construction of Abstract Critical Pairs). Given polymorphic rules with NACs p
The construction of abstract critical pairs for a pair of polymorphic rules with NACs is nearly as efficient as the one for critical pairs of concrete rules with NACs as shown in [38] . The most important difference occurs when overlapping nodes, since subtyping needs to be considered. This can be done in linear time and is therefore insignificant for the runtime. Recall that the number of concrete rules obtained by flattening polymorphic rules is exponentially bigger. Consequently, the computation of abstract critical pairs is much more efficient.
Actually, when flattening all abstract critical pairs we obtain the same set of concrete critical pairs that are the result of the critical pair analysis of the corresponding flattened rules. Proof. As shown in [9] , the flattening of acp = (P
Theorem 4 (Equivalence of Flattening). Given two polymorphic rules with NACs p
. We have to show that ccp is actually a critical pair with the class E ′ of jointly surjective morphism pairs in AGraphs ATG .
• If there is a delete-use conflict in acp, we have that (e 1 , e 2 ) ∈ E ′ I , and the same conflict occurs in ccp with (e 1 , e 2 ) ∈ E ′ .
• If there is a produce-forbid conflict in acp, we find a NAC (N I 2 , n 2 ) and a morphism q 21 :
we obtain a NAC (N 2 , n 2 , t N 2 ) choosing as types in N 2 exactly the types in P 1 such that t P 1 • q 21 = t N 2 . This is possible because all instantiations for subtypes have to be considered when flattening the NACs. This means that the conflict is preserved, and we still have that (q 21 , e
• Analogously, this holds for use-delete and forbid-produce conflicts.
Given a concrete critical pair ccp = (P 1
there are corresponding polymorphic transformations with NACs
=⇒ P 2 as shown in [12, 9] , which are in conflict. From Theorem 2 it follows that there is an abstract critical pair acp = (P 
=⇒ G
′ . This means that we can apply the rules with NACs p 1 and p 2 with given matches in an arbitrary order. If each pair of rules is parallel independent for all possible matches, then it can be shown that the corresponding transformation system is confluent.
In the following, we discuss local confluence for the general case in which G ⇒ H 1 and G ⇒ H 2 are not necessarily parallel independent. According to a general result for rewriting systems it is sufficient to consider local confluence, provided that the transformation system is terminating, which means that each transformation sequence terminates after a finite number of steps.
In order to show local confluence, it is sufficient to show strict NAC-confluence of all its critical pairs. As discussed above, confluence of a critical pair P 1 ⇐ K ⇒ P 2 means the existence of a graph K ′ together with transformations
Strictness is a technical condition which means, intuitively, that the largest subgraph N of K which is preserved by the critical pair P 1 ⇐ K ⇒ P 2 is also preserved by P 1 * ⇒ K ′ and P 2 * ⇒ K ′ . In [43] , it has been shown that confluence of critical pairs without strictness is not sufficient to show local confluence. For strict NAC-confluence of a critical pair, we need to analyze each possible extension of K to some graph G consistent to the critical pair P 1 ⇐ K ⇒ P 2 , which means that the transformations of the critical pair can be extended to G and satisfy the NACs of the critical pair. In this case, also the transformations of the strict solution of the critical pair must be extendable to G, which means that each NAC of both transformations must be satisfied in the bigger context. This condition is difficult to check, but there are some sufficient conditions for NAC-confluence which are often applicable for practical examples (see [39] ). Intuitively, they express that the satisfaction of the NACs of the critical pair implicate the satisfaction of the NACs of the strict solution of the critical pair in each potential bigger context.
Theorem 5 (Local Confluence Theorem). A transformation system in ATGIGraphs with polymorphic rules with NACs is locally confluent if all its abstract critical pairs are strictly NAC-confluent.
Proof. This follows from the Local Confluence Theorem in [37] and the fact that ATGI-graphs form an M-adhesive category with NACs as shown in Section 7.
Example 10. Consider the rules PullUpMethod and MoveMethod with the abstract critical pairs in Fig. 7 . We analyze these abstract critical pairs for strict NAC-confluence:
For the abstract critical pair (1), after the application of the rule PullUpMethod we can apply the rule MoveMethod to move the method 1,10 from 3 to 8 leading to the same result as the first application of MoveMethod. This transformation is strict because all elements preserved by the critical pair are also preserved by the further transformation. Moreover, NAC-confluence holds due to the NACs of the two rules: if MoveMethod is applicable in the critical pair this means that neither 8 nor any of its superclasses yields a method named x. Since we do not change this by the application of PullUpMethod, this NAC is still satisfied. The abstract critical pair (2) is already strictly NAC-confluent because both transformation results are isomorphic.
For the abstract critical pairs (3), (4) , and (5), we can undo the effect of PullUpMethod with the rule MoveMethod leading back to the initial situation of the critical pair. Then applying again the rule MoveMethod leads to confluence.
Obviously, strictness is preserved. For the NAC-confluence, we analyze the situation in the initial situation. Since both rules are applicable, the NACs of PullUpMethod imply that neither 3 nor any class between 2 and 3 contains a method named x. In addition, neither 8 nor any of its superclasses contains such a method, as forbidden by the NACs of MoveMethod. But this means that after the application of PullUpMethod we can apply MoveMethod to move the pulled method back to its original classifier.
Altogether, all abstract critical pairs are strictly NAC-confluent and thus the transformation system consisting of the polymorphic rules with NACs PullUpMethod and MoveMethod is locally confluent.
Typed attributed graphs with inheritance as M-adhesive category with NACs
The theory of graph transformation has been extended to the categorical framework of M-adhesive transformation systems with NACs, where the underlying objects are not necessarily graphs, but from any category that fulfills the conditions of an M-adhesive category, called weak adhesive HLR category in [9] , together with some additional properties. In this section, we introduce M-adhesive categories with NACs and show that the category ATGIGraphs of ATGI-graphs and -morphisms form such a category.
The main property of an M-adhesive category is the van Kampen property, which requires a special compatibility of pushouts and pullbacks in a commutative cube. The idea of a van Kampen square is that of a pushout which is stable under pullbacks, and, vice versa, that pullbacks are stable under combined pushouts and pullbacks.
Definition 21 (van Kampen Square).
A pushout (1) is a van Kampen (VK) square if, for any commutative cube (2) with (1) in the bottom and where the back faces are pullbacks, the following statement holds: the top face is a pushout iff the front faces are pullbacks.
Definition 22 (M-adhesive Category).
A category C with a morphism class M is called an M-adhesive category if:
1. M is a class of monomorphisms closed under isomorphisms, composition (
2. C has pushouts and pullbacks along M-morphisms, and M-morphisms are closed under pushouts and pullbacks. 3. Pushouts in C along M-morphisms are weak VK squares, i.e., the VK square property holds for all commutative cubes
To obtain the main results also for graph transformation with negative application conditions, the underlying category has to fulfill more requirements. Therefore we introduce M-adhesive categories with NACs. In [37] , in addition to M ′ a morphism class Q is used. For ATGI-graphs and many other graph categories, we chose Q = M ′ and only introduce this slightly less general case here. 
Definition 23 (M-adhesive Category with NACs). An M-adhesive category with NACs
3. M-M ′ pushout-pullback decomposition property: Given the right commutative diagram with f ∈ M and w ∈ M ′ where (1) + (2) is a pushout and (2) a pullback, then (1) and (2) are pushouts and also pullbacks; 
6. Induced pullback-pushout property for M and M 
ATGI-morphism.
In the following facts, we show that the category ATGIGraphs has pushouts and pullbacks along M I -morphisms. n and g are jointly surjective, thus type D is a well-defined function, and we have to verify the properties of an ATGI-clan morphism. \m(A V D ) ). Analogously to Case 1. Now we prove that type E is an ATGI-clan morphism. We only prove Property 2, the other properties follow analogously.
• Case A: e = e 1 (ē) ∈ e 1 (L 1,E G ) with s E G (e) = x.
-Case A. 
