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jalle käsitys, mitä tapahtuu sähköjen kytkemisen ja Linuxin käynnistyksen välillä. 
 
Aluksi tulee tietää tarkkaan, mitä alustaa käytetään. Esimerkiksi prosessorin arkkiteh-
tuuri ja valmistaja, muistien tyypit ja koot ja käytettävät oheislaiteliitynnät tulee tietää. 
Kun käytettävä alusta tiedetään, voidaan pystyttää kehitysympäristö. Käyttöjärjestel-
mäksi suositellaan Linuxia. Windows-tietokoneella Linuxia voidaan käyttää virtuaali-
koneella. Seuraavaksi ladataan ristikääntäjä, jolla voidaan kääntää työpöytä-Linuxilla 
kohdelaitteen koodi. Sitten voidaan ladata bootloadereiden ja Linuxin lähdekoodit. 
 
Työssä käytetään esimerkkinä Atmelin SAMA5D3-mikrokontrolleria. Kyseinen mikro-
kontrolleri etsii käynnistyessään siihen kytkettyjä massamuisteja ja muistin löytyessä 
etsii sieltä toisen vaiheen bootloaderia. 
 
Toisen vaiheen bootloader AT91Bootstrap ajetaan mikrokontrollerin sisäiseltä SRAM-
muistilta. Yksi bootstrapin tärkeimpiä tehtäviä on alustaa ulkoinen RAM-muisti, jonne 
se lataa kolmannen vaiheen bootloaderin. Bootstrapissa voidaan myös alustaa oheislait-
teita, jotka täytyy alustaa mahdollisimman nopeasti sähköjen kytkeytymisen jälkeen. 
 
Kolmannen vaiheen bootloader U-Boot ajetaan ulkoiselta RAM-muistilta. U-Boot alus-
taa oheislaitteita kuten USB-väylän ja sillä voidaan ajaa ohjelmia, jotka halutaan suorit-
taa ennen Linuxin käynnistystä. Lopuksi U-Boot käynnistää Linuxin. 
 
Ennen Linuxin kääntämistä tarvitsee konfiguraation lisäksi myös Device Treen tiedot 
tarkistaa. Lopuksi Linux käännetään sellaiseksi binääritiedostoksi, jonka U-Boot osaa 
käynnistää. 
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This thesis will show how to boot Linux in an embedded system and modify the used 
programs for different needs. This thesis is meant to give an insight on what happens 
between turning the power on and Linux booting. 
 
Firstly the exact hardware that Linux will be run on needs to be known. For example, 
what architecture the CPU is using and who manufactured it needs to be known. In ad-
dition, what kinds of memories are attached to the CPU and what peripherals are used 
needs to be known. When all the details of the used hardware are known it is time to set 
up the development environment. Linux is recommended, but everything can be done 
on Windows operating system running Linux in a virtual machine. Next a cross compil-
er is needed so that the code compiled on desktop can be run on the target device. After 
that source code for bootloaders and Linux can be downloaded. 
 
Atmel’s SAMA5D3 microcontroller was used as an example throughout the whole the-
sis. On power on this particular microcontroller is looking for any mass storage devices 
that are connected to it and when it finds one it will try to find a second level bootloader 
from it. 
 
The second level bootloader AT91Bootstrap is run from the microcontroller’s internal 
SRAM. One of the most important bootstrap’s tasks is to initialize external RAM and 
load the third level bootloader into it. A bootstrap can also be used to initialize other 
peripherals that need to be initialized as soon as possible after power is turned on. 
 
The third level bootloader U-Boot is run from the external RAM. U-Boot is responsible 
for a lot of initializations like USB. U-Boot can be used to run programs that need to 
run before loading Linux. Finally U-Boot loads and boots Linux. 
 
Before compiling Linux the configuration and Device Tree should be checked to make 
sure they match the hardware. Then Linux can be compiled to an image that U-Boot can 
load. 
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1 JOHDANTO 
 
 
Työssä esitellään, miten Linux-käyttöjärjestelmän saa toimimaan sulautetuissa järjes-
telmissä. Esitetyt asiat sopivat kaikille alustoille, joilla Linuxia voidaan käyttää, mutta 
erityisesti esimerkkinä käytettävälle Atmelin SAMA5D3-mikrokontrollerille ja siihen 
pohjautuvalle kehitysalustalle. 
 
Asiat on esitetty käyttäen uusimpia kirjoitushetkellä saatavilla olevia lähdekooditiedos-
toja. Linux-lähdekoodissa voi koska tahansa muuttua melkein mitä tahansa ilman taak-
sepäin yhteensopivuutta, joten kaikki esitetyt asiat eivät päde työssä käytettyä uudem-
milla tai vanhemmilla Linux-versioilla. 
 
Linuxia kannattaa käyttää, koska kaikkia omia ohjelmia voidaan käyttää uudestaan toi-
sissa projekteissa, jolloin samantyyppisten projektien kehitys nopeutuu. Myös käyttö-
kelpoista valmista koodia ja valmiita ohjelmia on runsaasti saatavilla. Lähes kaikkiin 
ohjelmiin on saatavilla myös lähdekoodit, joten optimointi omaan käyttöön tai ominai-
suuksien lisääminen onnistuu. Koko kehitys on myös mahdollista tehdä ilmaisilla avoi-
men lähdekoodin työkaluilla. 
 
Linuxista on mahdollista tehdä reaaliaikakäyttöjärjestelmä esimerkiksi RTLinuxin tai 
Xenomain avulla. Linux tuo mukanaan myös tuen Qt:lle ja kosketusnäytöille, joilla voi-
daan toteuttaa graafinen kosketusohjattu käyttöliittymä paljon helpommin kuin suoraan 
prosessorille koodia kirjoittamalla.  
 
Vaikka Linuxissa on paljon ominaisuuksia ja muokkausmahdollisuuksia, voi se silti olla 
nopea. Yleensä alusta, jolle ohjelmaa kehitetään, on staattinen, eli koodi ajetaan aina 
täsmälleen samanlaisella elektroniikalla. Tämän ansiosta koodista voidaan jättää pois 
suurin osa ominaisuuksista, joita ei koskaan tulla käyttämään. 
 
Linuxia ei kannata välttämättä käyttää, jos tuotteella on tiukat reaaliaikavaatimukset. 
Linuxia kannattaa välttää myös, jos prosessoritehoa tai muistia ei ole riittävästi. Etenkin 
muistia Linux käyttää enemmän kuin kevyemmät reaaliaikakäyttöjärjestelmät.  
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2 ALKUUN PÄÄSEMINEN 
 
 
2.1 Kääntäjä ja kehitysympäristö  
 
Vaikka Linuxin kääntäminen on mahdollista Windowsissa ja OS X:ssä, on se helpointa 
Linuxissa. Esimerkiksi Ubuntussa ei välttämättä tarvitse ladata kuin ristikääntäjä, jonka 
jälkeen koodi voidaan kääntää. Jos käytettävällä tietokoneella on Windows tai OS X, 
saattaa Linuxin ajo virtuaalikoneessa olla paras ratkaisu.    
 
Linux on koodattu GCC-käntäjän makroja ja muita GCC:n ominaisuuksia käyttäen, 
joten ilman muutoksia Linux kääntyy vain GCC:llä. GCC on ilmainen ja perustuu 
avoimeen lähdekoodiin (GCC Development Mission Statement 2016). Sulautettujen 
järjestelmien kanssa työskenneltäessä pelkkä tavallinen GCC ei riitä, jos tietokone, jolla 
koodi käännetään, käyttää eri prosessoria kuin kohdelaite. Tällöin tarvitaan ristikääntä-
jää, joka kääntää koodin eri käskykannalle, kuin millä käännös tehdään. Jos kohteena on 
esimerkiksi ARM-prosessori, käytettävä ristikääntäjä on gcc-arm-linux-gnueabi.  
 
Kaikkea käännettävää koodia voidaan optimoida antamalla kääntäjälle eri komentoja. 
Esimerkiksi jos prosessorissa on liukulukulaskentayksikkö, voidaan kääntäjää käskeä 
käyttämään sitä liukulukujen laskennassa asetuksella ”hard-float”. Jos käytössä on 
”soft-float”, lasketaan liukuluvut kokonaislukuoperaatioilla, joihin kuluu paljon proses-
soriaikaa. 
 
Koodin kirjoitukseen tai muokkaukseen ei tarvita välttämättä erillistä kehitystyökalua 
kuten Visual Studio tai AVR Studio. Kehitystyökaluja voidaan käyttää, mutta niistä 
saatava hyöty on vähäinen Linux-lähdekoodin muokkauksessa. Esimerkiksi Qt Creator 
toimii hyvin koodinmuokkaustyökaluna, vaikka Qt-koodia ei kirjoittaisikaan. Yleensä 
Linux-lähdekoodin muokkaukseen käytetään sitä ohjelmaa, josta ohjelmoija pitää eni-
ten, esimerkiksi vi, Gedit, Kate tai Emacs.  
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2.2 Elektroniikka 
 
Linuxia voidaan käyttää monilla eri prosessoreilla. Ainakin seuraavia prosessoriarkki-
tehtuureita on käytetty: AMD x86-64, ARM, AVR32, AXIS CRIS, Cell, Compaq Alpha 
AXP, DEC VAX, Hitachi SuperH, HP PA-RISC, IBM S/390, Intel IA-64, MIPS, Moto-
rola 68000, PowerPC, PowerPC64, Renesas M32R, Sun SPARC, Tilera TILE,         
UltraSPARC ja Xtensa (Linux4SAM repository 2015, Linux-at91 README). 
 
Vaatimuksena Linuxin käyttämiselle on, että mikrokontrollerissa on muistinhallintayk-
sikkö (MMU). Linuxia on mahdollista käyttää ilman MMU-yksikköä, mutta se vaatii 
paljon muutoksia käyttöjärjestelmän ytimeen (kernel).  
 
Linuxin ja bootloadereiden konfiguroinnissa pitää tietää, paljonko, minkälaista ja kuin-
ka nopeaa muistia on käytössä. Myös se, missä osoitteissa muisti on, tulee selvittää pro-
sessorin datalehdestä. RAM-muisti ei yleensä ala osoitteesta 0. Esimerkiksi SAMA5D3-
mikrokontrollerissa RAM-muisti on osoitevälillä 0x20000000 – 0x3fffffff. Jos muistia 
on 256 Mt, sijaitsee se osoitevälillä 0x20000000 – 0x2fffffff, jolloin osoitteissa 
0x30000000 – 0x3fffffff ei ole mitään. 
 
RAM-muistityyppi voi olla esimerkiksi DDR tai LPDDR2. Muistin nopeudesta on tie-
dettävä väylän nopeus, esimerkiksi 133 MHz, ja ajoitukset, jotka kertovat, kauanko 
muistilla kestää suorittaa eri komennot. Ajoitukset ovat muistin datalehdessä.  
 
Myös massamuistin tyyppi täytyy tietää. Massamuisti voi olla esimerkiksi eMMC- tai 
NAND Flash -tyyppistä. NAND Flash –muistin tapauksessa tulee myös tietää ajoituk-
set. eMMC on yksinkertaisempi liityntä, jossa on vähemmän muuttuvia parametreja 
kuin muissa muistiliitynnöissä.  
 
Kohdelaitteen elektroniikasta on hyvä myös tietää, mitä I/O-pinnejä on käytössä ja mi-
hin ne on kytketty. On hyvä myös tarkistaa, että käytetyt pinnit ovat oikeassa tilassa 
resetin aikana. SAMA5D3:ssa osa pinneistä on sisääntuloja ylösvedolla tai alasvedolla 
ja osa muistiohjaimen hallussa, vaikka kyseiseen pinniin ei olisi muistia kytketty.  
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On tarpeen myös tietää, mitä oheislaitteita I/O-pinneihin on kytketty, jotta voidaan teh-
dä oikeat alustukset ja etsiä tai kirjoittaa niille ajurit. Tällaisia oheislaitteita voi olla 
esimerkiksi I
2
C-väylään kytketty lämpötila-anturi tai PWM-ulostulo.    
 
 
2.3 Laitteen käynnistys 
 
Usein prosessorin käynnistyessä ensimmäisenä ajetaan ohjelma, jonka tehtävänä on 
ladata jokin toinen ohjelma ja mahdollisesti alustaa joitakin oheislaitteita. Tällaista oh-
jelmaa kutsutaan bootloaderiksi (The Bootloader 2016). Bootloadereiden määrä vaihte-
lee elektroniikan ja lopullisen ajettavan ohjelman monimutkaisuuden mukaan. Tässä 
työssä käsiteltävässä esimerkissä bootloadereita on kolme. Niiden käynnistysjärjestys 
SAMA5D3-mikrokontrollerilla on esitetty kuvassa 1. 
 
 
KUVA 1. Käynnistysjärjestys (SAMA5D3 Xplained Getting Started 2014, 5) 
 
Aluksi mikrokontrollerin sisäiseltä ROM-muistilta ajetaan RomBOOT, joka etsii mas-
samuistilta (Boot Media) ajettavaa ohjelmaa, tässä tapauksessa AT91Bootstap. Bootst-
rap ajetaan sisäisestä SRAM-muistista ja se alustaa ulkoisen RAM-muistin ja mikro-
kontrollerin sisäiset kellosignaalit. Bootstrap lataa massamuistilta U-Bootin, joka aje-
taan RAM-muistilta. U-Boot alustaa tarvittavat oheislaitteet ja käynnistää Linuxin. 
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3 BOOTLOADERIT 
 
 
3.1 Ensimmäisen vaiheen bootloader RomBOOT 
 
Ensimmäisen vaiheen bootloaderit ovat yleensä mikrokontrollerin muistissa olevia 
bootloadereita, jotka ajetaan aina mikrokontrollerin käynnistyessä. Ensimmäisen vai-
heen bootloaderit, kuten Atmel SAMA5D3 –mikrokontrollerissa oleva RomBOOT, 
ovat valmistajan kirjoittamia ohjelmia, joita käyttäjä ei voi muuttaa tai edes nähdä sen 
lähdekoodia. Usein koodi on jo puolijohdetehtaalla piiriin tehty vain luku -tyyppinen 
muisti (Read Only Memory).  
 
RomBOOT-ohjelman tarkoitus on löytää ja ladata suoritettava ohjelma, kuten esimer-
kiksi toisen vaiheen bootloader, joka tässä tapauksessa on AT91Bootstrap. Käynnistyes-
sään mikrokontrolleri laittaa JTAG-portin pois päältä RomBOOTin ajon ajaksi ja käyn-
nistää sen, kun bootstrap löytyy.  
 
RomBOOT voidaan osittain ohittaa asettamalla pinniin U9 I/O-käyttöjännitteen suurui-
sen jännitteen, jolloin laite käynnistyy NOR Flash -muistilta. Tämän pinnin tilan tarkis-
tus on ensimmäinen asia, minkä RomBOOT tekee käynnistyessään. 
 
Normaali käynnistys jatkuu pinon alustamisella, jonka jälkeen prosessoria käytetään 
hitaalla 32 kHz kellosignaalilla, jolloin prosessori etsii ulkoista 12 MHz kellosignaalia. 
Jos ulkoista kelloa ei löydy, käyttää prosessori sisäistä 12 MHz RC-oskillaattoria. Tä-
män jälkeen ohjelman muuttujat alustetaan ja käynnistetään vaihelukittu silmukka A 
(PLLA). Jos ulkoinen kello on käytössä, käynnistetään myös USB-linkki Atmelin 
SAM-BA Monitoria varten.  
 
Alustusten jälkeen RomBOOT etsii bootstrapin koodia muistilta, joka on kytketty Ex-
ternal Bus –liitynnän pinniin Chip Select 0. RomBOOT alustaa I/O-pinnit kulloinkin 
tutkittavalle muistille sopivaksi. Jos muistia ei ole, se asettaa pinnit alkutilaan ja yrittää 
toisentyyppistä muistia. Kun jokin muisti löytyy, RomBOOT lukee muistissa olevaa 
dataa ja päättää, onko se oikeanlaista. Oikeaksi dataksi luetaan hyppy- tai latauskäsky, 
joka kertoo, missä ajettava koodi on. Toisena vaihtoehtona FAT-alustetun muistikortin 
tai eMMC-muistin juuressa pitää olla boot.bin-niminen tiedosto, jonka koko ei saa ylit-
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tää 64 kilotavua. Oikeanlaisen datan löytyessä se kopioidaan mikrokontrollerin sisäi-
seen SRAM-muistiin, josta koodi suoritetaan. Kuvassa 2 on esitetty järjestys, jossa pro-
sessori etsii bootstrapia eri muisteista. 
 
 
KUVA 2. RomBOOT-vuokaavio (SAMA5D3 Datasheet 2016, 66) 
 
Jos mitään muistia ei löydy tai mistään muistista ei löydy sopivaa koodia, suoritetaan 
SAM-BA Monitor –ohjelma. SAM-BA:lla voidaan esimerkiksi kirjoittaa toisen ja kol-
mannen vaiheen bootloaderien data ja Linuxin data mikrokontrolleriin kytkettyyn muis-
tiin, jolloin seuraavalla käynnistyskerralla RomBOOT voi ajaa toisen vaiheen bootlo-
aderin. 
 
Laitteen suunnittelussa pitää ottaa huomioon, että RomBOOT mahdollisesti käyttää 
pinnejä, mihin muistia ei ole kytketty, kun se etsii bootstrapia. Mitään kriittisiä kom-
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ponentteja ei kannata asettaa minkään muistiohjaimen käyttämään pinniin, vaikka ky-
seistä muistia ei käytettäisikään. 
 
 
3.2 Toisen vaiheen bootloader AT91Bootstrap 
 
AT91Bootstrap on Atmelin prosessoreille kehitetty toisen vaiheen bootloader. Se perus-
tuu avoimeen lähdekoodiin, joka on saatavilla Linux4SAM Git-repositorysta (Li-
nux4SAM repository 2016, at91bootstrap). Kuka tahansa voi osallistua koodin kehityk-
seen, mutta Atmelin työntekijät päättävät, hyväksytäänkö muutokset virallisiin julkai-
suihin.  
 
Bootstrap ajetaan mikrokontrollerin sisäisestä SRAM-muistista, jonka vuoksi se on 
melko pieni ja yksinkertainen ohjelma, jonka päätarkoitus onkin vain ladata seuraava 
ohjelma, joten yksi bootstrapin tärkein tehtävä on alustaa ulkoinen RAM-muisti. Toinen 
tärkeä tehtävä on asettaa kaikki prosessorin kellotaajuudet halutuiksi. Bootstrapissa 
myös asetetaan IO-pinnit haluttuun alkutilaan ja alustetaan muu laitteisto. 
 
Linux voidaan käynnistää suoraan bootstrapista, jos niin halutaan. Suurin etu tässä olisi 
se, että järjestelmän käynnistysaika olisi lyhyempi. Tässä tapauksessa bootstrappia käy-
tetään U-Bootin lataukseen, jolloin voidaan tehdä monimutkaisempia asioita ennen Li-
nuxin käynnistystä. 
 
Atmel on tehnyt application noten bootstrapin käytöstä (AT91Bootstrap Application 
note 2006). Se on hyvä tiedonlähde alustusten tekemiseen, vaikka paljon on muuttunut 
siitä, kun se julkaistiin 10 vuotta sitten. Toinen hyvä tiedonlähde on bootstrapin Git re-
pository, jossa on ohjeet koodin kääntöön ja oman projektin lisäykseen (Linux4SAM 
repository 2016, at91bootstrap). 
 
Aluksi on hyvä lisätä uusi kansio /board-hakemistoon ja kopioida samaa prosessoria 
käyttävän kehitysalustan koodit sinne, koska on helpompi tehdä muutoksia toimivaan 
koodiin, kuin kirjoittaa se kokonaan alusta. Kopioinnin jälkeen tiedostot pitää nimetä 
uudestaan vastaamaan projektin nimeä, eli kansion nimeä, kuten esimerkiksi 
”oma_projekti.c” ja ”oma_projektisd_uboot_defconfig”, jotka ovat kansiossa 
/board/oma_projekti/.   
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Seuraavaksi koodi voidaan kääntää kehitysalustan oletusasetuksilla. Kääntäminen ta-
pahtuu ajamalla komennot ”make mrproper”, ”make oma_projektisd_uboot_defconfig” 
ja ”make”. Näin saadaan käännettyä SD-muistikortille tai eMMC-muistille sopiva tie-
dosto, joka alustusten jälkeen käynnistää U-Bootin olettaen, että kääntäjä on asennettu 
ja sen tiedostopolku on ympäristömuuttujana. Jos ei haluta käyttää Yoctoa, voidaan 
asentaa pelkkä kääntäjä, joka onnistuu esimerkiksi Ubuntussa komennolla ”sudo apt-get 
install gcc-arm-linux-gnueabi”. Kääntäjä asetetaan ympäristömuuttujaksi komennolla 
”export CROSS_COMPILE=arm-linux-gnueabi-”.  
 
 
3.2.1 Konfigurointiohjelma 
 
Helpoin tapa tehdä muutoksia kehitysalustan oletusasetuksiin on bootstrapin konfigu-
rointiohjelma, joka käynnistyy komennolla ”make menuconfig”, jonka jälkeen kuvan 3 
mukainen näkymä pitäisi aueta. Konfigurointityökalu vaatii ncurses-kirjaston toimiak-
seen.  
 
 
KUVA 3. AT91Bootstrapin konfigurointi 
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Ensimmäisenä vaihtoehtona on projekti, eli /board-kansiossa olevat kansiot. Valitaan 
oma projekti.  
 
Seuraavana valintana on kiteen kellotaajuus. Valitaan 12 MHz, koska muita vaihtoehto-
ja ei ole. Datalehden mukaan taajuudet 8 MHz ja 48 MHz välillä toimivat, mutta bootst-
rapiin pitäisi tehdä muutoksia niitä varten. 
 
Seuraavana valintana on prosessorin kellotaajuus. Jos halutaan pienentää prosessorin 
virrankulutusta, tai halutaan nostaa väylän nopeutta, on kellotaajuutta pienennettävä. 
Muussa tapauksessa valitaan suurin nopeus. 
 
Seuraavana valintana on väylän nopeus. Prosessorin ollessa maksimikellotaajuudella 
väylän nopeus on 133 MHz. Jos prosessorin kellotaajuuden laskee 498 MHz:iin, on 
väylän nopeus 166 MHz. Prosessorin kellotaajuuden ollessa 396 MHz on väylän kello-
taajuus 133 MHz. Väylän kellotaajuus on aina prosessorin kellotaajuudella jaollinen, 
koska väylän kellotaajuus tuotetaan prosessorin kellotaajuudesta. 
 
Seuraavana valintana ovat muistien asetukset. Ensimmäisen alavalikon takana ovat 
RAM-muistin asetukset. Valittavissa on koko ja tyyppi. SAMA5D3 toimii maksimis-
saan 512 Mt RAM-muistilla. Muistityypeistä SAMA5D3 toimii DDR2-, LPDDR- ja 
LPDDR2–muistien (Low Power Double Data Rate 2) kanssa. Valitaan omassa projek-
tissa käytettävän muistin määrä ja -tyyppi. Kehitysalustalla on DDR2-muistia 256 Mt. 
Muistin ajoitukset täytyy tarkistaa datalehdestä ja verrata niitä oma_projekti.c-
tiedostossa määriteltyihin ajoituksiin, jotta muisti toimisi ja olisi mahdollisimman no-
pea.   
 
Seuraavana muistiasetuksissa on käytettävän massamuistin asetukset. Valittavana on 
joko SD-muistikortti tai NAND Flash. SD-muistikortille voidaan valita, mihin kolmesta 
eri ohjaimesta se on liitetty (MCI0-MCI3). NAND Flash -muistille on valittavana erilai-
sia ECC-virheenkorjausvaihtoehtoja. Kehitysalustalla on sekä NAND Flash- että SD-
muistikorttipaikka, joten valitaan se, jota käytetään.  
 
Seuraavaksi valitaan, mitä ja mihin bootstrap lataa alustusten jälkeen. Valittavana on U-
Bootin lataus RAM-muistin loppuun, Linuxin lataus tai Androidin lataus. Vaihtoehtona 
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on myös ladata määrittelemätöntä dataa RAM-muistin alkuun ja ajaa se. Tässä tapauk-
sessa valitaan U-Bootin lataus. 
 
Seuraavaksi valittavana ovat ladattavan ohjelman tiedot. Jos ohjelma ladataan SD-
muistikortilta, tarvitsee valita vain, mihin RAM-muistin osoitteeseen ohjelma ladataan. 
Jos käytössä on NAND Flash, pitää myös tietää ladattavan ohjelman koko ja missä se 
sijaitsee NAND Flash –muistilla. Kehitysalustalla voidaan käyttää oletusasetuksia. 
 
Seuraavaksi bootstrapille pitää kertoa, millä nimellä ajettava ohjelma on tallennettu 
massamuistiin. Tässä tapauksessa u-boot.bin on hyvä nimi. 
 
Seuraavana valintana on debug-tulostusten salliminen ja määrä. Ainakin kehitysvai-
heessa debug-tulostukset on hyvä pitää päällä mahdollisten ongelmien varalta.  
 
Seuraavaksi voidaan valita, onko ladattava ohjelma kryptattu. Jos halutaan, että kukaan 
ei pääse tutkimaan ladattavan koodin binääritiedostoa, voidaan se salata. Tässä tapauk-
sessa salaus ei ole välttämätön, koska bootstrap lataa avoimeen lähdekoodiin perustuvan 
U-Bootin. 
 
Seuraavaksi voidaan valita, onko watchdog päällä. Se kannattaa pitää päällä, kunhan 
muistaa syöttää sitä U-Bootissa ja Linuxissa. Watchdogia ei ole kuitenkaan pakko pitää 
päällä. 
 
Seuraavassa alavalikossa voidaan valita, tulostetaanko käynnistyksessä teksti, jonka voi 
itse määrittää. Ainakin jokin teksti on hyvä tulostaa, että näkee, että bootstrap on käyn-
nistynyt. 
 
Samassa valikossa on valinnat yleisille alustuksille. Käytännössä näillä valitaan, suorite-
taanko oma_projekti.c-tiedostossa kohdat, jotka on merkattu ”#ifdef CON-
FIG_HW_INIT” ja ”#ifdef CONFIG_USER_HW_INIT”. Valitaan ”Call Hardware Ini-
tialization” -kohta, koska se tekee tärkeitä alustuksia, kuten PLL:n konfiguroinnin ai-
emmin päätetylle taajuudelle. 
 
Seuraavaksi valitaan, mitä signaalia käytetään mikrokontrollerin hitaana kellona. Ole-
tuksena käytössä on sisäisen 32 kHz RC-oskillaattori. Jos halutaan, että mikrokontrolle-
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ri pysyy ajassa, täytyy käyttää ulkoista kelloa. Kehitysalustalla on 32678 Hz kideoskil-
laattori, joten valitaan hitaaksi kellosignaaliksi ulkoinen oskillaattori. Sisäiseltä oskil-
laattorilta ulkoiselle oskillaattorille vaihtavassa funktiossa on tapahtunut suunnitteluvir-
he, joka kannattaa korjata, jos halutaan mahdollisimman nopea käynnistysaika. Funktio 
on tiedostossa /driver/at91_slowclk.c, jossa oletetaan, että hitaana kellona käytetään 
sisäistä RC-oskillaattoria, jolloin kellon vaihtoon käytetään yli 1,3 s, vaikka ulkoinen 
kello olisi jo käytössä. Ulkoinen kello voi olla käytössä mikrokontrollerin käynnistyes-
sä, jos se on aiemmin asetettu hitaaksi kelloksi ja piirilevyllä on paristo tai suuri kon-
densaattori, joka pitää asetukset muistissa ja reaaliaikakellon käynnissä. 
 
Seuraavaksi valitaan oheislaitteet, jotka sammutetaan käynnistyksessä virransäästämi-
seksi. Esimerkiksi ethernet-liitynnät voidaan sammuttaa, jos niitä ei käytetä. 
 
Loput asetukset liittyvät ulkoiseen virranhallintapiiriin. Bootstrapissa on valmis tuki 
vain ATC8865-piirille. Kehitysalustalla voidaan käyttää oletusasetuksia. Jos käytössä 
on virranhallintapiiri, kannattaa lukea Atmelin application note sen käytöstä (Atmel 
eMPUs 2015).  
 
 
3.2.2 I/O-pinnit 
 
Alustuksia ei kannata turhaan hajauttaa eri bootloadereihin, joten normaalisti bootstra-
pissa alustetaan vain ne pinnit, jotka halutaan saada käyttöön heti, kuten esimerkiksi 
debug-sarjaportti. Hyvä paikka lisätä omat alustukset on oma_projekti.c-tiedostossa 
hw_init-funktio, kunhan bootstrapin konfiguraatiosta ”Call Hardware Initialization” on 
valittu. 
 
I/O-pinnien alustus tapahtuu pio_configure-funktiokutsulla, jossa parametrina on 
pio_desc-taulukko. Taulukossa on jokainen alustettava pinni omassa lokerossaan, ja 
taulukko loppuu tyhjään lokeroon, joka kertoo pio_configure-funktiolle, että taulukko 
loppuu. Sen paluuarvo on alustettujen pinnien määrä. 
 
Pio_desc on ryhmä parametreja (struct), jotka kertovat, miten I/O-pinni alustetaan. En-
simmäinen parametri on nimi, joka voidaan valita vapaasti. Ainoastaan tyhjä on varattu 
taulukon viimeiselle alkiolle.  
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Seuraava parametri on pinnin numero. Numerointi alkaa nollasta, eli PA0 on 0. PA31 
on arvoltaan 31, PB0 on 32, PB31 on 63 ja PC0 on 64. Numeroiden sijaan voidaan käyt-
tää makroa, jonka paikalle kääntäjä sijoittaa oikean numeron.  Esimerkiksi 
AT91C_PIN_PB (26), joka on portti B:n pinni 26, eli pinni numero 58. 
 
Seuraava parametri on pinnin tila, kun se on ulostulona. Vaihtoehtoina on ”1” ja ”0”. 
 
Seuraavana parametrina ovat pinnin eri attribuutit. Eri attribuutit on esitetty taulukossa 
1. Deglitch-suodinta voidaan käyttää samaan aikaan ylös- tai alasvetovastuksen kanssa. 
 
TAULUKKO 1. I/O-pinnien attribuutit 
Nimi Selite 
PIO_DEFAULT Ei erikoistoimintoja 
PIO_PULLUP Sisäinen ylösvetovastus 
PIO_PULLDOWN Sisäinen alasvetovastus 
PIO_DEGLITCH 
Tulosignaalin suodatuksen valinta. Voidaan käyttää 
esimerkiksi näppäinvärähtelyn poistoon. 
PIO_OPENDRAIN Avokollektorilähtö 
 
Viimeisenä parametrina on pinnin tyyppi. Esimerkiksi pinniä PC22 voidaan käyttää 
sisääntulona (PIO_INPUT), ulostulona (PIO_OUTPUT) tai SPI-väylän MISO-pinninä 
(PIO_PERIPH_A).  
 
Pinnin tila voidaan lukea funktiolla pio_get_value, jolle annetaan parametrina pinnin 
numero, jolloin se antaa paluuarvona pinnin tilan. Pinnille voidaan antaa arvo funktiolla 
pio_set_value, jolle annetaan parametreina pinnin numero ja uusi arvo. 
 
 
3.3 Kolmannen vaiheen bootloader U-Boot 
 
U-Boot, virallisesti Das U-Boot, on DENX Software Engineeringin kehittämä bootlo-
ader. U-Boot perustuu avoimeen lähdekoodiin, josta Atmelin prosessoreille sopiva ver-
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sio on saatavilla Linux4SAM Git-repositorysta (Linux4SAM repository 2016, u-boot-
at91). U-Boot toimii myös monien muiden prosessoriarkkitehtuureiden ja muiden val-
mistajien prosessoreiden kanssa (Linux4SAM repository 2015, u-boot-at91 README).  
 
U-Bootin tärkein tehtävä on ladata käyttöjärjestelmän ydin, joka on tässä tapauksessa 
Linux kernel. U-Boot soveltuu hyvin myös oheislaitteiden alustukseen ja I/O-pinnien 
alustukeen ja ohjaukseen. Yksi suurimmista syistä käyttää U-Boottia sen sijaan, että 
käyttäisi bootstrappia Linuxin lataamiseen, on U-Bootin komentorivi, joka sisältää 
huomattavasti bootstrapia paremman alustan omille muokkauksille ja oman koodin ajol-
le. 
 
U-Boot ei käytä prosessorin muistinhallintayksikköä, joten kaikkia rekistereitä ja muis-
teja voidaan käyttää niiden oikeilla osoitteilla. Tämän ansiosta kaikkien alustusten teko 
on helpompaa U-Bootissa kuin Linuxissa. 
 
Eräs usein tehty lisäys U-Boottiin on mahdollisuus päivittää Linux ja bootloaderit uu-
dempaan versioon. Koska U-Boot ajetaan RAM-muistilta, se voi myös päivittää itsensä 
korvaaamalla flash-muistilla olevat tiedostot uusilla. Uudet versiot voidaan ladata lait-
teelle esimerkiksi muistitikulta, jos laitteessa on USB-liitäntä ja U-Bootissa on USB 
konfiguroitu oikein.  
 
Kuten bootstrapissa, myös U-Bootissa on hyvä tehdä omalle projektille oma kansio. 
Kansio tehdään tässä tapauksessa hakemistoon /board/atmel. Kansioon kannattaa kopi-
oida samaa prosessoria käyttävän kehitysalustan koodit ja muokata niitä sopiviksi. Tie-
dostojen nimet tulee muuttaa omaa projektia vastaavaksi. Esimerkiksi oma_projekti.c. 
Makefileen pitää muuttaa käännettävän tiedoston nimeksi oma_projekti.o. Kconfig-
tiedostossa pitää korvata kaikki kehitysalustan nimet oman projektin nimellä. Tiedos-
toon board/atlem/oma_projekti/MAINTAINERS pitää myös muuttaa tiedot projektia 
vastaaviksi. Myös konfigurointeja sisältävä header-tiedosto pitää luoda kansioon inclu-
de/configs. Tiedoston sisältö voidaan kopioida vastaavan kehitysalustan tiedostosta. 
Oletuskonfiguroinnit sisältävä tiedosto pitää luoda kansioon configs nimellä 
oma_projekti_defconfig. Kehitysalustan defconfig-tiedostosta voi ottaa mallia. 
 
Ennen koodin kääntämistä pitää vielä muuttaa /arch/arm/Kconfig-tiedostoa, jos käytössä 
on ARM-arkkitehtuurin prosessori. Tiedostoon täytyy lisätä tieto, mitä prosessoria käy-
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tetään ja missä projektin tiedostot ovat, kuten esimerkiksi config TAR-
GET_OMA_PROJEKTI, bool ”support oma_projekti”, select CPU_V7 (prosessorissa 
ARMv7 käskykanta) ja source ”board/atmel/oma_projekti/Kconfig”. 
 
Koodin kääntämiseksi pitää vielä ajaa konfigurointiohjelma (make menuconfig) tai aset-
taa oletusasetukset (make oma_projekti_defconfig), jonka jälkeen koodi voidaan kään-
tää komennolla ”make”. Kääntäjä ja sen asetukset ovat samat kuin bootstrapia käännet-
täessä. 
 
 
3.3.1 Konfigurointi 
 
U-Bootissa on bootstrapin tapaan graafinen konfigutointiohjelma. Ohjelma ajetaan 
myös samalla komennolla "make menucofig". U-Bootin konfigurointiohjelma ei ole 
yhtä laaja kuin bootstapin, joten suurin osa asetuksista on tehtävä käsin eri tiedostoihin. 
 
Konfigurointiohjelmassa voidaan valita käytettävä prosessoriarkkitehtuuri. Ohjelmassa 
voidaan myös valita, mitä komentorivikomentoja ja ajureita käännettävä U-Boot sisäl-
tää. 
 
Suurin osa peruskonfiguroinneista tehdään tiedostoon include/configs/oma_projekti.h. 
Tässäkin tapauksessa kannattaa ottaa pohjaksi kehitysalustan vastaava tiedosto. Melkein 
kaikki konfiguraatiovaihtoehdot on listattu selitysten kanssa README-tiedostossa. 
 
Konfigurointivaihtoehtoja on suuri määrä, mutta on hyvä tarkistaa etenkin, että kiteiden 
kellotaajuudet ovat oikein ja että RAM- ja flash-muistin asetukset ovat oikeat. Myös 
osoite, johon U-Boot ladataan, täytyy olla sama, kuin bootstrapissa asetettu.  
 
 
3.3.2 I/O-pinnit 
 
I/O-pinnien alustus ja ohjaus tapahtuu samaan tapaan kuin bootstapissa. Omia muutok-
sia voi lisätä tiedostoon board/atmel/oma_projekti/oma_projekti.c. Jos aikoo kirjoittaa 
pidemmän ohjelman, kannattaa laittaa se omaan tiedostoonsa samaan kansioon 
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oma_projekti.c-tiedoston kanssa. Tällöin tiedoston nimi pitää lisätä makefileen ja muis-
taa kutsua käytettyjä funktioita oma_projekti.c:ssä. 
 
Jos halutaan asettaa esimerkiksi portin E pinni 2 ulostuloksi ”0”-tilaan, se onnistuu ko-
mennolla ”at91_set_pio_output(AT91_PORT_E, 2, 0);”, joka voidaan sijoittaa esimer-
kiksi board_init(void)-funktion sisään. 
 
Portin B pinnin 13 asetus sisääntuloksi ylösvetovastuksella onnistuu komennolla 
”at91_set_pio_input(AT91_PORT_B, 13, 1);”, jossa viimeinen parametri kertoo laite-
taanko ylösvetovastus päälle vai ei. Saman pinnin luku onnistuu komennolla 
”at91_get_pio_value(AT91_PORT_B, 13);”, joka antaa paluuarvona pinnin tilan. 
 
Pinnien ohjaus funktiot ovat tiedostossa driver/gpio/at91_gpio.c, josta voi tutkia kaikkia 
valmistajan tekemiä gpio-funktioita. Jos käytössä ei ole Atmelin valmistama prosessori, 
gpio-funktiot ovat samassa kansiossa drivers/gpio, mutta eri tiedostossa. 
 
Kuten bootstrapissä myös U-Bootissa on puutteita ja bugeja. Esimerkiksi, jos halutaan 
pinnille ylösvetovastuksen, ei koodi tarkista, onko alasvetovastus päällä. Koodi ei 
myöskään tarkista menikö ylösveto päälle, joten jos alasveto on päällä, kuten joissakin 
pinneissä resetin jälkeen on, ei ylösveto mene päälle. Datalehden mukaan ylös- ja alas-
vetovastukset eivät voi olla samaan aikaan päällä (SAMA5D3 Datasheet 2016, 276). 
 
 
 
3.3.3 Linuxin käynnistys 
 
Kun U-Boot on tehnyt kaikki halutut alustukset, se lataa Linux-kernelin ja tiedoston, 
joka sisältää kuvauksen käytetystä elektroniikasta (Device Tree). Ennen Linuxin käyn-
nistystä U-Boot antaa bootargs-ympäristömuuttujan sisällön Linuxille käynnistyspara-
metrina. Se voi sisältää esimerkiksi rootfilesystemin sijainnin ja konsolin asetukset. 
Esimerkiksi ”console=ttyS2,115200n8” kertoo, että Linuxin komentorivi on kolmannes-
sa sarjaportissa, jonka nopeus on 115200 bps, pariteettibittiä ei ole ja databittejä on kah-
deksan. 
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Linuxin binääritiedoston lataus määritellään oma_projekti.h:ssa kohdassa CON-
FIG_BOOTCOMMAND. Toteutus riippuu hieman muistityypistä, mutta kaikilta muis-
teilta ladattaessa idea on sama. Tiedosto ladataan massamuistilta RAM-muistiin ja aje-
taan bootm-komento. NAND Flash -muistia käytettäessä pitää tietää, missä osoitteessa 
Linuxin binääritiedosto sijaitsee ja kuinka suuri se on. Esimerkiksi jos halutaan ladata 
tiedosto RAM-osoitteeseen 0x22000000, tiedosto sijaitsee NAND Flash -muistilla 
osoitteessa 0x200000 ja sen koko on 0x600000, niin lataus tapahtuu komennolla ”nand 
read 0x22000000 0x200000 0x600000”, jonka jälkeen voidaan ajaa bootm-komento 
”bootm 0x22000000#conf@oma_projekti”. Komennon lopussa oleva 
”#conf@oma_projekti” kertoo, millä nimellä Linux-konfiguraatio (Device Tree) on 
binääritiedostossa. 
 
SD-muistikorttia tai eMMC-muistia käytettäessä latauskomento riippuu käytetystä tie-
dostojärjestelmästä. Se voi olla esimerkiksi FAT tai ext4. FAT-tiedostojärjestelmää käy-
tettäessä latauskomento olisi ”fatload mmc 0:1 0x22000000 oma_projekti.itb”, jossa 
mmc 0:1 kertoo, missä väylässä muisti on, 0x22000000 kertoo, mihin osoitteeseen tie-
dosto ladataan ja oma_projekti.itb kertoo, minkä niminen tiedosto ladataan. Käynnis-
tyksessä käytettävä bootm-komento toimii täsmälleen samalla tavalla kuin NAND Flash 
-muistilla. 
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4 LINUX 
 
 
4.1 Konfigurointiohjelma 
 
Linuxin konfigurointiin voidaan käyttää samanlaista ohjelmaa kuin bootstrapin ja U-
Bootin kanssa. Ensimmäiseksi kannattaa ladata sopivat oletusasetukset, jotka voidaan 
ladata komennolla ”make ARCH=arm sama5_defconfig”, jos käytössä on SAMA5-
sarjan prosessori. Konfigurointiohjelma käynnistyy komennolla ”make menuconfig”.  
Oletusasetuksista saa hyvän pohjan ilman, että tarvitsee miettiä, mitä yli tuhannesta ase-
tuksesta käytettävä prosessori tukee.   
 
Eräs tärkeimpiä asetuksia on loadable module support, jolla päätetään voidaanko kernel-
moduleita ladata ajon aikana. Niillä voidaan esimerkiksi ottaa käyttöön uusia järjestel-
mäkutsuja tai uusi laitteistoajuri ajon aikana. 
 
Eri oheislaitteiden konfiguroinnit ovat Device Drivers –valikossa. Valikossa on esimer-
kiksi I
2
C-, SPI- ja USB-ajurit. Jos laitteeseen on kytketty sensoreita tai esimerkiksi 
A/D-muunnin, oikea ajuri voidaan sisällyttää käännökseen Industrial I/O support –
valikosta. Helppo tapa pienentää Linuxin kokoa on jättää turhat ajurit pois käännökses-
tä. 
 
Tuetut tiedostojärjestelmät ovat File systems –valikossa. Esimerkiksi UBIFS-
tiedostojärjestelmää ei tarvita, jos käytetään eMMC-muistia tai SD-muistikorttia. Toi-
saalta jos käytetään NAND Flash -muistia ja laitteeseen ei kytketä muistitikkua, ei tarvi-
ta tukea FAT tai ext4 –tiedostojärjestelmille.  
 
 
4.2 Device Tree 
 
Linuxin kernel ei tiedä, mitä kaikkia ominaisuuksia ja oheislaitteita prosessori sisältää ja 
käyttää. Tämä tieto on Device Treessä. Se sisältää tietoa etenkin sellaisista ominaisuuk-
sista ja oheislaitteista, joita ei voida havaita dynaamisesti ajon aikana. Esimerkiksi 
RAM-muistin tiedot ovat Device Treessä.  
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Se koostuu yleensä useasta tiedostosta. Esimerkiksi SAMA5D3-mikrokontrolleria käy-
tettäessä voidaan tehdä tiedosto oma_projekti.dts (Device Tree Source), joka sisältää 
omaan projektiin tarvittavat muutokset. Sitten omaan tiedostoon sisällytetään valmista-
jan tekemä .dtsi-tiedosto (Device Tree Source Include), tässä tapauksessa #include ”sa-
ma5d3.dtsi”, joka sisältää kaikkien mikrokontrollerin sisällä olevien oheislaitteiden ku-
vaukset. Tiedostot sijaitsevat kansiossa arch/arm/boot/dts, jos käytössä on ARM-
arkkitehtuuri. 
 
Jos sama oheislaite on määritelty dtsi- ja dts-tiedostossa, jää dts-tiedostossa oleva mää-
ritys voimaan. Jos esimerkiksi status-attribuuttiin on dtsi-tiedostossa asetettu ”disable”, 
voidaan kyseinen oheislaite ottaa käyttöön dts-tiedostosta määrittämälllä samalle oheis-
laitteelle status-attribuutti ”okay”. Device Treen syntaksi ja attribuutit on määritelty 
kansiossa Documentation/devicetree/bindings olevissa dokumenteissa. 
 
Kuvassa 4 on esimerkki PWM-laitteen märittelystä Device Treessä. Ensimmäisellä ri-
villä on oheislaitteen nimi. Toisella rivillä kerrotaan, mitä ajuria oheislaite käyttää. 
Kolmannella rivillä on oheislaitteen käyttämiseen tarvittavien rekistereiden osoite ja 
pituus (0x300 = 192kpl 32-bittistä rekisteriä). Neljännellä rivillä on keskeytykseen liit-
tyvät määrittelyt. Ensimmäinen näistä kertoo keskeytyksen numeron, toinen kertoo kos-
ka keskeytys tapahtuu, esimerkiksi laskevalla tai nousevalla reunalla ja kolmas kohta 
kertoo prioriteetin (0 on pienin ja 7 suurin). Viidennellä rivillä oleva #pwm-cells kertoo 
montako PWM-kanavaa on käytössä. Kuudennella rivillä on oheislaitteen käyttämän 
kellosignaalin nimi. Seitsemännellä rivillä on status-attribuutti.  
 
 
KUVA 4. PWM märittely Device Treessä (sama5d3.dtsi) 
 
Jotta Device Treetä voidaan käyttää, se pitää kääntää. Kääntämiseen käytetään dtc-
ohjelmaa (Device Tree Compiler), joka tekee .dts-tiedostosta .dtb-tiedoston (Device 
Tree Binary). Kääntäminen onnistuu esimerkiksi komennolla ”dtc –I dts –O dtb –o 
oma_projekti.dtb oma_projekti.dts”. 
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4.3 Kääntäminen 
 
Ennen kääntämistä ei menuconfigin ja Device Treen lisäksi tarvitse välttämättä tehdä 
muita muutoksia. Yleensä näiden tiedostojen ulkopuolella suurimmat muutokset teh-
dään ajureihin.  
 
Linuxin binääritiedosto voidaan kääntää komennolla ”make ARCH=arm zImage”. 
Käännöstuloksena on zImage, joka sijaitsee kansiossa arch/arm/boot. zImage on pakattu 
binääritiedosto, joka purkaa itsensä käynnistyessään. Vaihtoehtoisesti voidaan käyttää 
uImagea, joka on tarkoitettu U-Bootin kanssa käytettäväksi. Jos uImage halutaan pakat-
tuna, se on pakattava erikseen esimerkiksi tar-ohjelmalla. 
 
Lopuksi Linuxin binääritiedosto ja dtb-tiedosto voidaan yhdistää yhdeksi itb-tiedostoksi 
(Image Tree Binary). Itb-tiedoston tekemiseen tarvitaan its-tiedosto (Image Tree Sour-
ce). Its-tiedoston pohjan saa U-Bootin kansiosta doc/uimage.FIT/kernel_fdt.its tai li-
nux4sam Git-repositorysta linux-at91 kansiosta linux-3.10-at91 branch:sta kansiosta 
arch/arm/boot/dts/sama5d3xek.its. Its-tiedosto sisältää tiedon minkälainen Linuxin bi-
nääritiedosto on, mikä prosessoriarkkitehtuuri on käytössä, mitä pakkausta binäritiedos-
tossa käytetään, mihin U-Boot lataa tiedoston RAM-muistissa ja minkälainen Device 
Tree -tiedosto itb-tiedostoon tulee. 
 
Itb-tiedosto voidaan tehdä komennolla ”do mkimage –f oma_projekti.its 
oma_projekti.itb”, kun its-tiedosto, dtb-tiedosto ja Linux-binääritiedosto ovat samassa 
kansiossa.  Mkimage-työkalu on U-Bootin tools kansiossa. 
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5 YHTEENVETO 
 
 
Työssä esiteltiin kaikki vaiheet prosessorin käynnistyksestä Linuxin käynnistykseen 
SAMA5D3-mikrokontrollerilla. Kaikki asiat eivät tapahdu täsmälleen esitetyllä tavalla 
muiden valmistajien prosessoreilla. RomBOOT ja AT91Bootstrap ovat ainoastaan At-
melin prosessoreilla käytettyjä ohjelmia. U-Boot ja Linux toimivat suurilta osin samalla 
tavalla myös muiden valmistajien prosessoreilla. 
 
Suurimmat ongelmat tulivat dokumentaation puutteellisuudesta tai huonosta laadusta. 
Dokumentit käsittelivät usein hyvin tarkkoja aiheita antamatta lukijalle yleiskuvaa siitä, 
mitä ohjelma tekee. Monissa dokumenteissa oli myös vanhentunutta tietoa ja esimerkik-
si its-tiedoston löytäminen oli hankalaa, koska ne olivat ainoastaan kaksi kernel-versiota 
vanhemman Linuxin repositoryssa. Syy, miksi niitä ei ole uudessa versiossa, ei selvin-
nyt. 
 
Lopputulos on melko tiivis ohje Linuxin käynnistykseen. Työn avulla pienten muutos-
ten ja konfigurointien tekeminen pitäisi onnistua, mutta esimerkiksi U-Boot-
komentoriviohjelman tekeminen ja Linux-ajurit jätettiin pois. 
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