The transportation of elderly and impaired people is commonly solved as a Dial-A-Ride Problem (DARP). The DARP aims to design pick-up and delivery vehicle routing schedules. Its main objective is to accommodate as many users as possible with a minimum operation cost. It adds realistic precedence and transit time constraints on the pairing of vehicles and customers. This paper tackles the DARP with time windows (DARPTW) from a new and innovative angle as it combines hybridization techniques with an adaptive large neighborhood search heuristic algorithm. The main objective is to improve the overall real-life performance of vehicle routing operations. Real-life data are refined and fed to a hybrid adaptive large neighborhood search (Hybrid-ALNS) algorithm which provides a near-optimal routing solution. The computational results on real-life instances, in the Canadian city of Vancouver and its region, and DARPTW benchmark instances show the potential improvements achieved by the proposed heuristic and its adaptability.
Introduction
The dial-a-ride problem (DARP) is a subfamily of Vehicle Routing Problems (VRPs) where customers' needs are met considering a fleet of heterogeneous vehicles. The most common application happens in senior or impaired people door-to-door transportation. The DARP's goal is to set a vehicle routing schedule with minimum cost meeting all requests and satisfying a number of conditions. These conditions include maximum vehicle capacity, maximum route duration and maximum customer transit time. Cases where requests are known at the time of planning define static DARP, while cases where some requests are received during routing operations define dynamic DARP. In addition, cases where servicing operations at stops start within pre-defined time windows are called DARP with time windows (DARPTW). Solving the DARPTW requires the application of approximate algorithms such as adaptive large neighborhood search (ALNS) and genetic algorithms (GA).
Ropke and Pisinger [1] proposed ALNS as an extension of the Large Neighborhood Search [2] for the Rich Pickup and Delivery Problem with Time Windows (RPDPTW). Its general principal is to remove requests from the routing solution and reinsert them at potentially more profitable positions. This is performed repeatedly with the help of adaptive destroy and repair operators. While the Large Neighborhood Search (LNS) heuristic uses a single destroy and repair operator, ALNS uses many of them. At each iteration, one or more specific destroy and repair operators are applied. The selection is based on the continuous updating of the operators' success rates. While most local search heuristics can only apply very small modifications to a given solution, ALNS covers a large search space, which defines the neighborhood of the current solution. Within one single iteration, ALNS can modify up to 30 to 40% of a solution. This revealed to be efficient with tightly constrained problems like the RPDPTW.
The common principles of GA are inspired from population genetics [3] . The generation of new individuals follows the general evolutionary scheme: selection, recombination and mutation. The selection phase is usually based on one or more characteristics that depend on the problem. The recombination phase selects parents' genes that may be inherited or not by their offspring. The mutation phase changes the offspring to maintain genetic diversity. Mutation happens with a marginal probability. Chevrier et al. [4] detailed local search operators adapted for the DARP within a multi-objective evolutionary hybrid heuristic applied to real-life instances. Masmoudi et al. [5] described a GA for the heterogeneous DARP (H-DARP). They proposed efficient operators adapted to the H-DARP: construction, crossover and local search operators.
Based on the strengths of ALNS and GA, this paper proposes a hybrid-ALNS heuristic for a real-life DARPTW. While every known heuristic contains both diversification and intensification elements, one can observe that single-solution based methods give more importance to intensification, and population-based methods give more importance to diversification. Through its main three features, the hybrid-ALNS heuristic offers a fair compromise between diversification and intensification search strategies. First, it keeps track not only of the current and best solutions, but also of a pool of best solutions which constitutes the genetic crossovers' input. Second, it enhances standard ALNS with newly customized operators. Third, it applies genetic crossover operators that diversify the solution neighborhood and help ALNS recover from suboptimal valleys.
Section 2 details the DARPTW and compiles a number of references on Neighborhood Search-based and Genetic Algorithm-based heuristics proposed in the DARP context. Section 3 details the proposed new algorithm and presents its phases. Section 4 compiles the experimental results on real-life and benchmark instances. Finally, Section 5 summarizes the paper.
The DARPTW
The DARPTW is commonly defined as a pick-up and delivery problem with maximum duration, maximum transit-time and time window constraints. The DARPTW involves a set of n customers and a set of m vehicles. The set of customers defines the set of 2n vertices V, connected through the arc set A. Hence, the DARPTW can be defined on a graph G = (V, A). A customer i has a pick-up stop indicated by (i + ), and a drop stop indicated by (i − ). Each pick-up or drop has a non-negative service time s i , and a time window: [l i + , u i + ] for a pick-up, or [l i − , u i − ] for a drop. A pick-up stop i + has a positive demand d i and a maximum transit time r i before arrival at its drop i − , with a negative demand −d i . A vehicle k has a work time window [l k , u k ] and a maximum capacity q k . The total route duration of a vehicle k, from the beginning until the end of its duty, cannot exceed a maximum duration t k . The DARPTW aims to design a set of m vehicle routes starting and ending at a depot D, while satisfying all conditions. Each customer i needs to be picked-up and dropped by the same vehicle, during the respective time windows. A route executed by a vehicle k should not exceed the vehicle's load capacity q k and its maximum duration t k . The waiting times are included in the route duration. Hence, if a vehicle arrives at a stop before the corresponding time window, a waiting time must be observed. The total duration is the sum of the total travel times, waiting times and service times.
Related Literature
Cordeau and Laporte [6] , and, recently, Ho et al. [7] surveyed the most important research developments on the DARP, and classified the problem variants and the solution methodologies. Variable Neighborhood Search (VNS), Simulated Annealing (SA), ALNS and GA are among the most frequently used and most prolific solution approaches for the DARP and its different variants. Part of the literature proposed different hybridization of adaptive large Neighborhood search (ALNS) and variable neighborhood search (VNS).
VNS DARP Applications
Muelas et al. [8] described a VNS distributed algorithm for the DARP with a large scale. The algorithm used partitioning of requests and merging of routes. The algorithm proved to be efficient on a set of large-scale instances in San Francisco. Parragh et al. [9] detailed a VNS-based heuristic using different types of neighborhoods. The first type used simple exchange operators adapted to the DARP. The second used the ejection chain principle. The third dealt with the existence of arcs where the vehicle might be empty. Their heuristic achieved excellent results on different benchmark instances. Schilde et al. [10] used statistical information available about historical accidents, with stochastic solution approaches for the dynamic dial-a-ride problem (dynamic DARP). They presented a dynamic VNS paired with a dynamic stochastic VNS solution approach tested on a real-world road network problem. Experimental results demonstrated that, under some assumptions, using stochastic information about travel speeds yields significant improvements with respect to deterministic approaches. Belhaiza [11] proposed a hybridized VNS algorithm for the DARPTW. The heuristic combines evolutionary crossover operators with customized local search operators guided by four types of DARP infeasibilities.
ALNS DARP Applications
Parragh and Schmid described a large hybrid neighborhood heuristic for the DARP [12] . They used different neighborhoods to set many new best known solutions for a set of benchmark instances. Madsen et al. [13] detailed a heuristic based on insertions for the DARPTW with multiple objectives and capacities. The algorithm was implemented for new requests' online scheduling in a dynamic environment. Guerreiro et al. [14] described a bi-objective method for a public transportation dial-a-ride problem. Their two objectives are the minimization of the total transit time and the total waiting times under a maximum route duration constraint. Masson et al. [15] described an adaptive large neighborhood search (ALNS) algorithm for the DARP with transfer points, where users can transfer to different vehicles during their trip at predefined points. On real-life instances, the algorithm generated around 8% of cost savings Masmoudi et al. [16] 
Hybrid ALNS DARP
We propose a hybrid-ALNS heuristic which combines diversification and intensification search strategies. For diversification, the proposed heuristic keeps track of a pool of best solutions which constitutes the Genetic Algorithm's pool of reinitializing solutions. For intensification, the heuristic is enhanced with newly customized ALNS operators. As it is often used for the VRP with Multiple Time Windows [17] [18] [19] [20] , the objective of our hybrid-ALNS DARP algorithm is to minimize the total duration of all routes. From the drivers' perspective, total duration minimization provides shorter working schedules while accounting for travel times. From the customers' perspective, total duration minimization reduces waiting times at each stop which allows them to spend less time in transit. This argument is confirmed by the computational results obtained by Belhaiza [11] . The four main steps of our ALNS-DARP are as follows:
•
Step (1) Initialization and Insertion: inserts unassigned stops considering the relation between pick-ups and drops.
•
Step (2) Repair and Destroy Iterative Loop: calls repair and destroy operators.
Step (3) Simulated Annealing Features: applies simulated annealing (SA) acceptance mechanism and updates the operators' selection probabilities.
Step (4) GA Crossovers: applies genetic crossover operators to the current solution X, to obtain a solution X .
Initialization and Insertion
The initialization step constructs an initial solution X considering the relation between pick-ups and drops. The construction of X assigns to a vehicle k ∈ K as many stops as long as the solution remains feasible. It chooses, among all non-assigned pick-ups and among all their possible positions in the route of k, the pick-up and its corresponding position that yield the least increase of the route cost. Once a pick-up is selected, it attempts to find a suitable position to its corresponding drop in the same route without exceeding the capacity q k and the duration t k . The construction phase reiterates until all routes can no longer take any additional stop. The obtained solution X 0 may not necessarily serve all stops, or ensure that deliveries occur during the stops time windows. In this case, insertion operations are performed before every iteration of the repair and destroy iterative loop. For every pick-up or drop left unassigned, it attempts to insert it in all possible positions of every route.
With h(X) as the total duration of all routes, the fitness function f (X) adds to h(X) the sum of the weighted penalties on the violations υ of the time windows, ς of the overload of the vehicles, and ζ of their duration overtime. The non-satisfaction of the time windows of stops i + or i − is measured as Evidently, a penalty is strictly positive when its associated constraints are unsatisfied. Otherwise, it is set to zero. It follows that
(1)
Repair and Destroy Iterative Loop
The iterative loop improves the initial solution X through repeated and alternated intensification and diversification search operations. For intensification, it applies a set of repair and destroy operators to X to obtain a solution X . Two cases may rise: the repair and destroy is accepted or rejected. In the first case, the focal point of the search is changed to X setting the current solution X = X . Furthermore, when this new local minimum X improves X * , X * and f (X * ) are updated. In the second case, the counter of non-improving trials is incremented. For diversification, when the counter reaches a preset number of iterations without improvement, genetic crossovers are called. The iterative loop stops when the execution time t exceeds a preset threshold time limitt.
The current paper proposes a hybrid-ALNS algorithm, with operators not only based on infeasibilities as in [11] , but rather on a destruction and repair mechanism which updates the success rate of each given operator. The repair and destroy phase combines regular and data-driven operators. Regular operators, such as 1-opt, 2-opt and X-opt, are provided with data on route infeasibilities and operators success history. The intuition behind these operators is that routes with infeasibilities could be repaired or avoided instead of being overlooked. A repair operator builds a new solution from X while maintaining or improving its overall feasibility, while the destroy operators randomly remove parts of it. While operators are called based on their increasing order of complexity in [11] , the primary selection of a specific operator is performed through a roulette wheel mechanism in the current paper. Moreover, no records on the success rates of the operators, and no weights are assigned to them in HG-DARP [11] , while a weight τ g which measures the success rate is associated with a given operator g. We mainly use roulette wheel selection for its simplicity, as it allows operators with higher weights to have higher probabilities of selection. Considering that the weight of a given operator may follow a different updating scheme depending on the problem being solved, roulette wheel selection adapts to these differences.
At the beginning of the single and multi-route repair-destroy phase, all weights are initialized to 1 and the probability of selecting the operator g equals 1 G , where G is overall number of single or multi-route operators used. The weights are adjusted after each iteration of the repair and destroy loop following their scores. If an operator g is applied, its weight τ g is updated depending on its success or failure to improve the overall or incumbent solution. If the new solution improves the overall best solution, the score of the operator is η g = 2. If the new solution improves the incumbent solution, the score of the operator is η g = 1. Otherwise, the score of the operator is η g = 0. If the operator improves the overall or incumbent solution, its weight is increased: G . In the following, we detail the ALNS operators we implemented.
Single Route Repair and Destroy Operators
For every vehicle k ∈ K, the data-driven single-route repair-destroy phase applies up to three insertion-removal operators: the repair-destroy relocate operator (RDR), the repair-destroy node operator (RDN), and the repair-destroy arc operator (RDA). All customers are eligible to be relocated, in particular those with time windows, as they are served outside of one their time windows. The single route operators can reduce the cost of a route and also make it feasible.
RDR detects any drop appearing before its corresponding pick-up within a single route and tries to move it after in the route order. If the move is accepted, this repairs the route. If the move is rejected, both stops, pick-up and drop, are ejected from the route. Theoretically, as a given route may contain a maximum of 2n stops to be relocated in 2n − 1 possible positions, the complexity order of RDR is o(4mn 2 ). Figure 1 shows how (j − ) is moved to a position after (j + ). RDN scans all routes for any pick-up appearing after its corresponding drop in a single route and tries to interchange their positions in the route order. If the move is accepted, this repairs the route. If the move is rejected, both stops are ejected from the route. As a given route may contain a maximum of 2n stops to be interchanged with 2n − 1 remaining stops, the theoretical complexity order of RDN is also o(4mn 2 ). RDA detects any drop appearing before its corresponding pick-up and exchanges the visit order of the ingoing or outgoing arc, with any other arc in the route. If the move is accepted, this repairs the route. If the move is rejected, both stops are ejected from the route. As a given route may contain a maximum of 2n + 1 arcs to be interchanged with 2n remaining ones, the theoretical complexity order of RDA is o(4mn 2 ). 
Multiple Route Repair and Destroy Operators
The multiple-route repair and destroy are applied to the routes of two vehicles with three different operators: the repair-destroy inter-route relocate (RDIR), the repair-destroy inter-route swap (RDIS) and the repair-destroy inter-route cross (RDIC). All customers are eligible to be relocated with the destroy-repair multiple route operators, in particular those with time windows' infeasibilities.
RDIR detects any drop in a different route than its corresponding pick-up. It attempts two different relocate moves. Firstly, it attempts to insert the drop stop in its corresponding pick-up route. Secondly, if that fails, it tries to insert the pick-up in its corresponding drop route. If the move is accepted, this partially repairs both routes k and k . If the move is rejected, both stops are ejected from their corresponding routes. Therefore, the two routes are partially repaired or destroyed. Theoretically, as every given route may contain a maximum of 2n nodes to be moved to a maximum of 2n − 1 possible positions in the second route, the complexity order of RDIR is o(4m 2 n 2 ). Figure 4 shows how the drop (v − ) in route k is moved to route k and inserted in a position after its corresponding drop (v + ). RDIS seeks through all routes for different pairs of pick-ups, drops or non-related pick-up and drop. Firstly, it tries to exchanges two drops (i − ) and (j − ) if one's pick-up is scheduled in the other's route, and vice versa. Secondly, it tries to exchange two pick-ups (i + ) and (j + ) if one's drop is scheduled in the other's route, and vice versa. Finally, it tries to exchange two non-related drop (i − ) and pick-up (j + ) if (i + ) is scheduled in (j + )'s route and (j − ) is scheduled in (i − )'s route. If the move is accepted, this partially repairs both routes. If the move is rejected, the two pairs of stops are ejected from their routes. As every given route may contain a maximum of 2n nodes to be interchanged with 2n − 1 possible nodes in the second route, the theoretical complexity order of RDIS is o(4m 2 n 2 ). Figure 5 shows how the drop (v − ) from route k is exchanged with the drop (i − ) from route k .
RDIC seeks through all routes for a particular configuration that involves pairs of drops, pick-ups, or non-related drops and pick-ups requiring to be shifted to the same route. Firstly, it attempts to shift the arc (i + , j + ) to the route containing (i − ) or (j − ), or attempts to shift the arc (i − , j − ) to the route containing i + or j + . Secondly, it attempts to shift the arc (i + , j − ) to the route containing (i − ) or (j + ), or attempts to shift the arc (i − , j + ) to the route containing i + or j − . If the shifting is accepted, this repairs both routes. Otherwise, the stops are ejected from their routes. As every given route may contain a maximum of 2n + 1 arcs to be interchanged with 2n + 1 possible arcs in the second route, the theoretical complexity order of RDIC is o(4m 2 n 2 ). Figure 6 shows how the arc (u − , v − ) is shifted from route k to route k . Figure 5 . Repair-Destroy Inter-route Swap (RDIS). Figure 6 . Repair-Destroy Inter-route Cross.
Simulated Annealing Features
Along the lines of Canca et al. [21] , we consider a standard two-parameter exponential function for our temperature cooling process. The first parameter is the start temperature T 0 . The second parameter is the cooling rate α ∈ (0, 1).
Hybrid-ALNS starts with a temperature T 0 . The initial temperature T 0 is such that a solution X with fitness f (X ) that is less than 10% larger than f (X 0 ), the fitness value of the initial solution X 0 , has a probability larger than 0.5 of being accepted. In other words, if
. The SA current temperature T follows the cooling scheme T = T 0 α ι at every temperature cycle ι. We consider a new temperature cycle, with a newly updated temperature, for each 1000 iterations, which offers a fair compromise between a too fast and a too slow simulated annealing. If the repair move is accepted, the corresponding operator's weight τ g is adjusted, and the number of calls o g is incremented. If not, o g is solely incremented.
GA Crossovers
To escape from sub-optimal valleys, genetic crossovers are called whenever the best solution cannot be improved during a number of ι max = 5 of consecutive temperature cycles, i.e., 5000 iterations. The genetic crossover's input consists of the pool of best solutions stored during the execution of the algorithm. Its output consists of solutions' offspring which share the same genes with their parents. Within a given route k, a gene encodes the service by a given stop i + or i − . Therefore, if two solution parents use the same route k to serve the same set or sequence of stops, this characteristic is most likely to be inherited by their offspring. Figure 7 shows how the stops i + , k + and l + are served by the same route k in both parents. Therefore, the solution offspring obtained inherits this gene. After a number of iterations, if a better overall solution is not obtained, a simple reset is performed using one of the elements in the pool of best solutions. 
Experimental Results
The experimental results were performed on two sets of real-life and benchmark instances using a C++ implementation, under MS Windows on workstations with 3.3GHz Intel Core i7 vPro processors, and 8 GB RAM.
Results on Real-Life Instances
The real-life instances are collected on 10 consecutive days, representing two consecutive weeks, in the Canadian city of Vancouver, its region and suburbs: Richmond, Surrey, Coquitlam, North Vancouver, etc. The physical addresses of all pick-up and drop points were first geocoded, i.e., converted to longitude and latitude coordinates. Based on Google's map and distance API, these geocodes were used to compute the travel times and distances between each pair of nodes in the given day's graph. The test instances involve from 30 stops up to 80 stops. They detail the demand for impaired people and elderly transportation by a private company. In these instances, the first n stops represent the pick-ups and the last n stops represent their corresponding drops. The demand is around 25 requests per business day. It peaks on Thursdays and drops on Fridays. The company does not take requests for weekends. The company has 12 medium size shuttle buses equipped for elderly and reduced mobility passengers. The maximum capacity of each bus is of eight passengers at the same time, as a large passage corridor between the seats and an empty storage space for wheel chairs and other luggage are needed. Each route has a maximum duration of 360 min, as any driver is not supposed to spend more than six consecutive hours on duty. The time windows for the customers are very large for the pick-ups, but tight for their corresponding drops, with exactly one hour span. For example, a customer could be picked-up at any time between 7:00 am and 7:00 pm, but needs to be dropped between 10:00 a.m. and 11:00 a.m. at his destination, as he may have a medical appointment. If a customer needs to be picked-up again and taken home, it is treated as a new request: a new pick-up with a new drop. Each customer's maximum transit time is of 90 min, as some passengers need to be picked-up quite far from their destination. The service time at each stop is of 5 to 10 min. The company uses a transportation optimization software for its routing activity. These instances were provided by BeTeLL, a transportation optimization and research oriented company based in Montreal, QC, Canada.
In Table 1 , the column "Day" indicates the day of the instance. The column "n" indicates the number of customers. The column "m" indicates the number of vehicles used. The column " f (X)" indicates the total duration in minutes of the routes scheduled by the company's current optimization software. The columns " f (X * )", "Avg" and "Time" indicate the best and average solution values, and the average execution times (in seconds) obtained by ALNS (without GA) and Hybrid-ALNS, respectively. The column "∆ f %" indicates the gap
in percentage between the best solution obtained with Hybrid-ALNS and the company's overall route duration.
The results in Table 1 show that our Hybrid-ALNS heuristic was able to save about 5.25% on average routing durations compared to the business solution currently used by the company. These results were obtained in less than 37 s in average, which could give the company the required flexibility to adapt to re-routing requests or deal with dynamic ones in the future. The results in Table 1 also show that Hybrid-ALNS outperforms ALNS (without GA). Hybrid-ALNS provides not only better solution quality, but also better general results. 
Results on Benchmark Instances
The 20 DARPTW benchmark instances proposed by Cordeau and Laporte [22] involve from n = 24 up to n = 144 customers. In Table 2 , column "Instance" indicates the name of the instance, column "n" indicates the number of customers and column "m" indicates the number of vehicles used by the heuristics for the DARPTW proposed by Parragh and Schmid [12] and Braekers et al. [23] . The column "m * " indicates the number of vehicles used by HG-DARP heuristic [11] and Hybrid-ALNS. in percentage. Hybrid-ALNS improved the best total duration on all instances with respect to HG-DARP. For instance pr02, Hybrid-ALNS reaches a minimum total duration lower by more than 12% when four vehicles are used, and by more than 7.6 % when five vehicles are used. For an average computational time below 5 min (300 s), these results show that the proposed hybrid-ALNS algorithm improves by 3.91% to 5.03%, on average, the overall best solution values reached by HG-DARP. 
Conclusions
In this paper, we have proposed a hybrid adaptive large neighborhood search heuristic algorithm (Hybrid-ALNS) for the dial-a-ride problem with time windows (DARPTW). Hybrid-ALNS heuristic offers a compromise between diversification and intensification search strategies. It keeps track of a pool of best solutions which constitutes the genetic crossover's input used to diversify the pool of reinitializing solutions and help ALNS recover from suboptimal valleys. Hybrid-ALNS is also enhanced with newly customized operators that are not only based on DARP infeasibilities, but also on a destruction and repair mechanism which updates their respective success rates.
The proposed heuristic was applied to a real-life impaired and elderly transportation in the city of Vancouver and its region, with the objective to improve the overall performance of vehicle routing operations. The computational results have shown potential improvements exceeding 5% of the total route durations on the real-life instances, and around 4% to 5% on DARPTW benchmark instances.
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