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ABSTRAKT
Me zhvillimin e programimit ndër vite, mund të dallojmë shumë e shumë fjalë dhe
terma të reja çdo ditë, duke na ngritur dhe ngjallur kureshtjen të lexojmë dhe të dimë më
shumë rreth tyre, pasiqë vet profesioni që kemi zgjedhur është i tillë. Ndër to programimi
Imperativ, Reaktiv dhe Funksional, tri lloje të programimit, të cilët ndoshta secili nga ne i
kemi përdorur, por pa e ditur saktë me cilin nga ta jemi duke punuar, duke i veçuar në bazë
të emrit dhe karakteristikave të tyre.
Në bazë të këtij punimi të diplomës, unë do bëj përpjekje të mund të sqarojë çfarë janë secili
prej këtyre tri llojeve të programimit, kur duhet t’i përdorim, cilat janë përparësitë dhe
mangësitë e tyre në programim, shembuj të sistemeve që përdorin programimin Imperativ,
Reaktiv dhe Funksional.
Si rezultat i këtij hulumtimi krahasimi në mes tyre do bëhet edhe në bazë të implementimit
të disa shembujve me gjuhën programuese Java / Spring Boot, duke mundësuar dallimin dhe
mundësitë e përdorimit të tyre në lloje dhe projekte të ndryshme. Gjithashtu edhe mundësia
e përdorimit dhe implementimit në një projekt ose aplikacion të përbashkët.
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1.

HYRJE
Programimi një koncept shumë i rëndësishëm në ditët e sotme, i cili ndihmon në

zgjidhjen e shumë problemeve të përditëshme me të cilat përballemi çdo ditë, e gjithë kjo me
anë të gjuhëve programuese të ndryshme, të cilat po lehtësojnë punën e zhvilluesve.
Rëndësia e tij po rritet çdo ditë e më shumë, tani është duke kaluar në faza të larta të
zhvillimit, me ç’rast edhe zhvilluesit po përballen me gjëra të reja.
Deri më tani kemi qenë të njoftuar për disa lloje të programimit ndër ta më të përmendurit
dhe më të përdorurit janë programimi procedural i cili merret me shkruarjen e metodave dhe
procedurave që përmbajnë të dhëna dhe operacione dhe programimi i bazuar në objekte, i
cili kryesisht bazën e ka në krijmin e objekteve të cilët përmbajnë edhe metoda edhe të dhëna.
Gjuha programuese Java si njëra ndër gjuhët shumë të përdorura dhe të rëndësishme është
gjuhë e orientuar në objekte, e cila përdoret për zhvillim të Desktop dhe Mobile
aplikacioneve, sistemeve të ndërlidhura e kështu me rradhë.
Si paradigma të rinjë kemi disa lloje të programimit, të cilët ndoshta i kemi përdorur, por nuk
kemi pasur ndonjë emër të veçantë për ta, ndër ta janë Programimi Imperativ, Reaktiv dhe
Funksional.
Programimi Imperativ është programimi që përdoret në çdo gjuhë programuese, i cili
funksionon me hapa të sigurt dhe të thjeshtë, pasiqë ai tregon kompjuterit se si të kryhen ata
hapa të cilët janë definuar nga zhvilluesi.
Programimi Reaktiv është paradigmë i programimit që përshkruan një rrjedhje asinkrone të
të dhënave, që nënkupton komunikim asinkron, sistemi gjeneron
mesazhe për çdo ngjarje dhe aktivitet, përmes komunikimit publikoj/pajtohem.
Programimi Funksional është programimi i cili fokusin dhe rolin e ka tek funksionet, qëllimi
i tij është që kodi të jetë më pak komples, konciz dhe një programim pa detyra.

Ky punim do të tregojë më shumë rreth këtyre tri paradigmave të programimit, duke bërë
krahasimet e nevojshme, dallimet dhe ngjashmëritë, përparësitë dhe mangësitë gjatë
përdorimit të tyre si dhe implementimin e tyre në disa REST API, do të thotë në një mini
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aplikacion i zhvilluar në backend për të parë disa shembuj dhe forma të përdorimit të këtyre
tri llojeve të programimit. Implementimi i shembujve do bëhet duke përdoruar një frejmourk
përkatësisht Spring Boot frejmourk-in e gjuhës programuese Java.
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2.

SHQYRTIMI I LITERATURËS (HISTORIKU)

2.1.

Programimi në Java

Java është një gjuhë e programimit të orientuar në objekte, e cila ekziston prej shumë
vitesh (u prezentua zyrtarisht në 1995). Sot, është një nga gjuhët më të vlerësuara dhe më të
përdorura, falë pjekurisë, stabilitetit dhe mbështetjes së madhe nga ana e komunitetit [3].
Kështu që Java ka evoluar në shumë versione që nga versioni 1.0, sikurse J2SE 1.3
në 2000, J2SE 5.0 në 2004, Java SE 8 në 2004, Java SE 10, Java SE 11, deri tek Java SE 15
në vitin 2020. Në çdo version programimi ka arritur në pika më të larta, kështu duke filluar
me lloje të ndryshme të programimit.
Për sa i përket paradigmave më të njohur, Java është gjuhë programuese imperative,
e cila tregon instruksionet se si t’i shkruajmë sipas radhës, përveç paradigmit Imperativ,
ekzistojnë edhe programimi Funksional dhe Reaktiv të cilët do t’i sqarojmë me anë të gjuhës
programuese Java.

2.1.1.

Çfarë është paradigmi?
Një paradigmë është një stil i programimit, që karakterizohet nga një përzgjedhje e disa
koncepteve kryesore. Si paradigma kryesor janë:
● Programimi Funksional i cili fokusohet në vlera, shprehje dhe funksione.
● Programimi Imperativ i cili fokusohet në variabla, komanda dhe në procedura.
● Programimi i Orientuar në Objekte bazën e ka në objekte, metoda dhe klasa.
● Programimi Konkurent fokusin e ka në procese dhe komunikim.

Në Figura 1 janë paraqitur paradigmat e programimit.
3

Figura 1 – Paradigmat e Programimit (burimi: https://www.ionos.com/)

Programimi Imperativ

2.2.

Programimi imperativ (nga latinishtja imperare = kontroll) është paradigma më e vjetër
e programimit. Një program i cili bazohet në këtë paradigmë bëhet nga një sekuencë e
instruksioneve të definuara në mënyrë të pastër në kompjuter [1].
Me anë të komandave duke i përshkruar hap pas hapi, programimi imperativ mundëson të
arrijmë të kuptojmë atë që duhet kryer dhe kur duhet kryer me një rezultat të dëshiruar.
Gjuhët programuese të cilat përdorin programimin imperativ janë:
Java, C, C++, C#, Pascal, Python, Ruby, BASIC dhe Assembler.
Në kuadër të programimit Imperativ hyjnë programimi i strukturuar, procedural dhe modular.
2.2.1.

Programimi i Strukturuar
Programimi i Strukturuar paraqet një mënyrë për të shkruar programe të cilat u
shfaqen në vitet 1970. Ai prezenton një qasje më të disiplinuar ndaj programimit me qëllim
në përmirësimin dhe qartësinë e kodit. Edsger W. Dijkstra ishte figura kryesore në
programimin e strukturuar, ai vuri re se programet ishin shpesh të pakuptueshme dhe të

4

pamundura për t’u kuptuar [4]. Kështu që ai propozoi një qasje ndaj programimit që do të
përdorte blloqet e programeve sipas renditjes:

Renditja: Deklaratat që ekzekutohen në mënyrë sekuenciale, njëra pas tjetrës.
Përzgjedhja: Një deklaratë ose bllok deklarate që ekzekutohet nëse rezultatet e një prove
logjike janë të vërteta. Përzgjedhja zakonisht shprehet me fjalët kyçe të tilla si: if .. then ..
else .. endif.
Përsëritje: Një pohim ose bllok që ekzekutohet përderisa një kusht logjik është i vërtetë, për
një numër të caktuar herë. Përsëritja shprehet me fjalët kyçe si: while, repeat, for or do ..until
[4].

2.2.2.

Programimi Procedural
Programimi Procedural është programimi i cili bazohet në procedura. Zhvilluesi
fillon zgjidhjen e një problemi në bazë të disa instruksioneve, duke kaluar nga problemi
kryesor në nën problemet më të vogla. Shembujt e gjuhëve programuese që përdorin
programim procedural janë: C, COBOL, FORTRAN dhe VB.

2.2.3.

Programimi Modular
Programimi Modular është ndarja e programit kompjuterik në komponenta ose
module të cilat kanë funksion të njëjtë. Kjo mundëson ripërdorimin e kodit, nga aplikacionet
e tjera. Nëse dëshirohet të bëhet ndonjë ndryshim në modul, atëherë nuk afektohet edhe pjesa
tjetër e moduleve, kjo i’u jep fleksibilitet zhvilluesve gjatë punës me module [5].
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2.2.4.

Përparësitë dhe mangësitë e Programimit Imperativ
Në Tabela 1 kemi paraqitur përparësitë dhe mangësitë e programimit Imperativ.
Tabela 1. Përparësitë dhe mangësitë e Programimit Imperativ

Përparësitë

Mangësitë

I lehtë për t’u lexuar nga
zhvilluesit e ndryshëm

Kodi zgjerohet shumë shpejt dhe bëhet më
konfuz për t’u kuptuar

Relativisht i lehtë për t’u mësuar

Mundësi më të larta të rreziqeve gjatë
editimit të kodit

Model konceptual shumë të
thjeshtë, i cili mund të kuptohet
pothuajse nga të gjithë

Mirëmbajtja mund të bllokojë zhvillimin e
aplikacionit sipas programimit të orientuar
drejt sistemit

Karakteristikat e aplikacioneve të
ndryshme mund të merren
parasysh

Zgjerueshmëria dhe optimizimi i kodit është
më i vështirë

Çfarë është programimi Reaktiv?

2.3.

Programimi Reaktiv është një paradigmë që sillet rreth përhapjes së ndryshimeve.
Mund të themi nëse një program i përhap të gjitha ndryshimet që i modifikojnë të dhënat e
tij, tek të gjithë palët e interesuara siç janë përdoruesit, programet e tjera, përbërësit dhe
nënpjesët, atëherë ky program mund të quhet reaktiv [6].
Mund të marrim si shembull nëse i kemi dy variabla si Integer dhe me një variabël tjetër e
kemi zbritjen e tyre, nëse i ndryshojmë vlerat e dy variablave atëherë me anë të programimit
Reaktiv do të ndryshoj edhe vlera e variablës së tretë që paraqet zbritjen.
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2.3.1.

Si të arrihet programimi Reaktiv?
Duke filluar nga kërkesat që ne të ndërtojmë një aplikacion, por cilat janë ato kërkesa
dhe si duhet dalluar?
Modular/dinamik: me këtë rast ne do jemi ne gjendje të kemi një sistem të disponueshëm
24/7, pasiqë modulet punojnë të pavarura nga njëra-tjera. Kjo ndihmon të kemi një strukturë
më të mirë të aplikacionit tonë.
I shkallëzueshëm: në këtë mënyrë ne mund të kemi një numër më të madh të të dhënave dhe
të përdoruesve.
Responsiv: nënkupton që sistemi të jetë i shpejtë dhe i disponueshëm [6].
Për një sistem modular mund të përdorim mikroservise, ndarja e aplikacionit në komponenta
ose mikroservise të cilat nuk ndikojnë në punën e njëra-tjetrës gjatë ndryshimeve që do të
bëjmë.
Në Figura 2 është paraqitur procesi i programimit Reaktiv.

Figura 2. Programimi Reaktiv ( burimi https://pt/slideshare.net/)
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2.3.2.

Rrjedhat Reaktive
Rrjedhat Reaktive janë një iniciativë për të siguruar një standard për përpunimin
asinkron, e cila e kthehen një rezultat jo-bllokues. Kjo përfshin përpjekjet që synojnë
mjediset e ekzekutimit (JVM dhe JavaScript) si dhe protokollet e rrjetit [9].
Qëllimi i tyre është gjetja e një grupi minimal të interface-ave, metodave dhe protokolleve
që do të përshkruajnë operacionet dhe entitet e nevojshme për të arritur qëllimin do të thotë
rrjedhat asinkrone të të dhënave. Të gjitha këto rrjedha të të dhënave implementohen me anë
të Projector Reactori-t siç janë Mono dhe Flux.
Si shembull një repository i të dhënave në rolin si Publisher mundet të paraqes të dhëna që
një HTTP server në rolin e Subscriber pastaj mundet t’i shkruaj ato të dhëna si përgjigje. Do
të thotë se qëllimi dytësor i Reactive Streams është që ta kontrolloj rrjedhën se sa shpejt ose
ngadalë the publisher i paraqet ato të dhëna.

2.3.3.

Çfarë janë REST Aplikacionet ?
RESTful API është një stil i arkitekturës i cili bën ndërveprimin e programeve, të cilat
përdorin HTTP request për përdorim dhe dërgim të të dhënave. Këto të dhëna përdorin GET,
POST, PUT, PATCH, DELETE, për marrjen e të dhënave, dërgimin, azhurnimin e të
dhënave, si dhe fshirjen. Një API paraqet një pjesë të kodit që mundëson komunikimin mes
dy softuerëve.
Disa shembuj të shërbimeve RESTful:
● Amazon’s Simple Storage Service (S3) (http://aws.amazon.com/s3)
● Shërbimet që ekspozojnë the Atom Publishing Protocol
(http://www.ietf.org/html.char ters/atompub-charter.html) dhe variantet sikur
GData (http://code.google.com/ apis/gdata/)
● Shumica nga Yahoo!’s ueb shërbimet (http://developer.yahoo.com/)
● Static web sites [11]
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Për ndërtimin e një RESTful ueb shërbimi mund të përdorim WebFlux dhe WebClient
përdoruesi i shërbimit. Spring WebFlux është një ueb kornizë, e cila ndërtohet për
Hyrje/Dalje asinkrone të të dhënave, dhe gjithashtu lejon aplikacionin të punojë më mirë,
pjesë e cila do shqyrtohet më shumë në pjesën e rezultateve. Ndërsa WebClient është një
ndërfaqe e cila reprezenton pikën kryesore për performim të kërkesave në ueb.
2.3.4.

Përparësitë dhe mangësitë
Si përparësi mund të përmendim që programimi Reaktiv i ndihmon zhvilluesve në
rritjen e përformancës së një aplikacioni, i cili mund të ketë një numër të madh të të dhënave.
Modulet e programimit Reaktiv janë më fleksibile, të shkallëzueshme dhe elastike, më
tolerante ndaj dështimeve, responsive me nivel të lartë, përdorin burime në mënyrë efikase
[7]. Kodi është më i pastër dhe më lehtë për ta mirëmbajtur, gjithashtu përparësi e tij është
edhe trajtimi i gabimeve pasiqë është më i mirë dhe kryhet më lehtë.
Mangësitë e programimit Reaktiv mund të themi që është që ka një memorie intensive të
vendosjes së të dhënave për shumicën e kohës. Konsiderohet i papërshtatshëm për ta mësuar
në fillim, shpesh është konfuz dhe duket i ngjashëm me programimin Reaktiv Funksional,
mungesë të burimeve të thjeshta dhe të lehta për ta mësuar [8].

Programimi Funksional

2.4.

Programimi Funksional nënkupton programimin se si funksionet, variablat dhe vlerat
veprojnë në matematikë. Programimi Funksional e ka pasur fillimin e tij para se të ekzistonin
kompjuterët digjital. Këto koncepte ishin zbuluar në vitin 1930 nga Alonzo Church dhe
Haskell Curry [12]. Ndryshe programimi Funksional është paradigmi i cili lejon përdorimin
e shprehjeve si shembuj deklarimi i funksioneve, përdorimi i funksioneve si deklarata si dhe
kalimi i funksioneve si argumente, të gjitha këto mund të implementohen duke përdorur
versionin e 8-të të gjuhës programuese Java. Të dhënat janë të pandryshueshme (immutable),
që nënkupton që këto të dhëna janë të pandryshueshme pasi të krijohen. Paradigmi i
programimit Funksional është më shumë Deklarativ se sa Imperativ. Nëse keni njohuri rreth
këtij paradigmi, atëherë kodi është shumë më i kuptueshëm, më lehtë i testueshëm në
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krahasim me kodin në programimin Imperativ dhe të Orientuar në Objekte. Disa nga
konceptet kryesore të këtij paradigmi janë:
Funksionet e thjeshta: këto funksione kanë dy veçori kryesore, i japin gjithmonë rezultatet
e njëjta për ato argumente, dhe së dyti nuk kanë efekte anësore gjatë modifikimit të
argumenteve dhe variablave globale. Veçori tjetër është edhe pandryshueshmëria që
gjithmonë të vetmin rezultat që e kthen është vlera [13]. Funksionet e thjeshta gjithashtu
ndihmojnë të shkruajmë në mënyrë paralele aplikacionet jo të njëjta. Kur përdorim këtë lloj
kodi, një kompajler mundet të bëjë shumë gjëra, paralelizimin e instruksioneve,
memorizimin e rezultateve deri sa këto rezultate nuk ndryshojnë, gjithmonë përderisa nuk
ndryshon hyrja e tyre. Si shembuj kemi një funksion zbritja(a,b) me dy argumente dhe
kthehet return a-b pa i ndryshuar dy argumentet nga funksioni.
Rekursioni: funksionet rekursive e thërrasin vetvetën, derisa të arrihet çështja bazë. Pasiqë
në programimin funskional nuk ka përdorim të unazave “for” ose “while” gjithmonë përdoret
rekursioni [13]. Si shembull mund të përmendim Fibonacci.
Fibonacci është metodë rekursive që paraqet në seri të numrave, ku secili numër është shuma
e dy numrave të mëparshëm.
Në Figura 3 është paraqitur metoda rekursive përmes Fibonacci-t.

Figura 3. Metoda rekursive Fibonacci
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Në Figura 4 është paraqitur rezultati nga metoda rekursive duke përdorur Fibonacci.

Figura 4. Rezultati Fibonacci

Transparenca Referuese: transparenca referuese nënkupton mosndryshimi i vlerave të
variablave gjatë programit. Në programimin funksional variablat deklarohen njëherë dhe nuk
e ndërrojnë më vlerën e tyre, kjo mund të ndodhë vetëm me deklarimin e variablave të reja
[13]. Si shembull x = x+1 ndryshimi i vlerës së variablës x, kështu që kjo shprehje nuk është
referencë transparente.
Funksionet janë të klasit të parë dhe mund të jenë të rendit të lart: variablat e klasave të
para mund të jenë si parametra, mund të kthehen nga funksionet ose të vendosen në strukturën
e të dhënave ose mund të themi janë funksione që trajtohen si një objekt i vetëm. Ndërsa
funksionet e nivelit të lart janë funksionet që i marrin funksionet e tjera si argumente dhe
mund të kthejnë funksione gjithashtu [13]. Si shembull kemi funksionin function
highOrderFunc() i cili e kthen një funksion tjetër return function (), me ndonjë mesazh të
çfarëdoshëm p.sh System.out.println(“Hello”).
Variablat janë të pandryshueshme: tek programimi funksional nuk mund të modifikojmë
një variabël të cilën e kemi inicializuar. Mund të krijojmë variabla të reja. Këto klasa të
pandryshueshme i kanë të mirat për qëllimet e caching pasiqë nuk ka nevojë të shqetësohemi
për ndryshimet e vlerave [14]. Me termin caching nënkuptojmë një pjesë e vendosjes së të
dhënave në një kohë të përkohshme, si shembull kur kthehemi mbrapa tek një faqe të cilën e
keni shikuar më parë, browseri i merr ata fajlla shumë më shpejt nga cache se sa nga serveri
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origjinal. Një e mirë tjetër e klasave të Pandryshueshme është që vetvetiu kanë sigurinë përsa
i përket thred-ave, kështu që nuk duhet shqetësuar kur kemi të bëjmë me një ambient me
shumë threda.

2.4.1.

Programimi Funksional duke përdorur gjuhën skriptuese JavaScript
JavaScript është gjuhë skriptuese, interaktive dhe e arritshme. Nuk ka nevojë për
përpilim të domosdoshëm, gjithashtu shfletuesi i juaj i pëlqyer mund të punoj si interpretues
dhe si ambient zhvillues i programit tuaj, pa pasur nevojë për shkarkimin e ndonjë softueri
për zhvillim.
JavaScript është një teknologji shumë e rëndësishme, e cila ka një përdorim shumë të
madh nga ana e zhvilluesve të shumtë. Rol të madh në zhvillimin e saj kanë luajtur libraritë
dhe frejmourkat, siç janë backbone.js, jQuery, underscore.js dhe shumë të tjera. JavaScript
me një fjalë mund të themi që është gjuhë programuese funksionale [18]. Programimi
Funksional është shumë me rëndësi, i fuqishëm, dhe elegant. Është shumë efikas dhe i
përdorur për strukturën e të dhënave të mëdha. Përdorimi i JavaScript si funksionale
nënkupton mundësinë e manipulimit me DOM (hartuesi i objektit të dokumentit), sortimin e
API përgjigjeve si dhe performimi i punëve të tjera në rritjen e uebfaqe-ve komplekse [18].
JavaScript Node.js libraria është platforma standarde për krijimin e programimit nga
ana e serverit dhe aplikacioneve të bazuara në rrjet. Ana e serverit nënkupton operacionet që
kryhen nga serveri në lidhjen klient-server në një rrjet kompjuterik.Një rast përdorimi
funksional nga ana e serverit është lejimi i përdoruesve të shumtë në ndryshimin e të njëjtës
përmbajtjeje. Me anë të programimit Funksional është zgjidhur problemi, që dy ose më
shumë persona të mund të bëjnë ndryshime në të njëjtën kohë dhe përmbajtje, duke e shfaquar
historinë e atyre personave që kanë kryer punët e tyre.
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2.4.2.

Llojet e gjuhëve të tjera drejt programimit Funksional
Perl fokusohet më shumë ndaj efekteve anësore, sesa shumica e gjuhëve të
programimit. E përfshin një argument të veçantë, i cili i bën efektet anësore si tiparet
thelbësore të tij. Por nuk rekomandohet shumë puna me programimin Funksional [2].
Java gjuhë shumë e rëndësishme e cila i takon gjuhëve të programimit të orientuar në
objekte, por kohëve të fundit nga Java 8 ka filluar përdorimi i programimit Funksional siç
janë shprehjet Lambda, por nuk duhet përdorur gjithmonë si në rastet për menaxhimin e
databazës ose aplikaconeve të mësuarit e makinës [2]. Pra, duhet të bëjmë kujdes kur duhet
përdorur paradigmin e programimit Funksional me gjuhën programuese Java.
Scala qëllimi kryesor është kombinimi i programimit të Orientuar në Objekte me atë
Funksional në një gjuhë koncize, të nivelit të lartë. Llojet statike të Scala-s ndihmojnë në
shmangien e defekteve tek aplikacionet komplekse, si dhe ndërtimin e sistemeve me
performancë të lartë [2]. Shumë zhvillues e shohin Scala-n si një mundësi për kalim nga
programimi i Orientuar në Objekte në atë Funksional [2].
Python në mënyrë shumë aktive inkurajon programimin Funksional. Kjo mund të
shihet nga fakti që çdo funksion e ka së paku një hyrje, vetvetën [2]. Kjo nënkupton që
gjithmonë diçka që është e qartë është shumë më e mirë se sa ajo që është e padyshimtë.
Clojure është diku 80% funksional. Pasiqë, të gjitha vlerat janë të pandryshueshme,
ashtu siç janë të nevojshme në programimin Funksional.
Haskell është njëra ndër gjuhët që është pothuajse plotësisht funksionale dhe e
shtypur në mënyrë statike të pandryshueshme. Nuk është shumë e lehtë për ta mësuar si
gjuhët e tjera, por padyshim mendohet që ia vlen një investim i tillë për mësimin e kësaj
gjuhe funskionale [2]. Ka një ndikim të madh në korigjimin e ndonjë programi.
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2.4.3.

Përparësitë dhe mangësitë
Përparësitë e përdorimit të programimit Funksional janë të shumta, pasiqë vet mësimi
i këtij paradigmi të bën një programues shumë më të mirë, në zgjidhjen e shumë problemeve.
Në Tabela 2 kemi paraqitur disa nga veçoritë kryesore të cilat hyjnë tek përparësitë dhe
mangësitë e Programimit Funksional.
Tabela 2. Përparësitë dhe mangësitë e Programimit Funksional

Përparësitë

Mangësitë

Kod i pastër- Programet Funksionale

Funksionet e thjeshta- Shkruarja e

janë më të thjeshta, kod i shkurtër, kod i

funksioneve të thjeshta është e lehtë, por

pastër, kjo thjeshtëson testimet,

kombinimi i tyre në një aplikacion është pjesa

mirëmbajtjen si dhe korigjimin e

ku gjërat bëhen më të vështira

gabimeve
Modulariteti- Ndarja e problemeve të

Terminlogjitë matematikore-

mëdha në pjesë të vogla të po të njëjtit

Terminologjitë e përparuara matematikore siç

problem, të cilat testohen më lehtë,

janë shprehjet lambda, monad, funktor bëjnë

mirëmbahen më lehtë

disa paqartësi tek zhvilluesit e rinjë

Ripërdorimi- Shumë nga këto module,

Rekursioni- Për shumë njerëz rekursioni

mund të ripërdoren edhe më pas në

duket si diçka jo e vertetë

funksione të ndryshme në program
Reduktimi i bashkimit- Bashkimi është Vlerat e pandryshueshme dhe rekursionisasia e varësisë në mes moduleve në

Këto dyja mund të shkaktojnë probleme,

program, ndryshimi i një funksioni nuk

duke përfshirë përdorimin e RAM memories

ndikon në ndryshimin e moduleve,

si dhe shpejtësisë

funksioneve të tjera
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3.

DEKLARIMI I PROBLEMIT
Programimi ka evoluar e bashkë me të edhe gjuhë të ndryshme. Si paradigmi më i

përdorur dhe më i njohur është programimi i Orientuar në Objekte. Ky programim bazohet
kryesisht në objekte, këto objekte përmbajnë të dhëna në formë të atributeve si dhe kodin në
formë të metodave. Përmes objekteve mundësohet ndërveprimi me botën e vërtetë. Përveç
këtij paradigmi ekzistojnë edhe paradigma të tjerë shumë me rëndësi, si programimi
Imperativ, Reaktiv dhe Procedural.
Këta tre paradigma së bashku me programimin e Orientuar në Objekte janë shumë të
rëndësishëm, dhe secili prej tyre përdoret në gjuhë të ndryshme. Kanë ndikim të madh në
zgjidhjen e shumë problemeve gjatë zhvillimit të moduleve, komponentave dhe
aplikacioneve të ndryshme.
Disa probleme lidhur me përdorimin e këtyre paradigmave duhen cekur si në vijim:
● Cilat gjuhë të programimit përkrahin këta paradigma?
● Si të arrijmë një kod të pastër dhe të shkurtër?
● Dallimet në mes të paradigmave?
● Në cilat raste të përdorim cilin prej tyre?
● Krahasimin në mes tyre, përparësitë dhe mangësitë?
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4.

METODOLOGJIA
Për realizimin e këtij punimi të diplomës është përdorur një nga metodologjitë e njohura

ajo e krahasimit, ku në fillim janë sqaruar konceptet kryesore të tri llojeve të paradigmave,
pastaj krahasimet në mes tyre, duke lënë të kuptohen përparësitë dhe mangësitë e tyre.
Hulumtimi kryesisht është bazuar në libra, artikuj shkencor, si dhe nga një pjesë e imja,
nga njohuritë që kam pasur deri më tani si zhvilluese me gjuhë programuese Java. Prandaj,
ky punim diplome është zhvilluar në pjesën teorike në të cilën sqarohen termat dhe konceptet
kryesore, si dhe në pjesën praktike duke e përfshirë implementimin e shembujve dhe REST
API-ve për tre paradigmat e përmendur mbi të cilat edhe është punuar ky punim diplome.
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5.

REZULTATET
Ky nënkapitull përfshin disa sqarime më shumë rreth tre paradigmave të shqyrtuar më

lart. Për kuptimin dhe krahasimin e tyre, është bërë implementimi në gjuhën programuese
Java duke përdorur frejmourkun Spring Boot.

Shembuj të Programimit Imperativ

5.1.

Duke kuptuar që gjuha programuese Java është gjuhë Imperative do të thotë zhvillohet
duke përdorur paradigmin Imperativ, tani për të kuptuar më mirë atë që është diskutuar më
lart kemi implementuar disa shembuj të thjeshtë, të cilët sqarojnë në përgjithësi këtë lloj të
programimit.
Në Figura 5 është paraqitur një shembull i thjeshtë, i cili tregon formën e programimit
Imperativ, duke filluar me deklarimin e një variable Integer në këtë rast shuma e inicializuar
me vlerë zero. Pastaj për të gjetur komplet shumën deri tek numri 100 kemi përdorur unazën
for, e cila ekzekutohet disa herë sipas radhës, dhe plotëson kushtin për shumën e këtyre
numrave. Ky është lloj i programimit Imperativ i cili e tregon rrjedhën e pastër dhe hap pas
hapi drejt një rezultati.

Figura 5. Shuma sipas programimit Imperativ
Në Figura 6 është paraqitur shembull tjetër duke përdorur programimin Imperativ, në këtë

rast kemi deklaruar një listë të tipit Integer. Dhe për t’a mbushur këtë listë me vlera kemi
përdorur unazën for each, me ç’rast kemi deklaruar tipin Integer. Kushti që duhet plotësuar
është që numrat në listë të mund të shtohen vetëm nëse nuk ekzistojnë të njëjtit në uniqueList.
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Figura 6. For each në programimin Imperativ

Kalimi nga programimi Imperativ në programimin Funksional

5.2.

Duke parë që në programimin e tanishëm rol të madh po luan programimi Funksional,
e sidomos ai në gjuhën programuese Java në versionet 8-të dhe lart. Kjo ndoshta më shumë
tek zhvilluesit me një përvojë më të madhe, pasiqë janë në dijeni të hapave të programimit
dhe logjikës së tij. Mund të kuptojmë me disa shembuj kalimin nga programimi Imperativ në
atë Funksional, kodi bëhet shumë më i shkurtër dhe konciz.
Në rastin kur kemi programim imperativ përdorim unazën for ose for each, siç shihet kur
kemi një listë dhe atë listë e mbushim me të dhëna duke përdorur unazën foreach. Ndërsa për
rifaktorim të kodit për kalimin e këtij kodi në një version 8 të Java-s përdorim shprehjet
Lambda, përkatësisht në këtë rast foreach(). Që është një metodë e paracaktuar e cila
definohet në interface Iterable. Metodën forEach() e kemi përdorur për të kaluar në elemente
dhe kthimin e tyre duke përdorur metodën getName().
Në Figura 7 kemi paraqitur një shembull duke përdorur pogramimin Imperativ.
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Figura 7. Programimi Imperativ

Në Figura 8 kemi paraqitur shembullin duke përdorur programimin Funksional.

Figura 8. Programimi Funksional
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Shembuj të programimit Reaktiv

5.3.
5.3.1.

RxJava
RxJava është librari e zhvilluar nga personat që punojnë me Java, e udhëzuar nga
Netflix. Pasiqë gjuha programuese Java nuk është gjuhë reaktive, njëra ndër libraritë që
përdoret është RxJava e cila e përdor Observer Patternin.
Observer Patterni është një dizajn pattern i cili përmban dy lloje të objekteve observer
(vëzhguesin) dhe subjektet. Më këtë rast observer është objekti i cili i vëzhgon ndryshimet të
një apo më shumë subjekteve, ndërsa subjekti është lista që përmban vëzhguesit dhe i njofton
ata kur ka nevojë për ndryshime në gjendje [3].
Java SKD i implementon Observer Pattern me klasën java.util.Observable dhe interfejs-in
java.util.Observer. Në Figura 9 kemi paraqitur kodin për Observer Pattern.

Shembull:

Figura 9. Observer Patterni
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Klasa Subjekt e trashëgon klasën Observable nga libraria e Java-s, dhe deklaron një metodë
e cila njofton vëzhguesin sapo të pranohet një send. Klasa MyObserver e implementon
interfejs-in Observer dhe e mbishkruan metodën update që pranon objektin Observable dhe
sendin.
Për implementim të Observer pattern-it ekzistojnë disa metoda më të thjeshta, të cilat mund
t’i përmendim si: metoda The Observable.from, metoda The Observable.just, metoda The
Observable.create.
Metoda The observable.from përdoret për krijmin e Observable instances, nga një
koleksion i grup listave. Kur thirret metoda subscribe() tek instanca e Observable, të gjithë
elementet që kanë qenë të listuar, kalojnë tek metoda subscribe() [6].
Në Figura 10 kemi paraqitur kodin për metodën The observable.form( ).

Figura 10. Metoda The observable.from()

Metoda The Observable.just përdoret në rastet për krijimin e Observable instances, nga një
objekt i vetëm. Metoda just() i lëshon parametrat si njoftime onNext dhe pas kësaj si njoftime
onCompleted. Tek metoda onNext, printon vlerën prefiksin fillestar të emrit, onCompleted
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printon emrin me prefiksin e fundit, si dhe metoda onError printon errorin së bashku me
emrin [6]. Në Figura 11 është paraqitur metoda The observable.just().

Figura 11. Metoda The observable.just()

Metoda The Observable.create është metoda e cila thirret në rastin kur kemi metodën
Observable.subscribe(). I merr një parametër të tipit onSubscribe. Ky interfejs trashëgon
Action1<Subscriber<?super T>> interfejs-in. Ky tip ka vetëm një metodë, e merr vetëm
një argument të tipit Subscriber<T> dhe nuk kthen asgjë [6].

Metoda The Observable.subscribe() i ka disa versione siç janë cekur më poshtë:
subscribe(): injoron të gjitha emetimet nga një instancë Observable dhe hedh një
OnErrorNotImplementedException përjashtim nëse ka OnError njoftimin.
subscribe(Action1<? super T>): kjo metodë pajtohet vetëm me azhurnimet e shkaktuara nga
metoda

OnNext().

Injoron

metodën

OnCompleted

dhe

hedh

përjashtimin
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OnErrorNotImplentedException. Nuk është alternativë e mirë për kodin i cili do përdoret në
përfundim, pasiqë nuk mund të jetë e sigurt që nuk do ketë gabime gjatë ekzekutimit [6].
subscribe(Observer<? super T>): përdorë të gjithë parametrat e Observer pattern-it si
onNext/onError/onCompleted metodat, për pranimin e njoftimeve nga instanca Observable.

5.3.2.

WebFlux
WebFlux është modul i kornizës Spring, i cili na mundëson të krijojmë REST
aplikacione reaktive, duke përdorur klasa gjenerike Flux dhe Mono të cilat janë
implementime të “publish”. Flux e përdorim nëse kemi një rezultat i cili është listë e
objekteve. Ndërsa Mono përdoret për kthimin e vetëm një elementi ose objekti.
Në Spring WebFlux kur e thërrasim një API që kthen një mono ose një fluks, do të marrim
menjëherë rezultatin [10]. WebFlux ka mundësinë e përdorimit për programim Imperativ.
Kjo arrihet përmes metodës .block(). Kjo metodë të bënë konvertimin nga asinkron në
sinkron.
Në Figura 12 kemi paraqitur kodin për implementim të WebFlux.

Figura 12. WebFlux

23

5.3.3.

Krijimi i Reactive REST APIs me Java / Spring WebFlux
Si fillim kam krijuar një projekt të ri si Spring projekt, në atë rast kam marr të gjitha
varësitë që nevojiten për krijimin e këtij projekti. Këto informata si dhe konfigurime ruhen
në një fajll të veçantë pom.xml Modeli i Objektit të Projektit. Si sistem për menaxhimin e të
dhënave do të përdorim PostgreSQL.
Për zhvillim kemi filluar krijmin e entiteve, në këtë rast kemi klasën Përdoruesi me
atributet të shënuara më poshtë, që nënkupton që këto të dhëna ruhen në tabelën e përdoruesit.
Në Figura 13 është paraqitur kodi për entitet.

Figura 13. Entiteti

Entitet krijohen dhe qëndrueshmëria e këtyre të dhënave kryhet me anë të
ReactiveCrudRepository. Siç edhe është paraqitur në Figura 14, në atë pjesë të kodit mund
të shohim dy objektet kryesore të programimit Reaktiv Mono dhe Flux.
Në rastin findByMosha do kthehen të gjithë përdoruesit me moshë më të madhe se 1, ndërsa
në rastin me Mono siç është metoda findById kthehet vetëm një përdorues me Id përkatëse.
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Figura 14. Repository

Në vijim vjen pjesa e shërbimeve të domenit, të cilat paraqesin pjesën logjike të
këtyre shërbimeve e cila paraqitet në Figura 15. Në këtë pjesë të kodit kemi metodat e veçanta
për krijim, ndryshime, fshirje, me një fjalë njihen si CRUD operacionet. Mund të dallojmë
pjesën e programimit Reaktiv klasat ose objektet Mono dhe Flux të cilat i kemi përdorur
varësisht nga metoda. Por, gjithashtu duhet përmendur edhe pjesën e programimit Funksional
tek pjesa e flatMap metodës, që nënkupton një kombinim të dy programimeve brenda një
klase të përbashkët.
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Figura 15. Shërbimet e Përdoruesit

Si vazhdim kemi klasën PerdoruesiController, e cila përfshin krijmin e pikave
përfundimtare të cilat njihen si endpoints. Me anë të këtyre pikave përfundimtare klientët
mund t’i qasen domenit tonë nga përspektiva e jashtme. Me një fjalë kjo njihet si REST
Controller. Kontrolluesi na ofron HTTP operacione të ndryshme. Si operacione kemi metodat
GET, POST, PUT, PATCH, DELETE, të cilat do t’i demonstrojmë në pjesën me veglën e
njohur Postman.
Në Figura 16 kemi paraqitur kodin, në të cilin kemi përdorur të gjitha metodat HTTP,
si dhe logjikën e implementimit duke përdorur klasën PerdoruesiService, në të cilën është
zhvilluar edhe logjika kryesore e këtyre REST API. Për dallimin e metodave duhet përdorur
shënimet si @PostMapping, @GetMapping, @DeleteMapping, @PutMapping, të cilat
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përdoren kryesisht për krijmin e një përdoruesi, kthimin e një liste të përdoruesve, fshirjen e
tyre si dhe azhurnimin e ndonjërit nga përdoruesit.

Figura 16. PërdoruesiController

Për ruajten e të dhënave të cilat i kemi shkruar në pjesën e Entitetit, kemi përdorur
sistemin për ruajtjen e të dhënave PostgreSQL. Kemi definuar pjesën për konfigurim të
databazës në një fajll të veçantë application.yml, në këtë rast kemi përdorur driverin R2DBC,
i cili synon krijmin Reaktiv të API me databazën PostgreSQL. Gjithashtu kemi krijuar edhe
një skriptë schema.sql e cila krijon tabelën dhe kolonat të cilat i kemi definuar, ekzekutimi i
skriptës bëhet duke përdorur klasën CustomConnectionFactoryInitializer e definuar si objekt
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në libraritë e Springut. Në Figura 17 kemi paraqitur pjesën e kodit për konfigurim të bazës
së të dhënave.

Figura 17. Definimi i Konfigurimit të bazës së të dhënave

Në Figura 18 kemi paraqitur skriptën të shkruar në SQL.

Figura 18. Skripta në SQL

Në Figura 19 paraqitet kodi për ekzekutim të skriptës schema.sql.
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Figura 19. Ekzekutimi i Skriptës schema.sql

Në Figura 20 paraqitet PostgreSQL databaza, siç mund të vërejmë tabelën përdoruesit e
krijuar nga skripta schema.sql, ndërsa mbushja e të dhënave është bërë duke përdorur veglën
Postman.

Figura 20. PostgreSQL dhe tabela Perdoruesit
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Për testim të databazës si dhe gjithë projektit, përdorim veglën Postman, e cila
ndihmon testimin në mënyrë lokale të të gjithë endpoint-ave që kemi krijuar. Në Figura 21
kemi krijuar një përdorues përmes metodës POST. Për krijim të përdoruesit kemi përdorur
JSON i cili paraqet një format të tekstit standard për reprezentim të të dhënave të strukturuara
të bazuara në një sintaksë të JavaScript. JSON përdoret zakonisht pë transmetimin e të
dhënave në ueb aplikacione, si shembull dërgimi i të dhënave nga serveri tek klienti, në
mënyrë që të mund të shfaqet në ueb faqe, në rastin tonë përdoruesi ruhet menjëherë në
databazë.

Figura 21. Krijimi i një përdoruesi

Në Figura 22, kemi një endpoint tjetër duke përdorur metodën GET, si dhe URL,
përmes localhostit duke përdorur portin 8383 të cilin e kemi specifikuar në konfigurim tek
fajlli application.yml. Përmes metodës GET shihet që do kthehen të gjithë përdoruesit të cilët
janë ruajtur në bazën e të dhënave, formati që na kthehet është i tipit JSON.
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Figura 22. Kthimi i të gjithë përdoruesve përmes GET

Përmes metodës PUT bëhet azhurnimi i të dhënave të lejueshme, gjithmonë duke përdorur
formatin si JSON, dhe përmes Id, duke theksuar të dhënat e cilit përdorues duam t’i
azhurnojmë. Në Figura 23 paraqitet metoda për azhurnimin e të dhënave.

Figura 23. Azhurnimi i të dhënave

Fshirja e përdoruesit bëhet duke përdorur metodën DELETE në Postman, gjithashtu duke i
dërguar si variabël kryesore numrin e Id të përdoruesit që dëshirojmë për ta fshirë. Si rezultat
kthehet një përgjigje me një status 200 i cili tregon që ky veprim është përfunduar në rregull,
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dhe për ta vërtetuar mund të përdorim metodën GET dhe të shikojmë nëse ky përdorues është
fshirë me sukses. Në Figura 24 paraqitet metoda për fshirjen e përdoruesit me id 1.

Figura 24. Fshirja e Përdoruesit

Shembuj të programimit Funksional

5.4.
5.4.1.

Krijimi i një klase Immutable
Për krijimin e një klase si klasë të pandryshueshme, duhet ndjekur disa hapa kryesor:
si fillim duhet bëhet deklarimi i klasës si finale në mënyrë që të mund të trashëgohet,
deklarimi i fushave si private në mënyrë që të mos kemi qasje direkte në to. Nuk kemi nevojë
për metodat setter të variablave, të gjitha fushat e ndryshueshme duhet të jenë finale në
mënyrë që vlera e tyre të përcaktohet vetëm një herë. Inicializimi i të gjitha fushave duhet
bërë përmes një konstruktori, duke përdorur kopje të thellë. Kopja e thellë nënkupton krijmin
e një objekti të klonuar i cili është i pavarur nga objekti origjinal, dhe të gjitha ndryshimet që
bëhen tek objekti i klonuar nuk do afektojnë pjesën e objektit origjinal. [14].
Në Figura 25 kam vendosur një shembull duke deklaruar një klasë immutable, me atributet
përkatëse, metodat get, si dhe konstruktorin, klasa është deklaruar si finale gjithashtu edhe
atributet për të qenë të pandryshueshme.
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Figura 25. Klasa Immutable

5.4.2.

Shprehjet Lambda
Shprehjet Lambda paraqesin instanca të ndërfaqeve funksionale. Me një ndërfaqe
funksionale nënkuptojmë një ndërfaqe me një metodë të vetme abstrakte. Si shembull mund
të përmendim klasën java.lang.Runnable [15]. Me anë të shprehjeve Lambda kemi një kod
më të pastër, më konciz dhe fleksibil, gjithashtu edhe bëhet reduktimi i kodit të përsëritur.
Këto shprehje kanë filluar të përdoren në versionin e 8-të të Java-s, të cilat kanë ndihmuar
shumë në pjesën e strukturimit, kuptimit të kodit tek zhvilluesit e ndryshëm. Ndryshe
shprehjet Lambda njihen me fjalën funksione anonime pasiqë mund të përmbajnë vetëm një
lisët të argumenteve si dhe trupin. Funksionet anonime nuk janë koncepte të panjohura në
Java, pasiqë janë përdorur në kalimin e instancave në klasat anonime. Në rastet kur një klasë
anonime kishte vetëm një metodë, neve na është dashur të shkojmë me mënyrën për krijimin
e një klase, megjithëse anonime, si dhe instantizimin e saj. E gjithë kjo tani mund të kryhet
me një sintaksë në Java duke i përdorur Shprehjet Lambda. Për më tepër ne jemi mësuar të
abstrakojmë koncepte me objekte. Tani mund të kombinojmë sjellen abstrakte përmes këtyre
shprehjeve Lambda [16]. Në Figura 26 është paraqitur një shembull për shprehjet Lambda
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duke bërë implementimin e një interfejs funksional që përmban vetëm një metodë abstrakte,
të cilën e thërrasim më vonë përmes shprehjes Lambda.

Figura 26. Shprehjet Lambda

Sintaksa kryesore për Shprehjet Lambda është : operatori lambda -> trupi
Zero parametra: () -> System.out.println(“Zero parametra lambda”);
Një parametër : (p) -> System.out.println(“Nje parameter lambda:” +p);
Nuk është e obligueshme përdorimi i kllapave, në rastin kur kemi vetëm një parametër
Shumë parametra: (p1, p2) -> System.out.println("Shumë parametra: " + p1 + ", " + p2);
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5.4.3.

Përdorimi i Shprehjeve Lambda
Stream API përdoret për përpunimin e koleksioneve të objekteve. Një stream paraqet
një sekuencë të objekteve të cilat mbështesin metoda të ndryshme, të cilat mund të na japin
rezultatet e dëshiruara. Disa nga veçoritë e metodës stream janë që nuk është një strukturë e
të dhënave në vend që të marr inputin nga klasa Collections, Arrays ose I/O kanalet. Stream
nuk e ndryshon strukturën origjinale të të dhënave, ato sigurojnë vetëm rezultatin në bazë të
metodave të tubacionave, që nënkupton intruksionet ekzekutohen njëra pas tjetrës [17].
Ekzistojnë dy lloje të operacionave në Streams: operacionet e ndërmjetme dhe operacionet
terminale.
Tek operacionet e ndërmjetme kemi këto metoda kryesore:

Metoda map() mbledh rezultatin e ekzekutimit të shprehjes Lambda dhe kthen koleksionin
e rezultateve. Metoda map siguron që numri i elementeve në hyrje do të jetë i ngjashëm me
sekuencën në dalje. Në kodin më poshtë është dhënë shembulli i metodës map(), në të cilin
kemi deklaruar një listë të numrave Integer, duke përdorë stream() metodën i kemi marr ata
numra, pastaj me metodën map() i kemi kthyer numrat që shumëzohen me vetëveten, duke
kthyer një koleksion të numrave siç shihet në Figura 27.

Figura 27. Metoda map()

Në Figura 28 kemi paraqitur rezultatin për metodën map( ).
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Figura 28. Rezultati i metodës map()

Metoda filter() përdoret për zgjedhjen ose filtrimin e elementeve duke përdorur kushtet e
nevojshme, ku kjo metodë e pranon një argument që kthen një vlerë boolean, nëse kthehet
vlera true, rezultati shtohet tek lista, në raste të tjera kalohet. Në kodin më poshtë shembulli
duke përdorur metodën filter(), e cila i filtron të gjithë emrat të cilët fillojnë me shkronjën S
duke përdorur shprehjen Lambda, si dhe në rezultat shihet që kthehet një koleksion i cili në
këtë rast kthen vetëm një element i cili plotëson kushtin për filtrim. Në Figura 29 kemi
paraqitur kodin për metodën Filter( ).

Figura 29. Metoda filter()

Metoda sorted() përdoret për sortim të një koleksioni ose një liste prej elementeve, të cilat
duhet të sortohen në bazë të kushtit të pranuar tek metoda sort(). Në Figura 30, kemi paraqitur
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kodin i cili e bën sortimin e emrave në bazë të alfabetit, duke kthyer kështu një koleksion të
të gjithë emrave të sortuar.

Figura 30. Metoda sorted()

Tek operacionet terminale kemi këto metoda:
Metoda collect() përdoret për të kthyer rezultatin e operacioneve të ndërmjetme të kryera
me anë të rrjedhave. Me ç’rast të gjitha rezultatet i grumbullon në një koleksion dhe në fund
kthen një listë me elemente të cilat i kanë plotësuar kushtet në bazë të operacioneve të
ndërmjetme. Siç shihet në Figura 31 metoda collect pranon një argument i cili i bën set
elementet së bashku në një koleksion të përbashkët.
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Figura 31. Metoda collect()

Metoda forEach() përdoret për të kaluar për gjatë çdo elementi i cili ndodhet në rrjedhë. Në
Figuar 32 kemi paraqitur metodën forEach() e cila e kthen një listë të numrave, të cilët janë
shumëzuar me vetvetën, duke iteruar në secilin element.
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Figura 32. Metoda forEach()

Metoda reduce() përdoret për reduktimin e elementeve tek një rrjedhë e të dhënave për një
vlerë të vetme. Kjo metodë pranon si parametër një operator binar. Në Figura 33 është
përdorur metoda reduce e cila kthen një rezultat të numrave që plotësojnë kushtin, numrat që
janë çift, me ç’rast reduce kthen shumën e të gjithë numrave çift.

`
Figura 33. Metoda reduce()
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5.4.4.

Krijimi i REST API përmes Java/Spring Boot në programimin Funksional
Si fillim kam krijuar një projekt si Spring Boot Projekt duke i marrë të gjitha varësitë
e nevojshme për implementimin e këtij projekti, pastaj kam definuar konfigurimin për
databazë që në këtë rast kam përdorur PostgreSQL databazën. Definimin e paketave të
veçanta për entitet, repository, shërbime, controller dhe skriptat e databazës.
Implementimi i këtij projekti përfshinë një numër më të madh të klasave unë do
paraqes disa prej tyre duke treguar përdorimin e programimit Funksional. Ky projekt paraqet
një platformë në të cilën mund të regjistroheni në dy lloje të përdoruesve si ofrues dhe
kërkues. Ofrues do jenë ata që do ofrojnë punë, ndërsa kërkues janë ata që kërkojnë personat
speficik për shërbimet të cilat i ofrojnë, si shembull kujdestarë për fëmijë, kujdestarë për të
moshuar. Në këtë mënyrë do sqarohet implementimi për përdoruesin që regjistrohet si ofrues
i shërbimeve, duke përdorur paradigmin Funksional, i cili lehtëson shumë punën gjatë
kodimit dhe na jep një kod të pastër.
Si fillim kemi krijuar një entitet i cili trashëgon një klasë tjetër në këtë rast User ose
përdoruesin. Provider ka disa atribute kryesore të cilat ndryshe në entitet paraqiten edhe me
mbishkrimin @Column do të thotë i takojnë tabelës provider. Gjithashtu duhet përmenduar
edhe lidhjen që është shumë me shumë pasi që një ofrues mundet të ketë shumë punë dhe një
punë mund të kryhet nga disa ofrues. Gjithashtu kemi një tabelë ndërmjetësuese
provider_jobs që bën lidhjen në mes tabelës së ofruesve dhe tabelës punët.
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Në Figura 34 është paraqitur kodi për entitetin Provider ofruesi i shërbimeve.

Figura 34. Provider Entiteti
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Në Figura 35 është paraqitur klasa User ose superklasa e cila trashëgohet nga klasa Provider
me disa atributet kryesore të cilat duhet t’i ketë një përdorues.

Figura 35. User Entiteti

Në Figura 36 kemi paraqitur një fajll për veçoritë e aplikacionit, për lidhjen me
databazë, porti komunikues. Gjithashtu spring.jpa.hibernate.ddl-auto e cila paraqet
një veçori të Spring Data JPA dhe kjo është mënyra për specifikimin e një vlere e cila do
kalohet në Hibernate në pronën të cilën e njeh. Hibernate është një vegël mapimi e objekteve
relacionare në gjuhën programuese Java, përdoret për qasjen e shtresës së të dhënave. Vlerat
create, create-drop, validate dhe update që i takojnë Hibernate, tregojnë mënyrën se si vegla
për menaxhimin e skemës do të manipulojë skemën e bazës së të dhënave që nga fillimi. Në
rastin tonë kemi përdorur validate operacionin i cili do të bëjë validimin e të dhënave në
tabela sa herë që bëhet ekzekutimi i aplikacionit.
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Figura 36. Vetitë e aplikacionit - application.properties

Në Figura 37 kemi pjesën e kontrollerit që është pjesa kryesore, pasiqë në të kemi
paraqitur pjesën e endpointave me të cilët do kryhet edhe komunikimi Rest. Siç mund të
dallojmë kemi përdorur metodat Http POST për regjistrimin e ofruesve, GET për kthimin e
përdoruesit aktual, si dhe për kthimin e të gjithë përdoruesve, gjithashtu edhe metodën PUT
dhe DELETE për azhurnim dhe fshirje.
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Figura 37. Provider Controller

Tek pjesa e implementimit të shërbimit kryhet logjika e gjithë aplikacionit, duke
përdorur metodat të cilat i implementojmë nga interfejs të cilin e kemi deklaruar. Metoda
register() mundëson regjistrimin e ofruesit në ueb aplikacion si dhe e bën ruajten e të dhënave
të tij në bazën e të dhënave.
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Në Figura 38 kemi pjesën e kodit për regjistrim të përdoruesit.

Figura 38. ProviderService - metoda për regjistrim

Tani si pjesë kryesore gjatë implementimit të këtyre metodave si në Figura 39 është
pjesa e përdorimit të Programimit Funksional. Metoda validateJobs bën valdimin e punëve
sipas emrit të punës, e gjithë kryhet duke përdorur metodën stream si pjesë e Java 8.
Gjithashtu edhe pjesa për trajtimin e përjashtimeve të cilët kthejnë statusin e nevojshëm, në
raste kur kemi përjashtime gjatë përdorimit të aplikacionit. Në këtë rast nëse nuk ekziston
puna me emrin që dëshirojmë ta validojmë, trajtohet një përjashtim që ajo punë nuk ekziston.
Metodat e tjera gjithashtu posedojnë metoda dhe shprehje Lambda siç është map() mapim
ose grumbullim i të gjitha objekteve të listës përkatëse, stream() ata të cilët do plotësojnë
kushtin e nevojshëm, filter() i filtron të gjithë punët me po atë emër.
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Figura 39. Metodat e Provider ServiceImpl

Në Figura 40 paraqitet kodi për pjesën e Interface të cilin e implementon klasa e
paraqitur më lart ProviderServiceImpl, në interface kemi paraqitur metodat të cilat i
implementuam në pjesën e logjikës së shërbimeve.
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Figura 40. Interface ProviderService

Regjistrimi duke përdorur veglën Postman, është kryer me sukses siç shihet edhe nga
status përgjigjja që është kthyer, kjo mund të dallohet tani në pjesën tjetër duke përdorur
metodën për kthimin e të gjithë përdoruesve. Në Figura 41 kemi pjesën për regjistrim duke
përdorur formatin JSON të të dhënave.

Figura 41. Regjistrimi i një Ofruesi
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Duke përdorur metodën GET, është shfaqur një listë e përdoruesve të cilët janë
regjistruar, informatat e të cilëve ruhen në bazën e të dhënave. Por, për gjenerimin e këtyre
përdoruesve kemi përdorur autorizimin e këtyre të dhënave duke implementuar Spring
OAuth 2.0 tokeni.
OAuth 2 është strukturë e autorizuar e cila mundëson që aplikacionet të marrin qasje
të kufizuar në llogaritë e përdoruesve tek një shërbim HTTP, siç janë Facebook, Gmail,
GitHub etj. Në OAuth kemi Access tokenin i cili është tokeni që klientët e përdorin për qasje
tek Serveri i Burimeve (API). Tokeni duhet të ketë një jetëgjatësi të shkurtër, në orë dhe
minuta, jo në ditë ose muaj. Në Figura 42 kemi pjesën kur kthehet një access token duke
përdorur kredencialet e sakta si Username dhe Password. Pastaj, po atë token e përdorim tek
pjesa e vendosur në Figura 43 duke mundësuar kthimin e përdoruesve.

Figura 42. OAuth 2 - tokeni
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Figura 43. Lista e përdoruesve
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6.

DISKUTIME DHE PËRFUNDIME
Si përfundim siç është cekur edhe më lart, tre llojet e programimit të cilët njihen edhe si

paradigma janë shumë të rëndësishëm dhe kanë gjetur përdorim të madh në shumë gjuhë
programuese. Kemi vënë re që secili nga ta mund të përdoret në raste të veçanta dhe jo të
gjitha gjuhët mund të përdorin tre paradigmat. Mirëpo, rifaktorimi i kodit nga një paradigmë
tek tjetri mund të kryhet shumë lehtë dhe të kuptohet nga gjithë zhvilluesit dallimi dhe
ndryshimi në mes tyre.
Dhe si pasojë mund të përmendim disa nga mënyrat se në cilat raste mund të përdoren
këta paradigma, duke ardhur në konkludim për krahasimin e secilit paradigëm, si sqarim disa
mënyra të thjeshta mbi të cilat mund të dallojmë secilin prej tyre. Duke përdorur metodën
për krahasim ne kemi arritur te kemi një ide për tre konceptet e përmendura, të cilët dallojnë
nga njëri-tjetri në bazë të veçorive që kanë. Këto veçori sqarohen si në vijim: në rastet kur
kemi komunikim sinkron i cili kryhet përmes komunikimit kërkesë/përgjigje atëherë duhet
përdorur programimin Imperativ, i cili trajton edhe pjesën e thredave dhe konkurencën. Në
rastin kur kemi manipulim dhe transmetim të të dhënave si: pjesë me llogaritje matematikore,
shumë, numërim dhe trasnformime përdorim programimin Funksional. Pasiqë në këtë rast
kemi mundësinë për të përdorur funksionet e gatshme si koleksion i të dhënave, në vend që
të kalojmë në secilin element. Si dhe në rastin kur kemi një rrjedhë asinkrone të të dhënave
në mes moduleve apo komponentave të ndryshme, do të thotë kur një komponent interesohet
për ndryshimet e komponentave të ndryshime përdorim programimin Reaktiv. Ky
komunikim asinkron realizohet me metodën publikoj/pajtohem. Nga shqyrtimi dhe
krahasimi i tre paradigmave kemi arritur në përfundime se secili programim ka veçorinë dhe
përdorshmërinë tek zhvillues të gjuhëve programuese të ndryshme, dhe mund të përdoren në
lloje të aplikacioneve më komplekse veçanërisht programimi Funksional dhe ai Reaktiv, të
cilët gjithashtu paraqesin një kod më të shkurtër, më konciz dhe të ripërdorshëm në module
dhe komponenta.
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