Over the years, a number of approaches have been proposed on the description of systems and software in terms of multiple views represented by models. This modelling branch, so-called multi-view software and system modelling, praises a differentiated and complex scientific body of knowledge. With this study, we aimed at identifying, classifying, and evaluating existing solutions for multi-view modelling of software and systems. To this end, we conducted a systematic literature review of the existing state of the art related to the topic. More specifically, we selected and analysed 40 research studies among over 8600 entries. We defined a taxonomy for characterising solutions for multi-view modelling and applied it to the selected studies. Lastly, we analysed and discussed the data extracted from the studies. From the analysed data, we made several observations, among which: (i) there is no uniformity nor agreement in the terminology when it comes to multi-view artefact types, (ii) multi-view approaches have not been evaluated in industrial settings and (iii) there is a lack of support for semantic consistency management and the community does not appear to consider this as a priority. The study results provide an exhaustive overview of the state of the art for multi-view software and systems modelling useful for both researchers and practitioners.
Introduction
Conventional wisdom on Model-Based Development (MBD) suggests that separation of concerns in modelling is crucial to manage the sheer complexity of modern software systems [1] . In fact, software engineering problems intrinsically involve many domains, each with their own experts, notations, and tooling [2] . Thus, providing these experts with views of the system that are specifically tailored to particular tasks enables superior clarity and simplicity by letting the experts focus on analysis and decision-making in their domain. Multi-view modelling favourably faces scalability from a clear separation of a number of dimensions. However, keeping these dimensions consistent is inherently difficult because of the hard problems of communication between the corresponding views [3] .
The advent of Model-Driven Engineering [4] , with its techniques, methods, and tools, eased the task of (partly or completely) automating the management of consistency across different dimensions [5] . The employment of uni-and bidirectional model transformations is commonplace in a wide range of applicative scenarios where changes applied to a view have to be automatically propagated to other views and related models synchronised [5] . Nonetheless, their employment is challenging as consistency restoration processes present difficulties and idiosyncrasies for both their foundations (e.g. [6] ) and pragmatics (e.g. [7] ). Furthermore, the separation can be based on heterogeneous criteria, including timescales, interface protocols, imposition of constraints, and any other mechanism to decompose the design problem into more tractable sub-problems [8] . For instance, in cyberphysical systems the distinction between cyber and physical aspects of a system might require addressing the difficult task of translating models from different formalisms with possible semantic misalignments that are not easy to deal with.
While the potential of multi-view modelling is particularly attractive because of its conceptual simplicity and elegance, the transfer of solutions to practice may be severely hampered on account of the inherent complexity that they must encode. Thus, a systematic review of the existing literature (SLR) can be useful to drive researchers and practitioners in assessing current solutions and their applicability in real-life scenarios [9] . In fact, it permits the identification, classification, and interpretation of findings from relevant research related to a specific research question or topic by synthesising existing work according to a predefined strategy. Bruneliere et al. [10] have recently produced a survey on modelling views; differences and complementarities between this work and ours are discussed in Sect. 2. Outline The remainder of this article is structured as follows. In Sect. 2, related work is presented and compared to our study. In Sect. 3, we introduce multi-view modelling by presenting its main characteristics. In Sect. 4, the research method is explained by defining the research questions, the selection criteria, data extraction, and finally synthesising the results. The subsequent section illustrates the publication trends, whereas Sect. 6 presents the technical characteristics of the analysed solutions. Sections 7 and 8 discuss the assessment and the limitations of the analysed research studies, respectively. Main findings and open challenges are given in Sects. 9 and 10 respectively, whereas the subsequent section discusses the threats to validity. Finally, Sect. 12 draws some conclusions.
Related work
Separation of concerns in general and multi-view modelling in particular are well-investigated research topics. Indeed, there exist at least a hundred research contributions dealing with multi-view modelling (see Sect. 4 for more details). In 2001, a state-of-the-art survey on multi-view modelling was devoted to approaches dealing with inconsistencies management [11] . In 2009, a systematic literature review (SLR) reported on the mechanisms tackling the specific issues of UML diagrams consistency [12] , while in 2017 another SLR targeted consistency requirements in the specific case of business processes modelling [13] .
Only recently, it appeared review on the state of the art of modelling views [10] . In this work, Brueneliere et al. review multi-view approaches from a perspective that can be considered orthogonal to our SLR. In fact, their work focuses specifically on what the modelling views expose in terms of features, both at design and at run-time, when it comes to specifying and synchronising each of the views as considered in isolation. Our work instead categorises multi-view solutions by means of their overall technical constituents. In this respect, we also include features related to inter-artefact consistency management, inconsistency detection/resolution, and support for synthesis.
A major difference is also the process by which we derived our way to categorise characteristics of multi-view modelling approaches, (i.e. taxonomy described in Sect. 4. 3) compared to theirs. In fact, we applied a bottom-up approach, by deriving the taxonomy by means of an entirely systematic process through the keywording performed during the data extraction phase. The taxonomy is indeed itself a result of the SLR. Differently, Bruneliere et al. defined their corresponding feature model through a top-down approach, "based on our own experiences working on/with model views in the past years and on a deep study of the related state of the art". This is reflected in several aspects carried by the two different categorisation artefacts. For instance, in our taxonomy we discern approaches according to the categories extracted from the literature (i.e. {orthographic, synthetic, separate, projective, hybrid}), while Bruneliere et al. decided to differentiate in terms of, for example, what they called "metamodel-arity". The fact that these two different categorisation approaches led to some common open problems, as described in the remainder of the paper, is a confirmation of the need to solve them, no matter from which angle multi-view modelling is analysed.
Multi-view modelling
Separation of concerns [14] is a well-established principle by means of which it is possible to tackle the complexity of a problem. In software and system modelling, this principle entails the partition of the target system into multiple problem domains, each of which dealing with system characteristics from a specific perspective. Notably, the standard ISO/IEC/IEEE 42010:2011 [15] encodes this principle for architectural descriptions as follows: "An architecture viewpoint frames one or more concerns. A concern can be framed by more than one viewpoint." and "A view is governed by its viewpoint: the viewpoint establishes the conventions for constructing, interpreting and analysing the view to address concerns framed by that viewpoint. Viewpoint conventions can include languages, notations, model kinds, design rules, and/or modelling methods, analysis techniques and other operations on views.". By extending these definitions to multi-view modelling, domain-specific languages (DSLs) are exploited to frame a particular set of system concerns, and the models produced by each DSL represent a view of the system. In general, viewpoints are defined based on the problem at hand; however, there exist domains of application for which viewpoints are well defined.
In particular, (data-intensive) Web applications rely on the model-view-controller architectural pattern that separates the problem into the definition of data behind the application, the specification of how data are shown through the pages of the application, and the definition of how information is appropriately stored and retrieved, respectively [16] . Other examples include the "4 + 1" view model [17] , the Reference Model of Open Distributed Processing (RM-ODP) [18] , and the Zachman's framework [19] .
As any other modelling language, viewpoints can be specified through a selection/abstraction of available concepts in an existing base language (e.g. the UML), or created exnovo as a new modelling language. The former approaches are typically referred to as projective and homogeneous while the latter as synthetic and heterogeneous. A special case of projective approaches is represented by orthographic multi-view, which relies on the principle of orthogonal viewpoints [20] .
Viewpoints typically frame overlapping concerns, thus intrinsically raising consistency management issues [15] . In this respect, the standard prescribes consistency management as a necessary constituent of any architectural framework: "an architecture description shall record any known inconsistencies across its architecture models and its views.". Moreover, the standard suggests the exploitation of correspondence rules as a possible way "to express, record, enforce and analyse consistency". Quite interestingly, the standard does not dictate the immediate resolution of all existing inconsistencies; on the contrary, it notes that in practical scenarios it might be worth tolerating part of the inconsistencies until the development has reached an adequate maturity stage. Since separation of concerns encourages distributed development, it is also likely to face conflicts when concurrent modifications should be propagated to other viewpoints. In this respect, analogously to consistency management, the standard does not prescribe any specific management strategy, while distributed modelling literature proposed mechanisms to tolerate inconsistencies whenever possible, hence delaying the decision about which modification should prevail [21] .
Separation of concerns has been practised in industry at length, very often by adopting development in silos for keeping the consistency among the different parts of a system. However, the sharp separation guaranteed by hardware in the past is being increasingly jeopardised by software, which is replacing most of the hardware. Indeed, the malleability of software breaks the boundaries between functionalities of the system, making them smarter but at the same time introducing relevant issues due to cross-disciplinary development. Therefore, multi-view modelling provides value not only for alleviating the complexity of the development, but also for anticipating unintended interactions between system's features. In this respect, a challenge will be represented by need of interconnecting views at different levels of abstraction. Moreover, portion of the domain knowledge is expected to be moved in the definition and characterisation of correspondence relationships.
Research method
To carry out this research, we followed the process depicted in Fig. 1 , which can be divided into three main phases, well established when it comes to systematic literature reviews [22] : planning, conducting, and documenting. Planning The objective of this phase was to: establish the need for a review of multi-view modelling strategies (see Sect. 2), identify the main research questions (see Sect. 4.1), and define the protocol to be followed by the research team. Conducting In this phase, we performed the review itself by following all the steps defined in the review protocol:
• Search and selection we performed exhaustive forward and backward snowballing for identifying the set of potentially relevant approaches for multi-view modelling. Next, identified candidate studies were filtered in order to obtain the final list of primary studies to be considered in later activities of the review.
• Data extraction form definition and taxonomy we defined the set of parameters to compare and classify the primary studies based on the research questions. This was done systematically by applying a keywording process [23] . The set of parameters has been formalised into a taxonomy, described in Sect. 4.3. The taxonomy was used for data extraction and can be used for the classification of arbitrary multi-view modelling approaches.
• Data extraction we extracted relevant data from each primary study based on the data extraction form and the taxonomy.
• Data synthesis and analysis during this activity, we analysed and summarised the extracted data with the aim of answering our research questions. Documenting In this phase, we thoroughly elaborated the analysed and synthesised data and performed an accurate analysis of possible threats to validity. Eventually, we wrote the report describing the performed study.
To enable easy replication of our study, we provide a complete replication package, 1 which includes the complete list of selected studies, the extracted data, as well as the synthesis scripts implemented in R 2 that we defined and used for synthesising our findings.
Goal and research questions
A clear definition of the research questions is a pivotal task for systematic studies [24] . Before looking into the details of the research questions, we first formulated the goal of our study by using the Goal-Question-Metric perspectives [25] (see Table 1 ).
To achieve the goal, we needed to answer the following research questions:
• RQ1-What are the publication trends of research studies in the context of multi-view modelling? Objective: to classify primary studies in order to assess interest, relevant venues, and contribution types; depending on the number of primary studies, trends will be assessed over the years.
• RQ2-What are the characteristics of the existing approaches for multi-view modelling? Objective: to identify and classify existing approaches for multi-view modelling.
• RQ3-What kind of evidence is used to assess existing approaches for multi-view modelling? Objective: to find out what evidence is available when it comes to the application of multi-view modelling.
• RQ4-What are the limitations of existing approaches for multi-view modelling? Objective: to identify current gaps and limitations with respect to the state of the art in multi-view modelling.
1 http://www.mrtc.mdh.se/SLR_multiview.
2 https://www.r-project.org.
Fig. 2 Search and selection process
The results of this study are meant to be useful for both (i) researchers, to further contribute to this research area, and (ii) practitioners, to better understand existing approaches and thereby to be able to adopt the one that better suits their business goals.
Search and selection strategy
Through the search and selection process, we retrieved the set of research studies that are relevant and representative for multi-view modelling. Figure 2 shows our search and selection process.
Our search was based on exhaustive snowballing (backward and forward), according to the guidelines by Wohlin et al. [26] , which we complemented with a sanity check by an expert in the research topic. In the selection phase, each potentially relevant study was evaluated against a set of selection criteria (see Sect. 4.2.1). In order to handle those cases in a cost-effective way, we used the adaptive reading depth [23] , as the full-text reading of clearly excluded approaches was unnecessary. Each potentially relevant approach was classified by all three researchers either as relevant, uncertain, or irrelevant; any approach classified as irrelevant was directly excluded, whereas the others were discussed more in depth.
When going through a primary study in detail for extracting information, researchers could agree that the currently analysed study was semantically out of the scope of this study, and so it was excluded (Exclusion during Data Extraction).
Snowballing-based search
In this stage, we performed a search based on exhaustive snowballing. The choice of snowballing-based search was driven by the fact that the set of basic keywords (i.e. "multi-view" and "modelling") are heavily used in other research areas outside the scope of our work (e.g. computer graphics).
The snowballing-based search workflow is depicted in Fig. 3 and is composed of three main steps, described in the following.
Step 1. Literature search for identification of the start set As starting point of our search and selection process, we manually selected a set of core studies to function as start set of our snowballing-based search. Studies of the start set were selected based on the authors knowledge of the targeted research domain and on a preliminary search on the avail- able literature about the research topic in Google Scholar (to avoid publisher bias). In order to perform search on Google Scholar, we defined a search string based on a set of keywords extracted from the research questions. More specifically, the search string 3 we used was the following:
Listing 1 Search string used for search on Google Scholar
Out of 8610 results, we identified ten studies forming the start set and fulfilling the selection criteria of our SLR (see Sect. 4.2.1); they are depicted in Table 2 . According to the guidelines by Wohlin et al. [26] , we are confident of the goodness of our start set since:
• ten studies represent a not too small set;
• since many papers were found initially, we identified the most relevant ones by looking at: publication forum (software and system engineering in computer science) as well as number of citations; • it covers several different publishers, years, and authors; thereby ensuring diversity; • keywords were extracted partially from the research questions, and we included synonyms, alternative ways to address the topic as well as different spellings (British and American English). Doing so we avoided only capturing studies using a specific terminology.
The start set was used both as the starting point for the snowballing search, as well as to overall validate our search and selection strategy.
Step 2. Snowballing Starting from the start set, we performed an exhaustive backward and forward snowballing search [26] . From a practical point of view, we went through each selected study (starting from the identified start set) by focusing on its references, and we extracted additional studies to be included in the set of relevant studies. For the forward snowballing, Google Scholar was used to obtain those studies citing the current one [26] . It is worth noting that duplicates were removed at each iteration of the snowballing activity. After the snowballing was completed, we had gathered 5104 studies.
Step 3. Tentative inclusion In both backward and forward snowballing, if a non-empty set of possible relevant studies was found, we screened each study based on its title and decide upon its tentative inclusion. Then, we only excluded studies that were clearly irrelevant, so to maximise the coverage of our snowballing. We tentatively included 115 studies.
Application of selection criteria
Once the snowballing could not find additional studies, we applied our inclusion and exclusion criteria (see Sect. 4.2.1) on the found studies (i.e. start set plus tentative included) to take the final decision about their inclusion. Each study was analysed in two steps: first by considering its title, keywords, and abstract; second, if the analysis will not result in a clear decision, by introduction, and conclusions sections. To select papers objectively, all three researchers actively participated in this phase. More specifically, by following the method proposed in [27] , each potentially relevant approach was classified by a selection team, composed of two researchers, as relevant, uncertain, or irrelevant according to the selection criteria described in the next section. Approaches classified as irrelevant were immediately excluded, whereas all the other approaches were discussed by the selection team. In those cases where an agreement could not be reached, a third researcher, the mediator, was called in. All three researchers played both roles, selection team member and mediator. Out of the gathered 5104, we eventually selected 102 studies during this phase.
Combination
If a primary study was published in more than one paper (e.g. if a conference paper is extended to a journal version), only one instance was counted as a primary study. We excluded four papers by selecting their most complete version. After combination, we had 98 included studies.
Selection criteria
As recommended in the guidelines for performing systematic literature reviews by Kitchenham et al. [22] , the selection criteria of this study were decided during the protocol definition, so to reduce the likelihood of bias. A study was (i) selected as a primary study if it satisfied every inclusion cri- terion, or (ii) discarded if it satisfied any of the exclusion criteria.
Inclusion criteria
IS1 Studies with a clear focus on some aspects of multi-view modelling. IS2 Studies providing evidence for assessing the proposed approach. IS3 Studies subject to peer review [28] (e.g. journal papers, book chapters, papers published as part of conference or workshop proceedings will be considered, whereas white papers will be discarded). IS4 Studies written in English. IS5 Studies available as full text.
Exclusion criteria
ES1 Studies that do not provide any conceptual, formal, or technical solution for the proposed approach to multiview modelling. ES2 Secondary and tertiary studies (e.g. systematic literature reviews, surveys, etc.). ES3 Studies in the form of tutorial papers, short papers, poster papers, editorials, manuals, because they do not provide enough information. ES4 Studies not focusing on modelling for system or software engineering/development/design.
Data extraction and taxonomy definition
In this phase, we created a data extraction form to collect data extracted from each primary study. The data extraction form was composed of four facets, each of which addressing a specific research question. The facet for RQ1 represents standard information such as title, list of authors, and publication details. For RQ2, RQ3, and RQ4, we performed a systematic keywording step for: (i) defining the parameters of each facet, and (ii) extracting data from the primary studies accordingly. Through keywording, we could effectively develop an extraction form for existing studies, and which took their characteristics into consideration [23] . During the data extraction activity, we left the data extraction form open so it could evolve as the extraction processed.
The process to define and use the data extraction form was done by all three researchers together and was composed of the following steps:
(1) Identify keywords and concepts We collected keywords and concepts by reading the full text of each pilot study.
The extracted keywords and concepts were then combined to identify the context, nature, and contribution of research on multi-view modelling. (2) Cluster keywords and define parameters We performed a clustering operation on collected keywords and concepts to organise them according to the identified characteristics. The output of this stage was the initial data extraction form containing all the identified parameters. The following steps were performed individually for each primary study. (3) Extract data from current study We first extracted information about the current primary study to be analysed and then collected them based on the parameters of the data extraction form. Moreover, we collected additional information that could be relevant but that was not encompassed by the form. Collected information was refined when it did not fit naturally in the data extraction form. (4) Refine data extraction form We reviewed the collected additional information that did not fit into the data extraction form to check whether:
• collected information was not interpreted correctly; in this case, the collected information was refined; • the parameters of the data extraction form were not representative enough for the considered primary study; in this case, the data extraction form was refined and previously analysed primary studies were re-analysed according to the refined data extraction form.
Once we had a complete data extraction form, we analysed the results in depth, to identify relationships between parameters as well as to determine multiplicity and possible values of each parameter. This process led us to the definition of a taxonomy for multi-view modelling approaches, shown in Fig. 4 . The taxonomy is meant as a tool for researchers and practitioners to classify, compare, and evaluate solutions for multi-view modelling. The taxonomy was defined through a systematically conducted process (i.e. the keywording activity for the data extraction form), and it was applied to all the 40 primary studies (see Table 3 ). For this reason, we are confident that it provides a generic means for evaluating and comparing approaches for multi-view modelling. Moreover, we provide the taxonomy as an open online form 4 (Google forms) in order to gather information concerning existing multi-view modelling approaches categorised according to our taxonomy.
The taxonomy has a tree-based hierarchical structure with two types of node:
• Parent category, representing concepts that do not assume values but are rather composed of other parent categories and/or parameters; • Leaf parameter, representing concepts that do assume values. Leaf parameters can assume values in a closed binary set or in a multiple set. Multiple sets can be open, meaning that we see clear need for extendibility, or closed. Both in binary and multiple sets, depending on the specific case, parameters can assume single or multiple values. To avoid researcher bias and to reflect the reality as much as possible, even ranges of values as well as their characterisation have been entirely derived from the extracted data, rather than defined a priori.
In the figure, we also show which categories and parameters are mandatory for minimal categorisation of a multi-view modelling approach and reflect our inclusion criteria. For brevity, we describe the taxonomy's concepts directly when discussing the results of our study in Sects. 6-8.
Data synthesis
With this activity, we collected and summarised the extracted data with the goal of understanding, analysing, and classifying the current state of the art in the area of multi-view modelling [9, § 6.5]. We designed and executed our data synthesis activity by following the guidelines presented by Cruzes et al. [29] . Practically, we performed vertical and horizontal analysis.
Vertical analysis aims at finding trends and collecting information about each parameter of the data extraction form. 4 https://sites.google.com/view/multi-view-modelling.
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Taxonomy for multi-view modelling We applied the line of argument synthesis [28] , meaning that we first analysed each primary study individually to classify its main features according to each specific parameter of the data extraction form. Then, we analysed the set of studies as a whole, in order to reason about potential patterns and trends. We present the results of this vertical analysis in Sects. 5-8. Horizontal analysis aims at identifying possible relations across different parameters of the data extraction form. We cross-tabulated and grouped extracted data and made comparisons between pairs of parameters of the data extraction form. Through contingency tables, we extracted and evaluated relevant pair-wise relations. The results of the horizontal analysis are presented in Sect. 9 .
In both cases, we performed a combination of content analysis [30] (for categorising and coding approaches under broad thematic categories) and narrative synthesis [31] (for detailed explanation and interpretation of the findings coming from the content analysis).
Publication trends
In this section, we describe publication trends extracted from the analysed research studies. More specifically, we aim at answering the following research question:
RQ1-What are the publication trends of research studies in the context of multi-view modelling?
To answer RQ1, for each analysed research study we extracted the publication year and venue as well as the application domain of the proposed solution. The results obtained are discussed below. Figure 5 presents the distribution of publications on multiview modelling over time. From the collected data, we can observe that the average number of publications is 2 per year, with a growing trend ended in 2009, when five contributions on the topic have been selected. After 2009, the trend has been more see-sawing with a new peak of four contributions in 2014. This result confirms a consistent interest of the modelling community to multi-view problems.
Publication year
Publication venues
We classified the analysed research studies to assess their distribution by (i) type of publication (i.e. journal paper, conference paper, book chapter, or workshop paper) and (ii) targeted publication venues. The most common publication (16 of 40) , which also shows a stable trend of at least one publication per year since 2009. However, publications can be considered as evenly distributed among conferences (16) , workshops (13) , and journals (10), while book chapters have only one occurrence. Table 4 shows the publication venues that hosted more than one analysed research study. From the collected data, we can notice that while for journals the selection usually falls on general software engineering venues, for conferences and workshops there exists a prevalence of enterprise-/architecture-related symposia. Moreover, only two contributions pertain to events specifically addressing multi-view modelling research (P28, P30, published at the Workshop on View-Based, Aspect-Oriented and Orthographic Software Modelling).
Technical characteristics
In this section, we describe the technical characteristics of the analysed solutions for multi-view modelling as depicted in the taxonomy in Fig. 4 . More specifically, it aims at answering the following research question:
RQ2-What are the characteristics of the existing approaches for multi-view modelling?
In order to provide a direct reference to the analysed primary studies and thereby guide the reader through the reported results, we provide a set of summarising tables. In the tables, the analysed technical characteristics are linked to those papers providing them. In this way, the reader can easily track down which paper provides what characteristic throughout the entire taxonomy.
Multi-view modelling mechanism
This characteristic identifies the type of mechanism for multi-view modelling provided by each of the analysed approaches. In the taxonomy, it is represented by the leaf node Multi-view mechanism, which can assume sin- techniques, where the definition of views is done on top of a common metamodel, and each view is represented by a subportion of the common metamodel [5] .
The synthesis of the extracted data from the set of our primary studies gave the results depicted in Fig. 6 (1). We can notice that the approaches providing synthetic (14 of 40) or separate (12 of 40) multi-view modelling outnumber the others, especially considering the fact that separate can be seen as a stricter variant (without synthesis) of synthetic. This can be explained by the fact that having separated views with dedicated disjoint metamodels can simplify consistency management, especially when synthesis is not the main focal point (Table 5) . 
Multi-view artefact
This set of characteristics describes the multi-view artefact that represents the focal point of a multi-view modelling approach. In the taxonomy, it is represented by the parent node Multi-view artefact (see Fig. 7 ). Viewpoint  P1, P3, P5, P6, P8, P9, P11, P13, P14, P15, P16,  P21, P26, P27, P31, P34, P35, P39   View  P2, P4, P7, P12, P15, P17, P18, P19, P20, P22, P24,  P25, P27, P28, P29, P30, P31, P32, It is worth noting that while most approaches lay their focus on one specific artefact type, there are cases in which they focus on multiple types, as in P35, where viewpoints are considered metamodels for run-time views (each view conforms to a specific viewpoint only). In P27, authors address views and viewpoints, but they also add the notion of perspective (only case among the primary studies) as "virtual view resulting from the aggregation of multiple views, where each view is dedicated to a stakeholder's concern". Moreover, viewpoint is defined as the "set of views to build a valid perspective", and view as a "model specifies relationships among stakeholder's concerns by hierarchical view refinements and multiple inheritance". The notions of concern and perspective are used in less strict manner ( Table 6) .
As it can already be seen from the aforementioned examples, after analysing the primary studies we could conclude that there is no uniformity nor agreement in the terminology when it comes to multi-view artefact types. For this reason, we advocate the need of a focused effort of the interested research community in standardising concepts and terminology.
Number of multi-view artefacts
This characteristic describes the number of multi-view artefacts. It is represented in the taxonomy by the leaf node Multi-view artefact::Number and can assume single integer values > 0 in case a fixed number is specified, or 'arbitrary' in case the number is flexible. In Fig. 6(3) , we can see that this number can be fixed (15 of 40) or arbi- P1, P2, P5, P6, P7, P10, P13, P15, P17, P18, P22, P23,  P25, P26, P27, P29, P30, P31, P33, P34, P35, P36,  P37, P38, P40   5  P3, P8, P9, P14, P16, P21   4  P 2 4 3 P4, P11, P12, P19, P20, P28, P39 2 P 3 2 [18] , while the others are not correlated in any particular way (Table 7) .
Support for multi-view artefact creation
It is represented in the taxonomy by the leaf node Multiview artefact::Creation, and it assumes a binary value (YES or NO). Few approaches provide the possibility to create multi-view artefacts, 7 of 40 [see Fig. 6(4) ]. Out of the few approaches provided, the majority provides automated support for the creation activity in terms of, for example, wizards in the modelling environment (P25) ( Table 8 ).
Customisability of multi-view artefacts
With this characteristic, we describe whether an approach provides support for customising the set of multi-view artefacts in terms of its composition (e.g. add/remove a view) and the single artefacts in terms of their specification (e.g. change a view). In general, these are desirable features from a modelling perspective, since they allow to tailor the set of views to the problem at hand. However, artefacts customisation introduces new problems to be managed, as, for example, co-adaptation of consistency management and synthesis mechanisms. This characteristic is represented in the taxonomy by the leaf node Multi-view artefact::Customisability and can assume a binary value (YES or NO). We were not able to extract values for all primary studies since some (4 of 40) did not explicitly report on this specific characteristics. In 21 cases, approaches P1, P2, P6, P7, P10, P11, P13, P15, P17, P18, P22, P25,  P27, P29, P30, P31, P33, P35, P36, P37, P38   No  P3, P4, P5, P8, P9, P12, P14, P19, P20, P21, P24, P28, (Table 9 ).
Multi-view artefact representation language
Multi-view artefacts are described via a specific Representation language, which in turn is composed of: Notation type, Notation, and Concrete syntax. In this section, we describe the values identified for each of those characteristics. This category is represented in the taxonomy by the parent node Multi-view artefact::Representation language (see Fig. 8 ).
Multi-view artefact notation type
It represents the notation types used for defining multiview artefacts of any of the aforementioned types, both implicit and explicit, and the corresponding instances found in the analysis [see Fig. 6(6) ]. It is represented in the taxonomy by the leaf node Multi-view artefact:: Representation language::Notation type and can assume multiple values in the following closed set:
• uml-based multi-view artefacts like views are defined through standard UML diagrams and/or specific profiles [34] . An example is orthographic modelling in P28 where multiple UML diagrams represent different projections of a common SUM.
• metamodel-based a specific metamodel is defined to represent multi-view artefacts. An example is the MUVIEMOT approach in P31 which is based on the Adoxx metamodel. 5 • formal specification a formal language is used to define multi-view artefacts. For instance in P3, authors exploit formal languages like Object Z [35] and Lotos [36].
5 https://www.adoxx.org/live/web/home. 
Multi-view artefact notation
Apart from uml-based notation type, which includes any UML-based notation (including profiles), the other two types can be materialised through multiple notations [see Fig. 6 (Table 10) .
Multi-view artefact concrete syntax
Another important aspect of a Representation language is the concrete syntax(es) used for modelling purposes [see Textual  P3, P7, P8, P9, P16, P17, P20, P21, P26, P28, P29,  P30, P33, P34, P39, P40   Diagrammatic P1, P2, P4, P6, P7, P9, P10, P12, P13, P14, P15, P1,  P17, P18, P19, P20, P21, P22, P23, P24, P25, P26,  P27, P28, P29, P30, P31, P32, P34, P35, P36 , P37, P38, P40
Fig. 9 Related taxonomy elements
• textual artefacts are specified and/or represented in a textual format; • diagrammatic artefacts are visualised and/or manipulated in a graphical format.
In order to better explain these categories, we can mention that, for example, by using UML the artefacts have a diagrammatic concrete syntax; on the contrary, Maude artefacts are based on a textual concrete syntax. In some cases, concrete syntax combines graphics and text to improve readability and scalability of the notations: notably, the Query/View/Transformation-Relation [38] standard combines graphics and Object Constraint Language (OCL) [39] like clauses to define transformation rules. The value diagrammatic has more than twice the occurrences (33 of 40) of textual. It is interesting to notice that in nine cases, approaches use both (Table 11 ).
Support for synthesis of multi-view artefacts
This category describes whether an approach provides support for the Synthesis of information coming from different multi-view artefacts and categorises the synthesis approach, when available. It is represented in the taxonomy by the parent node Multi-view artefact::Synthesis (see Fig. 9 ).
Support type
The type of synthesis support is characterised by this category and is represented in the taxonomy by the leaf node Multi-view artefact::Synthesis::
Support type and can assume a value in the following binary set:
• manual the synthesis is (partially) performed by hand, based on the correspondences between multi-view artefacts. User intervention is required to reconcile pending inconsistencies and/or resolve complex synthesis scenarios.
• automatic the multi-view framework provides algorithms able to automatically synthesise the information coming from different multi-view artefacts.
Synthesis mechanism
Automated synthesis support is distinguished further by means of the exploited implementation mechanism. It is represented in the taxonomy by the leaf node Multiview artefact::Synthesis::Mechanism and can assume a single value in the following open set:
• operational the approach provides algorithms that based on the correspondences derive the synthesis of two or more multi-view artefacts; • constraint solver the synthesis is given in terms of solutions of a constraint-solving problem over multi-view artefacts; • aspect weaving the approach relies on the weaving operation as defined in the aspect-oriented community.
The results collected from the data extraction for these characteristics are shown in Fig. 10 . In most cases, there is not support for synthesis (23 of 40) . With respect to the 12 providing synthesis support, ten of them are automated, and the more common way of implementing synthesis mechanisms is by means of operational approaches (6 of 10). It is worth noting that in two cases it was not possible to characterise the automated approaches in one of the identified synthesis mechanisms (Table 12 ).
Correspondences between multi-view artefacts
This category describes whether the analysed approaches define correspondences between multi-view artefacts. It is represented in the taxonomy by the parent node Correspondences (see Fig. 11 ).
Type
This characteristic defines the instances of correspondence supertypes that is the concrete technical solutions to specify correspondences between multi-view artefacts. It is represented in the taxonomy by the leaf node • relation the correspondences between the multi-view artefacts are given in terms of relations that must hold between the corresponding elements; • model correspondences are defined by means of dedicated artefacts, possibly based on a different language with respect to the one used for the views;
• implicit end-users do not provide correspondences explicitly. The correspondences are indirectly established through the use of conventions like naming, identifiers, and so forth; • constraint this case is a kind of hybrid correspondence definition technique. In fact, it is based on the specification of mutual constraints defined over viewpoints that indirectly introduce correspondences between the corresponding elements.
The values obtained in the analysis are synthesised in Fig. 12(1) : the majority of the approaches (31 of 40) rely on explicit correspondences, while 7 of 40 are based on implicit correspondences. It is worth noting that for the remaining two contributions, it was impossible to clearly establish whether they explicitly defined correspondences. The values extracted from the analysis show an even distribution of the different correspondence definition techniques, with a little prevalence of relations (13 of the 31 explicit cases). Note that in two cases, it was not possible to distinguish between relation/constraint and constraint/model categories, and as a consequence the total number of contributions involving explicit types is greater than the corresponding value for their supertype. More in general, at this level the distinction between relation, model, and constraint might appear blurry, since all correspondences are a kind of relation. However, the distinction becomes clearer when considering also the impact of the adopted correspondence type with respect to related consistency support (see Sect. 6.4) ( Table 13 ). 
Fig. 12 Vertical analysis results related to correspondences definition
Representation language
Explicit correspondences are described via a specific Representation language, which in turn is composed of: Notation type, Notation, and Concrete syntax. In this section, we describe the values identified for each of those characteristics. This category is represented in the taxonomy by the parent node Correspondences::Representation language (see Fig. 13 ).
Correspondences notation type
This category identifies the notation type used for explicit correspondences [see Fig. 12(2) ]. It is represented in the taxonomy by the leaf node Correspondences:: Representation language:: Notation type and can assume multiple values in the following closed set:
• uml-based correspondences are defined by exploiting standard UML diagrams and/or specific profiles. Typical instances are represented by the implicit consistency relationships embedded in UML diagrams and explicit consistency links represented in UML; • transformation language correspondences are given in terms of transformation language rules. Rules conforming to the standard for QVT-R [38] for defining explicit relations between viewpoints are instances of this type; • metamodel-based a specific metamodel is defined to represent the correspondences between viewpoints, relations, or constraints. Notably, Archimate and Shacl define correspondences as models, Story Diagrams and Modhel'X as relations, ASP and DML as constraints; • formal specification a formal approach is exploited to define correspondences as models, relations, or con- One noticeable result of the extracted values is that nearly half of the considered works do not provide enough details about the notation exploited for the correspondences (18 of 40). When specified, the most used notations rely on uml-based or metamodel-based notations (8 and 7 of 40, respectively). The remaining works are based on formal specification (5 of 40) or on a transformation language (2 of 40). Interestingly, the latter seems to be rare; this is surprising when considering the opportunity of having an executable specification of correspondences that could be used for automatically resolving inconsistencies.
Correspondences notation
Apart from uml-based notation type, which conceives any UML-based notation (including profiles), the other three types can be materialised through multiple notations [see Fig. 12(3) ]. This is represented in the taxonomy by the leaf node Multi-view artefact:: (Table 14) .
Correspondences concrete syntax
This characteristic defines how the correspondences are rendered to the end-users that is their concrete syntax. It is represented in the taxonomy by the leaf node Correspond ences::Representation language:: Concrete syntax and can assume multiple values in the following open set:
• textual correspondences are specified and/or represented in a textual format; • diagrammatic correspondences are visualised and/or manipulated in a graphical format.
The results from the data extraction are shown in Fig. 12(4) : the diagrammatic form is used more often than the textual one (16 vs 10 of 40, respectively). It is worth noting that in several cases the concrete syntax is a mixture of diagrams and text (e.g. UML in combination with OCL), so there exist publications that pertain to both the categories.
Support for consistency management
Section 3 introduces the relevance of monitoring consistency each time different viewpoints framed overlapping concerns. Such a relevance is confirmed also for multiview: our analysis in Fig. 12 (1) shows that the majority of the approaches provide explicit ways of defining correspondences between views. However, by recalling the goals of consistency rules described in the software architecture standard [15] , while these results can help in understanding if it is possible to express and record consistency, the existence of correspondences does not provide any details about the capabilities to analyse and enforce consistency. In this respect, automated consistency management can be considered as a feature suggested by the pragmatics of model-driven development [40] . Indeed, correspondences are increasingly expressed by means of executable notations, including transformations of graph grammars, that can automate the detection and resolution of inconsistencies. This trend is confirmed by the included papers: as shown in Fig. 16(1) , the large majority of approaches provide some form of consistency management (37 of 40). Therefore, in the following we present a set of characteristics to better describe the kind of support provided by the included works. This is represented in the taxonomy by the parent node Consistency management (see Fig. 14) .
Intra-artefact consistency
This category specifies whether the considered approach provides support for consistency for each multi-view artefact considered in isolation. It is represented in the taxonomy by the leaf node Consistency management::Intraartefact, and it assumes a binary value (YES or NO). It is worth noting that even if this feature is typically not specific to multi-view support, it is relevant due to potential side effects of the changes triggered by multi-view artefact correspon- dences. In fact, some concerns might require an appropriate propagation inside a multi-view artefact when they are subject to modifications. In this respect, it is interesting to notice that only one-fourth of the approaches provides this feature [11 of 40, see Fig. 16(2) ]. Nevertheless, in the analysed papers it was not explicitly described whether and how they manage the potential impact of intra-artefact changes on the consistency across multi-view artefacts (e.g. views).
Inter-artefact consistency
This characteristic identifies whether or not there exists support for consistency between multi-view artefacts. It is represented in the taxonomy by the leaf node Consistency management::Inter-artefact, and it assumes a binary value (YES or NO). As depicted in Fig. 16(3) , the considered approaches predominantly manage inter-artefact consistency (36 of 40). The following set of characteristics provides more details about the support of inter-artefact consistency, and in particular about detection and resolution mechanisms (Table 15 ).
Inconsistency detection
This set of characteristics identifies more details about interartefact inconsistency detection. A specific detection mechanism is usually provided in all those cases where correspondences do not imperatively prescribe or entail a resolution strategy. It is represented in the taxonomy by the parent node Consistency management::Inconsistency detection (see Fig. 15 ).
Inconsistency detection type
This category specifies the type of detection mechanism exploited to discover inconsistencies. It is represented in the taxonomy by the leaf node Consistency management ::Inconsistency detection::Support type, and it assumes a binary value as:
• manual correspondences between viewpoints are analysed by hand to check for inconsistencies; • automated there exists an automated mechanism able to interpret correspondences and detect inconsistencies. (4) illustrates the results from data extraction: there exists only one approach proposing manual detection of inconsistencies, while the remaining ones providing inconsistency detection do it in an automated manner. Note that, in eight cases, no information was given on whether the detection process was manual or automated.
Inconsistency detection mechanism
This category identifies further the mechanisms exploited in automated detection of inconsistencies. It is represented in the taxonomy by the leaf node Consistency management::Inconsistency detection:: Mechanism, and it assumes a single value in the following open set:
• operational operational semantics (e.g. algorithms) are exploited to detect inconsistencies; • operation recorder artefact modifications are logged by means of an operation recorder. Inconsistencies are detected by analysing the changes that have been registered in the logs.
• formal methods the detection of inconsistencies is performed by executing some form of formal verification (e.g. interpreting expressions over artefacts or performing deductive proofs); • constraint solver inconsistencies are an indirect result of a constraint-solving problem. Notably, a problem with no solutions is a typical indicator of inconsistencies among artefacts.
Please note that constraint solvers are normally underpinned by solid theoretical foundations and as such they may be considered among formal methods. However, there are considerable differences in the way these two families of techniques are employed. In more details, (a) formal methods normally assume that artefacts are written in a formal notation, while solvers can be employed with any syntactical format (e.g. Ecore) provided that there exists a mapping targeting the solver notation as, for instance, happens with JTL [7] that translates models and correspondences into logic programs in answer set programming [41] ; (b) the adoption of solvers implies that correspondences can be resolved (often non-deterministically) in a fully automated way, while formal methods normally provide the modellers with the mathematical means for performing, for instance, deductive proofs as it can happen like when verifying if a correspondence between two specifications written in Object Z [35] exists. Because of such differences in their pragmatics, we preferred to keep them separated.
The results collected from the data extraction are shown in Fig. 16(5) : the majority of the contributions propose operational inconsistency detection mechanisms (12 of 40) followed by formal methods (7 of 40) (Table 16 ).
Inconsistency resolution
This set of characteristics identifies further details about inter-artefact inconsistency resolution. It is represented in the taxonomy by the parent node Consistency management::Inconsistency resolution (see Fig. 17 ).
It is worth noting that in general the selected approaches conceive inconsistency resolution as a synonym of change propagation/synchronisation among views; therefore, the categories represented in the taxonomy and discussed in the following should be read by taking into account such specific task. Further discussion about open issues related to inconsistency management in a broader perspective is provided in Sect. 10.
Inconsistency resolution type
This category specifies the type of inconsistency resolution mechanism proposed in the papers. It is represented in the taxonomy by the leaf node Consistency management:: Inconsistency resolution:: Support type, and it assumes a multiple value in the following closed set:
• manual the resolution is delegated to the end-user;
• automated the approach provides automation support to reconcile the artefacts. Figure 16 (6) depicts the data extracted from the analysis: most of the approaches supporting inconsistency resolution provide forms of automation (16 of 19) . It is worth noting that these categories are not mutually exclusive; therefore, some approaches might provide automated resolution skeletons embedding requests for end-user inputs to fine-tune reconciliation strategies.
Inconsistency resolution mechanism
This category details further the mechanisms exploited for the resolution of inconsistencies. It is represented in the taxonomy by the leaf node Consistency management:: Inconsistency resolution::Mechanism, and it assumes a single value in the following open set:
• proxy modifications coming from multi-view artefacts are collected in a common place and projected towards the existing views. In this respect, the resolution mechanism acts as a proxy that broadcasts modifications from the commonplace; • operational the resolution strategy is defined in an operational way; • constraint solver the inconsistencies are reconciled as the solution of a constraint-solving problem.
The results collected from the data extraction are illustrated in Fig. 16(7) : most of the resolution approaches rely on operational mechanisms, that is, on strategies defined in an imperative way (12 of 40). Techniques based on constraint solving and proxies are less (2 and 1 of 40, respectively).
It is interesting to notice that in general the time of resolution is given less relevance: in particular, a limited number of approaches do specify that inconsistency resolution is immediately triggered after each change, while for others it is clear that a completion of the editing phase is needed in order to be able to run inconsistency analysis and resolution (e.g. those exploiting a translation towards another semantic domain in which it is possible to realise inconsistency management). Then, there exist approaches that could work in both the previously mentioned ways (e.g. those based on synchronisation algorithms or constraint solving), but that do not specify further when the synchronisation mechanism is supposed to be run (Table 17) . 
Tool support
This characteristic shows whether the analysed approaches provide support in terms of tooling. It is represented in the taxonomy by the leaf node Tool support, and it assumes a binary value (YES or NO). Our analysis shows that the majority (28 of 40) of the approaches provide such a support (Table 18 ).
Highlights
RQ2. What are the characteristics of the existing approaches for multi-view modelling?
• There is no uniformity nor agreement in the terminology when it comes to multi-view artefact types; • Only very few approaches provide the possibility to create multi-view artefacts; • UML-based and metamodel-based are the most common multi-view artefact notation types; • Multi-view artefacts synthesis is not provided in more than 50% of the analysed approaches; • Only two approaches rely on transformation languages for describing correspondences; • Most inconsistency resolution approaches rely on operational strategies defined imperatively.
Provided assessment
In this section, we describe how the analysed research studies have been assessed and thereby which the evidence motivat- Table 18 Tool support   Value  Paper ID   Yes  P1, P2, P3, P6, P7, P8, P10, P12, P14, P15, P18, P19, P20,  P21, P22, P23, P24, P25, P26, P27, P28, P29, P30, P31,  P32, P33, P35, P37 No P4, P5, P11, P13, P17, P36, P38, P39
Fig. 18 Related taxonomy elements
ing the potential adoption of the specific solutions is. More specifically, we answer the following research question:
RQ3-What is the evidence that motivates the adoption of existing solutions for multi-view modelling?
This category is represented in the taxonomy by the parent node Assessment (see Fig. 18 ).
Applied research method
Through this parameter, we categorise analysed solutions according to the type of applied research method they used for assessment. It is represented in the taxonomy by the leaf node Assessment::Type, and it assumes a binary value in the set defined in [42, fig. 19 ]: validation and evaluation. Validation is performed in laboratory, whereas evaluation is run in an industrial context. The latter usually provides stronger evidence about the applicability of the solution in practice. The results of our analysis undoubtedly show that evidence in the field is fairly shallow, since none of the analysed solutions is evaluated in an industrial context.
Type of evidence
This characteristic describes the type of evidence (e.g. empirical study) used to validate/evaluate the analysed solutions [see Fig. 19(1) ]. It is represented in the taxonomy by the leaf node Assessment::Evidence type, and it assumes a single value in the following closed set:
• example 1 in-house example;
• set of examples several in-house (not industrial) examples, several runs and comparisons of one example, The most common means to provide evidence is through the application of the solution to an example, thus showing the fact that documented approaches for multi-view modelling have not been evaluated in industrial settings yet.
Type of system for evidence
This parameter describes the type of system by the analysed solutions for providing evidence [see Fig. 19(2) ]. It is represented in the taxonomy by the leaf node Assessment:: System type, and it assumes a single value in the following open set:
• embedded embedded application;
• enterprise enterprise application;
• data management application for management of data, e.g. online booking system, library; • artificial application artificially built for validation purposes and not reflecting any specific domain; • support application providing some kind of support, for example, development tool, test bed.
While there is a pretty even distribution across the following types, the most common ones are embedded and enterprise applications. This is not surprising, given the heterogenous nature of certain embedded systems, such as cyber-physical systems, and the efforts in standardising models for multiview enterprise applications, such as RM-ODP.
Highlights
RQ3. What is the evidence that motivates the adoption of existing solutions for multi-view modelling?
• No approaches have been evaluated in industrial settings, although some of them have been applied to use cases coming from industry.
• No approaches exploit industrial applications to provide evidence; the most used means is in-house examples; • Embedded and enterprise applications are the most common types of validation system.
Identified limitations
In this section, we describe the limitations (and thereby need for improvement) of the solutions as they were reported in the analysed research studies. More specifically, we aim at answering the following research question:
RQ4-What are the limitations of existing solutions for multi-view modelling?
Among the various types of limitations and unsolved challenges [see Fig. 19(3) ], the most common is tool support, for automated mechanisms related to multi-view artefact creation and synthesis as well as consistency management. Other relevant identified limitations are the provided features for consistency management and the limited expressiveness in terms of, for example, multi-view artefacts aggregation operations (EMF Views in P35). It is surprising that very few approaches mention limitations related to lack of versioning support for multi-view artefacts and distributed development, since they represent crucial aspects of industrial development. At least as surprising is the fact that only one approach mentions the need for semantic consistency, especially since several approaches only tackle syntactical consistency.
Highlights
RQ4. What are the limitations of existing solutions for multi-view modelling?
• Most common limitations are related to tool support, consistency management, and limited expressiveness to describe multi-view artefacts and the way they interact; • Lack of support for (meta)model versioning and distributed development related to multi-view modelling is only mentioned in two approaches; • Lack of support for semantic consistency management is not regarded as a priority by the community.
Horizontal analysis findings
The horizontal analysis aims at investigating possible correlations between taxonomy parameters. We produced a contingency table [43] for all possible pairs of parameters and analysed them to identify those showing interesting or unexpected results. In the following, we describe those of interest; however, all generated contingency tables can be found in the replication package.
Multi-view modelling mechanism versus multi-view artefact customisability
Looking at the correlation between these two characteristics, we can highlight one fact regarding the three most common mechanisms (i.e. synthetic, separate, projective). While for synthetic and separate approaches exactly 50% of the analysed approaches provide customisability of the set of multi-view artefacts, in the case of projective, over 80% of the analysed approaches provide customisability. This is probably due to the fact that the effort needed for tailoring the set of projections can be substantially lower than, for instance, separate, where metamodels need to be created or modified.
Multi-view modelling mechanism versus multi-view artefact notation type
It is interesting to highlight the fact that while synthetic approaches rely more often on formal specification (28%) or ad hoc metamodel-based notations (57%) to describe multiview artefacts, separate approaches strongly rely on UMLbased notations (73%). Also interesting is that projective and orthographic approaches mostly rely on metamodel-based notations (57% and 75%, respectively). The predominance of UML-based notations in separate approaches can be justified by the fact that this type of multi-view modelling mechanism aims often at bridging the gap between existing correlated notations, such as UML diagrams describing various aspects of the same problem.
Multi-view modelling mechanism versus multi-view artefact synthesis
Another interesting aspect is the support for synthesis in relation to the multi-view modelling mechanism. Investigating their correlation, we noticed that none of the analysed separate approaches provides such a support, while most synthetic approaches (77%) do provide it. This confirmed the two following facts. First, that a synthetic approach is by definition a set of distinct views implemented as distinct metamodels where the overall system is obtained as a synthesis of the information carried by the views. Second, that separate approaches focus on keeping views detached and no synthesis is supposed to happen. In three cases (P12, P19, and P29), the authors provide synthesis of different models for a specific multi-view artefact. Two of them (P12 and P29) synthesise component and connector models from different structural view representations.
Multi-view modelling mechanism versus intra-artefact consistency
In our taxonomy, we describe two types of multi-view artefact consistency: intra-artefact, representing consistency of modelled concepts within one single multi-view artefacts (e.g. models conforming to one view), and inter-artefact, representing consistency of concepts modelled across multiple multi-view artefacts (e.g. models in different views). While the latter is typically entailed in multi-view modelling artefacts, the correlation between intra-artefact consistency type and modelling mechanism is less obvious. For synthetic approaches, the focus is not on intra-artefact consistency, since it is often already there by construction. When looking at separate approaches, half of them consider intra-artefact consistency as part of the definition of the multi-view artefact notation (e.g. ad hoc metamodel-based). While in projective approach intra-artefact consistency is most often not a pri-ority (67% of the analysed approaches does not provide it), for orthographic approaches we have the opposite situation (75% of the analysed approaches provides it).
Multi-view artefact concrete syntax versus multi-view artefact synthesis
While intuition may suggest that approaches expressing multi-view artefacts using textual notations are more amenable for supporting synthesis of such artefacts, due to a potentially higher level of details carried by textual artefacts, our analysis gave a different result. In fact, it appears that diagrammatic notations are furnished with synthesis support in 32% of the cases (out of which one-third leverages textual notations too). Only one approach (P3) provides synthesis leveraging textual notations only.
Correspondences notation type versus correspondences concrete syntax
Metamodel-based and uml-based approaches rely on exactly the same proportion on textual (37%) and diagrammatic (63%) notations. Interestingly, one approach based on transformation language (P12) uses a mix of both notations to describe correspondences conforming to the QVT relational specification. Diagrammatic notations are used by 66% of the approaches based on a formal specification. Although this may seem surprising, it can actually be explained by the fact that those approaches are based on graph-based (diagrammatic) notations.
Correspondences notation type versus multi-view artefact synthesis
Since correspondences are key to the synthesis, it is interesting to investigate the correlation between the notation type (used for describing correspondences) and the support for synthesis of multi-view artefacts. It is worth noting that all approaches describing correspondences through a formal specification provide synthesis too; this was somehow expected, since formally specified correspondences can simplify the definition of well-defined and deterministic synthesis. Approaches defining correspondences via uml-based or metamodel-based notations provide synthesis in 19% and 34% of the cases, respectively.
Inconsistency detection support type versus inconsistency resolution support type
When considering the correlation between the type of support (manual or automated) for inconsistency detection and resolution, it emerges that only 30% provides automation for both tasks. 42% provides automation for inconsistency detection, but no resolution at all.
Inconsistency detection mechanism versus inconsistency resolution mechanism
Looking at the correlation between the mechanisms for inconsistency detection and resolution, we discovered that operational mechanisms are used for both tasks in 50% of the analysed approaches. In one case, constraint solver mechanisms are used for both tasks too. In the remaining cases, the mechanisms used for the two tasks differ.
Inconsistency detection mechanism versus multi-view artefact modelling
The correlation between modelling mechanism and the way inconsistencies are detected is useful for understanding how multi-view artefact modelling determines which detection mechanism is typically used. In particular, in synthetic approaches, formal methods represent the most common detection mechanism (36%), followed by constraint solver and operational mechanisms (with 27% each); however, for separate approaches, operational mechanisms dominate the others with 63%. The same goes for projective, where operational prevails with 75%.
Prospects and challenges
This section discusses some technical and epidemiological challenges for multi-view modelling research and outlines potential paths for future research. However, it is arguably difficult to outline a convincing and coherent research strategy due to the depth and diversity of the considered approaches. Based on the lessons learned in the course of this study, we give here our interpretation of the previously described findings by discussing prospects for the technical advancement of multi-view modelling.
Consistency in the small versus in the large
To the best of our knowledge, whenever the multi-view mechanism is synthetic or separate, the restoration process is typically pair-wise, (e.g. [44, 45] ); i.e. it is based on techniques or resolution mechanisms specifically defined on pairs of artefacts as for instance with bidirectional model transformations that propagate changes from one source to the other and vice versa. The intricacy of the solution is represented by the necessity of defining a large number of consistency relations and corresponding restoring procedures; for instance in the case of a multi-view specification with n artefacts to be kept consistent, it would require to restore the consistency among n! 2(n − 2)! pairs of views, not to mention the ripple effect that might lead to a non-confluent process. The problem at the moment remains largely open although two approaches have been presented over the last months. In particular, Stevens in [46] considers multi-ary consistency relations to be defined in terms of binary consistency relations, and how consistency restoration may be carried out on a network of models and relationships between them specified by means of an underlying mega-model. However, the conclusions are mainly negative as the paper suggests how in practice it remains resolutive to prescribe a resolution path, rather than relying on confluence. Another approach [47] consists in defining an intermediate metamodel for a declarative notation where to express the modelling (meta) elements to be kept consistent and the related bidirectional expressions to be used for the mappings. Despite these new approaches, the problem of multi-ary consistency relations remains unresolved as it poses severe difficulties on both the theoretical and practical side.
Non-determinism
Bidirectional transformations [48] are among the most important mechanisms used for consistency restoration and change propagation among models, especially in separate and synthetic approaches.
One of the main assumptions in most bidirectional approaches, for example, QVT-R [38] , is that transformations are deterministic procedures, i.e. that they always deliver one and only one solution regardless of the source model and the subsequent round tripping. Unfortunately, if on the one side determinism is a highly desirable property that permits to have complete control on the transformation behaviour, on the other it requires to formalise at design-time a general restoration procedure capable of unambiguously restoring the consistency; i.e. it must be able to select the right solution out of the many possible. As described in [49] , this is a difficult problem as it is not possible to demonstrate that a program is deterministic. 6 In a broader perspective, a degree of non-determinism is also added by the time at which consistency restoration is performed. As already mentioned in Sect. 6.4.4, inconsistency resolution mechanisms might be triggered instantaneously at each change (named as live in the model transformation community), or could act at the end of the manipulation process, through an explicit invocation (typically named as batch). In some cases, it is clear that an approach works live, batch, or even provides both the modes. However, in the general case, the approaches do not analyse at a sufficient level of details what are the consequences of such modes of consistency restoration. Notably, a live restoration mechanism would intrinsically order the modifications on the views by the time each change is propagated; on the contrary, batch restoration would need explicit policies to manage changes operated on overlapping sets of elements; otherwise, the restoration could introduce corruptions in the views or undesired consistency restoration modifications.
These represent, in our opinion, another difficulty in realising multi-view modelling environments that rely on synthetic or separate mechanisms.
Terminology
The absence of a recognised consensus on many concepts and terminology of multi-view modelling represents a very challenging task for learning, analysing, classifying, and assessing existing approaches. Despite the existence of a well-established standard, i.e. the ISO/IEC/IEEE 42010:2011 [15] standard, vocabulary conflicts and inconsistencies can be frequently found among the many sources and references commonly used by researchers and practitioners. The basic unit of modelling in a multi-view specification (see Sect. 6.2), for instance, is often called view; however, a number of terms, such as model, viewpoint, perspective, and concern, to denote the same ontological concept are also used depending on the modeller's background and application domain. A similar issue is also observable when dealing with (in-)consistency management: in most of the approaches, inconsistency resolution is implicitly intended to be consistency restoration that is change propagation or synchronisation among the views. However, the problem can be potentially more complex: notably, there exist scenarios where change propagation can corrupt the target view, both in syntax and semantics terms, because the modifications in the source view are incompatible with the existing targets. These cases are typically referred to as merge conflicts in the version management world, and there exists corresponding literature also in the MDE research field. However, they usually do not find a careful handling in consistency management. In [51] , the authors propose to exploit the term discrepancy whenever multiple views become out of sync, and then adopt the terms inconsistency and conflict to distinguish between change propagation and conflict resolution scenarios, respectively. This distinction is critical, since, for example, an imperative inconsistency resolution might be able to deal with any discrepancy problem by simply over-writing the target view during the synchronisation; however, this might not be the desired way of resolving merge conflicts.
These findings should incite a stronger effort in disambiguating the terminology and the concepts of multi-view modelling. However, this must be a collaborative endeavour in the medium/long term that amalgamates reflections coming from practitioners and researchers working in areas that are adjacent but yet different.
Threats to validity
We are confident in the quality of our study thanks to two factors: (i) we defined and meticulously followed a detailed research protocol document, which was subject to external reviews by independent researchers and (ii) we conducted our study by following well-accepted guidelines for systematic studies. Anyhow, it is important to discuss the main threats to validity to our work as well as the means we undertook to mitigate them.
External validity This deals with the generalisability of results and findings [28] . Here, one of the most severe threats consists in that the selected set of primary studies is not representative of the state of the art of multi-view modelling. Since we employed a search strategy based on exhaustive backward and forward snowballing (that is to say iterated until no papers were left to scrutinise), we are confident in the coverage of our search. We strengthened external validity by applying a set of well-defined and validated inclusion and exclusion criteria, which were refined iteratively by considering the pilot studies of our review. As it often happens with secondary studies, a typical threat is represented by those (commercial or open source) tools that while providing some kind of support to multi-view modelling, do not have any significant research paper describing them.
Internal validity This refers to extraneous variables that may have had a negative impact on the design of the study. We mitigated it through the definition of a protocol and a data extraction form by following well-established guidelines. Concerning the validity of the data synthesis, threats were minimal since we used descriptive statistics. Moreover, we cross-analysed the different data extraction form parameters to make a sanity check of the extracted data. This task made us identify and solve potential issues on the consistency of the extracted data.
Construct validity This deals with the representativeness of the selected primary studies in the context of the research questions. Thanks to our exhaustive snowballing search, we are reasonably confident that we did not miss any significant relevant research study. Once primary studies were selected, we rigorously explored them according to well-documented inclusion and exclusion criteria. All phases were performed by all three researchers together, thus minimising threats to construct validity.
Conclusion validity
This refers to the relationship between extracted data and obtained findings [28] . We mitigated potential threats by systematically applying and documenting well-defined processes; we provided a freely accessible package which allows to replicate each step of the processes too. The data extraction form definition can be a big threat to conclusion validity if based on own experience or other informal sources. We mitigated this by (i) letting the parameters and their facets emerge from the pilot studies and refining them throughout the entire data extraction activity, and (ii) making all three researchers to be actively involved in both the definition of the form and the extraction itself.
Conclusion
The scientific body of knowledge related to multi-view software and system modelling is variegated and rich. In order to identify, classify, and evaluate existing solutions for multi-view modelling, we conducted a systematic literature review of the existing literature. We selected and analysed 40 research studies among over 8,000 entries, defined a taxonomy for characterising solutions for multi-view modelling, and applied it to the selected studies. We analysed the studies both vertically (i.e. by single technical characteristic) and horizontally (i.e. pair-wise on related technical characteristics) and highlighted a set of main findings for each research question. In addition, based on those findings and our own interpretation of some of the reasons behind them, we depicted a set of highly prioritised challenges to be solved and future prospects for the technical advancement of multiview modelling.
The taxonomy defined in this study is not meant to be a disposable artefact. On the contrary, we aim at making it available for the community as an interactive classification and persistent collection tool. Providing it as an open online form (Google Forms) linked to a browsable repository of categorised approaches, anyone can access it and use it to:
(i) categorise her own multi-view modelling approach to self-assess it and make it part of the common repository, (ii) compare her own approach to others already categorised in the repository, (iii) browse through the existing approaches in the repository and compare them to identify what best fits her purpose.
Currently, we provide the possibility to enter the characteristics of multi-view modelling approaches according to the taxonomy to make it part of the repository (i.e. (i)). The remaining features are currently underdevelopment. This study is complementary to the survey on modelling views [10] mentioned previously, both in the way they achieved a taxonomy/feature model for describing characteristics of multi-view modelling (bottom-up vs top-down), and more importantly as they investigate the multi-view modelling problem at two different granularity levels (characteristics of views in isolation vs inter-views characteristics). We plan to collaborate with the authors of that survey to merge our results and thereby orthogonally cover a wider range of aspects of multi-view modelling at multiple granularity levels. 
