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Introduction
The mass customization paradigm seeks to provide individualized products at near mass production costs [1] . Product variety can be achieved by making changes at different points during a product's life cycle from the design phase through to the use phase, and is further facilitated by product modularity [2] . With certain high value products, in order to ensure that customer or legislative requirements are met, it is necessary to make changes at the design phase e.g. reducing the harmful emissions of a combustion engine. This has the impact of affecting all downstream product realization domains such as process design and manufacturing system design [3] . As a result of this impact, the paradigm of reconfigurable assembly systems (RAS) has been proposed as a means of accommodating such design changes efficiently to reduce costs, in a way that is not possible for traditional dedicated manufacturing lines [4] . There has been a significant amount of work on describing the nature of a RAS [4, 5] , but to reach the full potential of such systems, the knowledge capture and translation through the product realization domains must be as agile as the vision for the physical manufacturing system. In industry, the lack of seamless integration through the product, process and resource design domains results in clunky knowledge transfer where miscommunication or an entire lack of communication results in delays and errors. This is further exasperated by the global nature of businesses today whereby such domains may exist across multiple organisations spanning several countries and continents [6] . This has been referred to as the co-evolution problem [6, 7] but can more generally be described as the need for engineering concurrency [8] . The use of virtual engineering (VE) tools are becoming ever more prevalent in industry and, within their respective domains, facilitate in change realization more cost effectively than has previously been possible i.e. changes can be evaluated in a virtual environment and simulations can be carried out to assess performance without needing to invest in physical materials and resources. However, despite the sophistication of such tools, making a change to a product must still be manually translated to a change in the manufacturing system via the process domain to assess: accessibility, fixture design changes, assembly sequence feasibility etc. [8] . This research proposes a method for translating product design changes through to automation system control logic for deployment automatically using vueOne (a virtual engineering tool developed by the Automation Systems Group at the University of Warwick.)
Review of literature and gap analysis

Approaches for domain integration
Many researchers have looked at how to integrate the Product, Process and Resource (PPR) domains. The definition of what the product realization domains should be called and how they should be defined i.e. what factors should be encompassed within them, varies depending on background and experience. An early example is presented in [9] which describes what should be mapped, but not necessarily how such mapping should be achieved in a practical sense. However, it is clear that in order to attain integration, it is necessary to decompose each of the heavy, complex domains into smaller components to a satisfactory level of simplicity, allowing an identification of where mapping between the domains is appropriate [3] .
A component based (CB) system was proposed by Rosenman and Wang that compared five collaborative architectures and described a web-based interface to manage component agents [10] . To address communication issues regarding design changes Chao et al. used the agent attributes of proactiveness and autonomy to co-ordinate the design activities of multidisciplinary design teams [11] . Ribeiro et al. extended their previous works to demonstrate how agent technology could be used to support "plug and produce" in run time [12] . Process plans were embedded within product agents which coordinated with system resources (conveyors, gates, stations) to route pallets through the system based on product requirements. Wang et al. argued that realizing agent-based approaches in real-time is difficult as the decision making process is neither deterministic nor event-driven. Instead, they proposed a process oriented function-block (FB) framework, where each FB represents basic assembly operations with embedded algorithms to describe how to fulfill the operation which in turn communicate directly to control systems or operators in the form of instruction sheets [13] . A method to support integrated product and process design was proposed by Mervyn using manufacturing middleware that synchronized applications [14] . Java and XML facilitated portability, and compatibility was achieved with common data structures.
Alternative integrative approaches include the use of knowledge-based systems within ontologies -enriched and supported by semantics. Numerous examples of this approach can be found in the literature, with each researcher choosing different areas to focus on and differing ontological structures to meet the requirements of their case. Lohse presented the ONTOMAS framework to reduce assembly system design effort using domain ontologies and implementing a functionbehavior-structure paradigm to capture the characteristics of modular assembly system equipment [3] . A similar abstraction approach was proposed by Hui et al. that used semantic objects to retrieve information from documents of various formats and by inference allowing domain specific tools to become better integrated [15] . Lanz used feature based modelling to capture detailed product knowledge, categorizing features into geometric and non-geometric, to provide knowledge for a holonic manufacturing system [16] . Raza and Harrison described a collaborative production line planning approach supported by knowledge management theory [17] . A serviceoriented architecture was proposed and supported by semantic web services that allowed automatic discovery and execution of assembly processes by modelling and mapping assembly processes and systems in [18] . An influential architecture for integrating the PPR domains is the Virtual Factory Framework (VFF) which is a data model that links and stores knowledge to support engineering concurrency in the resource domain [19] , but does not have the granularity to model system control logic. More recently, knowledge-based mapping has been used to support in the selection of function blocks for manufacturing resource components [20] , and Ramis et al. [21] showed how product requirements could be translated directly through to dynamically changing programmable controller logic. Chen et al. extended EAST-ADL (a language developed to model automotive electronic systems, see [22] ) to model production systems using MetaEdit+ [23] . Mapping within and between the concepts of Equipment, Process and Product were achieved through the EAST-ADL feature links.
Virtual prototyping manufacturing systems
Virtual prototyping tools (VPTs) for manufacturing systems should provide: 1) a model consistent with real manufacturing systems, 2) effective simulation and prototyping capability and 3) a means for collaborating with key product realization domain stakeholders [24] . These tools facilitate "digital manufacturing" and state-of-the-art examples include: DELMIA Automation by Dassault Systems [25] and Technomatix by Siemens [26] . Both tools provide modules or workstations within common environments to model a large range of mechatronic systems. However, both are "heavyweight" applications requiring high end computing and specialized training, and as they focus on flexible rather than modular, reconfigurable systems, they are not inherently designed to easily identify the impact of making changes [24, 27] . A number of academic groups have also presented VPTs namely: Min et al. [28] who integrated real-time machine tool data within a virtual manufacturing environment. Suk-Hwan et al. [29] developed Web-based virtual machine tools to interactively operate CNC machine tools, and Dietrich et al. [30] presented sample scenarios for how the real and virtual processes could be integrated. While these tools show promise in their respective applications, they do not easily integrate with the other domain stakeholders. Just as section 2.1 identifies decomposition of domains as a necessary means of mapping and integration, it is as important that the architecture of VPTs follow the same component orientated data structure. Fig. 1 describes engineering data workflows and as indicated by the dashed arrows in grey and orange, there is a limited, or a lack of, integration at the tool and data layers. As a result, changes cannot easily be made unless these are discussed at the team layer which represents domain experts.
Summary
The review of literature has touched upon how data and knowledge within the respective domains can be captured and stored, described several methods for integrating the various product realization domains and presented the state-of-the-art VPTs for manufacturing systems. The authors' propose that although all of the elements and interfacing technologies exist for integrating domains, it is necessary to explore how best to do so i.e. create and test architectures to identify those that lend themselves best to industrial needs. In this research, a framework is proposed that maps domain elements using semantic technology, supported by ontologies as a backend and a novel set of CB virtual engineering (VE) tools as the userinterface to understand the engineering data workflow from the change in product design through to automation system control logic.
Methodological Framework
This research looks at a specific type of product design change, one of assembly sequence, on the assumption that other system components such as jigs and fixtures are not modified significantly. This results in only the control logic requiring substantial rearrangement i.e. a new set of pre and postconditions for each step. This is true for products where variants are designed with modular components so that realizing a family only requires a change to the pick sequence. Typically, in a mixed-model assembly line, variation is achieved using RFID technology or barcodes which communicate the appropriate component variant location to the control system. This is something that is pre-programmed and is not the nature of the change that is being described in this paper. Rather, this research looks at the need to change an assembly sequence as a result the product domain wishing to introduce a product variant and how this change is pushed through the product realization process. Furthermore, the focus is only on fully automated or semi-automated systems as manual systems require only that the operator be told to change an operation, this can be achieved with a new set of work instructions with some additional training if necessary.
Component Based VPT Architecture
As has already been mentioned, this research uses a set of CBVE tools to support in data integration. The architecture of the tools and how this links to the larger data integration structure is presented in Fig. 2 . Firstly, the linking of the visual data for the product and resource data is supported by their respective CAD/CAE environments, which is simplified to the VRML format. This data includes information such as geometry and component relationships so that, at a basic level, a fit can be identified between the product components and resource components i.e. jigs and fixtures within the CBVE environment. Once within the system design, the VPT can support in layout configuration to determine where buffer and storage systems should be placed, potential areas of unreachability (as in the case of a robot), and whether the system fits into a floor space as described by the end user etc.
When a product design lands on the desk of a process planner, the first task is to understand the nature of the relationship of the components, where the precedence constraints are and thus determine a viable assembly sequence. From this information, assembly processes and operations can be identified, further enriched by considering product quality. It is based on this set of requirements that the resource domain designs an assembly system, with continuous communication with the other domains as to the limitations of various approaches, and how they impact cost and functionality, resulting in product design and, in turn, process design changes. Then the CBVE tools, with coordinated input from the process and resource domains, are able to route the product components through the system by setting conditions for resource component kinematic actuation. This facilitates Figure 1 Engineering data workflows identifying where integration gaps exist Figure 2 Integration architecture for component-based tools within a PPR framework virtual commissioning i.e. to check that the conditions execute the assembly sequence proposed by the process domain. From this point, control code can be automatically generated and deployed onto a real system. Fig. 3 presents how, in this research, an assembly sequence is mapped to the process sequence and then, in turn, how this logic maps to controlling actuator behaviour. In addition, a 2-axis gantry (with the abstract product components of the product domain and the fixture position) is presented to visualize how the actuator logic links to the assembly system. In this example, the sequence being proposed by the process domain is that the liaison, L2, is to be achieved before L1 (note that this is typically represented by a directed graph). Achieving a liaison is composed of picking a product component and then placing it at the relevant position on the adjacent product component. This is translated through to process sequence which describes how the requirements of the process description are to be realized by the assembly system specific components. The conditions for transitioning from one state of the process sequence to the next depends on the conditions of the assembly system i.e. whether a sensor has been activated, the position of an actuator etc. The process sequence aspect of this framework prevents the logic becoming embedded within the actuators and thus allows changes to be more easily made.
Realizing assembly sequence changes
If a change is to be made to swap the assembly sequence i.e. L1, L2 rather than L2, L1, then the process description can be changed to match (note that the fixture may need to be changed and components would need to be flipped to achieve this in a real world setting). Furthermore, by mapping the process description to "components" of process sequence they too can be switched around and in turn the system would respond accordingly. The caveat here is that the pre and post conditions associated with the components of the process sequence would need to be moved as the process description changes. Thus it is necessary to identify the associated pre and post conditions of a step and if and how they remain linked to it.
Mapping using ontologies
The structure of the mapping presented in Fig. 3 is represented in an ontology class diagram in Fig. 4 . The structure of the ontology is largely based on the architecture of the CBVE tools with the additional, novel addition of processDesc class to map the process description to the processSequence through the processElement class. The processElement class is a descrption of a single state of the processSequence such as "move X actuator to position 1." The processSequence and the controlComponent classes are both subclasses of the component class which has componentID. This ID is used to identify a specific instance of a component. The controlComponents consist of objects such as sensors and actuators. Although the processElement is equivalent to a state it is kept separate to more easily discern between pre and post conditions as well as map processStep, a subclass of processDesc, to the control logic. This mapping is done through the stateID class to which processElement(s) and controlComponent(s) are both linked to through the hasStateID object property. In order to move from one processElement or state to the next, a condition needs to be fulfilled. Instances of the condition class are mapped to StateID(s) from which state(s) can be inferred.
The processDesc class contains within it each component step of the system to replicate the process description. This data would be populated into the ontology via a spreadsheet in XML format using the spreadsheet plug-in for Protégé [31] (an ontology editor developed by Stanford University and used for constructing and editing ontologies in this study) developed by Kola and Rector [32] . This would be necessary as the engineering tools currently being used do not have the capability to describe the process at this level. It is proposed that the process domain team would access and update this spreadsheet and then the changes would be updated and reflected in the ontology. The updated state of the ontology would then be used to update the database of the CBVE tools resulting in changes to the control logic. This is explored in more detail in the following chapter. 
Case Study
This research is driven, in part, by the needs of the fuel cell industry to support in being able to rapidly introduce new design variants into assembly systems. As this is still a maturing industry, with a technology that has the capability to be utilized across a large range of applications, nuanced changes to the design will continue to be made to meet requirements. As such, the case study looks at a sub-assembly which is among one of the more challenging to accomplish [33] the gas diffusion layer (GDL) -gasket liaison. Nuances in the design of these fuel cell components, which can significantly influence performance, also have an impact on the assembly sequence.
Product design and system configuration
An exploded diagram of a fuel cell is presented in Fig. 5a as well as the design variants for the gasket-GDL liaison. The addition of a liner as presented by Variant 1 allows a subassembly of a single fuel cell to be made (often this is referred to as the membrane electrode assembly (MEA)), however this results in a more complex and thus more expensive product component. On the other hand, Variant 2 provides a reference window within which the GDL is placed, potentially improving the product quality. Fig. 5b describes the system configuration and the associated process sequence. The reason that both components are listed in the first three boxes (highlighted) is that the sequence change needs only to be actioned at this point. The initial sequence of the system is to assemble Variant 1, and then the system is reconfigured to assemble assembly Variant 2. The case study describes how and where the data is being transformed, translated and stored in the system.
Proposed implementation
A component-based "state" is described in XML format in Fig. 5c which is an export of the CBVE tools system control database. The appropriate tags within the XML are used to semantically map to the relevant ontology classes (Fig 5c) . Semantics are used to initiate the development of a semantic dictionary so that this approach can be applied to other software tools and not limited to vueOne. This XML carries the logic associated with the assembly of Variant 1. The process description is generated manually through an identification of the appropriate constituent process element steps. This means that when the process description is changed, it is done so in a format that is recognizable. To achieve Variant 2 the only changes made are changing the relevant state name in the process element and the associated condition. As this is a relatively simple example of how this approach could be implemented, the authors' need to explore more complex systems to ascertain whether only a change to the state name and the conditions is sufficient to realize system control logic reconfiguration.
Discussion
The implementation of the approach was tested manually to test the architecture and identify shortcomings. The translation of data from the VE tools database through to the ontology appears to be a relatively simple process as the tags exist within the XML and the use of semantics simply adds meaning to these tags so that the machine can understand them and thus "auto-populate" the ontology with instances. On the other hand, the mapping of the process description to the process elements is laborious and one of the challenges here is to ensure consistency at the transition point. Furthermore, the open nature of a spreadsheet means that the risk of error is greater than a dedicated GUI. Despite this shortcoming, the proposed framework is a promising approach to making sequence changes quickly, and by integrating with a virtual engineering tool that can auto-generate PLC code, these changes can potentially be seen on a real system almost instantly.
Conclusions and Further Work
This research has described the importance of integrating the product realisation domains so that changes can be made more easily, with specific focus on the process sequence and control logic. A framework has been presented which is more granular in nature than those available in the literature [3, 19] allowing changes and assessments, to be made on the assembly system at the level of control component logic. The novelty of this work is to show how integration is possible using a set of CBVE tools, and carrying the CB philosophy through the framework to prevent data inconsistency. However, full implementation has not been carried out and further work will fully integrate the heterogeneous software tools using semantic technologies, and ontologies with changes being made through an integrated GUI. The next step of this work extract the process elements, in sequence, and import them into the process description GUI. From this, the user will map the process steps to the elements using an intuitive interface.
