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Tato práce se zabývá vizualizací genomických rysů transposonů. Vstupní soubor k vizua-
lizaci je typu GFF. Tento typ souboru má pevnou definici a v dnešní době je tento typ
souboru běžně používaný k popisu genomů. Přestože již existuje několik nástrojů, které
vizualizaci z GFF souborů umožňují, volně dostupný nástroj s různými možnostmi vizua-
lizace a snadným ovládáním chybí. Aplikace prezentovaná v této práci má za úkol spojit
výhody existujících komerčních produktů s volnou dostupností. K ovládání aplikace slouží
grafické uživatelské rozhraní. Aplikace umožňuje snadno nahrát vstupní soubor, vytvořit
hierarchicky strukturovaný strom z jednotlivých prvků a následně umožní vizualizaci jed-
notlivých prvků a jejich vnitřní struktury v pravé části okna aplikace.
Abstract
This thesis deals with visualization of transposons’ genomic features. The Genomic feature
format (GFF) is an input file to visualisation. This type of file has strict definition and it
is nowadays a de-facto standard format for genome description. Although there are several
tools for GFF visualization, an open source application with advanced visualization features
is missing. This work presents a design of such a tool. The application has a graphical user
interface to simplify the user’s work and combines the advantages of existing commercial
products with free access. The application provides simple way to import user’s biological
data from a GFF file, creates hierarchical tree of individual elements including a detailed
internal structure visualization in a subwindow.
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V dnešní době se informatika stále více prolíná s jinými vědeckými obory, důkazem toho
je například bioinformatika, která využívá technologii počítačů například k usnadnění vý-
počtů, shromažďování informací v databázích nebo k vizualizaci biologických informací.
Zatímco dříve by si biolog musel vizualizaci nějakého prvku složitě představovat či sám
kreslit, dnes už má k dispozici mnoho různých nástrojů, které mu tuto práci velmi usnadní.
Tato práce se zabývá vývojem takového nástroje a to programem na vizualizaci transposonů
a jejich vnitřních struktur.
Transposony jsou úseky DNA, které se mohou v genomu přemisťovat z místa na místo
- jsou schopné tzv. transpozice. Svou inzercí na nové místo mohou ovlivňovat své okolí,
způsobovat různé mutace, choroby, nefunkční geny nebo naopak pomáhat změnou genomu
k lepší adaptaci organismu na nové prostředí.
Výsledný program by měl disponovat grafickým uživatelským rozhraním pro snadnou
obsluhu vizualizace. Zároveň bude program volně dostupný, čímž by měl vyplnit mezeru na
trhu podobných programů, kde intuitivní a snadno ovladatelný nekomerční program zatím
chybí.
Kvůli plnému porozumění této práci bude čtenář v úvodní kapitole seznámen se základy
molekulární biologie a problematikou transposonů. Na tyto základy potom navazuje násle-
dující kapitola, která pojednává o typech souborů ukládání biologických informací a zvolení
vhodného vstupního souboru pro vizualizaci. Další kapitola se zabývá projekty popisujícími
biologické sekvence a jejich vzájemné hierarchické závislosti. V této kapitole je také zmí-
něna souvislost těchto projektů se vstupními soubory vizualizace. Poté jsou v práci popsány
dostupné programy s podobným zaměřením a jejich srovnání. Na tuto kapitolu navazuje
specifikace výsledné aplikace a rozbor požadavků. V páté kapitole je popsán přibližný po-
stup vývoje aplikace od logického návrhu, přes informace o použitých technologiích až po
samotnou implementaci jednotlivých modulů aplikace. Předposlední kapitola se pak věnuje
testování aplikace v praxi panem Mgr. Zdeňkem Kubátem, Ph.D. V této kapitole jsou shr-
nuty jak poznatky z testování aplikace tak návrh možných rozšíření. Poslední kapitolou je





Geny jsou základní jednotky pro uchovávání vlastností jak jedince tak i celého druhu.
Genetická informace je přenášena je přenášena z mateřských buněk do dceřiných nebo z ge-
nerace na generaci pohlavními buňkami. V roce 1944 byl proveden Averyho-MacLeodův-
McCartyho experiment, díky kterému se podařilo zjistit, že nosičem genetické informace je
pravděpodobně deoxyribonukleová kyselina, běžně označována zkratkou DNA [13]. O ně-
kolik let později, roku 1953 vědci James Watson a Francis Crick objevili strukturu DNA
a sestavili její strukturní model. Tím se vyřešila otázka kopírování DNA (replikace) [7].
Správnost replikace zajišťují různé mechanismy, někdy však dochází k poškození a trvalé
změně v DNA tzv. mutaci, ty mohou daný organismus v rámci evoluce zvýhodnit či jim
naopak uškodí. Jedním z mutagenních činitelů mohou být například již v úvodu zmiňované
transposony, které po přesunu na nové místo ovlivňují okolní geny. Akumulace změn v DNA
po miliony let vedla nejen k rozlišení různých druhů živočichů, ale umožnila vznik menších
odlišností v rámci druhu.
2.1 Struktura a funkce DNA
Geny se nacházejí na chromosomech v jádře buňky, tyto chromosomy jsou složeny z DNA
a proteinů. Pomocí rentgenových paprsků byla odhalena trojrozměrná struktura DNA, zjis-
tilo se, že DNA je tvořena dvěma opačně orientovanými vlákny stočenými do šroubovice.
Vlákna DNA jsou složena ze 4 druhů nukleotidových jednotek a jsou opačně orientována.
Nukleotidy se skládají z pětiuhlíkového sacharidu, fosfátových skupin a báze. Báze v DNA
jsou 4 - adenin, thimin, cytocin a guanin. Primární strukturu DNA tvoří řetězce nukleotidů
propojené kovalentními vazbami. Na sacharidy jsou pak vázány báze a spojují vodíkovými
můstky obě vlákna DNA dohromady (viz obrázek 2.1).
Řetězec DNA může končit buď -OH skupinou sacharidu tzv. 3’ konec, nebo fosfátovou
skupinou tzv. 5’ konec. Při párování bází se pokaždé váže větší bicyklická báze s monocyklic-
kou (adenin s thiminem, Guanin s Cytosinem). To zajišťuje nejlepší energetickou konformaci
a díky podobné šířce také stabilitu [7].
Genetická informace je zakódována v DNA jako pořadí jednotlivých nukleotidů. Gen
je tedy krátký úsek DNA kódující informaci pro tvorbu proteinů. Kompletní genetická
informace organismu je tzv. genom [7].
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Obrázek 2.1: Stavební podjednotky DNA [7]
2.2 Replikace DNA
Sekvence ve vláknech DNA jsou komplementární, proto obě vlákna mohou sloužit jako
templát - předloha pro syntézu vlákna nového. Buňka tedy může replikovat své geny na
dvě dceřiné buňky, které jsou její věrné kopie. (viz obrázek 2.2).
K oddělení vláken pro replikaci dochází při teplotě okolo 100◦C, jinak je dvojšroubo-
vice DNA velmi stabilní. Pomocí iniciačních proteinů začíná oddělování vláken dvojšrou-
bovice přerušováním vodíkových můstků mezi bázemi. Energie jednoho vodíkového můstku
je malá, oddělení krátkého úseku DNA nevyžaduje příliš energie a může probíhat za nor-
mální teploty. Vzniknou tak tzv. replikační počátky, ty většinou obsahují více A-T sekvencí,
protože adenin s thiminem jsou vázány jen dvěma vodíkovými můstky (guanin a cytosin
Obrázek 2.2: Templát DNA pro replikaci [7]
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vážou můstky tři). Ihned po otevření dvojšroubovice se na replikační počátek váží proteiny
spolupracující na syntéze nové DNA.
Začátkem replikace můžeme pozorovat typické útvary ve tvaru Y, tzv. replikační vi-
dličky. V jednom replikačním počátku se tvoří 2 vidličky, které se pohybují směrem od
sebe a pomocí proteinu rozdělují dvojšroubovici DNA a současně syntetizují nový řetězec.
Replikace chromosomu je proto obousměrná a rychlá.
DNA-polymeráza je jedním z nejdůležitějších enzymů při polymeraci, slouží k syntéze
nového vlákna DNA. Nukleotidy dodávají polymerační reakci energii uvolněnou hydrolýzou.
I když je DNA-polymeráza velmi přesný enzym, může se stát že se při syntéze nového
vlákna objeví chyba. Syntetizovat se mohou jak A-T a G-C, tak i méně stabilní G-T a A-C.
Pokud by se nesprávně syntetizovaný úsek neopravil, bude docházet k mutacím, které by
mohly zapříčinit zánik organismu. DNA-polymeráza má proto i opravnou funkci, pokud
je připojen špatný nukleotid, DNA-polymeráza ho odštěpí a naváže nový, pokud je vše
v pořádku pokračuje v syntéze.
DNA-polymeráza však nedokáže syntetizovat úplně nové vlákno, pouze připojuje další
nukleotidy k již spárovaným bázím. Primáza umí syntetizovat nové vlákno jednořetězcové
RNA dlouhé cca 10 nukleotidů, která se pak může spárovat s templátem a posloužit jako
primer k syntéze DNA. RNA je tvořena ribosou a místo thyminu obsahuje uracil, která se
syntetizuje na základě komplementarity bází s adeninem.
Při syntéze je řetězec rozdělen na mnoho úseků (tzv. Ozakiho fragmenty), které je
třeba spojit. Nejprve jsou nukleázou odstraněny RNA-primery a následně je opravná DNA-
polymeráza nahradí DNA, nakonec se spojí všechny úseky dohromady DNA-ligázou.
Celý replikační aparát je tvořen několika enzymy (DNA-polymerázou, primázou, heliká-
zou rozvíjející šroubovici). Dále obsahuje SSB-proteiny, které chrání jednořetězcovou DNA,
svírací protein (tvaru prstence), který váže DNA-polymerázu na templát a uvolňuje ji po
dokončení syntézy každého Ozakiho fragmentu. Celý replikační aparát je velký multimerní
komplex pohybující se jako celek podél DNA, jeho detailní struktura stále není přesně
známá [7].
2.3 Přepis DNA na RNA
DNA řídí vznik proteinů, určuje aminokyselinové sekvence. Většina typů buněk předává
genetickou informaci nejprve z DNA do RNA a poté až z RNA do proteinu. Tento obecný
mechanismus je nazýván ústředním dogma molekulární biologie. Z jedné molekuly DNA se
vytvoří mnoho RNA, z každé z nich je následně utvořeno několik molekul proteinu. Tím se
rychle vytvoří potřebné množství daného proteinu, ať už malé nebo velké.
RNA je jednořetězcová molekula obsahující ribonukleotidy, cukr (ribosu) a báze adeno-
sin, guanin, cytosin a uracil.
Při přepisu DNA na RNA neboli transkripci se tvoří řetězec RNA komplementární k da-
nému úseku DNA. Nejprve se rozvolní potřebný úsek DNA a jeden z řetězců se potom stává
templátem pro syntézu RNA. O rozvíjení šroubovice se stará RNA-polymeráza pohybující
se krok po kroku po DNA ve směru 3’→5’. Energie se získává z hydrolýzy ribonukleosidtri-
fosfátů využívaných při syntéze RNA.
Po přidání nukleotidu dochází okamžitě ke spojení šroubovice DNA a vytěsnění RNA.
To umožňuje provádět více transkripcí paralelně. RNA-polymeráza nemá oproti DNA-
polymeráze korektorskou schopnost, proto není k syntéze potřeba primer. Syntéza ale není
tak přesná [7].
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V buňce vzniká několik typů RNA, které mají různé úlohy. Mediátorová neboli infor-
mační RNA (mRNA) vzniká transkripcí genů kódujících aminokyselinovou sekvenci. Tato
RNA řídí vznik proteinu. Ribosomální RNA (rRNA) tvoří jádro ribosomů, na kterých je
překládán protein. Transferová RNA (tRNA) je tzv. adaptorem, vybírá aminokyseliny a za-
řazuje je na správné místo v aminokyselinovém řetězci. Malé nekódující RNA mají regulační
funkci, nepřekládají se na proteiny.
Transkripce začíná, když sigma-faktor (podjednotka RNA-polymerázy) rozpozná tzv.
promotor, sekvenci DNA obsahující informace o začátku transkripce, a pevně se na něj
naváže. Konec transkripce pozná RNA-polymeráza podle další sekvence, tzv. terminátoru.
Po jeho detekci RNA-polymeráza opouští templát DNA i řetězec RNA.
U eukaryot musí být RNA přepravena malými póry v membráně jádra z jádra buňky
do cytoplasmy, kde dochází k překladu na aminokyseliny. Nejdříve ale musí projít post-
transkripčními úpravami. Vzniká tak tzv. primární transkript. Dochází k úpravě budoucí
mRNA přidáním čepičky a polyadenací.
V RNA eukaryot se nacházejí sekvence nekódující proteiny tzv. introny a kódující sek-
vence tzv. exony, ty jsou kratší než introny. Proto po vytvoření primárního transkriptu ještě
před vypuštěním RNA z jádra dochází k další úpravě a to sestřihu RNA. Jsou vystřiženy
introny a spojeny exony, poté je RNA přenesena do cytoplasmy, kde se syntetizují proteiny.
Enzymy zajišťující odstranění intronů se nazývají malé jaderné ribonukleoproteinové částice
(snRNP). Primární transkript může být sestřižen různými způsoby, tak mohou vniknout
různé mRNA a z jednoho genu tak různé proteiny. Uspořádání intronů a exonů tak zvyšuje
kódující potenciál.
RNA může být překládána opakovaně, dokud není molekula RNA degradována na jed-
notlivé nukleotidy. Proteiny syntetizované ve velkém jsou syntetizovány z RNA s delším
poločasem rozpadu. Proteiny, které je třeba rychle regulovat nebo syntetizovat v malém
množství, jsou syntetizovány z RNA s krátkou dobou života [7].
2.4 Překlad RNA na proteiny
Na počátku 60. let 20. století byl rozluštěn genetický kód, soubor pravidel pro přenos
z nukleotidové sekvence do sekvence aminokyselinové. Každá skupina tří nukleotidů kóduje
aminokyselinu. Tento triplet nukleotidů se nazývá kodon. Existuje 64 kódujících tripletů,
které kódují 21 aminokyselin. Některé aminokyseliny jsou kódovány více kodony a některé
kodony namísto aminokyselin určují začátek (AUG) či konec translace (UAA, UAG, UGA),
viz obrázek 2.3.
Obrázek 2.3: Kódování kodony [7]
Protože mRNA se čte po kodonech, máme šest možností, jak daný řetězec přečíst. Záleží
jestli čteme ve směru 3’→5’ nebo naopak a na tom, od kterého nukleotidu začneme (viz
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obrázek 2.4). Máme tedy šest čtecích rámců. Jen jeden z nich je však správný a kóduje
protein.
Obrázek 2.4: Čtecí rámce [7]
O přiřazení a spárování aminokyselin s kodony mRNA se stará transferová RNA. Všechny
tRNA jsou dlouhé asi 80 nukleotidů. Transferová RNA má několik částí - antikodon, D-
smyčku, T-smyčku a je zakončena 3’ a 5’ koncem, její schematický nákres vypadá jako troj-
lístek, viz obrázek 2.5. Antikodon v tRNA je komplementární ke kodonu v mRNA na kterou
se váže. Na 3’ konec tRNA se váže aminokyselina specifická pro daný typ tRNA. O roz-
poznání a připojení správné aminokyseliny se starají enzymy aminoacyl-tRNA-syntetázy.
Obrázek 2.5: Schéma tRNA [7]
Podél mRNA se pohybuje komplex proteinů a různých RNA tzv. ribosom. Je složen ze
dvou podjednotek a zachytává komplementární molekuly tRNA a napojuje aminokyseliny
z tRNA na rostoucí proteinový řetězec. Malá jednotka se stará o spojení tRNA a mRNA,
velká jednotka katalyzuje spojení aminokyseliny s řetězcem proteinu. Ribosom obsahuje
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4 vazebná místa, jedno pro mRNA a zbylé tři pro tRNA (A-místo, P-místo a E-místo).
Syntéza je také urychlena tím, že na jednom řetězci pracuje více ribosomů, vzdálených asi
80 nukleotidů od sebe.
Translace začíná na iniciačním AUG kodonu a je k ní třeba tzv. iniciační tRNA, na
které je vázán methionin. Methionin je většinou později z proteinu odstraněn. Iniciační
tRNA se váže k malé ribosomální jednotce pomocí proteinů tzv. iniciačních faktorů. Při
posunu ribosomu po mRNA je rozpoznán počáteční AUG kodon antikodonem na iniciační
tRNA. Translace končí terminačním neboli stop-kodonem (UAA, UAG nebo UGA). Není
k nim přiřazena žádná aminokyselina a na stop-kodon se místo tRNA váží proteiny tzv.
terminační faktory, navážou vodu místo aminokyseliny na uvolnění hotového řetězce.
Množství proteinu v buňce je určeno jednak rychlostí syntézy ale také dobou života
dané molekuly. Některé mohou žít až roky, zatímco jiné třeba jen několik sekund. Prote-
ázy štěpí proteiny hydrolýzou vazeb mezi aminokyselinami a mohou tak rychle degradovat
proteiny, které mají existovat jen krátce. Degradace většinou probíhá ve specializovaných
komplexech enzymů tzv. proteasomech. Jsou to tělíska s centrální dutinou, do které vy-
čnívají proteázy. Velké proteinové komplexy uzavírající dutinu vážou proteiny k degradaci
a vtahují je dovnitř. Proteiny určené k degradaci jsou rozeznány pomocí malého proteinu
ubikvitinu, který je na ně navázán [7].
2.5 Transposony
Transposony jsou úseky DNA, které se mohou přesouvat z místa na místo - jsou schopné
transpozice, proto se jim říká transposony. Roku 1948 byly objeveny vědkyní Barbarou
McClintock, při studiu nepravidelného dědění mozaikových zbarvení zrn kukuřice [8]. Čím
větší je genom, tím větší je také zastoupení transposonů, u některých rostlin tvoří transpo-
sony až 90% genomu a u člověka tvoří mobilní elementy téměř polovinu genomu [10].
Transposonové inzerce mohou ovlivnit například transkript sousedního genu. Aby byli
vědci schopni zjistit, že k tomu může dojít je třeba mít k dispozici popis elementu a znát
jeho vnitřní strukturu. Transposony tedy způsobují změny genetické informace, podílejí se
tak na evoluci nových genů, způsobují mutace nebo choroby. K nejznámějším chorobám
způsobených transposony patří například AIDS způsobené retroviry HIV, hemofilie nebo
některé druhy rakoviny [10]. Inzercí transposonu mohou vznikat různé nefunkční geny. Tyto
chyby v genomech umožňuje napravit sexualita organismů v procesu rekombinace. Proto
se u asexuálních živočichů retrotransposony (viz následující sekce 2.5.1) nevyskytují, rychle
by totiž zaplavili jejich organismus a tím způsobili jeho zánik [12]. Transposony mohou
být ale i užitečné, např. u octomilek nahrazují koncové části chromozomů a chrání je tak
před zkracováním [11]. Aktivace transposonů je zapříčiněna hlavně stresem, což je například
u rostlin, které se nemohou z nepříznivého prostředí přemístit, vhodné. Pomocí transposonů
totiž vzniká lepší šance adaptace organismu na nepříznivé podmínky.
2.5.1 Retroelementy
Rozlišujeme dva typy transposonů. Prvním z nich jsou retroelementy. Jsou to úseky DNA
nebo RNA kódující reverzní transkriptázu. Tyto retrotransposony se přemisťují procesem
retropozice. Nejdříve se vytvoří z RNA transkriptů DNA kopie, která se pak může vložit do
různých míst genomu tzv. copy and paste mechanizmus, viz obrázek 2.6. Takovýto transpo-
son pak bude existovat jak na původním místě, tak i na místě do kterého se překopíroval.
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Při tomto přemistění se tedy transposon duplikuje a dochází k zvětšení počtu retroelementů
v genomu.
Obrázek 2.6: Copy and paste mechanismus [11]
Existují nejrůznější formy retroelementů, liší se genovou organizací a stupněm složitosti.
Ty nejjednodušší obsahují pouze gen pro reverzní transkriptázu, nejsložitějšími retroele-
menty jsou potom retroviry.
Virové retroelementy tvoří infekční virové částice. Jsou to viry, v jejichž životním
cyklu se střídají DNA a RNA fáze. Patří mezi ně retroviry (např. lidský virus HIV), s nimi
příbuzné endogenní retroviry a pararetroviry. Genom retrovirů se skládá z genů gag, pol,
které se částečně překrývají a kódují polyproteiny jejichž štěpením vznikají nukleokapsidové
proteiny, reverzní transkriptáza, integráza, RNázaH a proteáza. Dále z genu env, který
kóduje obalové proteiny a tím zajišťuje infekční schopnost retrovirů. Na obou stranách
retroviru se nacházejí dlouhé koncové repetice tzv. LTR - long terminal repeat. Struktura
retroviru je zobrazena na obrázku 2.7) [10].
Obrázek 2.7: Vnitřní struktura retroviru [10]
Další skupinou jsou nejsložitější nevirové retroelementy - retrotransposony s LTR.
Strukturou se podobají retrovirům, také obsahují geny gag, pop a dlouhé koncové repetice
(LTR). Retrotransposony se dělí na strukturně jednodušší typ Tyl-copia a typ Ty3-gypsy.
Mají různé pořadí domén v genu pol a typ Ty3-gypsy mohou obsahovat gen neznámé funkce
na místě, kde se u retrovirů nachází gen env (viz obrázek 2.8).
Obrázek 2.8: Vnitřní struktura retrotransposonů Tyl-copia (nahoře) a Ty3-gypsy (dole) [10]
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Mezi retroelementy patří také retroposony - retrotransposony bez LTR. Oproti retro-
virům a retrotranposonům s LTR mají jednodušší strukturu. Typickým znakem pro tyto
retroelementy je úsek tvořený adeniny na jejich 3’ konci. Jsou nejpočetnější skupinou retro-
elementů u člověka a ostatních savců. Hlavními zástupci retroposonů jsou elementy typu
LINE (long interspersed nuclear elements) a SINE (short interspersed nuclear elements)
Nejjednodušší skupinou retroelementů jsou retrony. Byly nalezeny v podobě tzv. msDNA
(multicopy single.stranded DNA) - krátkou jednořetězcovou DNA spojenou s jednořetězco-
vou RNA. Retron obsahuje dva geny, gen msd kóduje vlákno DNA a msr kódující vlákno
RNA (viz obrázek 2.9) [10].
Obrázek 2.9: Vnitřní struktura retroposonů [10]
2.5.2 DNA transposony
Druhým typem transposonů jsou DNA transposony. Ty se mohou vyštěpit ze svého aktu-
álního místa a přenést na jiné místo v genomu - tzv. cut and paste mechanizmus (mohou
se ale přemisťovat i kopírováním). Vyskytují se zejména u prokaryot.
Nejjednodušší DNA transposony jsou tzv. IS elementy (insertion sequences). Kódují
transpozázu a protein regulující produkci transpozázy, po stranách pak obsahují LTR (viz
obrázek 2.10). Složitější DNA transposony pak obsahují navíc gen kódující resolvázu.
Ke složitějším DNA trasposonům patří například Tn transposony (viz obrázek 2.11).
Většina složitějších DNA tranposonů, obsahuje také gen kódující rezistenci k antibiotikům.
Obrázek 2.10: Vnitřní struktura IS elementů [10]
Obrázek 2.11: Vnitřní struktura Tn3 tranposonu [10]
Z DNA transposonů jsou známé Ac a Ds elementy objevené Barbarou McClintock
u kukuřice. Další skupinou jsou například elementy typu Tcl/mariner a z nich pravdě-
podobně odvozené elementy MITE. Nedávno byl objeven nový typ DNA transposonů -
helitrony. Svůj název dostali podle replikačního mechanismu ”otáčivé kružnice“ [10].
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Kapitola 3
Ukládání informací o DNA
Na ukládání informací o DNA, existuje mnoho různých souborů 1. Každý z nich je vhodný na
něco jiného. Některé typy slouží k ukládání DNA, jiné k ukládání rysů DNA jako jsou jejich
význačné části nebo alignment. Některé z nich jsou vzájemně převeditelné, mají různou
vyjadřovací sílu nebo navazují na hierarchické systémy jako např. Sequence ontology.
3.1 Ontology
S ukládáním souborů souvisejí následující projekty. Poskytují různé sbírky termínů, popisy
biologických sekvencí nebo informace o vzájemné závislostí jednotlivých sekvencí.
Gene ontology [2] je sbírka termínů sloužících k popsání genů a jejich produktů.
Zabývá se sjednocením reprezentace genů a jejich produktů napříč všemi druhy. Udržuje
a rozvíjí slovník genů. Vytváří anotace. Poskytuje nástroje pro snadný přístup k datům. Je
rozdělena do tří aspektů - buněčné umístění, biologický proces a molekulární funkce. Každý
produkt genu může být popsán jedním nebo více z těchto aspektů.
Sequence ontology [5] je projekt popisující biologické sekvence a jejich závislosti na
sobě, byl vyvinut z GO 3.1. Navazuje na ni třetí sloupec GFF3, termíny z tohoto sloupce lze
vyhledat v hierarchické struktuře SO, viz obrázek 3.1 [4]. Je to soubor podmínek a vztahů
definující hierarchickou strukturu mezi sekvencemi.
3.2 Ukládání DNA
Fasta je jednoduchý formát umožňující textové zapsání nukleotidové nebo peptidové sek-
vence. Nukleotidy a aminokyseliny jsou reprezentovány jednotlivými písmeny. Jednoduchost
usnadňuje manipulaci a analýzu sekvencí např. pomocí skriptovacích jazyků. Soubor začíná
jednořádkovým popisem a je následován řádky, na kterých jsou uložena data - obrázek 3.2.
Je doporučeno, aby řádky nepřesahovali délku 80 znaků.
3.3 Ukládání rysů DNA
GFF (General Feature Format) je široce rozšířený formát popisující geny a ostatní prvky
DNA, RNA a proteinových sekvencí. Existují dvě verze - GFF2 a GFF3. GFF navazuje na
hierarchickou strukturu v Sequence ontology. Obsahuje 9 polí k popisu daného elementu,
1popis souborů viz http://genome.ucsc.edu/FAQ/FAQformat.html
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Obrázek 3.1: Výsledek vyhledávání v SO [4]
Obrázek 3.2: Fasta soubor
přesnější struktura je popsána v sekci 3.4. Přidává mechanismus pro reprezentování více než
jedné úrovně hierarchického seskupení prvků a podprvků. Určuje, že typ prvku v GFF musí
být převzat z kontrolovaného slovníku. Poskytuje explicitní konvence pro párové zarovnání
a prvky, které zabírají disjunktní oblasti.
GTF (Gene Transfer Format) je podobný formátu GFF jen je jeho specifikace upřes-
něna. Prvních osm polí je stejných jako v GFF. Deváté pole je seznam atributů. Atributy
jsou tvořeny dvojicemi typ-hodnota, končí středníkem a jsou odděleny přesně jednou me-
zerou. Seznam atributů začíná dvěma povinnými položkami - gene id (identifikátor zdroje
sekvence) a transcript id (identifikátor pro předpokládaný transkript).
GVF (Genome Variation Format) je rozšířením široce používaného GFF3 formátu.
Slouží k popisu sekvencí nukleotidů vzhledem k referenčnímu genomu. Každý řádek souboru
například popisuje jednu variantu jedince nebo skupin jedinců. Má také 9 polí a platí
pro něj stejná pravidla jako pro GFF. Prvních 8 polí je stejných jako v GFF3. Poslední
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sloupec atributů má stejnou strukturu. Z atributů GFF3 je povinný atribut ID a ostatní
jsou volitelné. Kromě těchto atributu se GVF může objevit ještě 11 dalších. Povinné jsou
Variant seq (uvádí všechny sekvence nalezené ve stejném jedinci nebo skupině jedinců),
Reference seq (sekvence odpovídající startovní a koncovou souřadnicí tomuto elementu)
[6], [14].
SAM (Sequence Alignment Map) je obecný formát pro ukládání dlouhých zarovnání
nukleotidových sekvencí. Snaží se být flexibilní a ukládat sekvence vygenerované v různých
programech, být dostatečně jednoduchý pro generování z programů nebo překlad z jiných
typů souboru. Umožňuje práci s daty, bez načtení celé sekvence do paměti.
BAM je binární komprimovaná verze SAM formátu. Hlavní výhodou oproti nebinárním
formátům je, že do prohlížeče genomu UCSC jsou nahrány pouze ty části souboru, které
jsou potřebné ke zobrazení nějakého regionu. To umožňuje zobrazit i soubory tak velké, že
kdybychom se je pokusily do UCSC nahrát celé, vypršel by časový limit.
BED formát poskytuje flexibilní způsob k ukládání dat. Je podobný GFF, ale nena-
vazuje na hierarchickou Sequence ontology. Obsahuje 3 povinná pole (jméno chromosomu,
startovní a konečnou pozici prvku v chromosomu) a dalších 9 nepovinných polí. V jednom
souboru musí být konstantní počet polí. Pořadí polí je pevně dané, to znamená, že pokud
má v souboru být například pole šest (specifikující vlákno), musí být v souboru i předchozí
pole čtyři a pět.
3.4 Struktura GFF3
Na začátku dokumentu se nachází řádky začínající symbolem ## obsahující informace
o dokumentu, další řádky začínající symbolem # obsahují čitelná data o sekvenci. Tyto
řádky mohou být při parsování dokumentu zanedbány. Informace jsou do GFF souboru
ukládány po řádcích. V každém řádku je 9 sloupců, které jsou odděleny tabulátorem, viz
obrázek 3.3. Každý sloupec má svůj pevně daný význam [3].
1. První sloupec seqid obsahuje ID sekvence, ke které daný element náleží
2. Sloupec source obsahuje text identifikující algoritmus nebo proceduru, software nebo
databázi, ze které byl daný prvek vygenerován
3. Sloupec type (method) obsahuje termín ze Sequence ontology, SOFA nebo SO číslo
a udává typ daného elementu
4. Sloupec start počáteční souřadnice daného prvku v sekvenci, toto číslo musí být menší
nebo rovno konci sekvence
5. Sloupec end koncová souřadnice polohy daného elementu, elementy s nulovou délkou
mají tuto pozici stejnou jako startovní
6. Sloupec score hodnocení prvku, číslo s plovoucí řádovou čárkou, sémantika není jasná
jen doporučená
7. Sloupec strand informace o orientaci vlákna vzhledem k orientačnímu bodu, +/−
značí orientaci kladnou či zápornou, symbol . slouží pro prvky, které nejsou vláknité,
? pokud nemáme informace
8. Sloupec phase reference na čtecí rámec, číselná hodnota 0, 1 nebo 2 určuje, na které
bázi se začne s překladem kodonů do aminokyselinových či nukleotidových sekvencí
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9. Sloupec attributes seznam atributů ve formátu
”
atribut=hodnota“, jednotlivé atri-
buty jsou rozděleny středníkem, např.:
• ID - položka jednoznačně určující element v GFF souboru, musí být v daném
souboru unikátní, pokud se stejné ID objeví vícekrát značí jeden nespojitý ele-
ment
• Name - zobrazované jméno prvku
• Parent - rodičovský prvek, daný element může mít i více než jednoho rodiče
Obrázek 3.3: Ukázka GFF3 souboru
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Kapitola 4
Programy na vizualizaci DNA rysů
Existuje mnoho programů, pomocí kterých lze zobrazovat biologická data. Některé však
ztěžují práci uživatele složitým ovládáním, jiné je třeba si zakoupit. Zaměřila jsem se na
programy, pomocí kterých lze jednoduše vizualizovat transposony, jejich vnitřní regiony
a představit si tak jejich strukturu.
4.1 Geneious
Jednoduše ovladatelný intuitivní multiplatformní program. Po importu GFF a Fasta sou-
boru zobrazí vizualizovaný transposon (viz obrázek 4.1). Obrázek lze různě přibližovat
a oddalovat. Můžeme tak zobrazit jak celkovou strukturu, tak detailnější části prvku. Při
kliknutí na námi zvolenou část se zobrazí dodatečné informace z GFF souboru, při dostateč-
ném přiblížení se zobrazí jednotlivé báze pokud je importován FASTA soubor s jednotlivými
bázemi. Tento komerční program je obrovským komplexem různých nástrojů pro práci s bi-
ologickými informacemi 1.




Rozšířená multiplatformní kolekce bioinformatických nástrojů používaných především na
platformě Linux. GenomeTools je o něco méně intuitivní než předchozí Geneious. Jeho in-
stalace je vzhledem k Linuxovému prostředí pro neznalého uživatele o něco složitější, protože
pro využití modulu AnnotationSketch [16] pro vykreslování transpozónů je třeba stáhnout
a nainstalovat dodatečné grafické knihovny. Vizualizace probíhá tak, že uživatel vloží sou-
bor přes příkazový řádek jako parametr, poté je nejdříve GFF soubor zvalidován a následně
je vizualizace uložena do souboru, kde si ji můžeme prohlédnout (viz 4.2). GenomeTools
výsledek uloží jako rastrový obrázek [9].
Obrázek 4.2: Ukázkový výstup GenomeTools - AnnotationSketch ze souboru
4.3 Srovnání programů
V Geneious oproti GenomeTools můžeme vizualizaci libovolně přibližovat a oddalovat zob-
razené prvky a tak detailněji zkoumat strukturu klidně až na úrovni bází, a posléze vi-
zualizaci uložit. Naproti tomu GenomeTools výsledek uloží rovnou jako rastrový obrázek,
který neumožňuje další možnosti zobrazování a navíc nemá grafické rozhraní. Jako ko-
merční program je Geneious daleko intuitivnější, snadnější k instalaci a má řadu výhod,
volně dostupná je však jen jeho čtrnáctidenní trial verze, což nemusí některým uživatelům
vyhovovat. GenomeTools je naopak volně dostupný program.
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Kapitola 5
Specifikace a analýza požadavků
5.1 Neformální specifikace
Vzhledem k výhodám a nevýhodám existujících programů, které byly popsány v předchozí
kapitole 4, je základním požadavkem spojit výhody komerčních produktů s volnou dostup-
ností. Základní myšlenkou není vytvořit dokonalý software pro biology, který zvládne téměř
vše, ale vytvoření malé funkční aplikace umožňující snadno zobrazovat transposony, kterou
bude v budoucnu možno rozšířit. Požadovaná je tato funkcionalita aplikace:
• možnost zobrazení jak celých transposonů, tak i jejich podčástí
• export zobrazené vizualizace
• uživatelská nastavení barevnosti vizualizace
Je zároveň důležité, aby měl program jednoduché, intuitivní grafické rozhraní a co nejvíce
tak usnadnil práci uživatele.
Ze souborů pro ukládání rysů DNA byl vybrán typ GFF3 a to hned z několika důvodů. Je
nejpoužívanější a tvoří jakýsi standard pro popis sekvencí. Má pevně definovanou strukturu
a obsahuje všechny informace potřebné k vizualizaci. Také pokrývá celou oblast transposonů
a navazuje na termíny z databáze Sequence ontology.
5.2 Analýza požadavků
5.2.1 Hierarchický GFF strom
Hlavním úkolem bylo tedy vymyslet, jak umožnit zobrazování pouze vybraných částí vlože-
ného GFF souboru. Za tímto účelem byl program rozdělen na dvě podčásti a to:
1. vytvoření hierarchického stromu prvků z GFF souboru
2. vizualizace zvoleného prvku a jeho podčástí
Toto rozdělení kromě možnosti vizualizace pouze zvoleného prvku umožňuje snazší orientaci
v celém GFF souboru, který může obsahovat i stovky trasposonů a hromadná vizualizace
veškerého obsahu takového GFF souboru by tak byla velmi nepřehledná. K větší přehled-
nosti by pak měl sloužit také filtr vytvořeného hierarchického GFF stromu, který umožňuje
zobrazit ve stromu pouze prvky, které uživatele zajímají.
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5.2.2 Datová reprezentace elementů
Dále bylo zapotřebí najít způsob, jakým budou reprezentována data tak, aby byl zajištěn
co nejefektivnější přístup k jednotlivým elementům. Jak při vytváření GFF stromu tak
při samotné vizualizaci je důležité co nejrychleji nalézt požadovaný prvek, případně jeho
rodičovské prvky či jeho podčásti. Asi nejvhodnější je pro tento účel datová struktura dicti-
onary (slovník)1, která je již předdefinována v jazyku Python. Slovník umožňuje přístup na
daný prvek pomocí jednoznačného klíče. Jako klíč je využito jednoznačné ID prvku a hod-
notu prvku pak tvoří další slovník, který uchovává potřebná data o elementu jako například
typ, zobrazované jméno nebo pozici prvku. Lze tak jednoduše vyhledat požadovaný prvek
a zjistit požadovanou hodnotu.
Problémem při reprezentaci elementů se stal vhodný výběr jednoznačného ID. Daný ele-
ment v GFF souboru totiž žádný jednoznačný identifikátor mít nemusí, ale může. Na první
pohled by se mohlo zdát, že nejlepším řešením bude všem elementům nějaké jednoznačné
ID vygenerovat. Další možností by bylo použít například číslo řádku, na kterém se element
nachází. V následujících situacích pak ale mohou nastat problémy:
1. Element už má své ID a skrz něj se na něj odkazují jeho podelementy jako na
rodiče.
2. Nesouvislé elementy které sice už mají v GFF souboru definované ID, to ale není
unikátní, protože jednotlivé úseky takového elementu mají samostatné řádky, na nichž
se vyskytuje stejné ID.
3. Elementy s více rodiči a s nimi spojené kolize při napojování do hierarchického
stromu.
Z bodu 1 je tedy jasné, že pokud má už element nějaké ID přiřazeno z GFF souboru,
musíme ho použít, aby bylo možné propojit rodičovské elementy s jejich potomky. Pokud
je ovšem takový element nesouvislý, došlo by k jeho přepisování, protože element s daným
klíčem by již ve slovníku existoval. Nabízí se tedy jednoduché řešení a to zapsat takový
několikařádkový element do slovníku jako jeden element a jen aktualizovat pozici daného
prvku při načtení jeho další části. Jestliže element ID nemá, pak mu je vygenerováno ID
nové jako číslo a typ oddělené znakem ’#’, který se v identifikátorech v GFF souboru
nevyskytuje (např. 123#LTR retrotransposon).
Vzhledem k tomu, že stromy na rozdíl od GFF elementů většinou nemívají více kořenů
(rodičů), je nutné reprezentaci dat také vhodně přizpůsobit tomuto problému. Potom je
možné využít například grafické knihovny jazyka Python pro vykreslení stromu na ob-
razovku. Pokud má tedy prvek více než jednoho rodiče je navázán na prvního a dalším
rodičům se naváží pouze jeho kopie s daným indexem. ID takovéto kopie je pak doplněno
o index a znak ’&’, který v indentifikátorech také nebývá použit (např. ltr0001&2). Použitý
index je také uložen ve slovníku tvořícím hodnotu prvku společně s ostatními údaji. Na
kopii elementu pak nejsou napojovány jeho podelementy. Při vytváření stromu a vizuali-




5.3 Zobrazení elementu a efektivní využití obrazovky
Vzhledem k tomu, že elementy mohou mít různou délku (od nulových délek až po několik set
i tisíc bází), bylo nutné upravit danou délku tak, aby se element nejen vešel na obrazovku,
ale také aby ji celou efektivně využil. Zvolený element, pokud není nulové délky, je tak
vždy zobrazován od levého okraje až po pravý okraj a jeho podelementy pak v příslušném
posunutí a měřítku vzhledem k danému elementu. Výška daného elementu je pevná. Pokud
je elementů tolik, že se nevejdou na jednu obrazovku, lze obrazovkou rolovat nahoru a dolů
tak, aby si je uživatel mohl prohlédnout všechny. Pro přepočet délky elementu ve vizualizaci
byly použity následující jednoduché vzorce:
nasobek delky = velikost okna/skutecna delka elementu (5.1)
delka k vykresleni = skutecna delka elementu ∗ nasobek delky (5.2)
Nasobek delky je potom využit při samotném vykreslení a to tak, že délka elementu
i jeho podelementů je jím vynásobena. Dojde tedy k upravení délky tak, že se element i se
svými podelementy vejde na obrazovku a jsou zobrazeny v co největším možném měřítku.
Pokud dojde k problému, že element má nulovou délku, je nutné jeho velikost o něco zvětšit,
aby nedocházelo k dělení nulou. Zde potom mohou vznikat drobné nepřesnosti. Pro lepší
orientaci se nad oknem s vizualizací zobrazuje aktuální měřítko, ze kterého lze přibližně
vyčíst, jak jsou elementy dlouhé. Toto měřítko bylo do programu dodáno po konzultaci




6.1 Analýza vstupních a výstupních dat
Vstupem je textový soubor typu GFF, který na každém řádku obsahuje informace o jednom
elementu. Jeho detailnější struktura již byla popsána v sekci 3.4.
Základním výstupem je vizualizace zvoleného elementu a jeho podelementů zobrazená
v okně aplikace. Rozšířením tohoto výstupu je potom možnost uložení zobrazené vizualizace
do souboru, a to buď ve formátu PDF, PNG nebo jako postscript.
Obrázek 6.1: Ilustrativní výstupní soubor.
6.2 Logický návrh
Aplikace je složena ze třech základních částí - parser GFF souboru, tvorba hierarchic-
kého stromu tvořeného prvky ze souboru GFF a samotná vizualizace zvolené části GFF
stromu. Dále program obsahuje filtr umožňující zobrazit jen vybrané elementy v GFF
stromu a podporuje uživatelská nastavení barev vizualizace pomocí konfiguračního XML
souboru a umožňuje uživateli vizualizace ukládat. Blokové schéma zobrazující strukturu je
znázorněno na obrázku 6.2.
Popis jednotlivých částí logického návrhu:
• GFF parser vezme jako vstup vložený GFF soubor a postará se o rozparsování dat
a jejich převedení na datovou strukturu dictionary.
• Generátor GFF stromu převezme strukturu vytvořenou parserem a zajistí správné
hierarchické napojení jednotlivých prvků a vykreslení těchto prvků na obrazovku.
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Obrázek 6.2: Blokové schéma aplikace
• Filtr je nadstavbou generátoru GFF stromu. Umožní uživateli zadat požadovaný typ
elementů a všechny elementy vyhovující filtru poté zobrazit v GFF stromu.
• Vizualizace elementu se spouští po kliknutí uživatele na požadovaný prvek ve
stromu a zabezpečí správné vykreslení zvoleného elementu a jeho podelementů. Také
se zde zajistí zobrazení aktuálního měřítka a načítá se konfigurace z XML souboru.
• Vkládání a ukládání souborů je zabezpečeno jako obsluha tlačítek v grafickém uživa-
telském rozhraní.
6.3 Použité technologie
K implementaci byl použit dynamicky typovaný programovací jazyk Python verze 2.7.5+,
který kromě použitého procedurálního paradigmatu podporuje i objektově orientované
a funkcionální paradigma, a jeho rozšíření Biopython. Vyšší verze programovacího jazyka
nebyla použita, protože ji nepodporují některé knihovny vhodné pro práci s biologickými
daty. Python byl vybrán pro jeho jednoduchost syntaxe, snadnou práci s řetězci, která byla
důležitá při parsování, a předdefinované datové struktury hodící se k ukládání potřebných
informací. Tento jazyk také nabízí velké množství knihoven, které značně ulehčují práci
například při tvorbě grafického uživatelského rozhraní.
Z externích knihoven byla využita knihovna BCBio 1, která umožňuje parsování GFF
souborů (manuál viz zdroj [1]) a knihovna TkInter pro realizaci grafického uživatelského
rozhraní. Tato grafická knihovna byla vybrána především pro svou snadnou použitelnost
jak při tvorbě celého GUI, tak při vizualizaci. Podporuje také práci se stromy. Při exportu
vizualizace do obrázku byla využita knihovna PIL.
Vývoj aplikace probíhal v textových editorech Kate a PSPad, které umožňují zvýraznění
syntaxe.
6.4 Implementace
Implementace probíhala v několika etapách. Nejprve byla vytvořena a otestována část pro
správné rosparsování GFF souboru pomocí knihovny BCBio. Poté bylo nutné najít a vy-
brat vhodnou knihovnu pro práci s grafikou a implementovat vytvoření GFF stromu (viz
předchozí sekce 6.3). S pomocí vybrané grafické knihovny pak proběhla implementace GUI
1dostupné z https://github.com/chapmanb/bcbb/tree/master/gff nebo
https://pypi.python.org/pypi/bcbio-gff
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včetně tlačítek k ovládání chodu aplikace a zobrazení hierarchického GFF stromu. Následně
byla vyvíjena část aplikace pro samotnou vizualizaci elementů [15]. Těmito kroky byla za-
jištěna základní funkčnost. Později byla ještě zrealizována podpora filtrování a grafického
nastavení vizualizace.
V této fázi vývoje byl program otestován uživatelem z praxe (viz kapitola 7). Bylo
navrženo několik úprav a vylepšení, z nichž byly naiplementovány následující:
• Celkové zvětšení vizualizace a možnost posunu obrazovky při zobrazení větších sou-
borů, které se nevejdou na základní obrazovku.
• Zobrazení měřítka nad okno s vizualizací.
• Zobrazení názvu otevřeného souboru.
• Vizualizace informace o orientaci vlákna elementu.
• Zobrazení sloupce s informací, pod kterou sekvenci z GFF souboru daný element
náleží. Toto je důležité především pro snadnou orientaci v rozsáhlých souborech, které
mohou obsahovat klidně několik desítek různých sekvencí.
V poslední fázi implementace byla vyzkoušena přenositelnost programu z operačního
systému Linux Mint na operační systém Windows 7. Na platformě Windows se ukázalo
jako problematické vyexportovat vizualizaci z plátna (canvas) do souborů typu PDF nebo
PNG. Lze však zobrazenou vizualizaci uložit jako soubor typu postscript. Tento soubor
je potom převeditelný na obrázky nebo soubory typu PDF například pomocí některého
z běžně dohledatelných online překladačů. Mimo tento problém s exportem vizualizace do
souboru se program v obou operačních systémech chová totožně a je funkční.
V následujících bodech jsou popsány jednotlivé moduly (zdrojové soubory jazyka Py-
thon) a další soubory, které spolupracují na výsledném chodu aplikace:
• Modul parser.py implementuje funkci my parse. Při implementaci této funkce byla
využita knihovna BCBio, konkrétně její část GFF. Funkci je jako vstupní parametr
předán název vstupního souboru k vizualizaci a jejím výstupem je slovník s elementy
ze vstupního GFF souboru a seznam s jednotlivými elementy v pořadí v jakém byly
načtené. Tento seznam zachovávající pořadí je důležitý pro následné správné napojení
elementů do hierarchických vztahů v GFF stromu.
Pomocí funkce parse simple z knihovny BCBio jsou v cyklu parsovány jednotlivé
řádky a informace potřebné k tvorbě stromu a k vizualizaci jsou ukládány do výstup-
ních datových struktur. V tomto modulu se také řeší konflikty s více rodiči, nespoji-
tými elementy a chybějící ID elementů popsané výše v sekci 5.2.2.
• Modul tree my.py implementuje funkci print tree, která se dostává do chodu po
úspěšném rozparsování vstupního souboru. Tento modul používá při vykreslování
stromů modul Treeview z knihovny TkInter. Tato funkce má několik vstupních pa-
rametrů. Prvními parametry jsou slovník a seznam prvků z GFF souboru vytvořené
funkcí my parse z předchozího modulu. Dále je jako parametr předán aktuální pr-
vek k vykreslení, jeho rodičovský element a také index určující zda se jedná o kopii
elementu nebo element původní (viz problém více rodičů v sekci 5.2.2). Vložením
názvu aktuálního prvku tak vlastně funkci předáme klíč, podle kterého najde požado-
vaný prvek ve slovníku a získá tak přístup k potřebným informacím. Tento postup je
uplatněn ve většině funkcí, které potřebují kromě názvu také jiné informace o prvku.
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Dalšími parametry jsou strom, do kterého se má daný element napojit a také infor-
mace z filtru, které určují, zda bude daný prvek zobrazen či nikoli.
Funkce je rekurzivně volána pro prvky ze seřazeného seznamu elementů a všechny je-
jich potomky, které vygenerovala parsovací funkce, dokud není tento seznam prázdný.
Ve funkci je nejprve zjištěno, zda prvek odpovídá filtru zadanému uživatelem. Filtro-
vány jsou pouze prvky na první úrovni, zobrazí se tak vybrané prvky i s jejich pří-
padnými potomky. Poté je určeno jméno prvku, které se má zobrazit. Pokud v GFF
souboru není toto jméno definováno, jako název elementu se použije jeho typ. Následně
je pomocí funkce insert z knihovny TkInter navázán prvek do stromu. Nakonec je
tato funkce zavolána pro všechny potomky aktuálního elementu a element je vyjmut
ze seřazeného listu elementů. Tímto vyřazením je zajištěno, že se tato funkce nebude
pro daný prvek volat vícekrát. Tím by totiž došlo k zacyklení, narušení správného
vykreslení a docházelo by ke konfliktům v napojování elementů.
• V modulu visualisation.py jsou implementovány tři pomocné funkce, jádrem to-
hoto modulu je potom funkce visualize, která se stará o samotné vykreslení na
obrazovku. I v tomto modulu byla pro vykreslení jednotlivých elementů a jejich po-
pisků využita knihovna TkInter, dále pak knihovna pro parsování XML dokumentů
xml.dom.minidom 2.
První funkcí v tomto modelu je color parse. Pomocí knihovny na parsování XML
je z jednotlivých elementů XML utvořen slovník. Jako klíč je v tomto slovníku použit
typ elementu, hodnotou je pak barva definovaná uživatelem.
Další malá pomocná funkce count children slouží ke spočítání počtů potomků da-
ného elementu. Jejím vstupem je daný prvek a slovník elementů, ve kterém funkce
zadaný prvek najde, a výstupem počet všech dětí, který má daný element a jeho po-
delementy. Tato funkce je posléze využita ve funkci count resize, která má stejné
vstupní parametry. Jejími výstupy jsou pak nalezené či spočítané dodatečné infor-
mace potřebné k vizualizaci. Prvním výstupem je spočtený nasobek delky (viz sekce
5.3), druhým je startovní pozice elementu použitá pro vizualizaci, třetí návratovou
hodnotou je potom počet dětí daného elementu.
První dvě návratové hodnoty popsané v předchozím odstavci jsou vstupními parame-
try hlavní funkce pro vizualizaci visualize. Dalšími vstupními parametry jsou plátno
(canvas), do kterého se bude vizualizace zobrazovat, zobrazovaný prvek a slovník se
všemi elementy z GFF souboru. Posledním parametrem je aktuální číslo řádku, na
které se element vykreslí. Tato funkce je také rekurzivní a postupně se volá na všechny
potomky daného elementu a jeho podelementů atd. V této funkci se pomocí knihovny
TkInter nejprve vykreslí prvek podle jeho lokace, toto probíhá v cyklu, protože pokud
je element nespojitý, je třeba vykreslit všechny jeho části postupně. Při vykreslení se
upřednostní barva definovaná uživatelem v souboru color conf.xml. Poté je spočí-
táno umístění popisku tak, aby byl zobrazen přibližně v polovině elementu a zároveň je
ošetřeno, aby byl viditelný celý i pokud je na kraji okna. Poté, co je popisek vykreslen,
je funkce volána pro všechny potomky aktuálního elementu.
Poslední funkcí v tomto modulu je show scale. V první části této funkce je vykreslena
na část obrazovky nad vizualizací osa, v druhé části funkce jsou pak k ose doplněny po-




Obrázek 6.3: Ukázka souboru pro konfiguraci barev.
• S předchozím modulem spolupracuje XML soubor color conf.xml. Obsahuje uživa-
telem definované prázdné elementy, které mají dva atributy a to typ a barvu (viz
obrázek 6.3). Z tohoto souboru jsou pomocí výše popsané funkce color parse nač-
tena data, která určují barevnost zobrazovaných elementů z GFF souboru. Pokud zde
nějaký typ elementu není definován, vykreslí se šedou barvou.
• Jádrem aplikace je poslední modul app.py, ten zajišťuje jak spolupráci jednotli-
vých modulů, tak grafické uživatelské rozhraní. V hlavní funkci jsou inicializovány
jednotlivé složky grafického rozhraní například tlačítka, strom pro vykreslení GFF
prvků a plátna pro vizualizaci. Dále modul obsahuje funkce pro obsluhu tlačítek
a dvě pomocné funkce - change button state na uzamykání a odemykání tlačítek
a clear GUI na vymazání starých dat z grafického rozhraní při zobrazování nového
souboru.
Zamykat tlačítka funkcí change button state je důležité především při akcích, které
by mohly u velkých souborů trvat delší dobu. Takovouto akcí může být například
načtení souboru a jeho zobrazení jako GFF strom, u opravdu velkých souborů může
tato akce trvat několik desítek vteřin až minut. Při opakovaném stisknutí jednoho
tlačítka nebo různých tlačítek uživatelem ať už v průběhu načítání, aplikování filtru
či výběru souboru k načtení nebo uložení, by totiž mohlo dojít k narušení správného
chodu aplikace. Toto je proto potřeba ošetřit tak, aby uživatel vůbec nedostal možnost
zmáčknout tlačítko vícekrát za sebou.
Funkce add zajišťuje obsluhu tlačítka open and load file. Funkce nejdřív uzamkne
tlačítka a otevře dialogové okno pro výběr souboru. Po úspěšném zvolení souboru se
zavolá funkce z modulu parser.py a je zobrazena informace, že se soubor načítá.
Pokud je soubor úspěšně zpracován, v horní části se zobrazí název otevřeného sou-
boru. V opačném případě je uživatel vyzván k vložení validního GFF souboru. Po
rozparsování je volána funkce z modulu tree my.py a je vykreslen strom (viz ukázka
z běhu aplikace na obrázku 6.4). Na závěr funkce opět zpřístupní zamčená tlačítka.
Obsluha tlačítka filter (reload) je implementována ve funkci reload tree, zde je znovu
vykreslen strom pomocí funkce z modulu tree my.py dle zadaného filtru.
Po zobrazení načteného stromu se čeká na dvojitý klik myší na uživatelem zvolený ele-
ment. Obsluha tohoto kliknutí je implementována ve funkci OnDoubleClick. Tato funkce
zajistí vyčištění prvků grafického rozhraní od předešlých vizualizací a zavolá funkce k vy-
kreslení nové vizualizace zvoleného prvku. Výsledek akce provedené po stisku tohoto tla-
čítka je zobrazený na obrázku 6.5. Na tomto obrázku je znázorněna osa vizualizace, ze
které lze dopočítat, že element je dlouhý 7032 bází. Vzhledem k tomu, že je tento element
dlouhý několik tisíc bází, délku jeho potomků lze z vizualizace spočítat jen přibližně. Tuto
informaci má ale uživatel ve vloženém GFF souboru. Všimnout si můžete také šipek u něk-
terých elementů, které znázorňují orientaci vlákna. V tomto obrázku mají všechna vlákna
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Obrázek 6.4: Výřez z levé části obrazovky aplikace. Zobrazení načteného hierarchického
GFF stromu.
Obrázek 6.5: Výřez z pravé části obrazovky aplikace. Zobrazení vizualizace zvoleného ele-
mentu.
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orientaci zápornou. Ve spodní části je potom vidět červeně vykreslený nespojitý element
DNA sequence secondary structure.
Posledním tlačítkem programu je save as, o jeho implementaci se stará funkce save.
Po stisknutí tlačítka funkce zobrazí dialogové okno, ve kterém uživatel zvolí název a typ
výstupního souboru a složku, do které se má soubor uložit. Poté je obsah plátna s vizuali-
zací převeden na požadovaný formát a uložen. Na OS Windows nastal problém s převodem
souboru typu postscript, který je vygenerován z plátna vizualizace, na soubory typu PNG
a PDF. Proto se na tomto operačním systému výstupní soubor uloží pouze jako typ post-
script. I v této funkci dochází k zamykání a opětovnému zpřístupnění tlačítek.
Výsledkem implementace je aplikace s grafickým uživatelským rozhraním, která se spustí
z příkazového řádku. Popis ovládání programu, návod k instalaci a testovací data lze nalézt
na přiloženém CD (viz adresářová struktura v příloze).
27
Kapitola 7
Aplikace v praxi a možná rozšíření
Jednou z fází vývoje programu popsaných v předešlé kapitole bylo setkání s budoucím
uživatelem programu - biologem. Toto setkání proběhlo s Mgr. Zdeňkem Kubátem, Ph.D.
z Biofyzikálního ústavu Akademie věd České republiky v Brně.
Uživateli byly nejprve podány obecné informace o programu, k čemu má program slou-
žit a proč je vyvíjen. Poté bylo krátce vysvětleno ovládání programu pomocí jednotlivých
ovládacích prvků. Následně si uživatel vyzkoušel celkovou funkčnost aplikace od vložení
souboru přes vizualizaci, až po export do souboru požadovaného formátu. Byl také vy-
zván, aby zkusil použít filtr pro zobrazování elementů. Na závěr byla uživateli představena
možnost barevného nastavení vizualizovaných elementů pomocí XML modulu.
Po otestování programu byly navrženy a zkonzultovány mnohé možnosti rozšíření pro-
gramu, z nichž některé byly dodatečně implementovány (viz jejich seznam v kapitole 6.4).
Jedním ze základních rozšíření by měla být možnost importu FASTA souboru popsaného
v sekci 3.2. Po importu tohoto souboru by bylo možné například zobrazovat jednotlivé báze,
jako je tomu například v programu Geneious, a umožnit tak uživateli zkoumat strukturu
transposonu až na úrovni sekvencí jednotlivých bází.
Na import FASTA souboru by se však dalo navázat i dalším rozšířením a to exportem
aminokyselinových či nukleotidových sekvencí zvoleného elementu buď ve formátu FASTA
nebo jako obyčejný textový soubor. Toto rozšíření by bylo možné implementovat například
jako volby zobrazené po kliknutí pravým tlačítkem myši na vybraný element v GFF stromu.
Při takovémto exportu by bylo důležité zohlednit orientaci vlákna, ta totiž určuje, zda se
bude číst vlákno ve směru 3’→5’, nebo v opačném směru. Aminokyselinové i nukleotidové
sekvence jsou tvořeny trojicemi bází, jak již bylo zmíněno v kapitole 2.4, a čtení v opačném
směru by mělo za následek překlad do nesprávných sekvencí.
Další možností zobrazenou po kliknutí pravým tlačítkem myši by mohlo být vyhledání
daného elementu v online databázích. To by uživateli umožňovalo zjistit další dodatečné
informace o elementu.
V obsahu GFF souborů bývají často pouze výsledky predikčních nástrojů na hledání
transposonových rysů. Biology vítaná by proto byla možnost editovat GFF soubor přímo
z programu. Jedná se především o odstranění, případně i přidání některých elementů. Toto
by bylo opět vhodné realizovat jako nabídku po stisku pravého tlačítka myši. Po takovéto
změně by bylo potřeba aktualizovat vizualizaci a případně uživateli zobrazit nabídku, zda
chce provedené změny v souboru ponechat a uložit nebo se vrátit k předchozímu stavu.
Posledním rozšířením je potom úprava grafického uživatelského rozhraní, ve kterém by
bylo možno přibližovat a oddalovat vizualizaci například kolečkem na myši nebo tlačítky
se symboly + a −. To by uživateli umožnilo další způsob jak měnit hloubku vizualizace
28





Hlavním cílem této práce bylo vytvoření vizualizačního programu pro zobrazování transpo-
sonů a jejich vnitřních struktur. Záměrem bylo vytvořit aplikaci spojující výhody komerč-
ních produktů, jako jsou například možnosti zobrazení celého elementu i jeho jednotlivých
částí a intuitivnost v ovládání pomocí grafického uživatelského rozhraní s volnou dostup-
ností.
V průběhu vývoje jsem si nejen rozšířila znalosti z oblasti molekulární biologie, ale také
se dozvěděla, jak lze informační technologie využít v jiných vědeckých odvětvích, například
ke zpracování dat v biologickém výzkumu. Měla jsem možnost vyzkoušet si programy se
kterými biologové pracují a na základě těchto poznatků navrhnout aplikaci, která by byla
především snadno ovladatelná a dobře využitelná v dané problematice.
Vytvořila jsem funkční aplikaci, kterou je možné zařadit mezi software na vizualizaci
informací o struktuře genů, transposonů a jejich genomických rysů ze souboru typu GFF.
Velkou inspirací k tvorbě tohoto programu byl již existující program Geneious, který je
obrovským komplexem různých nástrojů pro práci s biologickými daty.
Na základě uvedených skutečností lze konstatovat, že záměry a cíle práce byly splněny.
Aplikace bez problémů zvládne vykreslit hierarchickou strukturu elementů a posléze vizua-
lizovat vnitřní strukturu zvoleného elementu - to vše pomocí pár kliknutí myší. Stejně tak
umožňuje filtraci zobrazených elementů a nastavení barevnosti vizualizace. Program jako
takový je však pouhým základem pro práci s biologickými daty. Bylo by však vhodné pro-
gram dále rozšířit, především o import FASTA souboru, na nějž potom mohou navazovat
další rozšíření popsaná v předchozí kapitole.
Přestože byl program primárně vyvíjen na platformě Linux, je celkem dobře použitelný
i v operačním systému Windows. Do budoucna by však bylo jistě vhodné doladit export
vizualizace do obrázků a PDF souboru pro OS Windows.
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• zdrojové kódy aplikace
• readme soubor s popisem použití a návodem k instalaci
• testovací vstupní GFF soubory
• PDF a LATEXverze této práce
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