Abstract. Since Miller and Koblitz applied elliptic curves to cryptographic system in 1985 [3, 6] , a lot of researchers have been interested in this field and various speedup techniques for the scalar multiplication have been developed. Recently, Gallant et al. published a method that accelerates the scalar multiplication and is applicable to a larger class of curves [4] . In the process of their method, they assumed the existence of a special pair of two short linearly independent vectors. Once a pair of such vectors exists, their decomposition method improves the efficiency of the scalar multiplication roughly about 50%. In this paper, we state and prove a necessary condition for the existence of a pair of desired vectors and we also present an algorithm to find them.
Introduction
Since the introduction of elliptic curve cryptosystem in 1985 by Miller and Koblitz, independently, cryptographic schemes using elliptic curves get lots of attention in the field of public key cryptography due to its low bandwidth and small space storage requirements. The scalar multiplication is the main operation in public key schemes using elliptic curves and it can be usually done by successive doubling and addition of points. The doubling and addition of points need a few inversions and multiplications over the underlying finite field.
Although the key size is small, the required complexity may still be relatively heavy and hence intensive researches have been done to improve its computational efficiency. Many different approaches to improve the computational efficiency for elliptic curve cryptography have been tried [1, 2, 3, 5, 7] .
One of the approaches is to analyze the algebraic structure of elliptic curves and classify a class of special curves with better efficiency in the scalar multiplication. The most well-known and commonly used class is Koblitz curve. For Koblitz curve, scalar multiplication does not need any point doubling by exploiting a feature of the Frobenious endomorphism [5, 8, 9, 10] . When the underlying finite field is of characteristic 2, the Frobenious endomorphism can be efficiently computed since squaring is much faster than multiplication. The idea of using Frobenious endomorphism can be extended to elliptic curves with arbitrary characteristic, but the improvement of the efficiency can not be guaranteed.
Recently, a speedup idea of scalar multiplication kP using efficiently computable endomorphism of an elliptic curve E over a prime field F q has been proposed by Gallant et al. for a point P ∈ E of prime order n. In their paper, they introduced an idea using decomposition of k = k 1 + λk 2 (mod n) where λ is an integer that satisfies φ(P ) = λP and φ is an endomorphism on E. If the endomorphism is efficiently computable and one can guarantee that each component k 1 , k 2 in the decomposition is short enough, say both of them are bounded by √ n, then their method improves the computational efficiency up to 50 percent to the general method of computing scalar multiplication in elliptic curves over the prime field.
In order to find such a decomposition of
introduced a way to use two linearly independent short vectors v 1 , v 2 in the kernel of the homomorphism f :
For the simplicity of the notation, we call a set of such vectors v 1 , v 2 by a GLV(R. Gallant, R. Lambert and S. Vanstone) generator that will be defined later. Gallant et al. also suggested a specific way to find a GLV generator, but the completeness of their method is claimed heuristically without any proof. In fact, the gaps unproven in their claim are -One cannot guarantee the existence of a GLV generator.
-One cannot guarantee the success of finding a GLV generator even if there is a GLV generator.
In this paper, we propose -A necessary condition for the existence of a GLV generator -A method of finding a GLV generator when a GLV generator exists.
Our paper is organized as follows. In Section 2, we review briefly how to speedup the scalar multiplication using a GLV generator proposed by Gallant et al.'s in [4] . In Section 3, we present a necessary condition for the existence of a GLV generator and a new algorithm to find a GLV generator. Finally, we conclude and discuss some further works in Section 4.
Preliminary
Let F q be a finite field of q elements and E be an elliptic curve defined over F q with the point at infinity O. An endomorphism of E is a rational map φ :
Let P ∈ E be a rational point of a large prime order n. Let φ be an efficiently computable endomorphism of E and φ acts on the subgroup P as a multiplication by λ which is an integer root of the characteristic polynomial of φ modulo n. Let k be an integer and be selected uniformly at random from the interval [1, n− 1]. We consider a set of two linearly independent vectors in Z × Z that will be used to speed up the computation of kP and name it a GLV generator. For given λ, n,
Here we define a GLV generator.
How to Use a GLV Generator to Calculate kP
Now we briefly explain how Gallant et al. used a GLV generator to speed up the computation of kP . Suppose that
Thus we see that one can always decompose
Hence kP can be calculated by k 1 P + k 2 φ(P ) using the windowed simultaneous multiple point multiplication method for P and φ(P ) and the efficiency improvement is roughly 50% to the general scalar multiplication method for the currently recommended key sizes [4] .
A Method to Find a GLV Generator by Gallant et al.
Gallant et al. suggested an algorithm of finding a GLV generator using extended Euclidean algorithm. In the procedure of extended Euclidean algorithm for n and λ, we have a sequence of equations,
where s 0 = 1, s 1 = 0, t 0 = 0, t 1 = 1, r 0 = n, r 1 = λ and s i , t i , r i have the following properties,
Let m be the greatest index such that r m ≥ √ n. Set v 1 = (r m+1 , −t m+1 ) and take v 2 to be the shorter of (r m , −t m ) and (r m+2 Note that all of them are generated by one vector (42, 41) over the field Q and v 2 does not exist under the assumption that each component of v 2 is bounded by √ n.
In the next section, we shall present a necessary condition for the existence of a GLV generator and propose an algorithm to find the second vector v 2 whose components are bounded by √ n if it exists and compare with Gallant et al.'s algorithm.
Algorithm

A Necessary Condition for the Existence of a GLV Generator
As we've seen above, Gallant et al.'s method is not a complete solution of finding a GLV generator even though their method always gives the first small vector v 1 = (r, t). In this subsection, we state and prove a necessary condition for the existence of a GLV generator.
Assume that v 1 = (r, t) and v 2 = (u, v) are two linearly independent integer vectors in the kernel of f such that − √ n < r, t, u, v < √ n. Then we have
for some s, w ∈ Z. By multiplying the first and the second equations in (3) by u and r, respectively, we get
Similarly, we have rv − tu = (sv − tw)n.
Note that |tu − rv| < 2n. If tu − rv = 0, (r, t) and (u, v) are linearly dependent. Thus tu − rv = −n, n since n divides tu − rv. From (5) we have
Therefore we conclude that t is relatively prime to s and v is also relatively prime to w. We shall state and prove the following Lemmas.
Lemma 1 Let n be prime and λ
∈ [1, n − 1]. Assume that v 1 = (r, t), v 2 = (u, v) ∈ kerf and − √ n < r, t, u, v < √ n. If v 1 , v 2 are
linearly independent, then r is relatively prime to t and u is relatively prime to v.
Proof : Since v 1 , v 2 ∈ kerf , we have s, w ∈ Z which satisfy (3). Assume that the greatest common divisor of r and t is α > 1. Then α becomes a common divisor of s and t from (3) since n is prime and this contradicts to (6) . This completes the proof.
Lemma 1 shows a necessary condition for the existence of a GLV generator. If (r, t) ∈ kerf , gcd(r, t) = 1 and |r| < √ n, |t| < √ n, then the second vector 
exists. In fact, Lemma 1 itself shows that if gcd(r, t) = 1, there is no GLV generator that contains the vector (r, t).
Lemma 2 Let
√
n. Then 2v = (2r, 2t) is also contained in the kernel of f . Therefore, from Lemma 2, we know that at least one component of each vector in a GLV generator, say a, should satisfy either
A Proposed Algorithm to Find a GLV Generator
Using the method proposed by Gallant et al. described in subsection 2.2, one can always get the first vector v 1 where each component of v 1 is bounded by √ n. Now we present an algorithm of finding the second short vector v 2 after one gets the first vector v 1 if there is any such v 2 .
Suppose we have the first vector v 1 = (r m+1 , −t m+1 ) in the kernel of f as in Gallant et al.'s algorithm. We know that |r m+1 |, |t m+1 | are already less than √ n.
From the equation (6), we know that s is relatively prime to −t. We apply the extended Euclidean algorithm to find the greatest common divisor of s and −t. Then the algorithm returns v and w which satisfy
In general, every integer vector (v, w) which satisfies sv − tw = 1 can be represented by (v + αt, w + αs), α ∈ Z. Our purpose is to find a suitable α. Set
Since |v| < √ n and t = −t m+1 = 0, we have
Note that u = wn − vλ and r = r m+1 > 0, then we also have
Therefore α has to be an integer in the intersection of (8) and (9) . From Lemma 2, in order to seek α for the second vector v 2 of a GLV generator, it is sufficient to test only four integers at most since one of |r|, |t| is greater than 1 2 √ n. Now we give our algorithm of finding the second vector v 2 = (u, v). 
Algorithm 1 Find a GLV generator v
For example, v and w are obtained from the extended Euclidean algorithm since s m+1 is relatively prime to −t m+1 .
Step 4. Compute
Step 5. Step 6. Compute
Step 7. 
One can easily verify that v 2 = (u, v) is in ker f and |u|, |v| < √ n. Therefore {v 1 , v 2 } is a GLV generator.
Comparison with the Method of Gallant et al.
To compare our algorithm with Gallant et al.'s algorithm, consider the following example, n = 1319399, λ = 344894, √ n ≈ 1148.65.
We have from the extended Euclidean algorithm, The integer intersection of I 1 and I 2 is {2}. Therefore we haveṽ 2 = (−941, 899) from Step 9. We note that each component ofṽ 2 in our algorithm is bounded by √ n while the second component of vector v 2 from Gallant et al.'s algorithm exceeds √ n. From the above example, we see that Gallant et al.'s algorithm does not give a GLV generator even if there is a GLV generator. Since our proposed algorithm checks all the possibility of the existence of a GLV generator with the first vector v 1 , we never miss a GLV generator if there is any. Our proposed algorithm needs only a few more real number arithmetic after one gets the first vector v 1 .
Conclusion
We presented an algorithm to facilitate the use of Gallant et al.'s idea to speed up the scalar multiplication of elliptic curves over a prime field in a more concrete way. Their method gives the desired efficiency if there is a GLV generator which we named in this paper. The efficiency improvement of their method is still good if one can guarantee that each component of the two linearly independent vectors is bounded by a small constant multiple of √ n, i.e., c √ n when c is small. Analyzing cases with c > 1 is more complicated than the case with c = 1 and can be an further interesting work.
