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Introducció
Problemes de satisfacció de restriccions
Visió general
Com diu el nom, aquest tipus de problemes treballa amb restriccions. Aquestes restriccions no són 
diferents de les que ens envolten, com per exemple les restriccions temporals (gestió de feina i de 
família),  o  restriccions  més  tangibles  (mirant  de  no  passar-nos  del  pressupost),  i  trobar  les 
maneres  de  resoldre  aquestes  situacions.  Moltes  vegades  però,  som  incapaços  de  tenir  en 
compte totes les restriccions que ens envolten. Quan passa això, els ordinadors, i concretament, 
els problemes de satisfacció de restriccions (PSR) són necessaris.
Com la majoria de problemes d'intel·ligència artificial, els PSR es solucionen a través de la cerca. 
Llavors, què diferencia els PSR de la resta de problemes de la IA? Doncs en aquest tipus de 
problemes es té una estructura uniforme que permet crear algoritmes de cerca generals basats en 
aquesta estructura (no en el domini del problema).
Molts problemes de la vida real poden ser plantejats com problemes de satisfacció de restriccions, 
per això s'ha treballat tant en les heurístiques de la seva resolució. Exemples d'aquest tipus de 
problemes es poden trobar en els següents àmbits: planificació de tasques, logística, gestió de 
xarxes, telecomunicacions, seqüències d'ADN, telescopi Hubbell, ...
Definició
Un problema de satisfacció de restriccions (PSR) està definit per un conjunt de variables: V1, V2, 
…, Vn, i un conjunt de restriccions: R1, R2, …, Rn. Cada variable té assignat un domini de valors, i 
cada restricció  implica  un subconjunt  de variables  i  especifica  les  combinacions possibles  de 
valors per aquestes variables.
Definirem un estat del problema com qualsevol assignació de les variables amb un dels seus 
valors  del  domini  (sigui  completa  o  no).  Llavors,  quan  una  assignació  no viola  cap  restricció 
l'anomenarem  consistent,  i  quan  totes  les  variables  estan  assignades  amb  una  assignació 
consistent haurem obtingut una solució del problema.
És important fixar-se que aquest tipus de problemes es poden plantejar amb un graf, on cada 
node correspon a una variable, i cada relació entre ells, a una restricció.
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Un dels problemes més coneguts de PSR és el d'acoloriment de mapes (que podríem dir que 
deriva de l'acoloriment de grafs). Si ho traslladéssim a la ciutat de Barcelona, que consta de 10 
districtes  i  volguéssim pintar  cada  districte  d'un  color  diferent  al  seu  adjacent,  el  primer  que 
hauríem de fer seria construir un graf de restriccions, on cada node correspon a una variable, i  
cada relació correspon a una restricció que marca la desigualtat del color.
Si considerem que tenim un domini de colors igual a: {blau, verd, vermell i groc} per cadascuna de 
les variables, i per exemple volem assignar a Sant-Montjuïc el color verd, tant la Ciutat Vella, com 
l'Eixample, com Les Corts, se'ls hi haurà d'assignar un color diferent. Una possible solució del 
problema seria: {Sant-Montjuïc: verd, Ciutat Vella: groc, Les Corts: groc, l'Eixample: vermell, Sant 
Martí: blau, Sant Gervasi-Sarrià: blau, Gràcia: groc, Horta-Guinardó: verd, Sant Andreu: groc, Nou 
Barris: blau}.
Si agafem el quartet: Sarrià-Sant Gervasi, Horta-Guinardó, Gràcia i Eixample, podem concloure 
que és impossible trobar una solució amb només tres colors diferents, no obstant ens fixem que és 
impossible afegir una altre districte que estigui connectat amb aquests quatre alhora i, per tant, 
podrem dir que amb quatre colors podem pintar qualsevol mapa complint les restriccions d'aquest 
problema. Aquest teorema és conegut com el teorema dels quatre colors.
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Imatge 1: Mapa de districtes de Barcelona Imatge 2: Graf de districtes de Barcelona
Sarrià – Sant 
Gervasi
Nou Barris
Ciutat Vella
Sant Martí
Les Corts
Gràcia
Sants -
Montjuïc
Sant Andreu
Eixample
Horta -
Guinardó
Tipus de problemes
Existeixen  diferents  tipus  de 
problemes  que  podem  classificar 
segons  la  seva  complexitat. 
L'exemple  vist  anteriorment 
d'acoloriment de mapes està dins 
de  la  categoria  més  simple  de 
PSR, on el domini de les variables 
és  discret  i  finit.  Un  cas  concret 
d'aquest  grup  són  els  PSR 
booleans, on el domini té els valors 
de verdader i fals.
Evidentment,  molts  problemes  no 
es  poden  limitar  així  i  necessiten 
un conjunt de variables infinit, com 
per exemple el conjunt de números 
enters,  naturals,  o  simplement  sèries  de números.  Un exemple  força comú d'aquest  tipus  de 
problemes és l'elaboració d'un calendari,  on existeixen dates infinites.  D'altra  banda,  cal  tenir 
present que al món real hi ha molts casos en que el domini és continu, amb la qual cosa es 
complica de manera considerable el problema.
De moment només hem parlat de les restriccions binàries (que afecten a dos variables),  però 
evidentment pot ser que només afectin a una variable (unària), o que en casos més complexes 
n'afectin  a  varies.  En  aquest  últim  cas  podem  crear  variables  auxiliars  per  tal  de  mantenir 
restriccions binàries i fer el problema menys complex a l'hora de resoldre'l. En l'exemple següent 
veiem un problema criptogràfic que conté restriccions d'aquest tipus.
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Imatge 3: Mapa de districtes de Barcelona pintat
El problema consisteix en assignar a cada lletra un dígit  diferent,  així  doncs podem definir  la 
restricció  següent:  Totesdiff(T,W,O,F,U,R).  Aquesta  restricció  implica  a  6  les  sis  variables  del 
problema, però la podem dividir en restriccions binàries del tipus: T≠W ,T≠O ,T≠F , ... A més 
a més, en les quatre columnes del problema també s'involucren diverses variables i es poden 
escriure com:
O+O=R+10 X1
X1+W+W=U+10 X2
X2+T+T=O+10 X3
X3=F
on les variables X1, X2, X3 són variables auxiliars i representen el dígit (0 o 1) que es transfereix a 
la següent columna.
Les restriccions que hem vist han estat totes absolutes, això vol dir que quan una possible solució 
viola una d'aquestes restriccions, es descarta. Però molts PSR del mon real inclouen restriccions 
de preferència. Per exemple, a la hora d'escollir un horari potser preferim agafa'l de tarda, però 
una  opció  igualment  vàlida  seria  tenir  horari  de  matins.  Aquest  tipus  de  restriccions  poden 
codificar-se com costos sobre les assignacions, així assignar l'horari de matí podria costar dos 
punts, mentre assignar l'horari de tarda costaria un punt. Es mirarà amb més detall a l'apartat de 
Variants de PSR.
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Imatge 4: Problema criptogràfic
Resolució de PSR
Fins ara hem vist les diferents opcions a l'hora de definir un problema. Per solucionar-los es poden 
seguir moltes estratègies diferents, seguint tècniques de cerca o d'inferència, però la manera més 
òptima de buscar és usant tècniques híbrides que combinin les dues.
Tècniques de cerca
Les tècniques de cerca consisteixen en explorar  l'espai  d'estats  del  problema fins trobar  una 
solució. Aquesta cerca pot ser completa si utilitzem cerca sistemàtica, o incompleta si utilitzem 
estratègies de cerca local.
Cerca sistemàtica: l'espai d'estats s'estructura mitjançant  un arbre.  Cada node representa una 
assignació de variables. Aquest arbre es pot recórrer de varies maneres, encara que normalment 
s'utilitza la cerca en profunditat, ja que té un cost lineal i  l'arbre té una profunditat acotada (el 
número de variables).
L'algoritme backtracking cronològic és un tipus d'algoritme de cerca sistemàtica i funciona de la 
següent manera: A cada iteració assignem un valor a la primera variable no assignada, mirem si 
es compleixen totes les restriccions (només caldria mirar les restriccions que afectin a aquella 
variable). Si es compleixen, seguim amb la següent iteració, i sinó, provem d'assignar un altre 
valor a aquesta variable. Quan no quedin més valors possibles hem de tornar a la variable anterior 
per canviar-li el valor. Si aconseguim assignar un valor a totes les variables, haurem trobat una 
solució del problema, i si esgotem tots els valors possibles per la primera variable, direm que el 
problema no té solució. En la imatge 5 veiem l'exemple del problema de les 4 dames utilitzant  
aquest algoritme.
Cerca  local: Aquests  algoritmes  intenten  optimitzar  una  funció  objectiu.  Treballen  amb 
assignacions  totals.  Donada  una  assignació  inicial,  el  procés  itera  per  anar  trobant  millors 
assignacions, fins arribar a un òptim. Considerant els PSR, la funció objectiu podria ser el número 
de restriccions no satisfetes. I per anar canviant els estats es sol canviar el valor d'una única 
variable. L'algoritme breakout utilitza la suma dels pesos de les restriccions no satisfetes com a 
funció objectiu.
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Imatge 5: Solució 4 dames: Backtracking cronològic
Solució: D1=2, D2= 4, D3=1, D4=3
D4 = 1 NO
D4 = 2 NO
D4 = 3 NO
D4 = 4 NO
Backtrack
D1 = 2D1 = 1
D2 = 1 NO
D2 = 2 NO
D2 = 3
D3 = 1 NO
D3 = 2 NO
D3 = 3 NO
D3 = 4 NO
Backtrack
D2 = 1 NO
D2 = 2 NO
D2 = 3 NO
D2 = 4
D2 = 1 NO
D2 = 2 NO
D2 = 3 NO
D2 = 4
Backtrack
D3 = 1 NO
D3 = 2
D3 = 3 NO
D3 = 4 NO
Backtrack
D3 = 1
D4 = 1 NO
D4 = 2 NO
D4 = 3
Tècniques d'inferència
Les tècniques d'inferència consisteixen en, donat un problema P, deduir un problema P' equivalent 
que sigui més fàcil de resoldre. La inferència serà completa si de P' podem extreure la solució o 
incompleta si hem de combinar la inferència amb tècniques de cerca.
Inferència completa: En una xarxa de restriccions el procés d'inferir direm que consisteix en trobar 
noves restriccions a partir de les ja existents. Si podem deduir una única restricció global, amb la 
que la solució es trobarà de forma directa,  haurem fet  una inferència completa.  El procés de 
sintetitzar a una única restricció global és costós en temps i espai.  L'algoritme ADC (Adaptive 
Consistency) es basa en la inferència completa. Donat un ordre estàtic de variables, per cada 
variable,  s'afegeix  una  nova  restricció  que  resumeix  l'efecte  de  la  variable  en  la  resta  del 
problema. Aquesta variable es substitueix per aquesta restricció, obtenint un problema equivalent 
amb una variable menys. Aquest procés es repeteix per cada variable fins que el problema es 
resol trivialment.
Inferència  incompleta: Segurament  trobar  una  restricció  global  és  força  complicat.  És  més 
assequible resoldre subxarxes de restriccions d'una grandària prefixada (d'una variable, de dos 
variables, ...). Amb aquest procés, denominat consistència local, podrem deduir noves restriccions 
que afegirem al problema i permeten accelerar la cerca d'una solució global. Mètodes d'inferència 
incompleta són: la consistència de nodes, la consistència d'arcs, la consistència de camins, i en 
general la k-consistència.
• Consistència de nodes: Una variable és node consistent si tots els valors del seu domini 
estan permesos pel conjunt de restriccions. Una xarxa de restriccions és node consistent si 
tota variable d'aquesta xarxa és node consistent. L'algoritme NC-1 serveix per convertir 
una xarxa en node consistent. Aquest algoritme simplement elimina els valors no permesos 
per la xarxa de restriccions a cadascuna de les variables afectades.
• Consistència d'arcs: Una variable x1 és arc-consistent respecte una altra variable x2, si a  x1 
se li pot assignar qualsevol valor del seu domini i sempre tindrem un valor de x2 disponible 
que no violi cap restricció. Així una variable és arc-consistent si ho és respecte totes les 
variables. I una xarxa de restriccions és arc-consistent si totes les seves variables ho són.
Per garantir que un problema compleix que la seva xarxa de restriccions és arc-consistent, 
es pot aplicar el procediment anomenat AC-3. Aquest procediment aplica la funció revise: 
Donades  dos variables  x  i  y,  s'esborra  d'x  tots  els  valors  del  seu domini  que no  són 
compatibles amb cap valor d'y, així fem a x arc-consistent respecte y. L'AC-3 aplica aquest 
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concepte sistemàticament per totes les parelles de valors involucrades en alguna restricció, 
i  en les dos direccions (no és el mateix fer 'x' arc-consistent respecte 'y', que fer 'y' arc-
consistent respecte 'x'). Però cada vegada que apliquem la funció revise i modifiquem el 
domini de la variable, hem de reconsiderar les restriccions que l'afecten ja que potser ara 
hi  haurà  més valors inconsistents,  per  exemple:  hem tret  de 'x'  el  valor  'a',  i  ara una 
variable 'k' que s'havia vist que era arc-consistent amb 'x', podria no ser-ho, ja que potser el 
valor  'a'  era  qui  feia  possible  que  amb  qualsevol  valor  que  s'assignés  a  'k'  es  podia 
assignar un valor a 'x' (només es podia amb 'a'). Per tant, veiem que aquest procés és 
bastant costós.
• Consistència de camins: Direm que dos variables 'x' i 'y',  és camí-consistent respecte una 
altra variable 'k', si amb totes les combinacions compatibles de valors sobre 'x' i 'y', es pot  
trobar un valor de 'k' que no violi cap restricció. Així doncs, és el mateix concepte que l'arc-
consistència, però agafant parelles de variables enlloc d'agafar-ne una sola.
Per convertir un problema en camí-consistent, s'utilitza el procediment PC-2 que inclou la 
funció revise3. Conceptualment funcionen de la mateixa manera que el AC-3 i el revise, 
però amb 3 variables, això implica un cost força més elevat.
• K-consistència: Fins ara hem vist la consistència de nodes que elimina els valors que no 
són possibles per una variable. L'arc-consistència elimina els valors d'una variable que no 
són consistents respecte una altra variable. La camí-consistència elimina els parells de 
valors de dos variables que no són consistents respecte una tercera variable. Així, direm 
que  la  k-consistència,  elimina  els  conjunts  de  valors  de  k-1  variables  que  no  són 
consistents per  una altra  variable.  A mesura que creix  k,  convertir  un  problema en k-
consistent augmenta de cost exponencialment, així que normalment ens conformem amb 
els algoritmes d'arc-consistència que són més assequibles.
Tècniques híbrides: Cerca + inferència
Podem classificar aquestes tècniques en dos tipus segons el tipus d'inferència que apliquem.
Cerca sistemàtica + inferència incompleta:  Forward Checking (FC) i Maintaining Arc Consistency 
(MAC) són els algoritmes que veurem que compleixen aquestes característiques.
• El FC segueix una cerca en profunditat,  fent a cada node una prova d'arc-consistència 
sobre les restriccions afectades. Veiem el seu funcionament en l'exemple de les quatre 
dames en la imatge 6.
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Imatge 6: Solució 4 dames: Forward Checking
D1 = 1
D2 = {3,4}
D3 = {2,4}
D4 = {2,3}
D2 = 3
D3 = {}
D2 = 4
D3 = {2}
D4 = {3}
Backtrack
D3 = 2
D4 = {}
Backtrack
D1 = 1
D2 = {4}
D3 = {1,3}
D4 = {1,2,3}
D2 = 4
D3 = {1}
D4 = {1,3}
D3 = 1
D4 = {3}
D4 = 3
Solució: D1=2, D2= 4, D3=1, D4=3
• El MAC és un dels algoritmes més famosos per resoldre PSR, segurament pel seu equilibri 
entre els costos d'inferència i de cerca. Consisteix en mantenir un problema arc-consistent 
a cada pas.
L'algoritme va provant  els possibles valors de la variable a tractar,  i  per cada valor  es 
consideren dos subproblemes diferents:
◦ Primer  assignant  a  la  variable  el  valor  escollit.  Si  és  la  última variable  hem trobat 
solució, sinó, hem de realitzar un procés d'arc-consistència, i així obtenim els dominis 
futurs de les variables que no hem assignat. Si no hi ha cap domini buit, continuem 
amb la següent variable i els nou dominis, i quan es trobi un domini buit, voldrà dir que 
no hi podrà existir una solució i passarem al següent subproblema.
◦ I després excloent del domini de possibles valors, el valor escollit. Es realitza la prova 
d'arc-consistència amb el nou domini de la variable, i així calculem els nous dominis 
futurs. Si trobem un domini buit, hem de tornar enrere ja que no trobarem cap solució 
en aquesta branca, i sinó tornem al formular el primer subproblema amb el nou domini 
de la variable actual.
Cerca sistemàtica + inferència completa: En aquest cas veurem l'algoritme Variable Elimination 
Search (VES). Eliminar una variable és el  pas bàsic d'aquest algoritme, però el  cost  d'aquest 
procés, a vegades no és assumible, sobretot quan el número de variables que estan relaciones 
amb alguna restricció és elevat. D'altra banda, assignar una variable modifica la topologia del graf 
quan es propaga l'efecte de l'assignació, amb el que es pot reduir el cost d'eliminar variables.
L'algoritme VES combina les dos idees anteriors i, de manera general, va passant variable per 
variable i comprova si aquesta té un cost acceptable per poder-la eliminar, si pot l'elimina utilitzant 
una funció específica i sinó, realitza una cerca sobre els valors de la variable i els prova d'anar 
assignant.
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Ordenant variables i valors
Fins ara només hem vist com treballar amb un ordre qualsevol de variables, però podem buscar 
quin és l'ordre més adequat. Per això, existeixen varis mètodes, els més interessants són:
• Mínim domini: Selecciona la variable amb el menor número de valors.
• Més restringida: Selecciona la variable involucrada a més restriccions.
L'ordre de les variables pot tenir un impacte força important a l'hora de resoldre un problema. Si a 
l'exemple de les 4 dames ordenéssim les variables: D2,D1,D3,D4 trobaríem una solució sense 
haver de fer cap backtrack. Això en problemes més complexes pot significar grans millores.
També pot ser important, encara que amb menor mesura, l'ordre en què assignem els valors a les 
variables.
Variants de PSR
Hem vist els PSR com models estàtics amb una estructura fixe, amb restriccions inflexibles, però 
existeixen  variants  que  permet  modificar  aquests  conceptes.  A  continuació  veiem  els  més 
importants:
• Problemes de Satisfacció de Restriccions Dinàmics (PSRD):   Sorgeixen de la necessitat de 
formular problemes que tenen variables i restriccions que canvien amb el temps. Es poden 
considerar com una seqüència de de PSR estàtics, cada un d'ells com una transformació 
de l'anterior. Les solucions que es troben en les primeres formulacions es poden utilitzar 
per millorar les següents. El mètode de solucionar-los es pot classificar segons la manera 
en què es transfereix la informació:
◦ Oracles: la solució trobada als PSR anteriors serveix d'heurística per la resolució del 
problema actual des de 0.
◦ Reparació local: cada PSR és calculat a partir d'una solució parcial d'un PSR anterior i 
es solucionen (reparen) les inconsistències de les restriccions incompatibles amb la 
cerca local.
◦ Gravació de restriccions: Les noves restriccions són definides a cada etapa de la cerca 
per  representar  l'aprenentatge  del  grup  de  decisions  inconsistents.  Aquestes 
restriccions són portades als nous PSR.
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• Problemes  de  Satisfacció  de  Restriccions  Flexibles:   Els  PSR  clàssics  tracten  amb 
restriccions absolutes (totes s'han de complir i sense cap tipus de matís). Els PSR flexibles 
relaxen aquestes dos premisses: permeten no complir al 100% les restriccions i també que 
no es compleixin totes les restriccions. Alguns tipus de PSR flexibles inclouen:
◦ MAX-PSR, on es permet un número determinat de violacions de restricció, i la qualitat 
de la solució es mesura amb la quantitat de restriccions satisfetes.
◦ PSR ponderat, és com un MAX-PSR, però cada restricció es pondera d'acord a les 
preferències definides.
◦ Fuzzy  PSR,  en  aquest  tipus,  les  restriccions  no  són  completament  satisfetes  o 
violades, sinó que el nivell de satisfacció és mesurat amb una funció contínua que pot 
tenir diversos valors.
Objectius del projecte
L'objectiu principal del projecte és l'elaboració d'un programa que permeti definir problemes de 
satisfacció de restriccions i resoldre'ls.
Tot això estarà enfocat per la docència de l'assignatura d'Intel·ligència Artificial que s'imparteix a la 
FIB. És per això que  el programa treballarà amb elements bàsics d'aquests problemes. D'una 
banda, les variables hauran de tenir dominis finits i discrets, i hauran de ser de tipus enter o string.  
El  programa  pretén  mostrar  el  funcionament  de  dos  algoritmes  bàsics  per  aquest  tipus  de 
problemes:  el  backtracking  cronològic  i  el  forward-checking,  vists  anteriorment.  Tot  això  ens 
permetrà poder treballar amb la col·lecció de problemes de l'assignatura de manera satisfactòria.
També s'ha de destacar que la idea és elaborar un eina fàcil d'utilitzar i amigable perquè qualsevol 
persona amb uns mínims coneixements de PSR la pugui utilitzar sense haver de perdre temps 
descobrint el seu funcionament. És per això que s'haurà d'incloure la visualització del problema en 
forma de graf de restriccions, i els menús i diferents opcions hauran de ser clares i concises. Això 
ho podem veure a l'apartat de la Vista de l'arquitectura lògica del sistema, al capítol de Disseny i  
Arquitectura.
Finalment, per agilitzar el funcionament del programa, aquest serà accessible via web.
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D'altra banda, aquest projecte també persegueix una sèrie d'objectius acadèmics.
Primer de tot,  pretén que l'alumne profunditzi  els coneixements adquirits a l'assignatura de IA 
sobre PSR, amb la comprensió dels diferents aspectes definits a la primera part d'aquest capítol. A 
part d'això com tot procés de desenvolupament de software, es segueixen una sèrie de passos en 
els que s'apliquen conceptes de diferents assignatures que s'han cursat en la carrera. Per aquest 
projecte, la branca d'assignatures més importants és la d'enginyeria del software: tant ES1, com 
ES2, com PESBD han permès realitzar la part d'especificació i arquitectura lògica d'una manera 
ordenada i  satisfactòria.  Pel  que fa la  implementació  dels  algoritmes utilitzats  s'ha  aplicat  els 
coneixements que s'han estudiat en les assignatures de PRED, ADA i PROP. Per últim, ha servit 
d'experiència tots els projectes que s'han cursat durant la carrera (PROP,PESBD,PXC,PROSO) 
per saber com planificar el temps, i poder saber quins contratemps es poden tenir a l'hora de fer 
un projecte. Altres assignatures no han estat directament relacionades amb aquest projecte, però 
per exemple les assignatures de matemàtiques, especialment MATD en la que s'estudien grafs, 
han proporcionat coneixements, que de forma indirecta, han facilitat la realització del projecte.
Metodologia
Abans de fer qualsevol cosa, primer s'ha hagut d'estudiar l'àmbit en què es treballarà: els PSR. I  
una vegada s'ha adquirit el coneixement necessari per realitzar el treball s'ha procedit amb els 
passos  comuns per la creació de qualsevol software que hem vist en la carrera:
• Anàlisis de requeriments  : S'hi analitzen les necessitats del usuaris finals, per determinar 
quines  característiques  i  funcionalitats  ha  de  tenir  el  programa.  Aquests  requeriments 
abarquen des de la funcionalitats específiques haurà de cobrir el programa, fins quin temps 
de carga haurà de tenir. Ho dividirem en requeriments funcionals i no funcionals.
• Especificació  : Consisteix en una descripció completa del comportament del sistema. Inclou 
el conjunt de casos d'ús que descriu totes les interaccions que tindran els usuaris amb el 
programa. També inclou el model conceptual.
• Disseny i arquitectura  : Descripció general de com funciona el sistema (Arquitectura física) i 
especificació  detallada  de  cadascuna  de  les  seves  parts  (Arquitectura  lògica).  També 
explica la manera on les diferents parts interactuen amb les altres.
• Implementació  :  Fase de programació. Es realitza el codi font, per poder dur a terme el 
comportament descrit en les fases anteriors.
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• Tests  : Durant i després de la fase d'implementació es realitzen tests per comprovar el bon 
funcionament de les parts implementades.
• Documentació  : Documentar el procés, per donar la possibilitat de futures ampliacions i/o 
revisions, incloent-hi en cas necessari manual d'usuari.
Sobre aquesta memòria
Aquesta memòria s'estructura fonamentalment seguint els passos descrits en la secció anterior , 
amb  lleugeres  modificacions.  A continuació  veiem  un  breu  resum  de  cadascun  dels  capítols 
d'aquesta memòria.
• Introducció:   És l'actual, i s'ha parlat de l'àmbit del projecte i els objectius que persegueix. 
Està destinat a situar el lector al punt de sortida.
• Eines  ja  existents:   En  aquest  capítol  veurem  les  eines  de  resolució  de  PSR  que  ja 
existeixen al mercat, i les seves característiques.
• Visió:   Aquí  veiem  per  primera  vegada  quines  seran  les  funcionalitats  del  programa 
descrites de manera general s'especifiquen els requeriments que haurà de tenir el sistema. 
També s'elabora un pla de treball per planificar totes les tasques a realitzar.
• Especificació:   En aquest capítol  es mostren les diferents interaccions entre l'usuari  i  el 
sistema.
• Disseny i  Arquitectura:   Hi  podem veure  com funciona  el  sistema,  amb les  tecnologies 
utilitzades i els processos que segueix.
• Implementació:   En  aquesta  última  fase  comentem  quines  eines  hem  utilitzat  per  la 
realització  del  projecte,  i  els  principals  aspectes  a  destacar  (sobretot  amb  la  llibreria 
utilitzada per la resolució de problemes).
• Exemples:   Una vegada completat el programa, posem una serie de problemes d'exemple, 
extrets de la col·lecció de problemes de l'assignatura, per veure com es poden formular 
aquests problemes.
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• Temps i Cost:   Hi trobem una comparativa respecte la planificació inicial i els temps que al 
final s'han emprat. També s'hi calcula el cost que aquest projecte podria tenir en el món 
real.
• Conclusions:   S'hi fa una sèrie de reflexions, comentant les experiències durant l'elaboració.
• Bibliografia:   Conté totes les fonts consultades per l'elaboració d'aquest projecte: llibres, 
articles, pàgines web...
• Annexes:   Hi ha el manual d'usuari del programa.
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Eines ja existents 
En  aquest  capítol  veurem  quines  eines  existeixen  capaces  de  solucionar  PSR  i  quines 
característiques tenen. Les més rellevants que s'han trobat són: AIspace, Choco i JaCoP
Aispace 
Aispace (http://www.aispace.org/index.shtml), és 
una  pàgina  web  que  conté  eines  per 
l'aprenentatge  de  conceptes  d'intel·ligència 
artificial.  Aquestes  eines  han  estat 
desenvolupades al  laboratori  d'Intel·ligència  Computacional  de la  Universitat  British  Columbia. 
Entre  aquestes  eines  trobem una  que  soluciona PSR basant-se  en l'arc-consistència.  Podem 
destacar que és fàcil d'utilitzar, amb visualització del problema en un graf, i permet solucionar el 
problema pas per pas per veure el funcionament de l'algoritme. Per contra, el programa només 
permet solucionar  el  problema mitjançant  l'arc-consistència,  les restriccions a definir  són força 
limitades, i  el  domini de les variables només els hi  permet tenir  un valor.  Si  el  que volem és 
conèixer el funcionament de l'arc-consistència, és l'eina perfecte.
Choco
Choco  és  una  llibreria  java  per  problemes  de  satisfacció  de  restriccions  i  programació  amb 
restriccions.  Es  basa  en  un  mecanisme  de  propagació  d'esdeveniments  amb  estructures 
backtracking.
És un software de codi obert, i que es pot utilitzar per la docència, investigació i aplicacions de la 
vida real. Es basa en l'algoritme de resolució MAC. 
S'ha decidit utilitzar aquesta llibreria per la resolució dels problemes del nostre programa, pels 
motius següents:
• Està escrit en Java.
• Té una documentació extensa i permet aplicar la llibreria forma fàcil.
• Està en constant desenvolupament, i això significa que es manté actualitzada.
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JaCoP
Podríem dir que JaCoP és una llibreria molt semblant a la Choco, però amb menys funcionalitats.
En general, només s'ha trobat l'eina de AISpace que es pugui assemblar al nostre projecte, però 
aquesta eina està més enfocada en veure el funcionament de l'arc-consistència.
S'han trobat unes quantes llibreries que permeten resoldre PSR, però cap d'elles té una interfície 
amb la que s'hi pugui treballar. Moltes d'aquestes llibreries s'han vist desfasades, i inclús ja han 
desaparegut de la xarxa, i només Choco sembla ser prou completa.
Per utilitzar aquestes llibreries cal estudiar-les bé, i tenir bons coneixements sobre la matèria. I si 
es vol modificar alguna cosa, encara és més complicat.
És per això que la nostra aplicació serà innovadora, i permetrà veure els PSR des d'un punt de 
vista docent amb facilitat pel seu ús.
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Visió
Descripció del projecte
Aquest projecte pretén elaborar una eina amb la qual es sigui capaç de formular PSRs i  que 
també els pugui resoldre.
Per una banda l'usuari podrà definir les variables que vulgui, i hi podrà assignar els camps de 
domini que desitgi, que formaran el domini d'aquesta variable. Cada camp de domini podrà ser de 
tipus enter o alfabètic, segons les necessitats, i tindrà els valors que l'usuari defineixi. Per definir 
un camp de domini  de tipus enter es podrà seleccionar un rang, amb un mínim i un màxim, o bé,  
es podrà escriure una llista dels valors desitjats. Pel camp de domini de tipus alfabètic només hi 
haurà l'opció d'escriure els valors en forma de llista.
Altrament també s'haurà de poder definir restriccions entre els diferents binomis variable – camp 
de domini.  A les restriccions també s'hi  podran afegir constants enteres.  Aquestes restriccions 
podran contenir expressions del tipus: suma, resta, multiplicació, absolut, negatiu, divisió, modul i 
elevat. Per acabar d'ampliar les possibilitats de les restriccions s'hi afegirà l'opció de poder usar 
operadors  lògics  AND,OR  i  el  condicional  IF.  Evidentment  per  avaluar  les  restriccions,  es 
disposarà dels comparadors: =, !=, <, >, <=, >=. 
Amb tot això en tenim prou per definir correctament el nostre problema. Aquesta informació es 
representarà en forma de graf, on les variables seran nodes, i les restriccions també seran nodes i 
estaran relacionades amb totes les variables afectades.
El graf podrà ser modificat sense modificar el problema. Així doncs, es podran moure els nodes 
creats,  i  mitjançant  la  creació  de punts de control,  també es  podran moure les relacions.  No 
obstant, per evitar complicacions de cara al usuari, no es podran crear relacions ni eliminar-les de 
forma manual, ja que aquestes sempre aniran relacionades segons la restricció que s'especifiqui.
D'altra banda el programa permetrà definir una sèrie de paràmetres amb els quals la màquina 
resoldrà el problema: Hi haurà l'opció d'activar Forward Checking, poder definir quin és l'ordre de 
les variables, i quin és l'ordre de valors a assignar. El resultat es mostrarà en un camp de text i 
contindrà tota la informació sobre el  recorregut fet  per l'algoritme, així  com el resultat  final,  el 
temps tardat, el nombre de vegades que s'ha tornat enrere i el nombre de nodes visitats.
Finalment es podrà guardar i obrir problemes definits amb aquesta mateixa eina. Això permetrà no 
perdre temps, cada vegada que s'obri el programa, per formular els problemes desitjats.
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Actors
En el nostre programa bàsicament l'actor  que intervindrà serà l'usuari,  que serà ell  qui  podrà 
utilitzar totes les funcionalitats del programa.
Requeriments funcionals
Els  requeriments funcionals  descriuen totes  les  funcionalitats  del  sistema.  Aquestes  permeten 
conèixer de què serà capaç de fer el sistema.
• Gestió de variables  : Comprèn les funcionalitats relacionades amb les variables. Aquestes 
són: crear una nova variable, modificar una variable i eliminar una variable.
• Gestió de dominis  :  Comprèn les funcionalitats relacionades amb els  dominis.  Aquestes 
són: crear un nou domini, modificar un domini i eliminar un domini.
• Gestió  de  restriccions  :  Aquest  grup  conté  les  funcionalitats  relacionades  amb  les 
restriccions. Aquestes són: crear una nova restricció, modificar una restricció, eliminar una 
restricció, desactivar una restricció i activar una restricció.
• Solucionar  : Conté tot allò que té a veure a l'hora de solucionar el problema: configurar 
algoritme de cerca i solucionar.
• Gestió de problema  : Comprèn les funcionalitats relacionades amb el problema en general: 
nou problema, obrir problema, guardar problema  i cargar exemple.
• Acció  graf:   Permet  modificar  la  visualització  del  graf  sense  canviar  el  significat  del 
problema. Aquí podem: moure nodes, crear i esborrar punts de control en les relacions i 
moure els punts de control creats.
Requeriments no funcionals
Els requeriments no funcionals especifiquen criteris que poden utilitzar-se per jutjar l'operació d'un 
sistema enlloc dels seus comportaments específics, ja que aquests corresponen als requeriments 
funcionals. Per tant, es refereixen a tots el requeriments que ni descriuen informació a guardar, ni  
funcions a realitzar.
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A continuació es mostra la llista dels requeriments no funcionals del nostre software:
• Facilitat d'aprenentatge  : El sistema serà fàcil  d'aprendre, i en menys d'un dia, algú que 
conegui mínimament els problemes de satisfacció de restriccions serà capaç d'entendre'l a 
la perfecció.
• Seguretat  : El sistema no tindrà cap tipus d'autentificació d'usuari, ja que no caldrà guardar 
cap tipus de dades personals, i es mostrarà igual per a tots els usuaris.
• Funcionament  : El temps de resposta haurà de ser el més ràpid possible, pocs segons com 
a màxim, però amb la funció de solucionar() tot estarà en funció del tipus de problema que 
plantegem i com el solucionem. No obstant ens podrem permetre un temps de carga d'uns 
pocs minuts.
• Interfícies d'usuari  : Les interfícies d'usuaris del software es faran des de 0 amb un sistema 
molt  intuïtiu,  amb  menús  simples,  representació  del  problema  en  un  graf  i  formularis 
simples.
• Llibreries  : Pel desenvolupament del projecte es necessitarà una llibreria capaç de resoldre 
problemes de satisfacció de restriccions,  s'escollirà l'eina Choco vista al  capítol  d'eines 
existents,  i  una  altra  capaç  de  construir  grafs.  S'expliquen  amb  detall  a  la  part 
d'implementació, eines utilitzades.
Planificació
La planificació del projecte ens ajudarà a acabar el projecte en el temps previst, tot i que sempre 
poden sorgir imprevists que faran variar els temps destinats a les tasques. Aquesta planificació 
mostrarà  els  dies  destinats  a  treballar  a  cadascuna  de  les  fases  del  projecte  vistes  en  la 
Metodologia de la Introducció.
Per representar gràficament els temps s'ha utilitzat  diagrames de Gantt.  Primer mostrarem un 
diagrama on es planifiquen les tasques més generals, i en els següents diagrames, es mira la 
planificació amb més detall. Això és possible ja que les tasques no es sobreposen en dies i no 
dificulta la lectura de la panificació. 
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En aquest diagrama de Gantt  veiem totes les tasques a realitzar per dur a terme el projecte. 
Podem veure que la part d'implementació i proves (Tests) és la que ocupa més volum de feina. No 
obstant, és igualment important fer una bona feina a les etapes anteriors, ja que d'això dependrà 
les dificultats que es puguin trobar a l'etapa d'implementació.
En aquest diagrama es planifica la part de l'especificació, on s'inclouen tots els casos d'ús i el 
model conceptual.
El  diagrama  de  Gantt  del  disseny,  la  dividim  en  arquitectura  física  i  lògica.  Segurament, 
l'arquitectura lògica sigui el porti més temps excloent la implementació.
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Imatge 7: Gantt: General
Id. Nom de la tasca Començament Fi Durada
T1 11 T2 11
feb mar abr may jun
1 8d26/01/201117/01/2011Analisis de requeriments
2 11d10/02/201127/01/2011Especificació
3 16d04/03/201111/02/2011Disseny
4 47d10/05/201107/03/2011Implementació
5 60d01/06/201110/03/2011Tests
6 26d15/06/201111/05/2011Esciure Memòria
Imatge 8: Gantt: Especificació
Id. Nom de la tasca Començament Fi Durada
ene 2011 feb 2011
27 28 29 30 31 1
1 2d28/01/201127/01/2011Cas d’ús: Gestió Variables
2 3d31/01/201129/01/2011Cas d’ús: Gestió Dominis
3 3d03/02/201101/02/2011Cas d’ús: Gestió Restriccions
4 1d04/02/201104/02/2011Cas d’ús: Solucionar
5 1d05/02/201105/02/2011Cas d’ús: Gestió Problema
7 4d10/02/201107/02/2011Model Conceptual
2 3 4 5 6 7 8 9 10
6 1d06/02/201106/02/2011Cas d’ús: Acció Graf
Imatge 9: Gantt: Disseny
Id. Nom de la tasca Començament Fi Durada
feb 2011 mar 2011
11 12 13 14 15 16
1 4d14/02/201111/02/2011Arquitectura Física
2 18d04/03/201115/02/2011Arquitectura Lògica
17 18 19 20 21 22 23 24 25 26 27 28 1 2 3 4
Finalment, veiem com es planifica la implementació, i considerem que la part de tests es durà a 
terme durant tota la implementació (tests de les diferents parts) i al final d'aquesta (tests de tot el  
programa en conjunt).
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Imatge 10: Gantt: Implementació i tests
Id. Nom de la tasca Començament Fi Durada
mar 2011 abr 2011
6/3 13/3 20/3 27/3 3/4 10/4
1 16d22/03/201107/03/2011Implementació: Descripció Problema
4 84d01/06/201110/03/2011Tests
17/4 24/4 1/5 8/5 15/5 22/5
may 2011
2 20d10/04/201122/03/2011Implementació: Solucionar Problema
3 30d10/05/201111/04/2011Implementació: Graf
Especificació
Casos d'ús
Un cas d'ús és una seqüència que es desenvolupen entre el sistema i els actors en resposta a un 
esdeveniment que inicia l'actor. En el nostre cas, només tenim l'actor usuari. Els diagrames de cas 
d'ús  serveixen  per  especificar  la  comunicació  i  el  comportament  del  sistema  mitjançant  la 
interacció amb l'usuari.
Cas d'ús: Gestió Variables
Aquest cas d'ús permet a l'usuari crear una nova variable, modificar-la i esborrar-la.
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Imatge 11: Cas d'ús: Gestió Variables
Usuari
Nova Variable
Modificar Variable
Eliminar Variable
Nova Variable
Flux principal
1. L'usuari  prem  botó  dret  en  un 
punt  del  graf  que  no  estigui 
ocupat per cap node ni relació.
2. El sistema li  mostra un menú 
amb  les  opcions:  “Nova 
Variable” i “Nova Restricció”.
3. L'usuari  selecciona  “Nova 
Variable”.
4. El sistema mostra un formulari 
per  introduir  les  dades  de  la 
nova variable: Nom i llista de 
camps  de  domini  a  assignar. 
També  mostra  la  imatge  que 
s'assignarà a la variable.
5. L'usuari  introdueix  el  nom  i 
selecciona els camps de domini 
que  vol  assignar  a  la  variable. 
Prem el botó “D'acord”.
6. El  sistema  surt  del  formulari. 
Afegeix  aquesta  variable  al 
problema i la mostra al graf, al 
punt on s'havia premut al punt 
1, amb un node que conté el 
nom de la variable i la imatge 
seleccionada.  Assigna  els 
camps de domini seleccionats 
a aquesta variable.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 5.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt del formulari i 
no fa res.
Flux alternatiu: Seleccionar imatge
Al flux principal, punt 5.
1. L'usuari prem el botó “Examinar” 2. El  sistema  mostra  una  llista 
d'imatges.
3. L'usuari selecciona una imatge i 
prem el botó “Obrir”.
4. El  sistema  surt  de  la  llista 
d'imatges  i  mostra  la  imatge 
seleccionada  al  formulari  de 
nova variable.
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Flux alternatiu: Prémer cancel·la imatge
Al flux alternatiu: Seleccionar imatge, punt 3.
1. L'usuari prem el botó “Cancel·la”. 2. El  sistema  surt  de  la  llista 
d'imatges i no fa res.
Flux alternatiu: Error: Nom de variable incorrecte
Al flux principal, punt 6.
1. El sistema mostra un missatge 
d'error: “Nom de variable buit”, 
“nom de variable ja existent” o 
“el  nom  de  variable  no  pot 
tenir els caràcters “(, ), .,”
2. L'usuari prem el botó “D'acord”. 3. El  sistema  surt  del  missatge 
d'error i no fa res.
Modificar Variable
Flux principal
1. L'usuari  prem  botó  dret  en  un 
punt del graf on hi hagi un node 
que sigui del tipus “Variable”.
2. El sistema li  mostra un menú 
amb  les  opcions:  “Modificar 
Variable” i “Eliminar Variable”.
3. L'usuari  selecciona  “Modificar 
Variable”.
4. El sistema mostra un formulari 
omplert  amb les  dades de la 
variable  on  es  podran 
modificar:  Nom  i  llista  de 
camps  de  domini  a  assignar. 
També  mostra  la  imatge  que 
té assignada la variable.
5. L'usuari  fa  els  canvis  que 
considera  oportuns  i  prem  el 
botó “D'acord”.
6. El  sistema  surt  del  formulari. 
Modifica les dades canviades 
d'aquesta variable i  la mostra 
al graf, amb aquests canvis. El 
sistema  busca  totes  les 
restriccions  que  continguin 
camps de domini que s'hagin 
tret  de la variable i  desactiva 
aquestes restriccions.
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Flux alternatiu: Prémer cancel·la
Al flux principal, punt 5.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt del formulari i 
no fa res.
Flux alternatiu: Seleccionar imatge
Al flux principal, punt 5.
1. L'usuari prem el botó “Examinar” 2. El  sistema  mostra  una  llista 
d'imatges.
3. L'usuari selecciona una imatge i 
prem el botó “Obrir”.
4. El  sistema  surt  de  la  llista 
d'imatges  i  mostra  la  imatge 
seleccionada  al  formulari  de 
modificar variable.
Flux alternatiu: Prémer cancel·la imatge
Al flux alternatiu: Seleccionar imatge, punt 3.
1. L'usuari prem el botó “Cancel·la”. 2. El  sistema  surt  de  la  llista 
d'imatges i no fa res.
Flux alternatiu: Error: Nom de variable incorrecte
Al flux principal, punt 6.
1. El sistema mostra un missatge 
d'error: “Nom de variable buit”, 
“nom de variable ja existent” o 
“el  nom  de  variable  no  pot 
tenir els caràcters “(, ), .,”
2. L'usuari prem el botó “D'acord”. 3. El  sistema  surt  del  missatge 
d'error i no fa res.
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Eliminar Variable
Flux principal
1. L'usuari  prem  botó  dret  en  un 
punt del graf on hi hagi un node 
que sigui del tipus “Variable”.
2. El sistema li  mostra un menú 
amb  les  opcions:  “Modificar 
Variable” i “Eliminar Variable”.
3. L'usuari  selecciona  “Eliminar 
Variable”.
4. El sistema elimina la variable 
del  problema,  i  treu  el  node 
del graf. També treu totes les 
relacions  d'aquell  node. 
Finalment  busca  totes  les 
restriccions  que  estiguin 
afectades per aquella variable 
i les desactiva.
Cas d'ús: Gestió Dominis
Aquest cas d'ús permet a l'usuari crear, modificar i eliminar camps de domini. A part també es 
poden visualitzar llistant-los. Aquí donarem per entès que un domini es refereix a un camp de 
domini.
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Imatge 12: Cas d'ús: Gestió Dominis
Usuari
Nou Domini
Modificar Domini
Eliminar Domini
Llistar Dominis
«uses»
«uses»
Nou Domini
Flux principal
1. L'usuari prem botó “Nou Domini”. 2. El  sistema  li  mostra  un 
formulari  per  introduir  les 
dades  del  nou  domini:  Nom, 
llista de variables a assignar i 
permet seleccionar el tipus de 
domini  i  introduir-hi  els  seus 
valors.
3. L'usuari  introdueix  el  nom, 
selecciona  un tipus  de domini  i 
introdueix els valors, i selecciona 
les variables que vol assignar al 
domini. Prem el botó “D'acord”.
4. El  sistema  surt  del  formulari. 
Afegeix  aquest  domini  al 
problema  i  l'assigna  a  les 
variables seleccionades.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 3.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt del formulari i 
no fa res.
Flux alternatiu: Error: Nom de domini incorrecte
Al flux principal, punt 4.
1. El sistema mostra un missatge 
d'error:  “Nom de domini buit”, 
“nom de domini ja existent” o 
“el nom de domini no pot tenir 
els caràcters “(, ), .,”
2. L'usuari prem el botó “D'acord”. 3. El  sistema  surt  del  missatge 
d'error i no fa res.
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Flux alternatiu: Error: Valors de domini incorrectes
Al flux principal, punt 4.
1. El sistema mostra un missatge 
d'error: “Valors incorrectes”.
2. L'usuari prem el botó “D'acord”. 3. El  sistema  surt  del  missatge 
d'error i no fa res.
Llistar Dominis
Flux principal
1. L'usuari  prem  el  botó  “Llista 
Dominis”.
2. El sistema li mostra la llista de 
dominis  que  té  creats  el 
problema.
Modificar Domini
Flux principal
1. L'usuari selecciona un domini de 
la  llista  de  dominis  mostrats  i 
prem el botó “Modificar”.
2. El  sistema  li  mostra  un 
formulari  per  modificar  les 
dades del  domini: Nom, llista 
de  variables  a  assignar  i 
canviar els seus valors.
3. L'usuari  fa  els  canvis  que 
considera  oportuns  i  prem  el 
botó “D'acord”.
4. El  sistema  surt  del  formulari. 
Modifica  aquest  domini.  El 
sistema  busca  totes  les 
restriccions  que  continguin 
variables  que  s'hagin  tret 
d'aquest  domini  i  desactiva 
aquestes restriccions.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 3.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt del formulari i 
no fa res.
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Flux alternatiu: Error: Nom de domini incorrecte
Al flux principal, punt 4.
1. El sistema mostra un missatge 
d'error:  “Nom de domini buit”, 
“nom de domini ja existent” o 
“el nom de domini no pot tenir 
els caràcters “(, ), .,”
2. L'usuari prem el botó “D'acord”. 3. El  sistema  surt  del  missatge 
d'error i no fa res.
Flux alternatiu: Error: Valors de domini incorrectes
Al flux principal, punt 4.
1. El sistema mostra un missatge 
d'error: “Valors incorrectes”.
2. L'usuari prem el botó “D'acord”. 3. El  sistema  surt  del  missatge 
d'error i no fa res.
Eliminar Domini
Flux principal
1. L'usuari selecciona un domini de 
la  llista  de  dominis  mostrats  i 
prem el botó “Eliminar”.
2. El  sistema  elimina  el  domini 
del problema i el treu de totes 
les  variables  en  què  estava 
assignat.   Finalment  busca 
totes  les  restriccions  que 
estiguin  afectades per  aquest 
domini i les desactiva 
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Cas d'ús: Gestió Restriccions
Aquest  cas  d'ús  conté  tot  allò  que  té  a  veure  amb les  restriccions.  Permet:  crear  una  nova 
restricció, modificar-la, eliminar-la, activar-la i desactivar-la.
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Imatge 13: Cas d'ús: Gestió Restriccions
Usuari
Nova Restricció
Modificar Retricció
Eliminar Restricció
Activar Restricció
Desactivar
Restricció
Nova Restricció
Flux principal
1. L'usuari  prem  botó  dret  en  un 
punt  del  graf  que  no  estigui 
ocupat per cap node ni relació.
2. El sistema li  mostra un menú 
amb  les  opcions:  “Nova 
Variable” i “Nova Restricció”.
3. L'usuari  selecciona  “Nova 
Restricció”.
4. El sistema mostra un formulari 
per introduir la nova restricció. 
També mostra un assistent per 
trobar les variables i dominis, i 
el tipus de restriccions que es 
vol posar.
5. L'usuari  introdueix  la  restricció. 
Prem el botó “D'acord”.
6. El  sistema  surt  del  formulari. 
Afegeix  aquesta  restricció  al 
problema i la mostra al graf, al 
punt on s'havia premut al punt 
1, amb un node que conté la 
restricció. Al graf, relaciona els 
nodes  de  les  variables 
afectades amb la restricció.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 5.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt del formulari i 
no fa res.
Flux alternatiu: Error: Restricció incorrecte
Al flux principal, punt 6.
1. El sistema mostra un missatge 
d'error.
2. L'usuari prem el botó “D'acord”. 3. El  sistema  surt  del  missatge 
d'error i no fa res.
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Modificar Restricció
Flux principal
1. L'usuari  prem  botó  dret  en  un 
punt del graf on hi hagi un node 
que sigui del tipus “Restricció”.
2. El sistema li  mostra un menú 
amb  les  opcions:  “Modificar 
Restricció”,   “Eliminar 
Restricció”, “Activar Restricció” 
i “Desactivar Restricció”.
3. L'usuari  selecciona  “Modificar 
Restricció”.
4. El sistema mostra un formulari 
omplert  amb les  dades de la 
restricció.  També  mostra  un 
assistent  per  trobar  les 
variables  i  dominis,  i  el  tipus 
de  restriccions  que  es  vol 
posar.
5. L'usuari  modifica  la  restricció. 
Prem el botó “D'acord”.
6. El  sistema  surt  del  formulari. 
Modifica aquesta restricció i  la 
mostra  al  graf  amb  aquests 
canvis.  Al  graf,  relaciona  els 
nodes  de  les  variables 
afectades amb la restricció.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 5.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt del formulari i 
no fa res.
Flux alternatiu: Error: Restricció incorrecte
Al flux principal, punt 6.
1. El sistema mostra un missatge 
d'error.
2. L'usuari prem el botó “D'acord”. 3. El  sistema  surt  del  missatge 
d'error i no fa res.
39
Eliminar Restricció
Flux principal
1. L'usuari  prem  botó  dret  en  un 
punt del graf on hi hagi un node 
que sigui del tipus “Restricció”.
2. El sistema li  mostra un menú 
amb  les  opcions:  “Modificar 
Restricció”,   “Eliminar 
Restricció”, “Activar Restricció” 
i “Desactivar Restricció”.
3. L'usuari  selecciona  “Eliminar 
Restricció”.
4. El sistema elimina la restricció 
del  problema,  i  treu  el  node 
del graf. També treu totes les 
relacions d'aquell node.
Desactivar Restricció
Flux principal
1. L'usuari  prem  botó  dret  en  un 
punt del graf on hi hagi un node 
que sigui del tipus “Restricció”  i 
estigui activada.
2. El sistema li  mostra un menú 
amb  les  opcions:  “Modificar 
Restricció”,   “Eliminar 
Restricció”, “Activar Restricció” 
i “Desactivar Restricció”.
3. L'usuari  selecciona  “Desactivar 
Restricció”.
4. El  sistema  desactiva  la 
restricció del problema.
Activar Restricció
Flux principal
1. L'usuari  prem  botó  dret  en  un 
punt del graf on hi hagi un node 
que  sigui  del  tipus  “Restricció”, 
estigui  desactivada,  i  les 
variables-dominis  que  contingui 
existeixin.
2. El sistema li  mostra un menú 
amb  les  opcions:  “Modificar 
Restricció”,   “Eliminar 
Restricció”, “Activar Restricció” 
i “Desactivar Restricció”.
3. L'usuari  selecciona  “Activar 
Restricció”.
4. El sistema activa  la  restricció 
al problema.
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Cas d'ús: Solucionar
El cas d'ús Solucionar consta de les eines necessàries per resoldre els problemes formulats amb 
els anteriors casos d'ús. Aquí podem configurar l'algoritme de resolució, i solucionar el problema 
amb l'algoritme configurat.
Configurar Algoritme
Flux principal
1. L'usuari prem botó “Opcions” 2. El  sistema  li  mostra  un 
formulari  que  li  permet 
seleccionar  les  opcions: 
Forward-checking,  Ordre  de 
variables i ordre de valors.
3. L'usuari  selecciona  les  opcions 
que vol. Prem el botó “D'acord”.
4. El sistema surt del formulari i 
configura  les  opcions 
especificades per l'usuari.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 3.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt  del formulari i 
no fa res.
41
Imatge 14: Cas d'ús: Solucionar
Usuari
Configurar
Algoritme
Solucionar
Solucionar
Flux principal
1. L'usuari prem botó “Solucionar” 2. El  sistema  soluciona  el 
problema,  segons  la 
configuració  establerta  i 
mostra la informació en un log.
Cas d'ús: Gestió Problema
Aquest cas d'ús permet crear nous problemes, guardar-los, obrir problemes ja guardats, i també 
cargar exemples de problemes ja plantejats.
Nou Problema
Flux principal
1. L'usuari  prem  el  botó  “Nou 
Problema”
2. El  sistema  crea  un  nou 
problema buit i neteja el graf.
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Imatge 15: Cas d'ús: Gestió Problema
Usuari
Obrir Problema
Nou Problema
Guardar Problema
Cargar Exemple
Obrir Problema
Flux principal
1. L'usuari prem el botó “Obrir...” 2. El sistema obre un navegador 
d'arxius.
3. L'usuari  selecciona  un  arxiu  i 
prem el botó “Obrir”.
4. El sistema surt del navegador 
d'arxius, carga el problema i el 
mostra al graf.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 3.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt del navegador i 
no fa res.
Guardar Problema
Flux principal
1. L'usuari prem el botó “Guardar...” 2. El sistema obre un navegador 
d'arxius.
3. L'usuari  escriu  el  nom  d'arxiu 
amb  què  vol  que  es  guardi  el 
problema  i  prem  el  botó 
“Guardar”.
4. El sistema surt del navegador 
d'arxius, i guardar el problema 
en el fitxer que ha especificat 
l'usuari.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 3.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt del navegador i 
no fa res.
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Cargar Exemple
Flux principal
1. L'usuari prem el botó “Exemples” 2. El sistema mostra una llista
3. L'usuari  selecciona  un  element 
de  la  llista  i  prem  el  botó 
“D'acord”.
4. El  sistema  obre  l'exemple 
seleccionat per l'usuari.
Flux alternatiu: Prémer cancel·la
Al flux principal, punt 3.
1. L'usuari prem el botó “Cancel·la” 2. El sistema surt de la llista i no 
fa res.
Cas d'ús: Acció Graf
El cas d'ús Acció Graf es relaciona amb tots els canvis que es poden fer al graf sense afectar al 
problema,  aquests són:  Moure un node,  i  amb les relacions es pot  crear un punt  de control, 
moure'l i eliminar-lo.
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Imatge 16: Cas d'ús: Acció Graf
Usuari
Crear Punt de
Control
Moure Node
Eliminar Punt de
Control
Moure Punt de
Control
Moure Node
Flux principal
1. L'usuari  prem  sobre  un  node  i 
l'arrastra a un altre punt del graf.
2. El  sistema  situa  el  node  al 
punt  arrastrat,  movent  també 
les seves relacions.
Crear Punt de Control
Flux principal
1. L'usuari  fa  doble-clic  sobre  una 
relació del graf.
2. El  sistema  crea  un  punt  de 
control al lloc on l'usuari ha fet 
doble-clic.
Eliminar Punt de Control
Flux principal
1. L'usuari  fa  doble-clic  sobre  un 
punt de control.
2. El sistema elimina el  punt de 
control sobre el que l'usuari ha 
fet doble-clic.
Moure  Punt de control
Flux principal
1. L'usuari  prem sobre un punt  de 
control i l'arrastra a un altre punt 
del graf.
2. El  sistema  situa  el  punt  de 
control  al  punt  arrastrat, 
movent  així  la  relació 
afectada.
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Model conceptual
Restriccions textuals
1. Restriccions de clau externa
• No poden existir dos Variables amb el mateix nom.
• No poden existir dos Camps de Domini amb el mateix nom.
2. Al CampDominiIntint el valor de inf no pot ser superior al valor de sup.
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Imatge 17: Model Conceptual
-Nom : String
Variable CampDomini
-Nom : String
VariableDomini
*
-vars
*
-doms
-vals : int
CampDominiIntL
-vals : String
CampDominiStrL -inf : int
-sup : int
CampDominiIntint
-tipus : int
Restriccio
-varO : int
-valO : int
-fc : bool
Problema
*
1
1
-rest
*
*
1
-mode : int
-op : string
Expressio
*
*
*
*
-fills
0..*
-pare 1
1 -garb
*
-pare1
-fills
0..*
-point
-ipath : string
VariableNode
-point
-nom : string
RestriccioNode
Si comencem mirant el  model conceptual per la classe 'Problema' podrem veure que aquesta 
classe té una sèrie d'atributs que composen la configuració de la manera de solucionar-lo. A més a 
més, el problema estarà composat per un conjunt de variables, camps de domini i restriccions. 
Veiem  que  cada  variable  té  una  sèrie  de  dominis  assignats  formant  una  classe  associativa 
anomenada VariableDomini.  Per la  seva part,  les restriccions estan formades per  restriccions, 
expressions i/o variablesdomini. Probablement la decisió més difícil d'aquest diagrama ha estat 
posar l'atribut 'tipus' a la classe Restricció enlloc de crear una classe d'herència per cada tipus de 
restricció. Això s'ha decidit perquè s'ha considerat que no s'haurà de treballar molt en base el tipus 
de restricció, i sortiria més a compte crear una sola classe amb tots els tipus de restriccions.
47
Disseny i Arquitectura
En l'apartat de l'especificació s'ha vist què ha de fer el sistema. En aquesta fase haurem de definir 
com s'ha de fer. Per això dividim aquest capítol en dos parts: l'arquitectura física i l'arquitectura 
lògica.
• Arquitectura física:   En aquesta part veurem quin tipus de sistema utilitzarem per elaborar 
l'eina que hem descrit anteriorment. S'intentarà escollir el sistema que s'adeqüi més a les 
nostres necessitats.
• Arquitectura lògica:   També coneguda com arquitectura de software,  té  a veure amb el 
disseny i la implementació d'estructures de software d'alt nivell. La forma de l'arquitectura 
vindrà definida pels patrons que apliquem.
Arquitectura física
Als requeriments de la nostra aplicació hem vist que ha de ser accessible des de Internet, però al 
mateix temps no podem tenir grans temps de resposta. Això es difícil en la nostra aplicació on es 
tracta de solucionar problemes que poden arribar a ser molt complexes, així doncs, si executéssim 
l'aplicació des del servidor i simultàniament entressin varis usuaris a formular els seus problemes, 
a l'hora de solucionar-los podria haver-hi col·lapse. Arribem a la conclusió que el programa s'haurà 
d'executar al client. Per les característiques anteriorment mencionades podem usar la tecnologia 
Java Web Start (JWS).
JWS és una tecnologia d'implementació d'aplicacions basada en Java. Proporciona una activació 
fàcil i ràpida, sense haver-se d'instal·lar ni actualitzar manualment. Per aquest projecte en concret, 
el que és més important és que permet un fàcil accés a l'aplicació, i aquesta s'executa al client.  
S'hi  accedeix  a  través  d'una  pàgina  html,  però  l'aplicació  serà  igualment  operativa  quan  no 
s'estigui connectat a Internet. Tot això implica que al principi tot sigui una mica lent, ja que ens 
haurem de descarregar l'aplicació i  podrà tardar uns minuts, però JWS guarda tots els arxius 
descarregats en el sistema, i aquest temps d'espera desapareixerà per les següents vegades que 
s'executi.
En el següent diagrama es mostra el funcionament del JWS.
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La fletxa groga mostra l'experiència de l'usuari: amb un simple clic a l'enllaç s'executa l'aplicació. 
El que realment passa és mostrat per les fletxes grises:
1. L'usuari clica a l'enllaç, l'enllaç li diu al navegador que invoqui la tecnologia Java Web Start 
i aquesta mostra una pantalla de benvinguda.
2. JWS consulta la web per determinar si tots els recursos necessaris per l'aplicació han estat 
descarregats. Si s'han descarregat, l'aplicació s'executarà immediatament (pas 3). Si no 
estan  descarregats  o  hi  ha  una  actualització  disponible,  JWS ho  descarrega.  El  més 
important és que això passa de manera transparent a l'usuari.
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Imatge 18: Diagrama d'arquitectura JWS
Arquitectura lògica
Com s'ha dit anteriorment, l'arquitectura lògica defineix la forma del software. Un dels patrons més 
habituals  per  definir  l'arquitectura  lògica  és  el  Model-Vista-Controlador  (MVC).  Aquest  patró 
estructural  separa  les  dades,  la  interfície  d'usuari  i  la  lògica  de  control  en  tres  components 
diferents.
Gràficament podem veure aquest patró de la següent manera:
El  model  és  la  representació  específica  de  la  informació  amb  la  qual  el  sistema  opera.  És 
independent de la vista i el controlador. En el nostre cas usarem un model passiu. Això vol dir que 
el controlador és l'encarregat de notificar a la vista quan s'executa una operació i cal actualitzar-la. 
Amb un model actiu, aquest és l'encarregat de notificar modificacions a la vista, mitjançant el patró 
observador, així el model segueix sent independent.
La vista presenta el model en un format adequat per interactuar-hi. Serà la interfície d'usuari.
El  Controlador  rep  els  esdeveniments  que  l'usuari  acciona  interactuant  amb  la  vista.  És 
l'encarregat d'invocar accions per modificar el model.
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Imatge 19: Model-Vista-Controlador
Controlador Vista
Model
El flux que segueix una operació amb aquest patró és el següent:
1. L'usuari interactua amb la interfície d'usuari (mitjançant amb un clic, per exemple).
2. El controlador rep (els objectes de la vista li passen) la notificació de l'acció sol·licitada. El 
controlador gestiona l'esdeveniment.
3. El  controlador  accedeix  al  model  i  l'actualitza,  possiblement  modificant-lo  de  forma 
adequada a l'acció sol·licitada per l'usuari.
4. El controlador delega als objectes de la vista la tasca de desplegar la interfície d'usuari. La 
vista obté les dades del model per generar la interfície de manera adequada. El controlador 
no passa objectes del model a la vista, però pot donar l'ordre de que aquesta s'actualitzi.
5. La interfície d'usuari espera noves instruccions. Torna a començar el cicle.
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Vista
Aquesta  part  la  podem  dividir  en  2.  La  primera  consisteix  en  el  disseny  dels  gràfics  i  la 
visualització  de  les  diferents  pantalles  que  tindrà  el  programa.  Aquesta  part  l'anomenarem 
storyboards.  La  segona  part  consisteix  en  veure  com  l'usuari  podrà  accedir  a  les  diferents 
pantalles a través d'altres.
Storyboards
Vista principal
Aquesta és la vista principal del programa: senzilla i intuïtiva. Amb el menú de la part superior 
podem accedir a la majoria de funcionalitats de l'aplicació, i sobre el graf es pot desplegar menús 
que tenen a veure amb les variables i les restriccions.
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Imatge 20: Vista Principal
Nou problema
Obrir problema
Guardar problema
Exemples
Ajuda
Opcions
Solucionar
Nou domini
Dominis
Graf
Log de resultats
Vista Variable
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Imatge 21: Vista Variable
Vista Dominis
Vista Domini
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Imatge 22: Vista Dominis
Imatge 23: Vista Domini
Vista Restricció
Vista Opcions
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Imatge 25: Vista Opcions
Imatge 24: Vista Restriccio
Vista Exemples
Vista Error
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Imatge 26: Vista Exemples
Imatge 27: Vista Error
Mapa de navegació
El mapa de navegació de l'aplicació també és força senzill. Partint de la pantalla principal podem 
accedir a totes les altres pantalles, i les que tenen a veure amb la definició del problema (Variable, 
Domini, Restricció) poden produir la pantalla d'error si es comet alguna irregularitat en el procés 
de creació o modificació.
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Imatge 28: Mapa de navegació
Principal
Variable
Domini
Restriccio
Dominis Error
Exemples
Opcions
Diagrames de seqüència
Un diagrama  de  seqüència  és  un  tipus  de  diagrama  utilitzat  per  modelar  la  interacció  entre 
objectes en un sistema segons UML. El diagrama de seqüència conté detalls d'implementació de 
l'escenari, incloent els objectes i classes que s'utilitzen per implementar l'escenari, i els missatges 
intercanviats entre els objectes. A continuació detallem els diagrames de seqüència dels casos 
d'ús que hem vist al capítol d'especificació:
Nova Variable, Modificar Variable, Eliminar Variable, Nou CampDomini,  Modificar CampDomini, 
Eliminar  CampDomini,  Nova  Restricció,  Modificar  Restricció,  Eliminar  Restricció,  Activar 
Restricció, Desactivar Restricció, Configurar, Solucionar i Nou Problema.
Per agilitzar la lectura del lector, en els diagrames de seqüència es mostren els processos més 
importants. Els diagrames es completen amb comentaris textuals.
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Nova Variable
En el procés de crear una nova variable, la vista comprova que el nom de la futura variable sigui 
correcte. Es crea la variable, i s'afegeix al problema, que retorna error si ja existeix una variable 
amb el mateix nom. Finalment s'afegeix la variable al graf en forma de node.
59
Imatge 29: diagrama de seqüència: afegirVariable
:GUI_Variable :Controlador
afegirVariable (nom: String, ipath: String, p:Point, cd: List<CampDomini>)
v:VariableNode
(nom, ipath, p, cd)
p:Problema
afegirVariable (v)
g:GrafPSR
wv:WidgetVariable
addNode(v, p) (v, p)
validate()
Modificar Variable
Per modificar una variable, el procés és més complicat, al igual que quan s'elimina. S'han de tenir  
en compte les restriccions afectades. Amb el procediment actualitzarNodesRest(), trobem aquelles 
que ja no es poden aplicar, i les desactivem. També és important l'assignació dels nous dominis, 
amb la funcio setVarDominis(v,cd).
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Imatge 30: Diagrama de seqüència: modificarVariable
:GUI_Variable :Controlador
modificarVariable (wv:WidgetVariable, nom: String, ipath: String, p:Point, cd: List<CampDomini>)
v:VariableNode p:Problemawv:WidgetVariable
getVariable()
v
setNom(nom)
setPosicio (p)
setImagePath(ipath)
setVarDominis (v, cd)
setLabel(nom)
setImage(ipath)
actualitzarNodesRest()
setVarDominis
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Imatge 31: Diagrama de seqüència: setVarDominis
p:Problema
setVarDominis (v:Variable, cd:List<CampDomini>)
v:Varible
setDominis(cd, p)
{while (vardoms.!isEmpty())}
:VariableDomini
getVarDom()
vd
vd:VariableDomini
getDomini()
d
{if (!(cd.contains(d))){
while (rests.hastnext())
r=rests.next();}
p:Problema
getRest()
rests
r:Restriccio
getVarDoms()
restvdoms
{if (restvdoms.contains(vd))}
afegir_Garb(r)
eliminarRest(r)
vardoms.remove(vd)
getDoms()
doms
{while (cd.hasNext()){
cdom=cd.next();}
{if (!(doms.contains(cdom)))}
afegir_Domini(cdom)
actualitzarNodesRest
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Imatge 32: Diagrama de seqüència: actualitzarNodesRest
:Controlador p:Problema g:GrafPSR
actualitzarNodesRest()
getRest()
rests
getWidgets()
widgets
{while (widgets.hasNext()){
wid=widgets.next();
if wid.esRestriccio(){
Restriccio restriccio = wid.getRestriccio();
if (!rests.contains(restriccio)){}
wid:WidgetRestriccio
paintAsDisabled()
validate()
Eliminar Variable
Eliminar Variable (del problema)
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Imatge 34: Diagrama de seqüència: Eliminar 
VariableProblema
p:Problema
eliminarVarible(v:Variable) r:Restriccio
getVars()
vars
{while (rests.hasNext()){
r=rests.next();}
{if (vars.contains(v)} garb.add(r)
rest.remove(r)
Imatge 33: Diagrama de seqüència: Eliminar Variable
:Controlador p:Problema g:GrafPSR
eliminarVariable (node:WidgetVariable)
node:WidgetVariable
getVariable()
v
eliminarVarible(v)
removeNodeWithEdges(node)
actualitzarNodesRest()
Nou CampDomini
En les imatges 35,36 i 37 trobem els diagrames de crear els tres tipus diferents de Camps de 
domini. En aquests processos, la vista també s'encarrega de que les dades introduïdes siguin 
correctes, i llavors es crea el CampDomini, s'afegeix al problema i s'hi assignen totes les variables 
especificades. 
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Imatge 35: Diagrama de seqüència: NouCampDominiStr
:GUI_Domini :Controlador
afegirCampDominiStr(nom: String,vals: Set<String>, vars: List<Variable>)
cd:CampDominiStr
(nom,vals)
p:Problema
afegirCampDomini(cd)
afegirAVars(cd, vars)
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Imatge 37: Diagrama de seqüència: Nou CampDominiIntint
:GUI_Domini :Controlador
afegirCampDominIntint(nom: String,inf:int, sup:int, vars: List<Variable>)
cd:CampDominInt
(nom,inf,sup)
p:Problema
afegirCampDomini(cd)
afegirAVars(cd, vars)
Imatge 36: Diagrama de seqüència: Nou CampDominiInt
:GUI_Domini :Controlador
afegirCampDominInt(nom: String,vals: Set<Integer>, vars: List<Variable>)
cd:CampDominInt
(nom,vals)
p:Problema
afegirCampDomini(cd)
afegirAVars(cd,vars)
AfegirAVars
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Imatge 38: Diagrama de seqüència: Afegir a Vars
:Controlador
{while (vars.hasNext()){
v=vars.next();}
afegirAVars(d:CampDomini, vars:List<Variable>)
v:Variable
afegirDomini(d)
Modificar CampDomini
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Imatge 39: Diagrama de seqüència: modificarCampDomini
:GUI_Domini :Controlador
modificarCampDomini(cd:CampDominiStr,nom: String,vals: Set<String>, vars: List<Variable>)
cd:CampDominiStr p:Problema
setVarsDomini(vars,cd)
afegirAVars(cd, vars)
setNom(nom)
setVals(vals)
:GUI_Domini :Controlador
modificarCampDomini(cd:CampDominiStr,nom: String,vals: Set<Integer>, vars: List<Variable>)
cd:CampDominiInt p:Problema
setVarsDomini(vars,cd)
afegirAVars(cd, vars)
setNom(nom)
setVals(vals)
:GUI_Domini :Controlador
modificarCampDomini(cd:CampDominiStr,nom: String, inf:int, sup:int, vars: List<Variable>)
cd:CampDominiIntint p:Problema
setVarsDomini(vars,cd)
afegirAVars(cd, vars)
setNom(nom)
setVals(inf, sup)
setVarsDomini
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Imatge 40: Diagrama de seqüència: setVarsDomini
p:Problema
setVarsDomini (varsNoves:List<Variable>, cd:CampDomini)
v:Varible
{else}
afegirDomini(cd)
eliminarDomini(cd,p)
p:Problema
getRest()
rest
{while (vardoms.hasNext()){
vd=vardoms.next();
while (rest.hasNext()){
r=rest.next();
if (r.getVarDoms().contains(vd)){}
afegirGarb(r)
eliminarRestriccio(r)
{while (vars.hasNext()){
v=vars.next();}
{if (varsNoves.contains(v))}
Eliminar CampDomini
Les idees de les operacions sobre les Varaibles i Dominis, conceptualment són les mateixes ja 
que tenen les mateixes operacions (crear, modificar, eliminar), i s'uneixen entre elles per donar 
sentit a la classe VariableDomini.
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Imatge 41: Diagrama de seqüència: Eliminar CampDomini
:Controlador p:Problema
eliminarCampDomini(cd:CampDomini)
eliminarCampDomini(cd)
actualitzarNodesRest()
{while (rest.hasNext()){
r=rest.next();}
r:Restriccio
getDoms()
doms
{if (doms.contains(cd)){
garb.add(next);
rest.remove(next);
}}
{while (vars.hasNext()){
v=vars.next();}
v:Variable
eliminarDomini(cd)
GUI_Dominis
Nova Restricció
Aquest diagrama mostra el  procés de crear una restricció, que bàsicament es divideix en dos 
parts: primer creem la restricció a partir del 'String' i l'afegim al problema, i després l'afegim al graf 
amb les relacions pertinents. El procés de crearRestricció fa un control d'errors, per assegurar-se 
de que és possible crear aquella restricció mitjançant 'l'String' donat, i tracta aquest 'String' de 
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Imatge 42: Diagrama de seqüència: Nova Restricció
:GUI_Principal :Controlador
novaRestriccio(text:String, po:Point)
p:Problema
crearRestriccio(nom)
r
afegirRestriccio(r)
wr:WidgetRestriccio
setLabel(text)
setRestriccio(r)
setPreferredLocation(po)
afegirRelacions(wr)
g:GrafPSR
validate()
forma recursiva per anar creant la restricció. D'altra banda, quan la creem al graf, hi afegim les 
relacions amb la funció afegirRelacions(), que mira quines variables té involucrades i hi afegeix les 
relacions pertinents.
Modificar Restricció
En aquest cas, per modificar una restricció s'ha optat per eliminar l'antiga i crear una nova, ja que 
es considera la manera més pràctica de fer-ho.
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Imatge 43: Diagrama de seqüència: Modificar Restricció
:GUI_Principal :Controlador
modificarRestriccio (text:String, wr:WidgetRestriccio)
wr:WidgetRestriccio
getPreferredLocation()
po
novaRestriccio(text, po)
eliminarRestriccio (wr)
Eliminar Restricció
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Imatge 44: Diagrama de seqüència: Eliminar Restricció
:GUI_Principal :Controlador
eliminarRestriccio (wr:WidgetRestriccio)
wr:WidgetRestriccio
getLabelWidget()
lw
{if (lw.isPaintAsDisabled ())}
{else}
p:Problema g:GrafPSR
eliminarGarb(r)
getRestriccio()
r
eliminarRestriccio(r)
removeNodeWithEdges(wr)
validate()
Activar Restricció i Desactivar Restricció
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Imatge 45: Diagrama de seqüència: Activar/Desactivar Restricció
:GUI_Principal :Controlador
activarRestriccio (wr:WidgetRestriccio)
wr:WidgetRestriccio
getLabelWidget()
lw
p:Problema g:GrafPSR
activarRestriccio (r)
getRestriccio()
r
validate()
lw.setPaintAsDisabled (false)
:GUI_Principal :Controlador
desactivarRestriccio (wr:WidgetRestriccio)
wr:WidgetRestriccio
getLabelWidget()
lw
p:Problema g:GrafPSR
desactivarRestriccio(r)
getRestriccio()
r
validate()
lw.setPaintAsDisabled (true)
Configurar
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Imatge 46: Diagrama de seqüència: Configurar
:GUI_Opcions :Controlador
configurar (fc:Boolean, varo:int, valo:int)
p:Problema
setValH(valo)
setVarH(varo)
setFcH(fc)
Solucionar
Per solucionar el problema, hem de convertir el nostre model en el model de Choco mitjançant les 
crides a varsToChoco() i restsToChoco(), on converteix cada element en un element del model 
choco. En aquest procés també afegim l'estratègia definida amb l'opció configuració(), abans de 
cridar a la funció generateSearchStrategy().
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Imatge 47: Diagrama de seqüència: Solucionar
:GUI_Principal :Controlador
solucionar()
p:Problema
solucionar()
m:CPModel(CHOCO)
varsToChoco(m)
restsToChoco(m)
s:SolverBackTracking(
CHOCO)
read(m)
generateSearchStrategy()
{if (fc==true)}
bfc:BackTrackingFC
setSearchLoop(bfc)
launch()
{else}
b:BackTracking
setSearchLoop(b)
launch()
:ChocoLogging
setVerbosity(Verbosity.FINEST)
flushLogs()
Nou Problema
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Imatge 48: Diagrama de seqüència: Nou problema
:GUI_Principal :Controlador
nouProblema()
p:Problema
treureNodes()
validate()
g:GrafPSR
Implementació
Una vegada s'ha vist què ha de fer el programa i com ho ha de fer és l'hora de posar-se mans a 
l'obra i implementar-ho. Aquest capítol no tracta de veure tot el codi font, sinó de veure com s'ha 
implementat, amb les eines utilitzades, i quines han estat les principals dificultats trobades durant 
el procés d'implementació.
Eines utilitzades
IDE Netbeans
Un  IDE  (Integrated  Development  Environment)  és  un  entorn  de  programació  que  ha  estat 
empaquetat com un programa d'aplicació. Consisteix en un editor de codi, compilador, depurador i 
constructor d'interfície gràfica.
S'ha  escollit  utilitzar  el  IDE  Netbeans  perquè  té  totes  les  característiques  necessàries  pel 
desenvolupament d'aquest projecte, està basat en Java, que és el llenguatge escollit, és gratuït, i 
ja hi havia treballat abans, per tant, no ha estat necessari familiaritzar-m'hi.
A més a més, ha permès automatitzar el procés de crear el JWS, creant fins i tot una pàgina html 
de prova, de manera fàcil i ràpida.
D'altra banda,  amb Netbeans hem construït  els  StoryBoards  del  nostre  projecte,  gràcies  a la 
facilitat amb què es poden construir. No amb la intenció d'implementar-los, sinó amb la intenció de 
tenir una idea de com serien en l'aplicació real. Això ha suposat que a l'hora de la implementació 
s'hagin aprofitat les plantilles, i el resultat final sigui idèntic al mostrat a l'apartat dels Storyboards.
Choco
La llibreria Choco ens ha permès solucionar els problemes de manera automàtica, sense haver 
d'implementar els algoritmes de resolució. És per això que la llibreria únicament entra en acció en 
el moment en què l'usuari vol solucionar el problema. El primer que ha de fer el programa és 
transformar el nostre model, en el model de Choco. Ho podem veure gràficament en la imatge 
següent:
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Com veiem, choco no treballa amb dominis, i cada variable té inherent el seu domini, és per això 
que hem de transformar cada variable en 'x' variables de Choco, on 'x' és el número de camps de 
domini que té assignats.
D'altra banda, els dominis de Choco només treballen amb números. És per això que hem de 
transformar els nostres dominis alfabètics en un número perquè choco hi pugui treballar. Això ho 
aconseguim amb la funció HashCode().
El problema més important que ha sorgit ha estat que Choco no permet escollir l'algoritme per 
solucionar, si bé que permet escollir l'estratègia d'elecció de variables i elecció de valors. Choco 
soluciona  els  problemes  mitjançant  l'algoritme  MAC.  Així  doncs,  s'ha  hagut  d'adaptar  aquest 
algoritme per resoldre els problemes mitjançant Backtracking cronològic i Forward Checking. Els 
principals canvis fets al codi han estat:
1. Treure  del  procés  de  solucionar,  totes  les  crides  a  la  funció  'propagate()'  que  era 
l'encarregada de mantenir el problema arc-consistent a cada pas.
2. Per aconseguir el backtracking cronològic, mirem a cada assignació si totes les restriccions 
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Imatge 49: Transformació al model Choco
Variable 1
Variable 2
Variable n
CampDomini 1
CampDomini 2
CampDomini n
Choco
Variable1.
CampDomini1
Variablen.
CampDominin
Variable2.
CampDominin
Variable2.
CampDomini2
Variable2.
CampDomini1
Variable1.
CampDomini2
es compleixen. Si es compleixen obrim un nou node, i sinó, tornem enrere.
3. Per aconseguir el Forward Checking ha estat més complicat. Primer hem hagut de definir 
la  funció propagate()  buida a la  classe pare de les restriccions.  Aixi  a cada pas,  quan 
només a quedat una variable per assignar a alguna restricció, hem pogut propagar aquesta 
restricció per aconseguir el forward checking. Cal destacar que les restriccions concretes si 
tenen  definida  la  funció  'propagate()',  amb  la  qual  cosa  no  hem  hagut  de  fer  majors 
modificacions en el codi de Choco.
Netbeans Visual Library
La Netbeans Visual Library és una llibreria que permet dibuixar grafs. És l'evolució de la Graph 
Library. Amb ella hem pogut treballar i construir els grafs de manera adequada. Els problemes 
sorgits d'aquesta part han estat pocs, però potser els més destacats han estat:
• A vegades quan es mou un node del graf, la imatge no s'arrastra del tot bé i deixa un 
rastre. Això passa sobretot en el primer node que es crea. S'ha solucionat d'una manera 
primitiva, creant un node i eliminant-lo al inici del programa. Si bé no és una manera gaire 
elegant, funciona i és senzill d'utilitzar.
• L'altre problema més destacat ha estat que quan carreguem un problema i volem introduir 
tots els nodes d'aquest al graf mitjançant un 'Animator', és a dir, que es vegin els nodes 
com es van movent fins arribar a la seva posició, a vegades donava un error de HashMap, 
que representa que no pot crear i moure tants nodes a la vegada. Aleshores s'ha escollit 
eliminar aquesta animació i posar els nodes tal qual quan es carga un problema.
Amb aquesta llibreria s'ha tingut problemes al principi per entendre-la ja que no disposa de gaire 
documentació. Per sort, la llista d'exemples que ofereix la pròpia pàgina de la llibreria ha estat 
decisiva a l'hora d'entendre el funcionament d'aquesta.
Office
Finalment,  per  escriure tota la  documentació s'han utilitzat  eines d'ofimàtica.  La principal  eina 
escollida  ha  estat  el  OpenOffice  Writer,  ja  que  disposa  de  les  eines  suficients  per  escriure 
correctament la memòria de manera gratuïta.
Per fer  tots els diagrames trobats en aquesta memòria s'ha utilitzat  el  Microsof  Visio,  ja  que, 
encara que hi ha moltes eines gratuïtes per l'elaboració de diagrames, gràcies al acord de la FIB 
amb MSDNAA (Microsoft Developer Network Academic Alliance), hem pogut utilitzar aquesta eina 
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de forma gratuïta. La pega que té, és que si bé disposa de multitud de possibilitats en quan a la 
varietat  de diagrames,  el  programa no està especialitzat  en una branca en concret,  i  alguna 
vegada s'ha trobat a faltar alguna opció de més, sobretot a l'hora d'elaborar els diagrames de 
seqüència.
Per últim, hem utilitzat el Paint, per fer alguns retocs d'imatge.
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Exemples
En aquest capítol es veuen uns exemples de representació de problemes en el programa, aquests 
exemples els podem trobar a la col·lecció de problemes de l'assignatura d'IA. Per cada problema 
s'ha d'especificar les variables, els dominis i les restriccions.
Exercici 1
Una empresa de lloguer de vehicles disposa d'una flota amb les següents característiques:
Marca Color Preu/dia
Cotxe 1 Ford Blanc 30,00 €
Cotxe 2 Citroen Blau 35,00 €
Cotxe 3 Mercedes Gris 60,00 €
Cotxe 4 Citroen Verd 30,00 €
Cotxe 5 Seat Vermell 35,00 €
Cotxe 6 Opel Blanc 35,00 €
Cotxe 7 Mercedes Vermell 35,00 €
Cotxe 8 BMW Negre 60,00 €
Cotxe 9 Citroen Gris 40,00 €
Cotxe 10 Seat Blau 40,00 €
L'empresa ha rebut la següent sèrie de peticions que ha d'intentar satisfer:
Preu/dia Color
Petició 1 <= 40 € NO Blau
Petició 2 <= 30 € Blau o Blanc
Petició 3 <= 60 € NO Gris i NO negre
Petició 4 <= 40€ NO Vermell i NO Blau
Petició 5 <= 60 € Blanc
Tenim la restricció addicional de que no hi pot haver dos cotxes de la mateixa marca. Considera 
les peticions com variables, en el mateix ordre que figuren, i els cotxes de la flota com valors, 
també en el mateix ordre que es llisten.
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Variables i Dominis
Petició1:Cotxe{1,2,3,4,5,6,7,8,9,10},Marca{Ford,Citroen,Mercedes,Seat,Ope
l,BMW},Color{Blanc, Blau, Gris, Verd, Vermell, Negre}, Preu{30,35,40,60}.
Petició2:Cotxe{1,2,3,4,5,6,7,8,9,10},Marca{Ford,Citroen,Mercedes,Seat,Ope
l,BMW},Color{Blanc, Blau, Gris, Verd, Vermell, Negre}, Preu{30,35,40,60}.
Petició3:Cotxe{1,2,3,4,5,6,7,8,9,10},Marca{Ford,Citroen,Mercedes,Seat,Ope
l,BMW},Color{Blanc, Blau, Gris, Verd, Vermell, Negre}, Preu{30,35,40,60}.
Petició4:Cotxe{1,2,3,4,5,6,7,8,9,10},Marca{Ford,Citroen,Mercedes,Seat,Ope
l,BMW},Color{Blanc, Blau, Gris, Verd, Vermell, Negre}, Preu{30,35,40,60}.
Petició5:Cotxe{1,2,3,4,5,6,7,8,9,10},Marca{Ford,Citroen,Mercedes,Seat,Ope
l,BMW},Color{Blanc, Blau, Gris, Verd, Vermell, Negre}, Preu{30,35,40,60}.
Restriccions
Agrupem les restriccions pel tipus, per major claredat:
• Cotxes diferents:
Peticio1.cotxe!=Peticio2.cotxe
Peticio1.cotxe!=Peticio3.cotxe
Peticio1.cotxe!=Peticio4.cotxe
Peticio1.cotxe!=Peticio5.cotxe
Peticio2.cotxe!=Peticio3.cotxe
Peticio2.cotxe!=Peticio4.cotxe
Peticio2.cotxe!=Peticio5.cotxe
Peticio3.cotxe!=Peticio4.cotxe
Peticio3.cotxe!=Peticio5.cotxe
Peticio4.cotxe!=Peticio5.cotxe
• Restriccions del domini:
IF(Peticio1.cotxe=cotxe1)THEN
AND(Peticio1.Marca=Ford,Peticio1.Color=Blanc,Peticio1.Preu=30))
IF(Peticio1.cotxe=cotxe2)THEN
AND(Peticio1.Marca=Citroen,Peticio1.Color=Blau,Peticio1.Preu=35))
IF(Peticio1.cotxe=cotxe3)THEN
AND(Peticio1.Marca=Mercedes,Peticio1.Color=Gris,Peticio1.Preu=60))
IF(Peticio1.cotxe=cotxe4)THEN
AND(Peticio1.Marca=Citroen,Peticio1.Color=Verd,Peticio1.Preu=30))
IF(Peticio1.cotxe=cotxe5)THEN
AND(Peticio1.Marca=Seat,Peticio1.Color=Vermell,Peticio1.Preu=35))
IF(Peticio1.cotxe=cotxe6)THEN
AND(Peticio1.Marca=Opel,Peticio1.Color=Blanc,Peticio1.Preu=35))
IF(Peticio1.cotxe=cotxe7)THEN
AND(Peticio1.Marca=Merced,Peticio1.Color=Vermell,Peticio1.Preu=35))
IF(Peticio1.cotxe=cotxe8)THEN
AND(Peticio1.Marca=BMW,Peticio1.Color=Negre,Peticio1.Preu=60))
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IF(Peticio1.cotxe=cotxe9)THEN
AND(Peticio1.Marca=Citroen,Peticio1.Color=Gris,Peticio1.Preu=40))
IF(Peticio1.cotxe=cotxe10)THEN
AND(Peticio1.Marca=Seat,Peticio1.Color=Blau,Peticio1.Preu=40))
I aquestes mateixes restriccions per les peticions 2, 3, 4, i 5.
• Restriccions de peticions:
Peticio1.Preu <= 40
Peticio1.Color != Blau
Peticio2.Preu <= 30
OR(Peticio2.Color = Blanc, Peticio2.Color = Blau)
Peticio3.Preu <= 60
Peticio3.Color != Gris
Peticio3.Color != Negre
Peticio4.Preu <= 40
Peticio4.Color != Vermell
Peticio4.Color != Blau
Peticio5.Preu <= 60
Peticio5.Color = Blanc
• Restricció addicional:
Peticio1.marca!=Peticio2.marca
Peticio1.marca!=Peticio3.marca
Peticio1.marca!=Peticio4.marca
Peticio1.marca!=Peticio5.marca
Peticio2.marca!=Peticio3.marca
Peticio2.marca!=Peticio4.marca
Peticio2.marca!=Peticio5.marca
Peticio3.marca!=Peticio4.marca
Peticio3.marca!=Peticio5.marca
Peticio4.marca!=Peticio5.marca
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Imatge 50: Exercici 1 a la nostra eina, amb unes restriccions representatives
Exercici 4
Donat un vector de cinc posicions es desitja obtenir una assignació de lletres tal que no hi hagi 
dos lletres consecutives iguals i el conjunt sigui capicua.
• Els valors possibles per la posició 1 són A,B,C,D,E.
• Els valors possibles per les posicions 2 i 3 són A,B,C.
• Els valors possibles per la posició 4 són C,D,E.
• Els valors possibles per la posició 5 són B,C,D,E.
Variables i Dominis
Pos1:valor{A,B,C,D,E}
Pos2:valor{A,B,C}
Pos3:valor{A,B,C}
Pos4:valor{C,D,E}
Pos5:valor{B,C,D,E}
Restriccions
Pos1.valor=Pos5.valor
Pos2.valor=Pos4.valor
Pos1.valor!=Pos2.valor
Pos2.valor!=Pos3.valor
Pos3.valor!=Pos4.valor
Pos4.valor!=Pos5.valor
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Imatge 51: Exercici 4 a la nostra eina
Exercici 17
Donat  el  següent  graf  de restriccions  on  cada restricció  és  una condició  de desigualtat  i  els 
següents dominis per les variables.
A={1,2,3}  B={1,2}  C={2,3}  D={2,3}  E={1,2,3}
Aquí ja tenim les variables definides així que només cal que definim les restriccions:
A.valor!=B.valor  A.valor!=C.valor  A.valor!=E.valor  B.valor!=C.valor 
B.valor!=D.valor  B.valor!=E.valor  C.valor!=D.valor  D.valor!=E.valor
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Imatge 52: Problema 17
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Imatge 53: Exercici 17 a la nostra eina
Temps i Cost
Ara veurem una comparativa de la planificació inicial, amb els temps que s'ha utilitzat realment, 
per poder veure si la planificació feta inicialment era bona, o distava molt de la realitat. L'altre punt  
d'aquest capítol tracta del cost que hagués tingut aquest projecte si hagués estat desenvolupat per 
una empresa qualsevol. S'hi tindran en compte els temps dedicats i els perfils necessaris per cada 
part del projecte.
Temps
Recordem la planificació inicial del projecte:
Ara veurem part per part, quines han estat les variacions de temps:
Anàlisis de requeriments
L'anàlisi estava previst que durés 8 dies, però es va poder acabar una mica abans i finalment en 
va durar 7. En aquesta fase no s'han produït canvis significatius de la planificació.
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Imatge 54: Gantt: General
Id. Nom de la tasca Començament Fi Durada
T1 11 T2 11
feb mar abr may jun
1 8d26/01/201117/01/2011Analisis de requeriments
2 11d10/02/201127/01/2011Especificació
3 16d04/03/201111/02/2011Disseny
4 47d10/05/201107/03/2011Implementació
5 60d01/06/201110/03/2011Tests
6 26d15/06/201111/05/2011Esciure Memòria
Imatge 55: Gantt: Anàlisis de requeriments real
Id. Nom de la tasca Començament Fi Durada
T1 11 T2 11
feb mar abr may jun
1 7d25/01/201117/01/2011Analisis de requeriments
Especificació
L'especificació tenia una durada prevista d'onze dies, finalitzant el 10 de febrer.
Però la realitat ha estat ben diferent. Els casos d'ús han resultat més senzills de l'esperat, també 
degut a la semblança que hi ha hagut entre ells. No obstant el model conceptual ha portat alguna 
complicació inesperada, i s'ha utilitzat un 50% més del temps que s'havia previst.
Disseny
Inicialment s'havia pensat destinar 22 dies per la fase de Disseny.
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Imatge 56: Gantt: Especificació
Id. Nom de la tasca Començament Fi Durada
ene 2011 feb 2011
27 28 29 30 31 1
1 2d28/01/201127/01/2011Cas d’ús: Gestió Variables
2 3d31/01/201129/01/2011Cas d’ús: Gestió Dominis
3 3d03/02/201101/02/2011Cas d’ús: Gestió Restriccions
4 1d04/02/201104/02/2011Cas d’ús: Solucionar
5 1d05/02/201105/02/2011Cas d’ús: Gestió Problema
7 4d10/02/201107/02/2011Model Conceptual
2 3 4 5 6 7 8 9 10
6 1d06/02/201106/02/2011Cas d’ús: Acció Graf
Imatge 57: Gantt: Especificació Real
Id. Nom de la tasca Començament Fi Durada
feb 2011ene 2011
28 29 30 31 127
1 1d27/01/201127/01/2011Cas d’ús: Gestió Variables
2 3 4 5
2
7
3
4
5
6
1d27/01/201127/01/2011Cas d’ús: Gestió Dominis
1d28/01/201128/01/2011Cas d’ús: Gestió Restriccions
1d29/01/201129/01/2011Cas d’ús: Solucionar
1d29/01/201129/01/2011Cas d’ús: Gestió Problema
1d29/01/201129/01/2011Cas d’ús: Acció Graf
6d04/02/201130/01/2011Model Conceptual
Imatge 58: Gantt: Disseny
Id. Nom de la tasca Començament Fi Durada
feb 2011 mar 2011
11 12 13 14 15 16
1 4d14/02/201111/02/2011Arquitectura Física
2 18d04/03/201115/02/2011Arquitectura Lògica
17 18 19 20 21 22 23 24 25 26 27 28 1 2 3 4
La realitat no ha estat gaire diferent, per l'arquitectura física, s'ha destinat menys temps degut a la 
simplicitat de la tecnologia JWS. Per l'arquitectura lògica s'hi ha destinat 3 dies més dels prevists, 
que  no  es  considera  significant,  ja  que  de  moment  seguim  avançats  respecte  la  planificació 
original.
Implementació i Test
La implementació, juntament amb els tests, és el que tenia més gruix de treball, destinant-hi un 
total de 87 dies. Per tant és on hi havia més perill d'error de planificació.
El que ha passat realment és que la part de descripció de problema s'ha pogut realitzar amb més 
facilitat de la prevista, però a l'hora d'implementar la part que soluciona el problema s'han trobat 
complicacions amb la  llibreria  utilitzada i  s'ha hagut  de perdre gairebé un mes de treball  per 
solucionar-los. Mentre que s'ha hagut d'incrementar els temps dels últims tests per poder tenir el 
programa llest l'1 de juny.
Escriure memòria
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Imatge 60: Gantt: Implementació i tests
Id. Nom de la tasca Començament Fi Durada
mar 2011 abr 2011
6/3 13/3 20/3 27/3 3/4 10/4
1 16d22/03/201107/03/2011Implementació: Descripció Problema
4 84d01/06/201110/03/2011Tests
17/4 24/4 1/5 8/5 15/5 22/5
may 2011
2 20d10/04/201122/03/2011Implementació: Solucionar Problema
3 30d10/05/201111/04/2011Implementació: Graf
Imatge 61: Gantt: Implementació i tests Real
Id. Nom de la tasca Començament Fi Durada
6/3 13/3 20/3 27/3 3/427/2
1 14d13/03/201128/02/2011Implementació: Descripció Problema
10/4 17/4 24/4 1/5 8/5 15/5 22/5
4
3
2 48d30/04/201114/03/2011Implementació: Solucionar Problema
27d27/05/201101/05/2011Implementació: Graf
89d01/06/201105/03/2011Tests
mar 2011 abr 2011 may 2011
Imatge 59: Gantt: Especificació Real
Id. Nom de la tasca Començament Fi Durada
feb 2011
6 7 8 9 105
1 2d06/02/201105/02/2011Arquitectura Física
11 12 13 14
2 21d27/02/201107/02/2011Arquitectura Lògica
15 16 17 18 19 20 21 22 23 24 25 26 27
Finalment,  degut  a l'error  de planificació  de l'etapa d'implementació,  s'ha hagut  d'accelerar  el 
procés d'escriure la memòria, passant dels 26 dies inicials a només 14.
Per finalitzar aquesta secció, cal destacar que una bona planificació és clau per dur un projecte a 
bon port. No obstant, en aquest cas, on els horaris de treball són molt variables, ja que no s'hi  
dedica una jornada laboral fixe, i depèn més de les situacions personals, i del temps disponible 
que s'hi pot dedicar, és més difícil de realitzar una planificació encertada.
Cost
Durant la realització del projecte s'han realitzat tasques que en qualsevol empresa s'haguessin 
realitzat per diferent personal. L'objectiu d'aquesta secció és simular el cost que hagués tingut 
aquest projecte si l'hagués realitzat una empresa.
En un món ideal  aquest  projecte s'hagués dividit  en  varies  persones:  El  cap de projecte,  un 
analista,  un  arquitecte  i  tres  programadors.  El  rol  que  hagués  desenvolupat  cada  treballador 
hagués estat:
• Cap de projecte: El cap de projecte té el principal objectiu de planificar i gestionar el temps 
i  recursos.  També  és  l'encarregat  de  motivar  l'equip  i  resoldre  conflictes  de  certa 
importància. Finalment també comprova que tot funciona segons l'esperat.
• Analista:  L'analista té contacte directe amb el client,  ja que és qui ha de transmetre a 
l'equip les funcionalitats de l'aplicació a desenvolupar. 
• Arquitecte:  És  l'encarregat  d'interpretar  el  treball  fet  per  l'analista  i  decidir  les  millors 
tecnologies  a  utilitzar,  així  com  la  manera  en  què  es  duran  a  terme  les  diferents 
funcionalitats designades per l'analista.
• Programadors: Són l'últim esglaó de l'equip, i s'encarreguen d'implementar el disseny que 
ha fet l'arquitecte.
A continuació es mostra una taula amb els costos de la feina dels empleats, aproximant les hores 
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Imatge 62: Gantt: Esciure memòria Real
Id. Nom de la tasca Començament Fi Durada
jun 2011
5/629/5
1 14d14/06/201101/06/2011Escriure memòria
que pugui realitzar cadascú. S'intentarà extreure de la planificació final, les diferents etapes, per 
assignar els temps aproximats a cadascun dels perfils. El cost per hora dels perfils és el cost real 
que té l'empresa, i inclou el sou, despatx, seguretat social, ordinadors, etc.
Perfil Dies Hores/Dia Hores totals €/hora € total
Programador 30 8 240 30 7200
Arquitecte 20 8 160 45 7200
Analista 10 8 80 40 3200
Cap de projecte 60 2 120 60 7200
Cost total: 7200€ x 3 (3 programadors) + 7200€ + 3200€ + 7200€ = 39200€
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Conclusions
Una vegada realitzat el projecte, podem extreure les conclusions sobre el treball realitzat, i també 
sobre possibles millores o futures ampliacions.
• Pel que fa els PSR, es pot dir que s'ha comprès en com es poden definir, i els algoritmes 
més importants que existeixen per la seva resolució. També s'han vist diferents varietats 
d'aquests problemes, i sobretot, s'ha vist la seva importància ja que molts problemes del 
mon real es poden formular com PSR.
• Es pot dir que s'han aplicat els coneixements adquirits al llarg de la carrera amb èxit, ja que 
el  projecte ha sortit  endavant.  Tot  i  que s'ha destinat  bastant  temps en repassar certs 
temes per fer memòria. No obstant,  està clar que s'ha de guanyar més experiència en 
l'elaboració de projectes, ja que la planificació potser ha estat massa optimista, i al final 
s'ha hagut de comprimir el treball.
• El software compleix amb les funcions que s'han descrit a la fase d'especificació, per tant 
el desenvolupament del projecte s'ha dut a terme de forma satisfactòria.
• Segurament, el principal problema que té el programa és que alguns problemes que tenen 
dominis  que  estan  formats  per  tuples  són  difícils  de  formular  amb  el  programa,  per 
exemple l'exercici 1 dels exemples que hem vist. Si bé que les variables permeten tenir 
varis camps de domini, aquests no poden estar relacionats entre si, i per tant s'han de 
definir aquestes relacions mitjançant restriccions addicionals, que en ocasions poden ser 
bastantes.  Per  tant,  una possible  millora pel  programa,  seria  que es  poguessin  definir 
camps de domini del tipus tupla, per estalviar-nos totes aquestes restriccions.
• La llibreria Choco, utilitzada per la resolució dels problemes, ha estat molt útil per evitar els 
algoritmes i estructures de dades que s'han d'utilitzar per solucionar aquests problemes, no 
obstant, les opcions de configuració a vegades han estat limitades. Per tant, crec que una 
alternativa molt interessant hagués estat implementar els algoritmes de resolució, ja que 
els  utilitzats  (Backtracking  cronològic  i  Forward  Checking)  no  són  excessivament 
complicats.  D'altra  banda,  haver  utilitzat  una  eina  tant  extensa  com Choco,  permetrar 
poder implementar nous algoritmes de resolució, i  poder plantejar  nous problemes que 
continguin dominis de tipus real.
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• El fet d'haver d'adaptar l'algoritme MAC a FC i Backtracking Cronològic, ha suposat haver 
d'entendre el funcionament de la llibreria Choco, i en ocasions ha estat difícil, degut a la 
quantitat de classes que conté.
• Finalment, la tecnologia utilitzada, JWS, que permet l'accés al programa a través d'Internet, 
i que s'executi localment, ha estat una bona solució. Però potser el temps de carga és una 
mica excessiu degut a que la llibreria Choco tarda bastant en carregar-se. Per tant, opino 
que l'accés al programa, a apart de ser via JWS, també s'hauria de poder descarregar de 
manera manual, i pode'l tenir emmagatzemat a la màquina local.
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Annex: Manual d'usuari
Aquest manual explica de forma detallada, però senzilla, la manera de fer funcionar el programa. 
Tot i que és intuïtiva, o almenys pretén ser-ho, sempre pot quedar algun dubte, que amb un cop 
d'ull  ràpid  a  aquest  manual  es  solucionarà  ràpidament.  Descriurem per  cada funcionalitat  els 
passos a seguir:
Nova Variable 
1. Prémer amb el botó dret sobre la 
pantalla del graf.
2. Seleccionar  l'opció  “Nova 
Variable”.
3. Introdueix les dades de la variable.
4. Per escollir una imatge, prem el botó “Examinar” i 
escull la imatge desitjada.
5. Prem el botó “D'acord” per crear la Variable.
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Modificar Variable 
1. Prémer  amb  el  botó  dret 
sobre una variable del graf.
2. Seleccionar l'opció “Modificar 
Variable”.
3. Canvia les dades de la variable.
4. Per escollir una imatge, prem el botó “Examinar” i 
escull la imatge desitjada.
5. Prem el botó “D'acord” per modificar la Variable.
Eliminar Variable 
1. Prémer  amb  el  botó  dret  sobre 
una variable del graf.
2. Seleccionar  l'opció  “Eliminar 
Variable”.
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Nou CampDomini 
1. Prémer el botó del menú de 
la  barra  superior  que  conté 
una  imatge  en  forma  de 
creu.  On  el  cursor  indica: 
“Nou Domini”.
2. Introdueix  les  dades 
del domini.
3. Pots escollir el tipus de 
domini  desitjat 
(Numèric  amb interval, 
Numèric  amb  llista  o 
Alfabètic).
4. Prem el botó “D'acord” 
per crear el Domini.
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Modificar CampDomini / Eliminar CampDomini
1. Prémer  el  botó  del  menú  principal  de  la 
barra  superior  que  conté  una  imatge  en 
forma de paper. On el cursor indica: “Llista 
Dominis”.
2. Per  esborrar  un  camp  de  domini, 
selecciona'l i prem el botó “Eliminar”.
3. Per  modificar  un  camp  de  domini, 
selecciona'l  i  prem  el  botó  “Modificar”. 
Aniràs a la mateixa finestra que quan crees 
un  CampDomini  nou,  amb  les  dades 
d'aquest introduïdes i modificables.
Nova Restricció
1. Prémer amb el botó dret 
sobre la pantalla del graf.
2. Seleccionar l'opció “Nova 
Restricció”.
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3. Escriure  la  restricció  al  camp  de  text.  Et  pots  ajudar  dels  menús  de  restriccions, 
expressions i variablesdomini. Les regles de la restricció són:
Els operadors lògics “IF,OR i AND” tenen la següent estructura:
IF(restricció)THEN(restricció)
OR(restricció,restricció)
AND(restricció,restricció)
      Les desigualtats “=,!=,<,>,<=,>=” tenen la següent estructura:
expressió 'desigualtat' expressió
      Els tipus d'expressions tenen la següent estructura:
ABS(expressió), NEG(expressió),
SUMA(expressió, expressió), RESTA(expressió, expressió),
MULT(expressió, expressió), EXP(expressió, expressió),
DIV(expressió, expressió), MOD(expressió, expressió),
o simplement estan formades per una Variable.domini o un enter.
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4. Prem el botó “D'acord” per crear la restricció.
Modificar Restricció / Activar Restricció / Desactivar Restricció / Eliminar Restricció
Per modificar una restricció 
s'ha de:
1. Prémer amb el botó 
dret  sobre  una 
restricció del graf.
2. Seleccionar  l'opció 
desitjada.
Nota:Les  opcions  “Activar 
Restricció”  i  “Desactivar 
Restricció”  Només  estaran 
disponibles  quan  tingui 
sentit executar-les.
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Configuració
La clau anglesa del menú de la part superior de la pantalla principal permet definir l'heurística amb 
què es soluciona el problema:
casella FC: activar/desactivar ForwardChecking.
Selecció variables:
Ordre creació  (per defecte): selecciona les variables en l'ordre de creació.
Màxim domini: selecciona primer les variables amb un domini més ampli.
Màxim Regret: selecciona primer les variables amb la diferència més gran entre els 
  dos valors més petits del domini.
Valor màxim domini:selecciona primer les variables amb el valor de domini més alt.
Mínim domini:  selecciona primer les variables amb un domini més reduït.
Valor mínim domini:selecciona primer les variables amb el valor de domini més baix.
Involucrada a més restriccions:  selecciona primer les variables que estan 
      involucrades a més restriccions.
Aleatori: selecciona variables a l'atzar
Selecció valors:
Mínim  (per defecte): Selecciona primer els valors més baixos del domini.
Mig: Selecciona primer els valors mitjos del domini.
Màxim: Selecciona primer els valors més alts del domini.
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Solucionar 
1. Prémer  el  botó 
amb  forma  de 
calculadora  del 
menú  de  la  barra 
superior  de  la 
pantalla principal.
2. Es  visualitza  el 
resultat  a  la 
pantalla d'abaix.
Nou Problema / Obrir Problema / Guardar Problema /  Cargar Exemple
Per accedir a aquestes funcionalitats, s'han de prémer els 4 primers botons, respectivament,  del 
menú de la barra superior de la pantalla principal
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