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This paper is an introduction to Lambdix, a lazy Lisp interpreter implemented at the Research Laboratory of the University of Paris XI (Laboratoire de Recherche en Informatique, Orsay). Lambdix was devised in the course of an investigation into the relationship between the semantics of programming languages and their implementation; it was used to demonstrate that in the Lisp domain, semantic correctness is consistent with efficiency, contrary to what has often been claimed.
The first part of the paper is an overview of well-known semantic difficulties encountered by Lisp as well as an informal presentation of Lambdix; it is shown that the difficulties which Lisp encouters do not arise in Lambdix. The second part is about efficiency in implementation models. It explains why Lambdix is better suited for lazy evaluation than previous models. The section ends by giving comparative execution time tables.
Lambdix and the semantic problems of Lisp
In this section the semantical defects of lisp 1 are reviewed and shown not to exist in Lambdix. These defects are characteristic of early versions of lisp, but they are still present in current versions (although, of course, not all defects are present in all versions); this is why we think this little overview is not out of date even if some of points we make are now well-known.
The functional argument problem
Lisp was first thought of as being an implementation of the lambda calculus. Its syntax allows the definition of functions by means of lambda expressions, as for instance (lambda (x y) (+ x y)) 1 By 'lisp' here we mean a family of languages rather than a particular language belonging to this family. 
In the framework of the lambda calculus, call by value can be understood as a strategy governing the order in which the ß-reductions are performed. This strategy guarantees that if there is a unique solution, the calculus will converge on it.
Unfortunately it also guarantees that the calculus will never return if there is also an infinite derivation. 
Note that the definitions of Q and QBAR are mutually recursive and that the NAnd introduced here will be an operator on streams.
Reflexivity in Lisp
Another difference between Lisp and 1 An obvious advantage of this definition is that it is perfectly general; there is no need for a distinction between f-subr, f-
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= ( 3 5 7 ) Here the characters ! and ' stand for the operators excla and quote respectively.
Naming variables
A fundamental difference between Lisp and the lambda calculus is that in 
Implementation
The main originality of Lambdix is its implementation model. This section shows that this model can bear comparison with other models on call by value, and that it is far better suited for lazy evaluation.
Previous implementation models
1 For instance
.... (lambda (x) (f (f x)))))
(lambda (y) (+ y x))) will be represented by the internal structures of figure 2: double-incr
twice
In the same way, local definitions are parsed and lexical references to them are replaced by direct pointers to analogous internal structures. We shall not detail these cases here.
In fact, the cell parameters do not 
Representation of environments
The dynamic pointers to the blocks are 
Execution timetables
In this section we give some execution 
