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1. はじめに
コードクローンとは，ソースコード中に存在
する同一，または類似したコード片のことであ
り，ソフトウェアの保守を困難にしている要因
のーっとされている.そのため，コードクロー
ンは集約(リファクタリング[3J)を検討するべ
きものであると指摘されている[1][2J. 
我々の研究グループでは，コードクローン検
出ツー ノレ CCFinder[4Jと， リファクタリング支援
環境 Aries[5Jの開発を行ってきた.Ariesでは，
各コードクローンに対して個別にリファクタリ
ング支援を行う機能が実現されている.
本稿では，より効率的にリファクタリングを
行うために，ソフトウェア中に含まれるコ}ド
クローンをグループ分けし，グループ単位での
リファクタリング支援を行う手法を提案する.
具体的には，メソッド呼び出し関係のあるコー
ドクローンを一つのグ、ループにまとめ，グ、ルー
プに対しメトリクスを用いて特徴づけを行うこ
とにより，適用可能なリファクタリングパター
ンを提示する.
2. 準備
2.1. コードクローンの定義
あるトークン列中に存在するこつの部分トー
クン列 (α ，s) が等価であるとき， (α ， 
s) は互いにクローンであるという.またベア
(α ， s) をクローンベアと呼ぶ. (α ， s) 
それぞれを真に包含する如何なるト}クン列も
等価でないとき， (α ， s) を極大クローンと
呼ぶ.また，クローンの同値類をクローンセッ
トと呼ぶ.ソースコード中でのクローンを特に
コードクローンという.
2.2. CCFinder 
CCFinderは，単一又は複数のソースコード中
から極大クローンを検出する.この検出は数百
万行規模のソフトウェアであっても実用時間で
可能である.ここにおけるクローンとは，ソー
スコードを字句解析することにより得られたト
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ークン列に対し，名前空間の正規化等の変換を
行った結果， トークン単位で等価である部分を
いう.
2.3. Aries 
Ariesは，クローンセットに対し，様々なメト
リクスを用いた特徴付けを行うことにより，適
用すべきリファクタリング、パターン[3Jの決定支
援を行う.また， CCFinderが検出したクローン
のうち，メソッドや繰り返し文といった，リフ
ァクタリングの対象となりうるプログラミング
言語の構造単位でクロ}ンとなっているものの
みを扱う.
3. 提案手法
3.1. 概要
Ariesでは，各クローンセットに対して，個別
にリファクタリングを行う必要がある.しかし，
クローン聞に何らかの依存関係がある場合には，
個別に行うリファクタリングでは，作業が困難
である，効率が良くないなどの問題がある.そ
こで，本稿ではメソッド呼び出し関係のあるク
ローンをまとめてリファクタリングを行う手法
を提案する. まず，メソッド呼び出し関係のあ
るクローンを表す ChainedCloneを定義し，そ
の後， Chained Cloneに対するリファクタリング
支援を目的としたメトリクスを二つ定義する.
3.2. Chained Clone 
メソッド聞の呼び出し関係を，プログラム依
存グラフと同じく有向グラフを用いて表現する.
つまり，頂点(メソッド)の集合と辺(メソッ
ド聞の呼び出し関係)の集合を用いて表す.本
稿では，この二つの集合の組で表される有向グ
ラフを ChainedMethodと呼ぶ.
以下の条件が成立するとき，二つの Chained
Method CMAとCMBは互いに ChainedCloneである
と定義する.
(1) CMAとCMBは同形グラフである.
(2) (1)において，対応する頂点(メソッド)は，
互いにクローンである.
また， Chained Cloneの同値類を Chained
Clone Setと呼ぶ.
図 1に例を示す.同形である三つのグラフ
CM1， CM2， CM3はそれぞれ ChainedMethodを表して
いる.ここで，対応する頂点 (MA1と MBl> MB2と
Mα など)は，互いにクローンになっているとす
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ると，各グラフは，他の二つのグラフとの聞で
前述の ChainedCloneである条件を満たしてい
る.よって，これら三つの ChainedMethod 
CM1， CM2， CM3は一つの ChainedClone Setを構成
している.
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図 1Chained Clone Setの例
3.3. Chained Clone Setに対するメトリクス
Chained Cloneに対し“ PullUp Method"を適
用する際に有用なメトリクスを提案する.コー
ドクローンに対する“ Pul1Up Method" とは，
クローンとなっているメソッドを共通の親クラ
スへ引き上げることによって，集約を行うりフ
ァクタリングパターンである.
Chained Cloneに対し“ PullUp Method"を適
用する際に，二つの事柄を考慮する必要がある.
一つ目は，リファクタリングを行う単位である.
つまり， Chained Clone全体を一つの親クラスに
引き上げるのか，それとも互いにクローンにな
っているメソッドをそれぞれが継承する共通の
親クラスへ引き上げるかを決定する必要がある.
二つ目は，既存の親クラスに引き上げるか，そ
れとも新たに共通の親クラスを作るかを決定す
る必要がある.
これらの判断には，次の二つの情報が必要で
ある.一つ目は，各 ChainedMethodに含まれる
メソッドが同じクラスに存在するかどうかであ
る.同じクラスに存在すれば，容易に一つのク
ラスに引き上げることができる. 二つ目は，図
lのMA1とMB1のように ChainedClone内で，互い
にクローンになっているメソッドが共通の親ク
ラスを持っかどうかある.共通の親クラスを持
つ場合は容易に引き上げることができるが，持
たない場合は新たな共通の親クラスの作成を検
討する必要がある.
これらを踏まえ，一つ目の情報を表す
DCHD (Dispersion of Class Hierarchy in De-
pendency fragments)メトリクスと二つ自の情報
を表す DCHS(Dispersionof Class Hierarchy in 
Subset of clone class)メトリクスを定義した.
Chained Clone Set Sは， n個の ChainedMethod 
CM1， CM2，…， CMn を含んでいるとする.また，
Chained Method CMi は m 個のメソッド
Mw Mω …，Mimをそれぞれ含んでいる.また，メ
ソッド Mijは，CMiに含まれる j番目の頂点に相
当するとする.更に，各 ChainedCloneの j番
目のメソッドの集合 MSj= {Moj， M1j，…，Mn) とする.
この集合に含まれるメソッドは，同一のクロ}
ンセットに含まれる.また， DCHはAriesで用い
たメトリクスであり，各コード片共通の親クラ
スを求め，そのクラスと各コード片とのクラス
階層における距離のうち最大のものを値とする.
このとき， DCHD (S)と DCHS(S)は次の式で表され
る.
DCHD(S)= max{DCH(CM)，DCH，(CM，)…，DCH(CM.)} 
DCHS(S) = max{DCH(MS，)DCH，(MS芯hり)ル，.吋.
4. 適用実験
Javaコードを対象として， Chained Cloneの
検出とメトリクスを計測するツールを実装した.
更に， ANTLR 2.7.4に対し，適用実験を行った.
その結果， 18個の ChainedClone Setを検出し
た.その一つは CSharpCodeGenerator， 
JavaCodeGeneratorの両クラスに含まれる呼び出
し関係があるこつのメソッド mangleLiteralお
よび getValueStringで構成されていた.これら
のメソッドは，同名のメソッド問でそれぞれク
ローンになっていた.更に，各メトリクスを計
t則すると， DCHSが 1，DCHDが Oであった.この
Chained Clone Setに対し，“ PullUp Method" 
の適用を試みたところ，アクセス制御子を変更
するのみで適用することができた.
5. まとめと今後の課題
本稿では， Chained Cloneを定義し，それに対
するリファクタリング支援を目的としたこつの
メトリクスを定義した.また，それらメトリク
スの評価実験を行った.他の依存関係の利用が
今後の課題である.
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