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 Abstrakt 
Tato bakaláská práce se zabývá importem adaptivní uebnice do systému Barborka. Má za úkol 
zjednodušit a zrychlit vkládání dokumentu do e-learningového systému, do kterého se dokumenty 
vkládají pomocí webového formuláe, což je velmi zdlouhavá a pracná záležitost. V úvodu práce je 
popsáno, co to adaptivní výuka je, jak se v historii vyvíjela až do souasné podoby systému Barborka. 
Dále je v práci popsána struktura dat adaptivní uebnice, tedy jak vypadá databáze s vkládanými daty. 
V práci jsou popsány, jaké se naskytly možnosti importu adaptivní uebnice do systému, jejich výhody 
a nevýhody a nakonec zvolený zpsob ešení naítání dokumentu. Pro lepší pochopení tohoto 
naítacího algoritmu je k dispozici vývojový diagram. V další ásti je popsána píruka jak pro 
uživatele, tak pro programátora ve které jsou popisy nkterých použitých metod a funkcí. V závru 




aplikace, buka, databáze, dokument, funkce, klí, lekce, metoda, pedmt, objekt, odpov, otázka, 
rámec, rozhraní, ádek, tabulka, uebnice, varianta, vrstva 
  
Abstract 
This bachelor thesis deals with import adaptive textbook in the Barborka system. It’s task is to 
simplify and speed up loading a document into the e-learning system in which documents are inserted 
via a web form which is very time-consuming and laborious affair. The introduction describes what 
adaptive teaching them how ever developed to the present form of Barborka. The study also describes 
an adaptive data structure textbooks, that is how it looks with the inline data. The paper describes what 
he got an opportunity to import adaptive textbook system, their advantages and disadvantages, and 
ultimately selected method of document retrieval solutions. For a better understanding of a retrieval 
algorithm is a flowchart. The next section describes the manual for both users and programmers which 
are descriptions of some of the methods and functions. In conclusion, achievements are assessed work 
and suggestions for other ways would this work gave expand. 
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1  Úvod 
V souasné dob jsou možnosti vkládání adaptivní uebnice do systému Barborka velmi 
zdlouhavé a nepraktické. Autor nebo uživatel, který se chystá vložit takovou uebnici do databáze 
systému Barborka, je nucen zdlouhav vyplovat webové formuláe a složit vkládat a zaazovat jeho 
ásti do rzných oddlení databáze. Tato možnost mže být zejména nepíjemná, pokud je text 
uebnice obsáhlý a existuje v ní mnoho rzných ástí, které musí uživatel pesn rozlišit a vložit do 
správné ásti databáze tak, aby správn fungovaly a mli požadovaný efekt, jaký si uživatel 
pedstavoval. 
Aplikace této bakaláská práce by mla vytvoit snadnou cestu ke vkládání takovýchto 
dokument do systému bez toho, aby uživatel musel hodnoty jednu po druhé vkládat do databáze pes 
webový formulá. Uživateli bude stait, když si pouze pipraví dokument, který bude splovat všechny 
dohodnuté náležitosti. Dokument má podobu jedné až nkolika tabulek, které obsahují logicky 
uspoádané ásti adaptivní uebnice. Pak bude jen stait vložit jej do systému a tato aplikace by se již 
o zbytek mla postarat.  
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2  Adaptivní výuka 
 Adaptivní uení je vzdlávací metoda, která využívá poítae jako interaktivních výukových 
zaízení. Pizpsobuje poítaové prezentace studijních materiál podle vzdlávacích poteb student, 
jako odpovdi na jejich na otázky a zadané úkoly. Tento model pochází od radikálního behavioristy z 
období kolem roku 1950 a z nerealizovaných píslib stroje Teaching Machine B. F. 
Skinnera.[i2] Teaching Machine bylo mechanické zaízení, jehož úelem bylo poskytnout uební plán 
programované výuky. Motivací je umožnit elektronickou výukou, zalenit hodnotu interaktivity 
poskytované studentovi, skuteným lidským uitelem nebo vychovatelem. Tato technologie zahrnuje 
aspekty odvozené z rzných obor, vetn poítaové vdy, vzdlávání a psychologie.[i3] 
Adaptivním uením bylo ásten uinno poznání, že uení na míru nelze dosáhnout ve 
velkém mítku s využitím tradiních, neadaptivních pístup. Adaptivní uební systémy usilují o 
transformaci studenta ped pasivním receptorem informací spolupracovníka do vzdlávacího 
procesu.[4] Primárními adaptivními systémy uení jsou aplikace z oblasti vzdlávání, ale i další 
populární aplikace jako jsou obchodní školení. Byly navrženy jako stolní poítaové aplikace a 
webové aplikace.[i3] 
Adaptivní uení je rovnž známo jako adaptivní vzdlávací hypermedia, poítaové 
vzdlávání, adaptivní výuka, douování inteligentními systémy a poítaové bázové pedagogické 
prostedky.[i3] 
 
Výukové opory pro adaptovanou výuku 
Aby bylo možno sestavovat výuku na míru osobním charakteristikám student, musí mít systém 
možnost manipulace s výukovými oporami. Úkolem je nauit všechny studenty stejným výsledným 
znalostem a dovednostem, ale každého pípadn s jiným pístupem, jiným zpsobem nebo postupem. 
To znamená, že bude poteba výukové materiály zpracovat bu v mnoha rzných variantách pro 
„typické“ studenty, ovšem s rizikem, že až pijde jiný typ studenta, budou se varianty dále a dále 
rozmnožovat.  
Jinou možností je materiály podrobn rozlenit a výuku z tchto ástí vhodn sestavovat. 
Uvdomme si, že fakta pedkládaná k výuce jsou stále stejná, jen podrobnost jejich komentování, 
podrobnost prbžných pedagogických pokyn, poadí jejich výkladu a dalších prvodních ástí 
výkladu je rozdílná. Pokusíme se tedy navrhnout takové rozdlení výukové látky na ásti, aby z ástí 
byly sestavitelné nejrznjší varianty výuky. 
Podmínkou samozejm je znalost dležitých charakteristik studenta, takových, které mají vliv na 
jeho proces výuky, na jeho uební styl. 
Hlavním úkolem této píruky je popsat podrobnou strukturu – rozlenní výukových materiál 
tak, aby se s nimi dalo libovoln manipulovat. Ostatní kapitoly jsou doplující, strun vysvtlují  
souvislosti - dvody strukturalizace výuky se strany studenta i proces ízení výuky automatickým 
uitelem. 
Inteligentní ízení adaptované výuky 
I když budou výukové opory vhodn strukturovány, i když budeme o aktuálním studentovi znát 
jeho uební charakteristiky, nestaí to k optimální výuce. Je nutné vdt, jak má být který student 
výukou provádn, aby spotebovaný as i kvalita výsledných znalostí byla nejlepší. 
V praktické „živé“ výuce by to byl úkol pro emaptického, zkušeného uitele, který by volil vždy 
nejvhodnjší individuální pístup ke každému studentovi. Pedpokládáme, že nejde o frontální výuku 
ve tíd, ale o soukromou individuální výuku. 
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V e-learningovém prostedí je nutné tuto pedagogicko-psychologickou zkušenost zabudovat do 
ídicího systému adaptivního LMS. Nazveme tuto funkci systému virtuálním uitelem. Protože 
souasné LMS takovéto funkce obvykle nemaji, musí se ve spolupráci s programátory do LMS 
dobudovat. 
V následujícím odstavci si popíšeme teoreticky innost virtuálního uitele a jeho okolí podrobnji. 
 
2.1 Historie 
Adaptivní uení nebo-li inteligentní výuka má svj pvod v umlé inteligenci pohybu a zaala 
získávat popularitu v roce 1970. V té dob, to bylo obecn pijímáno, že poítae by nakonec mohly 
dosáhnout lidské schopnost adaptability. V uení adaptivním, je základním pedpokladem, že nástroj 
nebo systém bude schopen pizpsobit studentovým/ uživatelovým vyuovacím metodám, což má za 
následek lepší a efektivnjší vzdlávací zkušenosti pro uživatele. Již v 70. letech byla hlavní 
pekážkou cena a velikost poíta, které skýtalo toto uplatnní nepraktickým. Další pekážkou v 
pijetí prvních inteligentních systém bylo, že uživatelské rozhraní nepispívalo k procesu uení.[i3] 
To se nestalo dokud „AutoTutor“, který byl vyvinut Institutem Intelligent System na 
pelomu století, adaptivní uební systém dostal hlas. To byl významný krok u adaptivních 
systém uení, protože bylo pidáno další médium v komunikaci s koncovým 
uživatelem. Podle zakladatele a vedoucího projektu AutoTutor – p. Graessera "Mže 
výpoetní prostedí podporovat sociální vztahy, které mohou zlepšit uení." Také v nkterých 
aplikacích je zvukový obsah nutností, napíklad v aplikacích pro jazyky. V souasné dob 
poet nových adaptivních systém vzdlávání spolenosti neustále roste stejn jako ueben 
s poítaovým vybavením a i další odvtví nacházejí využití pro aplikace adaptivního uení, 
pro profesní rozvoj.[i3] 
 
2.2 Technika a metodika 
Adaptivní learningové systémy byly tradin rozdleny do samostatných složek    nebo-li 
model. Zatímco rzné modelové skupiny byly prezentovány, vtšina systém zahrnují nkteré nebo 
všechny z tchto model (nkdy s rznými názvy): [i3] 
 
• Expert model - model s informací, které mají být vyuovány 
• Student model - model, který sleduje a uí se o studentovi 
• Instruktážní model - model, který skuten vyjaduje informace 
• Vzdlávací prostedí - uživatelské rozhraní pro interakci se systémem 
  
2.3 Systém Barborka 
LMS Barborka je e-learningový systém, tedy programový systém pro podporu všech ástí 
výuky: pípravu výukových opor, vlastní výuku, testování znalostí, vedení potebných evidencí.[3] 
Historie Barborky se datuje od roku 1982, kdy vznikl návrh struktury databáze i první 
implementace základních funkcí autorských a studentských. První verze byla napsána v jazyce Fortran 
pro poítae SMEP, druhá v relaní databázi Redap s pascalovskými moduly pro lokální sí PC, tetí 
verze v jazyce Delphi s databází formátu DB. Teprve souasná internetová verze Barborky však pln 
umožuje využít navíc multimediální prvky, komunikaní možnosti internetu a tím i plnohodnotnou e-
learningovou výuku a její ízení.[3]  
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Vývoj souasné verze zaal v roce 2001 na FEI VŠB-TU Ostrava spoluprací 2 diplomant 
oboru Inženýrská informatika. Oba diplomanti po absolvování dále na dalším vývoji systému pracují 
na katede informatiky FEI s podporou transformaních a rozvojových program. Na vývoji 
spolupracují i další diplomanti a doktorandi katedry.[3] 
 
2.3.1 Autorská ást LMS Barborka 
 LMS Barborka se zaala na VŠB–TU Ostrava používat zaátkem roku 2003. Pro pilotní 
testování autorské ásti byla oslovena ada autor z celé univerzity. Nabídli jsme autorm plnou 
podporu a pomoc pi poátení tvorb studijních opor, protože jsme pedpokládali uritou nedvru ze 
strany autor, jelikož Barborka ve své internetové podob byla novým, teprve se rodícím LMS 
systémem. [2]  
 
2.3.2 Základní prvky pro vytváení studijních opor 
 Podle známých pravidel pro vytváení studijních opor je vhodné lenit text do malých dávek, 
odstavc, obsahujících 1–2 nové základní informace pro studenta. Druhým dvodem pro rozlenní 
textu je možnost vícenásobného využití jednotlivých komponent v rzných výukových oporách. 
Následující struktura autorské databáze Barborky vychází z tchto požadavk a umožuje autorm 
tvoit výukové opory podobn jako stavt rzné celky ze stavebnice základních prvk.[2] 
Struktura autorské ásti databáze Barborky je následující: 
 
PEDMT – kompletní pedmt mže být tvoen jak lekcemi, tak kapitolami. Vhodnou kombinací 
tchto dvou prvk lze docílit dostatené interaktivity, vhodné pro distanní vzdlávání.[2] 
 
LEKCE – je speciální výuková struktura urená pro programovanou výuku. Je tvoena nelineární 
strukturou výkladových rámc a otázek. Vhodným uspoádáním rámc a otázek mže autor dosáhnout 
optimální formy dynamické interaktivní výuky. Lekce se dá zobrazit grafem, v nmž rámce a otázky 
tvoí uzly, možné pechody mezi nimi jsou znázornny hranami. Studentovi jsou pedkládány vý-
kladové rámce, z nichž studuje, a prbžn mu jsou pokládány otázky na probrané téma. Podle reakce 
studenta se bu zobrazí další do vysvtlující rámce nebo píklady. Jestliže student odpoví na otázku 
správn, není dalším výkladem zdržován a je mu zobrazen následující výkladový rámec. Vhodným 
návrhem lekce mže autor dosáhnout vysokého stupn adaptability výuky.[2] 
RÁMEC je elementární ást lekce, obsahující jednotkovou výukovou informaci; na této úrovni se 
analyzují jeho varianty a vrstvy. Tzv. základní rámec definuje jeho obsahovou nápl, varianty rámce 
se liší jen formou nebo hloubkou výkladu, ne obsahem.[6] 
 
VARIANTY  rámce jsou jiné zpsoby výkladu a ovování téže látky. 
Dle úvahy v pedcházejícím odstavci navrhujeme až 4 varianty dle preferovaného smyslového 
vnímání studenta (nazývané dále též 4 smyslové formy variant) a až 3 varianty z hlediska hloubky 
výkladu. Celkem tedy mže být až 4 x 3 = 12 variant ve dvou dimenzích, form a hloubce, viz obrázek 
2. 
Není nutné využít vždy všechny varianty. Je na autorovi opory, aby pokryl smysluplné varianty nebo 




 základní rámec                                              varianty základního rámce 
 
                 1     
                 2     
                 3     
        hloubka 
   
                        formy 
        
             ver               viz              aud              kin 
Obr.  1 Variantní rámce dle smyslové formy 
− Varianty rámce dle smyslové formy 
Z hlediska formy dlíme varianty do již uvedených ty typ (sloupec variant ve výše 
uvedeném schématu): 
− Verbální – varianta obsahuje pevážn text, 
− Vizuální – varianta obsahuje mnoho obrázk, graf, animací apod., 
− Auditivní – varianta obsahuje hodn mluveného slova, zvuk, videopednášek apod., 
− Kinestetická – varianta obsahuje hodn interaktivních výukových program apod. 
Málokdy varianta patí ist jedné form. Vtšinou jde o kombinaci forem a pak autor urí 
procentuální pomr jednotlivých forem, udávající použité procento každé formy. Podle pevažující 
hodnoty bude varianta zaazena na píslušné místo ve výše zobrazené „matici variant“.[6] 
− Varianty rámce dle hloubky 
 Hloubka výkladu udává míru podrobnosti výkladu, specifikuje detailnost pedkládaných 
výukových informací. Prozatím definujeme 3 úrovn hloubky.[6] 
Základní úrovní je hloubka 2. Zde je nejastji používaný výklad z hlediska podrobnosti. Jeho 
rozsah a obsah uruje autor. Varianta mže obsahovat i teoretické otázky nebo úlohy k ešení. Pomocí 
nich si systém ovuje, zda student látku pochopil. Pokud jsou odpovdi správné, systém nabízí další 
informaci (další ást rámce nebo další rámec) na stejné úrovni hloubky.[6] 
Pokud student neodpovídá správn, nabídne mu systém v hloubce 3 podrobnjší výklad 
nejprve s jednoduššími a postupn se složitjšími píklady. Také otázek mže být více po menších 
celcích.[6] 
Naopak studentovi výbornému, rychle chápajícímu, mže systém nabídnout v hloubce 1 
rozšiující informace, souvislosti a vazby na jiné oblasti apod.[6] 
 
KAPITOLA – je tvoena lineární posloupností jednotlivých výkladových rámc, zakonena je 
obvykle testem složeným z ady otázek na probranou látku. Kapitola mže být libovoln dlouhá o 
libovolném potu rámc. Bývá koncipována stejn jako kapitola v klasických tištných skriptech nebo 
uebnicích. Je vhodná také k tisku.[2] 
 
VRSTVA – Varianty lišící se jen formou a hloubkou výkladu nestaí pokrýt všechny potebné 
rozdílnosti ve výkladovém stylu. Výklad musí reagovat i na další rozdílné osobní vlastnosti student. 
Analýzou tchto studentských vlastností jsme došli k výsledku, že se výklad liší také poadím dílích 
ástí výkladu a prbžného testování, pípadn organizaních informací.[6] 
Provádt adaptaci výkladového stylu rámce nám umožní rozdlení rámce na dílí ásti - na 
vrstvy. Vrstvou rámce nazýváme ást rámce homogenní z hlediska fází vyuovacího procesu (výklad 




- Výkladové – skupina vrstev obsahující vlastní výklad probírané látky. Jde o tyto vrstvy: 
T  Teoretická – obsahující teorii: definice, pojmy, pravidla, algoritmy atd. Z hlediska výuky se 
jedná o nejdležitjší typ vrstvy.  
S  Sémantická – vysvtlující zavádné pojmy, formáln popsanou teorii, obsahuje doplující 
informace k teoretické vrstv, vysvtluje souvislosti plynoucí z teorie atd. 
F  Fixaní – pomocí opakování, jiných formulací a alternativních pojm, zasazením do širšího 
kontextu usnadnit lepší zapamatování teorie.  
R  	ešené píklady – obsahuje píklady na využití teorie, ešené „školní“ píklady. Jsou s
 studentovi vzorem k ešení jemu pedložených úkol. 
P  Praktická – obsahuje ešení píklad z praxe, které využívají teoretické znalosti. 
- Testovací – skupina vrstev pro prbžné testování získaných znalostí a za pomocí úloh k ešení tyto 
teoretické znalosti zafixovat, získat praktické dovednosti. Každá otázka nebo úloha obsahuje nejen 
formulaci zadání, ale i jednoznan rozpoznatelný výsledek.[6] Jde o vrstvy:  
Otázky - teoretické otázky z probrané látky. Otázky mohou sloužit jen jako kontrola studentovi nebo 
je využije adaptivní algoritmus k ízení dalšího výkladu.[6] 
U  Úlohy – „školní“ úlohy k ešení.  
X   Praktické úlohy – úkoly z praxe. 
- Ostatní 
C   Cíle – formulované cíle lekce nebo rámce, obdobn jako v distanních oporách. 
M Motivaní – motivující informace o pedmtu, lekci nebo rámci, které by nemotivovanému 
studentovi zdvodnily pínos studia. 
N Naviganí – informace pedagogické, organizaní, jakýsi prvodce lekcí nebo probíranou 
látkou, doporuený postup pi studiu apod. 
L   Literatura – doporuená literatura 
Informace o form a hloubce výkladu a typu vrstvy je nutno evidovat v metadatech. Pomocí 
metadat pak systém mže vybírat a ídit správné poadí výuky.[6] 
Na základ konkrétních vlastností studenta je možno zmnou poadí typu vrstev mnit výkladový 
styl rámce. Pi tomto typu adaptace neztrácí rámec svou obecnou výkladovou hodnotu. 	ízení výkladu 
se provádí výbrem smyslové formy a potom volbou poadí a hloubky vrstev. Tím dostáváme 
univerzální možnost výukovou oporu libovoln adaptovat.[6] 
 
Multivrstvy 
Nkdy mže autor rozložit i jednu vrstvu do více ástí stejného typu, ty pak tvoí tzv. 
multivrstvu. Napíklad v rámci popisuje 3 nové pojmy, které spolu souvisejí a proto nejsou 
rozdleny do 3 rámc. Pak mže sestavit vrstvy T1, T2, T3, S1, S2, S3, … Zvlášt u 
testovacích vrstev se mže vyskytovat více otázek nebo úloh uvnit rámce. Ty také tvoí 
multivrstvu otázek nebo úloh.[6]  
Proto se u vrstvy zadává také poadí vrstvy v multivrstv; toto poadí nebude systém 
mnit, aby zachoval pípadnou návaznost pojm. Mže ale mnit – stejn jako u vrstev – 
poadí použitých typ vrstev podle typu studenta napíklad na T1, S1, T2, S2, … nebo S1, S2, 
S3, … , T1, T2, T3 apod.[6] 
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KOMPONENTY jsou ásti výukové opory. Dlí se na texty (vetn obrázk), otázky, multimédia. 
Každá komponenta mže být využita vícekrát v rzných variantách nebo vrstvách, každá varianta 
nebo vrstva mže být vyskládána z více komponent. Je definována svým id, typem komponenty a 
vlastním obsahem.[6] 
Metadata výukové opory 
Již jsme se zmínili, že mimo vlastní výukové ásti - komponenty (texty, otázky, multimédia 
apod.) musí systém evidovat i informace o nich: o rozdlení opory pedmtu do kapitol i lekcí, do 
rámc, o typech variant rámc a typech vrstev. Tmto informacím o výukových komponentách íkáme 
metadata, tj. data o datech. Teprve pomocí tchto metadat mže systém vybírat a sestavovat správn 
varianty i poadí výkladu a testování pro konkrétního studenta. 
Pedmt se dlí na lekce (vyuovací hodiny), lekce na rámce (jednotkové informace). Rámec 
má nkolik variant smyslových a hloubkových. Každá varianta mže mít více vrstev. Vrstvy testovací 
mohou mít více otázek a úkol, každá otázka nebo úkol mže mít více oekávaných odpovdí.[6] 
 
3   Struktura dat adaptivní uebnice 
 




− Vazební tabulky 
− Systémové tabulky 
 




− au_predmet – Seznam pedmt v databázi 
− au_lekce – Seznam lekcí v databázi 
− au_ramec – Seznam rámc v databázi 
− au_varianta – Seznam variant v databázi 
− au_kapitola – Seznam kapitol v databázi 
− au_tvrstva – Seznam testovacích vrstev v databázi 
− au_vrstva – Seznam vrstev v databázi 
− au_odpoved – Seznam odpovdí v databázi 




− au_ckomp – Seznam typ komponent  
− au_codpo – Seznam typ odpovdí  
− au_cotaz – Seznam typ otázek 
− au_cvrstva – Seznam typ vrstev 
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3.3 Vazební tabulky 
 
− au_xautor – Seznam vazeb pedmt a jejich autor 
− au_xram – Seznam vazeb rámc s jedinými komponentami 
− au_xvar – Seznam vazeb variant s jedinými komponentami  
− au_xvrs – Seznam vazeb vrstev s komponentami 
− au_xtvr – Seznam vazeb testovacích vrstev s komponentami 
 
 
3.4 Systémové tabulky 
 
− sy_soubor – Seznam nahraných soubor 
− sy_uziv – Seznam uživatel systému 
 
 
3.5 Zjednodušený ER - Diagram databáze 
 
Obr.  2 Zjednodušený ER – Diagram databáze 
 
Podrobnjší ER-Diagram je uveden v píloze (Obr. 1 ER – Diagram databáze) 
 
 
3.6 Popis atribut tabulek databáze 
 Kompletní popis všech tabulek a atribut databáze je uveden v píloze 
 Všechny tabulky a íselníky databáze, které budou popsány obsahují ti atributy, které mají ve 
všech tabulkách stejný význam. Proto tyto atributy nebudu uvádt u každé tabulky zvláš, ale popíšu 




Datový typ: timestamp 





Datový typ: timestamp 




Datový typ: char(10) 










Název: id_pred  
Datový typ: char (10)  
Popis: Jednoznaný identifikátor pedmtu. Pro tento atribut je v databázi vytvoen trigger, který 
zajišuje jeho automatické generování pi vkládání záznamu. 
 
Název: nazev_p 
Datový typ: varchar (130) 
Popis: Název pedmtu. 
 
Název: zkrat_p 
Datový typ: varchar (20) 
Popis: Zkratka pedmtu. 
 
Název: uroven_p 
Datový typ: int (2) 
Popis: Úrove pedmtu. 
 
Tabulka au_lekce 





Datový typ: char (10) 
Popis: Jednoznaný identifikátor lekce. Pro tento atribut je v databázi vytvoen trigger, který zajišuje 
jeho automatické generování pi vkládání záznamu. 
  
Název: nazev_l 
Datový typ: varchar (130) 
Popis: Název lekce. 
 
Název: id_pred 
Datový typ: varchar (20) 




Datový typ: varchar (20) 
Popis: Cizí klí, identifikátor nadazené kapitoly 
 
Název: uroven_l 
Datový typ: int (2) 
Popis: Úrove lekce. 
 
Název: poradi_l 
Datový typ: int (3) 









Datový typ: char (10) 
Popis: Jednoznaný identifikátor rámce. Pro tento atribut je v databázi vytvoen trigger, který 
zajišuje jeho automatické generování pi vkládání záznamu. 
 
Název: nazev_r 
Datový typ: varchar (130) 
Popis: Název rámce. 
 
Název: id_lekce 
Datový typ: varchar (20) 
Popis: Cizí klí, identifikátor navázané lekce. 
 
4  Možnosti importu obsahu dokument Microsoft Word 
 Mým úkolem bylo najít vhodný zpsob, jak by šla moje aplikace spustit na webovém PHP 
serveru a souasn najít vhodný program, který by dokázal peíst obsah dokumentu. 
 Jako kód, který by se dal spustit na stran serveru, se nabízel jazyk PHP s dalším využitím 
Java Appletu a JavaScriptu. Hlavním problémem však zstávalo, jak pevést obsah dokumentu do 
njaké itelné podoby pro tyto programovací jazyky.  
První myšlenkou jak zpracovat obsah dokumentu bylo naíst jej ve form textu, PostScriptu 
nebo XML. Pokud by byl pevod do tchto textových formát bez chyb a dobe itelný, byla by to 
dobrá cesta k jeho naítání. 
 
4.1 Pevod dokumentu pomocí programu Antiword 
Antiword je svobodný software ke tení Microsoft Word dokument a je k dispozici pro 
vtšinu poítaových platforem. Programem Antiword lze pevést dokumenty z Microsoft Word verze 
2, 6, 7, 97, 2000, 2002 a 2003 na prostý text, PostScript, PDF a XML. 
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 Tato možnost se jevila jako dobré ešení pro pevod dokumentu. Ale pro nevhodný pevod 
tabulek a problémy se spuštním tohoto programu v operaním systému Windows, byla tato možnost 
zavrhnuta. Navíc v ervenci roku 2007 byl ukonen vývoj a aktualizace tohoto programu. 
  
4.2 Pímé naítání obsahu dokumentu pomocí Open Office API 
 Další možností, která se nabízela, bylo naítat pímo obsah dokumentu tak jak je strukturován 
v kódu a vkládat jej do databáze. Tím by odpadlo hledání dalšího programu pro pevod dokumentu do 
jiné textové podoby. 
 Pro tuto možnost se jako dobrá volba jevilo API, které nabízel program Open Office. 
Programování s tímto API šlo realizovat ve více jazycích (C++, Java, Python). Díky dobré podpoe 
jazyka Java a mé oblib jsem si ho nakonec zvolil pro programování mé bakaláské práce.  
 
4.3 Spouštní programu ve Webovém prostedí 
Protože má aplikace mla fungovat ve webovém prostedí, aby uživatelé mohli pohodln za 
pomocí webového prohlížee importovat dokumenty, hledal se vhodný zpsob, kterým by program šel 
ve webovém prostedí spustit.  
 
 
4.3.1 Java Applet 
Applet je program v jazyku Java, který pro svj bh vyžaduje Java-kompatibilní prohlíže. 
Nespouští se pímo (jako aplikace), nýbrž otevením HTML dokumentu, kde je na nj umístn odkaz 
pomocí speciální znaky „<APPLET>”. 
 Vlastnosti Java Appletu: 
 
• Applet nemže nahrávat knihovny ani definovat nativní metody. 
• Applet nemže navazovat síové spojení na jiný než domovský server. 
• Applet nemže zapisovat do soubor na stran klienta (prohlížee). 
• Applet nemže spouštt programy na domovském serveru. 
• Applet nemže íst nkteré systémové promnné. 
• Applet mže pehrávat zvuky  
• Applet mže požádat browser o zobrazení libovolné WWW stránky 
• Applet mže volat veejné metody applet umístných na téže WWW stránce 
 
Moje aplikace potebovala pracovat s knihovnami open office. To byl hlavní dvod, pro jsem se 
pro Java Applet nerozhodl. Neumožuje totiž pímo nahrávat knihovny, tudíž by musely být zahrnuty 
v aplikaci, což by zpsobilo její dlouhé naítání. U Java Applet nastávají v poslední dob také 
problémy s bezpeností. 
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4.3.2 Spouštní kódu z píkazové ádky  
Nakonec se jako nejvhodnjší zpsob jevila možnost spouštní aplikace z píkazové ádky za 
pomocí PHP kódu, který bude zabudován v HTML stránce. Využívá se funkce  exec( ), kterou PHP 
nabízí. Tato funkce umožuje text, který je jí dán na vstupu, spouštt pímo v píkazové ádce. Tímto 
textem je na mysli cesta ke zdroji na serveru, kde bude umístna moje aplikace. 
 
4.4 Open Office API    
OpenOffice.org nabízí jazykov nezávislé API (aplikaní programovací rozhraní), které 
umožuje naprogramovat funkce v rzných programovacích jazycích (nap. C + +, Java, Python, CLI, 
StarBasic, JavaScript, OLE). To umožuje používat OpenOffice.org jako poskytovatele služeb v 
jiných aplikacích, rozšíení o nové funkce nebo jednoduše upravovat a ídit OpenOffice.org. 
Popularita standardizovaného (OASIS a ISO / IEC 26300), Open Document Format pro 
kanceláské aplikace roste. To také zvyšuje popularitu OpenOffice.org obecn. Firemní uživatelé asto 
vyžadují integraci kanceláských funkcí do stávajících proces a aplikací. Také asto vyžadují 
dodatené funkce nebo speciální vlastní nastavení stávajících funkcí. A to je jeden z hlavních cíl 
projektu API. Poskytnout možné pizpsobení nebo kontrolu nad prací, které se vejde do vašeho 
stávajícího prostedí a bude naplovat vaše zvláštní požadavky. 
Pro programování mé aplikace bakaláské práce jsem zvolil jazyk Java, protože pro nj autoi 
Open Office API poskytovali dostatek podpory, rad a návod, jak pomocí nj s API pracovat. 
 
4.4.1 Software 
Následující softwarové komponenty jsou potebné pro práci s OpenOffice.org API 
v programovacím jazyku Java za použití vývojového prostedí NetBeans. 
 
JDK 
Java Development Kit (JDK) je produktem Oracle Corporation, který obsahuje soubor 
základních nástroj pro vývoj aplikací pro platformu Java. 
Java aplikace pro OpenOffice.org 2.0 vyžadují Java Development Kit 1.3.1 nebo novjší. 
Pokud máme 64-bitový operaní systém, musíme si stáhnout 32-bitovou verzi JDK pro použití s 
OpenOffice.org. Chceme-li získat všechny funkce, je zapotebí alespo Java v. 1.4.1_01. Doporuené 
je však používat vždy nejnovjší oficiální verzi Javy, z dvodu dležitých oprav chyb. 
 
Java IDE 
Jako integrované vývojové prostedí pro práci v jazyku Java jsem zvolil prostedí  NetBeans 
od spolenosti Sun Microsystems. Mohl jsem použít i jiné IDE, ale NetBeans / Sun ONE Studio nabízí 
nejlepší integraci. Integrace OpenOffice.org s IDE jako je NetBeans úspšn pokrauje a stále se 
zlepšuje.  
 
OpenOffice.org API plugin 
OpenOffice.org API plugin pro NetBeans zjednodušuje vývoj a rozšíení OpenOffice.org. 
Mžeme použít OpenOffice.org API pro program OpenOffice.org, a automatizovat dálkové nebo 
procesních úkoly a rozšíit OpenOffice.org o úpln nové funkce. OpenOffice.org API plugin pro 
NetBeans zjednodušuje pístup a používání API v nových projektech a zjednodušuje vytváení 




 OpenOffice je open-source kanceláský software pro zpracování textu, tabulek, prezentací, 
grafiky, databází a další. Je k dispozici v mnoha jazycích a funguje na všech bžných poítaích. 
Ukládá všechna data do mezinárodního oteveného standardního formátu, a umí íst a zapisovat 
soubory z dalších bžných balík kanceláského software. Je možné ho stáhnout a používat zcela 
zdarma k jakémukoli úelu. Je také potebný k programování v OpenOffice API. 
 
OpenOffice.org Software Development Kit 
 Vývojový set, který nám umožní, aby OpenOffice.org API plugin používaný ve vývojovém 
prostedí NetBeans spolupracoval s OpenOffice.org. 
 
5  Uživatelské rozhraní 
 Uživatelské rozhraní je jednoduché, ale navrhnuto tak, aby splovalo všechny požadavky 
uživatele. Tyto požadavky jsou možnost výbru souboru z lokálního umístní v poítai a výpisu 
zprávy o probhnutí importu dokumentu, a už kladné nebo záporné. 
Uživatelské rozhraní obsahuje tyto prvky: 
 
 Tlaítko „Vybrat soubor“ – uživateli se po stisknutí tohoto tlaítka oteve 
okno, ve kterém vybere soubor ze svého poítae. Tento soubor musí být 
dokument aplikace Microsoft Word nebo Open Office Document. Vkládaný 
dokument musí být také správn naformátován, aby mohlo probhnout 
korektní natení jeho prvk do databáze. 
 
 Informaní panel  - reprezentuje místo pro výpis textu o úspchu i 
neúspchu probhnutí aplikace. Uživateli se zde objeví zprávy typu 
informativního, které informují o natených ástech dokumentu. Dále zprávy 
varovné, které neukoní bh programu, ale upozorní na urité nedostatky ve 
formátování dokumentu. Nakonec se zde mohou objevit zprávy kritické, které 
uživatele upozorní, že dokument nebyl korektn naten a bude poteba jeho 
úprava uživatelem. 
 
 Tlaítko „Nahrej“ – Tímto tlaítkem uživatel spustí aplikaci, která zane 




        Obr.  3 Uživatelské rozhraní 
 
6   Uživatelská píruka 
 
6.1 Je-li aplikace nahraná na serveru 
 Je-li aplikace nahraná na serveru, uživatel nemusí instalovat žádný software. 
 
6.1.1 Potebný software  
K provozu aplikace uživateli postaí mít webový prohlíže a pipojit se na server kde 
se aplikace nachází.  
 
6.2 Nahrání aplikace na server 
Server, na kterém chce uživatel aplikaci provozovat, musí podporovat skriptování PHP  
a databázi MySQL s povoleným vkládáním Trigger. 
 
6.2.1 Potebný software  
 Vše potebné ke zprovoznní aplikace na serveru je obsaženo na piloženém CD k této 
bakaláské práci.  
 
6.2.2 Instalace software 
Uživatel obsah složky, jménem „server“, obsažené na piloženém CD, zkopíruje na server. 
Zkopírovat soubory mže napíklad pomocí FTP Clienta FileZilla, piloženého taky na CD ve složce 
software. Dále musí soubor „barborka4.sql“ uživatel importovat do MySQL databáze na serveru. 




6.3 Importovaný dokument 
Dokument, který bude uživatel vkládat do systému, musí být dokument spolenosti Microsoft 
Word, tedy dokument s píponou „doc“. Tento dokument musí obsahovat strukturalizovaný formulá, 
který byl pro tvorbu e-learningových opor, navržen. 
 
Rnazev = Název rámce RPor = n 
  
Varianta - hloubka: VHloub = 1-3 
  
Varianta - forma: VForm=ver,viz,aud,kin 
VrImpl Obsah vrstvy VrTyp VrPor 
 
1. text vrstvy T (text, obrázek, …) T 1 
 
2. text vrstvy T T 2 
 
text vrstvy S S 1 
 
… S 2 
 
text vrstvy F F 1 
 
Píklad: 
… R 1 
 
Praktický píklad: 
… P 1 
 
text vrstvy C C 1 
 
text vrstvy L L 1 
 
text vrstvy N N 1 
 
text vrstvy M M 1 
 








formulace otázky … variantní 1.skupiny 
  
 
 OBod OTyp OSpr OPor 
 
text varianty 1 0 Vnm N  
 
… 0  N  
 








Formulace zadání úlohy… tvoená 2.skupiny   
  
 OBod OTyp OSpr OPor 
 
Odpovd 1 – správná 3 Txx A 1 
OReak Text netypické slovní reakce na odpov 1   
 
Odpovd 2 - ásten správná 0 Txx N 2 
OReak Text netypické slovní reakce na odpov 2, vysvtlení   
 
Odpovd 3 – chybná, asto se vyskytující 0 Txx N 3 
OReak Text slovní reakce na odpov 3, vysvtlení   
   




6.4 Ovládání programu 
Pro import dokumentu musí být uživatel ve svém webovém prohlížei na stránkách serveru 
s rozhraním pro import dokumentu. 
Chce-li uživatel naimportovat dokument, klikne na tlaítko „Vybrat soubor“ a vybere 
dokument umístný ve svém poítai. 
 Po kliknutí na tlaítko „Nahrej“, se provede import dokumentu do systému. 
 
6.5 Informaní panel 
 Informaní panel slouží pro výpis informací aplikace. Tyto informace mohou být druhu 
informativního, varovného nebo chybového. 
 Informaní hlášení slouží k informování uživatele. Jaké ásti byly prbžn nahrány do 
databáze a zda probhl import úspšn. 
 Varovné hlášení upozorní uživatele na nkteré nedostatky v dokumentu, které neznamenají 
znemožnní jeho nahrání, ale uživatel by je ml v dokumentu upravit, aby byly informace pesnjší. 
 Chybové hlášení upozorní uživatele na takový nedostatek v dokumentu, že program nemže 
dále pokraovat v jeho naítání. Chce-li uživatel tento dokument úspšné nahrát do systému, bude 

















7 Vývojový diagram 
 
 













7.1 Popis vývojového diagramu 
1. Nati poet tabulek dokumentu  - zjistí si kolik dokument obsahuje tabulek a nate si jejich poet. 
 
2. Nati tabulku dokumentu – nate první tabulku dokumentu podle ísla. 
 
3. Najdi první ádek textu – nate první ádek, který obsahuje njaký text 
 
4. Vyber z ádku název pedmtu – vybere z nateného ádku název pedmtu 
 




6. Vytvo zkratku pedmtu – vytvoí z názvu pedmtu jeho zkratku 
 
7. Pidej pedmt do databáze – vloží pedmt do databáze  




8. Zjisti ID pedmtu a ulož ho – nate z databáze ID pedmtu a uloží si ho pro pozdjší použití 
 
9. Nati nový ádek – nate další ádek obsahující text 
 
10. Vyber z ádku název lekce – nate z ádku název lekce 
 




12. Pidej lekci do DB s id nadazeného pedmtu 




13. Zjisti ID lekce a ulož ho – nate z databáze ID lekce a uloží si ho pro pozdjší použití 
 
14. Piprav naítání bunk tabulky – získám instanci pro naítání bunk tabulky 
 
15.  Nati z tabulky parametry rámce – nate z tabulky obsahy bunk, které se týkají rámce 
 
16. Rozhodnutí – Existuje rámec v DB? 
  - NE 
 
  17. Pidej rámec do DB s ID nadazené lekce 
  - pokrauje se bodem 18 
 
- ANO 
18. Zjisti ID rámce a ulož ho - nate z databáze ID rámce a uloží si ho pro pozdjší použití  
 






20. Rozhodnutí – Existuje varianta v DB? 
  - NE 
  21. Pidej variantu do DB s ID nadazeného rámce 
  pokrauje se bodem 22 
- ANO 
22. Zjisti ID varianty a ulož ho - nate z databáze ID varianty a uloží si ho pro pozdjší použití  
  
23. Rozhodnutí – Obsahuje varianta njaké další vrstvy? 
   
ANO – varianta obsahuje další vrstvy, pesouvá se tedy na další rozhodnutí (24) 
NE – pokud varianta již neobsahuje další vrstvy, varianta je tedy už prázdná, na dalším rozhodnutí 
otestujeme, jestli obsahuje dokument njaké další tabulky. Pokud ano algoritmu se vrací k bodu (2.) a 
zane naítat další tabulku. Pokud dokument už žádné tabulky neobsahuje, algoritmus koní.  
 
24. Rozhodnutí – Je vrstva testovací? 
NE – nate se klasická vrstva, vytvoí se pro ni komponenta a ve vazební tabulce au_xvrs se propojí, 
ANO- vrstva je testovací, než uložíme otázku vrstvy, musíme si spoítat poet odpovdí, protože to 
parametr otázky vyžaduje. Pak se testovací vrstva uloží a následn se uloží i komponenta, která 
obsahuje text otázky. Nakonec se tato komponenta s testovací vrstvou propojí v tabulce au_xtvrs. 
následuje další rozhodnutí: 
 
25. Rozhodnutí – Obsahuje vrstva odpov? 
NE – algoritmus smuje na rozhodnutí 23. 
ANO  - odpov se nate a pidá do databáze, poté se algoritmus dostane do smyky, kde ukládá 
postupn všechny odpovdí u testovací vrstvy. Po uložení všech odpovdí, pokrauje algoritmus 
bodem 23 
 
Tyto 3 Rozhodnutí se opakují jsou-li k dispozici vrstvy. Pokud varianta už další vrstvy neobsahuje, 
algoritmus se pokusí naíst další tabulku dokumentu a algoritmus by opt pracoval od zaátku. Pokud 
však žádná další tabulka v dokumentu není, algoritmus koní. 
     
 
8  Programátorská píruka 
8.1 Nástroje pro vývoj 
 Nástroje pro vývoj této aplikace jsou na piloženém CD ve složce s názvem „nástroje pro 
vývoj“. Postup pípravy nástroj pro vývoj: 
 
1. Instalace vývojového prostedí NetBeans. 
2. Instalace JDK(Java Development Kit). 
2. Instalace Open Office kanceláského balíku. 
3. Instalace Open Office SDK. 
4. Soubor ze složky „knihovny“ importovat do projektu v NetBeans, jedná se o knihovny OpenOffice 
API. 
5. Založit nový projekt v NetBeans, jako typ projektu vybrat „Apache OpenOffice“. 
6. Aby bylo možné pracovat s databází, je poteba do projektu, jako knihovnu, naimportovat jar 
soubor z archivu „mysql-connector-java-5.1.24.zip“, tedy soubor „mysql-connector-java-5.1.24-
bin.jar“. 
 Nyní je projekt pipraven pro vývoj s OpenOffice API. 
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8.2 Použité funkce Open Office API 
 Open Office API obsahuje funkce, ze kterých jsem využil pedevším ty pro naítání tabulek a 
práci s jejich bukami. 
 
XComponent xWriterComponent  
- instance objektu XComponent vytvoí objekt do kterého se uloží importovaný dokument  
 
XTextDocument xTextDocument = (XTextDocument)UnoRuntime.queryInterface( 
XTextDocument.class, xWriterComponent) 
- instance objektu XTextDocument nám umožní vytvoit z již nateného dokumentu, dokument, který 
je již pipraven k práci s aplikací. Jako vstupní parametr je vkládána instance objektu XComponent: 
xWriterComponent. 
 
XText xText = xTextDocument.getText() 
- do instance objektu XText takto naítáme obsah celého dokumentu. S tímto textem už te mžeme 
pracovat. 
 
XTextCursor xCursor = xText.createTextCursor() 
- instance objektu XTextCursor nám umožní pohybovat se v textu pomocí souadnice, která je 
na prvním znaku textu 0 a na dalších znacích se inkrementuje 
 
XTextTablesSupplier xTablesSupplier = (XTextTablesSupplier)UnoRuntime.queryInterface( 
 XTextTablesSupplier.class, xTextDocument) 
- vytváíme instanci rozhraní XTextTablesSupplier, jehož metody nám umožní manipulovat 
s tabulkami. Jako vstupní parametr je tu instance vloženého dokumentu xTextDocument  
 
XNameAccess xNamedTables = xTablesSupplier.getTextTables() 
- do instance objektu XNameAccess si nateme kolekci všech tabulek v dokumentu 
 
XIndexAccess xIndexedTables = (XIndexAccess) 
UnoRuntime.queryInterface(XIndexAccess.class, xNamedTables) 
- touto instancí získáme pístup k metodám, které nám umožní manipulovat s tabulkami tak, že každá 
bude pod íslem, zaínajícím od nuly 
 
Object table = xIndexedTables.getByIndex(i); 
- do objektu table ukládáme tabulku z dokumentu danou indexem i 
 
XCellRange xCellRange = (XCellRange)UnoRuntime.queryInterface( 
XCellRange.class, table) 








8.3 Popis tídy ParseTable2 
 
Aplikace obsahuje tídy: IdClass, Database a ParseTable2. Kompletní popisy tíd a metod jsou 





- z importovaného dokumentu vytvoí komponentu pro jeho nahrání 
- vrací komponentu s pipraveným dokumentem 
 
void NactiPredmet ( XTextCursor xCursor, Database db) 
- nate z tabulky dokumentu pedmt 
- parametr xCursor – instance objektu XTextCursor, která umožuje pohyb v textu pomocí kurzoru 
- parametr db – instance tídy Database, která pracuje s databází 
 
void NactiLekci(String retezec, int pKonec, Database db) 
- nate z tabulky dokumentu lekci 
- parametr retezec – obsahuje natený text ped tabulkou 
- parametr pKonec – obsahuje index, na kterém skonilo naítání názvu pedmtu 
- parametr db – instance tídy Database, která pracuje s databází 
 
 
void NactiRamec(Database db, XCellRange xCellRange, IdClass idClass) 
- nate z tabulky dokumentu rámec 
- parametr db – instance tídy Database, která pracuje s databází 
- parametr xCellRange – instance, která umožuje naítání obsahu bunk dané tabulky 
 
void NactiVariantu(Database db, XCellRange xCellRange) 
- nate z tabulky dokumentu variantu 
- parametr db – instance tídy Database, která pracuje s databází 
- parametr xCellRange – instance, která umožuje naítání obsahu bunk dané tabulky 
 
int NactiVrstvy(Database db, XCellRange xCellRange, int radek, IdClass idClass) 
- nate z tabulky dokumentu klasické netestovací vrstvy 
- vrátí íslo ádku, na kterém skonila 
- parametr db – instance tídy Database, která pracuje s databází 
- parametr xCellRange – instance, která umožuje naítání obsahu bunk dané tabulky 
- parametr radek – obsahuje aktuální íslo ádku tabulky 
- parametr idClass – instance tídy IdClass, která obsahuje pomocné promnné 
 
int NactiOtazky(Database db, IdClass idClass, XCellRange xCellRange, int radek) 
- nate z tabulky dokumentu otázku v testovací vrstv 
- vrátí íslo ádku, na kterém skonila 
- parametr db – instance tídy Database, která pracuje s databází 
- parametr idClass – instance tídy IdClass, která obsahuje pomocné promnné 
- parametr xCellRange – instance, která umožuje naítání obsahu bunk dané tabulky 
- parametr radek – obsahuje aktuální íslo ádku tabulky 
 
 
int SpocitejOdpovedi(int radek, XCellRange xCellRange) 
- spoítá poet odpovdí u otázky 
- vrátí íslo ádku, na kterém skonila 
- parametr radek – obsahuje aktuální íslo ádku tabulky 
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- parametr xCellRange – instance, která umožuje naítání obsahu bunk dané tabulky 
 
 
void NactiOdpovedi(Database db, XCellRange xCellRange, int radek, int pocet_odpovedi, 
IdClass idClass) 
- nate z otázky všechny odpovdi 
- parametr db – instance tídy Database, která pracuje s databází 
- parametr xCellRange – instance, která umožuje naítání obsahu bunk dané tabulky 
- parametr pocet_odpovedi – obsahuje poet odpovdí otázky 
- parametr radek – obsahuje aktuální íslo ádku tabulky 
- parametr idClass – instance tídy IdClass, která obsahuje pomocné promnné 
 
 
int NactiTestovaciVrstvu(int radek, Database db, XCellRange xCellRange, IdClass idClass) 
- nate vrstvu, která obsahuje odpovdi s reakcemi „OReak“ 
- vrátí íslo ádku, na kterém skonila 
- parametr radek – obsahuje aktuální íslo ádku tabulky 
- parametr db – instance tídy Database, která pracuje s databází 
- parametr xCellRange – instance, která umožuje naítání obsahu bunk dané tabulky 
- parametr idClass – instance tídy IdClass, která obsahuje pomocné promnné 
 
 
int ZjistiVrstvu(Database db, XCellRange xCellRange, int radek, IdClass idClass) 
- zjišuje, o jaký druh vrstvy se jedná 
- vrací íslo 0 – vrstva je klasická, 1- vrstva je testovací, 2- další vrstva neexistuje 
- parametr db – instance tídy Database, která pracuje s databází 
- parametr xCellRange – instance, která umožuje naítání obsahu bunk dané tabulky 
- parametr radek – obsahuje aktuální íslo ádku tabulky 
- parametr idClass – instance tídy IdClass, která obsahuje pomocné promnné 
 
 
String VytvorNazevTvrstvy(String nazevRamce, String typ_o, int cisloTVrstvy) 
- vytvoí název testovací vrstvy 
- vrátí vytvoený název testovací vrstvy 
- parametr nazevRamce – obsahuje Název nadazeného rámce 
- parametr typ_o – obsahuje typ testovací vrstvy 
- parametr cisloTVrstvy – obsahuje poadové íslo testovací vrstvy v rámci 
 
String VytvorNazevKomponenty(String nazevRamce, String typ_vr, int cislo) 
- vytvoí název komponenty 
- vrátí vytvoený název komponenty 
- parametr nazevRamce – obsahuje Název nadazeného rámce 
- parametr typ_vr – obsahuje typ vrstvy, ze které je komponenta 
- parametr cislo – obsahuje poadové íslo komponenty v rámci 
 
int NactiZBunkyCislo(String obsahBunky) 
- nate íslo z buky, které se nachází za znakem „=“ 
- vrátí natené íslo 
-parametr obshaBunky – obsahuje etzec, ze kterého chceme naíst íslo 
 
void UlozKomponentu(Database db, int cisloKomponenty, String obsah_k, String nazevRamce, 
String typ_vr, int typVrstvy) 
- uloží komponentu, jejíž parametry dostane na vstupu 
- parametr db – instance tídy Database, která pracuje s databází 
- parametr cisloKomponenty – obsahuje poadové íslo komponenty v rámci 
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- parametr obsah_k – vlastní text komponenty 
- parametr nazevRamce – obsahuje Název nadazeného rámce 
- parametr typ_vr – typ vrstvy ve které je ukládaná komponenta 




void Vypis(String text) 
- vypíše text a uloží jej do textového souboru na nový ádek 
- parametr text – text, který se uloží do souboru pro výpis a vypíše se 
 
void main(String[] args) 
- startovní metoda, volá postupn všechny ostatní metody 
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9  Závr 
 
Pedkládaná bakaláská práce si kladla za cíl zjednodušit a zpíjemnit uživatelm 
vkládání dokument typu Microsoft Word do systému Barborka. Vytyený cíl této práce se 
podailo splnit. Vyskytly se však nkteré vci, které se budou muset i nadále vyplovat pes 
formuláe systému Barborka. Jde zejména o obrázky, videa, zvukové záznamy, které 
významn pispívají k výuce a k vrohodnosti adaptivní uebnice. Mnou zvolené 
programovací rozhraní neumožovalo takovéto komponenty naíst a tudíž ani vložit je do 
databáze systému. Nalezením jiného programovacího rozhraní, které by umožovalo takovýto 
požadavek splnit, se mn bohužel nepodailo. Zde bych tedy i hledal do budoucnosti možnost, 
jak by šla má bakaláská práce rozšíit. I tak se mi povedlo uživatelm velmi zjednodušit 
vložení a zalenní takovéto uebnice do databáze. Uživatel už nebude muset vkládat do 
systému pes webový formulá jednotlivé ásti uebnice, ale postaí, když si dokument 
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