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Cilj projekta, ki ga to delo opisuje, je bil ustvarjanje razširitvene plošče za razvojno okolje 
MiniZed, ki bi uporabniku omogočala širše možnosti za interakcijo s programom, ki teče na 
procesorju plošče. MiniZed je primarno namenjen kot izobraževalni pripomoček,  pri katerem se 
uporabnik seznami z programirljivo logiko in njeno komunikacijo z drugimi napravami. MiniZed 
sam po sebi nima širokega nabora možnosti sprejemanja vnosa in oddajanja informacij brez 
posebnih zunanjih naprav ali programov. Razširitvena plošča doda sistemu tipke in stikala za 
vnos podatkov v program, ter svetleče diode in zvočnik za oddajanje informacij. Razširitvena 
plošča ima tudi priklop za zunanji zaslon, ki je znan večini uporabnikov in omogoča, da se naprava 
lahko priključi na večino modernih računalniških zaslonov. Prav tako je na voljo splošno razširjen 
priklop za slušalke, ki omogoča uporabniku, da ob uporabi ne moti okolice s predvajanjem zvoka. 
Delo se začne z opisom samega sistema MiniZed. Na hitro opiše funkcije, ki jih ponuja, ter 
opiše tokovne in napetostne omejitve komponent in priklopov, ki jih je potrebno upoštevati pri 
izdelavi zunanjih naprav, da te ne poškodujejo sistema. V naslednjem poglavju je opisan postopek 
načrtovanja in izdelave tiskanega vezja, ki tvori razširitveno ploščo. V to so zajete funkcije 
razširitvene plošče in razlogi za njihovo implementacijo, opis posameznih delov plošče, razloge 
za izbiro posameznih električnih komponent ki tvorijo vezje, postopek izdelave datotek s 
programom Altium Designer za tisk vezja in končno sestavljanje in električno testiranje produkta. 
Delo nato preide na opis kode za programirljivo logiko sistema MiniZed, ki je napisana v jeziku 
VHDL. Programirljiva logika skrbi, da razširitvena plošča in njene komponente prejemajo pravilne 
signale za nemoteno delovanje. Koda je sestavljena iz več medsebojno povezanih blokov, vsak 
je posebej opisan. V tem poglavju so tudi opisani deli standardov I2C in VGA, njihova izvedba v 
kodi ter kako ju razširitvena plošča uporablja. V naslednjem poglavju je opisana izdelava kode v 
jeziku C, ki teče na mikroprocesorju plošče MiniZed. Program služi kot predstavitev zmogljivosti 
razširitvene plošče in da uporabniku hiter vpogled v funkcije, ki jih ponuja. Opisano je delovanje 
programa, kako se ga upravlja in kaj vsak podprogram prikaže. Zadnje poglavje še opiše nekatere 
funkcije razširitvene plošče, ki so bile načrtovane in opuščene zaradi različnih razlogov, ter 
predlaga, kako bi lahko bile dodane v nadaljnjih nadgradnjah plošče. Delo vsebuje tudi dodatek, 
ki podrobno opisuje, kako lahko uporabnik pridobi kodo, jo naloži na ploščo in uporablja. Prav 
tako vsebuje nasvete, kako in kje lahko uporabnik preuredi kodo, da se delovanje določenih 
funkcij razširitvene plošče spremeni. 
Razširitvena plošča razvita tekom tega projekta, skupaj s ploščo MiniZed cenovno ugoden 
pripomoček za učenje programiranja programirljive logike za novince in delno izkušene 
uporabnike. Ker sta k njej priloženi že tako koda za programirljivo logiko kot za program, lahko 
uporabnik gradi na že obstoječih primerih in hitreje dobi povratne informacije o delovanju svojega 
dela. 
 
Ključne besede: MiniZed, razširitvena plošča, razvojna plošča, FPGA, programirljiva logika, 











The goal of the project, which is described in this thesis, was to create an expansion board for 
the development board MiniZed. The expansion board provides the user with additional ways to 
interact with the program that is being run on the MiniZed. MiniZed is primarily intended as an 
educational tool, which introduces the user to programmable logic and its interface with other 
devices. Without additional peripherals or programs, MiniZed does not have a wide range of 
options for receiving input or outputting information. The expansion board adds buttons and 
switches for user input and light emitting diodes and a speaker for output. The expansion board 
is also equipped with a widely known connector for an external screen and enables the user to 
connect the board to most of today’s computer monitors. The board also features a commonly 
used audio connector so the user can connect earphones to the device and not disturb the 
surroundings with sounds played from the device. 
The thesis begins with the description of the MiniZed system. It quickly covers the board’s 
functions and the current and voltage limits of its components and connectors, which need to be 
taken into account when designing peripherals to avoid damaging it. The next chapter describes 
the process of planning and creation of the printed circuit board, which forms the expansion board. 
It includes the functions of the expansion board and the reasons for their selection, descriptions 
of each sub circuit, the reasoning behind the choices of electrical components, the process of 
creation of the board in the Altium designer program and the final assembly and electrical testing 
of the product. Afterwards, the thesis describes the VHDL code for the programmable logic of the 
MiniZed system. The programmable logic ensures that the expansion board and all of its 
components receive the proper signals for uninterrupted operation. The VHDL code is composed 
of several interconnected blocks, the inner working of each one is described. This chapter also 
covers the I2C and VGA standards, their implementation in code and how the expansion board 
submits relies on them. The next chapter covers the creation of code in the C language, which 
runs on the microprocessor of the MiniZed board. The program serves as a showcase of the 
capabilities of the expansion board and provides the user with insight into the functions that it 
offers. A detailed description of the program is provided, how it is used and which capabilities are 
presented in each subprogram. The last chapter describes some functions of the expansion 
board, which were planned, but left unimplemented for various reasons and provides suggestions 
how some of them could be implemented at a later time. 
The thesis also includes an addendum, which thoroughly describes how to acquire the code, 
load it onto the board and use it. It also includes tips, how and where the user can modify the 
code to alter the behavior of certain functions of the board. 
The final version of the expansion board coupled with the MiniZed is a cost effective tool for 
learning to write code for programmable logic for novice and intermediate users. Beause the 
expansion board is coupled with VHDL and C code it allows the user to build on the existing code 
and get feedback on their work faster. 
Keywords: MiniZed, expansion board, development board, FPGA, programmable logic, 
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Seznam uporabljenih simbolov 
PLD Programirljiva logična naprava (ang. Programmable logic device) 
ARM Napredna RISC naprava (ang. Advanced RISC machine) 
LED Svetleča dioda (ang. Light emitting diode) 
VGA Video grafično polje (ang. Video graphics array) 
USB Univerzalno serijsko vodilo (ang. Universal serial bus) 
SoC Sistem na čipu, električna komponenta, ki vsebuje več elementov računalniškega 
sistema (ang. System on a chip) 
GND Ničelni pol električne povezave – masa,zemlja (ang. Ground) 
QSPI Štirikratni serijski razširitveni vmesnik (ang. Quad serial peripheral interface) 
eMMC Vgrajena multimedijska kartica (ang. Embedded Multimedia Card) 
DC  Enosmerni tok (ang. Direct current) 
DDR Dvojna podatkovna hitrost (ang. Double data rate) 
PMOD Periferni modul (ang. Peripheral module) 
PDM Pulzno-gostotna modulacija (ang. Pulse-density modulation) 
PWM Pulzno-širinska modulacija (ang. Pulse-width modulation) 
IO  Vhod-izhod (ang. Input-output) 
GPIO Vhod-izhod za splošno uporabo (ang. General-purpose input-output) 
SMD Naprava za površinsko pritrditev (ang. Surface mount Device) 
RGB Rdeča, zelena, modra (ang. Red, Green, Blue) 
MOSFET kovina-oksid-polprevodnik tranzistor na poljski pojav (ang. Metal-oxide-
semiconductor field-effect transistor) 
RC  Upor-kondenzator (ang. Resistor-capacitor) 
I2C  Komunikacija integriranih vezij (ang. Inter-integrated circuit) 
VHDL Opisni jezik strojne opreme zelo hitrih integriranih vezij (ang. Very High speed 
Integrated Circuit Hardware description language) 






HASL Nanašanje spajke z vročim zrakom, metoda nanašanja kovinskega premaza za 
spajkanje na bakrene površine tiskanega vezja (ang. Hot air solder leveling) 
ECAD Programsko okolje za oblikovanje modelov električnih komponent za oblikovanje 
elektronskih vezij (ang. Electronic Computer Aided Design) 
BOM Seznam sestavnih delov ali komponent, iz katerih je produkt narejen (ang. Bill of 
Material) 
AXI  Vmesnik za hitro komunikacijo znotraj čipov (ang. Advanced Extensible Interface) 
RAM Bralno-pisalni pomnilnik, elektronska pomnilniška enota za kratkoročno 
shranjevanje in branje naključnih podatkov v naključnem vrstnem redu (ang. Random Access 
Memory) 
ASCII 7-bitni nabor znakov, ki predstavlja standard za povezovanje simbola z binarnim 
zapisom v računalniku (ang. American Standard Code for Information Interchange) 
DVI  Vmesnik za digitalni prenos slike na zaslon (ang. Digital visual interface) 







Ime Simbol Ime Simbol 
frekvenca f Hertz Hz 
napetost U Volt V 
informacija  bit b 
informacija  bajt B 
električni upor R Ohm Ω 
dolžina l meter m 
razmerje signal-šum S/N decibel dB 
pospešek a meter na kvadratno sekundo m/s2 





Programirljiva logična naprava (ang. Programmable logic device - PLD), je integrirano vezje, 
kateremu lahko z električnimi signali spreminjamo notranjo povezavo komponent. S tem 
prilagodimo vezje, da opravlja poljubno logično funkcijo, če le ima zanjo na voljo dovolj notranjih 
komponent, ki jim pravimo logične enote. PLD opravljajo logične operacije bistveno hitreje kot 
klasični mikroprocesorji, posnemajo lahko klasična integrirana vezja, ki imajo vnaprej določeno, 
nespremenljivo funkcijo. Predvsem so uporabna v razvoju sistemov za manjše naklade, kjer 
razvoj novega, namenskega integriranega vezja ne bi bil ekonomsko opravičljiv. Prav tako lahko 
njihova uporaba občutno zmanjša čas razvoja in omogoča hitre popravke, če so odkrite 
nepravilnosti v delovanju produkta. 
PLD se uporabljajo tudi za strojno pospeševanje (ang. Hardware acceleration) klasičnih 
mikroprocesorjev. Naporne računske operacije, ki jih mora procesor v določenem primeru 
uporabe pogosto izvajati in bi zasedle večji delež procesorskega časa, lahko prenesemo na PLD. 
PLD je lahko nastavljen tako, da opravlja le določeno računsko operacijo ali proces, a je v tem 
bistveno hitrejši in bolj učinkovit kot procesor sam. Rezultat dane operacije lahko procesor 
namesto računanja le prebere iz izhoda PLD, ali pa kar PLD sam prenese potrebno informacijo 
napravi, ki jo potrebuje (npr. izriše sliko na zaslon). 
Razvojno okolje MiniZed vsebuje procesor Cortex A9 ARM arhitekture s frekvenco ure 
667MHz, ter programirljivo logiko, ki vsebuje 23000 logičnih enot [2]. Uporabno je za učenje 
uporabe PLD, saj lahko učenci s programsko kodo, ki je večini znana, preko procesorja preverjajo 
delovanje njihovih nastavitev PLD. Večje in dražje razvojno okolje istega proizvajalca je 
ZedBoard, ki ima v primerjavi z MiniZed bistveno več možnosti priključevanja zunanjih naprav, 
kot tudi stikala in tipke, ki lahko pošiljajo signale neposredno procesorju ali programirljivi logiki. 
Namen razvoja razširitvene plošče, opisane v tem delu je, da se ustvari vezje, ki se ga lahko 
preprosto poveže z MiniZed. To vezje ima tipke, stikala, svetleče diode (ang. Light emitting diode 
– LED), izhod za zunanji zaslon VGA ter zvočnik. S pomočjo dodatne periferije razširitvena plošča 
omogoča, da imajo učenci več načinov, na katere od svojega dela dobijo povratne informacije, 
kar izboljšuje hitrost in kvaliteto osvajanja znanja, brez da bi bilo potrebno posegati po bistveno 
dražjih verzijah vezja. Ker razširitvena plošča večinoma uporablja le preproste komponente, ter 
je preprosta za izdelavo za večino proizvajalcev tiskanih vezij, predstavlja skupaj z MiniZed 
bistveno manjši strošek kot ZedBoard. V programu, ki je bil razvit za predstavitev delovanja 
razširitvene plošče, PLD prevzema funkcijo računalniške grafične kartice, ter ustvarja signale, ki 
pošiljajo sliko na zaslon, kot narekuje standard VGA. Prav tako nadzira hitro vklapljanje in 
izklapljanje LED, ter preverja, ali je uporabnik pritisnil kakšno tipko. Razširitvena plošča tako ne 
obremenjuje procesorja, saj ta dobiva podatke od PLD, ali jih pošilja nanj le, kadar uporabnik 
preko programske kode to ukaže. 










MiniZed razvojno okolje je računalnik na enem vezju. Deluje na napetosti 5 V, ki jo je možno 
dovajati preko vhoda USB ali neposredno na vodilo, ki je dostopno preko povezave na plošči. 
MiniZed je namenjen kot nizkocenovni pripomoček za učenje uporabe programirljive logike in 




Slika 2.1: Funkcije plošče MiniZed [4] 
2.1. Komponente 
2.1.1. Zynq SoC 
Glavna komponenta je tako imenovani Zynq sistem na čipu (ang. System on a Chip - SoC). 
Ta v enem ohišju vsebuje mikroprocesor, ki lahko poganja programsko kodo, ter programirljivo 
logiko. Procesor je eno-jedrni procesor tipa ARM, ki deluje s frekvenco ure 667 MHz. Nosi 256 KB 
vgrajenega pomnilnika. Procesor je neposredno povezan s programirljivo logiko. Ta nosi 23000 
logičnih enot in 1.8 Mb blokovnega pomnilnika za shranjevanje podatkov. [2] Programirljiva logika 
z medsebojnim povezovanjem logičnih enot in pomnilnika dosega skoraj poljubno funkcionalnost. 
Celoten čip deluje na napetosti 3.3 V, kar je tudi zgornja napetostna meja vhodnih signalov. 
Priklop višje napetosti na katerokoli izmed povezovalnih žic lahko poškoduje komponento. Prav 
tako na nobeni izmed vhodno-izhodnih linij tok ne sme preseči 12 mA. [5]  






Za shranjevanje začasnih podatkov, ki jih uporablja program na procesorju, je ob Zynq SoC 
položenih 512 MB DDR3 pomnilnika. Do Zynq čipa je povezan s 16 podatkovnimi vodili, kar 
omogoča prenos 16bitnih kosov informacij.  
Za shranjevanje trajnih podatkov, za katere so potrebne velike hitrosti prenosa podatkov je 
namenjen QSPI flash pomnilniški čip. Ta omogoča shranjevanje do 128 MB podatkov na 
njegovem notranjem pomnilniku, do katerih lahko SoC dostopa preko komunikacije QSPI. Ta 
omogoča hitrosti branja in pisanja do 90 MB/s in je koristen za shranjevanje pomembnih delov 
morebitnega naloženega operacijskega sistema, ki morajo biti pogosto uporabljani. 
Za shranjevanje večje količine podatkov, ki so potrebni redkeje, je namenjen čip z vgrajeno 
multimedijsko kartico (ang. Embedded multimedia card – eMMC). Na MiniZed je vgrajena kartica 
s 8 GB pomnilnika. Čip podpira 4-bitno komunikacijo s SoC, prav tako pa omogoča samodejno 
popravljanje napak v podatkih. 
 
2.1.3. Električni pretvornik 
MiniZed je najpogosteje napajan preko vodila USB, ki plošči dovaja električno napetost 5 V. 
Ker večina komponent na MiniZed potrebuje napajanje pri napetosti 3,3 V ali nižji, je na ploščo 
položena komponenta DA9062. Komponenta vsebuje štiri linearne pretvornike ter štiri pretvornike 
topologije buck, ki lahko nižajo vhodno napetost z boljšim izkoristkom kot linearni. [6] Pretvornik 
je priklopljen neposredno na 5 V vhodno napetost, na izhodih pa daje napetosti, kot so prikazane 
v tabeli 2.1. 
Napetost Največji tok Pretvornik 
3,3 V 2 A buck 
1,35 V 2,5 A buck 
1,0 V 2,5 A buck 
0,675 V 1,5 A buck 
1,8 V 0,5 A linearni 
Tabela 2.1: Izhodne napetosti in tokovi DC/DC pretvornika sistema MiniZed 
Da lahko pretvornik zagotavlja tokove, navedene v zgornji tabeli, mora imeti vir 5 V napajalne 
napetosti dovolj moči, da je sposoben zagotavljati ustrezen vhodni tok. Ker je izhodni tok večine 
priklopov USB na osebnih računalnikih omejen na največ 500 mA, ima MiniZed še dodaten vhod 
USB, na katerega je možno priklopiti 5 V napajalnik, ki lahko zagotavlja tokove, potrebne za 
obratovanje plošče na polni obremenitvi. Izhodna napetost 3,3 V je dostopna tudi preko 




Slika 2.2: Bločna shema napajanja na MiniZed [2] 
2.1.4.  Komunikacija 
MiniZed sistem se lahko poveže z Wi-fi omrežji in bluetooth napravami. Obe funkciji sta 
združeni v Murata LBEE5KL1DX modulu. Ta podpira brezžične standarde Wi-Fi 802.11b/g/n ter 
Bluetooth 4.1. Modul uporablja anteno, ki je oblikovana iz bakrene površine na tiskanem vezju. 
Sistem ima tudi en USB izhod, ki podpira naprave kot so miška, tipkovnica ali zunanje 
pomnilniške naprave. Gonilnike za naprave mora zagotavljati naložena programska oprema, za 
komunikacijo med procesorjem in napravo pa skrbi USB3320C čip. 
2.1.5. Senzorji 
Sistem je opremljen z dvema senzorskima moduloma. 
Modul MP34DT05 je mikrofon z digitalnim izhodom. Njegovo razmerje signal-šum znaša 
64 dB. Napajan je iz 1,8 V vodila, zato uporablja pretvornik, ki dvigne njegovo izhodno napetost 
na 3,3 V, da lahko njegove podatke bereta tako procesor kot programirljiva logika. Na svojem 
izhodu mikrofon ne daje analognega signala, pač pa uporablja pulzno-gostotno modulacijo (ang. 
Pulse-density modulation – PDM) pri frekvenci 2,5 MHz. Iz tako moduliranega signala lahko 
izvlečemo pravi analogni signal z ustreznim nizko pasovnim sitom. 
Modul  LIS2DS12 je merilec pospeška v treh oseh, vgrajen pa ima tudi temperaturni senzor. 















3. Izdelava razširitvenega vezja 
Načrtovanje in ustvarjanje datotek, potrebnih za izdelavo tiskanega vezja je bilo v celoti 
izvedeno s programom Altium Designer 17.0. Program omogoča preslikavo sheme v model 
tiskanega vezja s pomočjo modelov, ki jih proizvajalci električnih komponent ustvarijo za svoje 
izdelke. Končno vezje je v celotni zajeto v obliki t. i. Gerber datotek, katere stroji pri proizvajalcih 
vezja uporabljajo kot načrt za izrezovanje oziroma risanje bakrenih povezav plošče in polaganje 
komponent nanjo. 
3.1. Funkcije vezja 
Namen razširitvenega vezja je približati funkcionalnost sistema MiniZed funkcionalnosti 
sistema ZedBoard in njemu podobnih sistemov ali vsaj tistim delom, ki so ga študentje tekom 
študija najbolj uporabljali. Razširitvena plošča tako doda 
 Izhod VGA, namenjen povezavi na zunanji zaslon. Sistem podpira ločljivost 640 x 480 
s 4096 barvami 
 Večbarvno svetlečo diodo, pri kateri je možno preko pulzno-širinske modulacije (ang. 
Pulse width modulation – PWM) nadzirati jakosti treh osnovnih barv (rdeča, zelena, 
modra) 
 Štiri bele svetleče diode 
 Štiri drsna stikala 
 Pet tipk razporejenih v obliki znaka plus (+) 
 Zvočnik 
 Izhod za slušalke 
Veliko število funkcij zahteva veliko število ločenih kanalov, več, kot jih povezuje razširitveno vezje 
in MiniZed. Problem sem rešil s komponento, preko katere je možno s hitro komunikacijo preko 
le dveh kanalov nadzirati 16 vhodno-izhodnih kanalov za splošno uporabo (ang. GPIO channels). 
Če MiniZed skupaj z razširitvenim vezjem primerjamo z nizkocenovno ploščo Zybo Z7-10 
proizvajalca Digilent, ki se v večini prodaja po skoraj dvojni ceni MiniZed-a, vidimo, da za večino 
namenov dobimo skoraj enakovredno funkcionalnost. Število stikal in svetlečih diod je podobno 
na obeh ploščah, obe imata na voljo izhode za sliko in zvok kot tudi USB. Oba imata Zynq-7000 
sisteme na čipu, Zybo Uporablja čip XC7Z010-1CLG400C, ki je malo zmogljivejši. Zybo še vedno 
ohranja nekaj prednosti, ima bistveno večje število priklopov kot MiniZed, izhod za sliko je HDMI 
ne VGA, prav tako ima že na plošči položene komponente, ki so namenjene oddajanju slike preko 
HDMI, kar razbremeni programirljivo logiko. Ima tudi priklop za mikrofon, internet in stereo zvok. 
Procesor je nekoliko hitrejši, plošča pa nosi tudi 1 GB bralno-pisalnega pomnilnika. [7] 





3.1.1. Razdelivec GPIO 
 
Slika 3.1: Shema razdelivca GPIO in nanj priklopljenih komponent 
Na razširitvenem vezju sem za povečanje števila GPIO kanalov uporabil komponento 
TCA9535 proizvajalca Texas Instruments. Komponenta pride v obliki naprave za površinsko 
pritrditev (ang. Surface mount device – SMD) na tiskano vezje. Ima 24 povezovalnih nožic, ki se 
delijo na 
 16 kanalov GPIO (na sliki 3.1 P00-P07 in P10-P17) 
 2 vhodna kanala za nadzor naprave (SCL in SDA) 
 Napajalno napetost (VCC) 
 Povezavo na ničelni pol (GND) 
 3 kanale za nadzor naslova naprave pri komunikaciji (A0, A1, A2) 
 Izhodni signal zaznane spremembe (INT̅̅ ̅̅ ̅) 
Komponenta je napajana z napetostjo 3,3 volta iz plošče MiniZed, po priporočilu proizvajalca 
je na napajalni liniji tudi prisoten kondenzator kapacitete 100 µF. Vsak kanal GPIO lahko dovaja 
ali požira tokove do 50 mA, a skupni seštevek tokov na vseh GPIO kanalih ne sme presegati 160 
mA izhodnega toka ali 250 mA vhodnega. V vezavi, kot sem jo ustvaril na razširitveni plošči, 
uporabnik v nobenem primeru uporabe ne more teh vrednosti preseči, brez da bi fizično posegal 
v tiskano vezje ali njegove komponente. 
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Razdelivec nadziramo preko dveh vhodnih kanalov. Komunikacija poteka preko I2C protokola 
s frekvenco ure 400 kHz. O podrobnostih standarda in poteku komunikacije govorijo poglavje 4.5 
in njemu pripadajoča podpoglavja. Za izvedbo komunikacije je potrebno, da sta oba kanala z 
komunikacijo z 10 kΩ uporom povezana na napajalno linijo razdelivca. Naprava, ki preko kanala 
pošilja sporočilo počne to tako, da s pravilno frekvenco spreminja napetost na kanalu. Sprejemnik 
lahko te spremembe zaznava in iz njih razbere sporočilo. Na posameznem I2C kanalu je možno 
imeti priklopljenih več naprav, ki se med seboj ločujejo po naslovu. Naslov določajo napetosti na 
kanalih, ki so na sliki Slika 3.1 prikazani s A0, A1 in A2. Ker uporabljamo le en tovrstni čip na 
vezju, je vseeno, ali te kanale priklopimo na ničelni pol ali napajalno linijo, moramo pa priklop 
upoštevati pri pošiljanju sporočil preko kanala, saj je potrebno napravo pravilno nasloviti. 
TCA9535 ima še možnost sporočanja sprememb na GPIO kanalih preko izhoda 𝐼𝑁𝑇̅̅ ̅̅ ̅, a v tem 
primeru ta ni uporabljen, zato tudi ni opisan. Po priporočilu proizvajalca je ta izhod povezan na 
napajalno linijo preko 10 kΩ upora. 
Razdelivec GPIO je na razširitvenem vezju izkoriščen v polnosti in ima priključene vse 
komponente, kjer so zahtevani majhni tokovi in kjer na kanalih ne pričakujemo hitrih sprememb v 
signalu. Nanj so priključeni štiri stikala, pet tipk, štiri enobarvne bele svetleče diode in večbarvna 
svetleča dioda. 
3.1.2. Izhod VGA 
Gotovo najpomembnejša funkcija razširitvene plošče je njena možnost, da se nanjo priklopi 
zunanji zaslon, na katerega lahko MiniZed izrisuje sliko. Izris slike zelo razširi ustvarjalno svobodo 
uporabnika plošče, prav tako pa omogoča, da se mu prikaže zelo uporaben vidik strojnega 
pospeševanja s pomočjo programirljive logike, kjer FPGA prevzame funkcijo osnovne grafične 
enote. Plošča ima analogni izhod za sliko VGA, ki izrisuje sliko višine 480 in širine 640 točk. Vsaka 
izmed točk je lahko ene izmed 4096 različnih barv. VGA je standard, katerega začetki segajo v 
leto 1987 in je v času pisanja tega dela že nekoliko v zatonu. Začetni načrt dela je bil dodati tudi 
možnost novejšega, digitalnega izhoda, a je bila ideja opuščena zavoljo preprostosti in časovnega 
prihranka. VGA namreč zahteva zelo majhno število komponent za svoje delovanje. VGA 
standard podrobneje opisuje poglavje 4.4.1. 
VGA sprejemnik in vir se zelo pogosto povezuje s kablom, ki ima na obeh koncih DE-15 
priklop. Priklop ima 15 povezovalnih žic, a niso potrebne vse. Za prenos slike je potrebnih 5 
kanalov; 
 Rdeča barva - Red 
 Modra barva - Blue 
 Zelena barva - Green 
 Horizontalna sinhronizacija - Hsync 
 Vertikalna sinhronizacija - Vsync 
Vsi kanali imajo skupni ničelni pol za napetost, ki je na shemah označen s črkami GND in 
vzporednimi vodoravnimi črtami, ki tvorijo narobe obrnjen trikotnik. 






Slika 3.2: Električne povezave DE-15 priklopa za uporabo VGA [8] 
Kanali rdeče, modre in zelene barve so analogne narave, njihova napetost se giblje med 0 in 
0,7 volta. Napetosti na posameznem kanalu določajo prisotnost pripadajoče barve v dani točki. 
Kanala horizontalne in vertikalne sinhronizacije služita določanju širine in višine slike in sta 
digitalna, kjer napetost skače med 0 in 3,3 volti. Vse vhodne analogne povezave na VGA priklopih 
prikazovalnih naprav imajo električni upor 75 Ohmov do GND. To poenostavlja ustvarjanje 
pravilnih napetostnih nivojev na posameznih analognih kanalih in omogoča dušenje odbojev 
visokofrekvenčnih signalov, ki bi motili prenos slike. Število različnih barv, ki jih lahko uporabimo 
pri risanju slike na zaslon je omejeno s številom različnih napetostnih nivojev lahko dosežemo na 
posameznem analognem kanalu. Vsak zaslon ima tudi svojo omejitev števila nivojev, ki jih še 
lahko ločuje med sabo, a to za opisano razširitveno ploščo nima bistvenega pomena. Ker se pri 
VGA napetostni nivoji ustvarjajo skoraj izključno z digitalno-analognimi pretvorniki je število 
dosegljivih barv, med katerimi je možno izbirati, vedno potenca števila 2.  
Na razširitveni plošči sem za nadzor analognega kanala vsake barve uporabil štiri izhodne 
digitalne kanale. Digitalni izhodi prihajajo iz plošče MiniZed in, kadar so vklopljeni, nosijo izhodno 
napetost 3,3 volta. Vsaka povezava nosi upor, ki skupaj z 75 Ohmskim bremenom znotraj 
prejemnika slike tvori delilnik napetosti. Kadar je vklopljenih več digitalnih izhodov, se njihovi 
predupori recipročno seštevajo. Tako lahko za vsako barvo tvorimo 16 različnih nivojev napetosti 




Slika 3.3: Shema VGA izhoda razširitvene plošče 
Napetostni koraki, ki jih tako zveden delilnik lahko dela, niso enakomerno porazdeljeni, a je bil 
vseeno izbran zavoljo preprostosti in manjšanja števila komponent. Ob vsakem koraku je tako na 
zaslonu očitno opazna razlika med barvami, lahko pa vodi do rahle popačitve barve ob izrisu 
določenih vrednosti RGB. Napetostni nivo na posameznem analognem kanalu  lahko izračunamo 
preko enačbe (3.1); 
 𝑈𝑠 = 0.3529 𝑉 ∗  𝑆3  +  0.1796 𝑉 ∗  𝑆2  +  0.089 𝑉 ∗  𝑆1  +  0.042 𝑉 ∗  𝑆0 (3.1) 
S0-3 prikazujejo stanje posameznega bita barve in imajo vrednost 1, če je izhod vklopljen in 0, 
če je izklopljen. 
Kanala Hsync in Vsync sta digitalne narave. Pri teh ne uporabljamo deljenja napetosti, upora 
sta prisotna le za varnost proti prevelikim izhodnim tokom v primeru kratkega stika z GND. Kot je 
opisano v poglavju 4.4.1, tudi nosita bistveno nižje frekvence kot kanali za nadzor barv in zato na 
njih nisem uvajal posebnih ukrepov proti odbojem. 
3.1.3. Svetleče diode 
Na vezju so prisotne štiri bele in ena večbarvna svetleča dioda (ang. RGB LED). Postavljene 
so skupaj v zgornji desni kot vezja. Večbarvna dioda vsebuje tri manjše svetleče diode rdeče, 
modre in zelene barve, ki jih je možno prižigati in ugašati neodvisno od ostalih. Vezava svetlečih 
diod je za bele diode vidna na sliki 3.1, kjer so diode označene z oznakami D2, D3, D4 in D5. 
Večbarvna svetleča dioda ima svojo shemo prikazano na sliki 3.4. 






Slika 3.4: Shema vezja večbarvne svetleče diode 
Diode imajo lastnost, da je tok skozi njih eksponentno odvisen od padca napetosti na njej. Že 
zelo majhna napetostna nihanja lahko tok skozi diodo povečajo toliko, da pride do poškodbe 
diode ali njenih napajalnih komponent. 
 
Slika 3.5: I-V diagram svetlečih diod različnih barv [9] 
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Vsaka svetleča dioda ima svoj nazivni padec napetosti (ang. Forward Voltage), pri katerem bo 
delovala optimalno. Ta napetost je močno odvisna od sestave in barve diode, a lahko niha tudi 
med primeri enakega modela in se spreminja celo v vsaki posamezni diodi tekom njene življenjske 
dobe. Za pravilno uporabo, ki zagotovi zanesljivost in dolgo življenjsko dobo diode, je potrebno 
ustvariti napajalno vezje, ki zagotavlja tok znotraj varnih meja ne glede na padec napetosti na 
diodi sami. 
Najpreprostejša izvedba takšne vezave je uporaba upora vezanega zaporedno s vsako diodo. 





kjer je 𝑈𝐹 nazivna napetost svetleče diode. Pri takšni izvedbi je tok še vedno močno odvisen 
od nazivne napetosti diode, a je odvisnost linearna, spremembe so pa majhne. Na razširitvenem 
vezju uporabljene bele diode so model VLMW41S1T1. Njihova nazivna napetost je glede na 
podatke proizvajalca [10] vedno med 3,1 in 3,5 V. Na prvih prototipih razširitvene plošče sem 
uporabil upor vrednosti 400 Ω, a so bile zelo svetle in moteče, zato sem znižal tok skoznje s 
povečevanjem upora na 1 kΩ. Tako se tok skozi vsako giblje med 2,1 in 2,5 mA, kadar je prižgana. 
Za prižig belih diod je na razdelivcu GPIO potrebno vhode izklopiti, da je napetostna razlika čez 
diode z upori enaka 5V. Kadar so izhodi vklopljeni, je napetost na njih enaka 3,3 V, kar pomeni, 
da bo napetost čez njemu pripadajočo svetlečo diodo in upor znašala 1,7 V. Ker je tok skozi 
svetlečo diodo eksponentno odvisen od napetosti, je v tem primeru tok že tako nizek, da niti v 
temi ni možno opaziti svetlobe iz diod. 
Večbarvna oziroma RGB dioda, uporabljena na vezju je model ASMB-MTB0 proizvajalca 
Avago Technologies. Komponenta vsebuje eno rdečo, eno zeleno in eno modro svetlečo diodo, 
ki svetijo skozi skupno optično sredstvo, v katerem se barve mešajo. Napajamo jih enako, kot da 
bi imeli tri ločene, neodvisne svetleče diode, ki imajo skupaj povezane anode. Za tok skozi vsako 
izmed njih prav tako velja enačba (3.2), le da je potrebno uporu še prišteti upor tranzistorja, ki 
znaša približno 3 Ω [11]. Nazivne napetosti diod sem dobil iz proizvajalčevih dokumentov [12], ki 
so v povprečju 2,1 V za rdečo in 3,1 V za zeleno in modro diodo. V tem primeru sem uporabil 
manjše upore kot za bele diode, tako da je večbarvna dioda sposobna svetiti svetleje kot bele. 
Za nadzor sem uporabil tri n-kanalne MOSFET (ang. Metal-oxide-semiconductor field-effect 
transistor), ki delujejo kot električna stikala za vklop toka. Razlog za ta pristop je bil, da je rdeča 
dioda tudi v izklopljenem stanju rahlo svetila, saj je, kot omenjeno zgoraj, pri neposredni vezavi 
na razdelivec GPIO vedno prisotna napetostna razlika. Uporaba tranzistorjev obrne logiko 
prižiganja, torej bele diode svetijo, kadar je na njihovem nadzornem izhodu napetost 0 V, 
posamezne barvne diode pa takrat, kadar je na njihovem izhodu napetost 3,3 V. To dejstvo sem 
moral upoštevati v kodi programirljive logike. Prav tako je to tudi razlog, da sem uporabil 
tranzistorje za vse tri barve večbarvne diode. Na vratih vsakega tranzistorja se nahaja tudi 5 kΩ 
upor povezan na ničelno napetost, GND. V razširitvenem vezju GPIO je možno s posebnim 
ukazom spremeniti izhod v vhod, ki ne more sprejemati ali dovajati toka. Če bi uporabnik to naredil 
bi tranzistor imel lebdeča (ang. Floating) vrata, kar bi povzročalo negotovo stanje svetilnosti 
večbarvne diode. Upor zagotovi, da je tranzistor ob odsotnosti močnega signala vedno zaprt. 
 





3.1.4. Stikala in tipke 
Za vnos informacij ima razširitveno vezje štiri drsna stikala postavljena drug ob drugem s 
vzporednimi smermi premikanja. Tipke so razporejene v obliki znaka plus, kar omogoča intuitivno 
uporabo za navigacijo po morebitnih menijih ali premikanju objekta po zaslonu. 
Vrsta tipk uporabljena na razširitveni plošči je v industriji pogosto uporabljana in namenjena 
za površinsko vezavo na vezjih. Njihove dimenzije brez nožic merijo 6 milimetrov v širino in 
dolžino. Izbrane so bile predvsem zaradi preproste in poceni dobave in ravno primerne velikosti, 
saj so še vedno dovolj velike za udobno pritiskanje a so še vedno pasale na omejen prostor na 
plošči. Tekom razvoja plošče sem uporabil več različnih modelov tipk, na končnemu prototipu 
vezja pa so tipke modela DTSM-61R-V-T/R. Stikala so drsna stikala model CL-SB-12B-02T 
proizvajalca Nidec [13]. Imajo tri kovinske kontakte in dve plastični nožici za dodatno trdnost na 
vezju. 
Tipke prevajajo tok le, dokler nekdo nanje pritiska s silo, ko je sila odstranjena tipka skoči nazaj 
v prvotno lego. Stikala ostanejo v stanju, v katerem jih je uporabnik pustil. Tako tipke kot stikala 
so povezani na razdelivec GPIO kot je prikazano na sliki 3.1. Stikala so označena z oznakami od 
S1 do S4, tipke pa od SW1 do SW5. K vsaki tipki in vsakemu stikalu pripadata še dva upora. 
Upori vrednosti 10 kΩ skrbijo, da je, kadar stikalo ali tipka nista sklenjena, napetost na vodilu res 
enaka 0. Brez njih bi bilo vodilo lebdeče ter občutljivo na elektromagnetne motnje iz okolice. Upori 
vrednosti 1 kΩ so bili dodani proti koncu projekta in imajo varnostno funkcijo za omejevanje toka. 
Kot omenjeno v poglavju 3.1.1, so GPIO linije razdelivca lahko na visoki ali nizki impedanci. 
Programirljiva logika vsem linijam stikal naroči, da se premaknejo na visoko impedanco, torej bi 
lahko brez poškodbe prenašale neposredno povezavo na linijo 3,3 V preko sklenjenega stikala. 
A če teh uporov ne bi bilo ter bi uporabnik spremenil kodo in prestavil vhode na nizko impedanco, 
bi ob pritisku tipke zaradi velikega toka prišlo do poškodbe komponent in morda tudi plošče 
MiniZed. 
3.1.5. Zvok 
Zvok je pogosto uporaben izhod kot spremljevalec slike na ekranu, zato je tudi razširitvena 
plošča opremljena z zvočnikom ter možnostjo izhoda na slušalke. Prav tako sistem MiniZed nosi 
tudi mikrofon, ki ga lahko uporabnik uporabi za snemanje, zvočnik pa omogoča predvajanje 
posnetkov. Mikrofon v tem projektu ni bil uporabljen, tako da tudi kode za njegovo uporabo ni v 
končni verziji. 
Zvočnik in slušalke so krmiljene preko skupnega bipolarnega tranzistorja tipa N. Na bazi 
tranzistorja 6 kΩ  upor in 10 nF kondenzator tvorita nizko pasovno sito prvega reda s kolenom pri 
frekvenci 2,6 kHz. [14] Sito pomaga gladiti visokofrekvenčni digitalni signal, ki ga prejme od logike. 
Podrobnosti o tvorjenju digitalnega signala zvoka so v poglavju 4.6.1. Bipolarni tranzistor signal 
ojača in ga prepušča skozi zvočnik ali slušalke. Zvočnik in slušalke niso mišljeni da bi delovali 
istočasno, zato ima razširitvena plošča tri povezovalne nožice, ki jih lahko uporabnik v paru 
poveže med seboj s posebnim nastavkom. S tem sklene električni tokokrog s tranzistorjem bodisi 




Slika 3.6.: Nožice za izbiro zvočnega izhoda 
Model zvočnika je MCABS-227-RC in je namenjen polaganju na tiskanja vezja. Ima nazivno 
moč do 0,2 W in je zasnovan za predvajanje zvoka do frekvence 4 kHz. [14]   
Priklop za slušalke je podoben tistim, ki jih najdemo na večini modernih prenosnih telefonih in 
računalnikih. Ker ima vezje le en sam kanal za zvok, ni možno predvajati različnega zvoka na levi 
in desni strani slušalk, zato sta obe strani povezani na skupni kanal. Zaporedno s slušalkami je 
vezan tudi 100 Ω upor, ki omejuje največji možen tok, ki lahko teče čez slušalke, kar preprečuje, 
da bi uporabnik nastavil jakost zvoka na slušalkah tako visoko, da bi lahko bila nevarna za sluh. 
 
Slika 3.7: Shema vezja zvočnika in slušalk 
3.1.6. Shema 
Skupno število komponent v zadnji izvedbi vezja je 75, od tega je 46 uporov, 5 tipk, 4 stikala, 
4 tranzistorji, 5 svetlečih diod, 2 kondenzatorja ter zvočnik in razdelivec GPIO. Preostanek 
komponent so pa priklopni elementi. Po zaključitvi sheme v vsaki iteraciji vezja je bilo potrebno 
komponente prenesti na tiskanino. 
 





3.2. Oblikovanje plošče 
 
Slika 3.8: Tiskanina, prikazana v programu Altium 
 
Slika 3.9: Natisnjena tiskanina brez komponent 
3.2.1. Tiskanina 
Vezje se preko 32 povezovalnih nožic (ang. Pin) priklopi na zgornji del MiniZed. Nožice na 
MiniZed so razporejene enako kot na zelo popularni razvojni plošči Arduino Uno. S tem 
omogočajo uporabo razširitvenih vezij, ki so namenjene plošči Arduino, ki pa so zaradi njegove 
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popularnosti številčne. Ta lastnost tudi olajša izdelavo novih razširitvenih vezij za MiniZed. Eden 
izmed prvih korakov izdelave tiskanega vezja je določitev oblike in velikosti vezja. Na internetu 
so brezplačno na voljo datoteke, ki programu Altium posredujejo obliko vezja, vključno z podatki 
o lokaciji povezovalnih nožic. Preko internetnega iskalnika Google sem na uradnih forumih 
proizvajalca razvojnih plošč Arduino našel datoteke za izdelavo razširitvenih vezij za njihove 
plošče [15].  S prenosom teh datotek sem lahko prihranil dosti časa, ki bi ga zapravil, če bi na 
podlagi tehničnih risb MiniZed ustvaril obliko vezja, ki se mu prilega. 
 
Slika 3.10: Golo vezje, pridobljeno iz Arduino forumov 
Iz tako pridobljenega vezja sem odstranil nepotrebne luknje, napise in priklop, označen s ICSP 
na sliki 3.9.  
Pri določanju tipa vezja sem izbral tiste lastnosti, ki so omogočale najnižjo ceno. Vezje nosi 
nizke tokove in napetosti, zato ni znatnega gretja in obrabe. Pri proizvajalcih tiskanin sem preveril 
kakšne vrste tiskanin so najcenejše za izdelavo in so še vedno dovolj odporne za dnevno uporabo 
in rokovanje. Mehanske lastnosti vezja so; 
 Material FR4 
 2 slojna tiskanina z enostransko populacijo komponent 
 Debelina 1,6 mm 
 Debelina bakrene površine 35 µm 
 Zelena barva 
 Površinska obdelava HASL 
FR4 je zelo razširjen material v modernih tiskaninah ker ima nizko ceno in je izjemno odporen 
na vlago in temperaturna nihanja. 





3.2.2. Podnožja komponent 
Altium Designer in njemu podobni programi nimajo vnaprej vgrajenega seznama vseh 
električnih komponent, ki jih je možno najti na tržišču. Bodisi proizvajalec ali prodajalec 
komponente pogosto omogoča uporabnikom prenos datoteke, ki programu pove, koliko 
električnih povezav ima komponenta, kje so te postavljene in kako jih preslikati na tiskano vezje, 
da bo lahko komponenta položena nanj in bo pravilno delovala. Podnožja, ki so v splošni uporabi 
so že naložena v sam program. Vsi uporabljeni upori in kondenzatorji imajo oznako velikosti 1608 
v metričnem sistemu, vsi tranzistorji so v ohišju SOT-23, priklopne nožice za povezavo z MiniZed 
pa imajo medsebojno razdaljo 2,54 mm. Tudi tipke imajo podnožje, ki se ga uporablja na številnih 
razvojnih ploščah pa tudi drugih vezjih. Za vse naštete komponente mi ni bilo potrebno iskati 
datotek ki vsebujejo njihova podnožja. Tudi kadar sem tekom razvoja plošče menjaval naštete 
komponente, za to ni bilo potrebno predelovati tiskanine same. 
Za ostale komponente sem posegel po virih, ki so jih ponujale trgovine, ki so komponente 
prodajale. Večina jih podatke podaja v obliki ECAD datoteke, ki ima na računalniku končnico 
.epw. Ker Altium Designer sam po sebi ne omogoča vnašanja tovrstnih datotek v bazo podatkov, 
sem naložil razširitev Altium Library Loader podjetja SamacSys Ltd. [16]. 
3.2.3. Izbira posebnih komponent 
Priklop VGA sem izbiral predvsem na podlagi velikosti. Večina tovrstnih priklopov sega več 
kot centimeter v notranjost vezja, kar je pri prostorski stiski na vezju nesprejemljivo, saj bi moral 
nekatere komponente premakniti na spodnjo stran, kar podraži strojno izdelavo vezja ali oteži 
ročno polaganje komponent. Model 200-015-263R001  je zelo ozek. Njegova šibkost je ta, da je 
trdno vpet v le dveh točkah, zato se lahko ob večkratnem iztikanju in vtikanju kabla ali ob grobem 
ravnanju hitro poškoduje. 
Priklop za slušalke zaseda manj prostora, zato so pri izbranemu modelu bili glavni razlogi 
cena, trdnost pritrditve in preprostost polaganja. Priklop se z dvema plastičnima konicama 
zatakne v luknje v vezju, velike kovinske površine na kontaktih pa omogočajo preprosto cinjenje. 
Zvočnik je bil izbran, ker ga je preprosto položiti na vezje z ročnim orodjem ter je poceni in 
kompakten.  Visoka kakovost zvoka pri projektu ni prioritetna, saj je vezje namenjeno predvsem 
učenju in testiranju. 
Razdelivec GPIO je bil izbran na podlagi zahtev projekta. Potreben je bil čip, ki lahko podpira 
dovolj velike tokove, da svetleče diode vidno svetijo, ima 16 vhodno-izhodnih povezav ter podpira 
komunikacijo I2C, ki je preprosta za implementacijo s programirljivo logiko, a vseeno dovolj hitra, 
da hitrost osveževanja informacij na posamezni povezavi ne moti uporabnika. Komponenta 
TCA9535PWR se je po brskanju po ponudbah spletnih trgovin izkazala za najcenejšo. 
Pri svetlečih diodah je bil edini kriterij za izbiro dovolj nizek nazivni tok. Diode namreč ne smejo 
svetiti preveč, saj bi bile moteče za uporabnika, morda celo škodljive. 
Model stikal sem izbiral po enakih kriterijih kot priklop za slušalke. Pri njih je trdnost pritrditve 





Komponente sem poskušal razporediti po vezju tako, da bi bila uporaba čim lažja, ter da bi 
bile priključene žice kar se le da nemoteče za uporabnika. Želel sem, da sta priklopa za zunanji 
zaslon (VGA) ter za slušalke na skupni strani vezja. Lokacija nožic za vklop na MiniZed je 
nespremenljiva, torej sem imel na voljo le levo in desno stranico vezja. Ker desna stranica ni 
ravna, sem priklope postavil na levo. Prav tako se pri takšni postavitvi ujemajo s priklopom USB-
A MiniZed-a, kar olajša priklapljanje več naprav na sistem. Priklop VGA je na zgornji polovici 
vezja, saj za delovanje potrebuje 14 signalnih linij, teh pa je dovolj le na zgornji polovici vezja. 
Sledila je postavitev stikal in tipk. Ker bo večina uporabnikov ob uporabi vezja uporabljala desno 
roko, je smiselno, da so te na desni strani vezja. Tako uporabnik z roko ne pokriva vezja in se ga 
ne dotika po nepotrebnem. Tipke so na spodnjem robu vezja ter so razporejene v obliko znaka 
plus. Takšna razporeditev tipk je pogosta na številnih napravah, kjer so tipke namenjene za 
krmiljenje po menijih in spreminjanju vrednosti. Zaradi tega je uporaba vezja za uporabnika bolj 
intuitivna in domača. Stikala so postavljena nad tipke, tako da so skupaj s tipkami dostopna z eno 
roko. Svetleče diode so postavljene nad stikala, da so dobro vidne in si jih uporabnik ne zakriva 
z roko, kadar jo ima na tipkah. Položaj preostalih komponent je manjše pomembnosti, prioriteta 
je pa bila dana čim krajšim električnim povezavam, kar zmanjša možnosti težav zaradi 
elektromagnetnih motenj. Zvočnik, njegov filter in nožice za preklop med zvočnikom in slušalkami 
sem zato postavil poleg priklopa za slušalke. 
 
Slika 3.11.: Vezje brez povezav 
3.2.5.  Povezave 
Električne povezave na tiskanini morajo ustrezati signalom ki jih nosijo, da ne prihaja do 
motenj in posledično izgub informacij. Prav tako je potrebno poskrbeti, da vezje ustreza omejitvam 
proizvajalca. Praviloma ožje in bolj goste povezave kot tudi ozke luknje zahtevajo boljše stroje ali 
dražji proces izdelave. Preden sem začel s povezavami sem se na internetni strani proizvajalca 
tiskanih vezij PCBway pozanimal, kakšna pravila mora izpolnjevati tiskanina, da se lahko kar 
najceneje natisne. Ta pravila je možno vnesti v program Altium Designer, ta nato pri risanju 





električnih povezav ne dovoli, da bi od njih ustvarjalec odstopal, ali pa na tovrstna odstopanja 
opozarja. V pravila sem vnesel vse zahteve, ki jih je PCBway podal; 
 Minimalna širina vsake povezave je 0,1524 mm, prav tako je to minimalna razdalja 
med dvema sosednjima povezavama 
 Minimalni premer vsake luknje je 0,3 mm 
 Minimalna razdalja povezav od roba tiskanine je 0,36 mm 
 Prepoved lukenj pod kontakti električnih komponent 
Za linije, kjer so tokovi in frekvence signalov nizke, sem uporabljal kar najožjo dovoljeno širino, 
da sem ohranjal prostor na plošči. Povezovanje sem začel pri linijah, ki sem jih smatral za najbolj 
občutljive na elektromagnetne motnje ali izgube. S tem sem lahko zagotovil, da so te linije kar se 
da kratke in imajo čim manj prehodov med plastmi. Začel sem z linijami video signalov za priklop 
VGA, saj te linije nosijo signale, katerih frekvence lahko segajo v red velikosti preko 100 MHz. 
Zaradi medsebojne postavitve vhodnih povezav razširitvene plošče in priklopa VGA sem bil 
prisiljen pri signalu Hsync linijo deloma voditi po spodnji strani plošče, a te dve liniji nosita bistveno 
nižje frekvence kot signali barv. 
Sledilo je povezovanje razdelivca GPIO, saj je zaradi velikega števila povezav okoli 
komponente visoka gostota linij, ki jih je naknadno težje popravljati. Sledile so svetleče diode, 
nato stikala in zvočni sistem. Te niso zahtevale dosti truda, saj je v spodnjem delu plošče prostora 
več. Napajalne linije sem zaradi tokov, ki lahko segajo do 300 mA naredil širše in sicer 0,635 mm. 
Vezje bi na podlagi izračunov internetih pripomočkov [17] tudi delovalo brezhibno pri uporabi 
najožjih linij. 
 
Slika 3.12.: Vezje s končno obliko povezav. Modre črte so povezave na spodnji strani vezja 
Ko so bile povezave zadovoljive sem uporabil funkcijo zalivanja (ang. pour) bakra. Ta funkcija 
zapolni vse površine vezja, ki še nimajo bakra in tako dodano površino poveže na poljubno 
povezavo vezja, po navadi je to ozemljitev. Na razširitvenemu vezju je zalita površina prav tako 
povezana na GND. Zalita površina nekaterim proizvajalcem tiskanin olajša delo, kar lahko zniža 
ceno izdelave, prav tako v določenih primerih pomaga pri potencialnem krajšanju električnih 
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tokokrogov in s tem zmanjšuje verjetnost, da se pojavijo težave povezane z elektromagnetnimi 
motnjami. Po zalivanju sem uporabil še funkcijo šivanja (ang. via stitching), ki obe površini poveže 
z enakomerno razporejenimi luknjami. To zagotovi dober električni stik med površinama. 
 
Slika 3.13.: Končno vezje brez potiska 
Na koncu sem dodal tisk na zgornjo stran vezja. Ta se na končnem izdelku vidi kot bele črte 
in simboli. Te služijo kot pomagalo pri sestavljanju ali uporabi razširitvenega vezja, deloma pa je 
funkcija povsem estetska. Altium Designer, če ni nastavljeno drugače, samostojno doda oznako 
h vsaki komponenti, ki je položena na vezje. Ker so nekatere komponente zelo majhne, prihaja 
že pri zelo majhnih črkah do prekrivanja, kar onemogoča branje. Iz tega razloga sem večino 
simbolov na plošči odstranil, pustil pa sem oznake, ki orisujejo prostor, ki ga bo komponenta 
zasedala. Ostale so oznake priklopa za slušalke, zvočnika, preklopa za izbiro zvočne naprave, 
priklopa za napajanje, ter oznake vseh tipk in stikal. Slednje so lahko pomembne pri opisovanju 
delovanja programa. Na prazen prostor v zgornji levi kot tiskanine sem še dodal logotip Fakultete 
za elektrotehniko univerze v Ljubljani, ki je omogočila izvedbo projekta. 
 
Slika 3.14.: Končna oblika vezja pred izdelavo datotek gerber 





3.3. Tisk in izdelava razširitvene plošče 
3.3.1. Datoteke gerber 
Ko je vezje dokončano, je potrebno iz programa pridobiti datoteke, ki jih razumejo naprave za 
izdelavo vezij. Datoteke gerber s končnico .gbr v računalniških sistemih veljajo za nedogovorjen 
standard med izdelovalci tiskanih vezij [18]. V osnovi so te datoteke zgolj besedilo, ki vsebuje 
ukaze za stroj. Različni proizvajalci imajo nekoliko različne stroje, zato je potrebno ob izvozu 
datotek določiti nastavitve kot so enote uporabljene za koordinate, katere podatke izvoziti ter 
način zapisa določenih podatkov. Navodila za izvoz datotek sem dobil na internetni strani 
PCBWay. [19]. Posebej je bilo tudi potrebno generirati posebne datoteke za vrtalnik lukenj. Ko 
sem imel zbrane datoteke sem jih poslal na PCBWay, kjer so mi vezja natisnili in poslali. 
3.3.2. Polaganje komponent 
Čeprav proizvajalci tiskanih vezij pogosto ponujajo tudi možnost, da komponente nakupijo in 
strojno položijo na tiskanino, sem se zaradi cene odločil proti temu. Iz programa Altium sem izvozil 
seznam komponent (ang. BOM – Bill of Materials) in vsako komponento poiskal na spletnih 
trgovinah Farnell Element in Mouser Electronics in jih nakupil.  
Na prve prototipe vezja sem komponente polagal s pomočjo vroče plošče. Ravno kovinsko 
ploščo sem segrel na 240 °C ter prazno vezje položil nanjo vezje se je segrelo dovolj, da sem 
lahko na vse kontaktne površine nanesel spajko in nato nanje položil komponente s pomočjo 
pincete. Takšno polaganje je natančno in omogoča, da se komponente samodejno poravnajo 
zaradi površinske napetosti spajke. Deluje le za vezja s eno stransko položenimi komponentami, 
zato sem moral na koncu s pomočjo spajkalnika nanesti vse priklope in zvočnik. Te imajo namreč 
povezovalne nožice, ki gredo skozi vezje. Metoda z vročo ploščo je bila hitra in natančna, a se je 
izkazala za problematično, saj so se vezje in nekatere komponente zaradi dolge izpostavljenosti 
veliki vročini nekoliko razbarvali. Čeprav to kratkoročno ni vplivalo na delovanje nisem mogel biti 
prepričan o skritih poškodbah, ki bi lahko skrajšale življenjsko dobo komponent, zato sem vse 
nadaljnje prototipe opremljal s spajkalno konico, žico iz spajke ter bakreno pletenico za 
odstranjevanje odvečne spajke, predvsem iz nožic priklopa VGA ter razdelivca GPIO. Zaradi moje 
nenatančnosti so nekatere komponente na končnih prototipih vidno poševno postavljene, a ne 
toliko, da bi to vplivalo na trdnost ali delovanje vezja. Po končanem delu sem še vsak prototip 
preveril z merilcem električnega upora. Preverjal sem, če so prisotni kakšni kratki stiki na 
povezovalnih nožicah razširitvenega vezja, saj bi to lahko povzročilo poškodbe nezaščitenih 
































4.  Programirljiva logika 
Razširitvena plošča je vklopljena v MiniZed-ove vhodno-izhodne priklope za splošno uporabo 
(ang. General-purpose input-output - GPIO). Za pravilno delovanje je potrebno zagotavljati, da 
signali, ki jih pošiljamo plošči, ustrezajo standardom, na podlagi katerih je bila zasnovana. V tem 
primeru gre tukaj za standarda VGA in I2C. Oba zahtevata v komunikaciji hitre in časovno 
natančne signale, katerih frekvence segajo preko 25 MHz za VGA, ter do 400 kHz za I2C. Skrb 
za pravilno pošiljanje takšnih signalov bi predstavljalo veliko obremenitev za procesor, zato je 
smiselno, da zanje skrbi programirljiva logika. Procesor mora tako pošiljati informacije logiki le, 
kadar želimo spreminjati sliko na zaslonu, vklapljati ali izklapljati svetleče diode, spreminjati 
frekvenco predvajanega zvoka ali prebirati podatke s stikal. Program za logiko je bil ustvarjen v 
jeziku VHSIC-HDL (ang. Very High Speed Integrated Circuit Hardware Description Language), ki 
se lahko krajše zapiše kot VHDL. 
4.1. Razvojno okolje Vivado Design Suite 
Vivado Design Suite je programsko okolje proizvajalca Xilinx ter je namenjeno ustvarjanju in 
analizi kode za programirljivo logiko. Prva različica programa je izšla aprila 2012 in je zasnovana 
kot naslednik programa istega namena Xilinx ISE. Vivado je bil zasnovan za lažjo in hitrejšo 
uporabo v primerjavi z ISE, prav tako pa vsebuje orodja za simulacijo delovanja kode 
programirljive logike ter orodja za prevajanje programske kode jezika C v programirljivo logiko. 
[20] 
4.2. Pregled delovanja programirljive logike 
 
Slika 4.1: Bločna shema delovanja programirljive logike 
Delovanje celotne programirljive logike je v fazi razvoja razdeljeno na posamezne enote 
oziroma bloke, ki so med seboj povezani. To služi lažjemu razvoju, razumevanju in popravkom v 
kodi. Vsak blok vsebuje kodo VHDL in ima vhodne in izhodne povezave, ki jih je možno povezati 
z eno ali več povezav drugih blokov. Na desni strani sheme so prikazane izhodno-vhodne 
povezave, ki jih lahko povežemo s priklopi na vezju, ali pa z drugimi napravami na razvojni plošči. 
Puščica desno pomeni, da je signal le izhodni, šest kotnik prikazuje vhodno-izhodni signal, 
puščica levo pa bi bila vhodni signal, a teh na shemi na sliki 4.1 ni. 





Programirljiva logika krmili tri glavne procese; 
 Video, ki skrbi, da se na priklopljen zaslon pošiljajo pravilni signali za izris slike 
 Zvok, ki proizvaja signal, ki ga vezje filtrira in pripelje na zvočni vir 
 Komunikacija z razdelivcem GPIO, preko katerega nadziramo vse svetleče diode na 
razširitveni plošči in prejemamo informacije o premikih stikal in pritiskih tipk. 
 Vsi ti procesi berejo podatke, ki jih pošilja program, ki teče na procesorju, a tudi ob odsotnosti 
ukazov delujejo samodejno. Tako zasnovan sistem ne obremenjuje procesorja, saj ta pošilja 
informacije samo takrat, kadar želi izvesti spremembo na sliki, zvoku ali svetlečih diodah. Prav 
tako lahko sam ob poljubnih časih bere stanje stikal. 
4.3. Komunikacija procesor-logika 
 
Slika 4.2: Del bločne sheme, ki skrbi za komunikacijo med procesorjem in logiko 
Ob začetku projekta je potrebno programu Vivado povedati, na katerem modelu procesorja in 
programirljive logike bo projekt temeljil. S strani proizvajalca MiniZed sem prenesel datoteke, ki 
vsebujejo podatke o razvojni plošči (ang. Board definition files) [21]. Po vnosu datotek se je v 
seznamu vnaprej narejenih blokov pojavil tudi ZYNQ7 Processing System. To je prvi blok, ki sem 
ga vnesel na shemo, program je takoj samodejno dodal tudi blok Processor System Reset.  V 
podrobnosti slednjega bloka se ta projekt ne poglablja, sicer pa omogoča določanja parametrov 
povezanih z obnavljanjem sistema ter deljenja signala za obnovitev med različnimi bloki. Vse 
povezave s tem blokom je program generiral samodejno. [22]. 
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4.3.1. Blok ZYNQ7 Processing system 
Blok ZYNQ7 Processing system je osnovni gradnik sheme. Vsebuje kodo za povezovanje 
programirljive logike s procesorjem znotraj SoC enote na plošči MiniZed. Koda znotraj tega bloka 
je že napisana in je sam nisem predeloval. Pomembne spremenljivke so dostopne preko 
vmesnika, ki je se odpre z dvojnim klikom na blok. Tukaj so na voljo tudi nastavitve, za 
vklapljanje/izklapljanje posameznih funkcij procesorja ter ustvarjanja povezav med njimi. Večina 
teh nastavitev sem pustil v osnovnem stanju, kot so bile ob postavitvi bloka. Za delovanje 
komunikacije s preostalimi bloki logike sem vklopil izhode M_AXI_GP0. Aktiviral sem tudi izhod 
signala ure FCLK_CLK0. Ta oddaja kvadratni signal s frekvenco 100 MHz in ga ostali bloki 
uporabljajo za ustvarjanje časovno ustreznih signalov. 
 
Slika 4.3.: Vmesnik za nastavitve blok ZYNQ7 Processing System 
4.3.2. Blok AXI Interconnect 
V kodi VHDL razširitvene plošče komunikacija med procesorjem in programirljivo logiko poteka 
izključno na podlagi vmesnika AXI (ang. Advanced Extensible Interface). AXI komunikacija je hitra 
večkanalna komunikacija za komponente na istem čipu. Blok podpira hitro komunikacijo med 
številnimi sicer neodvisnimi segmenti. V programu Vivado so na voljo vnaprej narejeni osnovni 
bloki, ki omogočajo uporabo vmesnika brez uporabnikovega poglobljenega razumevanja 
protokola komunikacije. AXI Interconnect je zgolj povezovalni člen, ki med seboj povezuje 
nadrejene (ang. Master) in podrejene (ang. Slave) module, ki lahko komunicirajo preko vmesnika.   
[23] 







Slika 4.4: Bloki, ki skrbijo za tvorjenje signalov za VGA 
4.4.1. Standard VGA 
Razširitvena plošča nosi DE-15 priklop za povezavo z zaslonom, ki je splošno znan kot VGA 
priklop. Signali, ki jih pošiljamo preko priklopa morajo slediti standardu VGA. Njegovi začetki 
segajo v leto 1986 in uporabo v PS/2 računalniških sistemih podjetja IBM. V le nekaj letih se je 
razširil v splošno uporabo pri osebnih računalnikih. Čeprav ga zaradi njegovih omejitev v kvaliteti 
slike počasi izpodrivajo novejši standardi, sem se odločil za VGA zaradi preproste izvedbe tako 
na tiskanini kot v VHDL. Znotraj standarda obstajajo določene variacije, kot je na primer združitev 
signalov Hsync in Vsync v en skupni signal. Opisana bo zgolj izvedba, ki jo uporablja razširitvena 
plošča. 
Kot opisano v poglavju 3.1.2, ima priklop VGA 5 signalnih linij (Rdeča, Modra, Zelena, Vsync 
in Hsync). Upori tvorijo delilnike napetosti, ki skrbijo, da se signali gibljejo znotraj predpisanih 
amplitud, ki znašajo od 0 do 0,7 V za signale barv ter od 0 do 5 V za signale sinhronizacije. 
Razširitvena plošča za sinhronizacijo uporablja signale amplitude 3,3 V, ki tudi izpolnjujejo 
zahteve standarda. 
Ločljivost izrisane slike določajo frekvenca barvnih signalov in polariteta signalov Hsync in 





























































































640x350 70 25.175 640 16 96 48 350 37 2 60 p n 
640x350 85 31.5 640 32 64 96 350 32 3 60 p n 
640x400 70 25.175 640 16 96 48 400 12 2 35 n p 
640x400 85 31.5 640 32 64 96 400 1 3 41 n p 
640x480 60 25.175 640 16 96 48 480 10 2 33 n n 
640x480 73 31.5 640 24 40 128 480 9 2 29 n n 
640x480 75 31.5 640 16 64 120 480 1 3 16 n n 
640x480 85 36 640 56 56 80 480 1 3 25 n n 
640x480 100 43.16 640 40 64 104 480 1 3 25 n p 
720x400 85 35.5 720 36 72 108 400 1 3 42 n p 
768x576 60 34.96 768 24 80 104 576 1 3 17 n p 
Tabela 4.1: Tabela VGA časovnih specifikacij za nekaj nižjih ločljivosti. [1] 
Tabela 4.1 vsebuje vse potrebne informacije za izris slike pri dani ločljivosti in hitrosti 
osveževanja slike na zaslon, ki podpira standard VGA. Tabela vsebuje podatke le za nižje 
ločljivosti, VGA sicer podpira višje ločljivosti, ki posledično zahtevajo višjo frekvenco ure. Signal 
pošilja točke v zaporedju od leve proti desni v vrsticah navzdol. Ko pošlje celotno sliko, začne 
ponovno v levem zgornjem kotu. Hitrost osveževanja pove, koliko takšnih izrisov se zgodi v eni 
sekundi. Vir slike potrebuje dva digitalna števca, horizontalnega in vertikalnega. Horizontalni 
števec se poveča ob vsakem udarcu ure in šteje, katera točka vrstice se trenutno izrisuje. 
Vertikalni števec se poveča vsakič, ko se vrstica izriše do konca in šteje, katera vrstica se v danem 
trenutku izrisuje. Na podlagi teh dveh števcev vir ob vsakem udarcu ure primerno nastavi izhode 
treh barv, da pošiljajo barvo trenutno izbrane točke. Števca se ne postavita nazaj na ničelno 
vrednost ko dosežeta zadnjo točko ali vrstico, pač pa štejeta še nekoliko dlje. Ta del štetja je prag 
(ang. Porch). Kadar je katerikoli izmed števcev na pragu se signali barv ne spreminjajo in se 
praviloma držijo na ničelni vrednosti. Ko števec prešteje določeno število korakov v pragu, se 
sproži pulz sinhronizacijskega signala, ki sporoči zaslonu, da se je končal izris določene vrstice 
(Hsync) ali slike (Vsync). Pulz traja določeno število obratov števca, preden se povrne na staro 
vrednost. Širino praga pred pulzom (sprednji prag), širino pulza in prag za pulzom (zadnji prag) 
določa tabela. Različne ločljivosti prav tako zahtevajo različno polariteto pulza. Če je pulz 
negativen, mora biti sinhronizacijski signal običajno pozitiven in skočiti na ničelno napetost med 
pulzom. Pri pozitivnem pulzu je ravno obratno. 






Slika 4.5: Grafični prikaz delovanja VGA [1] 
Za ločljivost izhodne slike na zaslon sem izbral 640x480 točk, hitrost osveževanja slike pa 
60 Hz. Iz tabele 4.1 je razvidno, da mora biti frekvenca ure 25,175MHz. Potrebno je poskrbeti, da 
so prenosne linije dovolj kakovostne, da se lahko visokofrekvenčni signali barv premikajo po njih 
brez občutnega popačenja. Sinhronizacijski signali so po navadi manj kritični, saj se spreminjajo 
z bistveno nižjimi frekvencami.  
4.4.2. Blok AXI_Fill 
Blok AXI_Fill je posrednik med procesorjem in programirljivo logiko, ki prenaša podatke iz 
programske kode v grafični pomnilnik. Komunikacija je enosmerna, sistem za tvorbo slike ne daje 
povratnih informacij programu. Blok je bil ustvarjen s pomočjo orodja za ustvarjanje periferije AXI, 
zato je večina kode v njem bila napisana že vnaprej. Blok vsebuje štiri registre nastavljive širine, 
v katere lahko procesor zapisuje podatke. Tri izmed teh registrov sem povezal z izhodi bloka, da 
sem lahko njihove vrednosti posredoval naprej. Določil sem jim primerno velikost in jih 
poimenoval; 
 xy je vrednost širine 17 bitov in določa, katero točko na zaslonu želimo spreminjati. 
Takšna širina zadostuje le ločljivosti 363 x 363 točk, a je zaradi omejitev pomnilnika 
programirljive logike to zadostno. Več o omejitvi pomnilnika je v poglavju 4.4.3. 
 rgb je 12 bitni zapis barve, ki jo želimo pripisati točki. Vsaka barva je zapisana s 
štirimi biti in lahko zaseda 16 različnih nivojev. Štirje najnižji biti izhoda predstavljajo 
modro, srednji zeleno in najvišji štirje rdečo barvo 
 write je vrednost širine enega bita in sporoča, da želimo v točko izbrano z xy zapisati 




Velikost registrov, na katere so spremenljivke vezane, je sicer večja kot so spremenljivke 
same. Logika upošteva le najnižje bite v vsakem in ostale zanemari. Tako bo na primer signal 
write pozitiven vedno, kadar je v njemu pripadajočem registru zapisano liho število, ki ima v 
binarnem zapisu v najnižjem bitu enko. 
4.4.3. Blok Block Memory Generator 
Block Memory Generator je del osnovnega nabora blokov v programu Vivado. Uporablja 
vgrajen blokovni pomnilnik programirljive logike in ga pretvori v bralno-pisalni pomnilnik (ang. 
Random Access Memory, RAM). Blok omogoča več načinov delovanja za različne potrebe, a v 
danem projektu je zadostoval način 2-kanalnega preprostega pomnilnika. V nastavitvah bloka 
sem nastavil, da pomnilnik vsebuje 129600 enot 12-bitnih vrednosti, kar omogoča, da ima 
shranjen 12 bitni zapis barve za vsako točko slike ločljivosti 360 x 360 točk. To je sicer manj kot 
ločljivost slike, ki jo plošča izrisuje na zaslon, a omejitev izhaja iz omejene količine blokovnega 
pomnilnika v programirljivi logiki plošče MiniZed. Ta namreč nosi le 1,8 megabitov blokovnega 
pomnilnika, tako da grafični pomnilnik zaseda 86,4% vseh možnih enot. Ločljivost bi lahko 
raztegnil na velikost 380 x 380 pri 96 % porabi pomnilnika, a sem se tekom razvoja odločil za 
nižjo številko, saj je razlika minimalna, število 360 pa zaradi velikega števila možnih celoštevilskih 
deliteljev omogoča preprostejše enakomerno razporejanje elementov po sliki. Prav tako tudi 
nekateri drugi bloki porabljajo majhno količino blokovnega pomnilnika, zato sem se raje odločil za 
večjo rezervo. Končni izdelek uporablja 88 % vseh možnih enot blokovnega pomnilnika. 
 
Slika 4.6: Poraba posameznih logičnih enot programirljive logike 
Na generatorju sem nastavil en kanal izključno za branje in drugega izključno za zapisovanje 
podatkov. Kanal za zapisovanje ima 4 vhode; 
 addra, 17 bitni naslov, ki kaže na mesto v pomnilniku 
 clka, vhod ure 
 dina, 12 bitni podatek, ki se zapiše na željen naslov 
 wea, ukaz za zapisovanje 
Če je vhod wea ob udarcu ure pozitiven, se bo na mesto v pomnilniku, ki ga narekuje vrednost 
addra zapisala vrednost na vhodu dina. Ker je signal ure povezan z istim signalom, ki nadzira 
horizontalni števec za izrisovanje slike, je možno pomnilnik posodabljati z enako hitrostjo kot se 
slika izrisuje. 





Kanal za branje deluje neodvisno od pisanja in ima le dva vhoda in en izhod; 
 clkb, vhod ure 
 addrb, vhod, 17 bitni naslov, ki kaže na mesto v pomnilniku 
 doutb, 12 bitni izhod 
Ob vsakem udarcu ure clkb se na izhod doutb preslika vrednost registra na naslovu addrb. Pri 
branju ni signala za izpis, pač pa se izhod osvežuje ne glede na to, ali uporabnik informacijo 
potrebuje ali ne. [24] 
4.4.4. Blok VGA 
Blok VGA je centralni gradnik grafičnega sistema. Skrbi za pravilne in pravočasne signale, ki 
jih zaslon lahko interpretira kot sliko. Prav tako sprejema podatke za zapisovanje točk in 
komunicira z blokom Block Memory Generator, ki ima shranjene podatke o izrisani sliki. Osnovno 
delovanje je povzeto po prosto dostopnem primeru na straneh podjetja DigiKey [25]. Blok ima 5 
vhodnih vrednosti; 
 clk, vhod signala ure  
 rgb, xy in write, izhodni podatki bloka AXI_Fill 
 b_rdata, podobno kot vrednost rgb, 12 bitni zapis barve, ki ga blok prebere iz izhoda 
doutb blokovnega pomnilnika 
in 9 izhodnih; 
 red, green, blue, so izhodni 4-bitni signali barv, ki so povezani na izhodne povezave 
MiniZed in preko delilnikov napetosti tvorijo analogne signale barv 
 hsync in vsync sta sinhronizacijska signala, povezana na izhodne povezave MiniZed 
 b_waddr, b_wea, b_wdata in b_raddr, izhodi, povezani z vhodi blokovnega 
pomnilnika 
Vhod clk je povezan z generatorjem signala ure v bloku ZYNQ7, ki znaša 100 MHz. Blok 
vsebuje delilnik, ki frekvenco zniža na 25 MHz, kar je dober približek zahtevane frekvence za 
dano ločljivost izrisane slike. Testi so pokazali, da to odstopanje ne ovira izrisa slike na nobenem 
izmed preizkušenih zaslonov. Koda bloka VGA ima v spremenljivkah shranjene podatke iz tabele 
4.1, na podlagi katerih nadzira signale. Vsebuje tudi dva števca, horizontalnega in vertikalnega. 
Na podlagi vhodnih podatkov je izračunana maksimalna vrednost vsakega števca, ki je enaka 
vsoti pripadajočega sprednjega in zadnjega praga, dolžine sinhronizacijskega pulza ter višine 
oziroma širine prikazane slike. Ob vsakem udarcu ure se horizontalni števec poveča za ena, 
razen, če je že na svoji maksimalni vrednosti. V tem primeru se postavi nazaj na 0 in obenem 
poveča vertikalni števec. Če je ob tem tudi vertikalni števec že na maksimalni vrednosti se bo tudi 
ta postavil nazaj na 0. Ob vsaki spremembi enega ali obeh števcev se izhodni signali prilagodijo 
novim vrednostim. Pulza sinhronizacije sta tipično na napetosti 3,3 volta, kadar pa je njima 
pripadajoč števec v območju sync pulse, kot je označeno na sliki 4.5, pa padeta na ničelno 






if(h_n > 139 and h_n < 500 and v_n > 59 and v_n < 420) then --Kadar smo znotraj 
360x360 območja risanja beremo iz bločnega spomina 
b_raddr <= std_logic_vector(to_unsigned(h_n+360*(v_n-60)-139, 17)); -- 
Naslov za branje naslednje točke 
 red <= pixel(11 downto 8); 
 green <= pixel(7 downto 4); 
 blue <= pixel(3 downto 0); 
elsif (h_n < width and v_n < height) then --Barva zaslona izven območja risanja 
     blue <= "0111"; 
 green <= "0111"; 
 red <= "0111"; 
else --Ne pošiljamo signala pri pragovih 
 blue <= (others => '0'); 
 green <= (others => '0'); 
 red <= (others => '0'); 
end if; 
 
Spremenljivka h_n predstavlja vrednost horizontalnega števca, v_n pa vertikalnega. Zaradi 
estetskih razlogov sem risalno polje, ki je manjše od ločljivosti zaslona, postavil v sredino zaslona. 
Pri danih ločljivostih je polje v sredini takrat, kadar je oddaljeno 140 točk od levega in desnega 
roba ter 60 točk od zgornjega in spodnjega. Prva vrstica kode preverja, ali oba števca kažeta na 
točko znotraj risalnega območja. Če to drži, bo logika nastavila naslov branja na primerno mesto 
v pomnilniku, ki drži podatke o barvi naslednje točke, ki bo izrisana na zaslon. Tu je pomembno 
poudariti, da mora logika brati vedno eno točko vnaprej, saj bo bločni pomnilnik do naslednjega 
udarca ure še vedno nosil vrednost prejšnjega naslova. To vrednost nosi spremenljivka pixel, ki 
jo razdeli med izhode treh barv. Kadar števca kažeta znotraj zaslona, ne pa znotraj risalnega 
polja, so vsi barvni izhodi nastavljeni na polovično vrednost, kar ustreza sivi barvi. Odtenek je bil 
izbran naključno, želel sem nevtralno barvo, ki ne bi bila moteča, a nisem želel črne, ker se ne bi 
videli robovi območja, v katerem je možno risati. Če je katerikoli izmed števcev v območju praga 
bo logika držala ničelno vrednost na vseh barvah. 
Poleg izrisovanja slike blok VGA deluje tudi kot posrednik med AXI_Fill in pomnilnikom. Ob 
vsakem udarcu ure se vrednosti xy in rgb bloka AXI_Fill prepišeta na izhod bloka VGA. Ob tem 
logika preveri, ali se je izhod write spremenil v primerjavi z vrednostjo prejšnjega signala. Če se 
je, se izhod b_wea postavi na 1 do naslednjega urinega signala. Blokovni pomnilnik to sprejme 
in zapiše vrednost. Ni važno, v katero smer se zgodi sprememba signala write. To sem naredil 
zato, da se procesorju ni potrebno ukvarjati z ponastavljanjem vrednosti registra v bloku AXI_Fill, 
preden bi zapisoval novo vrednost točke. 







Slika 4.7: Blok AXI_I2C_master 
I2C (ang. Inter-Integrated circuit) je protokol sinhrone komunikacije ki je zasnovan v glavnem 
za sporazumevanje med procesorskimi enotami in počasnejšimi perifernimi napravami, pogosto 
na istem vezju. Na razširitvenem vezju je uporabljen za komunikacijo med programirljivo logiko 
MiniZed in razdelivcem GPIO, ki spremlja stanja vseh tipk in stikal na plošči ter nadzira delovanje 
svetlečih diod. I2C za komunikacijo potrebuje le dve povezavi, brez GPIO razdelivca pa bi jih za 
nadzor vseh tipk in svetlečih diod potreboval 16. 
4.5.1. Standard I2C 
Pravila I2C je zasnovalo podjetje Philips Semiconductor leta 1982. Razvoj standarda skozi leta 
je premaknil največjo možno hitrost komunikacije iz 100 kbit na 5Mbit. Zadnja posodobitev je 
prišla leta 2014. Tukaj so opisani samo deli standarda, ki so pomembni za delovanje razširitvene 
plošče. 
Komunikacija teče preko dveh linij, ki sta tipično označeni z oznakami SDA in SCL. Nanje je 
lahko priklopljeno poljubno število naprav. Vsaka naprava ima pripisano 7-mestno binarno število, 
ki predstavlja njen naslov. Pri komunikaciji med dvema napravama je vedno ena nadrejena (ang. 
Master), po navadi gre za mikroprocesor, in ena podrejena (ang. Slave). Nadrejena naprava v 
začetku prenosa sporoči naslov podrejene naprave, s katero želi komunicirati. Linija SCL nosi 
pravokotni signal ure, ki ga oddaja nadrejena naprava in narekuje hitrost komunikacije. Večina 
naprav podpira frekvence ure med 100 in 400 kHz, a standard omogoča uporabo poljubne 
frekvence vse do 5 MHz. Frekvenca ure določa hitrost prenosa podatkov, saj lahko ob vsakem 
signalu ure prenesemo največ 1 bit informacije. Linija SDL je tista, ki prenaša informacije. Za 
uspešno komunikacijo je obvezno, da sta napravi ozemljeni v skupni točki. Obe liniji morata biti 
preko uporov vrednosti 10 kΩ povezani z napajalno linijo, ki nosi napetost bodisi 3,3 V ali 5 V. To 
omogoča preprostejšo izvedbo naprav, saj morajo te za pošiljanje signalov liniji samo izmenično 
sklapljati z zemljo. Liniji obe nosita logično enico (1), če pa ju katerakoli naprava sklene z zemljo 
pa nosita logično ničlo (0). 
Prenos se začne tako, da nadrejena naprava med tem, ko je vrednost na SCL enaka 1, 
potegne vrednost SDL na 0. To imenujemo START pogoj. Temu sledi 8 bitov, ki povedo, katero 
napravo  nadrejena naprava naslavlja. Podatki se pošiljajo preko linije SDL, prejemniki podatke 
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berejo, kadar je vrednost SCL na 1. Nadrejena naprava mora podatek na SDL pripraviti, kadar je 
SCL enak 0. Med prenosom podatkov velja, da kadar je vrednost na SCL enaka 1, se vrednost 
na SDL ne sme spreminjati. Nadrejena naprava pošlje 7 bitov naslova ter dodatni, smerni bit , ki 
označuje smer toka podatkov. 1 pomeni, da nadrejena naprava podrejeni želi pošiljati podatke, 0 
pa pomeni, da želi podatke prejeti. Po poslanem osmem bitu nadrejena naprava postavi vrednost 
na SDL na 1, podrejena naprava pa mora tedaj SDL povleči na 0. To je potrditveni signal, ki 
nadrejeni napravi sporoči, da je naslovljena naprava sprejela poslan naslov in dodatni bit. Sledi 
pošiljanje podatkov, ki se pošilja na enak način kot naslov. Ali bo podatke pošiljala podrejena ali 
nadrejena naprava določa smerni bit. Linijo SCL vedno nadzoruje nadrejena naprava. Podatki se 
pošiljajo v skupinah po 8 bitov, čemur sledi potrditev prejemnika podatkov. To je lahko ponavlja 
poljubno dolgo. Ko nadrejena naprava želi ustaviti komunikacijo, mora poslati signal STOP. To 
naredi tako, da po potrditvi zadrži vrednost na SCL na 1 ter premakne SDL iz 0 na 1. Če želimo 
tekom komunikacije spremeniti smer toka podatkov mora nadrejena naprava po potrditvenem 
signalu poslati ponovni START signal, čemur sledi naslov podrejene naprave s smernim bitom. 
[26] 
 
Slika 4.8: Grafični prikaz prenosa I2C brez spremembe smeri toka podatkov [26] 
 
4.5.2. TCA9535 
Edina naprava na razširitvenem vezju, ki komunicira preko I2C protokola je razdelivec GPIO 
TCA9535 podjetja Texas Instruments. Podpira frekvence ure SCL do 400 kHz. Deluje kot 
podrejena naprava z deloma nastavljivim naslovom. Zadnji trije biti naslova so nastavljivi preko 
treh povezovalnih nožic na čipu, ki jih lahko priklopimo na napajalno linijo za 1 ali na ničelno 
napetost za 0.  To omogoča uporabo več identičnih komponent na enem vezju. V primeru 
razširitvene plošče so vse nožice vezane na ničelno napetost, zato je naslov čipa 0100000. 
Naprava ima 16 izhodno-vhodnih povezav, njihovo stanje je zapisano v dveh 8-bitnih 
nastavitvenih registrih, ki nadzorujejo, ali se povezave obnašajo vhod ali izhod. Če je povezava 
nastavljena kot izhodna, bo logično enko ali ničlo preslikala iz pripadajočega izhodnega registra. 
Prav tako ima naprava obračalna registra, ki nadzorujeta, ali je vrednost na povezavi negirana. 
To deluje pri pisanju in branju in pomeni, da se visoka napetost na nožici preslika v logično ničlo, 
nizka pa v enko. Zaradi večjega števila registrov ima naprava posebna pravila za komunikacijo 
preko I2C. Vsakič, ko napravo pokličemo z njenim naslovom moramo to začeti s smernim bitom 
nastavljenim na '0', kar pomeni da nadrejena naprava pošlje podatke. Naslednjih 8 bitov podatkov 
mora vsebovati ukaz, ki pove, kateri register v napravi želimo dostopati. Registri, ki nadzorujejo 
nožice P00-P07 so označeni z 0, registri za P10-P17 pa z 1; 





Binarna koda ukaza Ukaz Stanje ob zagonu naprave 
0000 0000 Branje vhodov 0 / 
0000 0001 Branje vhodov 1 / 
0000 0010 Branje/Pisanje izhodnega 
registra 0 
1111 1111 
0000 0011 Branje/Pisanje izhodnega 
registra 1 
1111 1111 
0000 0100 Branje/Pisanje obračalnega 
registra 0 
0000 0000 
0000 0101 Branje/Pisanje obračalnega 
registra 1 
0000 0000 
0000 0110 Branje/Pisanje 
nastavitvenega registra 0 
1111 1111 
0000 0111 Branje/Pisanje 
nastavitvenega registra 1 
1111 1111 
Tabela 4.2: Ukazi TCA9535 za dostop do raznih registrov 
Po zagonu, preden TCA9535 prejme prvi ukaz, so vse izhodno-vhodne enote nastavljene kot 
izhodi z visoko impedanco. Ko naprava sprejme enega izmed ukazov, navedenega v tabeli 4.2, 
lahko nadrejena naprava v izbrani register piše, ali pa prebere njegovo vrednost, razen če je bil 
poslan ukaz za branje vhodov, potem je branje obvezno. V primeru pisanja lahko nadrejena 
naprava po prejetju potrditvenega signala samo nadaljuje s pošiljanjem naslednjih 8 bitov 
podatkov, ki se zapišejo v izbran register. Če pa želimo register prebrati, pa mora nadrejena 
naprava ponovno poslati signal START, ki mu sledi naslov naprave, tokrat s smernim bitom 
nastavljenim na '1', kar pomeni branje. TCA9535 bo nato poslal vrednost izbranega registra. 
Če po pošiljanju izbranega registra naprava prejme potrditev sprejetja od nadrejene naprave 
in ta ne sproži signala STOP, bo TCA9535 poslal še vrednost drugega registra v izbranem paru; 
Če na primer beremo podatke v nastavitvenem registru 1, bo sledečih 8 bitov poslanih podatkov 
odgovarjalo stanju nastavitvenega registra 0. Tako bo TCA9535 pošiljal vrednost dveh registrov 
izmenično vse do prekinitve iz strani nadrejene naprave. Pri pisanju v registre je obnašanje 
podobno, le da bo v tem primeru podatke zapisoval izmenično v oba registra. 
4.5.3. Blok AXI_I2C_master 
Vsa koda za nadzor komunikacije I2C je združena v en blok na shemi. Ima le dve vhodno-
izhodni povezavi, ki sta povezani neposredno na SDA in SCL linije razširitvene plošče. Podobno 
kot blok AXI_Fill je tudi ta ustvarjen s pomočjo orodja za ustvarjanje AXI periferije. Medtem ko so 
v AXI_Fill vnesene le majhne spremembe v obstoječo kodo, je tukaj dodane bistveno več. Za 
zapisovanje podatkov sem uporabil dva registra AXI vmesnika, en je z 9 biti vezan na signal rgb. 
Ta nosi barvo večbarvne diode, ki jo želimo doseči. Barva je zapisana na enak način kot so 
zapisane barve točk na zaslonu. Drug register je s štirimi biti povezan na vrednost leds, ki nosi 
informacijo, katere bele diode želimo imeti prižgane. 
Koda za nadzor signalov SDA in SCL je prekopirana iz javne prosto dostopne datoteke 
I2C_master na strani proizvajalca DigiKey. [27] Prenešena koda sestavlja blok, ki pričakuje vnos 
informacij o naslovu podrejene naprave in podatkih za pošiljanje, omogoča pa branje zadnjih 
prejetih 8 bitov informacij. Vse vhodne informacije kode sem pretvoril v notranje signale, saj sem 
želel nadzor združiti v en blok.  
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Nastavitvi za naslov ciljne naprave in frekvenco ure na SCL liniji sem nastavil s konstantama, 
ki programu nista dostopni in ju ne moremo spreminjati med delovanjem. Koda vsebuje funkcijo, 
ki ciklično pošilja ukaze I2C avtomatu, da komunicira s TCA9535. Ukazi si sledijo v zaporedju; 
1. Pisanje v nastavitveni register 0. Zapiše se vrednost '1000 0000', ki nastavi priključke 
P00 – P06, da delujejo kot izhodi. Te priključki nadzirajo svetleče diode. 
2. Pisanje v izhodni register 0. Vrednost je odvisna od vhodnih vrednosti leds in rgb. 
Vrednosti za nadzor belih svetlečih diod so obrnjene, ker bela dioda sveti, kadar je na 
njenem vhodu napetost enaka 0. Vrednosti za večbarvno diodo se na podlagi 
vrednosti rgb preračunajo ob koncu vsakega cikla ukazov 
3. Branje vhodnega registra 0. Edini relevanten podatek iz tega branja je najvišji bit, saj 
nosi podatek stanja stikala S1, saj ostali ustrezajo vrednosti svetlečih diod. 
4. Branje vhodnega registra 1, ki nosi informacije o stanju preostalih sedmih stikal in tipk. 
Vrednost branja se zapisuje na register, dostopen preko vodila AXI, ki ga lahko program na 
procesorja bere ob  poljubnih časih. Prvega koraka praviloma ne bi bilo potrebno ponavljati, saj 
bi vrednost nastavitvenega registra 0 ostajala enaka tekom delovanja tudi brez tega ukaza. Ukaz 
ni ločen od ostalih, ker bi to nekoliko otežilo izvedbo, prav tako pa ponavljanje ukaza omogoča, 
da lahko uporabnik med delovanjem MiniZed razširitveno ploščo vklopi in bo ta delovala pravilno, 
brez da bi bilo potrebno ponovno zaganjanje programa. 
Vrednosti za nadzor večbarvne svetleče diode preračunajo po zadnjem koraku cikla. Za 
določanje svetlosti posamezne barve se uporablja pulzno širinska modulacija, ki prižiga in ugaša 
diodo v dovolj hitrih intervalih, da je videti, kot da sveti z omejeno močjo. Da lahko logika 
zagotavlja pravilne intervale prižiganja in ugašanja je pomembno, da se računanje izvaja sinhrono 
s ciklom. Logika vsebuje 4-bitni števec, ki šteje do 15, nato pa se prelije na 0. Vsaka barva diode 
v vrednosti rgb je zapisana s 4-bitno vrednostjo, ki jo lahko primerjamo s števcem. Če je dana 
vrednost večja od števca bo ustrezna barva tisti cikel prižgana, sicer bo ugasnjena. Cikli se 
ponavljajo z dovolj veliko frekvenco, da utripanje ni vidno. 
4.6. Zvok 
 
Slika 4.9.: Bloka, ki skrbita za ustvarjanje zvočnega signala 
Signal, s katerim nadziramo zvočnik ali slušalke na razširitvenem vezju je digitalne narave, kar 
pomeni, da nosi napetost 0 ali 3,3 V. Da ustvarimo čim čistejši ton, je potrebno signal nadzirati 
tako, da se čim bolj približano sinusnemu signalu. 





4.6.1. Sinusna pulzno-širinska modulacija 
Najpreprostejši približek sinusnemu signalu neke frekvence je kar kvadratni signal iste 
frekvence. Takšen signal poleg osnovne nosi tudi višje harmonske frekvence, ki zvok popačijo in 
ga lahko naredijo manj prijetnega za uporabnika 
 
Slika 4.10: Kvadratni val z nekaj približki, ki so kombinacija njegovih najnižjih harmonskih 
frekvenc [28] 
V izogib temu logika razširitvene plošče uporablja sinusno pulzno širinsko modulacijo, da 
ustvari signal, ki je bistveno boljši približek pravega sinusnega signala. Za to je potrebno 
preklapljanje signala z bistveno večjo frekvenco, kot jo ima predvajan zvok, a to za izjemno hitro 
programirljivo logiko ne predstavlja težav. Nizko pasovno sito na razširitveni plošči dodatno 
zaduši visoke frekvence, ki kljub izboljšavi ostanejo v signalu. 
Metoda za delovanje potrebuje dve računanje dveh funkcij; Funkcije sinus, ki je takšne 
frekvence, kot želimo da jo ima izhodni signal, ter funkcije žage, katere frekvenca mora biti vsaj 
za red velikosti večja od frekvence izhodnega signala. Amplituda žagaste funkcije mora vedno 
presegati maksimalno amplitudo sinusne. Vrednosti obeh funkcij primerjamo po velikosti. Če v 
danem trenutku vrednost funkcije sinus presega vrednost žage je izhod vklopljen, sicer pa je 
izklopljen. To ustvari impulze različnih širin in gostote, ki v povprečju dosegajo napetostni nivo, 




Slika 4.11: Sinusna pulzno širinska modulacija, kot jo izvaja logika 
 
4.6.2. Blok AXI GPIO 
Blok AXI GPIO je med naborom osnovnih blokov v programu Vivado. Funkcionalnost je 
podobna kot pri AXI_Fill bloku, torej procesor lahko preko protokola AXI zapisuje vrednosti v 
registre, do katerih lahko dostopajo drugi bloki. Predelava kode za to ni potrebna, saj ima blok 
uporabniški vmesnik, ki omogoča nastavitev izhodov in vhodov. 






Slika 4.12: Uporabniški vmesnik bloka AXI GPIO 
Blok ima dva izhoda. Prvi je 13-bitna vrednost, ki nosi frekvenco zvoka, ki ga želimo predvajati, 
Vrednost je v hercih, kar pomeni da je najvišja možna frekvenca 8191 Hz. Drugi je 7-bitno število, 
ki določa jakost zvoka. Oba vodita v blok SoundPlayer, ki tvori zvočni signal na podlagi njunih 
vrednosti. 
4.6.3. Blok SoundPlayer 
Za razliko od ostalih blokov v projektu SoundPlayer ni osnovan na že obstoječem bloku, pač 
pa sem ga spisal sam. Ima tri vhode in en izhod; 
 clk, vhod signala ure 
 frequency, vhod za določanje frekvence predvajanega tona 
 vol_in, vhod za določanje jakosti predvajanega zvoka, manjše število pomeni večjo 
jakost 
 sound_out, izhod, ki pošilja generiran signal na tranzistor na razširitveni plošči 
Vhoda frequency in vol_in sta vezana na blok AXI_GPIO, clk je vezan na vir signala ure. 
Uporabil sem isti vir, kot je uporabljen za VGA. 
Blok uporablja sinusno pulzno širinsko modulacijo za ustvarjanje izhodnega signala. 
Programirljiva logika sama nima namenskih enot, ki bi vračale natančne vrednosti kotnih funkcij, 
sprotno računanje teh pa bi zahtevalo uporabe številnih logičnih enot, zato sem s pomočjo 
preprostega programa v jeziku Python izpisal vrednosti prve četrtine funkcije sinus v 1024 korakih. 
Teh 1024 vrednosti sem shranil v tabelo vrednosti v kodi VHDL. Da sem se izognil operiranju z 
decimalnimi števili so vrednosti v tabeli pomnožene z številom 32768 in zakrožene na cela števila. 
Blok vsebuje dva števca. Prvi je števec signala žage. Ta ohranja konstantno frekvenco, ki znaša 
približno 49 kHz. Števcu se ob vsakem udarcu ure prišteje vsota števila 127 in vhodne vrednosti 
vol_in. Po določenem številu udarcev ure se števec ponastavi na 0. Vrednost tega števca na 
grafu izgleda kot žagast signal s frekvenco 49 kHz in amplitudo odvisno od željene glasnosti, kjer 
večja amplituda pomeni nižjo glasnost. 
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Drugi števec je 34-bitni, a ta namesto konstantne frekvence ohranja konstantno amplitudo. Ta 
se poveča ob vsakem udarcu ure za takšno število, da doseže maksimalno vrednost in se 
posledično prelije tolikokrat na sekundo, kot je vrednost vhodnega signala frequency. Ta števec 
bi na grafu prav tako izgledal kot žagasta funkcija. A ker se njegova frekvenca ujema s frekvenco 
željenega izhoda ga sledeča koda spremeni v signal funkcije sinus; 
            index := to_integer(count(33 downto 22)); 
            case index is 
                when 0 to 1023 => 
                    sine := sinTable(index) + 32767; 
                when 1024 to 2047 => 
                    sine := sinTable(2048 - index) + 32767; 
                when 2048 to 3071 => 
                    sine :=  32767 - sinTable(index - 2048); 
                when 3072 to 4096 => 
                    sine :=  32767 - sinTable(4096 - index); 
            end case; 
 
count je 34-bitni števec, sinTable je 1024-mestna tabela vrednosti prve četrtine funkcije sinus, 
pomnožene s 32768, sine pa je vrednost izhoda, ki ga koda ustvarja. V prvi vrstici sem števec, ki 
šteje do števil reda velikosti 1012, pretvoril v števec z isto frekvenco obračanja, ki šteje le od 0 do 
4095, tako da sem gledal le 12 najvišjih bitov števca count. Na novo pridobljen števec sem razdelil 
na štiri dele in ga uporabil, da sem drsel po tabeli funkcije sinus. Izhodna funkcija ima prišteto 
konstanto 32767, tako da se giblje med 0 in 65534. V prvi četrtini koda drsi po tabeli navzgor in 
vrednost sešteva s konstanto, v drugi pa koda drsi po tabeli nazaj, da se izriše zrcaljena slika 
prve. Tretja in četrta četrtina sledita enakemu zaporedju, le da je vrednost iz tabele sedaj 
negirana. Tako dobljena funkcija sinus predstavlja vrednost, ki jo želimo preslikati na izhod. Da 
sem ustvaril izhodni signal sem funkcijo sinus primerjal z žagasto funkcijo prvega števca. Če je 
žaga večja od sinusa je izhodni signal enak 0, sicer je 1. To se na izhodu MiniZed preslika v 
napetostna nivoja 0 in 3,3 V. Amplituda signala žage je večja čim večja je vrednost vhodnega 
signala vol_in. Iz tega sledi, da bo ob večji vrednosti žaga več časa večja od sinusa in bo v 






















5. Predstavitveni program 
Predstavitveni program teče na procesorju plošče MiniZed. Napisan je v programskem jeziku 
C v programskem okolju Xilinx Software Development Kit, ki je priloženo h programu Vivado. 
Glavni namena programa sta testiranje pravilnega delovanja strojne opreme in predstavitev vseh 
funkcij, ki jih razširitvena plošča ponuja. Uporabnik lahko ob pregledu programa ali njegove kode 
presodi, česa je naprava zmožna in ali ustreza njegovim ciljem. 
5.1. Delovanje 
5.1.1. Registri 
Koda VHDL je zasnovana tako, da je znanje programskega jezika C in programiranja na 
splošno, ki je potrebno za upravljanje s ploščo, minimalno. Ker vsa komunikacija teče preko 
registrov v blokih AXI sta za vso komunikacijo s ploščo potrebna le dva ukaza, Xil_Out za pisanje 
informacij  v registre in Xil_In za branje iz njih. Funkcija Xil_out zahteva dva vhodna argumenta 
in sicer naslov, kamor zapisujemo podatke ter podatke same v obliki celega števila. Xil_In zahteva 
le naslov. Naslovi so shranjeni v datoteki xparameters.h, ki jo Vivado ustvari samodejno. Vsega 
skupaj ima program na voljo 7 registrov za pisanje in enega za branje; 
Slika: 
 Naslov točke, v katero zapisujemo barvo, 17 bitov 
 Barva točke, 12 bitov 
 Signal za zapis, 1 bit 
Zvok: 
 Frekvenca predvajanega tona, 13 bitov 
 Glasnost predvajanega tona, 7 bitov 
Stikala in svetleče diode: 
 Barva večbarvne diode, 9 bitov 
 Nadzor belih diod, 4 biti 
 Stanje stikal, register, namenjen branju, 9 bitov 
Vsi registri v logiki so veliki 32 bitov, zato je v kodi pogosto uporabljen ukaz Xil_Out32. Biti, ki 
presegajo velikost vrednosti v registrih so zanemarjeni. 
5.1.2. Risanje 
Moderne računalniške grafične enote imajo širok nabor funkcij za izrisovanje na zaslon in 
lahko na podlagi preprostih ukazov procesorja izrisujejo kompleksne slike. Grafična enota 
razširitvene plošče razume samo ukaz za barvanje posamezne točke na zaslonu. Za barvanje 
večjih področij in pisanje simbolov sem v program dodal štiri funkcije, ki logiki pošljejo več ukazov 
naenkrat.  





Funkcija drawRect na podani koordinati merjeno v točkah od zgornjega levega konca 
risalnega polja nariše pravokotnik izbrane barve, širine in višine. Če želim počistiti celotno risalno 
polje lahko funkciji podam željeno barvo ozadja, ničelne koordinate in podam širino in višino 360. 
drawArray je funkcija, ki sprejme dvodimenzionalno tabelo poljubne višine in širine, ki vsebuje 
številske vrednosti med 0 in 4095. Sprejme pet argumentov, ki vsebujejo tabelo, pozicijo in 
velikost tabele za izris. Tabele morajo biti ročno vnesene v programsko kodo.  
Ker sem želel na zaslon izpisovati tudi besedilo in številske vrednosti sem potreboval funkcijo 
za izpisovanje simbolov. Na podlagi drawArray sem naredil funkcijo writeSymbol, ki sprejme 
tabelo fiksne širine 10 mest in višine 17 mest, in jo izriše na željenem mestu na zaslonu. Tabela 
mora vsebovati le ničle in enice.  Funkcija sprejme tudi argumenta barve simbola in barve ozadja. 
Na podlagi tabele izriše simbol v okence širine 10 in višine 17, kjer za enice uporabi barvo 
simbola, za ničle pa barvo ozadja. V programsko kodo sem ročno vpisal tabele za vse številke in 
velike tiskane črke angleške abecede. 
 
 
Slika 5.1.: Tabela za izris črke A 
Da sem si še dodatno olajšal ustvarjanja menijev sem sestavil funkcijo writeWord, ki sprejme 
niz črk in ga izpiše na zaslon na željeno mesto. Tabele simbolov sem združil v skupno tabelo, 
tako da je vsak simbol v tabeli imel svoj indeks. Simboli v programskem jeziku C so shranjeni kot 
številke. Katera številka predstavlja kateri simbol narekuje tabela ASCII [29]. Funkcija preslika ta 
števila v indekse, ki se ujemajo z ustreznim simbolom v skupni tabeli. Funkcija s pomočjo te 
preslikave in skupne tabele kliče funkcijo writeSymbol in izrisuje ustrezne znake. Za lažje delo 
sem dodal še simbol presledka, kar je tabela s samimi ničlami. Funkcija neznane simbole 
preprosto preskoči. 
5.2. Sestava programa 
Program se zažene v glavni meni, v katerem so z modrim besedilom označene štiri možne 
izbire podprogramov. Vso besedilo programa je v angleškem jeziku, da je predstavitveni program 
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uporaben za širšo publiko. Uporabnik po meniju drsi s spodnjo in zgornjo tipko na razširitveni 
plošči, srednja tipka pa je ukaz za vstop v izbran podprogram. Trenutna izbira je vidna tako, da 
je ozadje besedila belo. Trije podprogrami so narejeni tako, da vsak predstavi eno funkcijo vezja, 
zadnji podprogram pa je preprosta igrica, ki združuje uporabo celotne razširitvene plošče z izjemo 
večbarvne diode. Predstavljene funkcije so večbarvna svetleča dioda, bele svetleče diode ter 
zvok. Program nima posebne predstavitve za izris slike ter za uporabo tipk in stikal, saj so te v 
uporabi pri ostalih predstavitvenih podprogramih. 
 
Slika 5.2.: Program ob zagonu 
5.2.1. RGB LED 
Prvi podprogram je namenjen nadzoru večbarvne diode. Program izriše tri stolpce, nad 
katerimi piše, kateri barvi pripada, pod njim pa številke, ki so ob zagonu programa enake nič. 
Uporabnik lahko z levo in desno tipko izbira med njimi, izbira je vidna tako, da ima številka pod 
izbranim stolpcem belo ozadje. Na voljo je tudi četrta izbira, BACK, ki je namenjena izhodu iz 
podprograma. Kadar je izbran eden izmed stolpcev lahko uporabnik s zgornjo  in spodnjo 
vrednost stolpca povečuje ali znižuje. Vsak pritisk ustreza povečanju ali zmanjšanju vrednosti za 
1. Stolpec nad izbranim številom se bo deloma obarval z odgovarjajočo barvo. Obarva se od 
spodaj navzgor, višina barve odgovarja številki v stolpcu. Kadar je nastavljena številka 7 je 
obarvan celoten stolpec. Števila v stolpcu se preslikajo v register za nadzor večbarvne diode 
preko enačbe 
𝑟𝑔𝑏 = 𝑟𝑑𝑒č𝑎 ∗ 64 + 𝑧𝑒𝑙𝑒𝑛𝑎 ∗ 8 + 𝑚𝑜𝑑𝑟𝑎 
Jakost izhodne svetlobe izbrane barve je linearno povezana z vrednostjo stolpca. Uporabnik 
se lahko vrne v glavni meni tako, da izbere besedo BACK in pritisne srednjo tipko. Ob izstopu iz 
podprograma se večbarvna dioda ne bo izklopila, pač pa si tako program kot logika zapomnita 
njeno vrednost. 






Slika 5.3.: Nadzor večbarvne diode 
5.2.2. WHITE LEDS 
Podprogram WHITE LEDS nima funkcije izbiranja, pač pa ga uporabnik nadzoruje preko štirih 
stikal na razširitveni plošči. Prikazani so štirje sivi ali beli kvadrati nad katerimi je ime svetleče 
diode, ki jo nadzoruje. Program prikazuje trenutno stanje stikal. Vsako stikalo nadzoruje eno 
diodo, kjer se razporeditev diod, kvadratkov in stikal ujema (najbolj levo stikalo nadzira najbolj 
levo svetlečo diodo, ki je na zaslonu prikazana z najbolj levim kvadratkom). Če je stikalo v 
sklenjenem položaju je pripadajoča dioda prižgana in kvadrat in besedilo nad njim se obarvata z 
belo barvo. Če stikalo izklopimo, se obarvata sivo in dioda se izklopi. Uporabnik se v glavni meni 
vrne s pritiskom na sredinsko tipko. Tako kot večbarvna dioda bodo tudi bele svetleče diode ostale 
prižgane po izhodu iz podprograma. Premikanje stikal ne bo več vplivalo na njihovo stanje. 
 





Slika 5.5.: Podprogram za nadzor zvoka. Izbrana je peta tipka 
Podprogram SOUND je namenjen predstavitvi delovanja zvočnega sistema razširitvene 
plošče. Ima dve nastavitvi, VOLUME in FREQ ter dvanajst navideznih tipk z predvajanje zvoka, 
ki spominjajo eno oktavo klavirske tipkovnice. Uporabnik lahko s levo in desno tipko izbira med 
posameznimi števkami in jih povečuje ali zmanjšuje z zgornjo ali spodnjo tipko. Številka ob 
VOLUME nadzira glasnost izhodnega zvoka in lahko zaseda vrednosti med 0 in 100, kjer 100 
pomeni najglasnejši zvok, 0 pa najtišji. Pomembno je izpostaviti, da tudi pri 0 zvok ni popolnoma 
neslišen. Številka ob FREQ določa frekvenco predvajanega zvoka, ko bo uporabnik pritisnil na 
najbolj levo navidezno tipko. Nastavitev lahko zaseda vrednosti med 0 in 4000. Ob zagonu je 
nastavljena na frekvenco 440Hz, kar se ujema s glasbenim tonom A4. Uporabnik lahko z desno 
tipko izbiro premakne na navidezne tipke. Kadar je izbrana ena izmed navideznih tipk, je ta 
obarvana belo. Ob pritisku srednje tipke na razširitveni plošči bo program v registre v logiki zapisal 
primerno frekvenco in jakost, posledično pa bo zvok predvajan na zvočniku ali slušalkah. Ko 
uporabnik tipko spusti se bo v register za frekvenco zapisala vrednost 0 in zvok se bo nehal 
predvajati. 
Frekvenca posamezne tipke je določena z enačbo 
𝑓 = 𝑓0 ∗ 2
𝑛−1
12  
Kjer je 𝑓 izhodna frekvenca, 𝑓0 bazna frekvenca, nastavljena za najbolj levo tipko, 𝑛 pa številka 
tipke, šteto od leve proti desni. Tej enačbi sledijo osnovne frekvence sosednjih tipk na idealnem 
klavirju [30]. Tu je tudi razlog za omejitev maksimalne vrednosti bazne frekvence. Kadar je bazna 
frekvenca nastavljena na 4000Hz bo najbolj desna tipka predvajala frekvenco 7551Hz, kar je le 
malo pod največjim možnim številom v 13-bitnem zapisu. 
Če uporabnik premakne izbiro do konca na ukaz BACK se bo s pritiskom na srednjo tipko vrnil 
v glavni meni. 







Slika 5.6.: Igra med potekom 
Zadnji podprogram je preprosta igrica. Igralec s tipkami upravlja gibanje rakete, ki se giblje 
skozi polje asteroidov. Cilj igre je, da se igralec čim dlje izogiba trku z asteroidom. Raketa se 
lahko giblje v vse smeri, a se ne more premakniti izven igralnega polja. Asteroidi se pomikajo 
navzdol. Na desni strani igralnega polja sta dva števca, SPD in SCR. SPD določa hitrost, s katero 
igra teče. Njegovo vrednost uporabnik nastavlja s stikali, kjer vsako sklenjeno stikalo številu 
prišteje 1. Zaporedje ni pomembno, SPD se tako giblje med 1 in 5. Za vsako sklenjeno stikalo se 
prižge ena bela dioda, prižigajo se od leve proti desni ne glede na to, katera stikala so sklenjena, 
pomembno je le število. SCR števec šteje točke. Ta se poveča vsakič, ko asteroid doseže dno 
zaslona. Vsakič, ko se SCR števec poveča bo program na zvočniku predvajal kratek pisk. Ko se 
igralec z raketo dotakne kateregakoli asteroida, se igra konča. Na sredini zaslona se pojavi belo 
polje z napisom GAME OVER. Po eni sekundi se program vrne v glavni meni. 
Ko se igra zažene se izriše igralno polje in postavijo začetne vrednosti spremenljivk. Na sredini 
igralnega polja je števec, ki začne na 5 in odšteva vsako sekundo. Ko doseže nič izgine in 
podprogram preide v glavno zanko – kodo, ki se izvaja ciklično dokler se igra ne zaključi. Ta koda 
zaporedno izvaja naslednje operacije; 
 Prilagajanje števcev SCR in SPD morebitnim novim vrednostim 
 Premik vseh obstoječih asteroidov za eno točko navzdol, ob tem program tudi preveri 
za vsak asteroid, ali se dotika rakete in ali je prišel do konca polja in izvede primerno 
operacijo – v primeru dotika zaključi igro, če pride asteroid do dna, poveča števec 
SCR 
 Risanje rakete na morebitni novi lokaciji 
 Tvorjenje novih asteroidov; program vsak cikel preveri, če je na polju manj kot 16 
asteroidov, če to drži bo program proizvedel naključno število med 1 in 50. Če je enako 
1 bo ustvaril nov asteroid naključne velikosti na vrhu igralnega polja. Vsak cikel ima 
tako 2% verjetnost, da bo ustvaril nov asteroid. 
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 Predvajanje zvoka, če je v drugem koraku kakšen izmed asteroidov prečkal rob 
spodnji rob igralnega polja 
 Pregled trenutno pritisnjenih stikal in tipk 
 Pavza 
Končni korak določa hitrost, s katero igra teče, sicer bi se cikli odvijali s takšno hitrostjo, da 
uporabnik ne bi uspel odreagirati. Ostali deli cikla porabijo nekaj časa za izvedbo, a je ta čas 
manjši od trajanja pavze. Pavza je v osnovi nastavljena na 30 milisekund ampak ta vrednost je 























6. Izpuščene funkcije 
6.1. Načrtovane funkcije 
Začetna zasnova razširitvene plošče se je nekoliko razlikovala od končne izvedbe, tekom 
projekta sem določene ideje zavrgel in jih zamenjal z novimi. Nekatere izmed naštetih funkcij bi 
bilo možno dodati v kot nadaljnje nadgradnje na vezju. 
6.1.1. Smerne tipke 
Razporeditev tipk v obliki, ki je intuitivna za uporabo za navigacijo po menijih ali 
dvodimenzionalnem polju je bila v načrtovana že od začetka projekta. Prva želja je bila uporabiti 
modul NAVIKITTH09WL proizvajalca Mec. [31]. Vsebuje 4 smerne tipke in srednjo potrditveno 
tipko, ki so poslikane in udobne za pritiskanje. Ob zasnovi prvega prototipa se je izkazalo, da so 
tipke prevelike in bi zelo otežile polaganje in povezovanje ostalih komponent na plošči, zato sem 
jih opustil. 
 
Slika 6.1.: Smerne tipke NAVIKITTH09WL [31] 
Naslednja izbira je bila JS 5208 smerna ročica proizvajalca E-Switch [32]. Ta omogoča 
navigacijo preko nagibanja palčice. Na stikalo je možno pritisniti kadar je v nevtralnem položaju. 
Prvi prototip je bil izdelan s to komponento. Ob prvih testih se je izkazala za nekoliko nerodno, 
prav tako pa je nemogoče pritisniti več kot dve stikali naenkrat, kar  je močno zmanjša uporabnost 
plošče za projekte, ki bi tipke uporabljali za druge namene, kot je navigacija.  
 
Slika 6.2.: JS5208 ročica [32] 





Nadaljnji prototipi so bili od takrat naprej opremljenimi s tipkami, kot so vidna na zadnji verziji 
plošče. 
6.1.2. Dodatni priklopi GPIO 
V začetku ni bilo jasno določeno, koliko priklopov bo zasedal VGA in koliko stikala. Načrt je 
bil, da bi se preostali priklopi na plošči povezali s priklopom, na katerega bi lahko uporabnik 
povezal poljubne dodatne naprave. Med izdelavo se je izkazalo, da bo število priklopov občutno 
premajhno in da bo potrebno dodati še razširitveni vezje GPIO. Na končni verziji projekta je 
prostih 5 povezav na MiniZed, a dve od tega sta povezani z dvobarvno diodo na plošči in bi ob 
njuni uporabi utripala, kar bi lahko bilo moteče. Priklopa za samo tri povezave se mi ni zdelo 
smiselno dodajati. 
6.1.3. Višja ločljivost zaslona in risalnega polja 
Ločljivost polja, v katerega je možno risati je omejeno s številom in velikostjo pomnilniških 
enot, ki so na voljo v programirljivi logiki. Ločljivost bi lahko povečali, če bi zmanjšali število bitov, 
s katerimi je zapisana barva posamezne točke, a izguba barv se ni zdela vredna zavoljo večjega 
polja. Na plošči pa obstaja pomnilniški prostor ki ima dovolj veliko hitrost in kapaciteto, da bi lahko 
služil kot grafični pomnilnik. Gre za DDR3 brisalno-pisalni pomnilnik procesorja. MiniZed 
omogoča programirljivi neposreden dostop do DDR3 pomnilnika, brez da bi bilo potrebno 
posredovanje procesorja. Namesto bloka Block Memory Generator bi v blokovni shemi bil sistem 
blokov, ki bi dostopali do rezerviranega dela pomnilnika in iz njega brali potrebne podatke. 
Procesor bi lahko preko ukazov v programu samem pisal podatke o sliki neposredno v rezerviran 
del. Takšen sistem bi lahko dosegal skoraj poljubno velike ločljivosti risalnega polja, ki bi bile 
omejene le z najvišjo ločljivostjo, ki bi jo lahko brez motenj dosegli preko priklopa VGA. Ideja je 
bila opuščena, ker bi potencialno zelo povečala kompleksnost projekta, višja ločljivost pa 
uporabniku, ki ploščo uporablja le za učne namene ne bi prinesla bistvene koristi. Nadgradnja bi 
bila možna brez predelav v razširitveni plošči sami. 
6.1.4. Digitalni izhodi slike 
Ker je standard VGA že v zatonu je bila načrtovana uporaba novejšega, digitalnega izhoda. 
To bi bila bodisi DVI ali HDMI. Med prvimi prototipi je bila narejena tudi verzija, ki je nosila 
komponento SII164CTG64 [33], ki bi signale VGA pretvorila v digitalne signale za izhod DVI. Ideja 
ni bila nikoli testirana s pravo komponento. Opustil sem jo, ker je priklop skupaj z pretvornikom 
zasedal bistveno več prostora na vezju kot VGA, je manj razširjen, ne bi pa prinesel nikakršne 




Slika 6.3.: Slika prototipa z DVI v programu Altium designer 
Druga ideja je bila, da bi za izhod HDMI ustvaril drugo, ločeno razširitveno vezje, ki bi se 
vklopilo v enega izmed stranskih priklopov PMOD. To je bilo izpuščeno zaradi dodane 
kompleksnosti izdelave, prav tako pa tudi ta ne bi prinesel bistvenih izboljšav v kvaliteti slike, saj 
je ločljivost izhoda omejena s kapaciteto pomnilnika programirljive logike. VGA je še vedno 
prisoten na večini modernih zaslonih, prav tako pa so pretvorniki za pretvorbo na drug priklop 
dostopni po nizkih cenah. 
6.2. Možne nadgradnje 
Nekatere nadgradnje niso bile nikoli del končnega načrta, ker bi lahko bistveno povečale 
kompleksnost projekta, jih pa bi bilo možno dodati v morebitnih prihodnih dodatkih. 
6.2.1. Risanje slikovnih datotek 
Če bi lahko v pomnilnik programa naložili slike in jih izrisovali na zaslon bi bilo sestavljanje 
grafično estetskih programov še bistveno lažje. Sistem v končni obliki ne omogoča branja datotek 
iz zunanjih virov, to bi morali vključiti preko programske kode ali VHDL. Težava je tudi v tem, da 
je večina slik v računalniških sistemih zapisana v obliki, ki prihrani na prostoru, a obenem zahteva 
več računske moči, da se pretvori v signale, ki bi jih lahko logika izrisala na zaslon. Večino dela 
bi tako še vedno opravljal procesor. Ena izmed idej za uvoz slike je bila tudi uporabljanje funkcije 
drawArray. Ker je ročno pisanje tabel za to funkcijo zelo zamudno bi lahko za to napisali 
računalniški program, ki bi poljubno sliko pretvoril v tabelo, ki bi jo nato prekopirali v program. 
6.2.2. Uporaba mikrofona in predvajanje zvoka 
Predvajanje zvoka v trenutni obliki projekta je omejeno na eno frekvenco naenkrat. Glasba in 
človeški govor vsebujeta veliko število prepletajočih frekvenc različnih amplitud, ki se 
neprekinjeno spreminjajo. Če bi želeli takšen zvok predvajati na razširitveni plošči bi bilo potrebno 
predelati blok SoundPlayer, da bi predvajal poljubne signale, ne le signala sinus ene frekvence. 





Potrebovali bi pomnilnik, v katerem bi bil zapisan signal, ki bi se pošiljal na zvočnik. Procesor bi 
moral v ta pomnilnik dovolj hitro pošiljati nove informacije, da ne bi prihajalo do prekinitev. Če bi 
takšen sistem predvajanja zvoka deloval, bi lahko uporabljali tudi mikrofon, ki je priložen na 
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Nalaganje programske opreme Vivado 
Za izdelavo kode VHDL in programske kode C je bil uporabljen program Vivado Design suite 
2018.3. Datoteke s starejšimi različicami programa morda ne delujejo, novejše jih praviloma 
morajo podpirati, lahko pa se določeni postopki razlikujejo. Vse različice so dostopne na spletni 
strani https://www.xilinx.com/support/download.html. Starejše različice so dostopne na povezavi 
Vivado Archive. Za prenos datoteke je potrebno na spletni strani Xilinx ustvariti račun, prav tako 
je račun potreben za pridobitev 30-dnevne preizkusne licence. Za uporabo za daljše obdobje je 
potrebno licenco kupiti. 
Priporočljiva je uporaba datoteke Vivado HLx 2018.3: WebPACK and Editions - Windows Self 
Extracting Web Installer. Za operacijske sisteme Linux je prav tako na voljo inštalacijska datoteka. 
Med nalaganjem programa je potrebno vnesti podatke prej ustvarjenega Xilinx računa. Ob izbiri 
verzije je potrebno izbrati Vivado HL Design Edition. 
 
Slika  1: Pravilna izbira verzije za nalaganje 
 Večino ostalih nastavitev lahko pustimo v osnovnem stanju. Program bo iz interneta prenesel 
potrebne datoteke in naložil programsko opremo. Tekom nalaganja in prve uporabe programa se 
lahko pojavi več oken, kjer je potrebno podprogramom dovoliti dostop do interneta ali nalaganje 
gonilnikov za naprave. Za pravilno delovanje je priporočljivo prošnje odobravati. Na koncu se bo 
odprl vmesnik za vnašanje licence.  V tem vmesniku je povezava do spletne strani, kjer lahko 
zaprosimo za 30-dnevno brezplačno licenco. Licenca je v obliki datoteke, ki jo prejmemo na e-
poštni naslov in jo lahko uvozimo v vmesniku. 
Program ne vsebuje potrebnih datotek za delovanje z MiniZed, zato je te potrebno ročno 
prenesti na primerno mesto. Datoteke je potrebno prenesti s spletne strani MiniZed; 






gumbu Download poleg napisa Board Definition Files. Datoteka vsebuje navodila v angleščini in 
dodatno .zip datoteko. Ta .zip datoteka vsebuje mapo, ki jo je potrebno prekopirati na ustrezno 
mesto v mapi inštalacije Vivado. Z verzijo 2018.3 na sistemih Windows ob nespremenjenih 
nastavitvah med inštalacijo se to nahaja na C:\Xilinx\Vivado\2018.3\data\boards\board_files. 
 
Slika  2: Datoteke za uporabo Minized na pravilnem mestu 
 
Zagon projekta 
Datoteka zip, ki vsebuje projektne mape je dostopna na 
https://www.dropbox.com/sh/rf1v8r103acolyt/AAAQGEqEWZrnft3V1b3w50rSa?dl=0. Vsebuje 
mapi ip_repo ter MiniZedExpansion, slednja nosi projektne datoteke. Mapo MiniZedExpansion 
premaknemo na poljubno mesto na računalniku, kjer želimo, da je projekt shranjen. 
Ob zagonu programa Vivado se odpre okno, kjer lahko odpremo projekt s klikom na Open 
project v kategoriji Quick start. Odpre se okno, v katerem lahko gremo do mesta, kamor smo 
kopirali mapo MiniZedExpansion. V mapi je datoteka MiniZedExpansion.xpr, to izberemo in 
odpremo, da se odpre okno projekta. Če se pojavi okno, ki opozarja na manjkajoče datoteke za 
podporo plošče MiniZed, je potrebno preveriti, ali je datoteka iz prejšnjega poglavja na pravilnem 
mestu. 
 
Slika  3: Opozorilo na manjkajoče datoteke za uporabo MiniZed 
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Pred zagonom kode na plošči je priporočljivo zagnati sintezo izhodnih datotek za 
programirljivo logiko. To je računsko zahteven proces in praviloma traja nekaj minut. Ta korak je 
potrebno izvesti tudi vsakič, ko naredimo kakršnokoli spremembo v kodi VHDL! V desnem stolpcu 
v programu Vivado so koraki Run Synthesis, Run Implementation ter Generate Bitstream. 
 
Slika  4: Koraki za ustvarjanje izhodnih datotek 
S klikom neposredno na Generate Bitstream se lahko izvedejo vsi trije po vrsti, če ne pride do 
vmesnih napak. Trenutno izvajan proces je izpisan v zgornjem desnem kotu programa, 
kakršnekoli spremembe narejene v kodi po zagonu procesa ne bodo vidne v izhodnih datotekah, 
dokler procesa ne poženemo ponovno. 
 
Slika  5: Sporočilo o tekočem procesu v zgornjem desnem delu okna 
Ko se proces Generate Bitstream zaključi, se pojavi pojavno okno, kjer je možno pogledati 
razne rezultate procesa. To okno lahko preprosto zapremo. 
 






Za prenos kode na ploščo je potrebno ustvarjene datoteke prenesti v program SDK. To 
naredimo tako, da odpremo zavihek File, nato Export in pritisnemo na Export Hardware. 
 
 
Slika  7: Izvoz datotek v SDK 
Odpre se pojavno okno, v katerem obkljukamo izbiro Include Bitstream in pritisnemo OK. Če 
se pojavi okno, ki opozarja na obstoječe starejše datoteke izberemo možnost, da jih prepišemo. 
Nato lahko odpremo SDK z izbiro Launch SDK v zavihku File. Na pojavnem oknu pritisnemo OK. 
Odpre se nov program. V njem lahko pišemo programsko kodo C, ki bo tekla na procesorju 
plošče MiniZed. Koda predstavitvenega programa je v datoteki Presentation.c. V stolpcu na levi 




Slika  8: Datoteka s programsko kodo C 
Kodo je potrebno naložiti na MiniZed. MiniZed z razširitveno ploščo priklopimo na računalnik 
preko kabla micro USB. Paziti je potrebno, da kabel vklopimo v pravilni priklop na plošči, kot je 
vidno na sliki; 
 
Slika  9: Ustrezno vklopljena plošča. Kadar ima računalnik podatkovno povezavo z ploščo 
MiniZed bo svetila rumena dioda med priklopoma microUSB 
Razširitveno ploščo dajemo na MiniZed le kadar ta ni priključen na napajanje, da ne naredimo 
kratkega stika, če se s povezovalnimi nožicami po nesreči dotaknemo izpostavljenih kovinskih 
površin. S kablom VGA povežemo razširitveno ploščo na zaslon, ki tak priklop podpira. Če je 
MiniZed pravilno napajan bo svetilo več svetlečih diod na plošči. Ko nalagamo program na ploščo, 
prvo pošljemo podatke za programirljivo logiko. To naredimo s pritiskom na ikono z rdečo puščico 
in tremi zelenimi kvadratki. Odpre se okno, kjer praviloma pustimo vse nastavitve nespremenjene 







Slika  10: Ukaz za programiranje logike in okno, ki se odpre 
Nalaganje traja le nekaj sekund, po končanem opravilu se bo prižgala modra svetleča dioda 
na MiniZed. Če je gorela že pred nalaganjem se bo med procesom izklopila in prižgala nazaj. Na 
zaslonu bi se po tem koraku moral pojaviti črn kvadrat z sivim risalnim poljem. Sledi zaganjanje 
programske kode s pritiskom na Run. 
 
Slika  11: Tipka Run za poganjanje programa 
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Nalaganje lahko traja nekaj sekund, nato pa se bo na zaslonu izrisal meni in predstavitve 
program bo pripravljen na uporabo. Ob predelavi kode C je potrebno ponovno pognati program, 
da se vidijo spremembe, ponovno programiranje logike ni potrebno. Ob predelavi kode VHDL je 
potrebno zapreti SDK in ponoviti celoten postopek od sinteze naprej. 
Predelava kode C 
Za predelovanje ali ustvarjanje programske kode C se uporablja Xilinx SDK. Program se začne 
izvajati na začetku funkcije main()  v datoteki Presentation.c, lahko pa uporabnik ustvari nov 
projekt v meniju File>New>Application Project; 
Ves nadzor logike se izvaja s pisanjem in branjem registrov z ukazoma Xil_Out32(pisanje) in 
Xil_In32(branje) . Ukaz pisanja zahteva naslov pisanja in zapisano vrednost v obliki celega števila 
int. Ukaz za pisanje v register v programu zapišemo kot Xil_Out32(naslov, vrednost), ukaz za 
branje pa kot Xil_In32(naslov). Ukaz za branje vrne število tipa int, ki ga lahko shranimo v 







XPAR_AXI_VGA_S00_AXI_BASEADDR 0x43C10000 12 Vrednost barve točke, ki 
jo želimo spremeniti na 
zaslonu, vsako barvo 
predstavljajo štiri mesta 
binarnega zapisa števila 
XPAR_AXI_VGA_S00_AXI_BASEADDR+4 0x43C10004 17 Številka točke, ki ji želimo 
pripisati novo barvo 
XPAR_AXI_VGA_S00_AXI_BASEADDR+8 0x43C10008 1 Signal za zapis barve v 
točko, ki ju določata 
zgornja naslova. Zapis se 
zgodi ob vsaki 
spremembi bita 
XPAR_AXI_GPIO_3_BASEADDR 0x41230000 13 Frekvenca zvoka, ki se 
predvaja. Če je v registru 
število 0, bo zvočnik 
izklopljen 
XPAR_AXI_GPIO_3_BASEADDR+8 0x41230008 7 Glasnost predvajanega 
zvoka, ničelna vrednost 
ne pomeni popolne tišine 
XPAR_AXI_I2C_MASTER_0_S00_AXI_BASEADDR 0x43C00000 9 Vrednost barve 
večbarvne diode, vsako 
barvo predstavljajo tri 
mesta binarnega zapisa 
števila 
XPAR_AXI_I2C_MASTER_0_S00_AXI_BASEADDR+4 0x43C00004 4 Nadzor belih diod, vsak 
bit nadzira svojo diodo 
XPAR_AXI_I2C_MASTER_0_S00_AXI_BASEADDR+8 0x43C00008 9 Register, ki nosi 
vrednosti stikal, tipk in 
diod. Namenjen je zgolj 
branju. Štirje najnižji biti 
binarnega zapisa nosijo 
stanje stikal, pet višjih pa 
stanje tipk 
Tabela  1: Naslovi registrov za nadzor logike 
 
Za naslov pri ukazu branja ali pisanja uporabimo ime iz prvega stolpca, ali pa uporabimo fizični 






registra. Kolikšen del je v uporabi pove tretji stolpec. To pomeni, da če na primer v register za 
nadzor belih diod zapišemo število 17, bodo svetile iste bele diode, kot da bi zapisali število 1, saj 
so najnižja 4 mesta binarnega zapisa obeh števil enaka. Potrebno se je zavedati, da Tabela 1 
lahko ob spremembah kode VHDL neha veljati. Pravilne naslove lahko vedno najdemo v Xilinx 
SDK v datoteki xparameters.h, ki se nahaja v Presentation_bsp>ps7_cortexa9_0>include. 
  
Slika  12: Datoteka z definicijami spominskih mest registrov za nadzor 
 
Za preglednost kode in lažje popravke ob spremembi naslova registra so v na dnu 
predstavitvenega programa dodane funkcije, ki podano vrednost zapišejo v primeren register. Te 
so setPixelColor, selectPixel, drawPixel, setRGBLed, setWhiteLeds, setSoundVolume in 
setSoundFrequency. 
 
Predelava kode VHDL 
Za predelavo vseh blokov je potrebno uvoziti še datoteke dveh blokov, ki sta v projektu 
shranjena  kot IP (Intellectual property). Brez tega jih lahko uporabljamo, ne moremo pa 
spreminjati njunih notranjih nastavitev. V datoteki zip, preneseni na začetku postopka za zagon 
projekta je tudi mapa ip_repo. To prekopiramo na poljubno mesto na računalniku. V programu 




Slika  13: Uvoz IP-ja 
Odpre se okno, v katerem odpremo mapo ip_repo in eno izmed njenih podmap. V njej se 
nahaja datoteka component.xml, ki jo odpremo tako, da jo izberemo in pritisnemo OK. Odpre se 
zavihek kjer pritisnemo na napis Review and Package, nato pa na gumb Package IP. 
 
Slika  14: Zavihek, ki se odpre po uvažanju IP-ja 









Slika  15: Report IP status 
V zavihku na spodnjem delu okna programa Vivado pritisnemo gumb Upgrade Selected. 
Vivado bo na novo uvožene datoteke samodejno povezal z blokoma AXI_VGA in 
AXI_I2C_master. Če se po opravljenem postopku odpre pojavno okno, ga lahko zapremo. 
 
 
Slika  16: IP status zavihek pred povezovanjem 
Ko je postopek končan, lahko odpremo bločni diagram in predelujemo kodo. Bločni diagram 
odpremo s pritiskom na Open Block Design na levi strani programa. Na diagramu lahko 
spreminjamo povezave med bloki. Če želimo spreminjati kodo; 
 Blokov VGA in Soundplayer pritisnemo na blok z desnim klikom miške in pritisnemo 
Go to Source. To odpre okno s kodo VHDL. 
 Blokov AXI_VGA in AXI_I2C_master pritisnemo na blok z desnim klikom miške in 
pritisnemo Edit in IP packager. Na morebitnih pojavnih oknih pritisnemo OK. Odpre 
se novo okno programa Vivado, kjer je možno kodo predelovati. Koda je dostopna v 
zavihku sources 
 
Slika  17: Datoteke VHDL bloka AXI_I2C_master 
Ob končanih spremembah v zavihku Package IP pritisnemo Re-Package IP. Okno 
Vivada se zapre in v glavnem oknu ponovno poženemo korak prikazan na sliki 15. 
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 Ostali bloki so vgrajeni v program in njihova koda ni dostopna. Nastavitve bloka je 
možno spreminjati z dvojnim klikom na blok 
Po spremembah kode VHDL je potrebno ponoviti vse korake v dodatku Zagon Projekta od 
sinteze izhodnih datotek dalje. 
Signali 
Ob predelavah kode ali bločnega diagrama je potrebno poskrbeti za pravilne povezave 
signalov na primerne linije na razširitveni plošči. Spodnji tabela in slika prikazujeta povezave, kot 
so narejene v končni obliki projekta. 
Ime na Zynq SoC Priključek na 
MiniZed 
Ime v Vivado 
projektu 
Ime na shemi 
razširitvene plošče 
N8 ARDUINO_IO7 red_0[0] Red 0 
P10 ARDUINO_IO6 red_0[1] Red 1 
R10 ARDUINO_IO5 red_0[2] Red 2 
N7 ARDUINO_IO4 red_0[3] Red 3 
M11 ARDUINO_IO11 green_0[0] Green 0 
M10 ARDUINO_IO10 green_0[1] Green 1 
N9 ARDUINO_IO9 green_0[2] Green 2 
M9 ARDUINO_IO8 green_0[3] Green 3 
R7 ARDUINO_IO3 blue_0[0] Blue 0 
P9 ARDUINO_IO2 blue_0[1] Blue 1 
P8 ARDUINO_IO1 blue_0[2] Blue 2 
R8 ARDUINO_IO0 blue_0[3] Blue 3 
R11 ARDUINO_IO12 hsync_0 Hsync 
P11 ARDUINO_IO13 vsync_0 Vsync 
F14 ARDUINO_A0 sound_out_0 Speaker 
F15 ARDUINO_SDA sda_0 SDA 
G15 ARDUINO_SCL scl_0 SCL 







Slika  18: Oznake povezav signalov na razširitveni plošči 
