Single Machine Scheduling Problems with Release Dates (SMSP) concern the optimal allocation of a set of jobs on a single machine, that cannot process more than one job at a time. Each job is ready for processing at a release date and it has to be processed without interruption. The goal is to minimize the total weighted completion time of the jobs.
Introduction
Let J = {1, 2, . . . , n} be a set of jobs to be scheduled on a single machine that can handle at most one job at a time. Each job j ∈ J requires uninterrupted processing on the machine for a period of length p j and it is ready for processing at the release date r j . Both p j and r j are assumed to be integral. Let w j be a weight associated with job j and let C j denote its completion time. The Single Machine Scheduling Problem with Release Dates (SMSP) consists of finding a non-preemptive schedule minimizing the total weighted completion time j w j C j .
In scheduling theory this is a basic problem and it is denoted as 1|r j | w j C j . Lenstra, Rinnooy Kan and Brucker [17] proved that 1|r j | w j C j is NP-hard even if w j = 1 for all j. Another, more difficult [27] , variant of the problem is 1|r j | w j F j , where F j = C j − r j .
Dyer and Wolsey [9] examined several formulations of SM SP , proving that the time-indexed formulation, introduced by Sousa and Wolsey [25] , is the strongest. It is based on time-discretization over a time horizon T and has a binary variable x jt to say that job j ∈ J is completed at time t (x jt = 1).
Crama and Spieksma [8] studied the polyhedral structure of the feasible solutions of the time-indexed formulation, when all processing times are equal. Van den Akker, van Hoesel and Savelsbergh [1] characterized all facet-defining inequalities with integral coefficients and right-hand-side 1 or 2.
Waterer, Johnson and Savelsbergh [29] established the equivalence between SM SP and the Stable Set problem to derive polyhedral results.
For a more general study of polyhedral approaches to machine scheduling problems we refer the reader to the pioneering paper of Balas [4] and to the comprehensive surveys by Queyranne [21] and Queyranne and Schulz [22] .
Belouadah, Posner and Potts [5] proposed a Branch-and-Bound algorithm based on a combinatorial lower bound.
Van den Akker, van Hoesel and Savelsbergh [1] proposed a Branch-and-Cut algorithm. In spite of the good quality of lower bounds, they cannot solve instances with more than 30 jobs and maximum processing time p max = 10, due to the huge size of the time-indexed formulation.
To alleviate these difficulties, van den Akker, Hurkens and Savelsbergh [2] proposed a Branch-and-Price algorithm based on Dantzing-Wolfe decomposition, solving instances with 30 jobs and p max = 100.
Approximation algorithms for SM SP build a feasible schedule from the fractional solution of the LP-relaxation [?] . Surveys of these approaches are given in Schulz [24] , Goemans [11] , Goemans, Queyranne, Schulz, Skutella and Wang [12] , Hall [14] , Hall, Schulz, Shmoys and Wein [15] .
Savelsbergh, Uma and Wein [23] and Uma [26] report computational experience with approximation algorithms for 1|r j | w j F j on 100 jobs instances.
A lagrangian heuristic based on the weaker completion time formulation of SM SP has been proposed by van de Velde [28] . Mohring, Schulz, Stark and Uetz [19] [20] pre-sented a lagrangian heuristic for the time-indexed formulation of the Project Scheduling Problem with Precendence Contraints, where the relaxed problem is a Weighted Stable Set Problem on a comparability graph, solved by min-cut computations. A Tabu Search and a Genetic Algorithm have been developed, respectively, by Laguna, Barnes and Glover [16] and by Chen, Elizandro, Liu and Miller [7] .
In this paper we present a lagrangian heuristic for SMSP, based on the timeindexed formulation, which yields near-optimal solutions for large-scale instances.
The remainder of the paper is organized as follows. In section 2 we review the time-indexed formulation for SMSP. In section 3 we observe that lagrangian relaxation of the job constraints in the time-indexed formulation leads to a Weighted Stable Set problem on a graph G(V, E) showing a special structure. We show that G is an Interval Graph [13] [10] and the polynomial algorithm described in Mannino and Oriolo [18] is adopted to determine the optimal solution of the relaxed problem (in [2] it is noted that capacity constraints define an Interval Matrix, which is known to be unimodular).
Since the integrality property holds for the relaxed problem, the maximum of the lagrangian relaxation coincides with the value of the LP relaxation. The lagrangian realxation is maximized through subgradient optimization. By some enhancements, we yield convergence to fairly good lower bounds, close (≤ 0.3%) to the value of the LP-relaxation, in less than 250 iterations.
In section ?? we describe the upper bound heuristic which attempts to build a feasible solution by exploting the solution of the lagrangian relaxation.
In section 5, computational experience is reported, showing that the algorithm yields duality gaps never exceeding 3% for instances up to 400 jobs and maximum processing time 50 (about 5 millions variables), in less than 40 minutes on a Personal Computer. We also test a set of hard instances, built to produce bad lower bounds for the time-indexed formulation, where the algorithm yields duality gaps never exceeding 5%.
Time-indexed formulation
Let x jt be a boolean variable which is 1 if job j is completed at time t, 0 otherwise. Let c jt = w j t be the cost of completing job j at time t.
Let T denote the time horizon. We set T = 
Job constraints (1) force each job to be processed. Capacity constraints (2) force the machine to process at most one job at a time.
Time-indexed formulation provides good quality lower bounds [1] , at the cost of a huge number of variables and constraints: about 1 millions variables for an instance with 100 jobs and average processing time 10.
Lagrangian Relaxation
The lagrangian function Θ(λ) obtained by relaxing job constraints (1) is:
We associate with Θ(λ) the intersection graph G(V, E), having a node jt, with cost c jt −λ j , for each variable x jt in the formulation, i.e. V = {jt : j ∈ J, t ∈ [r j +p j −1, T ]}. Let is and jt be two nodes of V . The edge (is, jt) belongs to E if the variables x is and x jt appear in the same machine constraint (2), i.e. (is, jt) ∈ E if either (i) s > t and t > s − p i + 1 or (ii) t > s and s > t − p j + 1.
The intersection graph G has a special structure, as noted in [2] . By associating the interval [t − p j + 1, t] with each node jt, we have that two nodes of V are adjacent if and only if their corresponding intervals intersect. It follows that the intersection graph G is an interval graph [13] and, for a given setλ of multipliers, Θ(λ) is equivalent to a Weighted Stable Set Problem on the Interval Graph G. Let X(λ) denote the solution of such problem. In what follows we will refer to the X(λ) as the lagrangean solutions.
Computing Θ(λ)
For an interval graph [10] [18] there always exists an ordering {v 1 , v 2 , . . . , v n } of V with the following property:
Given an ordering of V satisfying property (3.1), the Weighted Stable Set Problem on G is polynomially solvable by a dynamic programming algorithm.
Let k ≤ |V | and let α W (k) denote the maximum weighted stable set for the subgraph induced by the nodes {v 1 , v 2 , . . . , v k }. Let c(i) be the cost of the node i and let δ(i) be the largest index of a node prior to i which is not adjacent to i. The dynamic programming algorithm is defined by the following recursion:
To compute Θ(λ) by the recursion (3), we only need to exhibit an ordering of V satisfying property 3.1.
We define an ordering {j 1 , j 2 , . . . , j |J| } of the jobs and then we order the nodes of V as
We prove that this ordering satisfies property 3.1.
Lemma 3.1 Let 1 ≤ q < r < s ≤ |V | and let j q t q , j r t r , j s t s be, respectively, the nodes whose indices are q, r, s.
Proof.
Subgradient Optimization
The lagrangian function Θ(λ) is maximized through the subgradient method, which recursively updates multipliers according to the formula:
where s is the step-size and g is the subgradient. For SMSP, the generic j th component of the subgradient is:
The step-size s is computed as:
where Z U B is an upper bound to the optimal value of Θ(λ), Θ(λ * ) is the best value of Θ(λ) found so far and ϕ is a parameter modified according to some rules.
In our computational experience we initialize Z U B by a greedy algorithm. Parameter ϕ is usually initialized to 2 and it is halved after the lower bound has not improved for a given number (say 20÷30) of iterations. For SM SP we adopted a more effective updating strategy: we divide ϕ by 1.01 at every iteration, independently from the behavior of Θ(λ).
Moreover we used subgradient deflection [6] to improve convergence. At the generic iteration k, we compute the direction d k as:
where g k is the current subgradient vector at the generic iteration k, and d k−1 and d k−2 are the directions used in the last two iterations. With these settings, the subgradient method converges in less than 250 iterations to fairly good lower bounds, very close (less than 0.3%) to the LP-relaxation of the time-indexed formulation as shown in Table 1 Table 1 : Lagrangian and LP lower bounds for 100 job instances of 1|r j | w j C j .
The upper bound heuristic
We compute upper bounds for SM SP by completing the lagrangian solutions X(λ) associated with the optimal (or near-optimal) lagrangian multipliers to make them feasible. The approach has revealed very effective and robust for large instances too.
With each solution X(λ) we associate the ordered list of jobs J(λ), containing a job h for each
Since the job constraints (1) are relaxed, the same job may appear in J(λ) more than once. We refer to such jobs as the repeated jobs. On the other hand it is possible that some jobs do not belong to J(λ). We refer to such jobs as the missing jobs. The solution X(λ) is feasible if it contains neither repeated nor missing jobs.
We say that λ is near-optimal if θ(λ) is close to its maximum. Preliminary computational experience showed that the following properties hold for J(λ), when λ is near-optimal: a) repeated jobs rarely occur; b) the number of missing jobs is about 10 ÷ 15% of the total number of jobs;
c) The jobs in J(λ) are in the same order as in the optimal solution. Given a near-optimal λ, the heuristic aims at making the lagrangian solution X(λ) feasible by removing repeated jobs and then inserting each missing job at the 'right place'. For each missing job j we define a confidence interval [h(j), k(j)], where h(j) and k(j) are two jobs in J(λ). To define h(j) and k(j), we look at another nearoptimal set of multipliers µ, whose list J(µ) contains the missing job j: h(j) and k(j) are respectively the jobs that precede and follow
The rationale of this choice is property c): we guess that the jobs in J(λ) and J(µ) are in the same order as in the optimal solution and that J(µ) can suggest where the missing job should be placed in an optimal sequence.
We construct a feasible solution by inserting each missing job in an average point of [h(j), k(j)]. The feasible solution is then improved by running a simple interchange algorithm over each confidence interval.
For the sake of clarity below we summarize the main steps of the heuristic: i) Let λ be a near-optimal set of lagrangian multipliers and let X(λ) and J(λ) define the lagrangian solution.
ii) For each repeated job j in J(λ), we delete all its occurrences but the latest.
iii) For each missing job j, we look at another near-optimal set of lagrangian multipliers µ to define the confidence interval [h(j), k(j)]. We add the job j to J(λ),
vi) The current solution is improved by running a simple interchange algorithm over each confidence interval. The heuristic can be applied iteratively, choosing different sets of near-optimal multipliers λ and µ. It runs fast and results very effective in computing high quality upper bounds for large scale instances as from computational results reported in the next section.
Computational Experience
The algorithm has been tested on a rich set of instances. The test bed consists of two classes of instances, named, respectively, Optimal and Hard and generated as in Savelsbergh, Uma and Wein [23] and Uma [26] .
Optimal instances have been randomly generated according to the following procedure: a) weights w j are generated from U [1, 20] , i.e. they are uniformly distributed in the interval [1, 20] .
b) release dates r j are generated from U[0,
where n is the number of jobs.
c) processing times p j are generated from U[1,p max ].
The Hard test bed was designed to produce bad lower bounds from the timeindexed formulation. These instances have few very large jobs and a large number of tiny jobs that are released regularly at small intervals. The generation procedure of the Hard instances is obtained by replacing the step c) with the following: c') Processing times p j may assume only the values 1 or 50. Size 1 is generated on average 9 times more frequently than the other.
Optimal instances are organized into 5 groups, each containing problems with the same number of jobs. The sizes (number of jobs) here considered are 75, 100, 200, 300 and 400. Each groups contains 25 instances, 5 for each choice of p max ( = 10, 20, 30, 40, 50).
Hard instances are organized into 5 groups containing respectively instances of 5, 100, 200, 300 and 400 jobs. Each class contains 5 instances.
The code has been written on Visual C++ 6.0. All the computations were carried out on a Compaq PC (Pentium IV-1.8 Ghz CPU, 256Mb RAM).
The outcomes for the Optimal instances of 1|r j | w j C j are reported in tables 2-6. Tables 7-10 report on Optimal instances of 1|r j | w j F j .
In each table, columns N ame, njob, p max and nvar show, respectively, the name of the instance, the number of jobs, the maximum processing time and the number of variables in the time-indexed formulation. Columns LB, UB and Time report, respectively, the lagrangian lower bound, the upper bound and the total CPU time. Column %gap shows the duality gap, computed as
· 100. For 75 job instances of 1|r j | w j C j , we also report computational experience with a MIP solver. Columns 2% Opt and Cplex time of Table 2 , report, respectively, on the value of a feasible solution providing a gap ≤ 2% and on the (much larger) time spent by the Cplex 7.0 to find it.
For larger instances, the lagrangian heuristic determines good upper bounds, providing duality gaps never exceeding 3.0% in few minutes for 100, 200 and 300 instances and in less than 40 minutes for 400 job instances, whose time-indexed formulation contains a huge number of variables (more then 5 millions when p max = 50) and constraints.
Instances of 1|r j | w j F j have revealed more difficult and some tuning of our heuristic was necessary. Particularly we had to slow down the convergence of the subgradient method, by setting the reduction parameter of ϕ (see section 3.2) to 1.007 instead of 1.01.
The outcomes for the Hard instances are reported in tables 11 and 12. We note that the duality gap is larger than for the Optimal instances. This can be easily explained by observing (Table 11 ) that for these instances the quality of the lower bound yielded from the time-indexed formulation, reported in the column LP-LB, is poor. Nevertheless the lagrangian heuristic confirms to be robust, since the upper bound is very close (less than 1%) to the value of the optimal solution computed by Cplex 7.0, reported in the column Opt. 
