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1 Johdanto 
Projekti on nykyään käsitteenä ja työskentelymuotona käytössä niin arkielämässä 
kuin yritys- ja yliopistomaailmassa. On vaikea kuvitella toimialaa, jolla ei tehtäisi 
projekteja. Kun koululainen toteaa, että hänellä on matematiikkaprojekti, tarkoittaa 
se käytännössä sitä, että hänen täytyy valmistautua tulevaan matematiikan kokeeseen 
ja läpäistä se. Täyttääkö kyseinen työsuoritus projektin vaatimukset on kokonaan 
toinen kysymys.  
Artto & al. (2011) on esittänyt projektiliiketoiminnan oppikirjassa seuraavan määri-
telmän projektille: 
”Projekti on ennalta määritettyyn päämäärään tähtäävä, monimutkaisten ja toi-
siinsa liittyvien tehtävien muodostama ajallisesti, kustannuksiltaan ja laajuu-
deltaan rajattu ainutkertainen kokonaisuus.” 
Tätä määritelmää vasten matematiikan kokeeseen valmistautuminen putoaa pois pro-
jektikategoriasta niin ainutkertaiselta kuin se valmistautujasta tuntuukin. 
Projektissa pyritään lopputulokseen, jossa projektille asetetut laajuus-, aikataulu-, 
budjetti- ja laatutavoitteet saavutetaan. Purettaessa auki projektin määritelmää kohda-
taan käsite ”ennalta määrätty päämäärä”, joka saattaa olla selkeästi määritelty tuote 
toiminnallisuuksineen, asiakkaille tarjottava palvelu, tiettyä käyttötarkoitusta varten 
tehty sovellus tai edellä mainittujen yhdistelmä. 
 
 
Kuva 1 Projektikolmio ja laatu, mukaeltuna [Kerzner, 2009] 
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Kuvassa 1 on esitetty Kerznerin (2009) tunnetuksi tekemän projektikolmio, joka ku-
vaa nykyajan projektin kolmea perusmuuttujaa (aika, kustannukset ja laajuus), joiden 
täytyy pysyä tasapainossa projektin aikana.  
Kun arvioidaan projektin onnistumista eli pystytäänkö tarjottu laajuus toimittamaan 
laadukkaasti asiakkaalle, kustannukset ja aika ovat keskeisiä arviointikriteereitä ja 
näitä muuttujia seurataan yrityksissä projektien onnistumisen mittarina (Atkinson, 
1999). 
Projektien asiakkaat ovat kiinnostuneet edellä mainittujen muuttujien lisäksi myös 
projektin heille tuottamasta arvosta ja tällä tarkoitetaan sitä lisäarvoa, jonka asiakas 
saa toimitetun tuotteen tai palvelun myötä. Asiakkaan arvon hallinta CVM (Custo-
mer Value Management) on monelle yritykselle ensiarvoisen tärkeää ja arvon hallin-
ta konkretisoituu myös asiakkaalle toteutetuissa projekteissa. Cammarano (2012) 
toteaa, että IT-projekteissa asiakkaan arvon lisääminen on yksi projektin onnistumis-
ta mittaavista kriteereistä.  
Projektinhallinta kattaa mittavan määrän suoritettavia toimenpiteitä. Kuva 2 esittää 
tuoteprojektin vaiheet, vaiheiden riippuvuudet sekä keskeiset oheistoimenpiteet, jois-
ta täytyy huolehtia, jotta projekti pystytään viemään onnistuneesti läpi sovitussa ajas-
sa ja budjetissa. 
 
Kuva 2 Projektin vaihejako ja projektinhallinnan osa-alueita, mukaeltuna [Haikala &  
Märijärvi, 2004] 
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Edellä mainittujen toimenpiteiden lisäksi nykyisissä monikansallisissa projekteissa 
täytyy kiinnittää huomiota myös projektiin osallistuvien henkilöiden kulttuuritaustoi-
hin ja huomioida kulttuuritekijät projektityöskentelyssä (Alkandari, 2010; Wesslin, 
2012). 
Projektinhallinnan palveluita tarjoava yritys, PM Solutions, teki vuonna 2011 kysely-
tutkimuksen, johon vastasi 163 yritystä. Tämän kyselytutkimuksen tulos kertoo ka-
run totuuden projektien onnistumisista ja epäonnistumisista. Kyselytutkimusten tu-
losten perusteella eri toimialoilla aloitetuista projekteista keskimäärin 47 % onnistuu 
eli projektit toteutetaan suunnitellussa aikataulussaan, budjetissaan ja ne saavuttavat 
asetetut tavoitteet (PM Solutions, 2011). Loput projekteista sisältävät riskin epäon-
nistumisesta eli ne ylittävät aikataulun, budjetin tai molemmat, eivät saavuta asetettu-
ja tavoitteita tai ne lopetetaan pian käynnistämisensä jälkeen. Mainitussa tutkimuk-
sessa projektien epäonnistumiseen löydettiin useita syitä, jotka voidaan luokitella 
seuraavalla tavalla:  
1. Projektin vaatimukset. Projektin vaatimukset ovat epäselviä, sopimus vaati-
muksista puuttuu eli vaatimuksia ei ole vahvistettu molemminpuolisesti, vaa-
timukset on priorisoitu puutteellisesti, vaatimukset ovat ristiriitaisia, tulkin-
nanvaraisia tai epätarkkoja. 
2. Projektin resurssit. Projektissa ei ole tarpeeksi resursseja, resurssit ovat yli-
kuormitettuja, avainresurssit vaihtuvat projektin aikana tai projektissa on 
huono resurssisuunnittelu. 
3. Aikataulutus. Projektin aikataulu on liian kireä, epärealistinen tai liian toi-
veikas. 
4. Suunnittelu. Projektin suunnittelu pohjautuu puutteellisiin tietoihin, suunnit-
telussa on unohdettu aiheita, joiden tulisi sisältyä projektiin, projektin yksi-
tyiskohdista ei ole saatavilla tarvittavaa tietoa tai projektia suunnitellaan puut-
teellisten arvioiden pohjalta. 
5. Riskit. Projektin riski on jäänyt kokonaan tunnistamatta tai riskin vaikutus on 
oletettu liian pieneksi. Riskit on jätetty hallinnoimatta. 
Kokemukset projektien ongelmista ovat hyvin yhteneväisiä edellisen luettelon kans-
sa. Jos vaatimusmäärittelyn tekeminen ei onnistu, ei myöskään projektin laajuuden 
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määrittely onnistu tai siitä tulee koko projektin elinkaaren kattava toiminto. Tällai-
sessa tilanteessa suunnitelman ja aikataulun laatiminen ja projektin resursointi muo-
dostuu haasteelliseksi. Jos projektilla on tavoite, jota kuvaa parhaiten käsite ”liikkuva 
maali”, tilanne jo itsessään lisää riskien määrää, eikä riskien hallinnoinnin laimin-
lyöminen paranna tilannetta. Vaikka projektista tiedotetaan ja ollaan tiiviissä vuoro-
vaikutuksessa sidosryhmien kanssa, ei se yleensä tuo pitkäaikaista nostetta projektil-
le, sillä epäonnistumisen tunnusmerkit ovat jo olemassa. 
IT-projekteissa tilanne on vieläkin haastavampi, Standish Group teki vuonna 1994 
tutkimuksen IT-projekteista ja tuloksena oli, että 31 % keskeytettiin, jolloin projektit 
eivät saavuttaneet niille asetettuja tavoitteita ja ainoastaan 16 % projekteista onnistui 
ilman merkittäviä ongelmia. Loput 53 % vietiin läpi, mutta ne ylittivät joko aikatau-
lunsa, budjettinsa tai molemmat. Vuonna 2008 tehdyssä tutkimuksessa onnistuneiden 
projektien osuus oli 32 %, riskejä sisältäneiden projektien määrä oli 44 % ja kes-
keytettyjen 24 % (Standish Group, 1994; Standish Group, 2010).  
Toteuttamisen aikana projekteja hallinnoidaan jonkun valitun metodologian mukai-
sesti. Metodologia tarjoaa menetelmäkokonaisuuden (menetelmistö), jonka avulla 
projektia viedään eteenpäin elinkaaren vaiheesta toiseen. Projektin elinkaari kuvaa 
projektin vaiheet eli prosessit, vaiheiden väliset riippuvuudet sekä mahdolliset vai-
heiden toistot eli iteraation. Usein elinkaarimalleihin liitetään myös vaiheen tuotos 
tai tuotokset, joita käytetään syötteenä seuraavalle vaiheelle.  
Projektien elinkaaria ja hallinnan menetelmiä ja niiden erityispiirteitä käsitellään 
seuraavissa luvuissa. Luvussa 2 esitellään yleiset projektien elinkaarimallit sekä nii-
hin liittyvät vaiheet ja vaiheisiin liittyvät toimenpiteet. Luvussa 3 kuvataan sovellus-
kehitys- ja projektimetodologioiden yleisiä piirteitä sekä tutkimusongelma. Luvussa 
4 esitellään ketterät sovelluskehitysmetodologiat. Luvussa 5 kuvataan ketterien so-
velluskehitysmetodologioiden sisältämät työvälineet ja menetelmät vaatimustenhal-
linnalle, arkkitehtuurisuunnittelulle ja ohjelmistojen testaukselle. Yhtenä tarkastelu-
kulmana on asiakkaan mukaan ottaminen ketterissä menetelmissä. Luvussa 6 kuva-
taan ketterien menetelmien tarjoamat työvälineet projektinhallinnalle. Luku 7 sisältää 
tutkielman yhteenvedon. 
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2 Projektien elinkaarimallit 
Yleiset sovelluskehitysprojektien elinkaarimallit on esitelty luvuissa 2.1 - 2.6. Sovel-
luskehityksessä voidaan käyttää myös V-mallia tai RAD (Rapid Application Deve-
lopment) -mallia, joita ei käsitellä tarkemmin tässä tutkielmassa. Luvussa 2.1 esitel-
lään perinteinen vesiputousmalli ja kuvataan vaiheisiin liittyvät toimenpiteet, luvussa 
2.2 iteratiivinen malli, luvussa 2.3 inkrementaalinen malli, luvussa 2.4 evoluutiomal-
li, luvussa 2.5 prototyyppimalli ja luvussa 2.6 spiraalimalli. Jokaisessa luvussa kuva-
taan elinkaarimallin vaiheet ja mahdolliset toistokerrat sekä vaiheen tuotokset. 
2.1 Vesiputousmalli 
Vesiputousmalli on ensimmäinen projekteissa käytetty elinkaarimalli. Mallin esitteli 
Royce (1970). Vaikka projekteja oli toteutettu jo aiemmin, työn tekeminen projektei-
na aloitettiin 1960-luvun alussa, jolloin oivallettiin projektimaisen työskentelyn edut. 
Kuva 3 esittää vesiputousmallin päävaiheet. 
 
 
Vesiputousmalli etenee suoraviivaisesti esitutkimuksesta projektin päätökseen, ja 
tämän vaiheketjun pituus määrittää samalla koko projektin keston. Vesiputousmallis-
sa kukin vaihe suoritetaan vain kerran. Vesiputousmalli on yksinkertainen, yleisesti 
Kuva 3 Vesiputousmallin vaiheet 
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käytetty ja hyväksytty malli, joka tarjoaa alustan muiden elinkaarimallien kehittämi-
selle.  
Esitutkimusvaiheessa selvitetään projektille asetettavat kokonaistavoitteet ja arvioi-
daan projektin käynnistämisen edellytykset. Samoin selvitetään työmäärä ja tarvitta-
vat resurssit ja alustava budjetti toteutettavalle projektille. Esitutkimusvaiheen tulok-
sena on päätös määrittelyvaiheeseen siirtymisestä tai projektin hylkääminen. Myön-
teisessä tapauksessa projektille laaditaan alustava projektisuunnitelma. Tässä vai-
heessa laaditaan alustava kustannus-, resurssitarve- ja aikataulusuunnitelma. 
Määrittelyvaiheessa selvitetään ja analysoidaan asiakkaan vaatimukset täsmällisesti 
ja yksiselitteisesti. Näistä tiedoista tuotetaan vaatimusmäärittely, jossa kuvataan pro-
jektin tuotokselle esitetyt toiminnalliset, ei-toiminnalliset ja tekniset vaatimukset. 
Tässä vaiheessa selvitetään mahdollisimman tarkasti mitä asiakas haluaa ja miten 
tuotoksen tulee toimia. Vesiputousmallissa tämä vaihe käydään läpi vain kerran. 
Määrittelyvaiheen lopussa vaatimusmäärittelylle haetaan asiakkaan hyväksyntä, ja 
projektisuunnitelma aikatauluineen päivitetään. Määrittelyvaihe voidaan myydä 
myös erillisenä projektina. 
Suunnitteluvaiheessa päätetään miten projektin lopputuotos tehdään. Suunnitteluvai-
heessa päätetään tekniset ratkaisut, jaetaan projekti tarvittaessa pienempiin osakoko-
naisuuksiin ja laaditaan (tai täydennetään) riskianalyysi. Suunnitteluvaiheen tulokse-
na on tarkka projektiaikataulu tehtävineen ja resursseineen ja projektisuunnitelma on 
päivitetty tilannetta vastaavaksi ja lisäksi suunnitteluvaiheessa sovitaan kaikki pro-
jektin hoitamiseen liittyvät käytännöt. Suunnitteluvaiheen dokumentaatio koostuu 
tyypillisesti toteutussuunnitelmasta, testaussuunnitelmasta ja käyttöohjeesta. 
Toteutusvaiheessa tehdään projektin sovittu tuotos, esimerkiksi rakennus, silta, tie-
teellinen tutkimus tai sovellus toteutussuunnitelman mukaisesti.   
Testausvaiheessa projektin tuotos testataan. Päämääränä on tuotoksen käyttöönotto, 
joten esimerkiksi toiminnallisuustestien täytyy mennä läpi ongelmitta. Testausvai-
heessa tehdyistä testeistä laaditaan testausdokumentti, kuten testausraportti. 
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Käyttöönottovaiheessa testattu tuotos siirretään ja/tai asennetaan sekä tarvittaessa 
konfiguroidaan tuotantokäyttöön ja asiakas saa tuotokseen liittyvän käyttöohjeistuk-
sen ja koulutuksen.  
Ylläpitovaiheessa tarjotaan käyttötukea asiakkaalle ja kerätään käyttäjien komment-
teja ja parannusehdotuksia projektin tuotokseen liittyen ja toteutetaan niitä tarpeen 
vaatiessa. Ylläpitovaiheen toimenpiteet ovat aina seurausta esitetystä muutospyyn-
nöstä tai virhekorjauksesta.  
2.2 Iteratiivinen malli 
Iteratiivisen elinkaarimallin kehittäjiä on ollut monia ja tämän mallin ominaisuuksia 
on tunnistettavissa projekteissa, jotka toteutettiin 1960-luvulla (Larman & Basili, 
2003). Iteratiivisessa elinkaarimallissa koko projektin elinkaari toistetaan esitutki-
musvaiheesta projektin ylläpitoon saakka. Vaiheissa suoritettavat toimenpiteet ovat 
samat kuin vesiputousmallissa. Kuva 4 esittää iteratiivisen elinkaarimallin. 
 
 
Iteraatiokierrosten aikana sovellukseen voidaan lisätä uusia ominaisuuksia, jotka 
määritellään, suunnitellaan, toteutetaan ja testataan tai sovelluksesta poistetaan tar-
peettomaksi havaittuja ominaisuuksia. Kullakin kierroksella sovelluksesta syntyy 
uusi versio. Tätä mallia käytetään silloin, kun luotavan tuotoksen vaatimuksia ei voi-
Kuva 4 Iteratiivisen mallin vaiheet 
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da määritellä tarkasti joko asiakkaasta johtuvista syistä, jos esimerkiksi asiakas ei 
tiedä vielä tarkalleen mitä haluaa, teknisistä tai lainsäädännöllisistä syistä.  
2.3 Inkrementaalinen malli 
Inkrementaalinen elinkaarimalli on ollut käytössä 1950-luvun lopusta saakka (Lar-
man & Basili, 2003). Inkrementaalisessa mallissa, josta käytetään myös nimityksiä 
kasvattava tai lisäävä malli, toistetaan toteutus-testaus-käyttööottovaiheita siten, että 
sovellukseen suunnittelut ominaisuudet tuotetaan vaiheittain. Tässä mallissa pitäydy-
tään alkuperäisessä vaatimusmäärittelyssä eli vaatimukset ja niiden pohjalta tehty 
suunnittelu säilyvät ennallaan eri vaihekierrosten aikana. Vaiheiden aikana suoritet-
tavat toimenpiteet ovat samoja kuin vesiputousmallissa. 
 
Kuva 5 Inkrementaalisen mallin vaiheet 
2.4 Evoluutiomalli 
Evoluutiomalli on mainittu ensimmäisen kerran Gilbin julkaisussa vuonna 1976 
(Larman & Basili, 2003). Evoluutiomallissa toteutetaan iteraatiota, mutta siten, että 
ainoastaan tiettyjä ominaisuuksia lisätään, parannetaan tai poistetaan. Evoluutiomal-
lissa ensimmäinen sovellusversio annetaan käyttäjille testattavaksi ja sitä mukaan, 
kun heiltä tulee toiveita uusista ominaisuuksia tai parannuksista olemassa oleviin 
toimintoihin, sovellusta muokataan edelleen. Iteraatioiden toistonopeus riippuu käyt-
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täjiltä saadusta palautteesta. Evoluutiomallissa tuotannossa oleva sovellusversio on 
kaiken aikaa käyttötestauksessa. 
Evoluutiomallin mukainen yksittäisten ominaisuuksien ja toiminnallisuuksien lisää-
minen tai parantaminen saattaa johtaa siihen, ettei testauksia tehdä välttämättä riittä-
vässä laajuudessa. Sovellukseen liittyvän dokumentaation tulkinta saattaa käydä 
myös työlääksi. 
2.5 Prototyyppimalli 
Prototyyppimallissa pyritään tuottamaan mahdollisimman nopeasti prototyyppi toi-
mivasta sovelluksesta tai sen osasta, esimerkiksi näytöstä, jota voidaan esitellä käyt-
täjille. Prototyypissä sovelluksen kaikkia yksityiskohtia ei ole vielä koodattu, mutta 
käyttäjät saavat yleiskuvan sovelluksen toiminnasta ja voivat antaa palautetta näke-
mästään ja kokemastaan. Kuva 6 esittää prototyyppimallin vaiheet. 
 
Kuva 6 Prototyyppimallin vaiheet 
Prototyyppimallin käyttäminen edellyttää nopean kehityksen (Rapid Appication De-
velomnet - RAD) työvälineitä. 
Prototyypillä saadaan käyttäjien kommentit ja vaatimukset selville nopeasti, erityi-
sesti niissä tilanteissa, joissa vaatimusmäärittelyä ei ole pystytty tekemään riittävällä 
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tarkkuudella koko sovelluksen koodaamista varten esimerkiksi siksi, että asiakkaalla 
on eriäviä näkemyksiä sovelluksen toiminnoista. 
Prototyyppimalli tarjoaa asiakkaalle nopeasti selkeän näkemyksen projektista ja 
asiakas voi antaa palautetta tuotoksesta ja ohjata näin sovelluksen tai seuraavan pro-
totyypin kehittämistä. Nopeaan protoon sisältyy myös vaaransa, sillä asiakas saattaa 
olettaa, että sovellus on hyvinkin nopeasti valmis ensimmäisen proton jälkeen. 
Prototyyppejä on kahdenlaisia: säilytettäviä ja pois heitettäviä. Säilytettäviä proto-
tyyppejä kehitetään edelleen ja ne päätyvät rakennettavaan sovellukseen. Pois heitet-
tävät heitetään pois ja niistä jää jäljelle osaaminen, joka syntyi prototyyppiä tehdessä 
sekä asiakkaan kommentit ja vaatimukset, joita hyödynnetään jatkossa sovelluksen 
tekemisessä. Prototyyppien käyttämistä on kritisoitu niiden kustannusten takia. Kus-
tannustaso ei kuitenkaan poikkea merkittävästi muista iteraatiota käyttävistä malleis-
ta, sillä prototyypin käyttäminen vähentää myöhempiä muutosvaatimuksia sekä lisää 
tekijöiden osaamista (Davis & al., 1988). 
2.6 Spiraalimalli 
Spiraalimallissa yhdistyvät iteratiivisten mallien vaatimusmäärittely, prototyypit ja 
simulointi täydennettynä riskienhallinnalla. Spiraalimallia voidaan kutsua riskiohjau-
tuvaksi prosessiksi (Huttunen, 2006). Spiraalimallia käytetään ensisijaisesti sovellus-
kehitysprojekteissa, mutta se soveltuu myös järjestelmä-, laitteisto- ja koulutuspro-
jekteihin. 
Spiraalimallin esitteli Boehm (1988). Spiraalimallissa on neljä päävaihetta, jotka 
toistetaan jokaisella spiraalin kierroksella. Kullakin kierroksella tuotetaan aina tar-
kempi määrittely ja tuotos, ja vähennetään toteutuksen riskejä. Jokaisen kierroksen 
päätteeksi pidetään katselmointipalaveri, jossa projektin sidosryhmät sitoutetaan 
kierroksen tuotokseen, joka toimii samalla syötteenä seuraavalle mahdolliselle kier-
rokselle. Päävaiheisiin sisältyvät seuraavat toimenpiteet: 
1. Päävaihe 1 - Määritä tavoitteet, vaihtoehdot ja rajoitukset. 
2. Päävaihe 2 - Riskianalyysi ja vaihtoehtojen punnitseminen. 
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3. Päävaihe 3 - Suunnittelu - "seuraavan tason" tuotteen kehittäminen ja asiak-
kaan arvio siitä. 
4. Päävaihe 4 - Seuraavan kierroksen suunnittelu.  
Kuva 7 esittää spiraalimallin vaiheet. Kuva on muokattu Hintikan ja Mielosen (1998) 
esittämästä spiraalimallin kuvaajasta.  
 
Kuva 7 Spiraalimallin vaiheet, mukaeltuna [Hintikka ja Mielonen, 1998] 
Päävaiheessa 1 selvitetään tuotoksen tavoitteet ja rajoitteet ja selvitetään vaihtoehtoi-
sia ratkaisuja eli tehdään normaali vaatimusmäärittely. Päävaiheessa 2 laaditaan ris-
kianalyysi tarjolla oleville vaihtoehdoille. Riskit pyritään minimoimaan. Vaihtoehto-
jen vertailussa saattaa olla tarvetta prototyyppien valmistamiselle ja simuloinnille. 
Valittaessa toteutettavaa vaihtoehtoa riskien minimoiminen on ratkaisevassa asemas-
sa. Päävaiheessa 3 suunnitellaan seuraavan tason tuotos ja pyydetään palaute asiak-
kaalta, minkä jälkeen siirrytään seuraavan vaiheen suunnitteluun. Päävaihe 4 sisältää 
seuraavan vaiheen suunnittelun ja vaiheeseen siirrytään katselmoinnin jälkeen. Jokai-
sen kierroksen välissä pidetään katselmointi, jossa tarkastellaan tämän hetkistä tuo-
tosta, projektiin liittyviä riskejä sekä kustannuksia. Tämän katselmoinnin pohjalta 
joko käynnistetään seuraava kierros tai keskeytetään projekti. 
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Spiraalimallia voi käyttää laajojen ja turvallisuuskriittisten sovellusten kehittämisessä 
ja se vaatii osaavan projektihenkilöstön. 
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3 Projektinhallinta- ja sovelluskehitysmetodologiat 
Projektinhallintametodologiat sisältävät kokoelman niistä menetelmistä, joilla pro-
jektia ohjataan ja hallitaan sen elinkaaren aikana. Vastaavalla tavalla sovelluskehi-
tysmetodologiat (-menetelmistöt) sisältävät kokoelman niistä menetelmistä, joilla 
sovelluskehitystä ohjataan ja hallinnoidaan sen elinkaaren aikana. Jos elinkaarta vai-
heineen pidetään luurankona, metodologialla tuodaan lihaa luiden ympärille niin 
sovelluskehityksessä kuin tuoteprojektissakin.  
Voisiko edellä esitettyjen kuvausten perusteella tehdä johtopäätöksen, että sovellus-
kehitysmetodologia toimisi samalla projektinhallintametodologiana? Luvussa 3.1 
kuvataan projektinhallinnan haasteet, luvussa 3.2 selvitetään sovelluskehitysmetodo-
logioiden taustoja ja luvussa 3.3 esitellään tutkielman tutkimusongelma. 
3.1 Projektinhallinnan haasteet 
Tarkasteltaessa projektinhallinnan tehtäviä on hyvä muistaa, että monissa projekteis-
sa sovelluskehitysosuus on vain yksi monista osaprojekteista, jonka täytyy synkro-
noitua muiden osaprojektien kanssa. Vaikka projekti koostuisi pelkästään sovellus-
kehityksestä, täytyy sekin projekti hallinnoida seuraavien haasteiden (PMI, 2008) 
osalta: 
 Projektilla pitää olla selkeä, yksikäsitteinen vaatimusmäärittely ja tavoite, 
jotka määrittelevät projektin laajuuden. 
 Tavoitteeseen pyritään projektin resursseja ohjaamalla. 
 Kustannukset, aika, laajuus ja laatu täytyy tasapainottaa ja priorisoida projek-
tin toteutuksen aikana. 
 Tiedottaminen ja vuovaikuttaminen kaikkien sidosryhmien kanssa täytyy hoi-
taa sovitulla tavalla. Myös projektin tilanteen arviointi ja raportointi kuluu tä-
hän tehtäväkokonaisuuteen.  
 Projektin riskit täytyy selvittää ja niitä täytyy hallinnoida. 
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Projektin laajuus määräytyy vaatimusmäärittelystä, joka purkautuu projektin toteu-
tuksen aikana suoritettaviksi tehtäviksi, joiden päämääränä on toteuttaa asetettu ta-
voite.  
Suoritettavat tehtävät vaativat tekijän, resurssin, ja ajan, jossa ne toteutetaan. Resurs-
seiksi lasketaan henkilöt, laitteet, tilat ja investoinnit. Käytettävissä oleva aika on 
rajattu, sillä projektille on määritelty alkamis- ja loppumisajankohta. Joskus kuulee 
puhuttavan sisäisestä kehitysprojektista, jolla ei ole loppupäivää. Väistämättä herää 
kysymys: ”Kuka maksaa?”.  
Laatu on läsnä kaiken aikaa ja se näkyy sekä lopputuotoksessa että projektityöskente-
lyssä. Projektityöskentelyn laatua mitataan usein sillä kuinka hyvin pysytään sovitus-
sa laajuudessa, aikataulussa ja budjetissa. Projektille on laadittu budjetti ja tekemisen 
myötä resurssien käytöstä ja mahdollisista hankinnoista syntyy kustannuksia, joten 
kustannusseurantaa ei voi unohtaa hetkeksikään.  
Sidosryhmille täytyy raportoida projektin tilannetta ja edistymää sovittujen käytäntö-
jen mukaan ja tiedottaminen ja vuorovaikutus ovat välttämättömiä jo yksistään re-
surssien työn organisoimiseksi.  
Mikäli kaikkien edellä mainittujen osa-alueiden yhteensovittamisessa ilmenee on-
gelmia, jotka saattavat aiheuttaa projektin epäonnistumisen, on kyseessä riski, jonka 
vaikutus projektiin täytyy käsitellä ja tarvittaessa ryhtyä toimenpiteisiin riskin pois-
tamiseksi tai minimoimiseksi. Riskien analysointi on tehtävä jo ennen projektin 
käynnistämistä, sillä jokin havaituista riskeistä voi olla syynä sille, ettei projektia 
koskaan käynnistetä. 
Edellä lueteltuihin projektihaasteisiin pitää pystyä vastaamaan olipa valittu projekti-
metodologia mikä hyvänsä. Tyypillisesti yritykset luovat oman projektinhallintame-
todologiansa sitä mukaa, kun yritykselle kertyy projektihistoriaa joko projektien asi-
akkaana tai toimittajana. Kun projektien ja niihin osallistuvien henkilöiden määrät 
lisääntyvät, täytyy yrityksen luoda käytäntöjä projektien hoitamiselle. Jossain vai-
heessa näistä projektinhallinnan käytännöistä voidaan käyttää nimitystä projektime-
todologia, jossa kuvataan hyvinkin tarkasti projektien vaiheet, niihin liittyvät velvoit-
teet ja vastuut sekä laadittavat raportit ja tiedottaminen. Yritysten projektikypsyyden 
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mittaamiselle on olemassa seuraavat tasot: 1) yhteinen projektisanasto, 2) yhteiset 
projektinhallinnan prosessit, 3) sovitut projektinhallintamenetelmät eli projektinhal-
lintametodologia, 4) suorituskyvyn mittaaminen ja 5) jatkuva kehittäminen. 
Yritysten projektikypsyyttä mitataan asteikolla, jonka tasolla 3 mainitaan projektime-
todologian käyttöönotto. Yritysten projektikypsyyden mittaamiselle on tarjolla use-
ampia tapoja. Projektikypsyyden tasot käytännön toimenpiteiden ja työvälineiden 
tasolla on kuvattu CMMI-mallissa (CMMI Product Team, 2006). CMMI-mallista on 
tarjolla kolme eri alalle erikoistunutta versiota: CMMI-DEV (CMMI for Develop-
ment) sovelluskehitykselle, CMMI-SVC (CMMI for Services) palveluille ja CMMI-
ACQ (CMMI for Acquisition) hankinnalle (CMMI Institute, 2013). 
Projektikyvykkyyttä mitatessa lähdetään liikkeelle yhteisestä projektisanastosta ta-
solla 1 ja edetään taso kerrallaan vaiheeseen, jossa projektinhallintametodologian 
parantaminen on osa liiketoimintaa tasolla 5. Kun yrityksen projektikyvykkyyden 
taso nousee, sitä laaja-alaisempia ja monimutkaisempia projektikokonaisuuksia yri-
tys pystyy hallinnoimaan onnistuneesti. 
Puhuttaessa projektinhallintametodologioista tulee muistaa, että yrityksissä käytetään 
erityyppisten projektien hoitamiseen erilaisia metodologioita. Tuotantohallin raken-
nusprojektissa käytetyt menetelmät saattavat soveltua hallin laitteiston automatisoin-
tiprojektille, mutta todennäköisesti rakennusprojekti ja automatisointiprojekti noudat-
tavat lajityypillistä metodologiaa. Edellä mainitut projektit saattavat olla mukana 
ohjelmassa, jolla kyseiset projektit rahoitetaan ja tälle ohjelmalle puolestaan löytyy 
oma hallintametodologiansa. Mainittu ohjelma saattaa sisältyä yrityksen projek-
tisalkkuun (project portfolio), jonka hallinnoimiseen on omat käytännöt ja menetel-
mät.  
Jokaisesta projektista, olipa se yksittäinen projekti tai mukana ohjelmassa tai salkus-
sa, täytyy saada määritellyt seurantatiedot sovittuina ajankohtina (etapit). Tätä tuotet-
tua tietoa hyödynnetään suunniteltaessa kyseisen projektin ja muiden meneillään 
olevien projektien jatkoa.  
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3.2 Taustaa sovelluskehitysmetodologioille  
Käsite sovelluskehitys on otettu käyttöön 1968, kun NATO laati periaatteita suur-
koneympäristössä toteutettavalle ohjelmoinnille (Naur & Randell, 1969). Periaatteet 
piti kirjata, koska tuona ajankohtana meneillään oli valtava määrä erillisiä suur-
koneympäristössä toteutettavia ohjelmointiprojekteja, joille piti luoda yhteiset peli-
säännöt. Sovelluskehitysmetodologiat ovat kehittyneet ajan myötä tietokonelaitteisto-
jen, käyttöjärjestelmien ja ohjelmointikielten kehityksen myötä, samalla kun sovel-
luskehitysprojektit muuttuivat yhä monimutkaisemmiksi, vesiputousmallista iteratii-
visten menetelmien kautta ketteriin menetelmiin (Boehm, 2002).  
Kuva 8 esittää sovelluskehitysmetodologioiden suunnitelmallisuusasteen muutoksen 
villistä ja vapaasta pilotoinnista täydelliseen suunnitelmallisuuteen, jossa kaikki on 
kirjattu pilkuntarkasti sopimuksiin. 
 
Kuva 8 Sovelluskehitysmenetelmien suunnitelmallisuusasteen kehitys, mukaeltuna [Boehm, 
2002] 
Kuvassa 8 näytetään myös prosessikehityksen kypsyysmallit CMMI (Capability Ma-
turity Model Integration) ja edeltäjänsä CMM (Capability Maturity Model), josta on 
erillinen versio sovelluskehitykselle (CMMI Product Team, 2006) ja niiden suhde 
sovelluskehitysmetodologioiden suunnitelmallisuusasteeseen.  
Jos janan toisessa päässä ovat metodologiat, jotka nojautuvat tiukasti sopimuksiin, 
etukäteen laadittuihin suunnitelmiin ja niiden mukanaan tuomiin rajoituksiin, niin 
toisessa päässä akselia ovat metodologiat, jotka eivät perustu sopimuksiin vaan salli-
vat sovelluskehityksen mukautua muuttuvien vaatimusten mukaan. Seuraavassa esi-
tellään kuvassa 8 esitettyjen metodologioiden tyypillisiä piirteitä ja ominaisuuksia 
sen mukaan kuinka ne sijoittuvat suunnitelmallisuusasteikolle (Boehm, 2002). 
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Suunnitelmaohjautuvat menetelmät, joissa eteneminen perustuu suunnitelmiin, do-
kumentteihin, joiksi lasketaan projektin asetus, liiketoimintasuunnitelma ja kannatta-
vuuslaskelma, projektisuunnitelma, projektin aikataulu vaiheistuksineen, tehtävineen 
ja tarkastelupisteineen (portit, etapit, milestone) ja niihin liittyvät raportit, riskienhal-
linta-, muutoksenhallinta-, resurssi- ja viestintäsuunnitelma sekä sopimukset. Toteu-
tettava projekti lukitaan suunnitelmilla suunnitteluvaiheessa ja projekti etenee yleen-
sä suoraviivaisesti. Muutosten tekeminen myöhemmin on vaikeaa ja aikaa vievää. 
Menetelmä tuottaa paljon ylläpidettävää dokumentaatiota. Menetelmä soveltuu pro-
jektille, jossa projektin vaatimusmäärittely pystytään tekemään tarkasti ja yksikäsit-
teisesti projektin määrittelyvaiheessa. Vuorovaikutus asiakkaan ja projektin toteutta-
jan kanssa on yleensä vähäistä. Asiakas osallistuu vaatimusmäärittelyn tekemiseen ja 
seuraava kanssakäyminen voi tapahtua ylläpitovaiheessa. 
Riskiohjautuvissa menetelmissä etenemistä säätelevä tekijä on riskien analysoiminen 
ja minimoiminen, eivät dokumentit. Vuorovaikutus asiakkaan kanssa on välttämätön-
tä pyrittäessä eliminoimaan se riski, ettei asiakas hyväksykään muutoksia, joita jou-
dutaan tekemään projektissa muiden riskien minimoimiseksi. 
Mukautuvat menetelmät pyrkivät asetettuihin tavoitteisiin hyödyntämällä riskienhal-
lintaa ja iteraatiota. Mukautuvilla menetelmillä voidaan hallinnoida projektia, jonka 
vaatimukset muuttuvat projektin aikana. Asiakkaan kommentteja ja mielipiteitä 
kuunnellaan ja niihin reagoidaan niin riskien hallinnassa kuin muuttuvien vaatimus-
ten osalta.  
Ketterät menetelmät luottavat vuorovaikutukseen ja kanssakäymiseen dokumenttien 
ja sopimusten sijaan. Ketterät menetelmät tukevat ja hyödyntävät jatkuvaa vuorovai-
kutusta asiakkaan kanssa. Ketterien menetelmien osalta projektin ainoa pysyvä asia 
on muutos ja siihen on varauduttu niin iteraatiolla kuin työskentelytavoilla. 
3.3 Tutkimusongelma 
Ketteriä menetelmiä pidetään ensisijaisesti sovelluskehitysprojektien metodologioina 
pitkälti niiden kehityshistorian vuoksi. Monissa projekteissa sovelluskehitys on kui-
tenkin vain osa koko projektia ja projektissa tarvitaan metodologiaa, jolla kaikkia sen 
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osia voidaan hallinnoida yhtenäisesti esimerkiksi aikataulun, budjetin, laajuuden ja 
laadun suhteen. Monissa yrityksissä projektit jaetaan jo heti aloitusvaiheessa niin 
sanottuihin osaprojekteihin, jolloin kullekin osaprojektille määritellään oma vetäjän-
sä, joka yhdessä projektitiimin kanssa sopii käytettävän projektimetodologian. Ko-
konaisuutta, johon on yhdistetty esimerkiksi raportointia varten kaikki osaprojektit, 
kutsutaan summa- tai yhteenvetoprojektiksi (master project). Vaikka koko projekti 
olisi sovelluskehitystä, täytyy edellä mainittujen projektin osa-alueiden olla hallin-
nassa projektin elinkaaren aikana.  
Kun toimin projektikonsulttina eri toimialoilla viimeiset reilut kymmenen vuotta, 
asiakkaat esittivät tyypillisesti seuraavat projektinhallinta- ja sovelluskehitysmetodo-
logioihin liittyvät kysymykset: 
 Voiko ketteriä metodologioita käyttää tuotekehitysprojekteissa? 
 Voiko ketterillä menetelmillä toteutetun sovelluskehitysprojektin synkronoida 
projektinhallintametodologiaan, jota käytetään summaprojektin hallinnassa? 
Kummankin kysymyksen taustalla on toive, että ketterissä menetelmissä on projek-
tinhallinnallisia elementtejä, jotka mahdollistavat ketterän metodologian hyödyntä-
misen erityyppisissä projekteissa mukaan lukien summaprojektit. Erilaisia projektin-
hallintametodologioita tulee aina olemaan käytössä erityyppisille projekteille (Haw-
rysh & Ruprecht, 2000) ja jopa sovelluskehityksessä tarvitaan niin ketteriä kuin 
suunnitelmiin pohjautuvia metodologioita (McCauley, 2001; Glass, 2001). 
Tässä tutkielmassa haetaan lähdeaineiston perusteella vastausta seuraaviin tutkimus-
kysymyksiin: 
 Millaista tukea kukin ketterä menetelmä antaa projektin aikataulutukselle ja 
laaditun aikataulun seurannalle? 
 Kuinka projektin kustannusten ja sitä kautta budjetin seuranta onnistuu kette-
rän menetelmän turvin? 
 Kuinka projektin laajuuden hallinta hoidetaan aikataulutuksen ja kustannus-
ten näkökulmasta? 
 Tarjoaako ketterä metodologia projektin laadunhallinnan työvälineet? 
 Tarjoaako ketterä metodologia riskien hallinnan työvälineet? 
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Ketterien menetelmien osalta tarkastelen erityisesti kunkin menetelmän tarjoamia 
työvälineitä ja käytäntöjä vaatimustenhallintaan, arkkitehtuurisuunnitteluun ja ohjel-
mistojen testaamiseen. Lisäksi tarkastelen asiakkaan roolia ja työpanosta projektissa. 
Toteutettaessa yritysten tilaamia projekteja ja niihin liittyviä koulutuksia esille nou-
sivat edellä mainitut kysymykset, joihin haetaan vastauksia tapaustutkimuksen mene-
telmin. Näihin kysymyksiin pyritään vastaamaan etsimällä uusinta tutkimustietoa 
pääasiallisesti informaatiotekniikan tietokannoista. 
Tutkimuksen kohteeksi valittiin ketteristä menetelmistä kaksi laajimmin käytössä 
olevaa metodologiaa Extreme Programming ja Scrum. Crystal-metodologia valittiin 
mukaan tutkimukseen projektinhallinnallisten ominaisuuksiensa vuoksi (Abrahams-
son & al., 2002). Metodologioista tutkitaan seuraavat ominaisuudet ja piirteet: meto-
dologian sisältämät vaiheet, roolit ja roolien sisältämät taidot, tiimit, toimintatavat ja 
aktiviteetit, etapit ja vaihetuotteet, standardit ja metodologian menetelmät laadun 
varmistamiselle. Lisäksi metodologiat punnitaan projektinhallinnallisten ominai-
suuksiensa suhteen ja tässä yhteydessä tutkitaan metodologian tarjoamat työvälineet 
projektin laajuuden, ajan ja kustannusten hallintaan, työvälineet resursoinnille, vuo-
rovaikutuksen hoitamiseen sekä riskien hallinnointiin. Projektinhallinnallisten omi-
naisuuksien arviointi perustuu kirjallisuusviitteisiin ja tutkielman tekijän omakohtai-
siin kokemuksiin erityyppisten projektien hallinnoinnista. Käytännön sovelluksen 
toteuttaminen ei sisälly tähän tutkimukseen aikapulan vuoksi. 
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4 Ketterät sovelluskehitysmetodologiat 
Sovelluskehitysmetodologioiden historia alkaa vesiputousmallista ja tiukasti suunni-
telmiin pohjautuvista projektisopimuksista, jotka olivat käytössä teollisuudessa, ja 
osoittautuivat jo 1960-luvulla riittämättömäksi sovelluskehitysprojektien muuttuvien 
vaatimusten käsittelyyn (Larman & Basili, 2003). 
Lean-menetelmä ja ketteryys 
Teollistuminen oli kokenut monia valmistusmenetelmien kehittämissyklejä autotuo-
tannossa alkaen Fordista 1800-luvun lopussa, jatkuen General Motorsiin 1930-
luvulla ja kulminoituen toisen maailmansodan jälkeen Toyotaan. Toyota kehitti tuo-
tantomenetelmän, Toyota Production Systems (Ohno, 1978), jonka keskeisenä peri-
aatteena on jätteen minimoiminen. Tämän periaatteen taustana on oivallus, jonka 
mukaan kaikki tuotanto koostuu kahdesta komponentista: työ ja jäte. Toyota halusi 
myös tuottaa laadukkaita tuotteita mahdollisimman alhaisilla kustannuksilla, sekä 
työntekijöitä ja heidän osaamistaan arvostaen.  
Näihin haasteisiin vastattiin käytännön toteutuksella (Womack & al., 1990), jossa 
huomioidaan asiakkaan näkemät arvot ja tuotantoketjussa toimittiin asiakkaan arvo-
ketjun mukaan karsimalla kaikki arvoa tukematon toiminta. Työntekijät osallistuvat 
toiminnan kehittämiseen ja kehittäminen on jatkuvaa. Tuotanto nojaa jätteen mini-
moimiseen niin materiaaleissa kuin ajassakin, jolloin myös odottaminen työvaiheiden 
välillä lasketaan jätteeksi. Tuotantomenetelmässä nojaudutaan siihen, että jokaisessa 
työpisteessä, joissa tyypillisesti toimitaan tiiminä, tehdään vain tarpeelliset toimenpi-
teet ja juuri ajallaan. Mikäli työpisteissä ilmenee jotain normaalista poikkeavaa, toi-
minta pitää keskeyttää ja paikalle kutsutaan henkilö, jolla on tietämystä asian selvit-
tämisestä. Tuotteeseen ei myöskään sisällytetä ominaisuuksia, joille ei ole ollut ky-
syntää ja tuotteita tehdään vain tarpeellinen määrä, jolloin varastoihin ei muodostu 
jätettä. 
Toyotan kehittämää ja vuonna 1962 käyttöönottamaa tuotantomenetelmää ryhdyttiin 
käyttämään myös muilla teollisuuden aloilla ja tässä yhteydessä menetelmä sai ni-
mekseen Kaizen, joka tarkoittaa jatkuvaa kehittämistä pienin askelin kaikkien osal-
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listumista hyödyntäen. Autojen tuotantohistoriasta kertovassa teoksessa (Womack & 
al., 1990) Toyotan kehittämää tuotantomenetelmää kutsutaan nimellä Lean manufac-
turing eli kevyt valmistaminen. Lean-tuotantomenetelmää sovelletaan nykyisin useil-
la eri toimialoilla. Nykyisin käytössä olevien ketterien menetelmien katsotaan 
pohjautuvan Lean-tuotantomenetelmissä julkaistuihin periaatteisiin. 
Agile Manifesto - ketterän sovelluskehityksen julistus 
Eri toimijat kehittivät uusia Lean-ideologiaan pohjautuvia sovelluskehitysmenetel-
miä, joilla pystyttiin vastaamaan muuttuviin vaatimuksiin. Vuosien ajan niin sanottu-
jen kevyiden menetelmien puolestapuhujana toiminut kehittäjäryhmä kokoontui 
vuonna 2001 tapahtumaan, jonka tuotoksena ryhmä julkaisi Agile Manifesto -
julistuksen (Agile Manifesto a, 2001; Beck & al., 2001; Cockburn, 2002). Tätä jul-
kistusta pidetään ketterän sovelluskehityksen määritelmänä ja se sisältää neljä arvoa 
ja kaksitoista periaatetta, joita ketterät menetelmät noudattavat. Periaatteita oli julis-
tushetkellä kaksitoista, mutta vuosien kuluessa Agile Alliance (Agile Alliance, 2012) 
on lisännyt niitä. Agile Alliance on voittoa tavoittelematon organisaatio, joka edel-
leen kehittää ketteriä menetelmiä. Arvot on määritelty seuraavasti Agile Manifeston 
(Agile Manifesto b, 2001) suomenkielisillä sivuilla: 
”Ketterän ohjelmistokehityksen julistus 
Löydämme parempia tapoja tehdä ohjelmistokehitystä, kun teemme sitä 
itse ja autamme muita siinä. Kokemuksemme perusteella arvostamme: 
Yksilöitä ja kanssakäymistä enemmän kuin menetelmiä ja työkaluja 
Toimivaa ohjelmistoa enemmän kuin kattavaa dokumentaatiota 
Asiakasyhteistyötä enemmän kuin sopimusneuvotteluja 
Vastaamista muutokseen enemmän kuin pitäytymistä suunnitelmassa 
Jälkimmäisilläkin asioilla on arvoa, mutta 
arvostamme ensiksi mainittuja enemmän.” 
Julistuksen määrittelemät periaatteet ovat (Agile Alliance, 2012): 
– Tärkein tavoitteemme on tyydyttää asiakas toimittamalla tämän tarpeet täyt-
täviä versioita ohjelmistosta aikaisessa vaiheessa ja säännöllisesti.  
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– Otamme vastaan muuttuvat vaatimukset myös kehityksen myöhäisessä vai-
heessa. Ketterät menetelmät hyödyntävät muutosta asiakkaan kilpailukyvyn 
edistämiseksi.  
– Toimitamme versioita toimivasta ohjelmistosta säännöllisesti, parin viikon tai 
kuukauden välein, ja suosimme lyhyempää aikaväliä.  
– Liiketoiminnan edustajien ja ohjelmistokehittäjien tulee työskennellä yhdessä 
päivittäin koko projektin ajan.  
– Rakennamme projektit motivoituneiden yksilöiden ympärille. Annamme heil-
le puitteet ja tuen, jonka he tarvitsevat, ja luotamme siihen, että he saavat 
työn tehtyä.  
– Tehokkain ja toimivin tapa tiedon välittämiseksi kehitystiimille ja tiimin jä-
senten kesken on kasvokkain käytävä keskustelu.  
– Toimiva ohjelmisto on edistymisen ensisijainen mittari.  
– Ketterät menetelmät kannustavat kestävään toimintatapaan. 
– Hankkeen omistajien, kehittäjien ja ohjelmiston käyttäjien tulisi pystyä yllä-
pitämään työtahtinsa myös tulevaisuudessa.  
– Teknisen laadun ja ohjelmiston hyvän rakenteen jatkuva huomiointi edesaut-
taa ketteryyttä.  
– Yksinkertaisuus - tekemättä jätettävän työn maksimointi - on oleellista.  
– Parhaat arkkitehtuurit, vaatimukset ja suunnitelmat syntyvät itseorganisoitu-
vissa tiimeissä.  
– Tiimi tarkastelee säännöllisesti, kuinka parantaa tehokkuuttaan, ja mukauttaa 
toimintaansa sen mukaisesti.  
Sovelluskehitysmetodologian kattamat osa-alueet 
Cockburn (2007) esittää kunkin sovelluskehitysmetodologian käsittävän seuraavat 
osa-alueet: roolit, roolien edellyttämät taidot, tiimit, noudatettavat toimintatavat, ak-
tiviteetit eli työtehtävät, joihin projektin henkilöstö käyttää työaikaansa, prosessit eli 
projektin vaiheet ja niihin liittyvät aktiviteetit, vaihetuotteet, projektin edistymistä 
mittaavat välitavoitteet eli etapit, standardit, laatu ja tiimin arvot. 
Edellä lueteltuja osa-alueita tarkastellaan seuraavissa luvuissa ketterien sovelluskehi-
tysmetodologioiden osalta. Tarkastelu kattaa roolit ja niiden edellyttämät taidot, so-
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velluskehitysprojektissa työskentelevät tiimit, vakiintuneet toimintatavat tarkastelta-
vassa metodologiassa, metodologian sisältämät prosessit sekä prosesseihin liittyvät 
aktiviteetit, vaihetuotteet, etapit ja metodologiaan mahdollisesti sisältyvät standardit. 
Mikäli metodologiassa on määriteltyjä menetelmiä laadun varmistamiselle, nämä 
menetelmät kuvataan. Tiimin arvot eivät sisälly tähän tarkasteluun, koska kyseiset 
arvot ovat aina tiimistä ja toteuttavasta organisaatiosta riippuvia muuttujia. 
Otettiinpa käyttöön ketterä tai ei-ketterä sovelluskehitysmetodologia, se täytyy räätä-
löidä ja valita projektityypin mukaan. Yritykset muokkaavat metodologioita omaan 
käyttötapaansa sopiviksi ja tyypillisesti myös yhdistävät eri metodologioiden tarjo-
amia menetelmiä ja työvälineitä (Fitzgerald & al., 2006).  
Seuraavissa luvuissa esitellään ensin valittujen sovelluskehitysmetodologioiden syn-
tyhistoria ja yleiskuvaus ja sen jälkeen metodologian vaihekuvaus, jonka jälkeen 
käydään läpi metodologian osa-alueet. Osa-alueiden ominaisuudet esitetään siinä 
muodossa, kuin metodologioiden kehittäjät ovat ne määritelleet. Luvussa 4.1 käsitel-
lään Extreme Programming (XP), luvussa 4.2 käsitellään Scrum ja luvussa 4.3 käsi-
tellään Crystal-metodologia.  
4.1 Extreme Programming - XP 
Extreme Programming -metodologia, josta käytetään lyhennettä XP (eXtreme Prog-
ramming), on Kent Beckin (Beck, 1999) kehittämä iteratiivinen ja ketterä metodolo-
gia, joka sopii pienien tiimien käyttöön. Tiimin koko voi olla maksimissaan 20 hen-
kilöä. Metodologian alkujuuret juontavat 1990-luvun puoliväliin, jolloin Beck toimi 
projektipäällikkönä Chryslerin uuden ongelmiin ajautuneen palkanlaskentajärjestel-
män kehitysprojektissa (Copeland, 2001). Kyseistä ongelmaprojektia luotsatessaan 
Beck kokosi ja kehitti työmenetelmiä, käytäntöjä ja sääntöjä, joista XP-metodologia 
koostuu (Beck, 1999). Beckin ideana oli koota parhaita käytäntöjä (best practices) 
sovelluskehityksessä ja soveltaa niitä projektissa. 
XP-metodologian ketteryys ilmenee perusarvoissa, jotka ovat yhteneviä Agile Mani-
festo -julistuksen kanssa (Agile Manifesto a, 2001). Projekteissa XP-metodologian 
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arvot toteutetaan ja sovelletaan XP-käytäntöjen kautta. XP-metodologian hyödyntä-
miselle ohjeistus löytyy XP:n säännöistä.  
Extreme Programming -metodologian arvot 
Alkuperäiset perusarvot, joille XP-metodologia pohjautuu, ovat kommunikaatio, 
yksinkertaisuus, palaute ja rohkeus (Beck, 1999). Myöhemmin arvolistaan on lisätty 
kunnioitus (Beck & Andres, 2004).  
Nämä perusarvot toteutetaan ja toteutuvat siten, että projektin ohjelmoijat käyvät 
jatkuvaa keskustelua asiakkaan ja työpariensa kanssa, jolloin myös palautteen anta-
minen onnistuu luontevasti. Avoimella kommunikaatiolla ehkäistään myös virheiden 
syntymistä, koska kaikki asianosaiset tietävät projektin tilanteen ja osaavat toimia 
sen vaatimalla tavalla. 
Toteutettavat rakenteet ja koodi ovat yksinkertaisia ja selkeitä. Yksinkertaisuus tar-
koittaa sitä, että sovellus rakennetaan ja ohjelmoidaan yksinkertaisimmalla, toimival-
la tavalla, eikä sovellukseen ohjelmoida mitään tarpeetonta tai ylimääräistä esimer-
kiksi tulevaisuudessa mahdollisesti tapahtuvaa laajennusta varten. 
Ohjelmoijat saavat palautetta sovelluksistaan käynnistämällä niiden testaukset en-
simmäisestä päivästä alkaen. Palautetta kerätään myös asiakkaalta ja tiimin muilta 
jäseniltä. 
XP:n käyttöönoton yhteydessä tarvitaan rohkeutta, koska metodologia vaatii paneu-
tumista ja harjoittelua. Rohkeus on myös valttia siinä vaiheessa, kun ohjelmoijat toi-
mittavat järjestelmän asiakkaalle mahdollisimman nopeasti ja ottavat muutosehdo-
tukset huomioon. Nopea toimitus takaa myös asiakkaan nopean palautteen. Pelto-
niemi (2009) on todennut, että rohkeutta tarvitaan XP-projektissa myös siihen, että 
suunnittelutyö osataan lopettaa ajoissa ja siirrytään toteutukseen, vaikkeivät kaikki 
järjestelmään liittyvät odotukset ja sitä myöten ominaisuudet ja niiden toteuttamiseen 
liittyvät ongelmat ole vielä selvillä. 
Jokainen onnistuminen lisää ryhmän jäsenten kunnioitusta muita tiimiläisiä kohtaan 
ja kohentaa kunkin tiimiläisen itsekunnioitusta. Tiimiläiset kunnioittavat asiakasta ja 
asiakas tiimiläisiä. 
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Extreme Programming -metodologian käytännöt 
XP:n julkistuksen yhteydessä määriteltiin kaksitoista käytäntöä (Goldman & al., 
2004). XP:ssä on käytäntöjä ja työtapoja, joita ei ole muissa ketterissä metodologi-
oissa, esimerkiksi uudelleenrakentaminen ja 40-tuntinen työviikko. Käytännöt ovat 
seuraavat: 1) suunnittelupeli (planning game), 2) pienet julkaisut (small releases), 3) 
järjestelmän metafora (system metaphor), 4) yksinkertainen rakenne ja suunnittelu 
(simple design), 5) testaus (testing), 6) uudelleenrakentaminen (refactoring), 7) pa-
riohjelmointi (pair programming), 8) koodin yhteisomistajuus (collective ownership), 
9) jatkuva integrointi (continuous integration), 10) 40-tuntinen työviikko (40-
hourweek), 11) paikan päällä oleva asiakas (on-site client) ja 12) koodausstandardit 
(coding standards). 
Käytännöt eivät kuitenkaan vielä kerro kuinka XP-projektissa työskennellään. Työs-
kentelyohjeet kuvataan säännöissä. 
Extreme Programming -metodologian säännöt 
XP-projektin työskentelyä ohjaavat yksinkertaiset säännöt on julkaissut 1999 Don 
Wells (Wells, 1999) XP-websivustolla. Seuraavassa on kooste keskeisistä säännöistä, 
jotka korostavat XP-työskentelytapaa. 
Käytännön hallinnoinnin (managing) sääntöjä ovat esimerkiksi: tiimille annetaan 
pysyvä, avoin työtila, määritellään säilytettävissä oleva työtahti, projektin etenemis-
nopeutta mitataan, henkilöitä kierrätetään projektissa ja korjataan XP, kun se hajoaa. 
Tässä tilanteessa tiimiläiset ovat hylänneet tai ovat kykenemättömiä toimimaan sovit-
tujen sääntöjen puitteissa. Tilanteen korjaaminen vaatii rakentavaa keskustelua tiimi-
läisten kesken ja keskustelun tuloksena pitää olla sovitut, sääntöihin pohjautuvat toi-
mintatavat, joihin kaikki voivat sitoutua. 
Suunnittelun (designing) sääntöjä ovat esimerkiksi: määritellään järjestelmän metafo-
ra, vähennetään riskejä luomalla yksinkertaisia kohdesovelluksia (spike solutions), 
joilla kartoitetaan tarkasti rajattuja ongelma-alueita, mitään toiminnallisuutta ei lisätä 
aikaisessa vaiheessa ja uudelleenrakennetaan aina kun mahdollista. 
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Ohjelmoinnin (coding) sääntöjä ovat esimerkiksi: asiakas on aina läsnä, koodi kirjoi-
tetaan standardien mukaan, ensimmäinen ohjelmoitava on testitapaus valitulle käyt-
tötapaukselle, kaikki koodi tuotetaan pariohjelmoimalla, vain yksi pari kerrallaan 
integroi koodia, integrointi tehdään usein, integrointia varten on varattu erillinen tie-
tokone, ja koodi on tiimin yhteisomistuksessa. 
Testauksen (testing) säännöt ovat: koodi täytyy moduulitestata, kaiken koodin pitää 
läpäistä kaikki moduulitestit ennen kuin versiota julkaistaan, kun löydetään virhe, 
luodaan tarvittavat testit ja hyväksymistestejä ajetaan usein ja ydinkoodi julkaistaan. 
4.1.1 Extreme Programming -metodologian vaiheet 
XP-projekti käynnistyy tutkimusvaiheella, jossa asiakas kirjoittaa tarinakortit (story 
cards) kuvaten tarpeet ja tarvittavat toiminnallisuudet periaatteella tarina/tarinakortti. 
Tutkimusvaiheessa tarinakortteissa kuvataan tärkeimmät ominaisuudet, jotka asiakas 
haluaa toteutettavaksi järjestelmän ensimmäiseen versioon. Toimittaja tutustuu tut-
kimusvaiheessa tekniikkaan, jolla tarinakorteissa kuvatut ominaisuudet aiotaan to-
teuttaa. Tutkimusvaiheen kesto on tyypillisesti muutamasta viikosta muutamiin kuu-
kausiin. Kuva 9 esittää XP-projektin vaiheet. 
 
Kuva 9 Extreme Programming -projektin vaiheet, mukaeltuna [Abrahamsson, 2002] 
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Suunnitteluvaiheessa asiakas valitsee seuraavaan versioon toteutettavat ominaisuu-
det. Sovelluksen toimittaja antaa asiakkaan esittämille toiminnallisuuksille työ- 
määrä-, hinta- ja aikatauluarvion sekä kertoo muut mahdolliset toteuttamisen vaati-
mat asiat, esimerkiksi lisenssimaksut. Työmääräarvio merkitään myös tarinakorttei-
hin. Tämän jälkeen asiakas asettaa tarpeet tärkeysjärjestykseen ja päättää, mitä toi-
minnallisuuksia versioon toteutetaan. Suunnitteluvaiheen kesto on tyypillisesti muu-
tamia päiviä. 
Tätä suunnittelupeliä toteutetaan niin kauan, että kaikki halutut ominaisuudet on to-
teutettu julkaisun iteraatioissa eli eri iteraatiokierrosten aikana. Ensimmäisellä ite-
raatiokierroksella sovellukselle rakennetaan perusarkkitehtuuri. Seuraavilla iteraa-
tiokierroksella sovellukseen lisätään vähitellen niitä ominaisuuksia, jotka asiakas on 
siihen määritellyt. Ominaisuudet, jotka jätetään toteuttamatta jollakin iteraatiokier-
roksella, kirjataan muistiin ja niihin palataan seuraavien iteraatiokierrosten yhteydes-
sä. Kunkin iteraatiokierroksen suunnitteluvaiheessa saattaa olla muuttuneita asiakas-
vaatimuksia, sillä asiakas voi halutessaan lisätä tai poistaa sovelluksen ominaisuuksia 
kirjoittamalla uusia tarinakortteja, poistamalla niitä tai jakamalla tarinankortin use-
ammaksi. Valitessaan toteutettavia ominaisuuksia asiakas myös määrittelee toteutuk-
sen aikataulun ja asiakas voi myös asettaa sovellusversion valmistumispäivän.  
Asiakkaan kanssa luodaan projektin alkuvaiheessa yhteinen metafora, jolla varmiste-
taan, että asiakas ja toimittaja käyttävät samaa termistöä kuvatessaan ja keskustelles-
saan järjestelmästä.  
Kun käyttäjätarinat on hiottu riittävän tarkalle tasolle kullakin iteraatiokierroksella, 
alkaa sovelluksen toteutus parityöskentelynä, samalla tietokoneella, 40-tuntista työ-
viikkoa noudattaen. Asiakas on kuvannut ongelmat ja tarpeet tarinoina ja kehittäjien 
tehtävänä on analysoida tarinat ja suunnitella tarinoiden toteuttamiseen tarvittavat 
tekniset ratkaisut. Projektin ensimmäinen varsinainen tuotos on valitulle käyttötapa-
ukselle kirjoitettava moduulitestitapaus (test case). Seuraava vaihe on käyttötapauk-
sen ohjelmointi mahdollisimman yksinkertaisella tavalla: ongelman ratkaisuna on 
yksinkertaisin toimiva rakenne, ei uudelleenkäyttöoptiota ja arkkitehtuuri suunnitel-
laan vain seuraavaan versioon tulevia toimintoja varten.  
 28 
Kun käyttäjätarinaan liittyvä koodi on saatu valmiiksi, se integroidaan välittömästi 
muuhun ohjelmakoodiin ja testataan. Mikäli testaus onnistuu ilman virheitä, siirry-
tään seuraavaan käyttäjätarinaan. Tuotettava koodi on tiimin yhteisessä omistuksessa 
ja jokainen ohjelmoija voi muokata koodia, myös muiden tekemään, noudattamalla 
Fowlerin (1999) kehittämän uudelleenrakentamismenetelmän (refactoring) sääntöjä. 
Uudelleenrakentamisella muokataan koodin rakennetta paremmaksi muuttamatta sen 
toiminnallisuutta. Menetelmä sisältää useita yksityiskohtaisia sääntöjä, joilla varmis-
tetaan, ettei kuka tahansa ohjelmoija voi muokata yhteistä koodia koska tahansa ja 
miten tahansa. 
Tuotteistusvaiheessa suoritetaan lisää testejä, esimerkiksi suorituskykytestejä. Tämä-
kin vaihe on iteratiivinen. Ylläpitovaiheessa asiakas tarinoi uusia tai muutettavia 
ominaisuuksia järjestelmään ja saa järjestelmän käyttöön tarvittavaa asiakastukea. 
Kun kaikki tarinakortit on toteutettu järjestelmään eli asiakkaalla ei ole järjestelmää 
koskevia uusia tai muutettavia ominaisuuksia, ollaan projektin päätösvaiheessa.  
4.1.2 Extreme Programming -roolit ja roolien edellyttämät taidot 
Extreme Programming -metodologian mukaan toteutetuissa projekteissa on tunnistet-
tavissa Beckin (Beck, 1999) kuvaamat roolit: ohjelmoija, asiakas, testaaja, mittaaja, 
valmentaja, konsultti ja johtaja. Sama henkilö voi toimia XP-projektissa monessa 
roolissa ja kaikki projektiryhmän jäsenet keskustelevat ja ovat vuorovaikutuksessa 
asiakkaan kanssa.  
Ohjelmoijan (programmer) rooli on XP-projektissa keskeinen, sillä hänen vastuul-
laan on käyttäjätarinoiden analysointi ja tarinoiden sisältämien toiminnallisuuksien 
vaatiman ohjelmakoodin suunnittelu ja kirjoittaminen yhdessä muiden ohjelmoijien 
kanssa, sekä koodin moduulitestaus. Ohjelmoija arvioi tarinakorttien sisältämien 
ominaisuuksien toteuttamiseen tarvittavan työajan. Ohjelmoija osallistuu järjestel-
män metaforan kehittämiseen yhdessä asiakkaan kanssa. XP-projekteissa ohjelmoijat 
ovat suorassa vuorovaikutuksessa asiakkaan kanssa. 
Asiakas (customer) kirjoittaa tarinat eli luo projektille käyttötapaukset, asettaa ne 
tärkeysjärjestykseen ja valitsee toteutettavat toiminnallisuudet kullekin iteraatiolle ja 
määrittelee samalla aktiivisen iteraation toteuttamisaikataulun. Asiakkaan vastuulla 
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on myös toiminnallisten testien suunnittelu. Asiakas päättää toimitetun käyttötapauk-
sen hyväksymisestä. 
Testaaja (tester) auttaa tarvittaessa asiakasta toiminnallisten testien suunnittelussa ja 
hän voi myös suorittaa varsinaisen testauksen. Mikäli testeissä löytyy virheitä, testaa-
ja tiedottaa asiasta muulle projektiryhmälle. 
Mittaaja (tracker) seuraa käyttäjätarinoiden julkaisujen aikatauluarvioiden pitävyyttä, 
iteraatioiden toteutusta tehtävätasolla ja hyväksymistestausta sekä antaa palautetta 
projektiryhmälle ja ohjaa ryhmää aikatauluarvioiden parantamisessa, mikäli aikatau-
luarviot eivät toteudu projektissa. 
Valmentaja (coach) on henkilö, joka hallitsee Extreme Programming -metodologian 
ja sen hyödyntämisen projektityöskentelyssä. Hänen tehtävänään on opastaa projekti-
ryhmää soveltamaan XP:tä käytännön työskentelyyn samalla, kun hän varmistaa, että 
XP:n arvot ja toimintatavat toteutuvat työskentelyssä. 
Konsultti (consultant) on henkilö, jonka asiantuntijuutta tarvitaan projektissa joko 
liiketoiminnallisella tai teknisellä osa-alueella. Tyypillisesti konsulttia tarvitaan pro-
jektissa jonkin ryhmää askarruttavan erityiskysymyksen selvittämisessä. 
Johtaja (owner) on henkilö, jolla on vastuu projektin päätöksenteosta eli hän seuraa 
projektin edistymistä ja poistaa projektin edistymisen esteitä. 
4.1.3 Extreme Programming ja tiimit 
XP-projektissa työskentely pohjautuu tiimityöskentelyyn, kuten kaikissa ketterissä 
menetelmissä. Huomioitava seikka XP-projekteissa on se, että kutakin projektia var-
ten perustetaan vain yksi tiimi. XP-projekteissa tiimin koon tulee rajoittua 20 henki-
löön. XP-projekteissa tiimi on itseorganisoituva ja tiimissä on edustettuina monien 
roolien edustajia kuten kehittäjiä ja asiakkaan edustajia (Larman, 2004). Nämä lähtö-
kohdat tarjoavat tiimille onnistumisen mahdollisuudet, koska tiimi voi kommunikoi-
da vapaasti eri sidosryhmien kanssa ja hankkia näin kaiken tarvittavan tiedon projek-
tin toteuttamista varten. Tiimi luo myös oman aikataulunsa toteutukselle yhteistyössä 
sidosryhmien kanssa ja toteuttaa suunnitelmat itsenäisesti ilman nimettyä ohjaajaa.  
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Tiimiläiset tekevät 40-tuntista työviikkoa eli ylityöt eivät ole ratkaisu aikatauluon-
gelmien selvittelyyn. Tiimi työskentelee avoimessa työtilassa, joka mahdollistaa vä-
littömän vuorovaikutuksen tiimiläisten kesken.  
Tiimin jäseniltä edellytetään osaamista, jota tarvitaan vastattaessa seuraavien osa-
alueiden haasteisiin: miksi tämä sovellus on tärkeä ja miksi sitä pidetään näkyvillä ja 
siihen panostetaan, kuinka sovellus suunnitellaan ja toteutetaan, millaisia sääntöjä 
sovelluksen tulee noudattaa, kuinka sovelluksen tulee käyttäytyä ja millaisia käyttö-
liittymiä sovelluksessa on, kuinka projekti näkyy yrityksen toiminnassa ja kuinka 
osallistujien osaamista parannetaan projektin aikana? 
XP-projektissa projektipäällikön tehtävänä ei ole projektin johtaminen, vaan hänen 
tehtävänään on avustaa projektia esimerkiksi resurssien hankinnassa, ja hän voi myös 
hoitaa yhteydenpitoa ulkopuolisiin sidosryhmiin (Jeffries, 2001). Tiimi omistaa tuo-
tetun koodin ja koodin yhteisomistajuuden vuoksi käytössä täytyy olla sovitut ohjel-
mointikäytännöt (Larman, 2004). 
4.1.4 Extreme Programming -toimintatavat ja aktiviteetit 
XP-projektit käynnistetään suunnittelupelillä, jonka tarkoituksena on suunnitella uu-
den julkaistavan ohjelmaversion laajuus. Suunnittelupeli on yksi XP-metodologian 
toimintatavoista. 
XP-projekteissa dokumentaatio on mahdollisimman kevyt. Yhteinen työskentelytila 
antaa mahdollisuuden välittömään kommunikointiin tiimiläisten kesken ja tämä it-
sessään vähentää dokumentoinnin tarvetta. Tarinakortit saattavat olla ainoa projektis-
sa syntyvä dokumentaatio. Jos työmääräarvioiden tekeminen toteutettavalla toimin-
nallisuudelle on hankalaa esimerkiksi teknisen haastavuuden takia, tehdään työmää-
räarviota varten prototyyppi (Wells, 2009). Mikäli on tarvetta laajemmalle dokumen-
taatiolle, siitä ja sen muodosta sovitaan aina tapauskohtaisesti. 
Yksi toimintatapa on järjestelmän metaforan laatiminen. Vertauskuvalla selvenne-
tään järjestelmän toimintaa asiakkaalle ja ohjelmoijille. 
Seuraava suunnittelupeli kohdistuu käynnistettävään iteraatioon ja siinä julkaistaviin 
toiminnallisuuksiin. Kun asiakas valitsee seuraavaan julkaisuun otettavat ominaisuu-
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det, kehittäjät lisäävät toiminnallisuuksien tuottamiseen tarvittavat tehtävät eli luovat 
tehtävälistat, joista he valitsevat itselleen sopivat tehtävät ja arvioivat niiden työmää-
rät. Jos tehtävän suorittamiseen kuluu vähemmän kuin puoli työpäivää tai enemmän 
kuin kaksi työpäivää, tehtävä määritellään uudelleen. 
Kaikki tuotantoon tarkoitettu ohjelmointi tehdään pareittain samalla tietokoneella 
siten, että toinen koodaa ja toinen seuraa vieressä tehden samalla koodin katselmoin-
tia. Työpari on suunnitellut toiminnallisuuden yhdessä ja he myös toteuttavat sen 
yhdessä. Parityöskentely saattaa alkaa tarvittaessa noin 15 minuutin kestoisella pala-
verilla asiakkaan kanssa. Tässä palaverissa työpari voi kysyä asiakkaalta suoritetta-
vaan tehtävään tarkennuksia. 
Testivetoinen sovelluskehitys (test-case-first-development) on yksi XP:n toimintata-
voista, ja niinpä ensimmäinen tehtävä on yksikkötestien kirjoittaminen ennen varsi-
naisen koodaamisen aloittamista. Yksikkötestit ajetaan ja varmistetaan, että ne toimi-
vat. Tällä menettelyllä eliminoidaan triviaalit yksikkötestit ja mahdolliset suunnitel-
tuun toteutukseen liittyvät olettamukset (Beck, 1999; Larman, 2004). 
Kun käyttäjätarinaan liittyvä koodi on saatu valmiiksi, se integroidaan muuhun jär-
jestelmään jatkuvan integroinnin -periaatteen (continuous integration) mukaan. Jat-
kuva integrointi hoidetaan tyypillisesti versionhallintajärjestelmän avulla. Uuden 
koodin lisääminen versionhallintaan viimeistellään koko järjestelmän kääntämisellä 
ja tämä toimenpide hoidetaan erillisellä tähän tarkoitukseen varatulla tietokoneella. 
Samassa yhteydessä ajetaan myös yksikkö- ja hyväksymistestit automatisoidusti. 
Koodin siistiminen, rakenteen parantaminen ja yksinkertaistaminen toiminnallisuutta 
muuttamatta iteraatioiden myötä eli refaktorointi on yksi XP:n toimintatavoista. 
4.1.5 Extreme Programming etapit ja vaihetuotteet 
XP-projektissa määritellään etappipisteitä siinä vaiheessa, kun julkaisusuunnitelma 
laaditaan. Julkaisun suunnittelupelin tuloksena on tärkeysjärjestykseen asetetut käyt-
täjätarinat ja niiden sisältämät ominaisuudet. Vaihetuotteina voidaan pitää edellä 
mainittua julkaisun suunnittelupelin tulosta, joka purkautuu käyttäjätarinankohtaises-
ti tehtäväluetteloksi, jossa tehtäville arvioidaan työmäärät ja sitä kautta kestot. Vaihe-
tuotteiksi voidaan luokitella myös yksikkötestit, sillä niillä käynnistetään kunkin ite-
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raatiokierroksen konkreettinen tekeminen. Mikäli raportteja tuotetaan XP-projektin 
aikana, voidaan ne luokitella kyseiseen vaiheeseen liittyviksi tuotteiksi. 
4.1.6 Extreme Programming ja standardit 
XP-metodologia tukee standardien käyttämistä ja standardoitavia kohteita XP-
projektissa ovat esimerkiksi ohjelmointikäytännöt (code conventions), vaiheittainen 
kehitystyö, määräaikaiset julkaisut ja testauskäytännöt. Metodologiaan sisältyvinä 
standardeina voidaan pitää pariohjelmointia ja koodin yksikkötestausta.  
4.1.7 Extreme Programming ja laatu 
XP-projekteissa käytetty pariohjelmointi tuottaa koodia nopeasti ja virheiden määrä 
on pienempi, kuin perinteisellä koodaustavalla ja lisäksi koodaajat ovat tyytyväisiä 
työskentelytapaan. Edellä mainitut tekijät on havainnoitu yliopistomaailmassa kurs-
seilla tehdyissä kokeissa (McDowell & al., 2002; Williams & Upchurch, 2001). Laa-
dun merkkinä voidaan pitää nopeasti tuotettua, virheetöntä koodia, jonka on tuottanut 
työhönsä tyytyväinen tiimi.  
Koodin tuottamiseen on sovittu ohjelmointikäytännöt ja koodauskonventiot, joiden 
mukaisesti koodin tyyli on yhteneväistä niin nimeämiskäytännöissä kuin visuaalises-
sa ilmeessä, mikä helpottaa koodin käsittelyä, ja siten nopeuttaa koodaamista ja vä-
hentää virheitä. Tuotettua koodia testataan yksikkötasolta järjestelmätasolle täyden-
nettynä toiminnallisuustesteillä ja näillä testeillä varmistetaan, että tuotoksena on se, 
mitä asiakas aikanaan tarinakorttiin kirjoitti. 
XP-projektissa koodia tuotetaan kustannustehokkaasti karsimalla pois kaikki tarpee-
ton, versiot tuotetaan lyhyissä sykleissä, mikä antaa mahdollisuuden muutosten te-
kemiselle kehitystyön alkuvaiheessa ja näin muutosten hinta pysyy mahdollisimman 
alhaisena.  
”Kerran ja vain kerran” -periaatteella toteutettu sovelluskehitysprojekti nojaa yksin-
kertaiseen, toimivaan koodiin ja nopeisiin julkaisusykleihin, joiden tuloksista saa-
daan nopeaa, suoraa palautetta. Asiakastyytyväisyys voidaan mitata jokaisen julkai-
sun yhteydessä. 
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XP-metodologiassa laadun varmistamista edistää sääntö, joka vaatii, että XP pitää 
korjata, jos se hajoaa. Säännön voi tulkita projektinhallinnallisestakin näkökulmasta 
siten, että projektityöskentelyssä sovittuja käytäntöjä ja sääntöjä noudatetaan, vaikka 
varsinaisia projektinhallinnallisia piirteitä XP:ssä ei olekaan (Abrahamsson & al., 
2002). 
4.2 Scrum 
Scrum on projektinhallinnan viitekehys, jota käytetään tyypillisesti sovelluskehityk-
sessä. Ensimmäinen kirjallisuusviite Scrum-käsitteeseen on artikkeli, jonka Takeuchi 
ja Nonaka julkaisivat 1986, ja jossa he kuvasivat mukautuvan, kokonaisvaltaisen. 
nopean ja itseorganisoituvan tuotekehitysprosessin (Schwaber & Beedle, 2002). 
Scrum kehittyi kahden yrityksen, Advanced Development Methodsin ja VMARK 
Softwaren yhteistyönä. Yritykset eivät olleet tyytyväisiä kehitysprosesseihinsa ja 
halusivat uudistaa niitä (Schwaber, 1996). Scrum-käsite on tuttu rugby-pelistä, jossa 
termillä tarkoitetaan pallon tuomista takaisin peliin yhteistyöllä (Schwaber & Beedle, 
2002). 
Scrum on kehitetty järjestelmien kehitysprosessien hallinnointiin. Se on kokemuspe-
räinen menetelmä, joka hyödyntää teollisuuden prosessinhallinnan ideoita sovellus-
kehityksessä ja tarjoaa sivutuotteena joustavuuden, mukautuvuuden ja tuottavuuden 
(Schwaber & Beedle, 2002). Scrum ei ota kantaa käytettäviin sovelluskehitysmene-
telmiin, eikä esimerkiksi määrittele suunnittelua tai ohjelmointia erikseen. Scrum 
keskittyy kuvaamaan yleisellä tasolla, kuinka sovelluskehitystiimin pitäisi toimia 
Scrum-prosessia noudattaen, jotta he pystyvät tuottamaan järjestelmä joustavasti alati 
muuttuvista vaatimuksista huolimatta. Scrum-prosessin lähtökohtana on se, että oh-
jelmistoprojekti sisältää monia kontrolloimattomia muuttujia, kuten vaatimukset, 
aika, resurssit ja teknologia, jotka tekevät kehitystyöstä vaikeasti ennustettavan ja 
monimutkaisen. Kehitysprosessin tuloksena pitää olla järjestelmä, joka on julkaisu-
hetkellään hyödyllinen asiakkaalle (Schwaber, 1995). 
Scrum soveltuu olemassa olevien sovelluskehityskäytäntöjen parantamiseen, esimer-
kiksi testauksen, läpinäkyvyyden ja jatkuvasti tehtävän hallinnoinnin avulla. Hallin-
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nointitoiminnoilla pyritään tunnistamaan ja poistamaan kehitysprosessin puutteita ja 
esteitä sekä kehittämään käytänteitä. 
4.2.1 Scrum-prosessin vaiheet 
Scrum-prosessi sisältää kolme vaihetta: alustavan vaiheen (pre-game), tuotantovai-
heen (development phase tai game phase) ja jälkivaiheen (post-game). Kuva 10 esit-
tää Scrum-prosessin vaiheet. Scrum-prosessin vaiheet esitellään seuraavassa Schwa-
berin ja Beedlen (1995, 2002) esittämillä tavoilla. 
 
 
Alustava vaihe sisältää kaksi alivaihetta, suunnittelu- ja arkkitehtuurivaiheen. Suun-
nitteluvaiheessa laaditaan tuotteen työlista (product backlog), johon kerätään tuotteen 
kaikki tiedossa olevat vaatimukset projektiin osallistuvilta osapuolilta kuten asiak-
kaalta, myynti- ja markkinointiyksiköltä, asiakastuelta ja tuotekehittäjiltä. Projektin 
edetessä tuotteen työlista toimii tekemättömien töiden listana, johon lisätään uusia 
vaatimuksia ja tarkennetaan listassa olevia. Tuotteen vaatimukset asetetaan myös 
tärkeysjärjestykseen ja niille annetaan työmääräarviot, joten tuotteen työlista toimii 
sekä vaatimusmäärittelynä että osittaisena projektisuunnitelmana. Suunnitteluvai-
heessa määritellään myös projektitiimi sekä muut projektin resurssit, työvälineet, 
Kuva 10 Scrum-prosessin vaiheet, mukaeltuna [Schwaber & Beedle, 2002] 
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riskienhallinta, ongelmien kontrollointi, koulutustarpeet sekä johdon hyväksymisen 
saanti projektille. Iteraatioiden aikana projektitiimi katselmoi tuotteen vaatimuslistaa 
ja vahvistaa näin sitoutumistaan seuraavan iteraation tehtäviin. 
Arkkitehtuurivaiheessa laaditaan järjestelmän korkean tason suunnitelma, visio, ja 
arkkitehtuurisuunnitelma perustuen tuotteen työlistaan kirjattuihin vaatimuksiin.  
Tuotantovaiheessa Scrum käyttäytyy ketterästi ja kaikki iteraatiot toteutetaan tässä 
vaiheessa. Kukin iteraatiokierros sisältää kaikki perinteisen ohjelmointiprojektin vai-
heet: vaatimusten analysointi (korvaa perinteisten menetelmien vaatimusten keruun), 
suunnittelun, toteutuksen, testauksen ja ohjelmiston toimituksen. Kunkin iteraation 
osalta muutoksia voi tapahtua aikataulussa, vaatimuksissa, resursseissa ja muissa 
projektityön aikana muuttuvissa tekijöissä. Ennen iteraatiokierroksen käynnistämistä 
tuotteen työlista päivitetään ja siitä valitaan tärkeysjärjestykseen asetetut työt toteu-
tettavaksi iteraatiossa. Näistä töistä muodostuu sprintin työlista (sprint backlog). Tä-
män työlistan töitä ei muuteta enää iteraation aikana, vaikka muutoksia tapahtuisikin 
projektin muissa muuttujissa kuten vaatimuksissa. Muutokset huomioidaan seuraa-
vaa iteraatiota käynnistettäessä.  
Yhden iteraatiokierroksen kesto on tyypillisesti viikosta kuukauteen ja iteraatioita 
saattaa olla esimerkiksi kolmesta kahdeksaan, ennen kuin iteraation tuotos on valmis 
toimitettavaksi. Scrum-projekteissa tuotosta saattaa olla kehittämässä monia projekti-
tiimejä. Tuotantovaiheen iteraatio päättyy yleensä projektin eri sidosryhmien loppu-
palaveriin. Tässä palaverissa katselmoidaan iteraation tulokset ja päivitetään teke-
mättömien töiden lista. Projektin loppupuolella päätetään onko projekti valmis vai 
jatketaanko iteraatioita. Kun toteutettavia toiminnallisuuksia ei enää ole tai niitä ei 
ole kustannussyistä järkevää toteuttaa, siirrytään projektin jälkivaiheeseen (Lindgren, 
2003). 
Jälkivaiheessa suoritetaan ohjelmiston osien integrointi, järjestelmätestaus, asennus 
asiakkaalle ja dokumentaatio. Scrum-projektissa voidaan muista ketteristä menetel-
mistä poiketen esitellä asiakkaalle jokaisen iteraation jälkeen version toiminnallisuus 
sen sijaan, että asiakas saa käyttöönsä kyseisen ohjelmaversion. 
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4.2.2 Scrum roolit ja roolien edellyttämät taidot 
Scrum-prosessissa on kuusi tunnistettavaa roolia ja niihin liittyvät vastuualueet. Roo-
lit ja niiden vastuualueet sekä edellytetyt taidot on esitetty seuraavassa Schwaberin ja 
Beedlen (2002) määrittelemillä tavoilla: 
 Scrum-mestari (Scrum master) on scrum-tiimin palveleva johtaja, joka huo-
lehtii siitä, että kaikki ymmärtävät ja käyttävät Scrum-menetelmiä. Nämä 
velvoitteet hän täyttää varmistamalla, että scrum-tiimit pitäytyvät Scrum-
teoriassa, -käytännöissä ja -säännöissä. Scrum-mestari hoitaa vuorovaikutusta 
scrum-tiimin, asiakkaan ja johdon välillä ja lisäksi hän varmistaa, että scrum-
tiimin tuottavan työskentelyn esteet poistetaan. Scrum-mestarin täytyy tuntea 
Scrum-prosessi läpikotaisin ja lisäksi hänellä täytyy olla kyvykkyyttä vuoro-
vaikutukseen. johtamiseen ja ohjaamiseen. 
 Tuotteen omistaja (product owner) on yksittäinen henkilö, joka on virallisesti 
vastuussa projektista. Hän hallinnoi, kontrolloi ja huolehtii tuotteen työlistas-
ta, sekä vastaa tuotteen arvon ja kehitystiimin työn arvon maksimoimisesta. 
Tuotteen omistajan valitsee scrum-mestari, asiakas ja johto. Tuotteen omista-
jalla on valta ja vastuu tehdä päätökset tuotteen työlistaan sisällytettävistä 
töistä. Hän osallistuu työmäärien arviointiin ja pitää huolta siitä, että kaikki 
kirjatut työt tehdään loppuun ajallaan. Tuotteen omistaja tuntee tuotteen ja 
osaa konkretisoida vaatimukset toteutettaviksi ominaisuuksiksi. 
 Kehitystiimi (development team) on projektitiimi, joka toteuttaa käytännössä 
tuotteen kehitystyön projektissa. Toteutustyössään tiimi arvioi tarvittavat toi-
menpiteet tavoitteen saavuttamiseksi ja organisoituu tilanteen vaatimalla ta-
valla. Projektitiimi osallistuu sprintin työlistan rakentamiseen, työmäärien ar-
viointiin ja tuotteen työlistan katselmointiin. Lisäksi tiimi kertoo mitä paran-
nuksia prosessissa pitäisi tehdä, jotta kehitystyö sujuu tuottavasti. Kehitystii-
min koko vaihtelee tyypillisesti kolmesta yhdeksään kehittäjään ja tiimissä on 
edustettuina monen osaamisalan edustajia, sillä tämä tiimi on vastuussa jul-
kaisukelpoisen ohjelmaversion tuottamisesta. 
 Asiakas (customer) osallistuu tuotteen työlistan sisältämien vaatimusten työs-
tämiseen ja päivittämiseen. 
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 Johto (management) on viime kädessä vastuussa siitä, että projektia toteute-
taan projektiasetuksen, standardien ja sopimusten mukaisesti. Johto osallistuu 
myös vaatimusten ja tavoitteiden asettamiseen, tuotteen omistajan valintaan, 
projektin edistymisen arvioimiseen sekä työlistan supistamiseen yhdessä 
scrum-mestarin kanssa. 
 Käyttäjä (user) toimii vaatimusten lähteenä tuotteen kehitykselle ja loppu-
käyttäjänä valmiille tuotteelle. 
Schwaber ja Sutherland (2011) käyttävät termiä scrum-roolit ja tarkoittavat niillä 
kolmea keskeistä roolia, jotka ovat avainasemassa iteraatioiden läpiviemisessä: 
scrum-mestari, tuotteen omistaja ja kehitystiimi. 
4.2.3 Scrum ja tiimit 
Scrum-projekteissa projektiin osallistuvasta henkilöstöstä voidaan nimetä kaksi var-
sinaista tiimiä scrum-tiimi ja kehitystiimi, joita voi olla useampia projektin laajuu-
desta ja kompleksisuudesta riippuen. Tiimeillä täytyy olla moniosaamista, sillä tiimi-
en jäsenet ovat vastuussa tuotteen työlistan sisältämien vaatimusten konkretisoimi-
sesta toimivaksi ja laadukkaaksi tuotteeksi sovitussa aikataulussa. Monitaitoisilla 
tiimeillä on kaikki työn tekemiseen vaadittava osaaminen, eikä riippuvuuksia tiimin 
ulkopuolisiin henkilöihin tarvita (Schwaber & Sutherland, 2011). 
Scrum-tiimissä ovat edustettuina roolit scrum-mestari, kehitystiimi ja tuotteen omis-
taja. Scrum-tiimin tehtävänä on kehittää ja toimittaa tuotteita toistavasti ja lisäävästi 
ja maksimoida samalla tilaisuudet palautteen saamiseen. Lisäävät tuotteen toimituk-
set takaavat, että tuotteesta on aina saatavilla toimiva ja asiakkaalle hyödyllinen ver-
sio. 
Kehitystiimi on vastuussa ketterästä kehitystyöstä iteraatioiden aikana. Kehitystiimin 
tyypillisiä piirteitä ovat: 
 Tiimi on itseorganisoituva. eikä kukaan ulkopuolinen taho, scrum-mestari 
mukaan lukien, voi puuttua kehitystyöhön sprintin aikana. 
 Tiimin jäsenten nimike on ”kehittäjä” riippumatta siitä, mitä työtä henkilö te-
kee. 
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 Kehitysvastuu kuluu koko tiimille yhteisesti, riippumatta yksittäisten jäsenten 
erityisosaamisalueista. 
 Kehitystiimit eivät sisällä alitiimejä, esimerkiksi testaustiimiä. 
Scrum-projekteja hoidetaan yhä enenevässä määrin hajautetusti ja tähän Scrum tarjo-
aa useita mahdollisuuksia, esimerkiksi tiimin hajauttamisen (Sutherland & al., 2009) 
tai monen tiimin käyttämisen. Monen tiimin käyttämisestä ja Scrum of Scrum -
menetelmästä on monenlaisia mielipiteistä ja kokemuksia (Rubin, 2012; McConnell, 
2011). Hajautetut Scrum-projektit kohtaavat lisähaasteita, jotka liittyvät esimerkiksi 
vuorovaikutukseen ja tiedonvälitykseen.  
4.2.4 Scrum toimintatavat ja aktiviteetit 
Scrum ei edellytä eikä tarjoa mitään sovelluskehityksen metodeja tai käytäntöjä, joita 
pitäisi käyttää projekteissa. Sen sijaan Scrum vaatii käytettäväksi eri vaiheissa pro-
jektinhallinnan käytäntöjä ja työvälineitä, joilla vältetään projektin ennustamatto-
muudesta ja monimutkaisuudesta aiheutuva kaaos (Schwaber, 1996). Schwaber ja 
Beedle (2002) listaavat Scrum-toimintatavat seuraavasti: 
Tuotteen työlista (product backlog) 
Tuotteen työlista sisältää toteutettavan tuotteen vaatimukset kunkin ajanhetken tie-
tämyksen mukaan. Tuotteen omistaja lisää, priorisoi, poistaa, päivittää ja kontrolloi 
listan töitä jatkuvasti koko prosessin ajan ja vastaa myös työlistan saatavuudesta. 
Tuotteen työlista tarjoaa ajan tasalla olevan ja priorisoidun listan liiketoiminnallista 
ja teknisistä vaatimuksista, jotka pitää toteuttaa uuden tuotteen synnyttämiseksi tai 
entisen parantamiseksi. Työlistan sisältönä voi olla esimerkiksi ominaisuuksia, toi-
minnallisuuksia, korjauksia, parannuksia, vaatimuksia ja teknisiä päivityspyyntöjä. 
Työlista sisältää myös kuvaukset ongelmista, jotka pitää ratkaista ennen kuin seuraa-
vaa työtä voidaan aloittaa. Tuotteen työlistan sisällön lähteinä ovat asiakas, markki-
nointi- ja myyntiyksiköt, kehittäjät, johto ja asiakastuki. 
Työmääräarviot 
Tuotteen työlistan töille arvioidaan työmäärät tuotteen omistajan ja kehittäjien toi-
mesta, ja tätä työmäärää tarkennetaan sitä mukaan, kun työn tiedot tarkentuvat.  
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Sprint 
Scrum-prosessin iteraatiokierros eli sprint on ydintoiminto, jolla vastataan toimin-
taympäristön mukanaan tuomiin muutoksiin vaatimuksissa, aikatauluissa, resursseis-
sa ja tekniikassa.  
Scrum-tiimi organisoi oman toimintansa siten, että se kykenee tuottamaan seuraavien 
30 päivän aikana toimivan version tuotteesta. Tiimi käyttää työvälineinään sprintin 
suunnittelupalavereita (sprint planning meetings), sprintin tehtävälistaa (sprint back-
log), päiväpalavereita (daily scrum meetings) ja sprinttikatselmusta (sprint preview).  
Suunnittelupalaveri on scrum-mestarin organisoima kaksivaiheinen palaveri, jonka 
ensimmäisessä vaiheessa asiakkaat, käyttäjät, johto ja scrum-tiimi päättävät tavoitteet 
ja toiminnallisuudet, jotka toteutetaan seuraavassa sprintissä. Lista valituista kohteis-
ta näkyy sprintin tehtäväluettelossa. Toisessa suunnittelupalaverin vaiheessa varattu 
scrum-mestari ja kehitystiimi suunnittelevat kuinka sprintin tehtäväluettelo toteute-
taan toimivaksi versioksi. Tuotteen omistaja voi keskeyttää sprintin siinä tapaukses-
sa, että sprintin tavoite on muuttunut tarpeettomaksi (Schwaber & Sutherland, 2011). 
Sprintin tehtäväluettelo (sprint backlog) 
Jokainen iteraatiokierros käynnistyy sprintin tehtäväluettelosta. Scrum-tiimi valitsee 
suunnittelupalaverissa tehtäväluettelon tuotteen työlistasta sen perusteella, mitä 
sprintin tavoitteista ja toiminnallisuuksista sovittiin. Sprintin tehtäväluettelo pysyy 
muuttumattomana koko iteraation ajan. Kun sprintin tehtäväluettelon kaikki tehtävät 
on viimeistelty, toimitetaan tuotteesta uusi versio. 
Päiväpalaveri (daily stand-ups) 
Päivittäin pidettävissä palavereissa seurataan iteraation edistymistä ja samalla päivi-
tetään tietoa siitä, mikä on vielä tekemättä. Kukin kehittäjä kertoo, mitä hän teki 
edellisen palaverin jälkeen ja mitä on tarkoitus tehdä ennen seuraavaa päiväpalaveria. 
Päiväpalaverin kesto on noin 15 minuuttia ja siinä ajassa ennätetään tuoda esille 
myös mahdolliset ongelmat, joihin kehittäjät ovat törmänneet. Scrum-mestarin vetä-
missä palavereissa parannetaan viestintää ja vuorovaikutusta ja vähennetään tarvetta 
muiden palavereiden pitämiselle. Tässä palaverissa myös tunnistetaan ja poistetaan 
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kehityksen esteitä, edistetään nopeaa päätöksentekoa ja parannetaan kehitystiimin 
asiantuntemusta. Myös johto voi osallistua päiväpalavereihin. 
Sprinttikatselmus (sprint preview) 
Sprintin viimeisenä päivänä pidetään sprinttikatselmus, jossa tarkastellaan kehitetty 
tuoteversio. Tähän katselmukseen osallistuvat scrum-tiimi ja sidosryhmät. Epämuo-
dollisen tilaisuuden aikana osallistujat keskustelevat tuoteversiosta eli mitä edellisen 
sprintin aikana kehitettiin, sekä siitä, mitä seuraavassa sprintissä kehitetään. Seuraa-
vassa sprintissä hyödynnetään edellisen sprintin kokemuksiin ja päivitettyä tuotteen 
työlistaa. Katselmointien aikana saattaa tapahtua suunnan muutos projektissa ja tyy-
pillisesti tuotteen työlistaa päivitetään tämän palaverin yhteydessä. 
Sprintin jälkikäteistarkastelu (sprint retrospective) 
Schwaber ja Sutherland (2011) esittelevät vielä sprintin jälkikäteistarkastelun, joka 
tehdään sprinttikatselmuksen ja seuraavan sprintin suunnittelupalaverin välissä. Täs-
sä tilaisuudessa scrum-tiimi tarkastelee työskentelyään ja tekee suunnitelman kehi-
tysprosessiensa parannuksille, jotka tiimi toteuttaa seuraavassa sprintissä. 
Jälkitarkastelun tarkoituksena on tutkia, kuinka edellinen sprintti sujui ihmisten, yh-
teistyön, prosessin ja työkalujen osalta. Näistä tarkastelukohteista pyritään tunnista-
maan asiat, jotka sujuivat hyvin sekä määritellään tärkeimmät parannuskohteet. Pa-
rannusten toteuttamiselle luodaan suunnitelma samalla tavalla kuin scrum-tiimin 
normaalissa työskentelyssä. 
4.2.5 Scrum etapit ja välituotteet 
Scrum-projektista löytyy kahden tyyppisiä etappipisteitä; yksittäisen sprintin valmis-
tuminen ja projektin päättyminen siinä vaiheessa, kun tuotteen työlistalla ei ole enää 
toteutettavia ominaisuuksia. Jokaisen sprintin tuotoksena on tuotteen asiakkaalle 
hyödyllinen versio, jonka ominaisuuksia joko esitellään asiakkaalle tai annetaan ver-
sio asiakkaalle käyttöön. Projektin päättyessä asiakas saa käyttöönsä toimivan tuot-
teen/ohjelmiston.  
Scrum-projektin vaihetuotteita ovat tuotteen työlista, sprintin tehtävälista, edistymä-
kaavio (burndown chart) ja sprintin tuotos (Schwaber & Sutherland, 2011). Tuotteen 
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työlista sisältää tuotteen kulloisenkin ajanhetken, tärkeysjärjestykseen asetetun vaa-
timuslistan. Kehitystiimi valitsee tuotteen työlistasta sprintissä toteutettavat toimin-
nallisuudet ja suunnittelee toteutukseen tarvittavat tehtävät. Vaatimusten toteuttami-
seen tarvittava aika on selvitetty alustavasti jo tuotteen työlistassa ja toteutuksen ai-
kana kehitystiimi arvioi ja tarkentaa sprintin jäljellä olevaa työmäärää, joka esitetään 
edistymäkaaviolla. 
4.2.6 Scrum ja standardit 
Scrum ei viitekehyksenä määrittele mitään nimettyjä standardeja. Standardeihin tör-
mätään kuitenkin ohjelmoitaessa tuotteita yrityksille, jotka joutuvat noudattamaan 
esimerkiksi lainsäädännöllisiä standardeja (IMC, 2013). 
4.2.7 Scrum ja laatu 
Scrum-projektin tavoitteena on kehittää laadukas tuote, joka tuottaa asiakkaalle ar-
voa. Se kuinka laatu saavutetaan, jätetään scrum-tiimin päätettäväksi (Schwaber & 
Sutherland, 2011). Schwaber (1996) mainitsee, että yhtenä henkilönä kehitystiimissä 
täytyy olla laadusta vastaava henkilö eli laatuvastaava (quality assurance person). 
Scrum edustaa ketteriä menetelmiä myös laadun varmistamisen osalta ja tästä näkö-
kulmasta laadun pitäisi olla sisäänrakennettuna käytettävissä menetelmissä ja tiimien 
työtavoissa. Esimerkiksi tuoteversion testaus sprintin aikana on mainittu Scrum-
säännöissä. Laadun sisäistämisen ja varmistamisen Scrum-projektityöskentelyyn on 
kuvannut Hasija (2012) seuraavalla tavalla. 
Laadun varmistamista tapahtuu projektin käynnistämisestä alkaen, sillä laadusta vas-
taavat henkilöt ovat mukana monitaitoisessa kehitystiimissä ja näin he osallistuvat 
valintoihin ja määrityksiin, joilla vaikutetaan niin tuotteen kuin projektityöskentelyn 
laatuun. Laatuvastaavat voivat myös avustaa tuotteen omistajaa liiketoimintavaati-
musten määrittämisessä esittämällä kysymyksiä ja kyseenalaistamalla vaatimuksia. 
Laatuvastaavat osallistuvat käyttäjätarinoiden arviointiin ja heillä on kyky laatia hy-
viä testitapauksia.  
Laatuvastaavan on huolehdittava siitä, että testien suunnittelussa ja ajamisessa pää-
määrä ja tavoitteet pysyvät selkeinä koko tiimille ja testien tärkeys ei pääse unohtu-
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maan. Laatuvastaavalla on testauksen suhteen projektista samanlainen vastuu tiimin 
ohjaamisessa kuin scrum-mestarilla projektinhallinnallisesta näkökulmasta. Testauk-
sen automatisointi on ehdoton edellytys Scrum-projektien onnistumiselle ja laadulle. 
 
Yhteistyö asiakkaiden ja kehittäjien kanssa on välttämätöntä laatuvastaavalle, sillä 
nopea palautteen saaminen ja antaminen on ehdoton edellytys laadun varmistamisel-
le. Laatuvastaavan tehtäväkuvaan kuuluu testitulosten tiedottaminen tuotteen omista-
jalle, joka voi tulosten avulla muokata käyttäjätarinoiden hyväksymiskriteereitä siten, 
että ne vastaavat paremmin todellisia vaatimuksia. 
 
Laatuvastaavan tulee osallistua sprinttikatselmukseen, jolloin käydään läpi valmistu-
neet käyttäjätarinat ja saadaan tietoa siitä, kuinka tehtävässä on onnistuttu. Seuraavi-
en käyttäjätarinoiden läpikäynti helpottaa laatuvastaavan tehtävää tulevien testaus-
suunnitelmien tekemisessä ja toteuttamisessa, ja sitä kautta laadun varmistamisessa. 
4.3 Crystal 
Crystal on ketterien ohjelmistokehitysmetodologioiden perhe (Crystal family of met-
hodologies), jonka Alistair Cockburn kehitti ja julkisti 2002. Crystal perheen jäseniä 
oli esitelty jo aiemminkin, esimerkiksi Crystal Orange on kuvattu vuonna 1998, tosin 
ilman Crystal-etuliitettä (Cockburn, 1998). Crystal-metodologioiden ydinperiaatteena 
on näkökulma ketterään ohjelmistoprojektiin asiakkaan ja toimittajan välisenä yhteis-
työpelinä. Sovelluskehitystyö on siis sarja resursseiltaan rajattuja pelejä ja jokaisen 
yksittäisen pelin ensisijaisena tavoitteena on toimittaa asiakkaalle hyödyllinen ja 
toimiva järjestelmä. Toissijaisena tavoitteena on seuraavaan peliin valmistautuminen 
(Cockburn, 2002). 
Crystal-metodologiat eivät tarjoa valmista ohjelmistoprosessimallia vaan joukon eri-
laisia ohjeita ja sääntöjä, joita hyödyntäen organisaatiot ja projektit voivat rakentaa 
prosessimallin. Metodologioita voidaan muokata kulloiseenkin käyttötarpeeseen 
Crystalin perustana olevien periaatteiden mukaisesti. Periaatteet ovat seuraavat:  
1. Kasvokkain tapahtuva vuorovaikutus on halvin ja tehokkain tapa jakaa tietoa. 
2. Metodologian paino eli vaiheet ja niiden tuotteet ovat hinnakkaita.  
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3. Suuremmat tiimit tarvitsevat järeämmän ja kontrolloidumman metodologian. 
4. Kriittisemmät projektit tarvitsevat enemmän hallinnollisia käytäntöjä. 
5. Palautteen ja vuorovaikutuksen lisääminen tuottaa vähemmän vaihetuotteita. 
6. Omaksutut periaatteet, taidot ja ymmärtämys merkitsevät enemmän kuin pro-
sessit, muodollisuus ja dokumentaatio. 
7. Tehokkuudesta voi tinkiä sellaisissa toiminnoissa, jotka eivät voi muodostua 
pullonkaulaksi.  
Crystal metodologioiden muokattavuus pohjautuu siihen, että Cockburn pohjusti 
esittelemiään metodologioita keräämällä kokemuksia onnistuneista projekteista, jois-
sa oli käytetty kommunikointiin ja yhteistyöhön pohjautuvia menetelmiä, haastatte-
luilla ja omiin kokemuksiinsa pohjautuen.  
Jokainen Crystal metodologiaperheen jäsen on merkitty värillä, joka kuvaa metodo-
logian keveyttä. Kuva 11 esittää Crystal-projektien luokitukset. 
 
 
Värit muuttuvat vaaleasta tummaan ja tummanpuhuvat värit kuvaavat jo menetelmän 
”raskautta”. Metodologia valitaan sen mukaan, kuinka kriittisestä ja minkä kokoises-
ta projektista on kyse. Valittavan metodologian väri tummenee sitä mukaan, kun pro-
jektiin osallistuvien henkilöiden määrä lisääntyy. Cockburn (2002) suosittelee kui-
tenkin valitsemaan projektille mahdollisimman kevyen metodologian ja muokkaa-
maan sen käyttötilanteeseen sopivaksi. Tällä tapaa tuotettu metodologia on juuri ja 
Kuva 11 Crystal-metodologioiden luokitukset, mukaeltuna [Larman, 2004] 
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juuri riittävä (barely sufficient). Cockburn skaalaa projektien kriittisyyden ja koon 
luokittelulla, jossa luokan symboli koostuu kirjaimesta ja numerosta.  
Symbolissa näkyvä kirjain kuvaa vahingon kriittisyyttä tilanteessa, jossa järjestelmä 
lakkaa toimimasta ja numero kuvaa projektin kokoa ilmaistuna projektiryhmän kool-
la. C (comfort) tarkoittaa epämukavuutta, jonka järjestelmän toimimattomuus voi 
aiheuttaa, D (discretionary money) tarkoittaa mahdollisuutta menettää siedettävä 
summa rahaa, E (essential money) tarkoittaa mahdollisuutta menettää kriittinen 
summa rahaa ja L (life) tarkoittaa mahdollisuutta menettää henkensä. L-luokan pro-
jektit on rajattu pois Crystal-metodologioista (Cockburn, 2002). 
Kaikki Crystal metodologiaperheen jäsenet sitoutuvat määrättyihin sääntöihin, piir-
teisiin ja arvoihin. Crystal-projektit tuottavat uuden ohjelmaversion enintään neljä 
kuukautta kestävissä iteraatioissa. Tyypillisesti syklin pituus on kahdesta kolmeen 
kuukautta (Cockburn, 2002). Crystal-metodologiat nojaavat ihmisten väliseen vuoro-
vaikutukseen ja yhteistyöhön, ja projektit toteutetaan asiakkaan ja tiimin välisenä 
yhteistyönä. Ohjelmiston kehitys toteutetaan resursseiltaan rajattuna projektina, jon-
ka tuloksena toimitetaan asiakkaalle hyödyllinen ja toimiva järjestelmä.  
Crystal ei rajoita muiden sovelluskehityskäytäntöjen, työvälineiden tai tuotteiden 
käyttöä, ja niinpä esimerkiksi XP- ja Scrum-käytännöt ovat hyödynnettävissä Crys-
tal-projekteissa. 
Crystal-metodologioista on konstruoitu tähän mennessä kolme: Crystal kirkas (Crys-
tal Clear), Crystal oranssi (Crystal Orange) ja Crystal oranssi web (Crystal Orange 
web) (Cockburn, 2002). Tässä tutkielmassa käsitellään kaksi ensin mainittua. 
Crystal kirkas on tarkoitettu pienten projektien ja kehitystiimien metodologiaksi, 
esimerkiksi D6-projektissa on kuusi kehittäjää. Crystal kirkas on mukautettavissa 
myös E8- tai D10-luokan projekteihin, kun projekteissa kiinnitetään erityistä huo-
miota kommunikointiin ja testaukseen. Käytettäessä Crystal kirkas -metodologiaa 
tiimin täytyy työskennellä samassa fyysisessä tilassa, jotta metodologian kommuni-
kointirakenteen rajoitukset pystytään täyttämään (Cockburn, 2002). 
Crystal oranssi -metodologia soveltuu keskisuurille projekteille, esimerkiksi D40, 
jolloin projektissa työskentelee 10 - 40 henkilöä ja projektin kesto on vuodesta kah-
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teen. E50-luokan projektikin on toteutettavissa tällä metodologialla, mutta silloin 
täytyy tehdä lisäyksiä projektin verifiointi-testaus -prosesseihin (Cockburn, 2002). 
Crystal oranssi -projektit ovat henkilöstömäärältään suuria, ja ne jaetaan tyypillisesti 
aliprojekteiksi, joiden projektitiimien muodostamisessa käytetään holistista strategiaa 
(holistic diversity strategy). Tämän strategian perusideana on jakaa henkilöstö tii-
meihin siten, että jokaisessa tiimissä on monitaitoisia osaajia. Lisäksi holistinen stra-
tegia tarjoaa ohjeita tiimien välisen kommunikaation ja vuorovaikutuksen hoitami-
seen. Crystal oranssi ei kuitenkaan tue hajautettua sovelluskehitystä. Crystal oranssi 
korostaa nopeaa toimitusaikaa. Kun projekteissa joudutaan tasapainoilemaan laajojen 
tuotteiden ja nopeasti muuttuvien vaatimusten ja rakenteen välillä, joudutaan tyyty-
mään rajoitettuun määrään tuotoksia, jolloin niiden kustannuksia pystytään alenta-
maan ja samalla pystytään varmistamaan toimiva kommunikaatio tiimien kesken 
(Cockburn, 1998). 
4.3.1 Crystal-metodologioiden vaiheet 
Crystal-metodologiat eivät määrittele varsinaista vaihejakomallia, mutta Crystal-
projektien koko elinkaareen sisältyy projektin kartoitusvaihe (chartering), julkaisu-
syklejä (delivery cycles) ja projektin päättäminen. Yhden inkrementin sisältämät 
toiminnallisuudet on esitetty kuvassa 12 Crystal oranssille. 
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Erot Crystal oranssi ja Crystal kirkas -metodologioiden välillä tulevat esiin inkre-
mentin käytännöissä. Metodologioiden sisältämät käytännöt ja aktiviteetit on kuvattu 
luvussa 4.3.4.  
4.3.2 Prosessin kehittäminen Crystal-metodologioissa 
Kaikki Crystal-metodologiat tarjoavat suuntaviivat, joita voidaan seurata ja käyttää 
hyväksi kehitettäessä ohjelmistoprosessia omaan käyttöön, koskien toimintaperiaat-
teiden standardeja, vaihetuotteita, projektikohtaisia asioita, työkaluja ja rooleja. Seu-
raavaksi tarkastellaan Crystal kirkas ja Crystal oranssi -metodologioiden eri osa-
alueiden yhtäläisyyksiä ja eroja: 
Toimintaperiaatestandardit (policy standards) määrittelevät käytännöt, joita pitää 
noudattaa sovelluskehityksessä. Nämä käytännöt koskevat molempia käsiteltäviä 
metodologioita. Toimintaperiaatestandardit ovat pakollisia Crystal-projekteissa, mut-
ta ne voidaan haluttaessa vaihtaa jonkin toisen metodologian mukaisiksi, esimerkiksi 
XP tai Scrum (Cockburn, 2002): 
Kuva 12 Yksi Crystal-oranssi -inkrementti, mukaeltuna [Abrahamsson & al., 2002] 
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 Inkrementaalinen tuotteen toimittaminen säännöllisin väliajoin. 
 Edistymistä seurataan etappien (milestone) avulla, jotka perustuvat ohjelmis-
ton toimituksiin sekä tehtyihin, isoihin päätöksiin, mieluummin kuin kirjoitet-
tuihin dokumentteihin. 
 Suora vuorovaikutus käyttäjien kanssa. 
 Automatisoitu toiminnallisuuden regressiotestaus, ainakin osittain. 
 Kaksi käyttäjäkatselmointia tuotteelle jokaista julkaisua kohti. 
 Työpajat tuotteen ja metodologian hienosäätämistä varten inkrementin alussa 
ja puolivälissä. 
Nämä kaksi metodologiaa eroavat inkrementtien toimittamisen enimmäisajassa. 
Crystal kirkkaan toimitus tapahtuu maksimissaan kolmen ja Crystal oranssin neljän 
kuukauden välein. 
Työn tulokset. Työn tuloksien vaatimukset (work product) vaihtelevat hieman Crys-
tal kirkas ja Crystal oranssi -metodologioiden osalta, mutta seuraavat työn tulokset 
ovat samoja: julkaisusuunnitelma, komponenttimallit, käyttöohjeet, testitapaukset ja 
siirtymiskoodit (Cockburn, 2002). 
Crystal kirkas ja Crystal oranssi -metodologiat eroavat dokumentaation määrässä. 
Kirkas on ”kevyempi” metodologia ja esimerkiksi käyttötapauksille ja ominaisuuk-
sille riittää kommentointi, kun taas oranssi edellyttää erillisen vaatimus-
dokumentaation. Siinä missä kirkas-projektissa laaditaan aikataulu ainoastaan asia-
kaskatselmointeja ja julkaisuja varten, oranssi-projekteissa täytyy olla kattavampi 
aikataulu projektista. Suunnitteludokumentaatio koostuu kirkas-projektissa näytön-
kaappauskuvista, piirroksista ja huomautuksista. Oranssi-projektissa edellytetään 
erilliset käyttöliittymäsuunnitelmat ja tiimin tekemät määrittelyt. Oranssi-projektissa 
tuotetaan myös tilanneraportit. 
Projektikohtaiset asiat (local matters) kattavat esimerkiksi käytettävät mallit työn 
tuloksille, koodille, regressiotestaukselle ja käyttöliittymästandardeille. Lisäksi pa-
kolliselle dokumentaatiolle voidaan valita sisältö ja esitysmuoto projektikohtaisesti 
(Cockburn, 2002). 
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Työkalut (tools) tarvitaan konfiguraationhallintaan, vaikka Crystal-metodologiat ei-
vät aseta vaatimuksia käytettäville työkaluille (Cockburn, 2009). 
4.3.3 Crystal-metodologioiden roolit, taidot ja tiimit 
Crystal kirkas -metodologiassa on yksi ainoa tiimi, projektitiimi, jossa täytyy olla 
edustettuna seuraavat roolit: budjettivastaava, vanhempi ohjelmistosuunnittelija, oh-
jelmistosuunnittelija ja käyttäjien edustaja, joka voi olla myös osa-aikainen. Tiimissä 
täytyy olla myös liiketaloudellisen alueen asiantuntija ja vaatimusten kirjoittajia. 
Näiden roolien edustajat voivat olla samoja kuin edellisen rooliryhmän henkilöt. 
Vanhempi ohjelmistosuunnittelija on tiimin avainhenkilö (Cockburn, 2002). 
Crystal oranssi -metodologiassa on seitsemän erillistä tiimiä, joilla on omat vastuu-
alueensa: projektin valvonta (project monitoring) ja projektin infrastruktuuri (infrast-
ructure). Teknisen suunnittelun vastuutiimit ovat järjestelmäsuunnittelu- (system 
design), arkkitehtuuri- (architecture) ja teknologiatiimi (technology), sekä lopullises-
ta toteutuksesta vastaavat toiminto- (functions) ja testaustiimi (external test) (Cock-
burn, 2002). 
Crystal oranssi -metodologiassa on monia erilaisia rooleja. jotka samalla kuvaavat 
osaamisalueen, jota rooli edellyttää: projektipäällikkö (project manager), budjettivas-
taava (sponsor), liiketaloudellisen alueen asiantuntija (business expert), ohjelmisto-
arkkitehti (architect), suunnittelun ohjaaja (design mentor), teknisen alueen asiantun-
tija (technical facilitator), käyttöasiantuntija (usage expert), uudelleenkäytettävyyden 
havainnoija (reuse point), käyttöliittymäsuunnittelija (UI designer), johtava ohjelmis-
tosuunnittelija (lead designer/programmer), ohjelmistosuunnittelija (desig-
ner/programmer), testaaja (tester) ja dokumentoija (writer). Yksittäinen henkilö voi 
edustaa useaa roolia. Esimerkiksi komponenttien uudelleenkäytettävyyttä havainnoi-
valla henkilöllä voi olla roolina myös arkkitehtuuri- tai ohjelmistosuunnittelu ja 
suunnittelun ohjaajalla on ohjelmoija-suunnittelijan taidot ja riittävän hyvät vuoro-
vaikutustaidot pystyäkseen opastamaan aloittelevia ohjelmoijia (Cockburn, 1998). 
Tiimit jaetaan edelleen monitaitoisiin ryhmiin ja kussakin ryhmässä tulee olla edus-
tettuna liiketaloudellisen alueen asiantuntija, käyttöliittymäsuunnittelija, kahdesta 
kolmeen ohjelmistosuunnittelijaa, tietokantasuunnittelija ja mahdollisesti testaaja. 
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Myös teknisen alueen asiantuntijalle voi olla tarvetta. Moniosaavat tiimit vähentävät 
tuotosten määrää ja sujuvoittavat vuorovaikutusta. Kaikille Crystal-projektien tuo-
toksille täytyy olla nimetty omistaja (Cockburn, 1998). 
4.3.4 Crystal-metodologioiden toimintatavat ja aktiviteetit 
Crystal-projektien sisältämät projektin kartoitusvaihe (chartering), julkaisusyklit (de-
livery cycles) ja projektin päättäminen kuvataan seuraavaksi.  
Kartoitusvaiheeseen liittyy projektiryhmän ytimen muodostaminen, tutkimusvaihe 
(Exploratory 360), käytettävien menetelmien ja käytäntöjen mukauttaminen projektin 
tarpeita vastaaviksi ja alustavan projektisuunnitelman laatiminen. Tutkimusvaiheen 
tuloksena on tieto siitä, että seuraavat projektiin liittyvät asiat on määritelty, eikä 
niistä löydy puutteita: projektin asiakkaalle tuottama arvo (business value), vaati-
mukset (requirements), järjestelmän sovellusalue (domain model) ja käytettävät tek-
nologiat (technology to be used). 
Crystal kirkas -projektissa, jonka kesto on enintään yksi vuosi, julkaisusyklejä on 
vähintään kaksi ja kussakin syklissä on yksi tai useampia iteraatioita. Syklin tulokse-
na pitää olla toimiva versio loppukäyttäjälle. Seuraavan syklin toteutukseen otetaan 
oppia edellisen syklin tuotoksesta saadusta palautteesta (Cockburn, 2002). 
Julkaisusyklin alussa projektitiimi ja projektin rahoittaja päivittävät projektin julkai-
susuunnitelman. Projektin rahoittaja vastaa tehtävien priorisoinnista ja kehitystiimi 
arvioi määriteltyjen vaatimusten työmäärät. Rahoittajan ja kehitystiimin vastuulla on 
toimivan etenemissuunnitelman päivittäminen ja vaatimuksiin kohdistuvien muutos-
ten huomioiminen (Cockburn, 2009). Julkaisusyklin tulisi tuottaa loppukäyttäjälle 
toimiva versio maksimissaan joka kolmas kuukausi. Julkaisun jälkeen kehitystiimin 
pitäisi katselmoida tuotos saadun palautteen perusteella ja arvioinnin lähtökohtana on 
tuote, ei prosessi (Cockburn, 2009). 
Tiimin tulee tuottaa projektin varhaisessa vaiheessa toimiva tuote, jolla voidaan var-
mistaa valittujen teknisten ratkaisujen toimivuus ja samalla vakuuttaa asiakas, rahoit-
tajat ja kehitystiimi oikean kehityssuunnan valinnasta (Cockburn, 1998). 
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Crystal oranssi -projekteissa toteutetaan samat vaiheet kuin Crystal kirkas -
projekteissakin, mutta projektin kokonaiskesto on yleensä pidempi, yhdestä kahteen 
vuoteen ja julkaisusyklin kesto voi olla enintään neljä kuukautta. Cockburn suositte-
lee kolmea iteraatiokierrosta sykleihin ja tarvittaessa iteraatioiden määrää voidaan 
lisätä (Cockburn, 1998). 
Inkrementteihin liittyviä käytäntöjä ovat esimerkiksi vaiheistaminen (staging), tarkis-
tus ja katselmointi (revision and review), seuranta (monitoring), rinnakkaisproses-
sointi vakaassa tilassa (parallelism and flux) ja käyttäjän tuotekatselmoinnit (user 
viewings). Lisäksi Crystal oranssi-projekteissa käytetään holistista strategiaa luota-
essa aliryhmiä projektitiimistä. Arviointityöpajat (reflection workshops) kuuluvat 
kiinteästi Crystal-projekteihin ja näitä työpajoja suositellaan pidettäväksi ennen ja 
jälkeen inkrementtiä (Cockburn, 2002). 
Vaiheistaminen sisältää järjestelmän seuraavan inkrementin suunnittelun. Tiimi va-
litsee vaatimukset, jotka se pystyy oman arvionsa mukaan toteuttamaan toimivaksi 
versioksi enintään neljässä kuukaudessa, ja aikatauluttaa tehtävät. 
Tarkistus ja katselmointi tehdään jokaisen inkrementin jokaiselle iteraatiolle. Tarkis-
tamiseen ja katselmointiin sisältyy inkrementin päämäärien rakentaminen, esittämi-
nen ja katselmointi.  
Seuranta kattaa projektin aikana tuotosten edistymän ja vakauden seurannan. Edis-
tymän seuranta tapahtuu etappipisteissä (milestones), esimerkiksi aloitus, koodin 
valmistuminen, testauksen valmistuminen ja toimitus. Vakaus ilmaisee ohjelmiston 
toimintavarmuutta ja se tapahtuu tilamääreillä: villisti heilahteleva (wildly fluctu-
ating), heilahteleva (fluctuating) ja tarpeeksi vakaa katselmoitavaksi (stable enough 
to review). Kun tila ”tarpeeksi vakaa katselmoitavaksi” saavutetaan, on ohjelmisto 
valmis esiteltäväksi asiakkaalle. 
Rinnakkaisprosessointi vakaassa tilassa tarkoittaa mahdollisuutta käynnistää seuraa-
van tehtävän suorittaminen siinä tilanteessa, kun tuotoksen vakausmääreenä on ”tar-
peeksi vakaa katselmoitavaksi”. Crystal oranssissa tämä tarkoittaa sitä, että moni 
tiimi voi aloittaa oman osuutensa rinnakkain, samanaikaisesti, kunhan seuranta- ja 
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arkkitehtuuritiimit huolehtivat suunnitelmiensa, katselmointien ja synkronoinnin 
ajantasaisuudesta (Cockburn, 1998). 
Käyttäjän tuotekatselmoinnit, joissa käyttäjä katselmoi tuotoksen ja antaa siitä palau-
tetta, suositellaan järjestettäväksi kahdesti inkrementin aikana Crystal kirkas -
projektissa (Cockburn, 2002), ja kolmesti Crystal oranssi -projektissa (Cockburn, 
1998). 
Arviointityöpajat pidetään Crystal kirkkaassa ja Crystal oranssissa ennen ja jälkeen 
jokaisen inkrementin, ja suosituksen mukaan myös inkrementin keskellä. Työpajois-
sa kerätään kokemukset käytetyistä menetelmistä projektin läpiviemisessä ja näiden 
kokemusten pohjalta parannetaan prosessia. Uusia käytäntöjä voivat olla esimerkiksi 
pariohjelmointi, testivetoinen ohjelmistokehitys tai asiakasvuorovaikutusta paranta-
vat käytännöt (Cockburn, 2002). 
Huomioitavia käytäntöjä Crystal-metodologioissa 
Crystal kirkas -metodologia suosittelee seuraavia, hyväksi havaittuja käytäntöjä pro-
jektityön sujuvoittamiseksi ja kehittämiseksi. 
Iteraatioon sisältyvien tehtävien työmäärien arviointiin suositellaan käytettäväksi 
Blitz Planning -menetelmää. Menetelmä rohkaisee koko tiimiä ja sidosryhmien 
avainedustajia määrittelemään projektisuunnitelman, joka kattaa toteutettavat omi-
naisuudet, toteuttamiseen tarvittavat työtehtävät ja niiden väliset riippuvuudet, ja 
pääetappien määrittämisen. Suunnittelupäivän päätteeksi tuloksena on yksityiskoh-
tainen työsuunnitelma, joka sisältää tiedon tehtävistä työmääräarvioineen, sekä kuin-
ka ja milloin tehdään analyyseja ja suunnittelua, jotta inkrementin rakentaminen su-
juu tehokkaasti iteraatioissa. Työmäärien arviointiin voidaan käyttää myös XP:n 
suunnittelupeliä (Cockburn, 2002). 
Päivittäiset palaverit (daily stand-ups) iteraatioiden aikana ovat myös suositeltu käy-
täntö, joka on yhtenevä Scrum-päiväpalaverikäytännön kanssa (Cockburn, 2002). 
XP-metodologiasta tuttu pariohjelmointi on ohjelmointityön yksi vaihtoehto. Crystal-
projektissa voidaan käyttää myös kevyempää vierekkäisohjelmointia (side-by-side 
programming), jossa ohjelmointipari istuu vierekkäisissä työpisteissä, joista on estee-
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tön näkyvyys työparin näytölle, ja he kumpikin tekevät omaa ohjelmointitehtäväänsä. 
Vierekkäiset työpisteet helpottavat sujuvan keskustelun ja kommentoinnin ohjelmoi-
tiin liittyvistä aiheista. Tämä työtapa tukee osmoottista viestintää, joka voidaan kuva-
ta sanoilla: pienenä ryhmänä, samassa tilassa, kasvokkain ja esteetön tiedon välittä-
minen (Cockburn, 2002).  
Työmäärän edistymän seurantaan suositellaan käytettäväksi kaavioita (burn charts) 
kuten Scrum-projekteissa (Cockburn, 2002). 
4.3.5 Crystal metodologioiden etapit ja vaihetuotteet 
Crystal-metodologioissa pääetapit (milestones) sijoittuvat julkaisuihin ja tärkeisiin 
päätöksiin. Julkaisuille on laadittu oma aikataulunsa. Nämä etapit toimivat seuranta-
pisteinä projektin tuotoksen edistymiselle (Cockburn, 2002). Etapit voidaan määritel-
lä kunkin projektin tarpeisiin, mutta todennäköisesti etappeja löytyy myös virallisesta 
aloitushetkestä, sovituista katselmointipisteistä sekä koodin ja testauksen valmistu-
misesta. Nämä etapit toimivat projektinhallinnallisina tarkastelupisteinä. 
Omina etappeinaan ovat arviointityöpajat, sillä näissä pisteissä tehdään niin mennei-
syyden kuin tulevaisuudenkin arviointia, ja vaihetuotteena on päivitetty menetelmä-
kokoelma seuraavan inkrementin toteuttamiseen. 
Crystal-projekteissa vaihetuotteet ovat julkaisuaikataulu, inkrementin aikataulu, toi-
miva koodi, testitapaukset, tilaraportit, yleinen objektimalli ja yhdistämiskoodi. Vai-
hetuotteisiin kiinteästi liittyvä dokumentaatio koostuu vaatimusmäärittelydokumen-
tista (Crystal oranssi), käyttöliittymän suunnitteludokumenttista, määrittelydokumen-
taatiosta ja käyttöohjeista. Kutakin tuotetta kehitetään niin kauan, että sille saadaan 
työtovereiden hyväksyntä (Cockburn, 2002). 
4.3.6 Crystal metodologiat ja standardit 
Crystal oranssi -metodologia tukee seuraavien standardien käyttöä: notaatiostandar-
dit, suunnittelukonventiot, muotoilustandardit ja laatustandardit. Valittuja standardeja 
käytetään koko projektin ajan (Cockburn, 1998).  
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4.3.7 Crystal metodologiat ja laatu 
Crystal-metodologioiden perusperiaatteena on tuottaa asiakkaalle toimiva tuoteversio 
mahdollisimman nopeasti siten, että tuote on rakennettu sellaisella arkkitehtuurilla, 
joka sallii tuotteen kehittämisen vakaasti ja kustannustehokkaasti. Lisäksi Crystal 
korostaa tuotteen myötä asiakkaalle tuotettavaa arvoa (Cockburn, 2002).  
Laadun varmistaminen alkaa käyttötapausten arvioimisesta ja vaatimusten ana-
lysoinnista. Crystal-projekti käynnistyy kartoitusvaiheella, jonka osana olevassa tut-
kimusvaiheessa (Exploratory 360) määritellään järjestelmän alustavat vaatimukset, 
jotka tarkennetaan ja asetetaan tärkeysjärjestykseen julkaisusyklin alussa asiakkaan 
ja projektitiimin toimesta. Samassa yhteydessä huomioidaan myös muuttuneet ja 
uudet vaatimukset (Cockburn, 2002). 
Projektin vision ja tavoitteiden näkyvyyden varmistaminen onnistuu säännöllisten 
suunnittelu- ja katselmointipalaverien avulla sekä suoralla asiakasvuorovaikutuksel-
la. Asiakkaan ja tiimien yhteistyö on määritelty toimintaperiaatestandardeissa. Asi-
akkaan edustaja, jolla on laaja tietämys järjestelmän vaatimuksista ja tavoitteista, on 
aina tavoitettavissa (Cockburn, 2002). 
 
Nopea palaute hoituu käyttäjäkatselmoinneissa ja arviointipalavereissa. Käyttäjän 
tekemät tuotekatselmoinnit on järjestettävä kahdesti Crystal kirkas -inkrementin ai-
kana ja kolmesti Crystal oranssi -inkrementin aikana, ja katselmoinneista saadaan 
palautetta tuotteesta ja näkyvyyttä tuotteelle. Arviointipalaverit ovat palautetilaisuuk-
sia projektitiimille ja tilaisuus arvioida ja parantaa työmenetelmiä. Osallistuminen 
julkaisun esittelyyn ja luovutukseen on Crystal-projektien toimintatapa, joka varmis-
taa myös palautteen saamisen asiakkaalta. 
 
Testausstrategia auttaa testaamisessa ja testauksen arvioimisessa. Tähän laatuhaas-
teeseen Crystal-metodologiat vastaavat teknisellä alustalla, jossa toteutetaan auto-
maattista testausta, rakenteen jatkuvalla hallinnalla ja jatkuvalla integroinnilla. Au-
tomatisoidut regressiotestaukset on mainittu yhtenä toimintaperiaatestandardina. 
(Cockburn, 2002).  
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Crystal-metodologioissa ei määritellä erikseen laatuvastaavaa, mutta metodologiat 
sisältävät ketterien sovelluskehitysmenetelmien käytäntöjä, jotka tukevat Cockburnin 
mukaan laadun hallintaa ja varmistamista kehitettävissä tuotteissa ja prosesseissa. 
Vaiheittainen kehittäminen parantaa prosessin laatua, koska vaiheittaisen kehittämi-
sen aikana voidaan korjata sovelluskehityksen osaamisessa ilmeneviä virheitä. Itera-
tiivinen kehittäminen sisältää järjestelmän tietyn osan uudelleen työstämistä, mikä 
parantaa kehitettävän järjestelmän laatua (Cockburn, 1998). 
 
Cockburn kehottaa myös kiinnittämään huomiota laatustandardeihin, joita projektiin 
määritellään. Standardeja ei saa olla liikaa ja niiden on syytä pohjautua kokemuksiin 
aikaisemmista projekteista, esimerkiksi suunnittelukonventiot (Cockburn, 1998). 
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5 Ketterien menetelmien erityispiirteet 
Ketterät menetelmät perustuvat Agile Manifesto -julistuksen arvoihin ja periaatteisiin 
(Agile Manifesto b, 2001; Agile Alliance, 2012). Kullakin ketterällä menetelmällä on 
kuitenkin omat erityispiirteensä, sillä menetelmät ovat kehittyneet ratkottaessa käy-
tännön sovelluskehitysongelmia mitä erilaisimmissa projekteissa ja olosuhteissa. 
Sovelluskehityksen näkökulmasta kiinnostavia ketterien menetelmien piirteitä ovat 
luvussa 5.1 käsiteltävä vaatimustenhallinta, luvussa 5.2 käsiteltävä arkkitehtuuri-
suunnittelu, luvussa 5.3 käsiteltävä ohjelmistojen testaus ja luvussa 5.4 käsiteltävä 
asiakkaan rooli ja panos projektinhallintaan.  
5.1 Ketterä vaatimustenhallinta 
Projektin määrittelyvaiheessa toteutettava vaatimusmäärittely ja projektin päättymi-
seen ulottuva vaatimustenhallinta muodostavat koko projektin toteuttamisen perustan 
(Haikala & Märijärvi, 2004). Standish Groupin (1994) tekemän tutkimuksen mukaan 
projektin epäonnistumiseen liittyvistä kahdeksasta keskeisestä tekijästä viisi liittyy 
vaatimuksiin tai niiden hallintaan: epätäydelliset vaatimukset, vähäinen vuorovaiku-
tus asiakkaan kanssa, epärealistiset odotukset, muutokset vaatimuksissa ja tarpeetto-
mat vaatimukset. 
Perinteisille sovelluskehitysmetodologioille on kehitetty laatustandardeja, jotka mää-
rittelevät standardit vaatimusten keruulle ja hallinnalle. Ketterät menetelmät eivät 
nojaa näihin standardeihin, mutta ovat omaksuneet niistä piirteitä (Sillitti & Succi, 
2005).  
Ketterissä menetelmissä ei varauduta järjestelmän laajentamiseen myöhemmässä 
vaiheessa, vaan vaatimukset kerätään vain toteutusta varten, jonka asiakas on valmis 
maksamaan. Samalla vältytään liian yleisen arkkitehtuurin suunnittelulta, jota täytyy 
päivittää jatkuvasti (Beck, 2000). Ketterissä menetelmissä pyritään minimoimaan 
vaatimuksiin liittyviä riskejä seuraavilla käytännöillä ja työtavoilla: vaiheittainen 
kehitys, säännölliset julkaisut, vaatimusten priorisointi ennen jokaista iteraatiota ja 
asiakkaan sitoutuminen projektiin koko sen keston ajan (Sillitti & Succi, 2005). 
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Ketterissä menetelmissä vaatimusten hallinta 1) keskittyy vähentämään tarpeettomia 
vaatimuksia ja 2) hallinnoimaan vaatimuksissa tapahtuvia muutoksia (Agile Manifes-
to, 2001). Ketterät menetelmät perustavat vaatimusten keruun ja hallinnoinnin kol-
men hypoteesin varaan: vaatimuksia ei tiedetä tarkkaan projektin alkaessa, vaatimuk-
set muuttuvat ja muutosten tekeminen ei ole kallista (Beck, 2000). 
Vaatimuksille löytyy erilaisia luokituksia, jotka pätevät niin perinteisessä kuin kette-
rässäkin sovelluskehityksessä. Vaatimus on joko tarve tai odotus, jonka asiakas mää-
rittelee tai, joka on edellytyksenä määriteltyä tai aiottua käyttöä varten. Lisäksi vaa-
timus voi syntyä lakisääteisistä velvoitteista tai organisaation tai sen toimialan esit-
tämänä vaatimuksena (Aalto, 2003). Vaatimukset ovat toiminnallisia tai ei-
toiminnallisia. Toiminnallisilla vaatimuksilla asiakas kuvaa, mitä järjestelmän tulee 
tehdä. Ei-toiminnalliset vaatimukset kuvaavat sen, miten toiminnalliset vaatimukset 
toteutetaan ja liittyvät toteutettavan järjestelmän laatuun, esimerkiksi toimintavar-
muuteen, nopeuteen ja vasteaikaan (Pohjonen, 2002). Ketterien menetelmien käyttä-
jätarinoissa esiintyvien toiminnallisten ja ei-toiminnallisten vaatimuksien toteuttami-
seen kehitystiimi tarvitsee erisuuruisen ajan. Tyypillisesti ei-toiminnalliset vaatimuk-
set vaativat pidemmän ajan, ja Cohn (2005) ehdottaa tämän ongelmaan ratkaisuksi 
toiminnallisten ja ei-toiminnallisten vaatimusten toteuttamista omissa iteraatioissaan. 
Abrahamsson & al. (2010) toteavat, että ketterissä metodologioissa ei-toiminnallisten 
vaatimusten tunnistaminen on ongelmallista, koska käyttäjätarinat keskittyvät pää-
sääntöisesti toiminnallisiin vaatimuksiin, ja ei-toiminnalliset vaatimukset voivat jää-
dä kokonaan vaille huomiota sovelluskehityksessä. Tällaisen tilanteen havaitseminen 
projektin loppuvaiheessa on tulkittavissa kaaokseksi. Toiminnalliset ja ei-
toiminnalliset vaatimukset täytyy tulkita niin riski- kuin laatutekijöiksi. 
 
Leffingwell (2011) toteaa, ettei ketterissä metodologioissa osoiteta, missä vaiheessa 
ei-toiminnalliset vaatimukset tulisi kerätä. Hän ehdottaa tuotteen työlistaan uutta 
nimikettä, työlistarajoitteet (backlog constraints), joka sisältää ei-toiminnalliset vaa-
timukset, nekin käyttäjätarinoina. Ei-toiminnalliset vaatimukset asettavat haasteita 
vaatimusten käsittelylle, sillä usein ne liittyvät moneen käyttäjätarinaan tai yksittäi-
sen tarinan moneen tehtävään. Tyypillisesti ei-toiminnallinen vaatimus rajoittaa yhtä 
tai useata toiminnallista vaatimusta. 
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Seuraavaksi kuvataan vaatimusten hallintaan liittyvät yleiset vaiheet ja toimenpiteet, 
jotka on esitetty kuvassa 13 (Haikala & Märijärvi, 2004). 
 
 
Toteutettavan järjestelmän vaatimuksien kartoittamisessa voidaan hyödyntää mark-
kinointia, ideointia, kokemuksia edellisistä versioista, asiakaspalautetta, innovaatio-
työpajoja ja tutkimalla kilpailijoiden järjestelmiä.  
Seuraava vaihe on vaatimusten analysointi, jossa selvitetään vaatimusten tarpeelli-
suus eli onko kyse tarpeesta vai toiveesta. Analysointivaiheessa selvitetään myös 
vaatimusten tärkeys niin toiminnallisesti kuin ajallisesti ja ratkotaan mahdolliset vaa-
timusten ristiriidat sekä vaatimuksiin liittyvät riskit. Vaatimusten tulee olla aina vir-
heettömiä, ristiriidattomia ja jäljitettäviä. Vaatimuksen jäljitettävyys tarkoittaa sitä, 
että kyseinen vaatimus pitää olla tunnistettavissa aukottomasti valmiista tuotteesta 
taaksepäin yksilöityyn vaatimukseen saakka ja samoin vaatimuksen tulee olla jäljitet-
tävissä asiakasvaatimuksesta valmiiseen tuotteeseen. Verifioinnilla eli todennuksella 
varmistetaan, että vaatimukset toteutuvat joka vaiheessa eli vaatimus on ymmärretty 
oikein ja siihen osataan suunnitella oikea ratkaisu. Vaatimukset pitää vielä validoida 
eli kelpoistaa, jolloin varmistetaan, että toteutus vastaa asiakkaan vaatimuksia. 
Kuva 13 Vaatimustenhallinta, mukaeltuna [Haikala & Märijärvi, 2004]         
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Analysoimalla vaatimusten ”pohjatonta säkkiä” on valittu ne vaatimukset (kelpuute-
tut), joiden toiminnallisuutta lähdetään toteuttamaan projektissa. Analysoinnin yh-
teydessä nousee esiin vaatimuksia, joita ei haluta hylätä, mutta niitä ei syystä tai toi-
sesta haluta myöskään toteuttaa tässä versiossa. Nämä vaatimukset säilytetään ja ne 
jäävät odottamaan mahdollista toteuttamista tulevissa versioissa. Analysointia jatke-
taan projektin edetessä, sillä vaatimuksiin tulee muutoksia sitä mukaan, kun asiakas 
näkee tuotteen valmistuvan ja pääsee testaamaan sitä. Uusien vaatimusten myötä 
saattaa syntyä ristiriitoja jo toteutettujen ominaisuuksien kanssa ja nämä tilanteet 
pitää ratkoa. Vaatimusten- ja muutostenhallinta kulkevat rinta rinnan läpi projektin. 
Seuraavissa luvuissa tarkastellaan, kuinka ketterät menetelmät toteuttavat metodolo-
giassaan tai prosessissaan vaatimusten hallinnoinnin. Luku 5.1.1 käsittelee Extreme 
Programming -projektin, luku 5.1.2 Scrum-projektin ja luku 5.1.3 Crystal-projektin 
vaatimustenhallinnan. 
5.1.1 Vaatimustenhallinta Extreme Programming -projektissa 
Extreme Programming -metodologian olettamus on, että ohjelmiston vaatimukset 
ovat muuttuvia ja muutosten määrä sekä ominaisuudet ovat ennalta arvaamattomia 
(Beck, 1999). Niinpä varsinaista vaatimusmäärittelyä koko toteutettavaa sovellusta 
varten ei tehdä ollenkaan, vaan vaatimukset kartoitetaan ja analysoidaan vain toteu-
tettavalle käyttäjätarinalle, jonka asiakas on kirjoittanut. Käyttäjätarinat ovat tyypilli-
sesti lyhyitä, selkeitä ja ydintoiminnot kuvaavia (English, 2002), ja lisäksi sekä asia-
kas että kehittäjä ymmärtävät tarinan sisällön. Usein tarinoiden sisältönä voi olla 
yleisen tason kuvauksia, joiden sisältämien vaatimusten abstraktiotaso on niin kor-
kea, että niiden sisältöä joudutaan tarkentamaan toteutusvaiheessa riittävän yksityis-
kohtaisiksi tehtäviksi (Zhang & al.,2010). 
Käyttäjätarinoita joudutaan muokkaamaan usein toteutusta varten esimerkiksi siksi, 
että käyttäjä on kuvannut niin suuren kokonaisuuden, ettei sen toteuttaminen onnistu 
yhdessä iteraatiossa. Tällaisia käyttäjätarinoita kutsutaan epiikeiksi ja toiminnoiksi 
(Leffingwell, 2011; Cohn, 2005). Epiikit ovat suuria ja epämääräisiä kuvaelmia käyt-
täjän haluamista ominaisuuksista ja toiminnoista, joiden työmäärän ja keston arvioin-
ti on hankalaa ja siksi ne jaetaan pienempiin kokonaisuuksiin ja lopulta tehtäviksi 
(Vähäniitty, 2012).  
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XP:n periaatteita noudattaen käyttäjätarina on ainoa dokumentti, jossa asiakas kuvaa 
vaatimuksen. Ohjelmoijat lisäävät käyttäjätarinoihin vain vaatimuksen tärkeyttä ku-
vaavan prioriteetin ja arvion työmäärästä käydessään tarinoita läpi asiakkaan kanssa. 
Jos työmäärän arviointi osoittautuu hankalaksi suurelle käyttäjätarinalle, voidaan 
XP:ssä käyttää piikkejä (spikes) toteutuksen monimutkaisuuden ja työmäärän arvi-
oimiseen sekä vaatimuksen jakamiseen osiin. 
 
Koska XP-projekti keskittyy tuottamaan nopeasti, minimaalisella ohjelmoinnilla ja 
työmäärällä tarvittavan, toimivan ominaisuuden eikä mitään muuta, projekteissa voi-
daan luottaa siihen, että esille tulevista muutostarpeista selvitään samalla ideologial-
la. 
Duncan (2001) toteaa XP-projektin vaatimusten täyttävän kriteerit: yksiselitteisiä, 
virheettömiä ja ymmärrettäviä. Nämä vaatimusten laatukriteerit täyttyvät asiakkaan 
mukanaolosta, koska asiakas tuo vaatimuksiin liiketoimintanäkökulman ja tästä nä-
kökulmasta katsottuna vaatimukset ovat myös virheettömiä, koska ne esittävät todel-
lisia vaatimuksia järjestelmälle. Vaiheittainen kehittäminen antaa asiakkaalle mah-
dollisuuden muuttaa vaatimuksia ja lisäksi asiakas voi määritellä vaatimuksen tär-
keyden priorisoimalla.  
Vaatimuksiin kohdistettava jäljitettävyysvaatimus on ongelmallinen XP:ssä, koska 
vaatimuksista käytävää keskustelua asiakkaan ja tiimin välillä ei yleensä dokumen-
toida. Jotta XP-projektissa voidaan varmistaa vaatimusten jäljitettävyys, täytyy kehi-
tystiimin ja sidosryhmien väliset, tärkeät keskustelut dokumentoida tavalla taikka 
toisella (Lee & Guadagno, 2003). Vaatimusten validointi on hoidettu XP-projekteissa 
testauksen avulla. Asiakas on suunnitellut ja toteuttaa käyttötestauksen, jonka yhtey-
dessä vaatimusten kelpoisuus varmistetaan.  
Monimutkaisissa projekteissa XP:n tarjoama oletusmenetelmä vaatimusten käsitte-
lylle ei ole riittävä. Jos kyseessä on monimutkainen järjestelmä, jonka vaatimusten 
välillä tiedetään olevan riippuvuuksia, vaatii vaatimusmäärittely järeämpiä työväli-
neitä ja vähintäänkin riippuvuudet kuvaavan dokumentaation (Woit, 2005). 
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5.1.2 Vaatimustenhallinta Scrum -projektissa 
Scrum-projekteissa ei tehdä vaatimusmäärittelyä koko projektille perinteisten sovel-
luskehitysmetodologioiden tapaan, vaan vaatimukset kootaan sidosryhmiltä tuotteen 
työlistaan käyttäjätarinoina, jotka kirjoittaa tuotteen omistaja. Hän myös päivittää 
tuotteen työlistaa koko projektin ajan tarpeen mukaan. Myös tuotteen omistaja jalos-
taa sidosryhmien esittämiä käyttäjätarinoita ja vaatimuksia, tarvittaessa kehitystiimi 
tukemana, siten että vastaavat toiminnot ja ominaisuudet ovat mahdollisia toteuttaa 
sprinteissä. Vaatimusten jakaminen pienemmiksi, toteuttamiskelpoisiksi kokonai-
suuksiksi voidaan Vlaanderen & al. (2010) mukaan ryhmitellä näkemykseksi (vision), 
teemoiksi (themes), luonnoksiksi (concepts) ja vaatimusmäärittelyksi (requirement 
definition). Vlaanderen & al. esittävät tätä jakomallia tuotekehitysprojekteille, mutta 
tässä kohtaa sovelluskehityskin hyötyy kehitysmallista. 
Näkemys on korkean tason kuvaus siitä, millainen järjestelmän tulisi olla, eli mitä 
toiminnallisuuksia ja ominaisuuksia järjestelmän tulee asiakkaan mielestä sisältää. 
Teemoilla kuvataan näkemys tarkemmalla tasolla, eli mikä on liiketaloudellinen on-
gelma ja sen pääkohdat. Tuotteen omistaja määrittelee toiminnon tarkoituksen ja 
liiketoiminnallisen arvon. Kehitystiimin pitää arvioida teemojen toteutuskelpoisuus 
ennen niiden hyväksymistä. Seuraavalla tasolla teema jaetaan pienempiin osiin luon-
noksiksi, jotka koostuvat ratkaisujen kuvauksista (solution stories). Kunkin luonnok-
sen kuvaus sisältää sen tarkoituksen lyhyesti ja riittävän tarkasti eriteltynä, jotta 
luonnoksesta voidaan laatia yksittäiset, tarkat vaatimukset. Tätä tasoa kutsutaan vaa-
timusten määrittelyksi. 
Luonnoksista johdetut vaatimukset kuvataan ensin ilman tarkempia määrityksiä ja 
tämän vaiheen jälkeen kehitystiimi arvioi, ovatko vaatimukset yhteensopivia ja toteu-
tuskelpoisia. Kun vaatimusten yhteensopivuus ja toteutettavuus on varmistettu, kehi-
tystiimi määrittelee vaatimukset ja vaatimusten sisältämät toiminnallisuudet yksityis-
kohtaisesti. Vlaanderen & al. (2010) mukaan kehitystiimi käsittelee vaatimukset yh-
den sprintin aikana, ja varmistaa niiden toteutettavuuden, loogisuuden ja ymmärret-
tävyyden. Ennen toteuttamista kehitystiimin pitää vielä varmistaa vaatimusten selke-
ys, että jokainen kehitystiimin jäsen ymmärtää jokaisen vaatimuksen. 
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Vaatimusten jakamiseksi pienempiin, hallittaviin yksiköihin on tarjolla monia mene-
telmiä, esimerkiksi Cohn (2005) tarjoaa käyttäjätarinoille jakamisen perusteiksi ai-
neiston tyyppejä, käyttöyhteyksiä tai käyttäjätarinan sisältämiä toimintoja. Jakope-
rusteena voi olla myös se, onko toiminnallisuuksilla keskinäisiä riippuvuuksia vai ei. 
Leffingwell (2011) tarjoaa XP:ssä käytettyä piikki (spike) -tekniikkaa käytettäväksi 
myös Scrum-projekteihin, kun arvioitavana on suuri käyttäjätarina, joka mahdollises-
ti pitää jakaa osiin. 
Scrum ei tarjoa erillistä suositusta ei-toiminnallisten vaatimusten käsittelylle. Vaati-
musten jäljitettävyys on ongelmallista, koska vaatimuksiin liittyvästä keskustelusta ei 
ole muuta dokumentaatiota kuin tuotteen työlista ja sprintin tehtäväluettelo. Vaati-
musten validointi on laatuvastaavan vastuulla. 
5.1.3 Vaatimustenhallinta Crystal -projektissa 
Crystal ei sisällytä vaatimusten keruuta ollenkaan prosessiin, mutta Crystal-
metodologiat ohjeistavat kuitenkin vaatimusten käsittelyn projektissa, joka poikkeaa 
Crystal kirkkaassa ja Crystal oranssissa vaatimusten dokumentoinnin osalta. Oranssi-
metodologia edellyttää erillistä vaatimusdokumentaatiota, kun taas Crystal kirkkaas-
sa riittää vaatimusten kuvaaminen epämuodollisella tavalla, esimerkiksi piirtotaululle 
tai muistilapuille tallennettuna (Cockburn, 2002). 
Cockburn suosittelee toiminnallisten vaatimusten käsittelylle kolmea eri vaihetta: 
1) vaatimus esitetään karkealla tasolla, nimettynä toiminnallisuutena tai käyttötapa-
uksena (use case), 2) vaatimus tarkennetaan yksityiskohtaisesti vaiheittain toteutetta-
vaksi kokonaisuudeksi (usage scenario), selvitetään tapaukseen mahdollisesti liitty-
vät liiketoimintatapahtumat ja -säännöt, toistuminen ja suorituskyky, ja 3) kirjataan 
muut vaatimukseen liittyvät yksityiskohdat (Cockburn, 1998). 
Ensimmäisen vaiheen vaatimusten keruu tapahtuu projektin kartoitusvaiheessa (char-
tering). Toteutettavat vaatimukset valitaan projektille vaiheistusvaiheessa (staging). 
Vaatimusten pilkkominen yksityiskohtaisempiin, toteutettaviin tehtäviin tapahtuu 
projektin ensimmäisen julkaisukierroksen iteraation alussa (Cockburn, 1998). Seu-
raavaa julkaisukierrosta varten huomioidaan muuttuneet ja uudet vaatimukset, joita 
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syntyy asiakkaan arvioidessa edellistä julkaisua yhdessä projektitiimin kanssa 
(Cockburn, 1998). 
Vaatimusten kelpoisuus selviää testaamalla ja Crystal oranssissa jäljittämiselle löy-
tyy apuvälineeksi vaatimusdokumentaatio. Ei-toiminnallisia vaatimuksia ei kuvata 
Crystal-metodologioissa, eikä niiden käsittelylle anneta erillisiä suosituksia.  
5.2 Ketterä arkkitehtuurisuunnittelu 
Perinteisten sovelluskehitysmenetelmien käyttäjille toteutettavan järjestelmän tekni-
nen eli arkkitehtuurisuunnittelu aloittaa varsinaisen työn sen jälkeen, kun vaatimuk-
set on käsitelty ja priorisoitu ja tekijät tietävät kuinka sovelluksen halutaan toimivan. 
Sovellusarkkitehtuuri kuvaa sovelluksen rakenteen: informaatiotyypit ja niiden säily-
tyspaikat, sovelluksen osat ja niiden tehtävät, tiedonsiirtoon käytettävät protokollat ja 
käytettävät dataformaatit. Arkkitehtuurisuunnitelmat tarjoavat perinteisissä sovellus-
kehitysmenetelmissä dokumentaatiota, josta voi löytyä omansa alustavalle arkkiteh-
tuurille, järjestelmä-, alijärjestelmäarkkitehtuurille, rajapinnoille ja jopa tuoteraken-
nearkkitehtuurille. Nämä dokumentit sisältävät tietoja seuraavan tason suunnitelmia, 
työmääräarvioita, projektisuunnitelmia, järjestelmä- ja yksikkötestauksen suunnitte-
lua ja ylläpitoa varten (Haikala & Märijärvi, 2004). 
Arkkitehtuurin suunnittelussa uudelleenkäytettävyys on merkittävässä asemassa, sillä 
kertaalleen toimivaksi todettu ohjelmiston osa on helpommin käytettävissä tulevissa 
sovelluksissa tai sovelluspäivityksissä kuin uuden toimivan osan rakentaminen. Ajan 
tasalla oleva arkkitehtuurisuunnitelma helpottaa myös ohjelmiston ylläpitoa, esimer-
kiksi virheiden paikallistamista ja korjaamista järjestelmässä. Arkkitehtuurin pitää 
lisätä ohjelmiston ymmärrettävyyttä sekä skaalautuvuutta, ja kaikista edellä maini-
tuista arkkitehtuurin ominaisuuksista rakentuu myös ohjelmiston tuettavuus. Ketteri-
en menetelmien kohdalla perinteet eivät enää toimi, sillä ketterät menetelmät raken-
tavat arkkitehtuuria sitä mukaan, kun käyttäjätarinoita toteutetaan toiminnallisuuk-
siksi iteraatioissa (Leffingwell, 2007). Ketterät menetelmät suosivat muutosten te-
kemistä sovelluskehityksen aikana, ja jo tämä periaate asettaa arkkitehtuurisuunnitte-
lun uuteen valoon, sillä jatkuvat muutokset tietävät jatkuvasti päivitettävää ja ylläpi-
dettävää arkkitehtuuria.  
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Abrahamsson & al. (2010) arvelee ketterien metodologioiden mieltävän arkkitehtuu-
risuunnittelun vaativan liian paljon suunnittelua, liian aikaisessa vaiheessa. Asiak-
kaan näkökulmasta arkkitehtuurin suunnittelusta syntyvät kustannukset ovat näkyviä, 
mutta arkkitehtuuri ei. Loppukäyttäjä tuskin miettii sovelluksen arkkitehtuuria nor-
maalissa käyttötilanteessa. 
Madison toteaa, että arkkitehtuurisuunnittelulla on merkittävä rooli ketterissä meto-
dologioissa ja tämän näkemyksensä, sekä siihen liittyvät, toimivat arkkitehtuurin 
suunnittelun käytännöt ja ketterien menetelmien periaatteet, hän pukee käsitteeksi 
ketterä arkkitehtuuri (agile architecture) (Abrahamsson & al., 2010). Cockburn 
(2002) näkee arkkitehtuurisuunnittelun tärkeänä osana ketterää sovelluskehitystä ja 
käyttää suunnittelusta nimeä inkrementaalinen arkkitehtuuri (incremental architectu-
re). Babar (2009) on havainnut omassa tutkimuksessaan, että perinteisen sovel-
lusarkkitehtuurin ja ketterien menetelmien arkkitehtuurikäytäntöjen synkronointi on 
mahdollista. Tämän tutkimuksen myötä asiakasorganisaatioissa syntyi uusia rooleja, 
esimerkiksi ratkaisuarkkitehti (solution architect) ja käyttöönottoarkkitehti (imple-
mentation architect). Käsittelemme seuraavissa luvuissa arkkitehtuurisuunnittelua 
seuraavasti: luku 5.2.1 kuvaa Extreme Programming -metodologian, luku 5.2.2 
Scrum -metodologian ja luku 5.2.3 Crystal-metodologian. 
5.2.1 Arkkitehtuurisuunnittelu Extreme Programming -metodologiassa 
XP-projektissa ei tuoteta erillistä arkkitehtuurisuunnitelmaa vaan XP-projekteissa 
käytäntönä on kuvata järjestelmä vertauskuvallisesti laadittavassa metaforassa ja 
samalla metafora toimii järjestelmän arkkitehtuurina (Beck, 1999; Beck, 2000). Me-
taforan toimivuudesta arkkitehtuurisuunnitelmana on hyvin monenlaisia mielipiteitä 
(Fowler, 2003). 
Jos ainoa olemassa oleva järjestelmän dokumentaatio on tallennettuna tarinakorttei-
hin, täytyy järjestelmän arkkitehtuurista huolehtia ominaisuuksien lisäämisen myötä 
toimivalla tavalla. XP-projektissa sovelluksen toteutus alkaa yksinkertaisesta raken-
teesta, joka täyttää aloitushetken vaatimukset. Inkrementtien myötä sovelluksen omi-
naisuudet lisääntyvät ja samalla rakennetaan arkkitehtuuria lisättävien ominaisuuksi-
en myötä (Leffingwell, 2007). Arkkitehtuurista huolehditaan myös pitämällä toteutus 
mahdollisen yksinkertaisena ja toimivana. Kaikki tarpeeton poistetaan, mukaan luki-
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en tarpeeton koodi. Koodin yksinkertaisuus, selkeys ja virheettömyys varmistetaan 
1) pariohjelmoinnilla, jossa toinen koodaa ja toinen ”oikolukee” koodia, 2) jatkuvalla 
integroinnilla, jolla varmistetaan että järjestelmä on ajan tasalla ja 
3) yksikkötestauksella, jolla varmistetaan koodin virheettömyys. XP-projektissa käy-
tetään refaktoring-menetelmää, jolla ohjelmiston arkkitehtuuria muokataan tarkkoi-
hin sääntöihin perustuen (Lindberg, 2003). Refaktoring-menetelmää käytettäessä 
koodin rakennetta parannetaan muuttamatta sen toimintaa. Ohjelmistosuunnittelu on 
osittain arkkitehtonista ja XP:ssä tehtävä jatkuva ohjelmistosuunnittelu on osaltaan 
myös arkkitehtuurin suunnittelua. 
Vaikka XP-projektissa on tarjolla menetelmiä, joilla ohjelmiston arkkitehtuuria voi-
daan hallinnoida, nähdään erillisen arkkitehtuurisuunnitelman puuttuminen yhdeksi 
XP-metodologian heikkoudeksi, joka täytyy eliminoida projektista hyödyntämällä 
täysipainoisesti pariohjelmointia, jatkuvaa integrointia, yksikkötestausta ja refakto-
ring-menetelmää (Fowler, 2001; Jensen & al., 2006). 
5.2.2 Arkkitehtuurisuunnittelu Scrum-metodologiassa 
Schwaberin (1995) julkaisemassa Scrum-artikkelissa määritellään, että korkean tason 
suunnittelu on osa alustavan vaiheen (pregame) toimenpiteitä. Schwaber myös ehdot-
taa, että alustavassa vaiheessa kehitystiimin tulisi suunnitella ja katselmoida ainakin 
osa arkkitehtuuria, ennen kuin ensimmäinen iteraatiokierros alkaa. Abrahamsson & 
al. (2010) toteavat, että sovellusarkkitehtuuri ja Scrum ovat vaikeasti yhteen sovitet-
tavia, sillä Scrum-projektissa rakennetaan projektin alussa karkean tason arkkitehtuu-
ri (skeleton), johon lisätään lihaa luiden ympärille toteutettavien sprinttien myötä. 
Scrum luottaa arkkitehtuurin rakentamisessa kasvokkain tapahtuvaan, tiiviiseen vuo-
rovaikutukseen ja epämuodolliseen kommunikointiin. 
5.2.3 Arkkitehtuurisuunnittelu Crystal-metodologiassa 
Crystal-metodologiat käyttävät sovelluskehityksessä inkrementaalista arkkitehtuuri-
suunnittelustrategiaa (incremental architecture strategy). Tiimin tulee tuottaa projek-
tin aikaisessa vaiheessa toimiva tuote, jolla voidaan varmistaa valittujen teknisten 
ratkaisujen toimivuus ja samalla vakuutetaan asiakas, rahoittajat ja kehitystiimi oike-
an kehityssuunnan valinnasta. Ensimmäistä rakennettavaa osaa kutsutaan käveleväk-
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si luurangoksi (walking skeleton), joka on valitun käyttötapauksen testattu toteutus ja 
käyttää järjestelmän arkkitehtuurin pääkomponentteja. Tämän rangan päälle rakenne-
taan loput järjestelmästä. Crystal-metodologioissa toteutetaan inkrementaalista arkki-
tehtuuria (incremental architecture), jossa huomioidaan järjestelmän ja teknologian 
muutokset koko kehitystyön ajan ja päivitetään arkkitehtuuria muutosten tahdissa 
siten, että asiakkaalle toimitettava järjestelmä pysyy vakaana (Cockburn, 1998). Pro-
jektitiimi aloittaa siis järjestelmän rakentamisen toimivasta ”arkkitehtuurin luuran-
gosta” (architectural skeleton) tai perusrakenteesta, jota kehitetään rinnakkain järjes-
telmän toiminnallisuuksien kanssa. Tällainen kehitystyö edellyttää väistämättä järjes-
telmäarkkitehtuurin laatimista ja yleistä sovellusalueen mallintamista (Cockburn, 
1998; Cockburn, 2009).  
5.3 Ketterien ohjelmistojen testaus 
Ohjelmistokehityksessä testaamisella varmistetaan, että koodattu ohjelmisto tekee 
sen, mitä sen on suunniteltu tekevän. Tilanne voi tosin olla sellainen, että ohjelmisto 
toimii koodaajan mielestä oikein, mutta asiakkaan mielestä ei. Jälkimmäisessä tapa-
uksessa syitä haetaankin jo muualta kuin puutteellisesta testauksesta. 
Olipa sovelluskehityksessä käytettävä metodologia mikä hyvänsä, seuraavat testauk-
set ovat välttämättömiä, jotta järjestelmän virheettömyys ja toiminnallisuus voidaan 
selvittää (Sommerville 1995; Haikala & Märijärvi, 2004): 
 Moduuli- eli yksikkötestaus 
 Integrointi- ja järjestelmätestaus 
 Hyväksymistestaus 
Moduulitestauksella verifioidaan, että kyseinen moduuli vastaa määrittelyään, joka 
kumpuaa vaatimuksesta. Integrointivaiheessa järjestelmä kootaan moduuleista, jonka 
jälkeen varmistetaan moduulien rajapintojen toimivuus integraatiotestauksella ja jär-
jestelmän toimivuus määriteltyjen vaatimusten mukaisesti testataan puolestaan järjes-
telmätestauksella. 
Hyväksymistestaus voidaan suorittaa järjestelmätestauksen yhteydessä tai omana 
testauskokonaisuutena. Tässä testauksessa varmistetaan, että ohjelmistotuote vastaa 
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alkuperäisiä vaatimuksiin ja loppukäyttäjän tarpeisiin (Myers, 2004; Haikala & Märi-
järvi, 2004). 
Ohjelmistojen testaus vaatii aikaa, resursseja, osaamista ja rahaa. Sovelluskehityksen 
kustannuksista yli puolet saattaa syntyä testauksesta (Kit, 1995). Agile Manifesto -
julistus määrittelee ketterien menetelmien periaatteet, jotka luovat ohjelmistotestauk-
selle erityisiä haasteita. Säännöllisesti, mahdollisimman nopeasti toimitettavien oh-
jelmistoversioiden vuoksi testaukselle varattu aika on lyhyt. Ketterässä sovelluskehi-
tyksessä muutoksia hyväksytään projektiin myöhäisessäkin vaiheessa ja tämä piirre 
aiheuttaa sen, ettei testausta voida tehdä valmiiden määrittelyjen puitteissa. Monissa 
ketterissä menetelmissä kehittäjät osallistuvat myös testaukseen, johon liittyvä osaa-
minen heillä täytyy olla hallussaan, ja tällöin heiltä vaaditaan kykyä karsia tarpeeton-
ta eli tuhota koodia, jonka he ovat itse koodanneet (Itkonen & al., 2005). 
Ketterien metodologioiden testauskäytäntöjä käsitellään luvussa 5.3.1 Extreme Prog-
ramming -metodologian osalta, luvussa 5.3.2 Scrum-metodologian osalta ja luvussa 
5.4.3 Crystal-metodologian osalta. 
5.3.1 Ohjelmistojen testaus Extreme Programming -projektissa 
Extreme Programming -metodologiaa kutsutaan test-driven development (TDD) -
menetelmäksi. TDD-menetelmissä ohjelmistojen testaus toimii kehitystyön ajurina. 
Kun yksikkötestit kirjoitetaan ennen varsinaista toimivaa tuotantokoodia, jonka pitää 
läpäistä testien lisäksi optimointi (refactoring), täytyy tiimin paneutua tarkemmin 
vaatimuksiin ja käyttötapauksen toteutuksen suunnitteluun (Beck, 2002; Astels, 
2003). 
Kun käyttötapaukseen kirjoitettu koodi on moduulitestattu ja optimoitu, sen toimin-
nallisuus täytyy testata (functional testing). Toiminnallisuuden testaamisesta vastaa 
asiakas projektiryhmän avustuksella. Käyttötapauksen valmistumisen jälkeen asiakas 
kirjoittaa toiminnallisen testin, jossa tyypillisesti annetaan syötteitä käyttöliittymän 
kautta ja tarkkaillaan, antaako järjestelmä odotusten mukaiset tulokset. Mikäli tulok-
set eivät vastaa odotuksia, korjaa projektiryhmä havaitut poikkeamat, jonka jälkeen 
asiakas testaa uudelleen. Tätä korjaus-testaus -toimenpidettä toistetaan niin kauan, 
että koodattu käyttötapaus selviää asiakkaan toiminnallisuustestistä ilman poik-
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keamia. Edellä kuvatut ohjelmointi- ja testausvaiheet tehdään jokaiselle käyttötapa-
ukselle, joka sisältyy tekeillä olevaan versioon. Kun viimeinenkin käyttötapaus on 
läpäissyt moduulitestauksen, optimoinnin ja toiminnallisuustestin, asennetaan ohjel-
misto asiakkaalle ja käynnistetään seuraava kehityskierros suunnittelupelillä (Lind-
berg, 2003). Hyväksymistestausta ei käsitellä XP-metodologiassa (Abrahamsson & 
al., 2002). 
5.3.2 Ohjelmistojen testaus Scrum-projektissa 
Scrum-prosessimallissa mainitaan testaus yhtenä toimenpiteenä vaihekaavioissa, 
mutta se onkin kaikki, mitä testauksesta kerrotaan. Pöri (2008) toteaa tutkimukses-
saan, että testauksen tekeminen Scrum-projekteissa onnistuu seuraavilla tavoilla, 
vaikka prosessi itsessään ei ota kantaa testien suorittamiseen. Scrum-projekteissa 
testausta tehdään sprintin aikana useampaan kertaan. Scrum-prosessimallissa (Rauti-
ainen, 2004) lyhyin aikajakso testaustapahtumille on päivittäisten Scrum-palaverien 
väli. Tämä ajanjakso sisältää useita integraatioita: ohjelmiston rakentamista ja kaik-
kien ohjelmistolle kirjoitettujen automatisoitujen testien suorittamista. Integraatio voi 
olla myös jatkuvaa. Testien tuloksista saadaan välittömästi tietoa ohjelmiston tilasta 
ja virheet löytyvät nopeasti.  
Sprintin hyväksymistestauksella varmistetaan niin laatu kuin sprintin sisältämien 
toiminnallisuuksien oikeellisuuskin, ja vastuu näistä siirtyy hyväksymistestauksen 
myötä tiimiltä tuotteen omistajalle. Hyväksymistestaus kannattaa suorittaa iteraation 
aikana, jolloin varmistetaan suora vuorovaikutus ja yhteistyö kehittäjien kanssa, 
vaikka tuote ei välttämättä ole vielä ehjä ja helposti testattava (Pöri, 2008). Sprintin 
aikana tehdään myös asennus-, konfiguraatio- ja suorituskykytestausta, joilla seura-
taan tuotteen ominaisuuksien kehittymistä. Monet Scrum-palaverien väliin sijoittuvat 
laadunvarmistusta tukevat toimenpiteet, kuten automatisoitujen testien kirjoittaminen 
ja suunnittelu, tehdään sprintin aikana (Itkonen & al., 2005).  
Tuotteen julkaisun yhteydessä asiakas tekee hyväksymistestauksen ja se toimii sa-
malla laadun ja toiminnallisuuksien hyväksymistestinä tuotteelle. Scrum-prosessissa 
kuvataan yksityiskohtaisesti sprintin vaiheet, mutta yksityiskohtainen regressio- ja 
hyväksymistestauksen kuvaus puuttuu (Abrahamsson & al., 2002). 
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Tuomikoski ja Tervonen (2009) raportoivat hyvistä kokemuksista integroitaessa va-
paamuotoisen, tutkivan ohjelmistotestauksen istuntoja (exploratory testing sessions) 
Scrum-prosessiin. Näissä testaustilanteissa paljastui paljon virheitä ja lisäksi istunto-
jen aikana jaettiin tuotteen laatuun liittyvää tietämystä sekä lisättiin yhteisymmärrys-
tä laatukysymyksissä. 
5.3.3 Ohjelmistojen testaus Crystal-projektissa 
Testaus on sisällytetty Crystal-metodologioihin toimintaperiaatestandardeissa, joiden 
yhtenä kohtana on vaatimus automatisoidusta toiminnallisuuden regressiotestaukses-
ta, ainakin osittain (Cockburn, 2002). Työn tuloksina täytyy olla testausmäärittelyt 
niin käyttötapauksille kuin järjestelmätestaukselle ja lisäksi luoduilla testeillä täytyy 
olla nimetty omistaja (Cockburn, 1998). Vaatimuksiin pohjautuvat testausmäärittelyt 
(specification-based tests) ottavat tyypillisesti kantaa niin toiminnallisiin kuin ei-
toiminnallisiin ominaisuuksiin (Pöri, 2008). 
Cockburn määrittelee niin Crystal kirkkaalle kuin Crystal oranssille rooliksi testaa-
jan, jonka tehtävänkuvaan kuuluu niin testien kirjoittaminen, ajaminen kuin tulosten 
tulkinta (Cockburn, 1998; Cockburn, 2002). Lisäksi oranssissa mainitaan yhtenä tii-
minä testaustiimi. Testaajille Cockburn tarjoaa käytettäviksi menetelmiksi valkolaa-
tikko-/mustalaatikkotestien (white box/black box testing) luomista, häiriötestejä (dis-
turbance tests) ja menetelmiä testeistä palautumiseen (test recovery). Crystal orans-
sissa edellytetään myös käyttöliittymäsuunnittelijalta kykyä testata tuotoksiaan, ja 
testausmenetelmiksi suositellaan videonauhoituksia ja kyselyjä (Cockburn, 1998). 
Crystal oranssiin Cockburn ehdottaa myös mahdolliseksi lisärooliksi testauspäällik-
köä (test manager). Lisäksi kaikkien muidenkin roolien työkaluihin pitää sisältyä 
testaustyövälineet (Cockburn, 1998). 
Inkrementin etapiksi suositellaan testauksen valmistumista, ja tarkistus ja katsel-
mointi -vaiheessa (revision and review) on viimeisen iteraation yhtenä käytäntönä 
järjestelmän hyväksymistestaus ennen tuotoksen luovuttamista käyttäjille (Cockburn, 
1998; Cockburn, 2002). Crystal-metodologiat eivät kuitenkaan kuvaa järjestelmän 
hyväksymistestausta. 
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5.4 Asiakkaan rooli ja panos ketterässä projektinhallinnassa 
Asiakkaan läsnäoloa, osallistumista ja niiden vaikutusta järjestelmien kehittämiseen 
on tutkittu, ja tutkimusten tuloksina on julkaistu erilaisia menetelmiä asiakkaan roo-
lin ja työpanoksen huomioimiseksi järjestelmien kehitystyössä. Kujalan (2003) laa-
timassa arvioinnissa on tiivis yhteenveto erilaisista menetelmistä ja lähestymistavois-
ta. Näiden menetelmien yhteenveto on esitetty taulukossa 1. 
Taulukko 1 Erilaisia lähestymistapoja käyttäjien osallistumiselle järjestelmien kehittämiseen, 
mukaeltuna [Kujala, 2003] 
Suunnittelun näkökulma Korostaa Tyypilliset menetelmät 
Käyttäjäkeskeinen suunnittelu Käytettävyys Tehtäväanalyysi  
Prototyypit 
Käytettävyyden testaus 
Osallistuva suunnittelu Tasavertainen osallis-
tuminen 
Työpajat 
Prototyypit 
Etnograafinen suunnittelu Työn sosiaaliset näkö-
kulmat 
Havainnointi 
Videoanalyysit 
Kontekstuaalinen suunnittelu Työn kontekstuaalinen 
näkökulma 
Kysely 
Prototyyppi 
Sovelluskehitysprojekteissa toteutetaan asiakkaan vaatimusten mukaisia järjestelmiä 
ja kokonaistoteutus on aina riippuvainen asiakkaan läsnäolosta ja osallistumisesta 
projektin määrittämiseen ja toteuttamiseen. Butler ja Fitzgerald (1997) selvittävät 
eron asiakkaan läsnäololle ja osallistumiselle sovelluskehitysprojekteissa toteamalla, 
että asiakkaan läsnäolonäkökulma varmistaa sen, että loppukäyttäjien tarpeet ja toi-
veet tulevat kuulluksi kehitystyön aikana, jolloin huolehditaan käyttäjäkeskeisestä 
suunnittelusta. Sovelluskehitysprojekteissa pelkkä läsnäolo ei riitä, vaan asiakkaan 
täytyy myös osallistua aktiivisesti suunnitteluun (Deursen, 2001), ja tällä vaatimuk-
sella edesautetaan osallistuvaa suunnittelua. Etnograafinen suunnittelu varmistaa 
sen, että erilaiset kansalliset ja kulttuurilliset näkökulmat huomioidaan projektityös-
kentelyssä. Etnografian periaatteisiin kuuluu, että tietolähteen (asiakkaan) näkökulma 
käsiteltävään asiaan huomioidaan alkuperäisessä sosiaalisessa ympäristössä. 
Kontekstuaalinen suunnittelu on itsestään selvyys sovelluskehityksessä. Vaikka ky-
seessä ei ole perinteinen tuote, jonka suunnitteluun kontekstuaalinen suunnittelu 
Beyerin ja Holzblattin (1999) mukaan soveltuu, sovelluksillakin haetaan ratkaisua, 
jolla järkiperäistetään loppukäyttäjien työskentelyä. 
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Asiakkaan rooli vaihtelee Kujalan (2003) mukaan tiedonantajasta konsulttiin ja tätä 
roolitusta yhdessä asiakkaalta vaadittavan työpanoksen kanssa käsitellään luvussa 
5.4.1 Extreme Programming -projekteissa, luvussa 5.4.2 Scrum-projekteissa ja luvus-
sa 5.4.3 Crystal-projektissa.  
5.4.1 Asiakkaan rooli ja panos Extreme Programming -projektissa 
XP-projektin toteuttaminen nojautuu asiakkaaseen, jonka oletetaan olevan aktiivinen 
ja saatavilla (on-site customer) koko projektin ajan. Aktiivisesta asiakasroolista seu-
raa velvoitteita asiakkaan edustajalle (Deursen, 2001), jonka täytyy: 
 Ymmärtää ja osata tulkita asiakkaan toiveet, pitää yllä jatkuvaa vuorovaiku-
tusta loppukäyttäjien kanssa sekä tasapainoilla mahdollisten ristiriitaisten 
käyttäjävaatimusten kanssa. 
 Osata keskustella kehittäjien kanssa ja selittää heille tarvittaessa vaatimuksia. 
Lisäksi edustajalla täytyy olla jonkin asteinen ymmärrys teknisistä ratkaisuis-
ta, joita kehittäjät suunnittelevat. 
 Määritellä toiminnalliset testit käyttäjätarinoille sekä varmentaa, että testit 
suoriutuvat tehtävästään.  
 Osallistua iteraatioiden ja julkaisujen suunnitteluun. 
 Ylläpitää suhteita johtoon, raportoida projektin edistymää sekä optimoida ke-
hitystiimin kanssa käytetty aika.  
Edellistä listaa voidaan täydentää vielä Beckin ja Fowlerin (2001) määrittelemillä 
tehtävillä, joissa asiakas: 
 Työskentelee oman toimialansa yrityksessä ja ymmärtää kuinka kyseisellä 
toimialalla työskennellään. Tämä ei ole itsestäänselvyys. 
 Ymmärtää kehitystiimin avustuksella, mitä liiketoiminnallista arvoa sovellus 
tuo yritykselle. 
 On kykenevä päättämään, mitä tarvitaan nyt ja mitä myöhemmin. 
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 On valmis hyväksymään kokonaisuudessaan vastuun projektin onnistumisesta 
tai epäonnistumisesta. 
XP-projekti nojaa asiakkaaseen, joka on vaatimusten lähde ja osallistuu aktiivisesti 
projektiin koko sen elinkaaren ajan. Asiakas toimii projektissa asiakas-roolinsa ohel-
la tai paremminkin sen velvoittamana myös kymmenessä muussa roolissa, jotka Mar-
tin (2009) esittelee väitöskirjatutkimuksessaan. Roolit kuvataan epävirallisina, mutta 
vastineet löytyvät suoraan Deursenin, Beckin ja Fowlerin esittämistä tehtävä- ja vel-
voitevaatimuksista asiakkaalle: 
 Yhteistyön ja vuorovaikutuksen mahdollistajat, rooleinaan: nörttitulkki 1 
(geek interpreter), poliittinen neuvonantaja (political advisor) ja tekninen tu-
kihenkilö (technical liaison). 
 Erityisasiantuntijat, rooleinaan: hyväksymistestaajat (acceptance testers), 
käyttäjävuorovaikutuksen suunnittelijat (user interaction designer) ja tekniset 
dokumentoijat (technical writer). 
 Projektin suunnannäyttäjät, rooleinaan: diplomaatti (diplomat), sovittelija 
(negotiator), supersihteeri (super-secretary) ja asiakasvalmentaja (customer 
coach). 
Nörttitulkin taitoja tarvitaan siinä vaiheessa, kun asiakas haluaa parantaa vuorovaiku-
tusta ja yhteistyötä ohjelmoijien kanssa. Tällä toimenkuvalla vältetään vääriä tulkin-
toja, joita voi syntyä perinteisissä dokumentaatioon pohjautuvissa sovelluskehitys-
menetelmissä. Poliittinen neuvonantaja tuntee yrityksen toimialan tarkasti ja osaa 
sukkuloida eri toimintojen välillä ja varmistaa samalla onnistumisen edellytykset 
projektille, Tältä henkilöltä vaaditaan poliittisen neuvonantajan taitoja: lojaalisuus, 
tietämys liiketoiminnasta ja toimialasta, yhteistyökykyisyys ja aloitteellisuus. 
Tekninen tukihenkilö huolehtii samanaikaisesti meneillään olevien projektien toimin-
taedellytyksistä, kuten toimivasta infrastruktuurista, tietoturvasta, mahdollisesti use-
                                                 
 
1
 Geek Intepreterille ei löydy kuvaavaa suomenkielistä vastinetta ja nörttitulkki kertoo tehtävänkuvan 
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amman uuden sovelluksen käyttöönotosta ja käytössä olevien lisenssien päivityksestä 
ja uusien hankinnasta. Hyväksymistestaajat kirjoittavat hyväksymistestit ja ajavat ne, 
yleensä ohjelmoijan avustamana. 
Käyttäjävuorovaikutuksen suunnittelijat ymmärtävät, keitä käyttäjät ovat ja kuinka 
he työskentelevät, osaavat suunnitella sovelluksen, joka täyttää käyttäjien vaatimuk-
set ja tavoitteet tehokkaasti sekä pystyvät arvioimaan kuinka suunniteltu järjestelmä 
vastaa käyttäjien tarpeisiin. Tekniset dokumentoijat tuottavat asiakkaan tarvitseman 
dokumentaation sovelluksesta, esimerkiksi sovelluksen käyttöohjeet. 
Projektin suunnannäyttäjä -roolit keskittyvät suunnan näyttämiseen loppukäyttäjäta-
solta aina mahdollisiin osakkeenomistajiin. Diplomaatit huolehtivat siitä, että heidän 
edustamansa ryhmän näkökulma on aina näkyvillä projektissa, olipa kyseessä maa, 
toimiala tai ominaisuus. Diplomaatit istuvat neuvottelupöydässä projektista sovitta-
essa. Neuvottelijat toimivat tyypillisesti asiakkaan projektitiimin vetäjänä ja edusta-
vat virallisesti XP-asiakasta. Supersihteeri huolehtii asiakastiimin hallinnollisista 
töistä ja asiakasvalmentaja huolehtii ja opastaa niin, että muut roolien haltijat tiimissä 
toimivat rooliensa edellyttämällä tavalla. 
Asiakkaalta vaadittava työmäärä XP-projektissa on mittava. Asiakasroolia ei voi 
täyttää yksi henkilö, vaan asiakkaalla täytyy olla oma tiiminsä meneillään olevaa XP-
projektia varten. Tiimissä on harvoin kymmentä henkilöä edustamassa kutakin edellä 
kuvatuista rooleista ja sama henkilö edustaa useampaa roolia. Asiakkaan näkökul-
masta XP-projektin vaikutus asiakasorganisaatioon on kaksijakoista; suora yhtey-
denpito XP-projektitiimiin ja projektin hoitamiseen liittyvät toimenpiteet asiakasor-
ganisaatiossa. Tämän tilanteen on pukenut sanoiksi XP-projektin asiakas, joka totesi, 
että ”hän toimii XP-periaatteiden mukaan, eli tekee yhden työviikon aikana 40-
tuntisen työviikon XP-projektissa, ja toisen 40-tuntisen työviikon yrityksen liiketoi-
minnan hoitamiseksi”. 
5.4.2 Asiakkaan rooli ja panos Scrum-projektissa 
Scrum-projektin asiakas on aktiivisesti projektissa mukana sen aloitushetkestä pro-
jektin loppuhenkäykseen saakka tai asiakas vierailee projektissa vain satunnaisesti 
oman valintansa mukaan. Scrum-projektin asiakkaan osallistumisaktiivisuudelle on 
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oma luokittelunsa SCS (Scrum Customer-classification System), joka kuvaa asiak-
kaan osallistumistapaa ja osallistumisen määrää meneillään olevassa projektissa 
(Svenbrant, 2008).  
 
 
Svenbrantin luokittelussa käytetään yhtenä tekijänä asiakkaan osallistumistapaa, jon-
ka Schwaber ja Beedle (2002) kuvasivat joko suoraksi tai epäsuoraksi. Kuvassa 14 
esitetyt luokat eivät suinkaan ole tarkkarajaisia ja hyvin usein asiakkaan osallistu-
misominaisuudet sijoittuvat akseleilla annettujen ääriarvojen välimaastoon. Luokitte-
lu antaa viitteitä siitä, mihin luokkaan asiakas on päättänyt sijoittaa osallistumisensa 
Scrum-projektissa, ja tästä päätöksestä kumpuaa seuraavat vastuut projektissa. 
Suoran vuorovaikutuksen asiakkaat (osittain osallistuvat, sitoutuneesti osallistuvat) 
pitävät projektin liikkeessä omistamalla tuotteen työlistan (product backlog) ja huo-
lehtimalla sen priorisoinnista. Näiden asiakkaiden annetaan myös osallistua projektin 
tapaamisiin, esimerkiksi sprinttikatselmukseen (sprint preview), sprintin suunnittelu-
palaveriin (sprint planning meeting) ja jopa päiväpalavereihin (daily scrum mee-
tings), joissa asiakkaalla ei ole puheoikeutta. Suoraa vuorovaikutusta voidaan hyö-
dyntää silloin, kun projektilla on vain yksi asiakas tai yksi avainasiakas, joka tuntee 
muut asiakkaat hyvin. Suoran vuorovaikutuksen asiakkaat ovat mukana Scrum-
prosessissa ja tunnistavat prosessin käytäntöjä (Svenbrant, 2008).  
Kuva 14 Asiakkaan osallistumisaktiivisuuden luokat Scrum-projektissa, mukaeltuna 
[Svenbrant, 2008] 
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Sitoutuneesti osallistuvat asiakkaat ovat osana projektitiimiä ja heillä on osaamista 
myös Scrum-menetelmistä. Asiakkaat saattavat työskennellä samassa tilassa kehittä-
jien kanssa ja heillä on suora näkyvyys kehitysorganisaation työskentelyyn. Sitoutu-
neen asiakkaan täytyy tuntea projekti ja sen aihealue läpikotaisin voidakseen tukea 
projektin kehitystyötä (Svenbrant, 2008). 
Osittain osallistuva asiakas on tuotteen omistaja ja huolehtii tuotteen tehtävälistasta 
ja sen priorisoinnista, mutta hänellä on apunaan kehittäjäorganisaation projektipääl-
likkö tai tukea antava tuotteen omistaja, jotka toimivat välittäjän roolissa tuotteen 
omistavan asiakkaan, kehitystiimin ja muiden asianomaisten tahojen välillä (Sven-
brant, 2008). 
Epäsuoran vuorovaikutuksen asiakkaat (ei-ketterät välillisesti osallistuvat, ketterät 
välillisesti osallistuivat) eivät toimi tuotteen omistajana, eivätkä muissakaan scrum-
rooleissa ja he osallistuvat Scrum-prosessiin joko satunnaisesti tai eivät ollenkaan. 
Näissä tapauksissa tuotteen omistajana on kehitysorganisaation henkilö, joka edustaa 
yhtä tai useampaa asiakasta projektissa. Hän toimii välittäjänä asiakkaan ja kehittäji-
en välillä ja priorisoi asiakkaan vaatimuksia tuotteen työlistassa. 
Ketterät välillisesti osallistuvat asiakkaat tietävät, että projektissa käytetään ketterää 
kehitysmenetelmää ja projektin toteuttaminen tapahtuu sprinteissä, joissa valitaan 
aluksi toteutettavat ominaisuudet ja sprintin lopuksi esitellään toteutettu tuotos. 
Asiakas osallistuu säännöllisesti projektin palavereihin, kuten tuotteen työlistan päi-
vittämiseen, sprintin katselmointiin ja jopa päiväpalavereihin ilman puheoikeutta. 
Ei-ketterät välillisesti osallistuvat asiakkaat eivät ole tietoisia projektin käyttämistä 
toteutusmenetelmistä, vaikka saattavat tietää vaiheittaisesta ominaisuuksien kehittä-
misestä. Tämä luokan asiakkaat ostavat yleensä valmiin tuotteen, jonka vaatimus-
määrittely tehdään perinteisen suunnitelmiin pohjautuvan metodologian mukaisesti. 
Asiakas ei siis osallistu tuotteen työlistan priorisointiin, vaan tämän työn hoitaa tuot-
teen omistaja kehitysorganisaatiosta. Tuotteen omistaja vastaa myös työlistan sisäl-
löstä ja hän voi olla asiakkaaseen satunnaisesti yhteydessä selvittäessään halutuimpia 
ominaisuuksia (Svenbrant, 2008). 
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5.4.3 Asiakkaan rooli ja panos Crystal-projektissa 
Cockburn (1998) kehottaa varaamaan aikaa loppukäyttäjien ja rahoittajien haastatte-
luun projektin alkuvaiheessa. Näiden haastattelujen tarkoituksena on selvittää ja sel-
ventää järjestelmän vaatimuksia ja järjestelmään kohdistuvia odotuksia. 
Crystal-projekteissa edellytetään asiakkaan mukanaoloa koko projektin keston ajan. 
Tämä ajatus on mainittu toimintaperiaatestandardeissa ja se kumpuaa myös jälkim-
mäisestä kantavasta perusideasta, joihin Crystal-metodologiat nojaavat: minimoidaan 
muutosten aiheuttama vaikutus ja luodaan järkevä liiketoimintamalli asiakkaalle to-
teutettavaa järjestelmää varten. Liiketoimintamallin luominen toteutusta varten tar-
koittaa tiivistä vuorovaikutusta projektitiimin ja asiakkaan loppukäyttäjien ja liike-
toiminnasta perillä olevien henkilöiden kanssa (Cockburn, 1998). 
Asiakkaan mukanaolo tarkoittaa käytännössä sitä, että asiakas on aina tavoitettavissa, 
kun ohjelmiston tekeminen edellyttää lisätietoja tai vaatimusten selvennystä. Crystal-
metodologiat vaativat myös, että asiakkaalta löytyy henkilö, joka on perehtynyt te-
keillä olevan ohjelmiston ongelmakenttään eli hän tuntee käyttöympäristön ja liike-
toiminnan sille asettamat vaatimukset omakohtaisen kokemuksen kautta. Lisäksi 
tämä käyttäjä osaa kertoa, mitkä järjestelmän tarjoamat palvelut ovat tärkeitä, mitä 
ominaisuuksia voidaan jättää toteuttamatta, mitä vaihtoehtoisia toteutustapoja ja toi-
minnallisia oikoteitä voidaan käyttää. Tälle asiakkaan edustajalle on roolina käyttö-
asiantuntija (usage expert) (Cockburn, 1998). 
Asiakkaan liiketoiminnan erityisasiantuntija löytyy vastaavalla tavalla nimetystä roo-
lista (business expert). Tämä henkilö tuntee liiketoiminnan prosessit ja hän osaa ker-
toa kuinka asiat on tehty aiemmin, mikä on pysyvää tai tulee muuttumaan, millaisia 
kytkentöjä liiketoimintakonsepteilla on, mitkä ovat yrityksen käytäntöjä ja mitä ter-
minologiaa liiketoiminnassa käytetään (Cockburn, 1998).  
Asiakkaan rooli ja työpanos on mittava Crystal-projekteissa ja projektin koosta riip-
puen asiakkaan projektitiimin koko vaihtelee yhdestä useampaan henkilöön. Asiak-
kaan tärkeä rooli on myös riskitekijä, sillä kaikissa Crystal-metodologialla toteute-
tuissa rooleissa asiakkaan osallistuminen projektiin ei ole ollut riittävää (Cockburn, 
1998).  
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6 Ketterät metodologiat projektinhallinnassa 
Ketterät menetelmät mielletään sovelluskehitysprojektien metodologioina ja käytet-
tävä metodologia suositellaan tarkistettavaksi aina projektikohtaisesti. Ei ole olemas-
sa projektinhallintametodologiaa, joka sopisi kaikkiin projekteihin (Cockburn, 1998; 
Cockburn, 2002). 
Yritykset ja organisaatiot haluavat suunnitelluista ja käynnistetyistä projekteista aika-
taulu-, resurssi- ja kustannustietoja ja nämä tiedot pitää pystyä projektista tuottamaan 
riippumatta metodologiasta, jota projektin läpiviemiseen käytetään. Yritystason pro-
jektisalkun hallinnan näkökulmasta katsottuna projektien seuranta tapahtuu useimmi-
ten perinteisen vesiputousmallin mukaisesti eli projekteissa on selkeästi erotettavat 
päävaiheet, jotka seuraavat toisiaan lineaarisesti. Monessa tapauksessa nämä päävai-
heet ovat omia osaprojektejaan. 
Projektinhallinnan osa-alueet: laajuus, aika, raha, laatu, vuorovaikutus, resursointi ja 
riskit sekä muutostenhallinta sijoittuvat projektin päävaiheisiin kuvan 15 esittämällä 
tavalla.  
 
 
Kuva 15 Projektin päävaiheet ja projektinhallinnan osa-alueet, mukaeltuna [Visitacion, 2003) 
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Projektin käynnistyspäätös on tehty perustuen projektin tarpeellisuuteen sekä kelvol-
liseen liiketoimintaideaan. Nämä valinnat ja päätökset on tehty ennen varsinaisen 
projektin käynnistämistä ja metodologioiden paritanssi alkaa käynnistysvaiheen jäl-
keen. Projektinhallinnan elinkaaren aikana esitutkimuksesta projektin päättämiseen 
myös muutoksen- ja vaatimustenhallinnan täytyy olla kunnossa (Visitacion, 2003). 
Ketterien menetelmien elinkaaren aikana tuetut ominaisuudet näkyvät seuraavassa 
kuvassa metodologioittain ryhmiteltynä. Tukiominaisuuksia ovat sovelluskehityspro-
jektien aikainen projektinhallinta, määritelty prosessi sekä metodologian tarjoamat 
käytännöt, aktiviteetit ja vaihetuotteet. 
 
 
Kuva 16 esittää tutkielmassa käsiteltäville metodologioille hyvin vaihtelevia ominai-
suuskokoelmia. Esimerkiksi XP-metodologiassa ei ole sisäänrakennettuja projektin-
hallinnan menetelmiä ollenkaan.  Seuraavissa luvuissa tarkastellaan projektinhallin-
nallisia osa-alueita ketterien sovelluskehitysmetodologioiden osalta. Muutosten- ja 
laadunhallinta on käsitelty aiemmissa luvuissa kunkin ketterän menetelmän esittelys-
sä. Luvussa 6.1 käsitellään projektinhallinnallisia ominaisuuksia projektissa, joka 
käyttää Extreme Programming -metodologiaa, luku 6.2 käsittelee Scrum-prosessin ja 
luku 6.3 Crystal-metodologian projektinhallinnalliset ominaisuudet. 
Kuva 16 Sovelluskehityksen elinkaaren tukitoimet ketterissä menetelmissä, mukael-
tuna [Abrahamsson & al. 2002] 
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6.1 Extreme Programming ja projektinhallinta 
Javed & al. (2010) esittävät artikkelissaan projektinhallintaan liittyviä ominaisuuksia, 
joita löytyy Extreme Programming -metodologiasta. Artikkelissa kuvataan myös XP-
projektille asetettavat rajoitukset, jotta projektinhallinta onnistuisi. Goebel (2003) 
tarjoaa näkökulman XP-metodologian tiettyihin ominaisuuksiin, joita voidaan hyö-
dyntää projektinhallinnassa. Näitä kahta näkökulmaa tutkitaan seuraavassa projek-
tinhallinnallisten ominaisuuksien suhteen. 
Laajuuden, ajan ja kustannusten hallinta 
Laajuuden määrittely XP-projektissa pohjautuu vaatimusmäärittelyyn, jota tapahtuu 
koko projektin ajan, aina viimeiseen julkaistuun versioon saakka XP-projektissa ei 
siis kuvata koko projektin laajuutta määrittelyvaiheessa (Lindberg, 2003). Javed & 
al. (2010) toteavat asiakkaan olevan vaatimusten lähteenä. Jotta laajuus saadaan pro-
jektinhallinnallisesta näkökulmasta hallintaan, esimerkiksi projektisalkussa tai tilan-
teessa, jossa sovelluskehitysprojekti on osana summaprojektia, täytyy toteutettavat 
toiminnallisuudet jäädyttää mahdollisimman aikaisessa vaiheessa. 
Goebel (2003) peräänkuuluttaa laajuuden todentamiseen projektin työnositusta eli 
WBS-rakennetta (Work Breakdown Structure), eikä mitä tahansa rakennetta vaan 
sellaista, jossa WBS-rakenteesta voidaan jäljittää yksittäiset vaatimukset. Goebel 
toteaa, että kaikki suunnittelu XP-metodologiassa keskittyy harkitun WBS-rakenteen 
ja sen rakenneosien eli työpakettien (work packages) luomiseen. Käyttäjätarinat ovat 
hänen mukaansa identtisiä työpakettien kanssa tarkasteltaessa näitä käsitteitä avain-
ominaisuuksien suhteen. Työpaketin kautta saadaan selville käyttäjätarinoiden työ-
määrät ja hinnat. 
Kun käyttäjätarinat on arvioitu ja asetettu tärkeysjärjestykseen, ne ryhmitellään jär-
kevällä tavalla toteutettaviin julkaisuihin. Kriteerinä ryhmittelylle voi olla esimerkik-
si julkaisun asiakkaalle tuottama arvo. Kukin julkaisu jaetaan kaksi viikkoa kestäviin 
iteraatioihin, joihin käyttäjätarinat sijoitetaan liiketoiminnallisen arvon ja kustannus-
arvioiden perusteella. Kun projektin laajuus ja aikataulu on arvioitu, alkaa ensimmäi-
sen iteraation toteutus. Projektitiimi jakaa iteraation sisältämät tarinat tehtäviksi, jot-
ka puolestaan yhteisesti neuvotellen ositetaan tiimiläisten tehtäväksi. Tehtävien val-
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mistumista seurataan eli käytössä on raportointimenetelmä, joka takaa näkyvyyden 
tehtävien valmistumiseen. Tiimiläiset voivat työskennellä vain autorisoitujen käyttä-
jätarinoiden parissa. Mikäli iteraatioon liittyviä tehtäviä ei saada valmiiksi kahdessa 
viikossa, seuraava iteraatiokierros käynnistetään joka tapauksessa. Mikäli tiimi halu-
aa muuttaa projektin toteutustapaa, käyttäjätarinat täytyy kirjoittaa uudelleen, arvioi-
da uudelleen ja aikatauluttaa uudelleen. 
Javed & al. (2010) ja Goebel (2003) tarjoavat vaatimusten ”jäädyttämistä” projektin 
aikaisessa vaiheessa ratkaisuksi laajuuden hallintaan XP-projektissa. Javed & al. to-
teaa, että kukin suunniteltu iteraation valmistuminen on välietappi (milestone), ja 
tiukalla kontrolloinnilla ja seurannalla projekti voidaan toteuttaa jopa alle arvioitujen 
kustannusten. Goebelin mukaan hänen esittämällään menettelyllä saadaan estimaatit 
aikataululle ja kustannuksille. Molemmissa esitetyissä tapauksissa herää kuitenkin 
kysymys, onko kyseessä enää XP-metodologian käyttö vai ollaanko jo tiiviisti vesi-
putousmallissa. 
XP-projektin resursointi 
XP-projektit noudattavat resursoinnissa niin sanottua YAGNI-periaatetta (You Aint 
Gone Need It), jonka Jeffries & al. esittelivät 2001. Resursointi tehdään ainoastaan 
seuraavalle käynnistettävälle iteraatiolle ja sen sisältämille ominaisuuksille, joiden 
toteuttaminen on jaettu tehtävätasolle. Lyhyelle aikavälille tehdyllä resursoinnilla 
vältytään tarpeettomilta, pitkälle aikajaksolle ulottuvilta, päivitystä vaativilta resurs-
sisuunnitelmilta. Projektitiimi on itseorganisoituva eli tiimiläiset osaavat tai heidän 
tulisi osata jakaa iteraatioihin sisältyvä työkuorma käytettävissä oleville resursseille. 
Projektitiimin yhteenkuuluvuutta lisää myös XP-metodologian koodin yhteisomista-
juus. Resurssien jaksamisesta huolehditaan 40-tuntisen työviikon säännöllä. Olipa 
tilanne kuinka kriittinen hyvänsä, tuntien ylittämisiä ei pitäisi sallia kuin kahdella 
peräkkäisellä iteraatiokierroksella. Mikäli projektitiimi törmää ongelmatilanteeseen, 
jonka selvittäminen syö resursseja varsinaiselta ohjelmointityöltä, se voi tehdä koh-
desovelluksen (spike), jolla ongelmaa pystytään kartoittamaan ja ratkaisemaan. 
Javed & al. (2010) mainitsevat projektipäällikön tärkeimmäksi resurssiksi projektin-
hallinnan näkökulmasta. Projektipäällikkönä toimivan henkilön täytyy tuntea XP-
metodologian käytännöt hyvin, jotta hän kykenee hallinnoimaan projektin. Projekti-
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päällikkö valitsee ohjelmointiparit sen mukaan, kuka ohjelmoijista on kiinnostunut 
koodin kirjoittamisesta tai koodin tarkistamisesta, ja kuinka hyvin henkilöt pystyvät 
yhteistyöhön. Ohjelmoijien osuus koodista määräytyy projektipäällikön asettaman 
kriteeristön mukaan eli yhteisomistuksesta olevan koodin omistavat ja siitä vastaavat 
koodauksessa mukana olevat ohjelmoijat tietyllä prosenttiosuudella. Projektipäällik-
kö vastaa myös resurssien työkuorman seurannasta, ja tarvittaessa ratkaisee ylikuor-
mitusongelmat. 
Goebel (2003) tarjoaa työpakettien resursoinnin ja autorisoinnin (autorisoitu työpa-
ketti = autorisoitu käyttäjätarina) lähtökohdaksi liiketoiminnan ja loppukäyttäjän 
tarpeet sen sijaan, että resursointi tehtäisiin yksittäisten avainohjelmoijien saatavuu-
den mukaan. Jälkimmäistä tapaa käytetään tyypillisesti perinteisissä projektinhallin-
tamenetelmissä ja sillä luodaan helposti resurssiristiriitoja projekteihin. Ohjelmoijat 
on koulutettu siten, että he ovat kykeneviä koodaamaan tekeillä olevan kokonaisuu-
den. Näiden koulutusten myötä ohjelmoijien osaaminen lisääntyy ja yksittäisten hen-
kilöresurssien saatavuudesta projektipäällikkö voi lopettaa huolehtimisen projektin 
aikana. Koodi on yhteisomistuksessa ja tällöin yhden yksilön poistuminen tiimistä 
kesken projektin ei aiheuta ylipääsemättömiä ongelmia. 
Vuorovaikutus XP-projektissa 
Projektien onnistumisen kannalta vuorovaikutus ja tiedottaminen eri sidosryhmien 
kanssa ovat kriittisiä tekijöitä (Damian & al., 2000; Highsmith & Cockburn, 2001; 
Beck & Andres, 2004). Vuorovaikutus ja henkilöiden välinen kanssakäyminen on 
mainittu ja niitä on korosteltu jo Agile Manifesto -julistuksessa. Eri sidosryhmillä on 
erilaiset odotukset projektille ja niinpä tiedottamisen ja vuorovaikutuksen pitää olla 
kyseistä sidosryhmää palvelevaa. Vuorovaikutus käyttäjäystävällistä sovellusta kai-
paavan loppukäyttäjän, luotettavuutta, kustannustehokkuutta ja aikatauluja kaipaavan 
asiakkaan, liiketoimintatavoitteita asettavien johtajien, tuotedokumentaatiota odotta-
vien ylläpitäjien ja haasteita ja uraputkea etsivien kehittäjien kanssa on huomioitava 
ja toteutettava kohderyhmää tyydyttävällä tavalla (Boehm & Ross, 1989). Valtaosa 
XP-projektissa käytävästä vuorovaikutuksesta tapahtuu metodologian periaatteita 
noudattaen, epämuodollisesti kasvokkain. XP-metodologia nojaa vuorovaikutukseen 
ja tiedon välittämiseen toimijalta toiselle, mukaan lukien tärkeän palautteen annon, ja 
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pääsääntöisesti tiedon vaihto tapahtuu ilman dokumentaatiota. XP-projektin projekti-
ryhmä on tyypillisesti pieni, maksimissaan 20 henkilöä, mikä helpottaa projektiryh-
män sisäistä vuorovaikutusta ja kommunikointia. 
Tietoa välitetään projektitiimin sisällä standup-palavereissa, joita suositellaan pidet-
täväksi joka aamu, ennen varsinaisen projektityön aloittamista. Palaverissa kukin 
ohjelmoija kuvaa lyhyesti, mitä hän teki eilen ja mitä hän aikoo tehdä tänään. Jos 
tekeillä olevan käyttäjätarinan toteutuksessa on ongelmia, mainitaan ne lyhyesti. Jos 
toisella ohjelmoijalla on idea ongelman ratkaisusta, ongelman ja ratkaisuehdotuksen 
esittäjät jäävät palaverin jälkeen selvittämään ongelmaa tarkemmin. Palaveri pide-
tään seisaaltaan ja yleensä varttitunnin jälkeen jatketaan työskentelyä omassa työpis-
teessä (Beck & Fowler, 2001). Yhteinen työtila mahdollistaa välittömän tiedonvaih-
don ja vuorovaikutuksen tiimiläisten kesken. Standup-palaverikin hoituu samassa 
tilassa nousemalla työtuolista ylös. Yhteisellä työtilalla poistetaan tarve sähköposti-
viestien lähettämiselle tai erillisten projektipalaverien pitämiselle ja asiat voidaan 
ratkoa välittömästi omasta työpisteestä käsin. 
Kuinka XP-projektissa huolehditaan tiedottamisesta ja vuorovaikuttamisesta oman 
organisaation sisällä, esimerkiksi testaajat, johtajat, muut projektit, joilla on liittymiä 
käsiteltävään projektiin? Beck ja Fowler (2001) ehdottavat, että projektitiimi on suo-
rassa vuorovaikutuksessa eri sidosryhmiin. Pikkarainen & al. (2008) havaitsivat tut-
kimuksessaan, että esimerkiksi johtajien kanssa käytävä keskustelu ajautui helposti 
sähköpostitse toimitettavaksi tilannetiedotukseksi. Toisaalta Cohn ja Ford (2003) 
ovat raportoineet, että vuorovaikutus kehitystiimin ja johtajien välillä on lisääntynyt 
nopean kehityssyklin ja julkaisujen vuoksi.  
Vuorovaikutus ja tiedottaminen asiakkaalle onnistuvat reaaliaikaisesti, koska asiakas 
on saatavilla kaiken aikaa. Ohjelmoijat saavat asiakkaan edustajalta vastauksia ky-
symyksiinsä. Jos asiakas tarvitsee uusia toiminnallisuuksia, ne kirjoitetaan käyttäjäta-
rinoiksi ja projektitiimi ottaa tarinan käsiteltäväksi (Beck & Andres, 2004 ). Laadittu 
metafora toimii tiedonlähteenä niin asiakkaalle kuin projektitiimille. 
Tiedonvälitys ja vuorovaikutus on mahdollistettu XP-projektin projektitiimin osalta 
maksimaalisesti periaatteiden ja sääntöjen sanelemana. XP ei kuitenkaan tarjoa oiko-
tietä onneen tiedonvälityksen, eikä yhteistyön osalta, vaan tarvitaan toimijat, jotka 
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osaavat hyödyntää periaatteita ja noudattavat sovittuja sääntöjä. Koska projektin si-
dosryhmien tietämyksessä XP-metodologiasta on suuria eroja monien muiden vuo-
rovaikutuskyvykkyyteen vaikuttavien tekijöiden lisäksi, osoittautuvat viestinnän 
mahdollistavat sovellukset oivaksi avuksi tiedonkulun varmistamisessa (Korkala & 
al., 2006). 
Riskit ja niiden hallinta XP-projektissa 
Standish Groupin tekemät tutkimukset (1994 ja 1998) kertovat karua kieltä projekti-
en riskeistä ja niiden toteutumisesta. Samaisissa tutkimuksissa todettiin, että pienem-
pien julkaisujen tekeminen sovelluskehitysprojekteissa antoi suuremman onnistumis-
todennäköisyyden. 
XP-metodologia ei tunne käsitettä riskianalyysi, eikä koko projektin kattavaa kartoi-
tusta riskeistä tehdä. Tämä on ilmiselvä puute metodologiassa, sillä seuraaviin riski-
en lähteisiin, jotka voivat olla seurausta ”tulevista tapahtumista” tai ”saattaa aiheut-
taa” tapahtumista, ei oteta riskienhallinnallista otetta (Arnuphaptrairong, 2011): vaa-
timukset on ymmärretty väärin, johdon sitoutuminen ja tuki puuttuvat, asiakkaan 
edustajat eivät ole päteviä, käyttäjät eivät sitoudu järjestelmään, loppukäyttäjien odo-
tuksia ei osata huomioida ja tehokas projektinhallintametodologia puuttuu. 
6.2 Projektinhallinnalliset ominaisuudet Scrum-projektissa 
Schwaber (2004) on kuvannut projektipäällikön tehtävää Scrum-viitekehyksessä seu-
raavin sanoin: ”Jos olet projektipäällikkö, Scrum on kova pala purtavaksi. Ei suin-
kaan sen takia mitä sillä teet, vaan sen takia mitä jätät sillä tekemättä.” Tekemättö-
myyksillä tarkoitetaan esimerkiksi puuttuvia Gantt-kaavioita, työajan raportointia ja 
tehtävien allokointia ohjelmoijille. Perinteiset projektinhallinnan työvälineet eivät 
siis ole sellaisenaan käytettävissä Scrum-projekteissa, mutta Scrum-viitekehyksestä 
löytyy välineitä, joilla vastataan perinteisiin projektinhallinnan vaatimuksiin. Abra-
hamsson & al. (2002) toteavat, että projektinhallinta on katettu Scrum-projektissa 
vaatimusmäärittelystä järjestelmätestaukseen saakka. Projektin alussa sovittaviin 
asioihin kuuluvat prosessissa käytettävä yhteinen sanasto ja ”valmiin”-määritelmä eli 
kriteerit sille, että toteutettu tuote on valmis (Schwaber & Beedle, 2011). 
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Laajuuden, ajan ja kustannusten hallinta 
Projektin laajuuden hallinta Scrum-projekteissa pohjautuu sen hetkiseen tuotteen 
työlistaan, käynnissä olevan ja mahdollisten suunniteltujen sprinttien sisältämiin 
ominaisuuksiin. Laajuus määritellään näkemyksen (vision) tasolla heti projektin al-
kuvaiheessa ja tästä laajuuden määritelmästä puretaan auki projektin tarkennetut, 
priorisoidut vaatimukset, jotka toteutetaan yksittäisissä sprinteissä projektitiimin 
toimesta. Projektin WBS-rakenne muotoutuu siis tuotteen työlistan ja meneillään 
olevan ja suunniteltujen sprinttien yhdistelmänä. Scrum-projekteissa ei kuitenkaan 
ole tunnistettavissa työpaketteja, eikä Scrum tarjoa työvälineitä tehtävien koon tai 
monimutkaisuuden arviointiin (Marçal & al., 2007). Schwaber (1996) mainitsee kyl-
lä paketti-käsitteen, mutta Scrum-projektissa kyseinen käsite liittyy objekteihin, ei 
hinnoiteltaviin työpaketteihin. 
Ajan hallinta pohjautuu Scrum-viitekehyksen käyttämään aikarajaus-ideologiaan 
(time-boxing). Projektikohtaisesti sovitaan sprinttien kesto, suunnittelu- ja katsel-
mointipalaverien kestot sekä jälkikäteistarkastelun kesto. Tähän aikarajaustekniik-
kaan perustuen pystytään laatimaan projektille aikataulu, mikäli sprinttien määrä 
kiinnitetään projektin alussa (Marçal & al., 2007).  
Kustannuksia ei mainita Scrum-viitekehyksessä, eikä kustannusennusteen tekemisel-
le ole tarjolla työvälineitä Scrum-projekteissa. Tämä puute on yhteinen kaikille kette-
rille menetelmille ja sen on todettu olevan myös esteenä siirtymiselle ketterien mene-
telmien käyttöön. (Ceschi & al., 2005). 
Scrum-projektin resursointi 
Resursoinnista huolehditaan Scrum-projekteissa läpi projektin. Scrum-tiimi kootaan 
projektin suunnitteluvaiheessa, joten resursointiin kiinnitetään huomiota jo siinä vai-
heessa, kun tuotteen työlistaan lisätään uusia ominaisuuksia. Kun käynnistettävää 
sprinttiä suunnitellaan, tehdään suunnittelu resurssinäkökulmasta eli mitkä ominai-
suudet voidaan sisällyttää sprinttiin, jossa on käytettävissä tietty määrä resursseja. 
Sprintin aloitusvaiheessa tuotteen omistaja ja scrum-mestari tarkistavat resurssien 
kuormituksen. Jos resurssitarve kasvaa sprintin aikana, scrum-mestari huolehtii re-
surssien hankinnasta (Schwaber, 2004). 
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Viitteitä resurssien tekemistä työmääristä sprintin aikana saadaan sprintin burn down 
-kuvaajasta, joka kertoo päivittäin tapahtuneen edistymisen ja jäljellä olevan työmää-
rän. Julkaisulle löytyy oma kuvaajansa, joka kertoo jäljellä olevan työn (product burn 
down). Näillä kuvaajilla ei kuitenkaan ratkota resurssien ylikuormitusongelmia vaan 
kuormituksista huolehtii itseorganisoituva tiimi scrum-mestarin avustamana. 
Vuorovaikutus Scrum-projektissa 
Scrum-projektin vuorovaikutus pohjautuu ketterien menetelmien periaatteille eli kas-
vokkain tapahtuva, usein toistuva kommunikointi projektitiimissä ja kiinteä vuoro-
vaikutus kaikkien projektin sidosryhmien kanssa (Schwaber & Beedle, 2002). Pikka-
rainen & al. (2008) toteavat tutkimuksessaan, että ketterien menetelmien käyttämät 
kommunikointitavat parantavat sekä muodollista että epämuodollista vuorovaikutus-
ta osapuolten välillä, mutta ketterien menetelmien käyttämä viestintätapa ei riitä ku-
vaamaan vaatimusten välisiä riippuvuuksia, vaan siihen tarkoituksen tarvitaan perin-
teistä dokumentaatiota. 
Scrum-projektien läpivienti pohjautuu avoimeen vuorovaikutukseen alkaen alustavan 
vaiheen tuotteen työlistan laadinnasta, jolloin osallistujina ovat projektitiimin lisäksi 
kaikki projektin sidosryhmät, joilla on mielenkiintoa projektia kohtaan. Tämän kes-
kustelun tuloksena syntyy tuotteen työlista, johonka osallistujilla on myöhemmin 
projektin edetessä suora näkyvyys. Projektitiimin työskentely tapahtuu avoimessa 
työtilassa ja tämä tila sekä varttitunnin mittaiset päiväpalaverit tarjoavat mahdolli-
suuden välittömään vuorovaikutukseen sekä minimoivat vuorovaikutukseen ja tie-
donvälitykseen tarvittavaa materiaalia ja aikaa. Sprintin suunnittelupalaveri ja kat-
selmointipalaveri tarjoavat tuotteen omistajalle, scrum-mestarille, tiimille ja asiak-
kaalle tilaisuuden vuorovaikutukselle. 
Riskit ja niiden hallinta Scrum-projektissa 
Tuotteen työlistan sisältönä ovat myös riskiarviot, jotka liittyvät toteutettaviin vaati-
muksiin (Schwaber, 1996). Näin ollen Scrum-projektissa tehdään riskien arviointia, 
mutta ainoastaan toteutettaviin toiminnallisuuksiin tai ominaisuuksiin liittyen. Kehi-
tystiimissä työskentelevä henkilö pystyy katselmoimaan sprintissä toteutettavien vaa-
timusten riskikäyttäytymistä, mutta kokonaiskuva koko projektin riskeistä riskiluoki-
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tuksineen ja vaikuttavuuskertoimineen, esimerkiksi kustannusten osalta puuttuu 
(Marçal & al., 2007). 
6.3 Projektinhallinnalliset ominaisuudet Crystal-projektissa 
Abrahamsson & al. (2002) esittävät Crystal-metodologioiden tarjoavan projektin-
hallinnallisen tuen ja prosessikuvaukset projektin suunnittelusta järjestelmän 
testaukseen asti. Käytäntöjen, aktiviteettien ja vaihetuotteiden osalta Crystal tarjoaa 
mahdollisuuden valita projektikohtaisesti sopivat käytännöt ja menetelmät.  
Laajuuden, ajan ja kustannusten hallinta Crystal-metodologioissa 
Koordinaattorin tehtävänä on huolehtia Crystal-projektissa seuraavien tuotosten syn-
tymisestä: tuotteen julkaisuversiot, katselmointien ja julkaisujen aikataulut, riskiluet-
telo ja projektin tilaraportit (Cockburn, 1998). Jotta edellä mainittujen tuotosten te-
keminen onnistuisi, täytyy projektilla olla selvillä aiottu laajuus ja laajuuden toteu-
tusaikataulu. Mikäli kustannuslaskelmat jätetään tekemättä, riskiluettelossa on var-
masti ainakin yksi tarkkailtava kohde. 
Laajuuden määrittäminen alkaa projektin kartoitusvaiheessa ja tarkentuu vaiheista-
misen aikana. Yksityiskohtaiset priorisoidut, vaatimukset, jotka toteutetaan seuraa-
vassa inkrementissä sekä muut dokumentoidut vaatimukset, Crystal-oranssissa vaa-
timusdokumenteissa (Cockburn, 1998) ja Crystal-kirkkaassa piirtotaululle tai muisti-
lapuille kirjattuna (Cockburn, 2002), muodostavat projektin laajuuden. 
Julkaisuille on laadittu aikataulu, joka pohjautuu priorisoituihin vaatimuksiin ja jul-
kaisusyklin pituuteen. Tätä julkaisuaikataulua päivitetään inkrementin suunnittelupa-
laverin yhteydessä, joten Crystal-projektista on tarjolla ajantasainen aikataulu (Cock-
burn, 1998; Cockburn, 2002). 
Crystal-projekteissa arvioidaan ominaisuuksien ja toiminnallisuuksien toteuttamiseen 
tarvittava työaika, mutta kustannuslaskelman tekemisestä ei mainita mitään. Kustan-
nustehokkuus on termi, joka ponnahtaa esiin välillisesti ja välittömästi Cockburnin 
teksteissä, mutta käytännöt sen toteuttamiseksi liittyvät nopeisiin julkaisuihin, ei bud-
jettitasapainoon. 
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Crystal-projektin resursointi  
Resursointi on huomioitu suositeltujen roolien kautta hyvin Crystal-projekteissa ja 
lisänä Cockburn tarjoaa työssäoppimisen menetelmiä, joilla henkilöstön osaamista 
kasvatetaan projekti projektilta. Resursoinnissa on tukena myös Crystal-
metodologioiden periaate turvallisuudesta (security), jolla halutaan taata kullekin 
tiimin jäsenelle henkilökohtainen turvallisuus siten, että henkilö voi avoimesti esittää 
mielipiteitään ja kysyä neuvoa ja ohjeita projektiin liittyvissä asioissa (Cockburn, 
1998; Cockburn, 2002). 
Vuorovaikutus Crystal-projektissa 
Vuorovaikutus on oleellinen tekijä Crystal-metodologioissa. Tiimi tai tiimit sijoite-
taan samaan työtilaan tai vähintään samaan rakennukseen ja tällöin kasvokkain ta-
pahtuva kommunikointi on tehty mahdollisimman helpoksi. Tiimien sisäistä vuoro-
vaikutusta ja sen mahdollista parantamista voidaan pohtia myös arviointityöpajoissa, 
joita järjestetään yleensä inkrementin päätyttyä (Cockburn, 2002). 
Asiakkaan ja projektitiimien välinen vuorovaikutus mahdollistetaan suoralla kanssa-
käymisellä asiakkaan loppukäyttäjiin. Inkrementin aikana pidetään kahdesta kolmeen 
asiakaskatselmointia metodologiasta riippuen, ja näissä katselmoinneissa projektitii-
mi ja asiakas tarkastelevat toteutettua tuotetta ja vaihtavat näkemyksiä tuotteesta 
(Cockburn, 2002). Vuorovaikutuksen haasteeksi jää Crystal-metodologioissakin asi-
akkaan aktiivisuus projektin aikana. 
Riskit ja niiden hallinta Crystal-projektissa 
Riskien hallintaan Cockburn (1998) tarjoaa koottuja riskien alentamisen strategioita 
(collected risk reduction strategies), jotka on todettu toimiviksi käytännössä. Riskit 
kohdistuvat aina johonkin projektin kohdealueeseen kuten osaamiseen (knowledge), 
tiimiytymiseen (teaming), tuottavuuteen (productivity), omistajuuteen (ownership), 
häiriötekijöihin (distractions) tai koulutukseen (training). Cockburn mainitsee kui-
tenkin, että jokainen projektipäällikkö kokoaa oman riskistrategiansa omiin koke-
muksiinsa perustuen, ja näitä esitettyjä strategioita suositellaan käytettäväksi periaat-
teella ”kokeile niitä”.  
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Osaamiseen liittyviä strategioita ovat hälvennä sumu (clear the fog), aikainen ja 
säännöllinen julkaisu (early and regular delivery), prototyyppi (prototype) ja pie-
noismalli (microcosmos). Sumun hälventäminen liittyy tilanteeseen, jossa projektiin 
liittyvät kysymykset ja ongelmat eivät ole vielä täysin selvillä. Ohjeena on toimittaa 
jotakin toimivaa, jonka jälkeen tiedetään asiasta enemmän. Aikainen toimittaminen 
liittyy tosiasiaan, ettei tiedetä, mihin ongelmiin tullaan törmäämään projektin aikana, 
joten toimitetaan asiakkaalle jotakin nopeasti ja selvitetään mitä ei tiedetty. Julkais-
taan säännöllisesti ja parannetaan järjestelmää jatkuvasti. Prototyyppiä tarvitaan sil-
loin, kun ei tiedetä, kuinka jotkin suunnittelupäätökset toimivat käytännössä ja halu-
taan selvittää toimivuus. Pienoismallia tarvitaan silloin, kun laaditaan suunnitelmaa 
projektin toteuttamiseksi eikä vastaavaa ole tehty koskaan aikaisemmin. Jotta saa-
daan aineistoa toteutuksen tuottavuutta ja läpiviemisen arviointia varten, rakennetaan 
toiminnallinen 8-12 viikon mittainen pilotti. 
Tiimiytymiseen liittyvä strategia on holistinen strategia (holistic diversity), jolla ra-
kennetaan ryhmä, joka koostuu eri alojen asiantuntijoista, jolloin alijärjestelmän ke-
hittämiseen osallistuvat kehittäjät omaavat monipuoliset taidot. 
Tuottavuusstrategia on kultakuume (gold rush), joka kehottaa aloittamaan kehitys-
työn välittömästi ja mukauttamaan vaatimukset viikoittain, koska ei ole aikaa odottaa 
vaatimusten vakioitumista. Tämä strategia edellyttää holistisen strategian käyttöä.  
Omistajuuteen liittyvät strategiat ovat omistaja per tuotos (owner per deliverable) ja 
omistaja per toiminnallisuus ja komponentti (function owners/component owners). 
Omistaja per tuotos konkretisoituu määrittelemällä kullekin tuotokselle yksi omistaja 
sen sijaan, että joskus useampi henkilö työstää samaa tuotosta, toisinaan ei kukaan. 
Jos organisoidaan omistajat komponenteittain, toiminnallisuudet kärsivät ja päinvas-
toin. Määritellään siis yksi omistaja kullekin komponentille ja toiminnallisuudelle. 
Häiriötekijä-strategioita on kolme: joku saa aina tulosta aikaan (someone always 
makes progress), tiimi per tehtävä (team per task) ja uhraa yksi henkilö (sacrifice one 
person). Tuloksentekijä liittyy todellisuuteen, jossa häiriötekijät hidastavat kehitys-
työtä alinomaa. Tällöin pitää huolehtia, että ainakin joku tekee tuloksellista työtä 
asetetun päämäärän eteen. Tiimi per tehtävä -strategia otetaan käyttöön silloin, kun 
projektitiimi harhautuu kehitystyössä pahasti sivuraiteelle. Tällöin luodaan alitiimi, 
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joka hoitaa harhakierroksen ja muu tiimi jatkaa järjestelmän kehitystyötä. Henkilön 
uhraus tapahtuu tilanteessa, jossa projektitiimi on harhautunut lievästi kehitystyössä. 
Tällöin uhrataan yksi henkilö ja laitetaan hänet selvittämään syrjähyppyä muun tii-
min jatkaessa kehitystyötä. 
Koulutusstrategiana on päivähoito (day care) tilanteessa, jossa kaikki erikoisasian-
tuntijat käyttävät aikaansa aloittelijoiden ohjaamiseen. Tällöin laitetaan yksi asian-
tuntija huolehtimaan aloittelijoiden opastamisesta, jolloin muut asiantuntijat voivat 
keskittyä kehitystyöhön. 
Riskien hallinnointiin tarjotaan siis strategioita, mutta kokonaiskuva koko projektin 
riskeistä riskiluokituksineen ja vaikuttavuuskertoimineen jää projektin päätettäväksi. 
Saatesanat riskien käsittelylle ovat seuraavat: ”Tarkastele huolellisesti koko projektia 
ja havainnoi riskit. Tee riskiluettelo ja käsittele riskit niiden vaarallisuuden mukaan.” 
Hyvä neuvo, jota on hankala toteuttaa (Cockburn, 1998).  
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7 Yhteenveto 
Kun tutustuin lähdeaineistoon hakiessani vastausta valittujen ketterien sovelluskehi-
tysmetodologioiden XP, Scrum ja Crystal sopivuudesta projektinhallintaan ja niiden 
sisältämiin tärkeisiin sovelluskehitysominaisuuksiin, päädyin seuraaviin tuloksiin. 
Projektinhallinnalliset ominaisuudet 
XP ei sisällä projektinhallinnan työvälineitä lainkaan. Scrum-prosessin projektinhal-
linta kattaa projektin elinkaaren vaatimusmäärittelystä järjestelmätestaukseen ja 
Crystal suunnittelusta järjestelmätestaukseen.  
Laajuus ja aikataulu ovat selvillä kaikissa menetelmissä hyvinkin tarkkaan toteutet-
tavalle iteraatiolle, mutta sen lisäksi lopuille toteutettaville käyttäjätarinoille ja käyt-
tötapauksille laajuudesta on estimaattina priorisoitu vaatimuslista, jonka aikatauluar-
vio perustuu iteraatioiden ja julkaisusyklien kestoihin. Projektin valmistumispäivää 
ei pystytä varmuudella kertomaan. Crystal oranssi -projektissa ylläpidetään julkaisu-
suunnitelmaa ja projektin aikataulua sekä tarkastellaan seurantapalaverissa projektin 
edistymistä. Kaikissa metodologioissa aikataulutus elää kuitenkin muuttuvien vaati-
musten myötä. 
Projektin kustannusarvion tekemiselle ei tarjota työvälineitä yhdessäkään tarkastel-
lussa metodologiassa, ellei sellaisiksi lasketa tarinakorttien ja käyttäjätarinoiden 
työmääräarvioita ja niistä johdettavia kustannuksia. Scrum-projektissa voidaan arvi-
oida työmäärää burn-down-kuvaajien avulla ja estimoida kustannuksia sitä kautta. 
Muuttuvien vaatimusten myötä kustannusten seuraaminen on kuitenkin haasteellista. 
Tarjolla on menetelmiä, joilla kustannusseurantaa voidaan tehostaa. Nämä menetel-
mät pohjautuvat tarinakorttien ja käyttäjätarinoiden työmääräarvioihin ja esimerkiksi 
XP-projektissa edellytetään vaatimusten jäädyttäminen projektin aikaisessa vaiheessa 
kustannusseurantaa varten.  
Laatu ja sen hallinta on sisällytetty jokaiseen ketterään metodologiaan. Laadusta huo-
lehditaan vuorovaikutteisella ja avoimella työskentelytavalla, kiinteällä yhteydenpi-
dolla asiakkaaseen ja tiuhalla julkaisutahdilla.  
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Riskien hallinta on riski tarkastelluissa ketterissä sovelluskehitysmetodologioissa. 
Vaikka riskejä havainnoidaan kehitystyön aikana, rajoittuu tämä havainnointi usein 
meneillään olevaan iteraatioon. Koko projektia kattavaa riskianalyysia luokittelui-
neen ei ohjeisteta metodologioissa. Scrum-projekteissa tehdään riskianalyysi, joka 
tallennetaan tuotteen työlistaan. Muuta ohjeistusta riskien osalta ei ole. Crystal-
metodologiassa on viitteitä riskien analysointiin ja käsittelyyn hyvin yleisellä tasolla.  
Sovelluskehitysominaisuudet 
Crystal ei sisällytä vaatimusmäärittelyä ollenkaan prosessiinsa. Kuitenkin metodolo-
giassa kuvataan vaatimusten päätyminen toteutettavaksi työksi projektissa. Vaati-
mustenhallinta kattaa vaatimuksiin kohdistuvat vaatimukset lukuun ottamatta vaati-
musten jäljitettävyyttä, verifiointia ja ei-toiminnallisia vaatimuksia. XP, Scrum ja 
Crystal kirkas eivät ylläpidä erillistä vaatimusdokumentaatiota. Näissä menetelmissä 
vaatimukset kirjataan lyhyinä käyttäjätarinoina ja käyttötapauksina. Niinpä vaati-
muksiin liittyvä keskustelu jää dokumentoimatta, mikä hankaloittaa vaatimusten jäl-
jittämistä. Crystal oranssissa on vaatimusdokumentaatio, johon voidaan sisällyttää 
laajempi kuvaus vaatimuksista.  
XP-metodologiassa arkkitehtuurin virkaa hoitaa metafora ja ohjelmistosuunnittelu 
käsillä olevaa käyttötapausta varten. XP-metodologian yhtenä puutteena pidetään 
arkkitehtuurisuunnittelun puuttumista. Scrum ja sovellusarkkitehtuuri on vaikeasti 
yhteensovitettava paketti, sillä projektille luodaan alustavassa vaiheessa alustava 
arkkitehtuuri, jota päivitetään sprinttien myötä, jolloin arkkitehtuurin rakentaminen 
nojaa kasvokkain tapahtuvaan, tiiviiseen vuorovaikutukseen ja epämuodolliseen kes-
kusteluun ja vuorovaikutukseen. Crystal-projekteissa sovelluksen kehittäminen nojaa 
inkrementaaliseen arkkitehtuuriin. Arkkitehtuuria rakennetaan projektin aikaisessa 
vaiheessa, jolloin luodaan arkkitehtuurin luuranko, joka takaa toimivan arkkitehtuu-
rin komponentteineen toteutettavalle käyttötapaukselle. Arkkitehtuuria päivitetään 
sovelluksen rakentamisen myötä. 
XP-projektit ovat testivetoisia, onhan ensimmäinen tuotos projektissa käyttötapauk-
sen yksikkötesti ja XP ottaa kantaa sovelluksen testaukseen lukuun ottamatta järjes-
telmän hyväksymistestausta. Scrum-prosessi ei ota kantaa ohjelmiston regressio- eikä 
hyväksymistestaukseen, vaikka kuvaakin sprintin vaiheet muuten yksityiskohtaisesti. 
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Crystal-metodologiat sisällyttävät sovelluksen testauksen prosessikuvaukseen lukuun 
ottamatta järjestelmän hyväksymistestauksen tarkkaa kuvausta. Kaikki metodologiat 
edellyttävät automaattista testausta. 
Asiakkaan rooli ja panos tarkastelluissa ketterissä menetelmissä on merkittävä, edel-
lyttäen, että asiakas sisäistää roolinsa metodologian mukaisesti. Kaikissa kolmessa 
metodologiassa asiakkaalle on erillisiä roolinimikkeitä, joilla asiakkaan työpanosta 
kohdennetaan projekteissa. Asiakkaan aktiivinen osallistuminen on ehdoton edellytys 
projektin onnistumiselle. Kaikkien kolmen metodologian osalta on havaittu sama 
ongelma käytännön projekteissa eli asiakkaan riittämätön osallistuminen projektiin. 
Ketterien menetelmien käyttö 
Boehm (2002) ja Cockburn (2002) toteavat, etteivät ketterät menetelmät sovi kriittis-
ten järjestelmien kehitysmenetelmiksi, eivätkä myöskään laajojen, hajautettujen pro-
jektien kehitysmenetelmiksi. Jos järjestelmällä on useampia asiakkaita, suunnitelmiin 
pohjautuvat kehitysmenetelmät dokumentaatioineen ovat toimivampia. Yhteisenä 
tekijänä edellä mainituissa tapauksissa on vaatimus laajasta ja tarkasta dokumentaa-
tiosta vaatimuksiin ja vastuisiin liittyen. 
Jos ketterä projekti on osaprojektina summaprojektissa tai ohjelmassa, vaatii synk-
ronointi kokonaisuuden seurantaa ja raportointia varten hienosäätöä ketterässä meto-
dologiassa. Esimerkiksi aikataulun ja kustannusennusteen tekeminen koko projektin 
kattavaksi vaatii toteutettavien ominaisuuksien kiinnittämistä projektin aikaisessa 
vaiheessa. Jotta riskien hallinta voidaan tehdä kattavasti summaprojektille tai ohjel-
man tasolla, täytyy riskien kartoitus ja seuranta liittää osaksi ketterää metodologiaa. 
Kun kyseessä on tuotteensuunnittelu ja -hallinta, puhutaan alueesta, jossa projektit on 
perinteisesti hoidettu vesiputousmallin mukaisesti. Projektien elinkaarimallin ja me-
todologian muuttaminen ketteräksi tarkoittaa yrityksissä sitä, että organisaation yksi-
köt, jotka osallistuvat tuotteen kehittämiseen ja hallintaan, muuttavat oman toimin-
tansa valitun tai luodun ketterän metodologian mukaiseksi. Yhden organisaatioyksi-
kön ketterällä käyttäytymisellä ei vielä saavuteta hyviä tuloksia vaan juonessa täytyy 
olla mukana henkilöstönhallinnan, markkinoinnin, rahoituksen, myynnin, tuotekehi-
tyksen ja tuotannon. Pienille yrityksille ketterien menetelmien käyttö tuotesuunnitte-
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lussa on helpompaa, koska yritykset ovat luonnostaan joustavia ja henkilöt työsken-
televät usein yli organisaatiorajojen. 
Ketterät menetelmät ovat jo saaneet jalansijaa tuotekehityksessä ja -hallinnassa ja 
suuntaus tulee varmasti jatkumaan ja voimistumaan. Scrum-prosessi on luotu alun 
perin tuotekehitysprosessien parantamisen työvälineeksi, joten toimivuus on jo koe-
ponnistettu käytännössä. Kun yritys luo itselleen projektinhallintametodologian, sii-
hen kerätään ja yhdistellään ketteriä ominaisuuksia, jotka parhaiten tukevat yrityksen 
työtapoja ja käytäntöjä. 
Ketterissä menetelmissä on hyviä oivalluksia, joiden toivotaan leviävän monille toi-
mialoille. Avointa, välitöntä vuorovaikutusta tiimin, asiakkaan ja sidosryhmien välil-
lä tulisi suosia aina, kun se on mahdollista. Parityöskentely on suosittu työskentely-
muoto, jota on kokeiltu monissa projekteissa ja lopputulos on ollut kaikkien osapuol-
ten mielestä onnistunut. Projektipäälliköt ihmettelevän usein, mikseivät projektiin 
kiinnitetyt resurssit tee heille allokoituja tehtäviä, vaikka ovat henkilökohtaisesti il-
moittaneet halukkuutensa työskennellä projektissa. XP-metodologian korjaus-
toimenpidettä voisi siis soveltaa muihinkin projektinhallinatametodologioihin. Monet 
projektipäälliköt noudattavat Scrum-prosessin päiväpalaverikäytäntöä ja lisäävät 
sitoutumista ja tyytyväisyyttä projektitiimissä.  
Tämän tutkimuksen löydöksiä ei voitu todentaa käytännön projektissa, koska projek-
tin kesto olisi ylittänyt pro gradu -tutkielman tekemiselle varatun ajan. 
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