This tutorial shows how to build and simulate objectoriented models in C++.
INTRODUCTION
The concept of an "object-oriented" simulation has great appeal because it is very easy to view the real world as being composed of objects. Consider a manufacturing cell. Objects that come to mind include the maclhines, the workers, the parts, the tools, and the conveyors. Also, the part routings, the schedule, the work plan, and other information items could be viewed as objects. In fact it is quite easy to describe existing simulation languages using object terminology.
A simulation language or simulation package provides a user with a set of pre-defined object classes from which the simulation modeler can create needed objects. For example, a network-based queuing language will typically view a system as having entities that travel through a network of queues, being served by rescmrces. Using the language (object classes), the modeler would declare the network by defining the node objects and their connecting branch objects. The node objects would be described as queues and activities, with and without resources, and sinks (where entities leave the network).
Pre-defined entity objects, sometimes called transactions, can be made to arrive to the network through source nodes. Most languages permit attributes that can be altered to be attached to the transactions.
Resource objects and their behavior would need to be defined. Support objects include the distributions, the global attributes, statistical tables and histograms.
The modeler selects objects and specifies their behavior through the parameters available. The integration of all the objects into a single package provides an overall simulation model. Some simulation packages provide for special functionality, such as that needed for manufacturing simulations. Object classes may be defined for machines, conveyors, transporters, cranes, robots, and so forth, These special objects have direct usefulness in particular situations. Simulation packages centered around such objects are directed at specific application areas such as AGVS, robotics, FMS, etc.
The Problem
Most simulation languages suffer from two important weaknesses. Because the languages offer pre-specifkd functionality produced in another language (assembly language, C, FORTRAN, etc.) , the user cannot access the internal function of the language. Instead, a user must rely on vendor description of the algorithms, procedures, and data used to implement the concepts. Only the vendor can make modifications to the internal functionality.
Second does not coexist directly with vendor code. At a more fimdamental level, the language structure maybe inherently awkward for some purposes.
For instance, consider the difficulties of modeling a tennis match using a queuing network language.
A Solution
Object-oriented simulation deals directty with the limitation of extensibility. 
Purpose of this Paper
The purpose of this paper is to illustrate object-oriented simulation using the C++ language. C++ is an objectoriented extension to the C programming language (Lippman 1991 Because an object-oriented language doesn't distinguish any differently between the C++ classes and the ones we have added, use of all these classes is very similar.
In the computer literature, this property of having user objects treated like built-in objects means eve@ing is treated as a "first class" object.
Using the Objects
The other "statements" in YANSL provide direct use of the objects. These are actual function calls in C++. In The YANSL fimctions are used to specie the functioning of the objects in the simulation. The addQueue specitles what queues the resources serve, the addBranch specfiles how transactions branch from the departure nodes, the addAct ivi t y associates the activity with the queue, and the addRequi rement spec~les the resource requirements at the activities. Finally, the t vs imul at i on. run causes the simulation execution to begin.
Running the Simulation
The prior model is compiled under a C++ compiler(a compiler should be AT&T version 3.0 compatible), linked with the YANSL simulation library, and executed. Currently, the YANSL simulation library has been compiled under Borland C++ 3.1 (Borland 1992) and GNU C++ (GNU 199 1). C++ is strongly typed, so error checking is very good. Also, if an environment such as Borland is used, the language can be used under Windows or DOS and take advantage of all the Borland tools such as the object browser and interactive debugger.
Also, the simulation is easily linked into other C++ libraries which may be used for graphics and statistical analysis. In a sense, YANSL has the same relationship to C++ that GASP IV (I%itsker 1974) has to FOR. TRAN. The major difference is that whereas GASP was a set of FORTRAN functions that the model builder called, YANSL is a set of both the functions and their data organized about simulation objects (rather than simulation fictions). As such, YANSL is more like SLAM, but fidly compatible with the entire C++ language, rather than simply permitting general procedures to be "inserted" into a specitlc simulation structure like SLAM.
CLASSES AND THEIR USE
The class concept is fundamental to object-oriented soflware.
The classes provide a "pattern" for creating
objects. An example from YANSL is the Exponential class:
Object-Oriented The class definition determines the properties ofanobject.
Class Properties
Properties of classes, namely their data objects and functions, me generally grouped into "public" and "private" sections (C++ also permits another grouping called protected), The public properties canbeaccessed from outside the object. The private properties are information kept strictly locked within an object andare available only to objeet fimctions.
For example, the double object mu is private and cannot be directly obtained. However, apublic function called getMu does return the value of mu. Making a property private restricts unauthorized use andencapsulates theobject.
Inheritance
The Exponential class was not defined "from scratch."
For instance, it doesn't say anything about its use of random numbers or from where the random numbers come. Because the random number generator establishes the source of randomness for all random processes, it is defined in its own class. Hence, the Exponential class is derived from the Random class so the Exponential class has access to all the public properties of the Random class without having to re-code them. This use of prior classes is called "inheritance."
In fact, thisinheritancemakes theExponentialclass a"kindof" Random class. In object-oriented terminology this is a "is-a" relationship.
The other major kind of relationships between two classes is the "has-a. 
Construction and Initialization of Objects
When an object from a class is needed, there needs to be a way to construct and initialize it. The function that does this is called a "constmctor" and C++ will provide one ifit isn't included in the class definition. In the case of the Exponential class, there are two constructors.
Onetakes adouble andtheother takes an integer. Notice that some of the arguments have specitled defaults, sotheuserdoesn't haveto speci~all thepotentialfeatures of an Exponential object (these additional arguments pertain to the control of the random number stream).
Within the constructors (details not shown), space is allocated for the object and parameters are assigned.
Although, not used in Exponential, C++ permits user speciiled destructors.
A destructor will clean-up any object responsibilities (like collecting statistics) and deallocate the space.
Polymorphism
The Exponential class has two constructors so users may speci~either floating point or integer arguments for the mean interarrival time. Although it is not necessary in this case (C++ will make the right conversions), it does illustrate the use of polymo~hism. Thus, the Exponential object is appropriately specified, regardless of whether an integer or double is given. This encapsulation of the data makes the addition of new types for parameters very easy and localized.
EMBELLISHMENTS TO THE TV MODEL
To illustrate the broader use of an object-oriented simulation language, we present several embellishments to @e TV inspect and repair problem.
Although these embellishments may appear very complicated, they are handled easily and provide direct extensions to YANSL. which will be used to ,spec&ho wtheresourc eischosen from the alternatives.
In this case, the resource is selectedon the basis of ORDER. Finally, at the two activities, the addRequirement function specities the resource selector object rather than the resource objeet.
This overloading of the addRequirement function
argument is an example of polymorphism applied to user-defined classes. Therefore, auserof YANSL now may speci& arequirement involving several resource altematives with the exact same form used to specify a single resource and new decision rules may be easily included. The public fimctions set the value of color, increment repairs, and get the value of the private data containing the number of repairs.
Derive aNew TypeofTransaction forTVs
Although this is a simple change, the TV could be given more complex properties, such as some kind of repair order object (a has-a relationship). The TVis a derived class from Transaction (an is-a relationship).
Because a TV is a kind of transaction, all the things transactions cando TVs can do. Thus, there is no need to write any special code or do anything special for TVs as they inherit all the functionality of the transactions.
Add Assignment Node
Now that there is a property of TVs for repairs, there needs to be some kind of assignment node that can cause the property to be changed. We need to add a node to YANSL.
In YANSL, node classes are formed in a class "hierarchy." This hierarchy starts with a broad division of nodes and specifies more specific nodes lower in the hierarchy.
Nodes lower in the hier- So far all we have specified is the FIFO class. Because of our foresight in having a "pararneterized" qpeue class, we can easily add a new ranking method. Ranking methods are encapsulated as classes so they can be easily modified.
Again, a new class is needed: The virtual functions in this class must be completed to perform the sort, Now the queue at the inspection activity would be specified by Queue< SORT > inspectQueue;
Parameterized types create templates for classes so that the ultimate specflcation of a class is not known until that class is declared to create the object. Templates make it easy for a user to speci& a kind of class rather than having a whole bunch of classes whose similarities are greater than their differences.
Some network simulation languages approach this issue by having more general node types, like an "operation"
node, but these general types cannot, in general, yield specific objects --only their subtypes create objects (in C++, such a class would be "pure virtual class"). 
CONCLUSIONS
Modeling and simulation in an object-oriented language like C++ possesses many advantages.
We have shown how internal functionality of a language now becomes available to a user (at the discretion of the class designer). Such access means that existing behavior can be altered and new objects with new behavior introduced. The object-oriented approach provides a consistent means of handling these problems.
The user of a simulation in C++ is granted lots of speed in compilation and execution. The C language has been a language of choice by many computer users and now C++ is beginning to supplant it. Many vendors are offering compilers, using the latest compiler technology to produce optimized code for many ma- be insured by their use of a common means for defining and using objects. It is true that to take full advantage of object-oriented simulation will require more skill from the user. But that same skill would be required of any powerful simulation modeling package, but with greater limitations.
