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𝑑 =  𝑣 ·  𝑡  
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𝑓(𝑡) = 𝑓0 + 𝑎𝑡
 
𝑇 =
2𝑑
𝑐
  
𝐹𝑏 = 𝑓(𝑡) − 𝑓(𝑇 + 𝑡) = 𝑎𝑇
𝑑 =
𝐹𝑏𝑐
𝐴𝐹𝑟𝐹𝑑
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𝑝 =
(
𝑑𝑎𝑡𝑎[𝑖]
10
)−(
𝑑𝑎𝑡𝑎[𝑖]
100
)
3
𝑒𝑟𝑟𝑜𝑟𝑋1 = |𝑋𝑖 − 𝑋𝑖−1|
𝑒𝑟𝑟𝑜𝑟𝑌1 = |𝑌𝑖 − 𝑌𝑖−1|             
𝑒𝑟𝑟𝑜𝑟𝑋1 < 𝑝     ;     𝑒𝑟𝑟𝑜𝑟𝑌1 < 𝑝
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for (i = 2; i < count/2-1; i++)              
{ 
     int src = 2 * i + 3; 
     data[i] = raw_data[src + 0] | (raw_data[src + 1] << 8); 
      
     if ((i>0) && (i<180)&&(Dmax-data[i]>0)) 
    { 
 equis[i] =data[i]*cos((i-2)*3.141592/180); 
 ye[i] = data[i]*sin((i-2)*3.141592/180);  
 p=((data[i]/10)-(data[i]/100))/3; 
 
 
° ° °
 
  
 
 
 
errorX1=abs(equis[i] - equis[i-1]); 
errorY1= abs(ye[i] - ye[i-1]); 
m1=1; 
n1=1; 
q1=1; 
s1=1; 
t1=1; 
v1=1; 
 
if(errorX1<p) { 
 if(errorY1<p) { 
if(resta1<5) { 
   c=c+1; 
   b1=b1+1; 
   g=g+1; 
   A1[c]=i-2; 
   d1[c]=data[i]; 
   equis1[c] =d1[c]*cos((A1[c])*3.141592/180); 
   ye1[c] = d1[c]*sin((A1[c])*3.141592/180); 
A11[c]=i-2;       
resta1=A1[c]-A1[c-1];  
   suma1[b1]=d1[c]; 
 
 
  
 
printf("\n phi %i, R %i, X1 %f, Y1 %f, Ex %f, Ey %f, C %i",     
A1[c],d1[c],equis1[c],ye1[c],errorX1,errorY1,g-1);   
  } 
}       
      } 
if(resta1>6) { 
errorX2=abs(equis[i] - equis[i-1]); 
 errorY2=abs(ye[i]-ye[i-1]); 
 m2=2; 
 n2=2; 
 q2=2; 
 s2=2; 
 t2=2; 
 v2=2;          
 if(errorX2<p) { 
  if(errorY2<p) { 
   if(resta2<5) { 
    e=e+1; 
    b2=b2+1; 
    h=h+1; 
    A2[e]=i-2; 
    d2[e]=data[i]; 
    equis2[e] =d2[e]*cos((A2[e])*3.141592/180); 
    ye2[e] = d2[e]*sin((A2[e])*3.141592/180); 
    A22[e]=i-2; 
    resta2=A22[e]-A22[e-1];     
    suma2[b2]=d2[e]; 
    printf("\n phi %i, R %i, X2 %f, Y2 %f, Ex %f, Ey %f, E %i ", 
A2[e],d2[e],equis2[e],ye2[e],errorX2,errorY2,h-1);  
     } 
     } 
 } 
}   
  
 
𝐴𝑖 𝑑𝑖
𝑒𝑞𝑢𝑖𝑠𝑖 𝑦𝑒𝑖
𝑠𝑢𝑚𝑎𝑖
if(resta2>6) { 
 errorX3=abs(equis[i] - equis[i-1]); 
 errorY3=abs(ye[i]-ye[i-1]); 
 m3=3; 
 n3=3; 
 q3=3;        
 if(errorX3<p) { 
  if(errorY3<p) { 
   if(resta3<5) { 
     f=f+1;        
     b3=b3+1; 
     j=j+1; 
    A3[f]=i-2; 
    d3[f]=data[i]; 
    equis3[f] =d3[f]*cos((A3[f])*3.141592/180); 
        ye3[f] = d3[f]*sin((A3[f])*3.141592/180); 
    A33[f]=i-2;     
    resta3=A33[f]-A33[f-1]; 
    suma3[b3]=d3[f];     
    printf("\n phi %i, R %i, X3 %f, Y3 %f, Ex %f, Ey %f, F %i ", 
A3[f],d3[f],equis3[f],ye3[f],errorX3,errorY3,j-1); 
   } 
  } 
 }         
}           
} 
} 
  
 
  
 
 
 
 
  
 
 
𝑦𝑚á𝑥 𝑦𝑚𝑖𝑛
 
(𝑥𝑦𝑚á𝑥 , 𝑦𝑚á𝑥)               ( 𝑥𝑦𝑚𝑖𝑛 , 𝑦𝑚𝑖𝑛) 
 
 
𝑒𝑞𝑢𝑖𝑠𝑖 𝑦𝑒𝑖
𝑦𝑚𝑖𝑛𝑖 𝑥𝑦𝑚𝑖𝑛𝑖
𝑦𝑚𝑎𝑥𝑖 𝑥𝑦𝑚𝑎𝑥𝑖
  
 
  →
→
  →
→
for (c=1; c<(g-1); c++) 
{ 
 if(ye1[c]<ymin1) 
 { 
  ymin1=ye1[c]; 
  xymin1=equis1[c];   
 } 
} 
 
for (c=1; c<(g-1); c++) 
{ 
 if(ye1[c]>ymax1) 
 { 
  ymax1=ye1[c]; 
  xymax1=equis1[c];        
 } 
} 
  
 
for (e=1; e<(h-1); e++) 
{ 
 if(ye2[e]<ymin2) 
 { 
  ymin2=ye2[e]; 
  xymin2=equis2[e];   
 } 
} 
     
for (e=1; e<(h-1); e++) 
{ 
 if(ye2[e]>ymax2) 
 { 
  ymax2=ye2[e]; 
  xymax2=equis2[e];        
 } 
} 
for (f=1; f<(j-1); f++) 
{ 
 if(ye3[f]<ymin3) 
 { 
  ymin3=ye3[f]; 
  xymin3=equis3[f];   
 } 
} 
     
for (f=1; f<(j-1); f++) 
{ 
 if(ye3[f]>ymax3) 
 { 
  ymax3=ye3[f]; 
  xymax3=equis3[f];        
 } 
} 
 
 
 
  
 
𝑦𝑓𝑖𝑐 =
𝑦𝑚á𝑥+𝑦𝑚𝑖𝑛
2
          𝑥𝑓𝑖𝑐 =
𝑥𝑦𝑚á𝑥+𝑥𝑦𝑚𝑖𝑛
2
 
 
𝑃𝑓 =
𝑦𝑓𝑖𝑐−𝑦𝑚𝑖𝑛
𝑥𝑓𝑖𝑐−𝑥𝑦𝑚𝑖𝑛
           𝑃𝑟𝑒 =
𝑦𝑟𝑒−𝑦𝑚𝑖𝑛
𝑥𝑟𝑒−𝑥𝑦𝑚𝑖𝑛
  
 
𝐸𝑟𝑟𝑜𝑟 = |
𝑃𝑓−𝑃𝑟𝑒
𝑃𝑟𝑒
|
𝑒𝑞𝑢𝑖𝑠𝑖
𝑥𝑚𝑖𝑛𝑖 𝑦𝑥𝑚𝑖𝑛𝑖
(𝑥𝑟𝑒, 𝑦𝑟𝑒) 𝑥𝑚𝑖𝑛𝑖
𝑒𝑞𝑢𝑖𝑠𝑖 𝑥𝑓𝑖𝑐𝑖
𝑦𝑚𝑎𝑥𝑖+𝑦𝑚𝑖𝑛𝑖
2
𝑥𝑦𝑚𝑎𝑥𝑖+𝑥𝑦𝑚𝑖𝑛𝑖
2
𝑦𝑓𝑖𝑐𝑖−𝑦𝑚𝑖𝑛𝑖
𝑥𝑓𝑖𝑐𝑖−𝑥𝑦𝑚𝑖𝑛𝑖
  →
  −  
→
  
 
𝑦𝑟𝑒𝑖−𝑦𝑚𝑖𝑛𝑖
𝑥𝑟𝑒𝑖−𝑥𝑦𝑚𝑖𝑛𝑖
|
𝑃𝑓𝑖𝑐𝑖−𝑃𝑟𝑒𝑖
𝑃𝑟𝑒𝑖
|  
yfic1=(ymax1+ymin1)/2; 
xfic1=(xymax1+xymin1)/2; 
Pfic1=(yfic1-ymin1)/(xfic1-xymin1); 
for (c=1; c<(g-1); c++) { 
 if(abs(xfic1-equis1[c]<xre1)) { 
  xre1=equis1[c]; 
  yre1=ye1[c];          
 } 
} 
Pre1=(yre1-ymin1)/(xre1-xymin1); 
ERROR1=abs((Pfic1-Pre1)/Pre1)*100;   
  
yfic2=(ymax2+ymin2)/2; 
xfic2=(xymax2+xymin2)/2; 
Pfic2=(yfic2-ymin2)/(xfic2-xymin2); 
for (e=1; e<(h-1); e++) { 
 if(abs(xfic2-equis2[e]<xre2)) { 
  xre2=equis2[e]; 
  yre2=ye2[e];         
 } 
} 
Pre2=(yre2-ymin2)/(xre2-xymin2); 
ERROR2=abs((Pfic2-Pre2)/Pre2)*100; 
  
 
yfic3=(ymax3+ymin3)/2; 
xfic3=(xymax3+xymin3)/2; 
Pfic3=(yfic3-ymin3)/(xfic3-xymin3); 
for (f=1; f<(j-1); f++) { 
 if(abs(xfic3-equis3[f]<xre3)) { 
  xre3=equis3[f]; 
  yre3=ye3[f];         
 } 
} 
Pre3=(yre3-ymin3)/(xre3-xymin3); 
ERROR3=abs((Pfic3-Pre3)/Pre3)*100; 
 
 
 
  
 
 
 
  
 
𝑠𝑢𝑚𝑎𝑖
𝐿𝑖 = √(𝑥𝑟𝑒𝑖 − 𝑥𝑦𝑚𝑖𝑛𝑖)2 + (𝑦𝑟𝑒𝑖 − 𝑦𝑚𝑖𝑛𝑖)2
𝛾𝑖 = atan (
𝐿𝑖
𝐷𝑐𝑖𝑙𝑖𝑛
)
𝐴𝑟𝑐𝑜𝑖 = 𝛾𝑖 · 𝐷𝑐𝑖𝑙𝑖𝑛
𝜑𝑖 = 𝑎𝑛𝑔𝑢𝑙𝑜 𝑟𝑒𝑐𝑜𝑟𝑟𝑖𝑑𝑜 𝑒𝑛 𝑢𝑛𝑎 𝑓𝑖𝑔𝑢𝑟𝑎
𝑅𝑀𝑖 =
∑ 𝑠𝑢𝑚𝑎𝑖[𝑏𝑖]
𝑡𝑜𝑡𝑎𝑙 𝑝𝑢𝑛𝑡𝑜𝑠
𝑎𝑟𝑐𝑜𝑖𝑖 = 𝜑𝑖 · 𝑅𝑀𝑖
𝑒𝑟𝑟𝑜𝑟𝑖 = |
𝑎𝑟𝑐𝑜𝑖𝑖−𝑎𝑟𝑐𝑜𝑖
𝑎𝑟𝑐𝑜𝑖
|
  
 
for (b1=1 ; b1<(g-1) ; b1++) { 
 total1 = total1+suma1[b1];   
} 
 RM1=(total1/(g-2)); 
restax1=xre1-xymin1; 
restay1=yre1-ymin1; 
cuadx1=restax1*restax1; 
cuady1=restay1*restay1; 
L1=sqrt(cuadx1+cuady1); 
gamma1=atan(L1/Dcilin);    
arco1=gamma1*Dcilin;       
fi1=(g-2)*3.141592/180; 
arco11=fi1*RM1;   
err1=abs((arco11-arco1)/arco1); 
printf("\n L1 %f, gamma1 %f, arco1 %f, fi1 %f, arco11 %f, err1 %f", 
L1,gamma1,arco1,fi1,arco11,err1); 
 
 
for (b2=1 ; b2<(h-1) ; b2++) { 
 total2 = total2+suma2[b2];      
} 
RM2=(total2/(h-2)); 
restax2=xre2-xymin2; 
restay2=yre2-ymin2; 
cuadx2=restax2*restax2; 
cuady2=restay2*restay2; 
L2=sqrt(cuadx2+cuady2); 
gamma2=atan(L2/Dcilin);    
arco2=gamma2*Dcilin;       
fi2=(h-2)*3.141592/180; 
arco22=fi2*RM2;   
err2=abs((arco22-arco2)/arco2); 
printf("\nL2 %f, gamma2 %f, arco2 %f, fi2 %f, arco22 %f, err2 %f", 
L2,gamma2,arco2,fi2,arco22,err2);    
  
 
for (b3=1 ; b3<(j-1) ; b3++) { 
 total3 = total3+suma3[b3];      
} 
 RM3=(total3/(j-2));        
restax3=xre3-xymin3; 
restay3=yre3-ymin3; 
cuadx3=restax3*restax3; 
cuady3=restay3*restay3; 
L3=sqrt(cuadx3+cuady3); 
gamma3=atan(L3/Dcilin);    
arco3=gamma3*Dcilin;       
fi3=(j-2)*3.141592/180; 
arco33=fi3*RM3;   
err3=abs((arco33-arco3)/arco3); 
printf("\nL3 %f, gamma3 %f, arco3 %f, fi3 %f, arco33 %f, err3 %f", 
L3,gamma3,arco3,fi3,arco33,err3);  
 
 
  
 
  
 
 
  
 
 
  
 
 
k1=g-1; 
k2=h-1; 
k3=j-1; 
printf("\nK1=%i, K2=%i, K3=%i",g-1,h-1,j-1); 
 
//  ////////////////// PRIMERA COMPARACIÓN \\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((k1<k2)&& (k1<k3)) 
{ 
 m=1; 
 if(ERROR2<ERROR3) 
 { 
  n=2; 
  q=3; 
 } 
 if(ERROR3<ERROR2) 
{ 
  q=2; 
  n=3; 
 } 
} 
 
 
 
 
 
 
  
 
if((k1<k2)&&(k3<k1)) 
{ 
 m=3; 
 if(ERROR1<ERROR2) 
 { 
  n=1; 
  q=2; 
 } 
 if(ERROR2<ERROR1) 
{ 
  q=1; 
  n=2; 
 } 
} 
 
if ((k2<k1)&&(k2<k3)) 
{ 
 m=2; 
 if(ERROR1<ERROR3) 
 { 
  n=1; 
  q=3; 
 } 
 if(ERROR3<ERROR1) 
 { 
  q=1; 
  n=3; 
 } 
} 
 
if((k2<k1)&&(k3<k2)) 
{ 
 m=3; 
 if(ERROR1<ERROR2) 
 { 
  n=1; 
  q=2; 
 } 
 if(ERROR2<ERROR1) 
 { 
  q=1; 
  n=2; 
 } 
} 
 
  
  
 
//  ////////////////// SEGUNDA COMPARACIÓN \\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((k1<k2)&& (k1<k3)) 
{ 
 m0=1; 
 if(err2<err3) 
 { 
  n0=3; 
  q0=2; 
 } 
 if(err3<err2) 
 { 
  q0=3; 
  n0=2; 
 } 
} 
if((k1<k2)&&(k3<k1)) 
{ 
 m0=3; 
 if(err1<err2) 
 { 
  n0=2; 
  q0=1; 
 } 
 if(err2<err1) 
 { 
  q0=2; 
  n0=1; 
 } 
} 
if ((k2<k1)&&(k2<k3)) 
{ 
 m0=2; 
 if(err1<err3) 
 { 
  n0=3; 
  q0=1; 
 } 
 if(err3<err1) 
 { 
  q0=3; 
  n0=1; 
 } 
} 
 
  
 
if((k2<k1)&&(k3<k2)) 
{ 
 m0=3; 
 if(err1<err2) 
 { 
  n0=2; 
  q0=1; 
 } 
 if(err2<err1) 
 { 
  q0=2; 
  n0=1; 
 } 
} 
 
 
if(m=m0) 
{ 
 if(n=n0) 
 { 
  if(q=q0) 
  { 
printf("\nFIGURA %i PIRAMIDE, \nFIGURA %i PRISMA, \nFIGURA %i CILINDRO", 
m,n,q); 
  } 
 } 
} 
 
else 
{ 
 printf("\nERROR DE LECTURAS. COMENZAR"); 
} 
  
 
 
 
  
 
  
 
 
( 𝑥𝑦𝑚𝑖𝑛 , 𝑦𝑚𝑖𝑛)
 
  
 
α – α
atan(𝑃𝑟𝑒) = 𝛼
𝛼
 
 
  
 
if(m=m1) 
{ 
 alfapira=atan(Pre1); 
 xpira=xymin1; 
 ypira=ymin1; 
 
 if(n=n2) 
 { 
  alfaprisma=atan(Pre2); 
  xprisma=xymin2; 
  yprisma=ymin2; 
 
  alfacilin=atan(Pfic3); 
  xcilin=xre3; 
  ycilin=yre3; 
 } 
 if(n=n3) 
 { 
  alfaprisma=atan(Pre3); 
  xprisma=xymin3; 
  yprisma=ymin3; 
   
  alfacilin=atan(Pfic2); 
  xcilin=xre2; 
  ycilin=yre2; 
 } 
} 
 
  
 
if(m=m2) 
{ 
 alfapira=atan(Pre2); 
 xpira=xymin2; 
 ypira=ymin2; 
 
 if(n=n1) 
 { 
  alfaprisma=atan(Pre1); 
  xprisma=xymin1; 
  yprisma=ymin1; 
 
  alfacilin=atan(Pfic3); 
  xcilin=xre3; 
  ycilin=yre3; 
 } 
 if(n=n3) 
 { 
  alfaprisma=atan(Pre3); 
  xprisma=xymin3; 
  yprisma=ymin3; 
 
  alfacilin=atan(Pfic1); 
  xcilin=xre1; 
  ycilin=yre1; 
 } 
} 
 
𝑥𝑟𝑒, 𝑦𝑟𝑒
 
 
 
 
 
 
 
  
 
if(m=m3) 
{ 
 alfapira=atan(Pre3); 
 xpira=xymin3; 
 ypira=ymin3; 
 
 if(n=n1) 
 { 
  alfaprisma=atan(Pre1); 
  xprisma=xymin1; 
  yprisma=ymin1; 
 
  alfacilin=atan(Pfic2); 
  xcilin=xre2; 
  ycilin=yre2; 
 } 
 if(n=n2) 
 { 
  alfaprisma=atan(Pre2); 
  xprisma=xymin2; 
  yprisma=ymin2; 
 
  alfacilin=atan(Pfic1); 
  xcilin=xre1; 
  ycilin=yre1; 
 } 
} 
// ///////////////////////////////////////////////   PIRÁMIDE   \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
if(alfapira<0) 
{ 
 apira=(-1)*alfapira; 
 gradospira=apira*180/3.141592; 
 printf("\nPiramide orientada %f grados hacia la izquierda",gradospira); 
 betapira=alfapira+(135*3.141592/180); //para CDG 
} 
 
  
 
 
if(alfapira>0) 
{ 
 gradospira=alfapira*180/3.141592; 
 printf("\nPiramide orientada %f grados hacia la derecha",gradospira); 
 betapira=alfapira+(45*3.141592/180); // para CDG 
} 
if(alfapira=0) 
{ 
 printf("\nPiramide en posición frontal"); 
 betapira=alfapira+(45*3.141592/180); // para CDG 
} 
 
      
// ///////////////////////////////////////////////   PRISMA   \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
      
if(alfaprisma<0) 
{ 
 aprisma=(-1)*alfaprisma; 
 gradosprisma=aprisma*180/3.141592; 
 printf("\nPrisma inclinado %f grados hacia la izquierda",gradosprisma); 
 betaprisma=alfaprisma+(135*3.141592/180);  //para CDG 
} 
       
if(alfaprisma>0) 
{ 
 gradosprisma=alfaprisma*180/3.141592; 
 printf("\nPrisma inclinado %f grados hacia la derecha",gradosprisma); 
 betaprisma=alfaprisma+(45*3.141592/180);  //para CDG 
} 
 
if(alfaprisma=0) 
{ 
 printf("\nPrisma en posición frontal"); 
 betaprisma=alfaprisma+(45*3.141592/180);  //para CDG 
} 
  
 
 
 
 
 
  
 
𝑠𝑖 𝛼 > 0 → 𝛽 = 𝛼 + 45
𝑠𝑖 𝛼 < 0 → 𝛽 = 𝛼 + 135
𝑥𝐶𝐷𝐺 = (cos 𝛽 · 𝑑/2) + 𝑥𝑦𝑚𝑖𝑛
𝑦𝐶𝐷𝐺 = (sin 𝛽 · 𝑑/2) + 𝑦𝑚𝑖𝑛
𝑑
 
≥
xcdgprisma=(cos(betaprisma)*Dprisma)+xprisma; 
ycdgprisma=(sin(betaprisma)*Dprisma)+yprisma; 
 
  
 
 
𝑑
( 𝑥𝑦𝑚𝑖𝑛 , 𝑦𝑚𝑖𝑛)
𝑠𝑖 𝛼 > 0 → 𝛽 = 𝛼 + 45
𝑠𝑖 𝛼 < 0 → 𝛽 = 𝛼 + 135
𝑥𝐶𝐷𝐺 = (cos 𝛽 · 𝑑/2) + 𝑥𝑦𝑚𝑖𝑛
𝑦𝐶𝐷𝐺 = (sin 𝛽 · 𝑑/2) + 𝑦𝑚𝑖𝑛
≥
xcdgpira=(cos(betapira)*Dpira)+xpira; 
ycdgpira=(sin(betapira)*Dpira)+ypira; 
  
 
 
 
(𝑥𝑟𝑒 , 𝑦𝑟𝑒)
 
𝛽 = 𝛼 + 90
𝑥𝐶𝐷𝐺 = (cos 𝛽 · 𝑟)  + 𝑥𝑟𝑒
𝑦𝐶𝐷𝐺 = (sin 𝛽 · 𝑟)  + 𝑦𝑟𝑒
𝑟
  
 
betacilin=alfacilin+(90*3.141592/180); 
xcdgcilin=(cos(betacilin)*Dcilin)+xcilin; 
ycdgcilin=(sin(betacilin)*Dcilin)+ycilin; 
  
 
 
 
 
 
 
 
 
 
 
  
 
 
 
  
 
 
 
 
 
 
if((c<15)&&(e<15)&&(nv==2)) 
{ 
        k1=g-1; 
 k2=h-1;    
 printf("\nK1=%i, K2=%i",g-1,h-1); 
 
  
 
 
 
if(k1<k2) 
{ 
 if(ERROR1<ERROR2) 
 { 
  if(err1<err2) 
  { 
   s=1; 
   t=2; 
   printf("\nFIGURA 1 PIRAMIDE, \nFIGURA 2 PRISMA"); 
  } 
  if(err2<err1) 
  { 
   s=1; 
   v=2; 
   printf("\nFIGURA 1 PIRAMIDE, \nFIGURA 2 CILINDRO"); 
  } 
 } 
 if(ERROR1>ERROR2) 
 { 
  v=1; 
  t=2; 
  printf("\nFIGURA 1 CILINDRO, \nFIGURA 2 PRISMA"); 
 } 
} 
 
if(k2<k1) 
{ 
 if(ERROR1<ERROR2) 
 { 
  t=1; 
  v=2; 
  printf("\nFIGURA 1 PRISMA, \nFIGURA 2 CILINDRO"); 
 } 
 if(ERROR1>ERROR2) 
 { 
  if(err1<err2) 
  { 
   v=1; 
   s=2; 
   printf("\nFIGURA 1 CILINDRO, \nFIGURA 2 PIRAMIDE"); 
  } 
 
 
 
  
 
  if(err2<err1) 
  { 
   t=1; 
   s=2; 
   printf("\nFIGURA 1 PRISMA, \nFIGURA 2 PIRAMIDE"); 
  } 
 } 
} 
 
else 
{ 
 printf("\nERROR DE LECTURAS. COMENZAR"); 
} 
} 
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#pragma once 
 
namespace mapa { 
 
 using namespace System; 
 using namespace System::ComponentModel; 
 using namespace System::Collections; 
 using namespace System::Windows::Forms; 
 using namespace System::Data; 
 using namespace System::Drawing; 
 using namespace System::Windows::Media; 
 
 /// Summary for Form1 
  
 public ref class Form1 : public System::Windows::Forms::Form 
 { 
 public: 
  Form1(void) 
  { 
   InitializeComponent(); 
  } 
 
 protected: 
 
  ~Form1() 
  { 
   if (components) 
   { 
    delete components; 
   } 
  } 
 
  
 
 protected:  
 
 protected:  
 
 protected:  
 
 private: 
  /// Required designer variable. 
   
  System::ComponentModel::Container ^components; 
 
#pragma region Windows Form Designer generated code 
   
  /// Required method for Designer support - do not modify 
  /// the contents of this method with the code editor. 
   
  void InitializeComponent(void) 
  { 
   System::ComponentModel::ComponentResourceManager^  resources = 
(gcnew System::ComponentModel::ComponentResourceManager(Form1::typeid)); 
   this->SuspendLayout(); 
     
// Form1 
  
 this->AutoScaleDimensions = System::Drawing::SizeF(6, 13); 
 this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font; 
 this->BackgroundImage = (cli::safe_cast<System::Drawing::Image^  >(resources-
>GetObject(L"$this.BackgroundImage"))); 
 this->ClientSize = System::Drawing::Size(729, 502); 
 this->Name = L"Form1"; 
 this->Text = L"Form1"; 
 this->Paint += gcnew System::Windows::Forms::PaintEventHandler(this, 
&Form1::Form1_Paint); 
 this->ResumeLayout(false); 
} 
  
#pragma endregion 
 
private: System::Void Form1_Paint(System::Object^  sender, 
System::Windows::Forms::PaintEventArgs^  e) { 
     
//PRISMA 
 
Image^ newImage = Image::FromFile( "C:\\Users\\Lidia\\Desktop\\MAPA\\prisma1.jpg" ); 
    
 //e->Graphics->RotateTransform(45.0); 
 //e->Graphics->TranslateTransform(0.0F,0.0F);  
    
 float x = 100.0F; 
 float y = 100.0F; 
 
 e->Graphics->DrawImage( newImage, x, y ); 
   
  
 
 
    
//PIRÁMIDE 
 
Image^ newImage1 = Image::FromFile( "C:\\Users\\Lidia\\Desktop\\MAPA\\piramide1.jpg" ); 
          
 float x1 = 300.0F; 
 float y1 = 70.0F; 
 
 e->Graphics->DrawImage( newImage1, x1, y1 ); 
    
 
//CILINDRO 
 
Image^ newImage2 = Image::FromFile( "C:\\Users\\Lidia\\Desktop\\MAPA\\cilindro1.jpg" ); 
    
 float x2 = 500.0F; 
 float y2 = 100.0F; 
 
 e->Graphics->DrawImage( newImage2, x2, y2 ); 
   
 } 
 
}; 
} 
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int i; 
int vec[179]; 
float equis[179]; 
float ye[179], equis1[179], ye1[179], equis2[179], ye2[179], equis3[179], ye3[179]; 
int A1[179], d1[179], A2[179], d2[179],A3[179],d3[179],A11[179],A22[179],A33[179]; 
int suma1[179],suma2[179],suma3[179]; 
float errorX1, errorY1, errorX2, errorY2, errorX3, errorY3,p; 
int Dmax=600; 
int b1=0; 
int c=0; 
int g=1; 
int b2=0; 
int e=0; 
int h=1; 
int b3=0; 
int f=0; 
int j=1; 
float ymin1=500; 
float ymin2=500; 
float ymin3=500; 
float ymax1=0; 
float ymax2=0; 
float ymax3=0; 
float xymin1, xymin2, xymin3, xymax1, xymax2, xymax3; 
float yfic1, xfi1, Pfic1, yfic2, xfic2, Pfic2, yfic3, xfic3, Pfic3; 
float xre1=500;  
float xre2=500; 
float xre3=500; 
float yre1, Pre1, yre2, Pre2, yre3, Pre3, ERROR1, ERROR2, ERROR3; 
int total1=0; 
int total2=0; 
int total3=0; 
int RM1,RM2,RM3,k1,k2,k3; 
float L1,L2,L3,gamma1,gamma2,gamma3,arco1,arco2,arco3; 
float fi1,fi2,fi3,arco11,arco22,arco33,err1,err2,err3; 
float restax1,restay1,restax2,restay2,restax3,restay3, 
float cuadx1,cuady1,cuadx2,cuady2,cuadx3,cuady3; 
int m,n,q,m0,n0,q0,m1,m2,m3,n1,n2,n3,q1,q2,q3; 
float alfapira,apira,alfaprisma,aprisma,alfacilin,gradospira,gradosprisma; 
float betapira,xcdgpira,ycdgpira; 
float betaprisma,xcdgprisma,ycdgprisma; 
float betacilin,xcdgcilin,ycdgcilin; 
float xpira,xprisma,ypira,yprisma,xcilin,ycilin; 
  
 
float Dpira=35; 
float Dprisma=42.43; 
float Dcilin=35.5; 
int resta1,resta2,resta3,nv,s,t,v,s1,t1,v1,s2,t2,v2; 
 
 
for (i = 2; i < count/2-1; i++)              
{ 
 
     int src = 2 * i + 3; 
     data[i] = raw_data[src + 0] | (raw_data[src + 1] << 8); 
  
     if ( (i>0) && (i<180)&&(Dmax-data[i]>0)) 
     { 
        
 equis[i] =data[i]*cos((i-2)*3.141592/180); 
 ye[i] = data[i]*sin((i-2)*3.141592/180);  
 p=((data[i]/10)-(data[i]/100))/3; 
 
 
//     /// DATOS FIGURA 1 \\\ 
 
 errorX1=abs(equis[i] - equis[i-1]); 
 errorY1= abs(ye[i] - ye[i-1]); 
 m1=1; 
 n1=1; 
 q1=1; 
s1=1; 
 t1=1; 
 v1=1; 
 
 if(errorX1<p) 
  { 
   if(errorY1<p) 
   { 
if(resta1<5) 
    { 
  
    c=c+1; 
    b1=b1+1; 
    g=g+1; 
 
    A1[c]=i-2; 
    d1[c]=data[i]; 
    equis1[c] =d1[c]*cos((A1[c])*3.141592/180); 
    ye1[c] = d1[c]*sin((A1[c])*3.141592/180); 
  
 
 
A11[c]=i-2;       
 resta1=A1[c]-A1[c-1];  
    suma1[b1]=d1[c]; 
 
printf("\n phi %i, R %i, X1 %f, Y1 %f, Ex %f, Ey %f, C %i", 
A1[c],d1[c],equis1[c],ye1[c],errorX1,errorY1,g-1);  
       } 
  }       
       } 
 
 
//     /// DATOS FIGURA 2 \\\ 
    
if(resta1>6) 
{ 
errorX2=abs(equis[i] - equis[i-1]); 
 errorY2=abs(ye[i]-ye[i-1]); 
 m2=2; 
 n2=2; 
 q2=2; 
 s2=2; 
 t2=2; 
 v2=2; 
           
 if(errorX2<p) 
 { 
  if(errorY2<p) 
  { 
   if(resta2<5) 
   { 
 
    e=e+1; 
    b2=b2+1; 
    h=h+1; 
 
    A2[e]=i-2; 
    d2[e]=data[i]; 
    equis2[e] =d2[e]*cos((A2[e])*3.141592/180); 
    ye2[e] = d2[e]*sin((A2[e])*3.141592/180); 
 
    A22[e]=i-2; 
    resta2=A22[e]-A22[e-1];     
    suma2[b2]=d2[e]; 
 
 
  
 
    printf("\n phi %i, R %i, X2 %f, Y2 %f, Ex %f, Ey %f, E %i ", 
A2[e],d2[e],equis2[e],ye2[e],errorX2,errorY2,h-1);  
     } 
     } 
 } 
}   
 
     
//     /// DATOS FIGURA 3 \\\ 
 
if(resta2>6) 
{ 
 errorX3=abs(equis[i] - equis[i-1]); 
 errorY3=abs(ye[i]-ye[i-1]); 
 m3=3; 
 n3=3; 
 q3=3; 
         
 if(errorX3<p) 
 { 
  if(errorY3<p) 
  { 
   if(resta3<5) 
   { 
 
     f=f+1;        
     b3=b3+1; 
     j=j+1; 
 
    A3[f]=i-2; 
    d3[f]=data[i]; 
    equis3[f] =d3[f]*cos((A3[f])*3.141592/180); 
        ye3[f] = d3[f]*sin((A3[f])*3.141592/180); 
 
    A33[f]=i-2;     
    resta3=A33[f]-A33[f-1]; 
    suma3[b3]=d3[f]; 
            
    printf("\n phi %i, R %i, X3 %f, Y3 %f, Ex %f, Ey %f, F %i ", 
A3[f],d3[f],equis3[f],ye3[f],errorX3,errorY3,j-1); 
   } 
  } 
 }         
}           
} 
} 
  
 
// ///////////////////////////////////////////////       FIGURA 1 \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
if(c<15) 
{ 
 nv=1; 
 
// /// MEDIA RADIO 1 \\\ 
 
for (b1=1 ; b1<(g-1) ; b1++) 
{ 
 total1 = total1+suma1[b1];   
} 
            
 RM1=(total1/(g-2)); 
 
// /// MINIMO Y MAXIMO \\\ 
 
for (c=1; c<(g-1); c++) 
{ 
 if(ye1[c]<ymin1) 
 { 
  ymin1=ye1[c]; 
  xymin1=equis1[c];   
 } 
} 
 
for (c=1; c<(g-1); c++) 
{ 
 if(ye1[c]>ymax1) 
 { 
  ymax1=ye1[c]; 
  xymax1=equis1[c];        
       
 } 
} 
 
// /// FICTICIOS \\\ 
 
yfic1=(ymax1+ymin1)/2; 
xfic1=(xymax1+xymin1)/2; 
Pfic1=(yfic1-ymin1)/(xfic1-xymin1); 
 
 
 
 
 
  
 
// /// REAL Y ERROR \\\ 
 
for (c=1; c<(g-1); c++) 
{ 
 if(abs(xfic1-equis1[c]<xre1)) 
 { 
  xre1=equis1[c]; 
  yre1=ye1[c];         
 } 
} 
 
Pre1=(yre1-ymin1)/(xre1-xymin1); 
ERROR1=abs((Pfic1-Pre1)/Pre1)*100;    
 
 
// /// ARCO Y error \\\ 
    
restax1=xre1-xymin1; 
restay1=yre1-ymin1; 
cuadx1=restax1*restax1; 
cuady1=restay1*restay1; 
 
L1=sqrt(cuadx1+cuady1); 
gamma1=atan(L1/Dcilin);    
arco1=gamma1*Dcilin;       
 
fi1=(g-2)*3.141592/180; 
arco11=fi1*RM1;   
err1=abs((arco11-arco1)/arco1); 
  
printf("\n L1 %f, gamma1 %f, arco1 %f, fi1 %f, arco11 %f, err1 %f", 
L1,gamma1,arco1,fi1,arco11,err1);     
 
} 
 
if(c<1) 
{ 
 printf("\n No se encuentran figuras en el area de trabajo"); 
} 
if(c>15) 
{ 
 printf("\nDemasiados puntos. Figuras juntas STOP"); 
} 
 
 
 
  
 
// ///////////////////////////////////////////////       FIGURA 2 \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((e>1)&&(e<15)) 
{ 
 nv=2; 
 
// /// MEDIA RADIO 2 \\\ 
 
for (b2=1 ; b2<(h-1) ; b2++) 
{ 
 total2 = total2+suma2[b2];      
} 
            
 RM2=(total2/(h-2)); 
    
// /// MINIMO Y MAXIMO \\\ 
 
for (e=1; e<(h-1); e++) 
{ 
 if(ye2[e]<ymin2) 
 { 
  ymin2=ye2[e]; 
  xymin2=equis2[e];   
 } 
} 
     
for (e=1; e<(h-1); e++) 
{ 
 if(ye2[e]>ymax2) 
 { 
  ymax2=ye2[e]; 
  xymax2=equis2[e];        
 } 
} 
     
// /// FICTICIOS \\\ 
 
yfic2=(ymax2+ymin2)/2; 
xfic2=(xymax2+xymin2)/2; 
Pfic2=(yfic2-ymin2)/(xfic2-xymin2); 
 
 
 
 
 
 
  
 
// /// REAL Y ERROR \\\ 
 
for (e=1; e<(h-1); e++) 
{ 
 if(abs(xfic2-equis2[e]<xre2)) 
 { 
  xre2=equis2[e]; 
  yre2=ye2[e];         
 } 
} 
Pre2=(yre2-ymin2)/(xre2-xymin2); 
ERROR2=abs((Pfic2-Pre2)/Pre2)*100; 
 
// /// ARCO Y error \\\ 
            
restax2=xre2-xymin2; 
restay2=yre2-ymin2; 
cuadx2=restax2*restax2; 
cuady2=restay2*restay2; 
 
L2=sqrt(cuadx2+cuady2); 
gamma2=atan(L2/Dcilin);    
arco2=gamma2*Dcilin;       
 
fi2=(h-2)*3.141592/180; 
arco22=fi2*RM2;   
err2=abs((arco22-arco2)/arco2); 
  
printf("\nL2 %f, gamma2 %f, arco2 %f, fi2 %f, arco22 %f, err2 %f", 
L2,gamma2,arco2,fi2,arco22,err2);    
    
} 
 
if(e<1) 
{ 
 printf("\n Una sola figura en el area de trabajo"); 
} 
if(e>15) 
{ 
 printf("\nDemasiados puntos. Figuras juntas STOP"); 
} 
 
 
 
 
 
  
 
// ///////////////////////////////////////////////       FIGURA 3 \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((f>1)&&(f<15)) 
{ 
 nv=3; 
   
// /// MEDIA RADIO 3 \\\ 
 
for (b3=1 ; b3<(j-1) ; b3++) 
{ 
 total3 = total3+suma3[b3];      
} 
 RM3=(total3/(j-2));         
          
// /// MINIMO Y MAXIMO \\\ 
 
for (f=1; f<(j-1); f++) 
{ 
 if(ye3[f]<ymin3) 
 { 
  ymin3=ye3[f]; 
  xymin3=equis3[f];   
 } 
} 
     
for (f=1; f<(j-1); f++) 
{ 
 if(ye3[f]>ymax3) 
 { 
  ymax3=ye3[f]; 
  xymax3=equis3[f];        
 } 
} 
            
// /// FICTICIOS \\\ 
 
yfic3=(ymax3+ymin3)/2; 
xfic3=(xymax3+xymin3)/2; 
Pfic3=(yfic3-ymin3)/(xfic3-xymin3); 
 
 
 
 
 
 
 
  
 
// /// REAL Y ERROR \\\ 
 
for (f=1; f<(j-1); f++) 
{ 
 if(abs(xfic3-equis3[f]<xre3)) 
 { 
  xre3=equis3[f]; 
  yre3=ye3[f];         
 } 
} 
 
Pre3=(yre3-ymin3)/(xre3-xymin3); 
ERROR3=abs((Pfic3-Pre3)/Pre3)*100; 
 
// /// ARCO Y error \\\ 
    
restax3=xre3-xymin3; 
restay3=yre3-ymin3; 
cuadx3=restax3*restax3; 
cuady3=restay3*restay3; 
 
L3=sqrt(cuadx3+cuady3); 
gamma3=atan(L3/Dcilin);    
arco3=gamma3*Dcilin; 
fi3=(j-2)*3.141592/180; 
arco33=fi3*RM3;   
err3=abs((arco33-arco3)/arco3); 
 
printf("\nL3 %f, gamma3 %f, arco3 %f, fi3 %f, arco33 %f, err3 %f", 
L3,gamma3,arco3,fi3,arco33,err3);       
        
} 
 
else 
{ 
 printf("\n Dos figuras en el area de trabajo"); 
} 
 
// ///////////////////////////////////////////////   IDENTIFICAR  \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((c<15)&&(e<15)&&(f<15)&&(nv==3)) 
{ 
k1=g-1; 
k2=h-1; 
k3=j-1; 
printf("\nK1=%i, K2=%i, K3=%i",g-1,h-1,j-1); 
  
 
//  ////////////////// PRIMERA COMPARACIÓN \\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((k1<k2)&& (k1<k3)) 
{ 
 m=1; 
 if(ERROR2<ERROR3) 
 { 
  n=2; 
  q=3; 
 } 
 if(ERROR3<ERROR2) 
{ 
  q=2; 
  n=3; 
 } 
} 
 
if((k1<k2)&&(k3<k1)) 
{ 
 m=3; 
 if(ERROR1<ERROR2) 
 { 
  n=1; 
  q=2; 
 } 
 if(ERROR2<ERROR1) 
{ 
  q=1; 
  n=2; 
 } 
} 
 
if ((k2<k1)&&(k2<k3)) 
{ 
 m=2; 
 if(ERROR1<ERROR3) 
 { 
  n=1; 
  q=3; 
 } 
 if(ERROR3<ERROR1) 
 { 
  q=1; 
  n=3; 
 } 
} 
  
 
if((k2<k1)&&(k3<k2)) 
{ 
 m=3; 
 if(ERROR1<ERROR2) 
 { 
  n=1; 
  q=2; 
 } 
 if(ERROR2<ERROR1) 
 { 
  q=1; 
  n=2; 
 } 
} 
      
 
//  ////////////////// SEGUNDA COMPARACIÓN \\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((k1<k2)&& (k1<k3)) 
{ 
 m0=1; 
 if(err2<err3) 
 { 
  n0=3; 
  q0=2; 
 } 
 if(err3<err2) 
 { 
  q0=3; 
  n0=2; 
 } 
} 
if((k1<k2)&&(k3<k1)) 
{ 
 m0=3; 
 if(err1<err2) 
 { 
  n0=2; 
  q0=1; 
 } 
 if(err2<err1) 
 { 
  q0=2; 
  n0=1; 
 } 
} 
  
 
if ((k2<k1)&&(k2<k3)) 
{ 
 m0=2; 
 if(err1<err3) 
 { 
  n0=3; 
  q0=1; 
 } 
 if(err3<err1) 
 { 
  q0=3; 
  n0=1; 
 } 
} 
if((k2<k1)&&(k3<k2)) 
{ 
 m0=3; 
 if(err1<err2) 
 { 
  n0=2; 
  q0=1; 
 } 
 if(err2<err1) 
 { 
  q0=2; 
  n0=1; 
 } 
} 
 
if(m=m0) 
{ 
 if(n=n0) 
 { 
  if(q=q0) 
  { 
printf("\nFIGURA %i PIRAMIDE, \nFIGURA %i PRISMA, \nFIGURA %i CILINDRO", 
m,n,q); 
  } 
 } 
} 
else 
{ 
 printf("\nERROR DE LECTURAS. COMENZAR"); 
} 
 
} 
  
 
// ///////////////////////////////////////////////   IDENTIFICAR 2.0  \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((c<15)&&(e<15)&&(nv==2)) 
{ 
        k1=g-1; 
 k2=h-1;    
 printf("\nK1=%i, K2=%i",g-1,h-1); 
 
//  ////////////////// PRIMERA Y SEGUNDA COMPARACIÓN \\\\\\\\\\\\\\\\\\\\\\\\ 
 
if(k1<k2) 
{ 
 if(ERROR1<ERROR2) 
 { 
  if(err1<err2) 
  { 
   s=1; 
   t=2; 
   printf("\nFIGURA 1 PIRAMIDE, \nFIGURA 2 PRISMA"); 
  } 
  if(err2<err1) 
  { 
   s=1; 
   v=2; 
   printf("\nFIGURA 1 PIRAMIDE, \nFIGURA 2 CILINDRO"); 
  } 
 } 
 if(ERROR1>ERROR2) 
 { 
  v=1; 
  t=2; 
  printf("\nFIGURA 1 CILINDRO, \nFIGURA 2 PRISMA"); 
 } 
} 
 
if(k2<k1) 
{ 
 if(ERROR1<ERROR2) 
 { 
  t=1; 
  v=2; 
  printf("\nFIGURA 1 PRISMA, \nFIGURA 2 CILINDRO"); 
 } 
 
 
 
  
 
 if(ERROR1>ERROR2) 
 { 
  if(err1<err2) 
  { 
   v=1; 
   s=2; 
   printf("\nFIGURA 1 CILINDRO, \nFIGURA 2 PIRAMIDE"); 
  } 
  if(err2<err1) 
  { 
   t=1; 
   s=2; 
   printf("\nFIGURA 1 PRISMA, \nFIGURA 2 PIRAMIDE"); 
  } 
 } 
} 
 
else 
{ 
 printf("\nERROR DE LECTURAS. COMENZAR"); 
} 
} 
 
// ///////////////////////////////////////////////   ORIENTACIÓN \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
if((c<15)&&(e<15)&&(f<15)&&(nv==3)) 
{ 
 
if(m=m1) 
{ 
 alfapira=atan(Pre1); 
 xpira=xymin1; 
 ypira=ymin1; 
 
 if(n=n2) 
 { 
  alfaprisma=atan(Pre2); 
  xprisma=xymin2; 
  yprisma=ymin2; 
 
  alfacilin=atan(Pfic3); 
  xcilin=xre3; 
  ycilin=yre3; 
 } 
 
 
  
 
 if(n=n3) 
 { 
  alfaprisma=atan(Pre3); 
  xprisma=xymin3; 
  yprisma=ymin3; 
   
  alfacilin=atan(Pfic2); 
  xcilin=xre2; 
  ycilin=yre2; 
 } 
} 
 
if(m=m2) 
{ 
 alfapira=atan(Pre2); 
 xpira=xymin2; 
 ypira=ymin2; 
 
 if(n=n1) 
 { 
  alfaprisma=atan(Pre1); 
  xprisma=xymin1; 
  yprisma=ymin1; 
 
  alfacilin=atan(Pfic3); 
  xcilin=xre3; 
  ycilin=yre3; 
 } 
 if(n=n3) 
 { 
  alfaprisma=atan(Pre3); 
  xprisma=xymin3; 
  yprisma=ymin3; 
 
  alfacilin=atan(Pfic1); 
  xcilin=xre1; 
  ycilin=yre1; 
 } 
} 
 
if(m=m3) 
{ 
 alfapira=atan(Pre3); 
 xpira=xymin3; 
 ypira=ymin3; 
 
  
 
 if(n=n1) 
 { 
  alfaprisma=atan(Pre1); 
  xprisma=xymin1; 
  yprisma=ymin1; 
 
  alfacilin=atan(Pfic2); 
  xcilin=xre2; 
  ycilin=yre2; 
 } 
 if(n=n2) 
 { 
  alfaprisma=atan(Pre2); 
  xprisma=xymin2; 
  yprisma=ymin2; 
 
  alfacilin=atan(Pfic1); 
  xcilin=xre1; 
  ycilin=yre1; 
 } 
} 
 
 
// ///////////////////////////////////////////////   PIRÁMIDE   \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
    
if(alfapira<0) 
{ 
 apira=(-1)*alfapira; 
 gradospira=apira*180/3.141592; 
 printf("\nPiramide orientada %f grados hacia la izquierda",gradospira); 
 betapira=alfapira+(135*3.141592/180); //para CDG 
} 
 
if(alfapira>0) 
{ 
 gradospira=alfapira*180/3.141592; 
 printf("\nPiramide orientada %f grados hacia la derecha",gradospira); 
 betapira=alfapira+(45*3.141592/180); // para CDG 
} 
 
if(alfapira=0) 
{ 
 printf("\nPiramide en posición frontal"); 
 betapira=alfapira+(45*3.141592/180); // para CDG 
} 
 
  
 
// ///////////////////////////////////////////////   PRISMA   \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
      
if(alfaprisma<0) 
{ 
 aprisma=(-1)*alfaprisma; 
 gradosprisma=aprisma*180/3.141592; 
 printf("\nPrisma orientado %f grados hacia la izquierda",gradosprisma); 
 betaprisma=alfaprisma+(135*3.141592/180);  //para CDG 
} 
       
if(alfaprisma>0) 
{ 
 gradosprisma=alfaprisma*180/3.141592; 
 printf("\nPrisma orientado %f grados hacia la derecha",gradosprisma); 
 betaprisma=alfaprisma+(45*3.141592/180);  //para CDG 
} 
 
if(alfaprisma=0) 
{ 
 printf("\nPrisma en posición frontal"); 
 betaprisma=alfaprisma+(45*3.141592/180);  //para CDG 
} 
 
 
// /////////////////////////////////////////////////////  C.D.G.  \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
// ///////////////////////////////////////////////   PIRÁMIDE   \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
xcdgpira=(cos(betapira)*Dpira)+xpira; 
ycdgpira=(sin(betapira)*Dpira)+ypira; 
 
 
// ///////////////////////////////////////////////   PRISMA   \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
xcdgprisma=(cos(betaprisma)*Dprisma)+xprisma; 
ycdgprisma=(sin(betaprisma)*Dprisma)+yprisma; 
 
// ///////////////////////////////////////////////   CILINDRO   \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
betacilin=alfacilin+(90*3.141592/180); 
xcdgcilin=(cos(betacilin)*Dcilin)+xcilin; 
ycdgcilin=(sin(betacilin)*Dcilin)+ycilin; 
 
 
 
 
  
 
// ////////////////////////////////////////////   RESULTADOS   \\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\ 
 
printf("\nMIN ymin1= %f , xymin1= %f",ymin1,xymin1); 
printf("\nMIN ymin2= %f , xymin2= %f",ymin2,xymin2); 
printf("\nMIN ymin3= %f , xymin3= %f",ymin3,xymin3); 
printf("\nMAX ymax1= %f, xymax1= %f",ymax1,xymax1); 
printf("\nMAX ymax2= %f, xymax2= %f",ymax2,xymax2); 
printf("\nMAX ymax3= %f, xymax3= %f",ymax3,xymax3);   
printf("\nyfic1=%f; xfic1=%f, Pfic1=%f",yfic1,xfic1,Pfic1); 
printf("\nyfic2=%f; xfic2=%f, Pfic2=%f",yfic2,xfic2,Pfic2); 
printf("\nyfic3=%f; xfic3=%f, Pfic3=%f",yfic3,xfic3,Pfic3); 
printf("\nRE yre1= %f, xre1= %f, Pre1=%f",yre1,xre1,Pre1); 
printf("\nRE yre2= %f, xre2= %f, Pre2=%f",yre2,xre2,Pre2); 
printf("\nRE yre3= %f, xre3= %f, Pre3=%f",yre3,xre3,Pre3); 
printf("\nERROR1=%f",ERROR1); 
printf("\nERROR2=%f",ERROR2); 
printf("\nERROR3=%f",ERROR3); 
printf("\nerror1=%f",err1); 
printf("\nerror2=%f",err2); 
printf("\nerror3=%f",err3); 
printf("\n CDG DE LAS FIGURAS \n PIRAMIDE X %f Y %f, \n PRISMA X %f Y %f, \n 
CILINDRO X %f Y %f",xcdgpira,ycdgpira,xcdgprisma,ycdgprisma,xcdgcilin,ycdgcilin); 
printf("\nNUMERO TOTAL DE FIGURAS %i",nv); 
 
} 
 
else 
{ 
printf("\nNUMERO TOTAL DE FIGURAS %i",nv); 
} 
} 
 
else 
{ 
       RETURN_ERROR(-1, "Paquete desconocido"); 
} 
    return count; 
} 
 
 
  
  
 
  
  
 
 
 
 
 
  
 
 
 
 
