A software organization typically operates in three dimensions for increasing productivity -process, technology and people. There is considerable literature on the process and technology dimensions 1, 2 but very little on the people dimension 3 . Glass, et al 3 have studied 369 papers in 6 leading journals and discovered that Software Engineering research is fundamentally about technical and computing issues and that it is seldom about behavioral issues. In industry, discussion about the people dimension is generally limited to training for new processes and technologies 4 . Since this approach has not accrued any perceptible gains in productivity 5 , we believe that there is a case for exploring the people dimension deeply and earnestly.
Introduction
A software organization typically operates in three dimensions for increasing productivity -process, technology and people. There is considerable literature on the process and technology dimensions 1, 2 but very little on the people dimension 3 . Glass, et al 3 have studied 369 papers in 6 leading journals and discovered that Software Engineering research is fundamentally about technical and computing issues and that it is seldom about behavioral issues. In industry, discussion about the people dimension is generally limited to training for new processes and technologies 4 . Since this approach has not accrued any perceptible gains in productivity 5 , we believe that there is a case for exploring the people dimension deeply and earnestly.
The major contribution of this paper is to put forth a multi-stage approach to develop egoless programmers as advocated by Weinberg. We are using contemporary terms like egoless engineering and development or general terms like egoless behavior to mean the same thing i.e. egoless programming. Our multi-stage approach consists of developing an instrument to assess "egoless behavior" of individuals, validating the self-assessment with peers' assessments and formulating group and individual action plans. The paper reports self-assessment and team-assessment using the instrument. The sample size consists of 86 software engineering students of a junior class of a computer engineering undergraduate program. The analysis includes "egoless" behavior of the class based on self-assessment and team-assessment, as well as their correlation with determinants like gender, semester and cumulative grade point averages (SGPA and CGPA).
The next section discusses the background behind the problem of productivity in software organizations followed by the research design of our experiment leading to analysis of the results and ending with concluding remarks.
Background
In 1993, Potts claimed that 'all the real problems in software engineering are people problems' 6 -a statement since supported by researchers and industry pundits alike. Scacchi in his review of large software engineering projects found that productivity in projects that were poorly managed or poorly organized was significantly lower 7 . In effect, it can be said that poor management can effectively erase the potential productivity improvements that can be expected from the use of improved technologies and processes 8 . Viljan, in his recent work, has linked inadequate internal communication and lack of teamwork to a company's weak performance 9 . On the other hand, productive work conditions can be maintained, if the developers are strongly committed to team effort 8, 10, 11 . While there is strong and considerable influence of the people dimension on performance and productivity in software organizations; the dimension has not attracted enough attention of researchers and practitioners.
It is important to know how programmers behave in groups and how different situations impact them. Towards that, social, organizational, ecological and interaction psychologies can be of great use. However, most of the empirical research on software development has been performed on individual programming activities 12, 13 . Curtis and Walz 14 assert that software development must be studied at several behavioral levels as indicated in their layered behavioral model. The model emphasizes the factors that affect not merely the cognitive processes of software development but also social and organizational processes and contrary to most software process models focuses on the behavior of the Page 26.1022.2 software developers who are humans. While at individual level only cognitive and motivational processes matter, at team level social processes start playing a critical role. In that context, Curtis 13 has described five psychological paradigms in the realms of software development.
One of the paradigms covers 'group dynamics' that includes team structure. Two structures have been discussed -'centralized or chief programmer' and 'decentralized or egoless'. Weinberg 15 proposed an egoless team where no central authority is posited in any team member and tasks are picked up by individuals based on their relatively unique skills. The model, therefore, mandates free flow of information and public ownership of all artifacts. The work-product is shared by all and decisions are based on consensus. In essence, the structure requires higher egoless behavior of all the team members. The methods and are adopted by the world of free and open source software (FOSS). Eric Raymond has argued that the bazaar model -the model adopted in the FOSS world -produced better quality code than the cathedral model -the model prevalent in most software companies 16 . The egoless model can succeed only if team members eschew their ego. Towards that, we have designed an experiment to self-assess and team-validate egoless behavior of individuals and have discussed it in the forthcoming section.
Research Design
This section presents the approach, objective and scope, instrument selection, data collection, reliability assessment and data analysis. Approach Our approach, as described in Figure 1 , consists of three stages operating in a cyclic fashion: selfassessment to create awareness, team-assessment to validate awareness and action plan to develop egoless engineers. This paper covers the self-assessment and team-assessment stages. 
Scope
Egoless behavior is a mindset. The earlier this mindset is developed, the better it is. Younger minds are more malleable and have full careers ahead of them. Carver, et al. argue that before running an empirical study at a software company, it is useful to carry out a pilot study with students in an academic setting 17 . Therefore, we defined our scope of research to a batch of 86 junior software engineering students of an undergraduate class in Computer Engineering.
Selection of Instruments
Egoless programming as a concept has been around for nearly four decades but was not elaborated until Lamont Adams proposed ten factors called "Ten Commandments of Egoless Programming" 18 . These factors are given in Table 1 and seem to have found wide conceptual acceptance. We have used them to get a measure of "egoless behavior" and mapped the problem to the mathematical domain. 
C1
Understand and accept that you will make mistakes.
C2
You are not your code.
C3
No matter how much "karate" you know, someone else will always know more. C4 Don't rewrite code without consultation. There's a fine line between "fixing code" and "rewriting code." C5
Treat people who know less than you with respect, deference, and patience. C6
The only constant in the world is change.
C7
The only true authority stems from knowledge, not from position.
C8
Fight for what you believe, but gracefully accept defeat. C9 Don't be "the guy in the room." C10 Critique code instead of people-be kind to the coder, not to the code.
Any approach to develop egoless software engineers inherently implies the development of basic egoless behavior. Hence, the factors would ideally fall in two categories -first, the basic or generic factors that correlate to an egoless individual, and second, coding factors that would correlate to an egoless software developer. Considering this, the factors in Table 1 , based on a group discussion amongst three faculty members with industry experience are split into two sets: a) Coding Related and b) Generic. The former set consists of factors C2, C4 and C10 and the latter consists of the rest.
Data Collection
The target of study, as mentioned before, was a cohort of junior students of an undergraduate software engineering class. The course included a semester-long software project that was developed by teams of 5-6 students each. The teams were formed by the course faculty to ensure diversity based on gender and academic performance and were without hierarchy.
Somewhere in the middle of the semester, a random sample of 40 students completed the assessment. They rated themselves on each factor on the Likert scale of 1 to 10 (higher the rating more the egoless Page 26.1022.4
behavior) and were requested to indicate any ambiguity or difficulty experienced while responding to the factors, as well as to offer any suggestions they deemed appropriate.
After ascertaining the usability of the instrument, the entire class of 86 students completed the assessment in batches within a week. Each batch had six teams i.e. a total of around thirty students. All the students were informed about the purpose of the exercise and the importance of egoless behavior in their careers. They were assured of full confidentiality of their inputs and were promised that the assessment would not have any impact on their course grades. They were also promised a customized report with self-rating and team's aggregated ratings in order to help them improve their egoless behavior. We had 86 responses out of which we excluded one response that had all the ratings as ten leaving 85 valid responses (N=85).
Reliability Assessment for 'Self-Assessment'
It is important to conduct a thorough measurement analysis of the instrument. It gives assurance that the findings reflect accurate measures and that results are trustworthy. Test reliability further indicates the extent to which individual differences in scores can be attributed to 'true' differences. We used the most popular measure -Cronbach Alpha for the purpose. Table 2 shows the Cronbach Alpha values for the data collected for each of the subsets. Since alpha values for both the sets were found to be equal to or greater than 0.70, the instrument was judged to be reliable 19 .
Awareness: Analysis and Interpretation of 'Self-Assessment' Data
We posited that self-awareness is the first step in any development activities. Therefore we gathered self-assessment data and analyzed it as described in the following sections.
One way stacked ANOVA (Tukey Method) was used to find out grouping between different factors of egoless behavior with the help of Minitab Version 16 (Table 3) . As per Tukey's method, the factors that do not share a letter are significantly different. This means the ratings of the generic factors, "The only true authority stems from knowledge not from position " and "Treat people who know less than you with respect and patience" are different than the rating of the coding factor, "You are not your code". College environment generally has pretty good camaraderie and does not have industry-like intense competition. That may have resulted in a higher rating for the generic factors. Adler and Adler 20 have concluded that college athletes develop intense organizational loyalty than the traditional organizational loyalty based on satisfaction with economic rewards, authority relations or occupational self-fulfillment. The coding factor implies possessiveness of students. Fuller and Keim 21 quote a study of Bruns and Humphreys that describes some problems in collaborative processes around the wiki. The students were too possessive to allow editing of their work.
We also correlated the averages of all the factors with Semester Grade Point Average (SGPA), Cumulative Grade Point Average (CGPA) and student gender -the determinants that are traditionally linked to egoless behavior. The Minitab output for different correlations is shown in Table 4 . Further, we also correlated the average of coding related and generic sets with Semester Grade Point Average (SGPA), Cumulative Grade Point Average (CGPA) and Gender. The Minitab output for different correlation is shown in Table 5 . All the three determinants displayed similar correlation like overall egoless behavior. SGPA seemed to have stronger correlation with both the sets as compared to CGPA with the same rationale as applied to the overall egoless behavior. Further, the coding set has stronger correlations than the generic set.
Reliability Assessment for 'Team-Assessment'
We also checked consistency of team rating by using Cronbach Alpha and have showed them in Table 6 .
Since alpha values for both the sets were found to be equal to or greater than 0.70, the instrument was judged to be reliable 19 . 
Validation: Analysis and Interpretation of 'Team-Assessment'
It is important, especially in team situations, to validate one's self-assessment. We, therefore, presented a report to each individual indicating his self-rating, and average and standard deviation of team's rating for each question and at aggregate level.
We did one-way stacked ANOVA (Tukey Method) to find grouping between different factors and provided that in table 7. Unlike the self-assessment, the team-assessment had a smaller range and did not result in explicit groupings. Doing this over a longer time period may bring out differences. We also correlated the average of all the factors with Semester Grade Point Average (SGPA), Cumulative Grade Point Average (CGPA) and student gender, the determinants that are traditionally linked to egoless behavior. The Minitab output for different correlations is shown in Table 8 . It is clear that gender is not correlated with overall egoless behavior as assessed by the team. SGPA and CGPA are negatively correlated with overall egoless behavior. The SGPA seems to have more negative correlation than CGPA as it (SGPA) depends only on the latest performance level.
Further, we also correlated the average of coding related and generic sets with Semester Grade Point Average (SGPA), Cumulative Grade Point Average (CGPA) and Gender. The Minitab output for different correlation is shown in Table 9 . All the three determinants displayed similar correlation like overall egoless behavior. SGPA seemed to have stronger correlation with both the sets as compared to CGPA with the same rationale as applied to the overall egoless behavior. Further, the coding set has stronger correlations than the generic set.
We also ran 2 sample t-test for self and team assessments for coding specific, generic and overall questions. We found p value in those tests to be 0.98 and 0.15 and 0.34, respectively. In all the cases, null hypothesis was not rejected i.e. there was no statistical difference between self-assessments and team-assessments. The reason may be, unlike self-assessment, we had a smaller variation in the teamassessments. Doing this over a longer time period may bring out differences.
Conclusion
Software engineering has become an all pervasive discipline with practically every enterprise relying on it. While software engineering holds a huge promise, it is plagued with problems and is unable to deliver the expected performance in terms of productivity, quality and turnaround times. This challenge, we believe, requires an interdisciplinary approach. This human intensive branch of engineering needs to move beyond traditional initiatives in the processes and technology dimensions and start working at the intersection of human sciences and software engineering. The open source movement has been practicing egoless software engineering and reaping huge benefits. But the commercial houses are lagging behind and are missing a great opportunity.
We have taken a step towards working at the intersection of human sciences and software engineering by proposing a multi-stage approach for developing egoless software engineers and discussing the first two stages of the approach of creating self-awareness and validating it. Our experiment in a software engineering course of a junior class of computer engineering program has proved that the approach holds promise. Many students, during the course-end feedback, mentioned the experiment amongst one of the things that they had liked the most. The instrument used for assessing the behavior is reliable and provides results that intuitively make sense. Both sets of the instrument -coding specific and genericare correlating negatively with academic performance. We found that there was no statistical difference between self-assessments and team-assessments.
Based on the instrument, teams can do self-and team-assessment to create egoless index of each individual and team. An appropriate action plan, including changes in the team, can be prepared to improve team indices to increase chance of better performing teams. We need to devise and execute Page 26.1022.9
development plans based on the assessments and check their impact. Further, we have to evaluate the effect of the changes in the assessments on performance of teams and organizations. We also need to carry out experiments in different settings -including geographical areas, various types of software houses -and validate the findings. Owing to different team dynamics -based on many factors such as project at hand, team members and organizational culture -individual measurements need to be carried out in many different projects to increase their credibility. In that sense, our approach is still "work in progress" and will mature as we move forward. At that stage, it may be applied to pertinent activities of other engineering branches. We are sure, though, that the work done so far can open avenues for further research to analyze team compositions and people dynamics in projects and help software organizations maximize their performance.
