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Challenges in this context mean situations with state management that are common or 
particularly challenging. Solutions are examples of how challenges can be solved or 
best practices found during the development and research. Data for this study was ob-
tained through publications of the industry and the author’s first-hand experience. In 
this thesis multiple real life customer projects are used as an example. Code examples 
are also provided, in simplified form to improve readability. 
 
State management is a significant part of the development of a web application. In the 
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ERITYISSANASTO 
 
 
AJAX (Asynchronous JavaScript and XML) 
Tarkoittaa asiakasohjelman taustalla tehtäviä erillisiä HTTP-
kutsuja palvelinrajapintaan. 
Asiakasohjelma Sovellus, esimerkiksi verkkoselain, jonka toiminta perustuu 
sen lähettämiin kutsuihin toiselle sovellukselle. 
Avoin lähdekoodi Ohjelmistojen kehitysmenetelmä, johon kuuluu mahdollisuus 
tutustua lähdekoodiin ja muokata sitä, sekä vapaus käyttää oh-
jelmaa haluamaansa tarkoitukseen. 
DOM (Document Object Model) 
 Esimerkiksi HTML- tai XML-dokumenttia puumaisena ra-
kenteena käsittelevä alustasta ja kielestä riippumaton raja-
pinta. Mallissa jokainen solmu on objekti, joka esittää osaa 
dokumentista. 
ES (ECMAScript) Ecma Internationalin rekisteröity tavaramerkki standar-
doidulle JavaScriptille. Käytetään yleensä version kanssa, esi-
merkiksi ES6, ES2015 tai ES.Next. 
Funktionaalinen ohjelmointi 
Ohjelmointimalli, joka perustuu matemaattisten funktioiden  
  käyttöön. Funktionaalisessa ohjelmoinnissa funktiolla ei ole 
sivuvaikutuksia eli sen palauttama arvo on aina sama samoilla 
parametreilla. 
JSX React.js:n käyttämä ohjelmointikieli, joka mahdollistaa Ja-
vaScriptin kirjoittamisen XML-syntaksilla. 
Kirjasto Kokoelma, joka tarjoaa esimerkiksi valmiita funktioita tai 
luokkia sovelluksen käyttöön. 
Komponentti  Toisiinsa liittyviä funktioita tai dataa sisältävä resurssi. 
MVC-arkkitehtuuri (Model View Control) 
Sovellusarkkitehtuuri, jota käytetään verkkosovellusten to-
teuttamiseen. 
NPM-rekisteri (Node Package Manager) 
 Maailman suurin runsaasti avoimen lähdekoodin kirjastoja si-
sältävä ohjelmistorekisteri. 
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Näkymä Sovellusarkkitehtuurin osa, joka määrittää käyttöliittymän ul-
koasun ja kuinka tieto näytetään käyttäjälle. 
Ohjelmistokehys (framework) 
 Käyttäjän kirjoittamalla koodilla muutettavat perustoiminnot 
tarjoava abstraktio. Tarjoaa standardin sille, kuinka sovellus 
kehitetään ja otetaan käyttöön. 
Renderointi  Kuvan luominen mallista ohjelmiston avulla. 
Reititys  Algoritminen reitin valitseminen. 
Reititin  Kirjasto, joka hallitsee sovelluksen reititystä. 
Sivuvaikutus (side effects) Tilan muutoksen yhteydessä tapahtuvat muut toiminnot. 
Tila (state) Sovelluksen tila. Sisältää tietoa siitä, miltä sovelluksen tulee 
näyttää tai miten sen tulee toimia kullakin hetkellä. 
Täyteteksti (boiler plate) Tehtävien suorittamiseen vaadittava muuttumaton tai vähäi-
sesti muuttuva koodi. 
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1 JOHDANTO 
 
 
Tarve tälle opinnäytetyölle on lähtöisin tarpeesta kartoittaa parhaita toimintatapoja 
React.js-verkkosovellusten tilan (state) hallinnassa. JavasScript-pohjaiset dynaamiset 
verkkosovellukset ovat suhteellisen uusi käsite, joten aiheesta ei ole kertynyt alalla run-
saasti kokemusta ja aineistoa. Tilan hallinta verkkosovelluksessa koostuu loogisista ra-
kenteista ja rakenteiden pohjalta kirjoitetusta koodista sekä käytetyistä työkaluista, kuten 
kirjastoista. 
 
Opinnäytetyön tavoite oli tutkia, miten tilan hallinta tulisi ottaa huomioon React.js-poh-
jaisen verkkosovelluksen suunnitteluvaiheessa. Lisäksi tutkittiin yleisiä ja poikkeukselli-
sen haastavia tilanteita tilan hallinnassa ja kartoitettiin parhaita toimintatapoja näiden on-
gelmien välttämiseksi ja ratkaisemiseksi. Opinnäytetyön tarkoituksena oli tarjota nämä 
toimintatavat lukijalle tapaus- ja koodiesimerkkien avulla. Luettuaan työn lukijalla on 
konkreettinen tapa jakaa React.js-verkkosovellus komponentteihin, käsitys siitä milloin 
kannattaa käyttää komponentin sisäistä tilaa ja esimerkki siitä, miten reittiä voi käyttää 
tilana. Lisäksi lukijalle tarjotaan kaksi erilaista tapaa hallita modaali-ikkunoita sovelluk-
sessa. 
 
Opinnäytetyö käsittelee nimenomaisesti React.js-verkkosovelluksen tilan hallintaa. Toi-
mintatavat soveltuvat mahdollisesti osittain tai täysin myös muunlaisiin verkkosovelluk-
siin. React.js-kirjastoa käsitellään työssä siltä osin kuin se on olennaista tilan hallinnalle 
ja esimerkkien ymmärtämiseksi. Aihe rajattiin näin, jotta pystyttiin keskittymään tilan 
hallintaan nimenomaisesti React.js-verkkosovelluksessa ilman, että jouduttiin käsittele-
mään liikaa erilaisten verkkosovellusten arkkitehtuureja. Muihin tekniikoihin perustuvia 
verkkosovelluksia käsiteltiin kevyesti vertailun vuoksi. 
 
Eri ratkaisuja on havainnollistettu esimerkein, jotka kehitettiin React.js-kirjaston avulla 
ja käyttäen JavaScript-ohjelmointikieltä. Siksi lukijalta edellytetään ohjelmoinnin perus-
teiden, JavaScript-ohjelmointikielen ES6-syntaksin sekä React.js-kirjaston ymmärtä-
mistä. 
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2 VERKKOSOVELLUS 
 
 
Tässä luvussa esitellään, mikä verkkosovellus on ja millaisista osista se koostuu. Lisäksi 
esitellään verkkosovelluksen tila, sekä yleisimmät tilan hallintaan käytettävät kirjastot. 
 
 
2.1 Yhden sivun arkkitehtuuri  
 
Verkkosovelluksella ja yhden sivun arkkitehtuurilla tarkoitetaan yleisesti verkkoon tar-
koitettua sovellusta. Näitä sovelluksia käytetään verkkoselaimen kautta kuten tavallisia 
verkkosivuja, mutta niiden käyttö on dynaamisempaa ja ne vastaavat enemmän perintei-
sen natiivin työpöytä- tai mobiilisovelluksen käyttämistä. 
 
Suurin ero perinteisen verkkosivun ja verkkosovelluksen välillä on sivujen vaihtamisen 
ja lataamisen vähäinen määrä verkkosovelluksessa. Verkkosovellus hyödyntää runsaasti 
AJAX-kutsuja. Avattaessa verkkosovellus ensimmäistä kertaa, ladataan yleensä HTML-
runko ja -elementti, jonka sisälle sovellus renderoidaan, sekä sovelluksen vaatimat Ja-
vaScript-tiedostot. 
 
Renderointi tarkoittaa sovelluksen näyttämistä käyttäjälle selaimessa annetun mallin pe-
rusteella. Tämän jälkeen sovelluksen logiikka toimii selaimessa ja sovelluksen vaatima 
data haetaan palvelimelta AJAX-kutsujen avulla. Näin ollen suurin osa sivujen renderoin-
nista tapahtuu asiakaspuolella (client) palvelimen sijaan. (Code School n.d.) 
 
 
2.2 Verkkosovelluksen tekniikat 
 
Koska verkkosovelluksen logiikka on runsaampaa kuin perinteisen verkkosivuston, tar-
vitaan enemmän JavaScript-koodia logiikan käsittelyyn. Verkkosovellusten toteutusta 
varten on olemassa useita sovelluskehyksiä ja kirjastoja. Tällä hetkellä suosituimpien jou-
kossa ovat Angular.js ja React.js. Ensimmäinen versio Googlen kehittämästä Angularista 
julkaistiin vuonna 2009, jolloin se oli aikaansa edellä. Angularin avulla saatiin ratkaistua 
monia silloisia ongelmia, jotka on nyt ratkaistu jo JavaScript-ohjelmointikielen tasolla 
ES6:n avulla (Code School n.d.). 
9 
 
Suosiotaan on kasvattanut radikaalisti Facebookin kehittämä ja ylläpitämä React.js. 
React.js on JavaScript-kirjasto, eikä se itsessään ota kantaa sovelluksen muuhun arkki-
tehtuuriin, toisin kuin Angular.js-sovelluskehys. Tämän takia Reacti.js-kirjaston ansiosta 
on kehitetty useita avoimen lähdekoodin kirjastoja, joiden avulla pystytään hallitsemaan 
esimerkiksi React-sovelluksen näkymien reititystä ja tilaa. 
 
Ilmestyessään Angular keskittyi hyödyntämään MVC-arkkitehtuuria, jossa koodissa py-
ritään erottamaan näkymä ja muu sovelluksen logiikka. React taas pyrkii yhdistämään 
nämä niin sanotulla komponenttipohjaisella ajattelulla. React hyödyntää virtuaalista 
DOM-puuta, jossa käsitellään DOMissa tapahtuvat muutokset. Muutokset optimoidaan 
ennen niiden suorittamista. Virtuaalisen DOMin avulla React päivittää ainoastaan muut-
tuneet elementit ja näin suorituskyky paranee merkittävästi. Reactin myötä myös Angular 
ja muut vanhemmat sovelluskehykset ovat siirtyneet komponenttipohjaiseen ohjelmoin-
titapaan ja hyödyntävät virtuaalista DOMia.  
 
 
2.3 Palvelinrajapinta 
 
Verkkosovellus vaatii toimiakseen ainakin yhden palvelimen. Palvelimelta lähetetään so-
velluksen tarvitsema JavaScript ja HTML. HTML sisältää vähintään yhden elementin, 
jonka sisälle muu sovellus renderoidaan. Tämän lisäksi yleensä on olemassa erillinen pal-
velinrajapinta, jonka kautta sovelluksen vaatima data pyydetään ja sovelluksessa muo-
kattu data vastaavasti lähetetään takaisin palvelimelle tallennettavaksi. Tämä toteutetaan 
AJAX-kutsujen avulla. AJAX on hyödyllinen kehittäjälle, sillä sen avulla pystytään lu-
kemaan dataa palvelimelta sivun lataamisen jälkeen, päivittämään verkkosivu lataamatta 
sitä uudestaan sekä lähettämään dataa palvelimelle taustalla (W3schools 2015).  
 
AJAX-kutsut ovat asiakasohjelman taustalla tehtäviä erillisiä HTTP-kutsuja palvelinra-
japintaan. Kutsujen yhteydessä siirretään dataa, joka voidaan tallentaa esimerkiksi verk-
kosovelluksen tilaan näytettäväksi käyttäjälle tai vastaavasti tallentaa palvelimen tieto-
kantaan. 
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2.4 Tila 
 
Tila voi sisältää esimerkiksi palvelimelta ladattua tai käyttäjän syöttämää dataa ja muuta 
tietoa sovelluksen tilasta. Esimerkiksi yksinkertaisessa tehtävälista-sovelluksessa vanhat 
syötetyt tehtävät ladataan palvelimelta tilaan, näytetään käyttäjälle sovelluksen näky-
mässä (view) ja käyttäjän syöttämät uudet tehtävät tallennetaan tilaan väliaikaisesti (ku-
vio 1). Vastaavasti esimerkiksi tieto siitä, onko käyttäjä kirjautunut sisään, on muuta tie-
toa sovelluksen tilasta ja voi vaikuttaa sovelluksen toimintoihin sekä siihen, mitä käyttä-
jälle näytetään. 
 
 
KUVIO 1. Palvelinrajapinnan, tilan, näkymän ja käyttäjän suhde verkkosovelluksessa 
 
React-sovelluksessa on useita tapoja hallita sovelluksen tilaa. React-komponentit tarjoa-
vat komponenttien sisäisen tilan, jolla on mahdollista toteuttaa yksittäisten komponent-
tien tilan lisäksi koko React-sovelluksen tilan hallinta. Sovelluksen laajentuessa tämä tapa 
muuttuu nopeasti hankalaksi. Siksi ongelman ratkaisemiseksi on kehitetty ulkopuolisia 
kirjastoja. Näistä suosituin on Flux-arkkitehtuuria ja filosofiaa noudattava Redux, joka 
on Facebookin kehittäjä Dan Abramovin luoma ja avoimen lähdekoodin yhteisön ylläpi-
tämä (Coleman 2016). 
 
Redux laajentuu erittäin hyvin, koska se hyödyntää funktionaalisen ohjelmoinnin periaat-
teita ja rajoittaa huomattavasti sitä, kuinka kehittäjä voi tilaa ylläpitää. Samasta syystä se 
on kuitenkin kohtalaisen hankala ja hidas omaksua, sisältää paljon täytetekstikoodia (boi-
lerplate) ja yleensä vaatii ylimääräisen kirjaston sivuvaikutusten hallintaan. Tästä syystä 
Reduxille on syntynyt kilpailevia vaihtoehtoja, joista yksi suosituimpia on kehitystaval-
taan perinteistä olio-ohjelmointia muistuttava MobX. (Waynyoike 2017; Wieruch 2017.) 
 
 
Palvelinra-
japinta 
Tila Näkymä Käyttäjä 
Käyttäjän 
 
AJAX 
11 
 
3 SOVELLUKSEN SUUNNITTELU JA TOTEUTUS 
 
 
Luvussa käsitellään verkkosovelluksen toteutukseen tarvittavat työkalut, sovelluksen ra-
kenne ja käsitellään sovelluksen tilan hallintaa. Työkalut tarjoavat esimerkkityökalut 
verkkosovelluksen toteutukseen, sovelluksen rakenteessa esitellään React.js-sovelluksen 
ideaalinen komponenttirakenne ja tilan hallinnassa vertaillaan kahta yleisintä tilan hallin-
taan käytettävää kirjastoa. 
 
 
3.1 Työkalut 
 
Verkkosovellusten kehittämiseen on olemassa lukuisia työkaluja, joiden tarkoituksena on 
helpottaa kehittämistä, lisätä sovelluksen suorituskykyä ja vähentää virheitä koodissa. 
Työkalut valitaan yleensä vaatimusten sekä kehittäjän tottumusten mukaan. Seuraavat 
esimerkeiksi valitut työkalut ovat opinnäytetyön tekijän hyviksi havaitsemia ja niitä on 
käytetty useissa onnistuneissa asiakasprojekteissa. 
 
 
3.1.1 Yarn 
 
Suosituin JavaScript-paketinhallintatyökalu on NPM, joka tarjoaa pääsyn yli 300 000 pa-
kettiin NPM-rekisterissä. Yli viisi miljoonaa kehittäjää käyttää rekisteriä ja sinne tehdään 
jopa viisi miljardia latausta kuukaudessa. Facebookilla NPM:ää käytettiin onnistuneesti 
vuosia, mutta kun koodipohja ja kehittäjien määrä kasvoi, törmättiin ongelmiin johdon-
mukaisuussa (consistency), turvallisuudessa ja suorituskyvyssä. Avoimeen lähdekoodiin 
perustuva Yarn syntyi tarpeesta hallita riippuvuuksia (dependencies) luotettavammin. 
Yarn toteutettiin yhteistyössä Facebookin, Exponentin, Googlen ja Tilden kanssa. Yarnin 
avulla on edelleen pääsy NPM-rekisteriin, mutta se asentaa paketit nopeammin ja huo-
lehtii riippuvuuksista NPM:ää johdonmukaisemmin (consistently). (McKenzie, Naka-
zawa & Kyle 2016.) 
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3.1.2 Webpack 
 
Webpack on avoimeen lähdekoodiin perustuva JavaScript-moduulien niputtaja (bundler). 
Webpack etsii moduulit, joilla on riippuvuuksia, ja luo niistä staattisia tiedostoja. 
Webpackin avulla voidaan toteuttaa myös automatisoitujen tehtävien suorittaminen. 
Webpack sisältää yksinkertaisen Node.js-kehityspalvelimen, joka tarjoilee sovelluksen 
selaimelle ja tarkkailee tapahtuneita muutoksia koodissa sekä päivittää selaimen auto-
maattisesti muutosten tapahtuessa. Webpack vaatii konfiguraatiota, mutta erinäisten lii-
tännäisten avulla se mahdollistaa monenlaisten tehtävien suorittamisen. 
 
 
3.1.3 React.js 
 
React.js on JavaScript-kirjasto käyttöliittymien toteuttamiseen. React helpottaa suurten 
verkkosovellusten toteutusta. Reactin avulla sovelluksissa tapahtuvat datan muutokset 
voidaan näyttää lataamatta sivua uudestaan. React.js on komponenttipohjainen. Kom-
ponentit pystyvät hallitsemaan omaa tilaansa ja tämän avulla tuottamaan monimutkaista 
logiikkaa vaativia käyttöliittymiä. (Facebook Inc. 2017.) 
 
React.js on itsenäinen näkymäkirjasto ja muut teknologiat ovat siitä riippumattomia. 
Tästä syystä React-sovellus tarvitsee yleensä Reactin lisäksi muita kirjastoja laajentuak-
seen. Kirjastoja on hyvin tarjolla ja ne ovat yleensä hyvin yhteensopivia Reactin kanssa. 
 
React-router on yleisesti Reactin kanssa käytettävä avoimen lähdekoodin reitityskirjasto. 
React-routerilla voi suorittaa monenlaisia reititystehtäviä. Yksinkertaisimmillaan se tar-
joilee selaimelle URL:n perusteella tietyn React-komponentin. React-router on erittäin 
suosittu ja toimii hyvin yhdessä Reactin kanssa. 
 
 
3.1.4 MobX 
 
Vaikka React-sovelluksen tilaa on mahdollista hallita React-komponenttien tilalla, sovel-
luksen laajentuessa tilan hallinta tällä tekniikalla muuttuu hyvin hankalaksi. Siksi useim-
missa React-sovelluksissa käytetään ulkopuolista kirjastoa sovelluksen tilan hallintaan. 
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Yleisin tähän käytettävä kirjasto on Redux, mutta MobX on muodostunut varteenotetta-
vaksi vaihtoehdoksi. 
 
MobX:n kehitysfilosofia muistuttaa läheisesti olio-ohjelmointia. Käytettäessä MobX:ää 
muodostetaan JavasScript-luokkia, niin kutsuttuja varastoja (store), joista luotujen objek-
tien sisäiset muuttujat muodostavat sovelluksen tilan. Luokkien sisällä voidaan määrittää 
action-funktioita, joilla tilaa muokataan. Muuttujien arvon muokkaaminen ilman action-
funktioita on mahdollista, mutta MobX tarjoaa tämän estämiseksi useStrict-funktion. 
UseStrictin käyttö on erittäin suositeltavaa, koska se pakottaa kehittäjän noudattamaan 
parhaita tilanhallinnan toimintatapoja. 
 
MobX käyttää koristelijoita (decorators), jotka olivat pitkään kokeilullinen syntaksi Ja-
vaScriptiin, mutta ovat sittemmin varmistuneet pysyväksi ominaisuudeksi ES.Next:iin. 
Koristelijoiden käyttö ei ole pakollista MobX:n kanssa, mutta se vähentää huomattavasti 
täytetekstikoodin määrää (kuva 1). 
 
 
KUVA 1. Esimerkki JavaScriptin ES.Next koristelijoita (decorators) käyttävästä MobX 
varastosta 
 
 
3.2 Näkymä, rakenne ja komponentit 
 
React.js-sovellus koostuu komponenteista. Kokemattomalle kehittäjälle ei ole välttämättä 
selvää, miten Reactin komponenttipohjaisuutta kannattaisi hyödyntää. Dan Abramovin 
(2015) mukaan komponenttien jaotteluun on olemassa yksinkertainen kaava, joka on erit-
täin hyödyllinen kirjoitettaessa React-sovellusta. 
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React-komponentit kannattaa jaotella kahteen kategoriaan, presentational- ja container-
komponentteihin. Presentational-komponentit vastaavat siitä, miltä sovellus näyttää. Ne 
eivät sisällä sovelluslogiikkaa eivätkä ota kantaa siihen, miten dataa ladataan, mutta sen 
sijaan ne sisältävät tyylejä ja näyttävät dataa. Vastaavasti Container-komponentit vastaa-
vat siitä, kuinka asiat toimivat ja yleensä sisältävät ja muokkaavat tilaa, mutta eivät sisällä 
tyylejä. (Abramov 2015.) 
 
Hyödyntämällä tätä yksinkertaista ajattelutapaa komponenteista, sovellus saa loogisen ra-
kenteen. Kehityksessä myös vältytään ristikkäisiltä riippuvaisuuksilta, jotka aiheuttavat 
helposti ohjelmointivirheitä ja vaikeuttavat virheiden poistoa. Abramovin (2015) mukaan 
ideaalitilanteessa React-sovelluksessa jokainen erillinen näkymä on tilattomia presenta-
tional-komponentteja sisältävä container-komponentti (kuvio 2; kuva 2) kunnes tarve yli-
määräisille container-komponenteille ilmenee. 
 
 
KUVIO 2. React-sovelluksen ideaali komponenttirakenne 
 
Container 
Presentational 
Presentational 
Presentational Presentational Presentational 
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KUVA 2. Koodiesimerkki ideaalista komponenttirakenteesta React-sovelluksessa 
 
Kun rakennetta tarkastellaan tilan näkökulmasta, ideaalitilanteessa container-kompo-
nentti on yhdistetty esimerkiksi MobX-varastoon ja se sisältää kaikki tarvittavat funktiot 
datan ja tilan hallintaan. Tämän jälkeen näytettävä data ja tarvittavat funktiot lähetetään 
presentational-komponenteille niin kutsuttuina ominaisuuksina (props). Reactin ominai-
suudet kirjoitetaan JSX-elementteihin attribuutteina. Komponentit, jotka ovat käytän-
nössä JavaScript-funktioita, saavat this.props-objektin parametrina, joka sisältää avain-
arvo -pareina JSX-elementille attribuutteina välitetyt arvot (kuva 3). 
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KUVA 3. Esimerkki laajennetusta container-komponentista 
 
 
3.3 Tilan hallinta 
 
3.3.1 Vaihtoehtoiset menetelmät 
 
React-sovelluksen tilan hallintaan on käytännössä kaksi vaihtoehtoa: pelkästään React-
komponenttien tila tai React-komponenttien tila sekä erillinen globaalin tilan mahdollis-
tava tilan hallintaan tarkoitettu kirjasto. Teoriassa on mahdollista käyttää pelkästään ul-
kopuolista kirjastoa tilan hallintaan. Käytännössä se ei ole kuitenkaan suositeltavaa, 
koska se tekisi globaalista tilasta valtavan ja sen jaottelu olisi hyvin hankalaa. 
 
Kuten luvussa 2 mainittiin, Redux on selkeästi suosituin tilanhallintakirjasto (Coleman 
2016). Redux perustuu Flux-arkkitehtuuriin ja funktionaaliseen ohjelmointiin. Flux on 
filosofia tilan hallintaan ja siinä on kaksi periaatetta: “Single source of truth” ja “One way 
data flow”. “Single source of truth” tarkoittaa käytännössä sitä, että jokainen sovelluksen 
tilaan liittyvä tieto löytyy ainoastaan yhdestä paikasta, josta se jaetaan koko sovellukselle. 
Näin kaikki komponentit osaavat renderoida saman logiikan mukaan. “One way data 
flow” taas kuvastaa sitä, että tila jaetaan esimerkiksi React-komponenteille ominaisuuk-
sina (props) ja sitä muutetaan yhden reducer-funktion kautta. Näin ollen kaikki tilan muu-
tokset tapahtuvat samaa reittiä ja hallitusti (kuvio 3). (Redux n.d.) 
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KUVIO 3. Flux-arkkitehtuurin “one way data flow” -malli (Facebook Developers 2014) 
 
Reduxin tilan muutoksiin käytettävät dispatcher-funktiot ovat puhtaita funktioita. Tämä 
tarkoittaa sitä, että aina samalla syötteellä funktio palauttaa saman lopputuloksen. 
Reduxissa tila ei ole muuttuva (mutable), toisin sanoen tilaobjektia ei muuteta, vaan se 
korvataan uudella tilaobjektilla jokaisen tilan muutoksen yhteydessä. Reducer-funktiot 
ottavat edellisen tilan ja actionin, minkä jälkeen ne palauttavat uuden tilaobjektin (kuva 
4). Facebook perustuu Reduxiin, joten se on todistetusti hyvä valinta sovellukseen, mikäli 
sovelluksen täytyy laajentua valtavasti. (Redux n.d.) 
 
 
KUVA 4. Esimerkki Reduxin action creator- ja reducer-funktioista. 
 
 
  
Action 
Dispat-
cher 
Store View 
Action 
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3.3.2 React.js ja MobX 
 
MobX:n kanssa ei tarvitse tuntea funktionaalista ohjelmointia. Funktionaalinen ohjel-
mointi on kasvava filosofia, mutta tuntematon suurimmalle osalle JavaScriptin käyttäjistä 
ja termit kuten muuttumaton (immutable) voivat olla vieraita. Olio-ohjelmointitaustaisille 
henkilöille voi olla helpompaa omaksua MobX:n periaatteet. (Wieruch 2017.) 
 
Redux hyödyntää funktionaalista ohjelmointia, jossa reducer-funktioiden avulla muoka-
taan varasto-objektin sisältämää dataa palauttamalla aina uusi varasto-objekti. MobX:ssä 
varastot ovat luokkia ja niiden sisältämää dataa muokataan suoraan tai action-funktioiden 
avulla (kuva 5). Action-funktiot muistuttavat perinteisiä olio-ohjelmoinnissa käytettäviä 
set-funktioita, joiden kautta muutetaan luokan sisäisen muuttujan arvoa. MobX mahdol-
listaa useStrict-funktion käytön, mikä on erittäin suositeltavaa. Tällöin kaikki muutokset 
tilaan täytyy tehdä actioneiden kautta ja kuten kuvasta 4 huomataan, tällöin vältytään 
mahdollisilta virheellisiltä tilan muutoksilta paremmin, koska action-funktiossa tarkiste-
taan se, että syötetty arvo ei voi olla pienempi kuin nolla. 
 
 
KUVA 5. Datan muokkaaminen suoraan tai action-funktiolla. 
 
Yksi MobX:n etu verrattuna Reduxiin on täytetekstikoodin määrä. Tämä tulee esille eri-
tyisesti tahdistamattomien (asynchronous) toimintojen yhteydessä (liite 1). 
 
Molemmissa esimerkeissä toteutetaan samat tehtävät: päivitetään käyttöliittymän loa-
ding-tila, haetaan data tahdistamattomasti ja käsitellään poikkeukset sekä päivitetään tila. 
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Esimerkissä Redux vaatii 33 riviä koodia ja MobX ainoastaan 14 saman tehtävän hoita-
miseen (Waynyoike 2017). Koska Redux pakottaa kehittäjän noudattamaan tiettyä filo-
sofiaa ja periaatteita, se ratkaisee ongelmia kehittäjän puolesta ja siksi laajentuu tehok-
kaasti. Mikään ei kuitenkaan estä käyttämästä MobX:ää laajassa sovelluksessa, mutta se 
edellyttää kehittäjätiimiltä tarkempaa koodin ja arkkitehtuurin suunnittelua. 
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4 TAPAUSESIMERKIT 
 
 
Tässä luvussa esitellään esimerkkien avulla yleisiä, toistuvia ja haastavia tapauksia tilan-
hallinnassa. Tapauksissa käytetään useita asiakasprojekteja. Koodiesimerkit on yksinker-
taistettu lukemisen helpottamiseksi ja muutettu tekijänoikeussyistä.  
 
 
4.1 Ominaisuudet vai tila - parhaat toimintatavat 
 
Joissakin tilanteissa yksi tilallinen container-komponentti ei riitä näkymässä. Tällöin on 
lisättävä tilallinen komponentti ketjuun (kuvio 4). 
 
 
KUVIO 4. Useampi tilallinen komponentti näkymässä 
 
Huomattiin tilanteita, joissa on lisättävä useampi tilallinen komponentti näkymään. Ylei-
simpiä tilanteita olivat sellaiset, joissa jokin komponentti kasvoi ja vaati runsaasti logiik-
kaa tai komponentti sisälsi monimutkaista logiikkaa, joka oli olennaista ainoastaan kysei-
selle komponentille ja sen lapsille. Parhaaksi toimintatavaksi huomattiin, että kehitetään 
komponenttia tilattomana, kunnes havaitaan kehittämisen olevan hankalaa tai mahdo-
tonta, jolloin uudelleen kirjoitetaan komponentti tilalliseksi. Toimintatapa on myös Ab-
ramovin (2015) suosittelema. 
 
Tilallinen 
Tilallinen Tilaton 
Tilaton Tilaton Tilaton 
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4.2 MobX-varasto vai komponentin tila 
 
Jos jokin tila kuuluu selkeästi ainoastaan yksittäiselle komponentille tai näkymälle, kuu-
luu se komponentin tilaan. Yleinen hyväksi havaittu toimintatapa on pyrkiä pitämään yksi 
tilallinen container-komponentti, jossa hallitaan näkymän tilan muutoksia. Tämä tapa on 
havaittu hyväksi siksi, että tällöin kaikki komponentit jakavat saman tilan, ja vältytään 
tilanteilta, joissa samassa näkymässä komponenttien tila eroaa toisistaan.  
 
MobX:n varaston avulla on hyvä suorittaa kaikki kutsut rajapintaan ja säilyttää vastauk-
sena saatava data. Tämä on sellaista dataa, jota todennäköisesti näytetään ja muokataan 
useammassa näkymässä.  Näin varasto toimii rajapinnan ja asiakassovelluksen välissä. 
Tyypillistä varastossa säilytettävää varsinaista käyttöliittymän tilaa ovat esimerkiksi 
käyttäjätiedot ja auktorisointiin liittyvät valtuudet (tokens) sekä tieto siitä, onko AJAX-
kutsu käynnissä. Tämän avulla voidaan esimerkiksi renderoida latausikoni palautteeksi 
käyttäjälle (liite 2). 
 
 
4.3 Reitti tilana 
 
Joskus verkkosovelluksen vaatimuksiin kuuluu mahdollisuus jakaa linkki tai osoiteriviltä 
jonkin näkymän tiettyyn tilaan. Tämä on mahdotonta toteuttaa varsinaisilla tilan hallin-
taan käytettävillä kirjastoilla, mutta esimerkiksi react-routerilla se on mahdollista. React-
router v4 antaa muun muassa kaksi tapaa säilyttää tilaa: params-objekti ja search-merk-
kijono. Params-objekti saa sisältönsä, kun kirjoitetaan osoitteeksi esimerkiksi “/halut-
tuosoite/:id?search=haluttuhakuarvo”. Tällöin reititin asettaa params-objektille avaimen 
“id” sekä arvon, joka on syötetty osoiteriville id:n paikalle. Search-merkkijono saa arvok-
seen kaiken sen, mitä osoiteriville kirjoitetaan kysymysmerkin jälkeen. 
 
Sovelluksia kehitettäessä huomattiin, että mikäli tilaa säilytetään URL:ssä sekä kompo-
nenttien sisäisessä tai globaalissa tilassa, on tärkeintä noudattaa “single source of truth” -
periaatetta. Oltiin tilanteessa, jossa oli kolme samaa AJAX-kutsua laukaisevaa toimintoa 
(kuva 6). Aiemmin jokaisella toiminnolla annettiin fetch-funktiolle hakuparametrit para-
metreina. Tämä aiheutti tilanteen, jossa tilaa oli erittäin hankala säilyttää vakaana ja lo-
giikka kasvoi valtavasti, koska jokainen erilainen toiminto huomioi muiden toimintojen 
mahdollisesti aiheuttamat tilan muutokset. Fetch-funktio uudelleen kirjoitettiin siten, että 
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eri toiminnot muuttavat ainoastaan URL:ää ja “componentWillReveiveProps”-elinkaari-
metodissa (lifecycle method) tarkistetaan, onko uudelle kutsulle tarvetta. Fetch-funkti-
ossa haun parametrit katsotaan URL:stä. Tämä poisti sovellukselta mahdollisuuden antaa 
väärät parametrit, jolloin tila ei toiminut odotetulla tavalla. 
 
 
KUVA 6. Keskitetty hakulogiikka reitin muutosten perusteella 
 
 
4.4 Modaali-ikkunat 
 
Modaali-ikkuna on verkkosivulla tai verkkosovelluksessa päänäkymästä erillään oleva 
ikkuna. Modaali-ikkuna avautuessaan estää pääikkunan käytön ennen kuin käyttäjä on 
reagoinut modaali-ikkunaan. Modaali-ikkunoiden hallinta on esimerkki mahdollisesti 
monimutkaisesta tilan hallinnasta. Modaali-ikkunan toteutusta suunniteltaessa on hyvä 
selvittää, onko modaali-ikkuna globaali vai vahvasti osa tiettyä näkymää, onko modaali-
ikkuna ainoastaan informatiivinen vai sisältääkö se esimerkiksi lomakkeen, ja onko mo-
daali-ikkunoita useita. 
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Seuraavissa luvuissa käsitellään kaksi esimerkkiä: Tilanne jossa modaali-ikkuna kuuluu 
tiettyyn näkymään sekä globaali modaali-ikkuna. 
 
 
4.4.1 Paikallinen modaali 
 
Jos modaali-ikkuna kuuluu osaksi tiettyä näkymää, on sen renderointilogiikkaa parasta 
hallita kuten mitä tahansa muuta komponenttia. Modaali-ikkunasta luodaan oma kompo-
nenttinsa, jolle välitetään tarvittavat ominaisuudet. Sitä, renderoidaanko modaali-ikkuna 
osaksi näkymää, hallitaan ylimmän container-komponentin tilassa. Muiden komponent-
tien avulla avataan modaali-ikkuna ja renderoidaan modaali-ikkunaan syötettyä dataa. 
(Liite 3.) Vaihtoehtoinen tapa hallita modaali-ikkunan näyttämistä on esimerkiksi tyylien 
avulla. Tällöin logiikka poikkeaa muista komponenteista ja näin ollen aiheuttaa hämmen-
nystä ja vaikeuttaa jatkokehitystä. 
 
Tässä opinnäytetyössä havaittiin, että modaali-ikkunan avaamisen ja sulkemisen hallinta 
kannattaa pitää erillisissä funktioissa, sillä useimmiten tätä logiikkaa tarvitaan eri pai-
koissa. Näin vältytään mahdollisesti virheelliseltä toiminnalta, jossa esimerkiksi avaa-
nappi sulkeekin ikkunan. Modaali-ikkunan sisältämän lomakkeen sen hetkinen tila tal-
lennetaan ylimmän komponentin tilaan (kuva 10), josta se lopulta käsitellään halutulla 
tavalla. Tässä esimerkissä objektien sisältämä data renderoidaan listaan (kuva 12). Näin 
voidaan päättää esimerkiksi se, säilytetäänkö data modaali-ikkunan sulkeutuessa seuraa-
vaa avautumista varten. 
 
 
4.4.2 Globaali modaali-ikkuna 
 
Globaalin modaali-ikkunan hallinta on huomattavasti paikallista monimutkaisempaa. 
Koska ikkuna ei ole enää paikallinen, ei ole loogista container-komponenttia, jossa mo-
daali-ikkunan tilaa hallittaisiin. Toimivaksi toimintatavaksi huomattiin modaali-ikkunoi-
den renderointi higher-order -komponentissa, jonka avulla ne yhdistetään halutun näky-
män komponenttiin (liite 4). Higher-order -komponentti (HOC) on edistynyt React-tek-
niikka, jonka avulla voidaan uudelleen käyttää Reactin komponenttien logiikkaa. HOC:t 
eivät ole osa Reactin rajapintaa (API), vaan Reactin komponentiaalisesta rakenteesta syn-
tyvä malli. (Facebook Inc. 2017.) 
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5 POHDINTA 
 
 
Tilan hallinta on pysyvä osa verkkosovellusten kehittämistä. Siihen ei ole yhtä ja oikeaa 
tapaa tai tekniikkaa. Kehittäjän ja tiimin mieltymykset sekä sovelluksen ja asiakkaan vaa-
timukset vaikuttavat kirjaston valintaan.  
 
Kun saatiin kokemusta sekä Reduxista sekä MobX:stä, koettiin, että MobX toteuttaa sen, 
mitä useassa lähteessä luvataan: MobX:llä kehittäminen on nopeampaa, kevyempää ja se 
vaatii vähemmän täytetekstikoodia. Kun pienen muutoksen tekeminen Reduxilla tarkoit-
taa usein neljän tiedoston muuttamista, MobX:llä riittää useimmiten yksi. Reduxilla ke-
hittäminen on kuitenkin opettanut tilan hallintaan liittyvät parhaat toimintatapamallit, 
jotka säilyvät MobX:ään siirryttäessä. 
 
Asioita, joita kannattaa kokemuksen perusteella huomioida MobX:llä kehittäessä: On 
hyvä käyttää useStrict-funktiota, mikä pakottaa kaikki tilan muutokset action-funktioiden 
sisälle ja automaattisesti vähentää näin riskejä. Toimintatapa muistuttaa olio-ohjelmoin-
nin set-funktioiden käyttöä. Lisäksi kaikki React-komponentit kannattaa koristella tark-
kailijoiksi (observer), sillä tämä varmistaa sen, että kaikki komponentit päivittyvät oikein 
tilan muuttuessa. Tapa on hyväksytty sekä suositeltu MobX:n dokumentaation (2017) 
mukaan. 
 
Työn tulokset perustuvat kirjallisten lähteiden lisäksi yhden kehittäjän ja hänen tiiminsä 
kokemukseen. Vaikka työssä on pyritty poimimaan yleisiä ja toistuvia ongelmia, ei voida 
poissulkea mahdollisuutta, että ongelmat ovat yleisiä ainoastaan tiimin sisällä. Koska 
työllä ei ole varsinaista toimeksiantajaa, vaan tarve sille perustuu yleiseen tarpeeseen 
alalla, voidaan luottaa siihen, että työn tarkoituksena ei ole johdatella lukijaa tietyn tahon 
haluamaan näkemykseen. 
 
Yleisiä parhaita toimintatapoja löydettiin työssä kohtalaisesti. Tiettyjä tapauksia karsittiin 
pois, koska niitä ei voitu varmistaa yleisesti toistuviksi muista lähteistä. Vaikka tapausesi-
merkkien ja suositeltujen parhaiden toimintatapojen määrä jäi vähäiseksi, on niillä val-
tava vaikutus sovelluksen toimivuuteen ja kehityksen helppouteen, mikäli toimintatapoja 
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noudatetaan. Jos työtä jatkettaisiin, olisi hyödyllistä haastatella muita kehitystiimejä kir-
jallisten lähteiden lisäksi, jotta saataisiin kerättyä lisää aineistoa ja vahvistettua ongelmien 
yleisyys ja toistuvuus. 
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Liite 2. Tahdistamattomien kutsujen hallinta ja komponenttien renderointi tilan näkökul-
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Liite 3. Näkymään sidotun modaalin renderointilogiikan hallinta 
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Liite 4. Higher-order -komponentti “withModals” ja LoginModal komponentti 
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