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Resum
En l’actualitat la interaccio´ amb les ma`quines mitjanc¸ant el reconeixement de la parla esta` molt
de moda. Aquesta manera d’interactuar amb les ma`quines es duu desenvolupant des de fa molts
anys. Aquest treball es centrara` en implementar una interf´ıcie basada en el reconeixement de
la parla per controlar un sistema, en aquest cas un robot.
En aquest treball es fa un repa`s de l’evolucio´ del reconeixement de la parla fins a l’actualitat,
examinant els avenc¸os i teories que han portat a fer que sigui possible dur-ho a terme, quins
dispositius i sistemes hi ha en l’actualitat i les seves caracter´ıstiques.
Per una altra banda, s’estudia l’evolucio´ dels viatges espacials, en especial dels vehicles d’-
exploracio´ espacial, anomenats tambe´ astromo`bils. S’explica l’intere`s de l’aparicio´ de projectes
com l’Open Source Rover(OSR) i les seves variants.
Despre´s d’estudiar els sistemes que existeixen, s’ha escollit Julius pel reconeixement de la
veu i el Sawppy Rover com a re`plica d’astromo`bil. S’expliquen els requeriments que es volen
assolir. L’ana`lisi del sistema, les modificacions tant de Julius com del rover i la implementacio´
de l’estructura final. Obtenint com a resultat una interf´ıcie de reconeixement de la veu que
controla el robot. Finalment, es realitza un petit resum de com en un futur podria evolucionar
aquest projecte i com es podria millorar per poder dur a terme millores tant en la interf´ıcie




Nowadays the interaction between machines with speech recognition is fashionable. This way
of interaction with machines has been developed for many years. This thesis is focused on the
implementation of an interface based on speech recognition to control a system, in this case, a
robot.
This thesis reviews the history of speech recognition, checking out the progress and theories
that had made it possible, the devices and systems that are available and their characteristics.
From another point of view, this thesis also studies the history of space trips. It focuses
on space exploration vehicles, also known as rovers. This study also explains the interest of
projects like the Open Source Rover (OSR) and variants.
After studying the existing systems, Julius speech recognition and the Sawppy Rover were
chosen. The requirements of the projectes are explained and also the necessary modifications
to make the system work. Also how the final structure of the project has been done. As a
conclusion, a little summary of how this project can improve from the robot point of view, the








L’e´sser huma` sempre ha tengut curiositat pel desconegut, la qual cosa l’ha portat a fer avenc¸os
de molts tipus durant la seva histo`ria. En l’a`mbit tecnolo`gic ha avanc¸at especialment ra`pid.
Un exemple d’aquests avenc¸os durant els anys seixanta, van ser els viatges espacials que varen
ser la gran tende`ncia del moment i es varen produir grans avenc¸os que van portar a l’home a
trepitjar la Lluna i a construir tot tipus d’astromo`bils.
En l’actualitat ens trobem en una societat digitalitzada on tothom es troba connectat a
Internet i amb ma`quines amb les que interactuar. Ha agafat forc¸a la utilitzacio´ d’assistents
intel·ligents que permeten una interaccio´ me´s natural amb les persones. Moltes de les empreses
grans, com per exemple Google o Amazon, s’han sumat a crear els seus propis assistents i un
hardware per poder arribar a qualsevol tipus d’usuari. Aixo` ha portat que en l’actualitat es
doni una importa`ncia me´s gran al reconeixement de la parla i l’aplicacio´ de me`todes com la
intel·lige`ncia artificial i el machine learning. En aquest projecte s’intentara` desenvolupar un
sistema que la interaccio´ sigui mitjanc¸ant el reconeixement de la parla.
Per aixo`, en aquest projecte del primer que es parla e´s de la histo`ria del reconeixement de
la veu, el tipus de reconeixements que hi ha i les caracter´ıstiques d’aquests, passant per com
funcionen i els sistemes que estan implementats per poder millor-lo. La segona part parla
de la histo`ria dels viatges espacials i es centrara` en els rovers que han existit i les re`pliques
que la gent ha dut a terme. Un cop introdu¨ıts s’explicara` en que` consistira` l’implementacio´
del projecte: que` necessitem per dur-lo a terme, el sistema de reconeixement de la parla que
s’utilitza, l’astromo`bil a simular, la integracio´ del sistema i com s’ha duit a terme la robustesa
per a que` el sistema tingui el menor error possible.
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2.1. Reconeixement de veu
2.1.1. Histo`ria del reconeixement de la parla
La interaccio´ entre humans i ma`quines sempre ha estat un camp molt important per al desen-
volupament tecnolo`gic. A fi d’aconseguir un sistema amb el qual pugui haver-hi una interf´ıcie
intu¨ıtiva per a aquesta comunicacio´, el reconeixement de la veu e´s un dels sistemes que s’ade-
quaria a aquest. El reconeixement de la parla e´s objecte d’estudi des dels anys 50.[BR04].
Inici del reconeixement de la parla
Durant els anys 50 es va plantejar la idea de reproduir la parla a fi de tenir ma`quines que
parlessin com les persones. Els primers experiments consistien en usar un gramo`fon connectat
a tubs d’orgues i fer una primera aproximacio´ a una veu reconeixible. Me´s endavant es va
aconseguir fer el primer sintetitzador de veu mitjanc¸ant filtres. El que s’havia descobert des
de tonalitats(com per exemple, la tonalitat de la nota Do) a espectres va servir per aproximar
els fonemes a una ona sonora com la que produeix un instrument musical. Aixo` va ser possible
gra`cies a la teoria dels fonemes, que descriu com es realitza acu´sticament la parla.
El 1952, els Laboratoris Bell van crear un sistema de reconeixement de d´ıgits a¨ıllats que
reconeixia una quantitat limitada de fonemes[BR04]. Durant aquests anys tambe´ el MIT i els
laboratoris RCA van desenvolupar sistemes que reconeixien fins a 10 s´ıl·labes.
Als anys 60, diversos laboratoris japonesos varen decidir fer hardware exclusiu i ma`quines
espec´ıfiques per dur a terme el reconeixement. A me´s d’aixo`, Sakai i Doshita al Radio Research
Lab in Tokyo(RRLT) varen desenvolupar el primer reconeixedor de fonemes que segmentava
el senyal d’entrada. Aquest va suposar el sistema precursor al reconeixement continuat de la
veu. Durant aquest per´ıode tambe´ es va proposar la idea d’un reconeixement sense escala de
temps que permetia arribar a recone`ixer 2 fonemes alhora[Nil13]. Vintsyuk a la Unio´ Sovie`tica,
va proposar afegir programacio´ dina`mica a aquests processos. L’u´ltim avenc¸ durant aquests
anys va ser el Linear Predictive Code(LPC) per Atal i Itakura, que consistia en estimar el que
es deia a partir de l’ona rebuda modelant el senyal d’a`udio com una combinacio´ lineal d’un
nombre de mostres anteriors me´s un senyal d’error.
Comercialitzacio´ dels sistemes
Durant aquest per´ıode es va proposar un reconeixement de patrons sobre l’LPC per Itakura,
Rabiner i Levinson, entre d’altres. L’inici de la primera empresa i producte del reconeixement
de veu, va ser el VIP-100 per l’empresa Threshold Technology Inc, el 1972. Aquest producte
va ser influenciat per Advanced Research Project Agency(ARPA) del govern dels Estats Units
i el seu programa d’estudi del reconeixement de veu SUR (Speech Understanding Research).
La Universitat de Carnegie Mellon, tambe´ influenciada per ARPA, va crear Harpy, un sistema
de reconeixement de la parla que era capac¸ de recone`ixer fins a 1011 paraules. Aquest usava
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un sistema de reconeixement basat en grafs. A me´s a me´s, durant aquests anys va comenc¸ar
el desenvolupament DARPA’s SUR incloent CMU’s Hearsey-II and BBN’s HWIM, que va
aportar un nou sistema sobre xarxa de descodificacio´ usant normes estrictes de fone`tica.[ICT]
IBM i AT&T Bell Laboratories van comenc¸ar a implementar sistemes de reconeixement
automa`tics amb l’objectiu de comercialitzar-los. IBM va crear el sistema Tangora que era
propi per a cada usuari i s’havia d’entrenar. El sistema es basava en sequ¨enciar el senyal i
fer-ne la transcripcio´ a partir de l’ana`lisi probabil´ıstic, me`tode que s’anomena n-grams [JM18].
L’objectiu d’aquestes empreses era fer un sistema que es pogue´s usar a les indu´stries de
telefonia per interactuar amb els clients, pero` nome´s era u´til per a certes condicions ja que
s’havia d’entrenar per a cada usuari. Aixo` es va resoldre una vegada formulada la teoria dels
models ocults de Markov(HMM) 2.1.2.
Me`todes d’aprenentatge i descodificacio´
La combinacio´ entre les xarxes neuronals i els HMM no va ser possible fins als anys 90, on
el primer sistema en implementar aixo` va ser Sphinx de CMU. La Universitat de Cambridge,
influenciada per DARPA com gairebe´ totes les empreses i laboratoris que investigaven sobre
la veu, va crear el framework que es va convertir en l’eina d’investigacio´ del reconeixement de
la veu me´s comuna, el qual es va anomenar Hidden Markov Model Tool Kit(HTK)[BR04].
Malgrat que tots aquests sistemes de reconeixement de la veu tenien les seves funcionalitats,
cap d’ells acabava de lidiar amb les diverses variants dels diferents parlants d’una llengua.
Tampoc oferia la possibilitat d’interactuar amb un parlant de forma directa sense entrenament
previ.
L’empresa AT&T’s va desenvolupar el Voice Recognition Call Processing(VRCP), un sistema
capac¸ de fer reconeixements i interactuar amb els usuaris. Aquesta idea es va usar per al sistema
Pegasus i Jupiter a la Universitat MIT i per AT&T amb How May I Help You(HMIHY).
Pegasus i HMIHY eren sistemes de parla per a fer gestions dels espais aeris dels aeroports
incorporant sistemes de confirmacio´ i reconeixement continu de la veu.
Gra`cies als me`todes de machine learning que s’han desenvolupat me´s recentment, la millora
de les Artificial Neural Network(ANN), la utilitzacio´ de grans bases de dades i altres sistemes
com el Mel Frequency Cepstral Coefficients(MFCC), s’ha pogut adaptar el reconeixement a les
variacions dialectals. Un dels sistemes que aprofita el me`tode de machine learning e´s el Deep
Speech de Mozilla (Seccio´ 2.2).
El reconeixement de veu permet comercialitzar productes i aplicacions que ofereixen co-
municacio´ directa entre les ma`quines i les persones. Actualment, esta` agafant forc¸a amb la
comercialitzacio´ d’aparells com el Google Home o l’Amazon Echo, uns del primers dispositius
que han sortit al mercat que fan d’assistents dome`stics mitjanc¸ant el reconeixement de la veu.
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2.1. Reconeixement de veu
Figura 2.1.: Evolucio´ del reconeixement de la veu durant els anys
Filtratge previ al reconeixement i models acu´stics i de llenguatge
Els sistemes de reconeixement de la parla me´s actuals tenen diferents mecanismes per poder
diferenciar els factors que impedeixen fer un reconeixement objectiu(to, accent...), e´s a dir,
permeten la transcripcio´ literal de veu a paraules. Un d’aquests sistemes e´s el MFCC, que e´s
un pas previ al reconeixement que permet ser usat per diversos usuaris.
Els models de me´s baix nivell usen sistemes que recullen des de fonemes fins a paraules.
Aquests sistemes usen:
• Models acu´stics: recullen els fonemes i subfonemes en fitxers d’una llengua concreta,
tambe´ existeixen els diccionaris fone`tics, que agrupen els fonemes en paraules, la qual
cosa permeten el seu reconeixement.
• Models de llenguatge: so´n fitxers que permeten ajustar la cerca a partir de les cerques
anteriors, de forma similar al machine learning i permet optimitzar el sistema.
7
2. Estat de l’art
2.1.2. Hidden Markov Model
Les cadenes o processos de Markov simples so´n models estad´ıstics que permeten fer prediccions
d’esdeveniments a partir dels seus possibles estats i la probabilitat de transicio´. Una cadena de
Markov necessita un conjunt d’estats finits(Estats = {E1, E2, ..., En}), saber la probabilitat
de passar d’un estat a un altre i que el temps de transicio´ en diversos canvis d’estats sempre
sigui el mateix.
Un exemple de problema d’un proce´s de Markov podria ser el clima. Dividirem el clima en








a Bo 60% 30% 10%
Regular 40% 30% 30%
Dolent 50% 30% 20%
Taula 2.1.: Probabilitat de transicio´ del clima
Figura 2.2.: Diagrama d’un model de Markov de 3 estats
Fins aqu´ı, el problema e´s d’una cadena de Markov pero`, si afegim un petit mat´ıs, el problema
es converteix en un sistema ocult de Markov (HMM). El HMM so´n cadenes de Markov [JJFG09]
amb la difere`ncia que no es pot veure l’estat directament. Els estats so´n ocults pero` tenen
una se`rie d’accions determinades per a cadascun. La idea d’aquests models e´s predir l’estat
resultant d’una accio´ a partir u´nicament de variables oferides pel sistema i l’estat anterior.
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En el cas anterior pod´ıem saber el temps que feia aquell dia pero`, ara no. Sabem que es
mantenen les mateixes probabilitats que en el cas anterior de transicio´ entre els estats. Per
una altre banda, sabem que una persona duu a terme una se`rie d’activitats i nome´s duu a
terme una d’aquestes segons el temps que faci aquell dia. I sabem quina probabilitat te´ de dur







Correr 10% 20% 10%
Netejar 10% 50% 10%
Mirar TV 80% 30% 80%
Taula 2.2.: Probabilitat de dur a terme una accio´ segons el clima
Figura 2.3.: Diagrama d’un model ocult de Markov de 3 estats
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Per tant, sabem que ens trobem davant d’un models ocult de Markov, el terme d’ocult en
aquests models es refereix al fet que no tenim coneixement directament de l’estat del clima
nome´s de les accions que fa aquesta persona i des d’aqu´ı calcular la probabilitat de saber el
temps que fara` el pro`xim dia o quin ha estat el temps aquell dia.
E´s possible usar aquests models en el reconeixement de la parla, ja que el senyal de la veu
es pot dividir fa`cilment. Normalment es segmenta en intervals de 10ms.
2.1.3. Machine learning/artificial neural networks
El me`tode de machine learning forma part de la intel·lige`ncia artificial. E´s un sistema amb el
qual e´s possible fer que la ma`quina aprengui de forma auto`noma i prengui decisions. Posem el
cas d’un supermercat, que te´ els registres de totes les compres de cada persona. Aquestes dades
sense processar no poden fer gran cosa, simplement coses simples com fer inventari. Ara be´,
amb l’ajuda del machine learning es podrien arribar a treure patrons dels productes i ofertes
amb me´s e`xit i d’aquesta manera obtenir un avantatge competitiu respecte la compete`ncia.
Aixo`, aplicat al reconeixement de la parla, es pot aprofitar per a diversos patrons que hi ha en
les diferents llengu¨es.
Les xarxes neuronals artificials(ANN)[Bof94] so´n un sistema de software que es va crear
amb l’objectiu de replicar les connexions neuronals humanes. Aquestes repliquen la sinapsi i
permeten tenir un intercanvi d’informacio´ i processament no lineal, que s’aprofita per a fer
molts tipus de tasques. Aquestes estructures s’han d’entrenar amb exemples, per tant, la
preparacio´ i entrenament e´s lent.
Pel reconeixement, els me`todes de machine learning i ANN, so´n molt u´tils, permetent que
la ma`quina dedueixi patrons de parla i poder ajustar les probabilitats. Per exemple, aquests
me`todes serien capac¸os de deduir que despre´s d’una pregunta, per parlar educadament, la
segu¨ent paraula tendria unes altres probabilitats de ser: si us plau, per favor, gra`cies... i
ajustar les probabilitats en el sistema.
2.1.4. Filtratge del senyal d’entrada previ al reconeixement
Previament al reconeixement, el senyal d’a`udio passa per un filtre que n’extreu la part subjec-
tiva. Un d’aquest tipus de filtratge e´s l’MFCC[LME10]. Una vegada enregistrada el senyal de
veu s’aplica sobre aquest senyal el MFCC. A grans trets consisteix a fer un processament del
senyal d’aquesta forma:
1) Primer es segmenta el senyal en petits trams.
2) Despre´s s’aplica la transformada discreta de Fourier i s’obte´ l’espectre del senyal; amb
aixo` e´s possible fer un filtratge
3) S’extreu la informacio´ rellevant per a la comunicacio´ objectiva, e´s a dir, extreure el to i
altres aspectes subjectius de la parla.
Figura 2.4.: Filtratge MFCC
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2.1.5. Esquema general del reconeixement de veu
Figura 2.5.: Sistema de reconeixement de veu
Una vegada realitzat el filtrat, es fa el reconeixement. Malgrat que cada sistema te´ la seva
manera espec´ıfica de fer el reconeixement, en general segueixen l’estructura de la figura2.5.
Comenc¸a amb una captacio´ del senyal acu´stic Y i la divisio´ en un conjunt de petits vectors
Y = {Y1, Y2, ..., Yn}, el sistema intentara` fer un reconeixement d’aquests segments en paraules
{W1,W2, ...,Wn} que so´n la probabilitat de la sequ¨e`ncia que s’ha reconegut. Per tant, es pot
calcular la ma`xima probabilitat de que aquest esdeveniment passi. Matema`ticament pot ser
expressat de la segu¨ent manera:
W = arg max
i
P (Wi|Y )
Aplicant la fo`rmula de Bayes:
W = arg max
i
P (Y |Wi)P (Wi)
P (Y )
Sabent que les probabilitats de la observacio´ P(Y) e´s independent a esdeveniments anteriors,
podem prescindir de P(Y) per a cada esdeveniment.
W = arg max
i
P (Y |Wi)P (Wi)
Per calcular la probabilitat d’aquestes sequ¨e`ncia de paraules s’utilitza un model acu´stic i un
model de llenguatge.
Els models acu´stics permeten enregistrar aquesta probabilitat. Aquest models normalment
estan fets a partir de HMM i de xarxes neuronals que milloren la seva aplicacio´. [Gel18].
Els models de llenguatge so´n usats com a complement dels models acu´stics per tenir en
compte les limitacions lingu¨´ıstiques i gramaticals d’una llengua. D’aquesta manera podem fer
la prediccio´ de la parla.[Blu14]
2.2. Software de reconeixement de veu
En un sistema de reconeixement de veu ens interessen saber diverses caracter´ıstiques del sistema
per a poder dur a terme aplicacions i recerca sobre ells. Ens interessa saber quins sistemes so´n
me´s aptes pel projecte:
• Si e´s un sistema Open Source, tenim acce´s al codi o privatiu, no tenim acce´s directament.
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• Les plataformes i sistemes que es necessiten, per exemple, si nome´s so´n u´tils per Linux o
per algun altre.
• La velocitat del sistema, e´s a dir, el temps de resposta.
• Les especificacions que necessita el sistema com per exemple la memo`ria que ocupa en el
sistema si es necessari 1GB de memo`ria o 1MB.
• Si es necessita d’un requeriment extra per a poder dur a terme reconeixements amb el
sistema, com podria ser un sistema tancat que nome´s funciona en un ser hardware.
Degut a la importa`ncia de requeriments extres en el reconeixement de la veu pel que fa al
hardware extra dividim els sistemes en 2 grans grups.
1) Reconeixement directe sobre hardware:
a) Julius: e´s un sistema de reconeixement de veu Open Source d’alt rendiment a temps
real, de ra`pid reconeixement pensat per desenvolupadors, usant un algoritme que es
basa en N-gram i HMM que depe`n del context, esta` pensat per ser usat a qualsevol
mena de hardware. La plataforma principal es Linux pero` tambe´ e´s apte per Win-
dows, Mac, Android i altres plataformes. Malgrat va ser desenvolupat per japonesos,
tambe´ funciona en angle`s.[git19] [org19a]
b) Projecte de Mozilla (DeepSpeech + Common Voice): Project DeepSPeech[Moz19a],
e´s un projecte Open Source fet per Mozilla, utilitzant te`cniques de machine learning
basdades en Badu’s Deep Speech research. Aquest projecte per defecte utilitza la
llibreria de Google Tensor flow[Goo18] que facilita la implementacio´. Ara be´, es
do´na la possibilitat de canviar la llibreria i usar alguna altre compatible amb el
projecte. E´s compatible amb MAC OS, Linux i Windows. Per una altra banda, hi
ha Common Voice[Moz19b], una base de dades que recull Mozilla amb la finalitat
de fer un model de reconeixement de veu prou bo.
c) Simon: E´s un projecte Open Source a fi de substituir el ratol´ı i teclat, que usa KDE
libraries (llibreria per fer aplicacions d’escriure sobre les aplicacions me´s simples),
CMU Sphinx i Julius comentats anteriorment, que pot co´rrer tant en Windows com
amb Linux.
d) CMUSphinx: E´s un sistema de reconeixement Open Source proposat per la Univer-
sitat Carnegie Mellon que es pot usar tant en C, C++, C# com en Python. E´s un
sistema de llibreries i eines que s’enllacen a aplicacions de reconeixement de veu,
estan pensades tant per investigacio´ com per u´s comercial.[CMU18] [Shm18]
e) Kaldi: Speech recognition Toolkit, dissenyat per ser usat en C++ que es pot usar
tant per Linux com per Windows, va ser creat per la universitat Johns Hopkins
amb la idea de crear un reconeixement de veu de baix cost i gran velocitat. La idea
principal d’aquest projecte e´s que hi hagi un feedback de la comunitat que programa
en C++. Ara be´ l’u´nic problema e´s que e´s molt complex per gent que no te´ molt
de coneixement de C++.[Res]
2) Reconeixement amb necessitat d’un hardware extra o un assistent:
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2.2. Software de reconeixement de veu
a) Mycroft: E´s la versio´ de Linux dels famosos assistents de veu com per exemple,
Siri d’Apple. Mycroft e´s un assistent Open Source que utilitza CMUSphinx per a
fer el reconeixement de veu, concretament utilitza PocketSphinx. E´s Open Source
i no esta` limitat a solament 1 tipus de hardware. Per aixo`, te´ un software tant per
Mark1 (el hardware que ven Mycroft), Raspberry Pi com per Android. Mycroft, e´s
l’u´nic assistent que e´s possible de modificar a difere`ncia de Siri, Google Assistant o
Alexa.[Rit]
b) Siri: E´s l’assistent intel·ligent d’Apple, te´ un codi privatiu. Per poder usar aques-
ta tecnologia, e´s necessari un dispositiu de la marca Apple que porti preinstal·lat
l’assistent. Ara be´, e´s possible arribar a comunicar la Raspberry Pi amb l’assistent
mitjanc¸ant l’aplicacio´ Hombridge.[Ram]
c) Google Assistant: E´s l’assistent intel·ligent de Google, te´ un codi privatiu. Ara be´,
e´s possible accedir a crear aplicacions pro`pies que es connecten a l’assistent i poder
fer accions, en el nostre cas seria u´til per poder connectar-nos amb la Raspberry Pi
3.[ins18]
d) Alexa: E´s l’assistent intel·ligent d’Amazon, te´ un codi privatiu.[ins] Ara be´, ens per-
met crear les anomenades ”skills”que ens permeten connectar-nos amb els servidors
d’Amazon i poder crear aplicacions que utilitzin el seu assistent.[pi17]
e) Google2Ubuntu: E´s un software que permet a Ubuntu fer reconeixement sobre
algunes accions a Ubuntu.[elS16]
f) Software creat per tercers: La comunitat Open Source ha desenvolupat software de
reconeixement de veu propi basat en llibreries.[Riv10]
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2.3. Astromo`bils
2.3.1. Histo`ria dels viatges espacials
Un dels grans temes on l’e´sser huma` sempre ha tingut intere`s e´s l’espai exterior. Durant el
segle XX, l’e´sser huma` ha realitzat viatges cap a fora de la Terra. El 1942 el primer coet
llanc¸at per alemanys va comenc¸ar una carrera espacial[Sci14a] entre els governs d’Alemanya i
d’Estats Units. El mı´ssil bal´ıstic, anomenat V-2[Bri14], va suposar una millora que marcaria
els vehicles espacials, tant tripulats, com no tripulats.
La carrera armament´ıstica entre alemanys i americans va durar fins el final de la Segona
Guerra Mundial, quan la URSS agafaria el relleu dels alemanys.[Sci14d].
Durant molts anys les 2 grans pote`ncies varen fer diversos prototips i proves per poder portar
vehicles a l’espai. Aix´ı, el 1957 es va llanc¸ar l’Sputnik 1[Mar09], el primer sate`l·lit que orbitava
la Terra. Aquest sate`l·lit va estar orbitant durant 92 dies fins a la seva caiguda i destruccio´
en entrar en contacte amb l’atmosfera. Els Estats Units, en resposta a aquest esdeveniment,
varen crear la NASA, una age`ncia que s’encarregaria de programes espacials no militars.
Figura 2.6.: Imatges del mı´ssil bal´ıstic V2
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Figura 2.7.: Imatge del primer sate`l·lit Sputnik 1
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A partir d’aqu´ı es varen comenc¸ar a crear diverses naus per ambdues pote`ncies com l’Sputnik
2 (1954) amb el fi de poder enviar primer diversos animals com la famosa gossa Laika que anava
a dins, i me´s endavant humans i tambe´, augmentar les comunicacions amb el llanc¸ament de
sate`l·lits. El 1961 el rus Yuri Gagarin va arribar a l’espai convertint-se aix´ı en el primer e´sser
huma` que anava a l’espai exterior. El 1969 mitjanc¸ant el programa Apollo de la NASA, va
arribar el primer home a la Lluna. Tot seguit, es varen fer diverses missions cap a la Lluna.
Pero` despre´s d’aquestes va comenc¸ar a decaure el programa lunar.
Figura 2.8.: Imatge de la missio´ Apollo 11
2.3.2. Histo`ria dels astromo`bils
Astromo`bils lunars
Al llarg de la histo`ria hi ha hagut molts tipus d’astromo`bils. El primer astromo`bil que va
aterrar a la Lluna el 1970 va ser el Lunokhod 1[Pas15], que pertanyia a la missio´ Lluna 17.
Enviat pel govern de l’URSS i el programa Lunokhod, aquest robot va ser el primer dirigit per
control remot. Tot i que estava pensat per tenir una autonomia de 3 mesos, va arribar a operar
durant 1 any. El 1971 va arribar a la Lluna l’astromo`bil me´s recordat per l’occident, el Lunar
Roving Vehicle(LRV) del programa APOLLO de la NASA[Wil16]. Aquest era un vehicle que
transportava astronautes i mostres que aquests recollien per la superf´ıcie de la Lluna[sta]. El
1973, l’URSS va llanc¸ar el Lunokhod 2[Ter], que va anar amb una missio´ que va durar 5 mesos,
era una versio´ me´s pesada i amb me´s aparells que el Lunokhod 1, una vegada es va cancel·lar el
programa, no es varen enviar me´s rovers fins al 2013. EL 2013, a Xina es va llanc¸ar el Yutu per
la China National Space Administration(CNSA). Fins a l’actualitat no s’han tornat a enviar
Rovers a la Lluna on ara Xina, I´ndia i la NASA estan preparant prototips.
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Figura 2.9.: Re`plica del Lunokhod 1
Figura 2.10.: Lunar Rover de la Nasa, permetia transportar astronautes i recollir mostres
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Astromo`bils enviats a missions a Mart
Una vegada el programa lunar va decaure, el segu¨ent va ser explorar el planeta Mart. Des
d’aquell moment es van enviar astromo`bils, en angle`s rover, dels quals es varen fer me´s famosos
el Mars Exploration Rover i el Curiosity, [spa17]. El primers rovers que van arribar a Mart
van ser el Soviet Mars 2 i 3, que tenien a dins un petit rover Prop-M el 1971. El 1973, la
Unio´ Sovie`tica va arribar a Mart el Marksokhod que era una mescla entre robot automa`tic i
de telecomunicacions.
Figura 2.11.: rover Prop-M llanc¸at per el sovier mars 2 i 3
A final del 1996, la NASA va enviar el Mars Pathfinder i va recollir dades sobre els compo-
nents qu´ımics de la superf´ıcie de Mart i gairebe´ 65.000 fotografies. El 2003, l’Age`ncia Espacial
Europea va enviar el Beagle 2, que tenia un mecanisme per agafar mostres i desplac¸ar-se per la
superf´ıcie de Mart. El 2004, l’Spirit i l’Oportunity varen aterrar a Mart[Sci14b], usant panells
solars per agafar energia i recollir dades del planeta, l’Oportunity ostenta el re`cord de me´s
quilo`metres recorreguts sobre la superf´ıcie del planeta 45, va acabar la seva missio´ el 2018.
Figura 2.12.: Imatge del Mars pathfinder
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Figura 2.13.: Imatge de l’Opportunity Rover
Finalment, el Curiosity[NAS15] creat per la NASA que circula actualment des del 2010
sobre la superf´ıcie de Mart amb l’objectiu de cercar indicis d’algun tipus de mostra que pugui
demostrar que en algun moment ha existit vida a Mart a me´s de buscar aigua i materials[Sci14c].
Figura 2.14.: Imatge del Curiosity Rover
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2.3.3. Open Source Rover
A fi de fomentar el coneixement sobre aquest tipus de robots, la Nasa va publicar l’Open Source
Rover(OSR) amb la intencio´ de que els instituts americans poguessin tenir una re`plica versio´
redu¨ıda del Curiosity.
L’OSR e´s una re`plica del Curiosity a una escala molt redu¨ıda a fi de poder ser constru¨ıt per
instituts[Nas18]. Aquest projecte, publicat per la NASA l’ Abril de 2018, e´s un projecte pensat
per arribar als instituts americans amb la finalitat de motivar els joves a aprendre robo`tica.
Com que esta` pensat perque` sigui adquirit per un institut, el cost e´s elevat(2600$), utilitzant
materials comercials i de qualitat.
Figura 2.15.: Open Source Rover
L’OSR esta` format per 3 blocs principals:
1) Estructura: En l’OSR, l’estructura es 100% comprada a Actobo`tics i feta de ferro. Re-
produeix la suspensio´ que usa el Curiosity, que porta millor facilitat per estabilitzar a
l’hora de superar obstacles.
2) Cervell: S’usa una Raspberry Pi com a cervell del robot, la qual s’encarrega d’executar
el software. El software gestiona per una banda el moviment i per una altre les comu-
nicacions que configurant un flag es poden rebre des d’una aplicacio´ o un comandament
de Xbox. El sistema es dirigeix mitjanc¸at joysticks f´ısic o virtual des de l’app de mo`bil,
ambdo´s usant Bluetooth.
3) Motors: El sistema de motors que usa l’OSR e´s un sistema basat en els Roboclaw Motor




Figura 2.16.: Control de l’OSR
A partir del projecte OSR se n’han creat alternatives o adaptacions me´s simples amb l’ob-
jectiu d’abaratir-ne el cost, arribant a reduir-lo fins a gairebe´ 2000$. Per exemple, aquest seria
el cas del Sawppy Rover[Rog18b], rovers fet a partir de ROS[ROS18], rovers partir de Lego
Mindstorm[osr18] o el projecte Open Curiosity amb Arduino [DIY14].
Sawppy Rover
A continuacio´ es fara` un ana`lisi comparatiu entre l’OSR i el Sawppy Rover [New] [Rog19], en
diverses parts del projecte:
1) Estructura: En l’ OSR, l’estructura es 100% comprada integrament a Actobo`tics i feta de
ferro, mentre que al Sawppy Rover, a excepcio´ del xass´ıs d’alumini, la resta de l’estruc-
tura esta` feta amb impressores 3D i per tant, hi ha un abaratiment significatiu respecte
l’estructura de l’ Open Source Rover. A me´s, el fet de que sigui constru¨ıt en de pla`stic
permet una reduccio´ del pes i, per tant, la possibilitat d’utilitzar motors menys potents.
2) Cervell: S’usen en el 2 casos una Raspberry Pi com a cervell del robot.[Rog18a]. Pel
que fa a l’interf´ıcie so´n completament diferents. El Sawppy, usa una interf´ıcie web amb
joysticks. En canvi l’OSR, pots triar entre joysticks del comandament de XBOX o de
l’app de mo`bil mitjanc¸ant Bluetooth.
3) Motors: La principal difere`ncia entre els 2 projectes, es troba en aquest apartat. En el
OSR, s’usen uns actuadors complexos que els Roboclaws motor controllers permet que
hi hagi una precisio´ elevada. Ara be´, el Sawppy Rover substitueix aquest sistema per 10
servo motors RC obtenint un resultat equivalent.
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Figura 2.17.: Model aproximat de l’estructura del sawppy rover
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3. Objectius
L’objectiu principal d’aquest projecte e´s la integracio´ d’una eina de reconeixement de la parla
per substituir el comandament que portava un robot Open Source. Per una altre banda tambe´
interessa aquest reconeixement pugui ser usat en un futur en qualsevol altre sistema.
A banda de l’objectiu principal existeixen diversos objectius secundaris que s’assoliran.
Per comenc¸ar, ampliar el coneixement sobre els robots en que` es basa el projecte i a me´s
a me´s, dels diferents reconeixements de veu que existeixen i com es duen a terme. Despre´s
poder fer un sistema me´s robust que pugui tenir en compte algun tipus d’errors que es podrien
causar en el robot.
Aplicar els coneixements obtinguts durant la titulacio´ d’Enginyeria de Sistemes TIC, i apro-
fitar la seva transversalitat.
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4. Requeriments del sistema
En aquest projecte es substitueix el sistema que existeix en el Sawppy Rover per una interf´ıcie
de reconeixement de la veu. Per tant, sera` necessari fer una equivale`ncia entre les comandes
que ja reconeix Julius, per les que existeixen en el Sawppy.
En aquest cas, el sistema del Sawppy, consisteix en una interf´ıcie de joysticks, que s’encar-
reguen de moure el robot en diverses direccions. Pel que fa al nostre sistema volem tenir unes
comandes molt clares que permetin al robot fer una se`rie de moviments que puguin ser el me´s









Com podem veure en la figura4.1 del moviment del rover, la idea e´s que sigui un sistema
que qualsevol persona pugui simular el que es duria a terme amb el sistema original amb unes
comandes molt simples de veu. Poder dir right o left per girar, up o down per moure, fast o
slow per limitar la velocitat, straight per anar recte i stop per parar. Ara be´ al ser un sistema de
6 rodes i amb suspensio´ com l’original, no te´ sentit que es mogui completament en horitzontal
(un rover real no fa aquest moviment), degut a que perdria totes les avantatges que donen les
suspensions. Una altra de les coses importants que ha d’assolir el sistema e´s que sigui robust
per tant, voldrem que si el sistema falla, es pari i sigui capac¸ de gestionar mal contactes amb
els motors i el micro`fon.
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Figura 4.1.: Moviment que podria dur a terme el rover
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Una vegada repassats els sistemes de reconeixement que existeixen i els diversos rovers Open
Source que hi ha, podem comenc¸ar a prendre decisions importants sobre el sistema que usarem.
Primer, el que ens interessa principalment en el reconeixement de la veu, e´s que sigui un sistema
ra`pid malgrat que no sigui tan prec´ıs com altres. A me´s a me´s, ens interessa que ocupi la menor
memo`ria possible per poder posar-ho en entrons de treball amb poca memo`ria. Per aixo`, el
sistema de reconeixement de la parla que usarem sera` Julius. Perque` malgrat que no e´s el me´s
prec´ıs s´ı que e´s el me´s ra`pid i, perque` nome´s tindrem una interf´ıcie per poder comunicar-nos
amb el robot. Finalment Julius tambe´ te´ una llibreria en Python que permet integrar amb
me´s facilitat el sistema amb projectes Open Source. Pel que fa al rover, ens interessa que el
cost sigui molt menor a l’Open Source Rover i que existeixi la possibilitat de posar-li millores
en un futur.
5.1. Sawppy Rover
Malgrat seria molt interessant poder basar-se en l’Open Source Rover publicat per la NASA,
el cost e´s molt elevat per a un individu i usarem el sistema del Sawppy Rover per poder
assumir el cost. Tambe´, podem fer implementacions sobre aquest sistema per a poder fer-lo
me´s robust. El Sawppy essent un sistema completament Open Source, ens permet modificar
aquest al nostre gust. Per tant, poder afegir el reconeixement de la veu modificant el codi ja
existent.
5.1.1. Material Sawppy Rover
El Sawppy Rover te´ moltes opcions pel que fa als motors. Despre´s d’estudiar totes les variables
que es presenten i proposar-ne d’altres de diversos tipus, com per exemple la d’usar motors pas
a pas o motors DC de molts de tipus, es va decidir que el me´s correcte seria l’u´s d’un sistema
de motors que ens pogue´s aportar la precisio´ dels pas a pas i la capacitat dels DC. Per tant,
usarem els Lewansoul lx-16A, que porten un encoder que ens permet saber la posicio´ exacte
dels motors i a me´s l’u´s d’un mode DC que ens permet moure els motors a una certa velocitat
mantenint un parell motor de 17Kg que ens permet que pugui ser usat per superar obstacles
com ho faria qualsevol astromo`bil.
Per dur a terme la simulacio´ del Sawppy usarem:
• Raspberry pi 3B
• 10 motors Lewansoul lx-16A
• Driver d’alimentacio´ pels motors.
• Font d’alimentacio´ o bateria.
• Cable usb 2.0 per comunicar la Raspberry Pi amb els motors
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5.2. Reconeixement de veu
La interaccio´ amb les maquines i les persones, e´s el que ha despertat la idea de com es podria
arribar a implementar a un robot que accepti comandes de veu i buscar les alternatives per
poder du aixo` a terme i quins poden ser els factors diferencials entre aquests. Com ja hem vist
a la seccio´ 2.2, ens hem trobat amb diferents alternatives per a poder dur a terme aixo`. Ara be´,
ens interessa un reconeixement per a poder ser usat en un robot que simula un astromo`bil, per
tant, busquem un reconeixement que sigui el me´s ra`pid possible. Si hi hague´s algun obstacle
que no pot superar o un cra`ter,es necessari que es pari a l’instant i no es precipiti. Per tant,
el sistema de reconeixement que usarem sera` Julius, que despre´s d’haver investigat i buscat
comparacions amb altres ens trobem que e´s el me´s ra`pid i que a me´s a me´s ocupa menys
memo`ria i e´s compatible l’u´s amb Python.
5.2.1. Deteccio´ de la parla
Una altra part molt interessant e´s que Julius ens permet crear els fitxers per dur a terme els
nostres propis models acu´stics i de llenguatge. Per tant, crearem els fitxers per dur a terme
comandes per a robot. Els fitxers que modificarem seran els .grammar i el .voca. Julius, no te´
un model de llenguatge per tots els idiomes, nome´s per japone`s i des d’aquest Maig el model
d’angle`s. Ara be´, en ser unes comandes molt simples de direccio´ no e´s necessari usar aquests
models que l’u´nic que aconseguirien seria me´s error i lentitud que no e´s desitjada.
5.2.2. Model ocults de Markov a Julius
En Julius s’usen els HMM. En aquest cas la llibreria de Julius internament utilitza el HTK per
a fer aquesta se`rie de ca`lculs probabil´ıstics. Nosaltres, podem crear els fitxers .voca i .grammar
per compilar i crear models que s’utilitzaran en aquesta llibreria.
5.3. Software
Pel que fa al software, aquest sistema s’aprofitara` part del codi font original del sistema del
Sawppy Rover pero` fent algunes modificacions importants. La primera de totes, sera` la des-
aparicio´ de l’interf´ıcie web en el sistema, ja que no ens interessa que es faci mitjanc¸ant un
router perque` si hi ha una connexio´ lenta, tardara` molt a arribar el senyal al robot. Per una
altra banda, el sistema no e´s robust per a la connexio´ amb els motors, ja que es comunica per
UART i no volem que per una mala connexio´ es pugui perdre la comunicacio´ completament
amb el robot. Si es produeix un problema amb l’USB i es canvia el device, el robot perd la
possibilitat de rebre ordres i podria ser cr´ıtic que es perdi la connexio´ amb els motors. En
l’esquema de la figura 5.1 podem il·lustrar el diagrama de classes amb les funcions i para`metres
me´s importants que hi ha en el software del Sawppy:
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Figura 5.1.: Diagrama de classes Sawppy Rover
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6. Implementacio´ del projecte
La idea principal d’aquest projecte e´s obtenir un sistema de control d’un robot a partir del
reconeixement de veu. El seu disseny es divideix en tres parts:
Figura 6.1.: Esquema general del sistema
• Julius: S’encarrega del reconeixement de la parla.
• Supervisor: S’encarrega de gestionar possibles errors del sistema i de enviar missatges a
gestio´ del Rover.
• Gestio´ rover: S’encarrega de moure el sistema.
Per poder arribar aqu´ı, s’ha centrat el projecte en 3 parts diferents i s’analitzaran una per
una per poder explicar com s’ha arribat a la presentacio´ final.
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6.1. Software Julius
Figura 6.2.: Sistema de reconeixement de veu
Com s’ha descrit anteriorment, s’ha usat Julius per a poder fer el reconeixement de la veu. El
primer que fem, e´s modificar els fitxers font de Julius per a poder fer els models de llenguatge
i acu´stic que volem pel nostre projecte.
% NS B
<s> s i l
% NS E
</s> s i l
% ACT
RIGHT r ay t
LEFT l eh f t
UP ah p
DOWN d aw n
FAST f ae s t
STOP s t aa p
SLOW s l ow
STRAIGHT s t r ey t
% NAME
ROVER r ow v er
Mo`dul 6.1: sample.voca
En el fitxer .voca, s’escriu la paraula amb els corresponents fonemes que la conformen.
Aquestes paraules i els corresponents fonemes, s’extreuen d’un diccionari creat per VoxForge








En el fitxer .grammar, usarem les etiquetes com per exemple la de nom, pre`viament prepa-
rades en el .voca. Una vegada formades aquestes frases, e´s necessari fer una compilacio´ amb el
fitxer mkdfa.sl que Julius proporciona per crear els models acu´stics i de llenguatge que Julius
usara` per fer el reconeixement.
Figura 6.3.: Generacio´ del model acu´stic i de llenguatge
El sistema de Julius, compta amb moltes opcions per configurar el sistema al teu gust. Les
configuracions es guarden en un fitxer d’extensio´ .jconf. Aquest fitxer internament duu ja
preparades configuracions com els nivells de llindar del senyal. Ara be´, no es necessari usar
les configuracions del sistema, si executem el sistema en un terminal de Linux per exemple,
podem afegir flags amb les configuracions que volem i s’aplicaran al sistema.
Finalment, usarem el sistema de Julius com a servidor i mitjanc¸ant una connexio´, servidor-
client enviarem informacio´ i l’extraura` amb Pyjulius en el client.
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6.2. Sistema supervisor de Julius
Figura 6.4.: Sistema supervisor de Julius
Pel que fa al micro`fon, s’ha hagut de fer una implementacio´ molt me´s complexa que es comple-
menta amb el sistema per poder dur a terme aquesta feina. Cadascun dels blocs que es veuen
a la figura6.4 e´s equivalent a un proce´s o subproce´s del sistema.
El primer fitxer, make server.py s’encarrega de crear el servidor en un subproce´s i gestionar
el que envia per l’stdout. A me´s a me´s, obre una pipe amb nom per enviar missatges al gestor.
En el cas que rebi un error de l’entrada d’a`udio o algun problema que prove´ del sistema,
s’enviara` mitjanc¸ant la pipe, al proce´s gestor(main.py).
FIFO = ’mypipe ’
p r i n t ”Creem s e r v i d o r s de Ju l i u s ”
#Creem e l s e r v i d o r amb un subproces s
t ry :
p r o c e s s s e r v i d o r = subproces s . Popen ( ”padsp j u l i u s −input mic −C /home/ pi /
Desktop/Sample . j c on f −module” , s h e l l = True , s tdout = subproces s . PIPE)
except :
r a i s e ValueError ( ”No func iona e l s e r v i d o r ” )
p r i n t ” Serv idor c r ea t ”
t ry :
os . mkf i fo (FIFO)
except OSError as oe :
i f oe . e r rno != errno .EEXIST :
p r i n t ”LA FIFO ja e x i s t e i x ”
pass
p r i n t ”Creant pipe s i no e x i s t e i x ”
t ry :
f i f o = open (FIFO , ’w ’ )
except :
pass
f i f o . c l o s e ( )
p r i n t ”Pipe preparada ”
whi l e True :
ou tpu t s e rv ido r = s t r ( p r o c e s s s e r v i d o r . s tdout . r e ad l i n e ( ) )
p r i n t ou tpu t s e rv ido r
i f s t r ( ou tpu t s e rv ido r [ 0 : 2 1 ] ) == ”Error : a d i n a l s a : una” :
f i f o = open (FIFO , ’w ’ )
f i f o . wr i t e ( ”Micro out ” )
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f i f o . c l o s e ( )
time . s l e e p (1 )#Per donar temps a l g e s t o r a executar ac c i on s
i f s t r ( ou tpu t s e rv ido r [ 0 : 2 2 ] ) == ”Warning : s t r i p : sample ” :
f i f o = open (FIFO , ’w ’ )
f i f o . wr i t e ( ”Microfon no func iona ” )
f i f o . c l o s e ( )
time . s l e e p (1 )#Per donar temps a l g e s t i o a executar ac c i on s
make server.py
En el fitxer connect to server.py es fara` una connexio´ com a client al servidor de Julius, que
s’encarregara` de rebre un reconeixement i rebrer-la mitjanc¸ant la classe pyjulius amb tota mena
d’informacio´ sobre el reconeixement que s’ha dut a terme. Una vegada iniciada la connexio´ es
fara` un get(False) a la cua del client de pyjulius, que es quedara` esperant a que el servidor.
Finalment, s’obte´ una nova insta`ncia amb una certa informacio´ per poder ser filtrada i enviada
mitjanc¸ant la mateixa pipe. Per tant, tenim 1 canal amb 2 escriptors.
FIFO = ’mypipe ’
# I n i t i a l i z e and try to connect
c l i e n t = py j u l i u s . C l i en t ( ’ l o c a l h o s t ’ , 10500)
t ry :
c l i e n t . connect ( )
except py j u l i u s . Connect ionError :
p r i n t ’ S ta r t j u l i u s as module f i r s t ! ’
sys . e x i t (1 )
#Es crea l a f i f o s i no e x i s t e i x
t ry :
os . mkf i fo (FIFO)
except OSError as oe :
i f oe . e r rno != errno .EEXIST :
p r i n t ”LA FIFO ja e x i s t e i x ”
pass
# Star t l i s t e n i n g to the s e r v e r
c l i e n t . s t a r t ( )
t ry :
whi l e 1 :
t ry :
r e s u l t = c l i e n t . r e s u l t s . get ( Fa l se )
p r i n t r e s u l t
except Queue . Empty :
p r i n t ” Imposs ib l e r ebre r e s ”
cont inue
i f i s i n s t a n c e ( r e su l t , p y j u l i u s . Sentence ) :
f i f o = open (FIFO , ’w ’ )
f i f o . wr i t e ( s t r ( r e s u l t ) )
f i f o . c l o s e ( )
e l s e :
p r i n t ”S ’ ha rebut a lgo i n c o r r e c t e ”
except KeyboardInterrupt :
p r i n t ’ Ex i t ing . . . ’
c l i e n t . stop ( ) # send the stop s i g n a l
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c l i e n t . j o i n ( ) # wait f o r the thread to d i e
c l i e n t . d i s connec t ( ) # d i s connec t from j u l i u s
connect to server.py
El fitxer main.py s’encarrega de gestionar els missatges que arriben de les pipes mitjanc¸ant
una simple lectura i una vegada processat els missatges executara` les accions corresponents.
rover = Jul iusRover ( )
rover . r ove r r eady ( )
v e l o c i t y r o v e r = 20
ang l e r ov e r = 0
whi l e True :
with open ( pipe ) as f i f o :
p r i n t ” F i f o opened”
whi l e True :
t ry :
data = f i f o . read ( )
p r i n t data
i f s t r ( data ) == ”Microfon no func iona ” :
p r i n t ”Microfon no func iona ”
rover . s top motors ( )
i f s t r ( data ) == ”Warning : s t r i p : sample ” :
p r i n t ”Microfon no func iona ”
rover . s top motors ( )
i f s t r ( data ) == ” rover stop ” :
p r i n t ” I stop ”
rover . s top motors ( )
i f s t r ( data ) == ” rover up” :
i f v e l o c i t y r o v e r < 0 :
v e l o c i t y r o v e r = −v e l o c i t y r o v e r
main.py
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• configuration.py: Permet carregar la informacio´ des d’un fitxer .json i retornar el contin-
gut d’aquest
• lewansoul wrapper.py: Aquest fitxer s’encarrega de fer totes les gestions de la UART per
a poder fer la comunicacio´ amb els motors.
• roverchassis.py: En aquest fitxer hi ha 2 classes: la classe roverwheel, que funciona com
a controlador per a una sola roda, i la classe roverchasssis, que s’encarrega de gestionar
el moviment amb totes les rodes.
• menu.py: Aquest fitxer esta` format per la classe Julius Rover que s’encarrega de fer una
crida a les capes inferiors i poder dur a terme les comandes assegurant-se que el robot
funcionara`.
• make server.py: Aquest programa s’encarrega d’iniciar el servidor de Julius i gestionar
els missatges que envia el servidor.
• connect to server.py: Aquest programa s’encarrega de la connexio´ amb el servidor i de
filtrar el que e´s rep del reconeixement.
• main.py: Aquest programa s’encarrega de rebre missatges de make server i de con-
nect to server.py i executar les accions pertinents en el rover.
6.3.1. Modificacions del software que s’han dut a terme
El software inicial del Sawppy, estava pensat perque` el Rover porte´s un router i es pogue´s
controlar mitjanc¸ant una interf´ıcie web. Ara be´, com sera` necessa`ria una interf´ıcie on sigui el
me´s ra`pid possible se substituira` pel reconeixement de la parla. Primer, quan es van haver
triat els motors es va posar els motors correctes en el fitxer roverchassis perque` les comandes
estiguin adaptades als motors que s’usen en el projecte.
Una vegada testejat i provat el software despre´s d’haver fet aquest canvi, s’ha substitu¨ıt el
mo`dul menu.py original per un altre de nou. Aquest mo`dul implementa la classe Julius Rover.
Aquesta classe tindra` 3 me`todes, que serviran per dur a terme el moviment i el control dels
motors cridant a les capes inferiors.
Finalment, s’han creat 3 fitxers(make server,connect to server i main.py) que ens permeten
fer gestio´ tant del reconeixement de la veu, com del hardware que hi ha en el sistema.
Implementacio´ de la robustesa
Per a poder fer robust el programa, s’ha fet un estudi d’on es podrien ocasionar els problemes
per possible mals contactes a l’USB o el micro`fon.
El que s’ha descobert e´s que el driver del motor, es detecta en el sistema operatiu com a un
tipus de dispositiu i amb un id concret.
Per tant, s’ha fet una funcio´ dins el mo`dul de lewansoul wrapper.py que ens permet saber
en quin port s’ha connectat segons l’id del dispositiu i poder fer la connexio´ se`rie i resoldre la
problema`tica d’una mala connexio´ o una desconnexio´ per haver superat un obstacle i que es
pugui tornar a connectar i continuar la seva feina.
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de f connect ( s e l f ) :
”””
Read s e r i a l port connect ion parameters from JSON con f i gu r a t i on f i l e
and open the port .
”””
# Read parameter f i l e
c on f i g = con f i gu r a t i on . c on f i gu r a t i on ( ” lewansoul ” )
connectparams = con f i g . load ( ) [ ’ connect ’ ]
# Open s e r i a l port with parameters
s = s e r i a l . S e r i a l ( )
s . baudrate = connectparams [ ’ baudrate ’ ]
s . port = connectparams [ ’ port ’ ]#Deixem per t e n i r un per d e f e c t e en e l cas que
no h i hagi cap conectat
s e l f . change dev ice ( s )
p r i n t ” ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ ”
p r i n t ”Port that has changed”
p r in t s . port
p r i n t ” ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ ”
s . t imeout = connectparams [ ’ t imeout ’ ]
s . open ( )
i f s . i s open :
s e l f . sp = s
de f change dev ice ( s e l f , s ) :
”””
Function to change dev i c e
”””
po r t s i n s t an c e = s e r i a l . t o o l s . l i s t p o r t s . comports ( )
p o r t s a v a i l a b l e = l i s t ( )
f o r por t s in po r t s i n s t an c e : #vid no canvia f e r comprovacio amb id
i f s t r ( por t s . v id ) == ”6790” :
s . port = s t r ( por t s . dev i c e )
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Diagrama final del sistema
Figura 6.5.: Diagrama de classes del sistema, el codi del qual es pot trobar a l’ape`ndix
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6.4. Conclusio´
La tecnologia e´s un del a`mbits que me´s s’ha desenvolupat durant les u´ltimes de`cades, com
s’ha pogut veure durant el repa`s de la histo`ria tant del reconeixement de la parla com dels
astromo`bils. El reconeixement de la parla e´s una de les noves tende`ncies que sembla que en un
futur sera` la manera me´s co`mode i natural per interactuar amb les ma`quines. Aquest sistema
e´s un camp on malgrat que s’ha fet una gran feina, pot arribar a evolucionar molt me´s. Tambe´
l’arribada i l’evolucio´ de noves tecnologies emergents com so´n la intel·lige`ncia artificial i el
machine learning ajudaran a fer que els sistemes cada cop siguin me´s precisos.
Per una altra banda, s’ha repassat la histo`ria dels viatges espacials i dels vehicles d’exploracio´
espacial, que fins i tot ara es segueixen desenvolupant. Per aixo`, associacions com la NASA
han creat projectes com l’Open Source Rover amb el fi de motivar a generacions futures.
Integrar el reconeixement de veu al sistema ha requerit un ana`lisi en profunditat del software
i les eines existents. Aquest estudi ha perme`s dissenyar un sistema robust basat en programari
lliure.
S’ha hagut de substituir tota la interf´ıcie existent i veure com funcionava per a poder fer una
equivale`ncia amb comandes de veu. A me´s a me´s de l’estudi d’aquesta eina de reconeixement
de la parla que quant es coneix be´ pot arribar a ser molt u´til per a usar en qualsevol sistema.
Mitjanc¸ant el coneixement que s’ha adquirit durant els anys a la carrera s’ha pogut dur a
terme tot amb facilitat usant diversos processos que s’encarreguen de dur a terme la gestio´.
Una vegada realitzades les proves amb el sistema complet i pensant maneres de millorar, es
van fer modificacions que van permetre que el sistema pogue´s ser el me´s robust possible. En
aquest cas, centrat en possibles desconnexions als ports usb, per aixo` s’ha creat un sistema
que es capac¸ de cone`ixer els possibles problemes i avisar o dur a terme accions per resoldre els
diversos problemes que poden produir-se, fent que sigui un sistema robust.
Aquest treball m’ha servit per a poder dur a terme un sistema complet que engloba molts
coneixements del grau, ja que engloba des d’estudiar el hardware del robot, el software que em
creat i les comunicacions i sistemes interns que usem per a gestionar aquesta robustesa.
A me´s, el fet d’usar LATEXper redactar el treball, m’ha suposat un gran aprenentatge d’una
eina que no coneixia massa.
Algunes de les l´ınies futures per aquest treball serien:
• Acabar de fer la carcassa del Sawppy per poder fer conduccio´ del rover.
• Implementar un software per poder reiniciar automa`ticament el rover en el moment que
es torni a connectar el micro`fon.
• Afegir elements al Sawppy que es puguin connectar i controlar al sistema, com per exem-
ple, una ca`mera i un brac¸ robo`tic.
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<s> s i l
% NS E
</s> s i l
% ACT
RIGHT r ay t
LEFT l eh f t
UP ah p
DOWN d aw n
FAST f ae s t
STOP s t aa p
SLOW s l ow
STRAIGHT s t r ey t
% NAME
ROVER r ow v er
Mo`dul 2: sample.voca
#
# Sample Jconf c on f i gu r a t i on f i l e
# f o r Ju l i u s l i b r a r y rev . 4 . 3
#
# 1) Options can a l s o be s p e c i f i e d in command l i n e opt ion .
# The va lue s are d e f au l t va lue s in Ju l i u s .
# 2) For f i l e name , r e l a t i v e path must be r e l a t i v e to THIS FILE .
# 3) Texts a f t e r ’# ’ at each l i n e w i l l be ignored . I f you want to s p e c i f y
# ’# ’ , use ‘\# ’.




#### JULIUS APPLICATION OPTION ( not a part o f Ju l i u sL ib )
######################################################################
#−o u t f i l e # save each r e s u l t in s epara te f i l e
#−s epa r a t e s c o r e # pr in t AM / LM sco r e s s epa r a t e l y
#−ca l lbackdebug # pr in t c a l l b a ck names at c a l l f o r debug
#−charconv from to # pr in t with charac t e r s e t conver s i on
#−nocharconv # d i s ab l e ”−charconv ”
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#−module # s t a r t in module mode
#−record d i r # record each inputs in to d i r
#− l o g f i l e f i l e # r e d i r e c t l o g s to f i l e
#−nolog # d i s ab l e a l l l o g s





#### Misc . Options
####
#−C j c o n f f i l e # inc lude j c on f f i l e at here
#−ve r s i on # pr in t v e r s i on i n f o to s tde r r , and e x i t
#−s e t t i n g # pr in t v e r s i on i n f o to s tde r r , and e x i t
#−qu i e t # output l e s s l og
#−debug # output more log f o r debug
#−check wchmm # fo r debug , ente r debug s h e l l mode
#−check t r e l l i s # f o r debug , ente r debug s h e l l mode
#−check t r iphone # f o r debug , ente r debug s h e l l mode




## Feature vec to r input
#−input m f c f i l e # f e a tu r e vec to r in HTK parameter f i l e
#−input htkparam # ( same as ” m f c f i l e ”)
#−input outprob # outprob vec to r in HTK parameter f i l e
#−input vecet # f e a tu r e / outprob vec to r v ia network c l i e n t
## Raw audio input
#−input mic # l i v e microphone
#−input r aw f i l e # wave f i l e
#−input f i l e # ( same as ” r aw f i l e ”)
#−input s td in # waveform from standard input
#−input adinnet # waveform via network c l i e n t
#−input netaudio # DatLink s e r v e r
#−input os s # OSS API input ( i f a v a i l a b l e )
#−input a l s a # ALSA API input ( i f a v a i l a b l e )
#−input esd # ESounD daemon input ( i f a v a i l a b l e )
#−input portaudio # PortAudio API
#−input pu l seaud io # PulseAudio API
#− f i l e l i s t f i l ename # input f i l e l i s t
#−notypecheck # does not check parameter type o f input
#−48 # 48kHz sampling > 16kHz conv . (16kHz only )
#−NA devname # hostname f o r DatLink s e r v e r
#−adport 5530 # port number f o r adinnet
#−no s t r i p # do not s t r i p zero samples
#−zmean # remove DC o f f s e t ( use long input average )
#−nozmean # d i s ab l e ”−zmean” s p e c i f i e d be f o r e
####
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#### Audio Input Sca l i ng
####
#− l v s c a l e 1 . 0 # input l e v e l s c a l i n g f a c t o r ( 1 . 0 = d i s ab l e )
####
#### Speech segment de t e c t i on by l e v e l and zero−c r o s s
####
#### de f au l t : on f o r microphone , o f f f o r other sour c e s
####
#−c u t s i l e n c e # de t e c t i on on
#−no cu t s i l e n c e # de t e c t i on o f f
#−l v 2000 # l e v e l th r e sho ld (0−32767)
#−zc 60 # zero−c r o s s th r e sho ld ( t imes in sec . )
#−headmargin 300 # head s i l e n c e margin (msec )
#−t a i lmarg in 400 # t a i l s i l e n c e margin (msec )
#−chunk s i z e 1000 # proc e s s i ng segment un i t l ength in samples
#−r e j e c t s h o r t 0 # r e j e c t sho r t e r input (msec )
#−r e j e c t l o n g −1 # r e j e c t l onge r input (msec ) −1 to d i s ab l e
####
#### Input r e j e c t i o n by average power (EXPERIMENTAL)
####
#### This w i l l be enabled by ”−−enable−power−r e j e c t ” on compi la t ion .
#### Should be used with Decoder VAD or GMM VAD.
#### Valid f o r r ea l−time input only .
####
#−powerthres 9 . 0 # r e j e c t input by avg . energy
####
#### Gaussian Mixture Model
####
#### GMM w i l l be used f o r input r e j e c t i o n by accumurated score , or
#### fo r GMM−based f rontend VAD when ”−−enable−gmm−vad” s p e c i f i e d .
####
#### NOTE: I f you use MFCC fo r the GMM which i s d i f f e r e n t from AM, you
#### should a l s o s e t the parameters l i k e other AM with an opt ion ”−AMGMM” .
#### I f ”−AMGMM” i s not used , Ju l i u s assume GMM to use the same
#### parameter as the f i r s t AM.
####
#−gmm hmmdefs # GMM de f i n i t i o n s in HTK format
#−gmmnum 10 # num of Gaussians to be computed per GMM
#−gmmreject s t r i n g # comma−separated l i s t o f GMM name to r e j e c t
#### GMMVAD
#−gmmmargin 20 # head margin f o r GMM based VAD in frames
####
#### Decoding opt ion
####
#### Real−time p ro c e s s i ng means concurrent p ro c e s s i ng o f MFCC computation
#### and 1 s t pass decoding . By de fau l t , r ea l−time p ro c e s s i ng on the
#### 1 s t pass i s on f o r microphone / adinnet / netaudio input , and
#### o f f f o r o the r s .
####
#−r e a l t ime # f o r c e r ea l−time p ro c e s s i ng






#### See p lug in /00 readme . txt f o r d e t a i l
####
#−p l ug i nd i r . / p lug in : / usr / l o c a l / share / j u l i u s / p lug in s
######################################################################
#### INSTANCE DEFINITION FOR MULTI DECODING
######################################################################
####
#### The f o l l ow i n g three argument w i l l c r e a t e a new con f i gu r a t i on s e t
#### with d e f au l t parameters , and switch cur rent s e t to i t . Jconf
#### parameters s p e c i f i e d a f t e r the opt ion w i l l be s e t i n to the cur rent
#### se t .
####
#### To do multi−model decoding , the se argument should be s p e c i f i e d at
#### the f i r s t o f each model / search i n s t an c e s with d i f f e r e n t names .
#### Any opt ions be f o r e the f i r s t i n s t ance d e f i n i t i o n w i l l be IGNORED.
####
#### When no in s t ance d e f i n i t i o n i s found ( as o ld e r v e r s i on o f Ju l i u s ) ,
#### a l l the opt ions are a s s i gned to a d e f au l t i n s t anc e named ” d e f a u l t ” .
####
#### Please note that decoding with a s i n g l e LM and mul t ip l e AMs i s not
#### f u l l y supported . For example , you may want to cons t ruc t the
#### jcon f f i l e as t h i s :
####
#### −AM am 1 −AM am 2
#### −LM lm (LM spec . . )
#### −SR search1 am 1 lm
#### −SR search2 am 2 lm
####
#### This type o f model shar ing i s not supported yet , s i n c e some part
#### of LM proc e s s i ng depends on the as s i gned AM. Instead , you can
#### get the same r e s u l t by d e f i n i n g the same LMs f o r each AM, l i k e t h i s :
####
#### −AM am 1 −AM am 2
#### −LM lm 1 (LM spec . . )
#### −LM lm 2 ( same LM spec . . )
#### −SR search1 am 1 lm 1
#### −SR search2 am 2 lm 2
####
## Create a new AM con f i gu r a t i on set , and switch cur rent to i t .
## You should g ive a unique name .
#−AM name
## Create a new LM con f i gu r a t i on set , and switch cur rent to i t .
## You should g ive a unique name .
#−LM name
## Create a new Search c on f i gu r a t i on s e t with AM and LM, and switch
## current to i t . AM and LM name can be e i t h e r name or ID number .
#−SR name am name or id lm name or id
## Switch cur rent AM to s p e c i a l one r e s e rved f o r GMM, to s p e c i f y
## ana l y s i s parameter f o r GMM. Be sure not to con fuse with normal AM
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## con f i gu r a t i on .
# −AMGMM
## When us ing in s t anc e de c l a r a t i on s , g l oba l opt ions should be placed
## at top be f o r e any in s t anc e dec l a ra t i on , or a f t e r t h i s opt ion below .
## This opt ion i s only a sw i t che r and can be used anywhere anytime .
# −GLOBAL
## This opt ion d i s a b l e s the s t r i c t s e c t i o n check ings and back to 4 .0
# −nosec t i oncheck
######################################################################
#### LANGUAGE MODEL (−LM)
######################################################################
####





#−d b ina ry ng r am f i l e # N−gram in Ju l i u s binary format
#−n l r ngram # forward ( l e f t −to−r i g h t ) N−gram
#−n r l rev ngram # backward ( r ight−to− l e f t ) N−gram
#−v d i c t f i l e # word d i c t i ona ry
## param .
#−s i l h e ad ”<s>” # beginning−of−sentence ( s i l e n c e ) word
#− s i l t a i l ”</s>” # end−of−sentence ( s i l e n c e ) word
#−mapunk ”<unk>” # word to which unknown words should be mapped
#−iwspword # add a pause word to the d i c t i ona ry
#−iwspentry ”<UNK> [ sp ] sp sp ” # word that w i l l be added by ”−iwspword”
#−sepnum 150 # num of high f r e q words to l i n e a r i z e
#−adddict d i c t f i l e # append add i t i ona l word d i c t i ona ry




#### ”−gram” , ”−g raml i s t ” can be used mul t ip l e t imes
#−gram grampref ix # (comma−separated l i s t o f ) grammar f i l e p r e f i x
#−g raml i s t t x t f i l e # text f i l e conta in ing grammar p r e f i x e s
#−dfa d f a f i l e −v d i c t f i l e # sp e c i f y DFA and d i c t i ona ry s epa r a t e l y
#−nogram # r e s e t a l l grammar l i s t a l r eady s p e c i f i e d
####
#### I s o l a t e d Word
####
#−w d i c t f i l e # word d i c t i ona ry
#−w l i s t t x t f i l e # text f i l e conta in ing d i c t i o n a r i e s
#−nogram # r e s e t a l l d i c t f i l e s a l r eady s p e c i f i e d
## param .
#−ws i l s i lB s i l E NULL # head / t a i l s i l e n c e models to be appended
####
#### User−de f ined LM
####




#### misc LM opt ion
####
#− f o r c e d i c t # sk ip e r r o r word e n t r i e s ( no stop on e r r o r )
######################################################################
#### ACOUSTIC MODEL (−AM) (−AMGMM)
######################################################################
####
#### Acoust ic a n a l y s i s parameters are inc luded in t h i s s e c t i on , s i n c e
#### the AM de f i n e s the r equ i r ed parameter . You can use d i f f e r e n t MFCC
#### type f o r each AM.
#### For GMM, the same parameter should be s p e c i f i e d a f t e r ”−AMGMM”
####
#### When us ing mul t ip l e AM, the va lue s o f ”−smpPeriod ” , ”−smpFreq ” ,
#### ”− f s i z e ” and ”− f s h i f t ” should be the same among a l l AM.
####
## Acoust ic model
#−h hmmfile # acou s t i c HMM ( a s c i i or Ju l i u s binary )
#−h l i s t l o g i c a l t r i # HMMList to map l o g i c a l phone to phy s i c a l
#−tmix 2 # # of mixture to compute in a mixture PDF
#−spmodel ” sp ” # name o f a short−pause s i l e n c e model
#−multipath # f o r c e enable MULTI−PATH model handl ing
#−gprune { s a f e | h e u r i s t i c | beam | none | de f au l t } # Gaussian pruning method
#−iwcd1 {max | avg | best 3} # Inter−word tr iphone approximation method
#−iwsppenalty −1.0 # pause i n s e r t i o n pena l ty f o r ”−iwsp ”
#−gshmm hmmfile # HMM fo r Gaussian mixture s e l e c t i o n
#−gsnum 24 # Threshold number o f HMM fo r gshmm
## Analys i s
#−smpPeriod 625 # sampling per iod ( ns ) (= 10000000 / smpFreq )
#−smpFreq 16000 # sampling ra t e (Hz)
#− f s i z e 400 # window s i z e ( samples )
#− f s h i f t 160 # frame s h i f t ( samples )
#−preemph 0 .97 # pre−emphasis c o e f .
#−fbank 24 # number o f f i l t e r b a n k channe l s
#−c e p l i f 22 # c ep s t r a l l i f t e r i n g co e f .
#−rawe # use raw energy
#−norawe # d i s ab l e ”−rawe” ( t h i s i s d e f au l t )
#−enormal # normal ize l og energy
#−noenormal # d i s ab l e ”−enormal ” ( t h i s i s d e f au l t )
#−e s c a l e 1 . 0 # s c a l i n g log energy f o r enormal
#− s i l f l o o r 50 .0 # energy s i l e n c e f l o o r in dB f o r enormal
#−delwin 2 # de l t a window ( frames )
#−accwin 2 # a c c e l e r a t i o n window ( frames )
#−h i f r e q −1 # cut−o f f h i f requency (Hz) (−1: d i s a b l e )
#− l o f r e q −1 # cut−o f f low frequency (Hz) (−1: d i s a b l e )
#−zmeanframe # frame−wise DC o f f s e t removal ( same as HTK)
#−nozmeanframe # d i s ab l e ”−zmeanframe” ( t h i s i s d e f au l t )
## Cepst ra l mean / var iance norma l i za t i on
#−cmnload f i l ename # load i n i t i a l cep . mean / var iance on s ta r tup
#−cmnsave f i l ename # save cep . mean / var iance at each input end
#−cmnupdate # update beg inning cep . data at each input
#−cmnnoupdate # keep i n i t i a l mean , d i s ab l e ”−cmnupdate”
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#−cmnmapweight 100 .0 # weight f o r MAP−CMN
#−cvn # enable var iance norma l i za t i on
## Vocal t r a c t l ength norma l i za t i on (VTLN)
#−vt ln 1 .0 300 4800 # enable VTLN ( alpha , l ower f r eq , upper f req )
## Spec t r a l sub t ra c t i on ( d e f au l t : d i s ab l ed )
#−s s c a l c # do SS , e s t imate no i s e from head s i l
#−s s c a l c l e n 300 # length o f head s i l e n c e f o r ”− s s c a l c ” (msec )
#−s s l o ad f i l ename # do SS , load no i s e spectrum saved by ”mkss”
#−s sa lpha 2 .0 # alpha co e f . f o r s p e c t r a l sub t ra c t i on
#− s s f l o o r 0 .5 # sp e c t r a l f l o o r c o e f .
## Others





#### Defau l t va lue s f o r beam width and LM weights w i l l change
#### accord ing to compile−time setup o f Ju l i u sL ib and model s p e c i f i c a t i o n .





#− i n a c t i v e # s t a r t t h i s p roce s s with i n a c t i v e s t a tu s
#−1pass # perform only the 1 s t pass , omit 2nd pass
#−no ccd # switch o f f the phone context dependency
#−f o r c e c c d # f o r c e on the phone context dependency
#−cmalpha 0 .05 # CM alpha value
#−iwsp # append a sk ippab l e sp at a l l word ends
#−transp 0 .0 # t r a n s i t i o n pena l ty f o r t ransparent words
####
#### parameter (1 s t pass )
####
#−lmp weight pena l ty # LM weight and word i n s e r t i o n pena l ty ( pass1 )
#−penalty1 pena l ty # word i n s e r t i o n pena l ty f o r grammar ( pass1 )
#−b width # beam width (# o f nodes )
#−bs s co r e # beam width ( s co r e )
#−n l im i t 3 # with enable−wpair−nl imi t , s e t max N at nodes
#−progout # prog r e s s i v e output whi l e decoding
#−p rog i n t e r v a l 300 # output i n t e r v a l in msec f o r ”−progout ”
####
#### parameter (2nd pass )
####
#−lmp2 weight pena l ty # LM weight and word i n s e r t i o n pena l ty ( pass2 )
#−penalty2 pena l ty # word i n s e r t i o n pena l ty f o r grammar ( pass2 )
#−b2 width # enve lope beam width o f 2nd pass (#word )
#−sb 80 .0 # enve lope s co r e width at 2nd pass
#−s 500 # hypotheses s tack s i z e on 2nd pass (#hypo )
#−m 2000 # hypotheses over f l ow thre sho ld (#hypo )
#−n n # num of s en t ence s to f i nd
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#−output 1 # num of s en t ence s to output as r e s u l t
#−lookuprange 5 # hypo . lookup range at word expansion (#frame )
#− l o o k t r e l l i s # expand only t r e l l i s words in grammar
#−f a l l b a c k1pa s s # output 1 s t pass r e s u l t when 2nd pass f a i l s
####
#### short−pause segmentat ion ( and decoder−based VAD)
####
#−spsegment # enable sp segmentat ion ( or decoder VAD)
#−spdur 10 # # of frames to de t e c t a shor t pause
#−pausemodels s t r i n g # comma−separated pause model names
#### fo r decoder−VAD
#−spmargin 40 # backstep margin at t r i g g e r up ( frame )
#−spde lay 4 # de c i s i o n de lay at t r i g g e r up ( frame )
####
#### l a t t i c e output
####
#− l a t t i c e # output r e s u l t in word graph ( aka −graphout )
#−graphrange 0 # merge same words nearby , −1 to d i s ab l e merge
#−graphcut 80 # graph depth cut th r e sho ld ( in depth )
#−graphboundloop 20 # max i t e r t a t i o n s f o r boundary adjustment loop
#−graphsearchde lay # ac t i v a t e an a l t e r n a t e gene ra t i on a lgor i thm
#−nographsearchde lay # d i s ab l e ”−graphsearchde lay ”
####
#### con fus i on network output
####
#−con fnet # enable con fus i on network output
#−noconfnet # d i s ab l e con fus i on network output
####
#### multi−grammar output ( f o r grammar and i s o l a t e d word )
####
#−multigramout # output max hypo f o r each grammar
#−nomultigramout # d i s ab l e ”−multigramout ”
####
#### for c ed al ignment
####
#−wal ign # enable al ignment f o r r e s u l t at word l e v e l
#−pa l i gn # enable al ignment f o r r e s u l t at phoneme l e v e l




# ! ! ! ! ! ! VoxForge change
#−outprobout f i l ename # save computed outprob vec to r s to HTK f i l e ( f o r debug )
# ! ! ! ! ! !
# VoxForge c on f i g u r a t i o n s :
−dfa grammar/sample . dfa
−v grammar/ sample . d i c t
−h a c o u s t i c mod e l f i l e s /hmmdefs
−h l i s t a c o u s t i c mod e l f i l e s / t i e d l i s t
−spmodel ” sp ” # HMM model name
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−multipath
−gprune s a f e
−iwcd1 max
−iwsppenalty −70.0 # t r a n s i t i o n pena l ty f o r the appended sp models
−smpFreq 16000 # sampling ra t e (Hz)
−iwsp # append a sk ippab l e sp model at a l l word ends
−penalty1 5 .0
−penalty2 20 .0
−b2 200 # beam width on 2nd pass (#words )
−sb 200 .0 # sco r e beam enve lope th r e sho ld
−n 1
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c l a s s c on f i gu r a t i on :
de f i n i t ( s e l f , name) :
s e l f . name = name
de f load ( s e l f ) :
”””
Loads the c on f i g u r a t i on f i l e . Filename format i s based on the name given
in the con s t ruc to r . Prepended by ” c o n f i g ” with ” . j son ” s u f f i x . I f a l l
goes wel l , r e tu rn s a d i c t i ona ry o f c on f i gu r a t i on parameters .
”””
f i l ename = ” c on f i g ” + s e l f . name + ” . j son ”
f i l e h a n d l e = open ( f i l ename , ’ r ’ )
f i l e c o n t e n t = f i l e h a n d l e . read (32∗1024) # Config f i l e s should be << 32kB
f i l e h a n d l e . c l o s e ( )
# TODO: Val idate JSON data aga in s t schema





” connect ” : {
” baudrate ” : 115200 ,
” port ” : ”/dev/ttyUSB0” ,
” timeout ” : 0 . 5
}
}
Mo`dul 5: config lewansoul.json
[
{
”name” : ” f r o n t l e f t ” ,
” r o l l i n g ” : [
” lewansoul ” ,
25 ,
500 ,
f a l s e
] ,
” s t e e r i n g ” : [
” lewansoul ” ,
23 ,
465 ,
f a l s e
] ,
”x” : −9.125 ,
”y” : 11 .375
} ,
{
”name” : ” f r o n t r i g h t ” ,
” r o l l i n g ” : [





” s t e e r i n g ” : [
” lewansoul ” ,
29 ,
515 ,
f a l s e
] ,
”x” : 9 . 125 ,
”y” : 11 .375
} ,
{
”name” : ” m id l e f t ” ,
” r o l l i n g ” : [
” lewansoul ” ,
21 ,
500 ,
f a l s e
] ,
” s t e e r i n g ” : nu l l ,
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”name” : ”mid r ight ” ,
” r o l l i n g ” : [





” s t e e r i n g ” : nu l l ,




”name” : ” r e a r l e f t ” ,
” r o l l i n g ” : [
” lewansoul ” ,
20 ,
500 ,
f a l s e
] ,
” s t e e r i n g ” : [
” lewansoul ” ,
24 ,
500 ,






”name” : ” r e a r r i g h t ” ,
” r o l l i n g ” : [





” s t e e r i n g ” : [
” lewansoul ” ,
26 ,
530 ,
f a l s e
] ,




Mo`dul 6: config roverchassis.json
”””
MIT License
Copyright ( c ) 2018 Roger Cheng
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Permiss ion i s hereby granted , f r e e o f charge , to any person obta in ing a copy
o f t h i s so f tware and a s s o c i a t ed documentation f i l e s ( the ” Software ”) , to dea l
in the Software without r e s t r i c t i o n , i n c l ud ing without l im i t a t i o n the r i g h t s
to use , copy , modify , merge , publ i sh , d i s t r i bu t e , sub l i c en s e , and/ or s e l l
c op i e s o f the Software , and to permit persons to whom the Software i s
f u rn i shed to do so , sub j e c t to the f o l l ow i ng cond i t i on s :
The above copyr ight no t i c e and t h i s permis s ion no t i c e s h a l l be inc luded in a l l
c op i e s or s ub s t an t i a l po r t i on s o f the Software .
THE SOFTWARE IS PROVIDED ”AS IS ” , WITHOUT WARRANTY OF ANY KIND, EXPRESS OR
IMPLIED, INCLUDING BUT NOT LIMITED TO THE WARRANTIES OF MERCHANTABILITY,
FITNESS FOR A PARTICULAR PURPOSE AND NONINFRINGEMENT. IN NO EVENT SHALL THE
AUTHORS OR COPYRIGHT HOLDERS BE LIABLE FOR ANY CLAIM, DAMAGES OR OTHER
LIABILITY , WHETHER IN AN ACTION OF CONTRACT, TORT OR OTHERWISE, ARISING FROM,




import l ogg ing
import c on f i gu r a t i on
import lewansoul wrapper
# Python 2 does not have a constant f o r i n f i n i t y . ( Python 3 added math . i n f . )
i n f i n i t y = f l o a t ( ” i n f ” )
c l a s s roverwhee l :
”””
Rover wheel c l a s s t r a ck s in fo rmat ion s p e c i f i c to a p a r t i c u l a r wheel on
the c h a s s i s .
”””
de f i n i t ( s e l f , name , x=0, y=0, r o l l i n g c o n t r o l=None , ro l l ingparam=None ,
s t e e r i n g c o n t r o l=None , steer ingparam=None) :
# St r ing i s used to i d e n t i f y t h i s wheel in var i ous ope ra t i on s . Bonus i f
# the words make sense to a human reader ( ’ f r o n t l e f t ’ ) but not r equ i r ed .
s e l f . name = name
# X,Y coord ina te o f t h i s wheel on the rover cha s s i s , r e l a t i v e to cente r .
s e l f . x = x
s e l f . y = y
# Ro l l i ng v e l o c i t y motor ( op t i ona l ) : a r e f e r e n c e to the con t r o l ob j e c t and
# the parameters to i d e n t i f y t h i s wheel to the con t r o l .
s e l f . r o l l i n g c o n t r o l = r o l l i n g c o n t r o l
s e l f . ro l l ingparam = ro l l ingparam
# Stee r i ng ang le motor ( opt iona ) : s im i l a r to the above , but f o r s t e e r i n g .
s e l f . s t e e r i n g c o n t r o l = s t e e r i n g c o n t r o l
s e l f . s teer ingparam = steer ingparam
# The most r e c en t l y commanded s t e e r i n g ang le and r o l l i n g v e l o c i t y
s e l f . ang le = 0
s e l f . v e l o c i t y = 0
# I f we were g iven a r o l l i n g v e l o c i t y cont ro l , run any i n i t i a l i z a t i o n we
# need and obta in i t s l a b e l s t r i n g to show to user .
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i f s e l f . r o l l i n g c o n t r o l :
s e l f . r o l l i n g c o n t r o l . i n i t v e l o c i t y ( s e l f . ro l l ingparam )
try :
s e l f . r o l l i n g l a b e l = s e l f . r o l l i n g c o n t r o l . v e r s i on ( s e l f . ro l l ingparam )
except ValueError as ve :
s e l f . r o l l i n g l a b e l = ” (No Response ) ”
# Repeat the above , t h i s time f o r s t e e r i n g ang le c on t r o l .
i f s e l f . s t e e r i n g c o n t r o l :
s e l f . s t e e r i n g c o n t r o l . i n i t a n g l e ( s e l f . s teer ingparam )
try :
s e l f . s t e e r i n g l a b e l = s e l f . s t e e r i n g c o n t r o l . v e r s i on ( s e l f . s teer ingparam )
except ValueError as ve :
s e l f . s t e e r i n g l a b e l = ” (No Response ) ”
de f powero f f ( s e l f ) :
”””
I n s t r u c t s the motor c o n t r o l l e r to stop r o l l i n g , stop ho ld ing pos i t i on ,
whatever i s the l e a s t−e f f o r t s i t u a t i o n . ( I f app l i c ab l e )
”””
s e l f . v e l o c i t y = 0
i f s e l f . r o l l i n g c o n t r o l :
s e l f . r o l l i n g c o n t r o l . power percent ( s e l f . ro l l ingparam , 0)
# K i l l i n g the power l e av e s the ang le wherever i t was l a s t ( except as
# moved by ex t e rna l f o r c e s ) so l eave s e l f . ang le a lone .
i f s e l f . s t e e r i n g c o n t r o l :
s e l f . s t e e r i n g c o n t r o l . power percent ( s e l f . steer ingparam , 0)
de f a n g l e v e l o c i t y ( s e l f ) :
”””
Send the d i c t a t ed ang le and v e l o c i t y to t h e i r r e s p e c t i v e c on t r o l s
”””
i f s e l f . r o l l i n g c o n t r o l :
s e l f . r o l l i n g c o n t r o l . v e l o c i t y ( s e l f . ro l l ingparam , s e l f . v e l o c i t y )
i f s e l f . s t e e r i n g c o n t r o l :
s e l f . s t e e r i n g c o n t r o l . ang le ( s e l f . steer ingparam , s e l f . ang le )
de f s t e e r t o ( s e l f , ang le ) :
”””
Stee r t h i s wheel to the s p e c i f i e d ang le . Ca l l e r i s r e s p on s i b l e f o r
v a l i d a t i o n o f a l l parameters .
”””
s e l f . s t e e r i n g c o n t r o l . ang le ( s e l f . steer ingparam , ang le )
de f s t e e r s e t z e r o ( s e l f ) :
”””
Set the cur rent s t e e r i n g ang le o f t h i s wheel as the new zero . Ca l l e r i s
r e s p on s i b l e f o r v a l i d a t i o n o f a l l parameters
”””
s e l f . s t e e r i n g c o n t r o l . s t e e r s e t z e r o ( s e l f . s teer ingparam )
de f motor vo l tage ( s e l f ) :
”””
Query the r o l l i n g and s t e e r i n g motor c o n t r o l l e r s f o r t h e i r cur rent input




vo l t ag e s = d i c t ( )
i f s e l f . r o l l i n g c o n t r o l :
v o l t a g e s [ ” Ro l l i ng ” ] = s e l f . r o l l i n g c o n t r o l . i npu t vo l t ag e ( s e l f . ro l l ingparam )
e l s e :
v o l t ag e s [ ” Ro l l i ng ” ] = ”Not Appl i cab le ”
i f s e l f . s t e e r i n g c o n t r o l :
v o l t a g e s [ ” S t e e r i ng ” ] = s e l f . s t e e r i n g c o n t r o l . i npu t vo l t ag e ( s e l f .
s teer ingparam )
e l s e :
v o l t ag e s [ ” S t e e r i ng ” ] = ”Not Appl i cab le ”
re turn vo l t ag e s
c l a s s c h a s s i s :
”””
Rover c h a s s i s c l a s s t r a ck s the phy s i c a l geometry o f the c h a s s i s and uses
that informaton to c a l c u l a t e Ackerman s t e e r i n g ang l e s and r e l a t i v e
v e l o c i t y f o r wheel t r a v e l
”””
de f i n i t ( s e l f ) :
# L i s t o f wheels
# Each wheel i s a d i c t i ona ry mapping name o f a wheel to i t s s p e c i f i c i n f o .
s e l f . wheels = d i c t ( )
# When turn ing rad iu s grows beyond t h i s point , the wheel ang l e s are so
# min i s cu l e i t i s i n d i s t i n g u i s h a b l e from s t r a i g h t l i n e t r a v e l . This hard
# coded de f au l t can be updated based on ch a s s i s c on f i g by c a l l i n g
# ca l cu la t e rad iu s min max ( )
s e l f . maxRadius = 250
# Radius r ep r e s en t i ng the t i g h t e s t turn t h i s c h a s s i s can make . Minimum
# value o f ze ro i n d i c a t e s c h a s s i s i s capable o f turn ing in p lace .
# This hard coded de f au l t va lue can be updated based on ch a s s i s c on f i g by
# c a l l i n g ca l cu la t e rad iu s min max ( )
s e l f . minRadius = 17.75
# The cur rent ( v e l o c i t y , r ad iu s ) that d i c t a t ed wheel ang le and v e l o c i t y .
# Ve loc i ty un i t i s up to the c a l l e r , math works r e g a r d l e s s o f un i t s
# inches , metric , quadrature pu l ses , e t c .
# Radius un i t must match those used to s p e c i f y wheel c oo rd ina t e s .
s e l f . currentMotion = (0 , i n f i n i t y )
# A d i c t i ona ry mapping a name s t r i n g i d e n t i f y i n g a motor c o n t r o l l e r type
# to an in s t ance o f the motor c o n t r o l l e r .
s e l f . mo to r c on t r o l l e r s = d i c t ( )
de f i n i t mo t o r c o n t r o l l e r s ( s e l f ) :
”””
Creates the d i c t i ona ry where a name in the c on f i g u r a t i on f i l e can be
matched with i t s cor re spond ing motor c o n t r o l l e r .
”””
t ry :
lws = lewansoul wrapper . lewansoul wrapper ( )
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lws . connect ( )
s e l f . mo to r c on t r o l l e r s [ ’ l ewansoul ’ ] = lws
#pr in t ”−−−−−−−−−−−−−−−−Funciona be f i n s aqui−−−−−−−−−−−−−−−−−−−”
except StandardError as se :
l o gg ing . getLogger ( name ) . e r r o r ( ”Unable to i n i t i a l i z e LewanSoul Servo
Library : %s ” , s t r ( se ) )
de f ensureready ( s e l f ) :
”””
Makes sure t h i s c h a s s i s c l a s s i s ready f o r work by ensur ing the r equ i r ed
in fo rmat ion i s loaded and ready .
”””
i f l en ( s e l f . wheels ) > 0 :
re turn
# I n i t i a l i z e motor c o n t r o l l e r d i c t i ona ry .
s e l f . i n i t mo t o r c o n t r o l l e r s ( )
# Load con f i gu r a t i on from JSON.
con f i g = con f i gu r a t i on . c on f i gu r a t i on ( ” r o v e r c h a s s i s ” )
whee l j son = con f i g . load ( )
# Using the data in c on f i g u r a t i on JSON f i l e , c r e a t e a wheel ob j e c t .
f o r wheel in whee l j son :
# Retr i eve name and v e r i f y uniqueness .
name = wheel [ ’name ’ ]
i f name in s e l f . wheels :
r a i s e ValueError ( ” Dupl i cate wheel name {} encountered . ” . format (name) )
# I n i t i a l i z e a l l op t i ona l motor c on t r o l va lue s to None
s t e e r i n g c o n t r o l = None
steer ingparam = None
r o l l i n g c o n t r o l = None
ro l l ingparam = None
# F i l l in any r o l l i n g v e l o c i t y motor c on t r o l and a s s o c i a t ed parameters
r o l l i n g = wheel [ ’ r o l l i n g ’ ]
i f r o l l i n g :
r o l l i n g t y p e = r o l l i n g [ 0 ]
i f l en ( r o l l i n g ) == 2 :
ro l l ingparam = r o l l i n g [ 1 ]
e l s e :
#pr in t ”Entro aqui ” ∗ 5
ro l l ingparam = r o l l i n g [ 1 : ]
#pr in t ”−−−−−−−−−−−−”
#pr in t ro l l ingparam
#pr in t r o l l i n g t y p e
#pr in t s e l f . mo to r c on t r o l l e r s
#pr in t ”−−−−−−−−−−−−”
i f r o l l i n g t y p e in s e l f . mo to r c on t r o l l e r s :
r o l l i n g c o n t r o l = s e l f . mo to r c on t r o l l e r s [ r o l l i n g t y p e ]
e l s e :
#pr in t ”−−−−−−−−”
#pr in t r o l l i n g
#pr in t ”−−−−−−−−”
r a i s e ValueError ( ”Not working motor” )
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# F i l l in any s t e e r i n g ang le motor c on t r o l and a s s o c i a t ed parameters
s t e e r i n g = wheel [ ’ s t e e r i n g ’ ]
i f s t e e r i n g :
s t e e r i n g t yp e = s t e e r i n g [ 0 ]
i f l en ( s t e e r i n g ) == 2 :
#pr in t ”−−−−−−−−−−−−−−aqui−−−−−−−−−−−−−”
steer ingparam = s t e e r i n g [ 1 ]
e l s e :
s teer ingparam = s t e e r i n g [ 1 : ]
i f s t e e r i n g t yp e in s e l f . mo to r c on t r o l l e r s :
s t e e r i n g c o n t r o l = s e l f . mo to r c on t r o l l e r s [ s t e e r i n g t yp e ]
e l s e :
r a i s e ValueError ( ”Unknown motor c on t r o l type ” )
# Add the newly c reated roverwhee l ob j e c t to wheels d i c t i ona ry .
s e l f . wheels [ name ] = roverwhee l (name , wheel [ ’ x ’ ] , wheel [ ’ y ’ ] ,
r o l l i n g c o n t r o l , ro l l ingparam , s t e e r i n g c on t r o l , s teer ingparam )
# Update rad iu s min/max based on the rover c h a s s i s c on f i g u r a t i on i n f o
s e l f . c a l cu la t e rad iu s min max ( )
# Wheels are i n i t i a l i z e d , s e t everyth ing to zero .
s e l f . move ve l o c i t y rad iu s (0 )
de f move ve l o c i t y rad iu s ( s e l f , v e l o c i t y , r ad iu s=i n f i n i t y ) :
”””
Given the de s i r ed v e l o c i t y and turn ing radius , update the ang le and
v e l o c i t y r equ i r ed f o r each wheel to perform the de s i r ed motion .
Ve loc i ty and rad iu s i s g iven r e l a t i v e to rover c en t e r .
Radius o f ze ro i n d i c a t e s a turn−in−p lace movement . (Not yet implemented )
Radius o f i n f i n i t y i n d i c a t e s movement in a s t r a i g h t l i n e .
”””
i f abs ( rad iu s ) < s e l f . minRadius :
# This c h a s s i s c on f i gu r a t i on could not make that t i g h t o f a turn .
r a i s e ValueError ( ”Radius below minimum” )
i f abs ( v e l o c i t y ) > 100 :
r a i s e ValueError ( ” Ve loc i ty percentage may not exceed 100” )
s e l f . currentMotion = ( ve l o c i t y , r ad iu s )
i f r ad iu s > s e l f . maxRadius :
# St ra i gh t l i n e t r a v e l
f o r wheel in s e l f . wheels . va lue s ( ) :
wheel . ang le = 0
wheel . v e l o c i t y = v e l o c i t y
e l s e :
# Ca lcu la t e ang le and v e l o c i t y f o r each wheel
f o r wheel in s e l f . wheels . va lue s ( ) :
# Dimensions o f t r i a n g l e r ep r e s en t i ng the wheel . Used f o r c a l c u l a t i o n s
# in form o f oppos i te , adjacent , and hypotenuse
opp = wheel . y
adj = radius−wheel . x
hyp = math . s q r t (pow(opp , 2 ) + pow( adj , 2 ) )
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# Calcu la t e wheel s t e e r i n g ang le to execute the commanded motion .
i f adj == 0 :
wheel . ang le = 90
e l s e :
wheel . ang le = math . degree s (math . atan ( f l o a t ( opp ) / f l o a t ( adj ) ) )
# Calcu la t e wheel r o l l i n g v e l o c i t y to execute the commanded motion .
i f r ad iu s == 0 :
wheel . v e l o c i t y = 0 # TODO: Ve loc i ty c a l c u l a t i o n f o r spin−in−p lace
where rad iu s i s ze ro
e l s e :
wheel . v e l o c i t y = v e l o c i t y ∗ hyp/abs ( rad iu s )
# I f c en t e r o f r o t a t i on i s with in the wheel track , and between the
# wheel and the o r i g i n , then t h i s wheel w i l l need to turn in the
# oppos i t e d i r e c t i o n so the rover body can turn about the cente r .
i f ( r ad iu s < 0 and wheel . x < 0 and wheel . x < rad iu s ) or ( rad iu s > 0 and
wheel . x > 0 and wheel . x > rad iu s ) :
wheel . v e l o c i t y = −wheel . v e l o c i t y
# Go back and normal ize a l the wheel r o l l r a t e magnitude so they are at or
# below ta rg e t v e l o c i t y whi l e mainta in ing r e l a t i v e r a t i o s between t h e i r
r a t e s .
maxCalculated = 0
f o r wheel in s e l f . wheels . va lue s ( ) :
i f abs ( wheel . v e l o c i t y ) > maxCalculated :
maxCalculated = abs ( wheel . v e l o c i t y )
i f maxCalculated > v e l o c i t y :
# At l e a s t one wheel exceeded s p e c i f i e d maxVelocity , c a l c u l a t e
# norma l i za t i on r a t i o and apply to every wheel .
r educt ionRat io = abs ( v e l o c i t y ) / f l o a t ( maxCalculated )
f o r wheel in s e l f . wheels . va lue s ( ) :
wheel . v e l o c i t y = wheel . v e l o c i t y ∗ r educt ionRat io
# We’ re sending commands f o r a p a r t i c u l a r wheel − s t e e r i n g and r o l l i n g
# v e l o c i t y − be f o r e we move on to the next wheel . I f t h i s causes t iming
# i s s u e s ( wheels s t a r t moving be f o r e they ’ ve f i n i s h e d po in t ing in the
# r i gh t d i r e c t i on , e t c . ) we may have to send a l l s t e e r i n g commands f i r s t ,
# wait u n t i l we reach the angles , b e f o r e sending v e l o c i t y commands .
f o r wheel in s e l f . wheels . va lue s ( ) :
wheel . a n g l e v e l o c i t y ( )
de f ca l cu la t e rad iu s min max ( s e l f ) :
”””
Once the wheel con f i gu ra ton has been loaded , read maximum turn ing a b i l i t y
o f the wheels and c a l c u l a t e the minimum turn ing rad iu s . Also look at the
rad iu s when the wheels are turned a s i n g l e degree and use that as maximum
turn ing rad iu s .
I n i t i a l va lue s are e s t ab l i s h ed by f i r s t f i nd i n g the wheel with the
g r e a t e s t X d i s t ance from cente r . Minimum rad iu s i s 1% o f i t s d i s tance , and
maximum i s 10 t imes (1000%) o f the d i s t ance .
”””
wheel x max = 0
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f o r wheel in s e l f . wheels . va lue s ( ) :
i f abs ( wheel . x ) > wheel x max :
wheel x max = abs ( wheel . x )
i f wheel x max > 0 :
l im i t min = wheel x max ∗ 0 .01
l imit max = wheel x max ∗ 10
# I n i t i a l va lue s e s t ab l i s h ed , now l e t ’ s look at each wheel and c a l c u l a t e
# i t s r e l a t i v e min/max and compare aga in s t i n i t i a l va lue s .
f o r wheel in s e l f . wheels . va lue s ( ) :
i f wheel . s t e e r i n g c o n t r o l :
angle max = wheel . s t e e r i n g c o n t r o l . maxangle ( wheel . s teer ingparam )
i f angle max < 90 :
l im i t r a d i u s = wheel . x + ( wheel . y/math . tan (math . rad ians ( angle max ) ) )
i f l im i t r a d i u s > l im i t min :
l im i t min = l im i t r a d i u s
# I f the rover uses s t e e r i n g mechanism that can be more p r e c i s e than
# +/− one degree , dec r ea s e the value ac co rd ing ly .
l im i t r a d i u s = wheel . x + ( wheel . y/math . tan (math . rad ians (1 ) ) )
i f abs ( l im i t r a d i u s ) < l imit max :
l imit max = abs ( l im i t r a d i u s )
s e l f . minRadius = l im i t min
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”””
import r o v e r c h a s s i s
c l a s s Ju l iusRover ( ) :
de f i n i t ( s e l f ) :
”””
I n i t make a r o v e r c h a s s i s c l a s s
”””
s e l f . c h a s s i s = r ov e r c h a s s i s . c h a s s i s ( )
s e l f . r ove r r eady ( )
p r i n t ( ”Rover ready to go” )




s e l f . c h a s s i s . ensureready ( )




s e l f . r ove r r eady ( )
f o r wheel in s e l f . c h a s s i s . wheels . va lue s ( ) :
wheel . powero f f ( )
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pr in t ( ”Motors stopped ” )
de f d r i v e ( s e l f , magnitude , ang le ) :
”””
Allows user to send a s i n g l e ang le+v e l o c i t y command to c h a s s i s .
”””
s e l f . r ove r r eady ( )
i f ang le == 0 :
rad iu s = f l o a t ( ” i n f ” )
e l i f angle >0:
rad iu s = s e l f . c h a s s i s . minRadius + ( s e l f . c h a s s i s . maxRadius − s e l f .
c h a s s i s . minRadius ) ∗ (100 − ang le ) / 100 .0
e l s e :
r ad iu s = − s e l f . c h a s s i s . minRadius − ( s e l f . c h a s s i s . maxRadius − s e l f .
c h a s s i s . minRadius ) ∗ (100 + angle ) / 100 .0
s e l f . c h a s s i s . move ve l o c i t y rad iu s (magnitude , rad iu s )
p r i n t ”Moving with magnitude ” + s t r (magnitude ) + ” and rad iu s ” + s t r (
rad iu s )
i f name == ’ ma in ’ :
rover = Jul iusRover ( )
rover . d r i v e (30 , 40)







FIFO = ’mypipe ’
p r i n t ”Creem s e r v i d o r s de Ju l i u s ”
#Creem e l s e r v i d o r amb un subproces s
t ry :
p r o c e s s s e r v i d o r = subproces s . Popen ( ”padsp j u l i u s −input mic −C /home/ pi /
Desktop/Sample . j c on f −module” , s h e l l = True , s tdout = subproces s . PIPE)
except :
r a i s e ValueError ( ”No func iona e l s e r v i d o r ” )
p r i n t ” Serv idor c r ea t ”
t ry :
os . mkf i fo (FIFO)
except OSError as oe :
i f oe . e r rno != errno .EEXIST :
p r i n t ”LA FIFO ja e x i s t e i x ”
pass
p r i n t ”Creant pipe s i no e x i s t e i x ”
t ry :





f i f o . c l o s e ( )
p r i n t ”Pipe preparada ”
whi l e True :
ou tpu t s e rv ido r = s t r ( p r o c e s s s e r v i d o r . s tdout . r e ad l i n e ( ) )
p r i n t ou tpu t s e rv ido r
i f s t r ( ou tpu t s e rv ido r [ 0 : 2 1 ] ) == ”Error : a d i n a l s a : una” :
f i f o = open (FIFO , ’w ’ )
f i f o . wr i t e ( ”Micro out ” )
f i f o . c l o s e ( )
time . s l e e p (1 )#Per donar temps a l g e s t o r a executar ac c i on s
i f s t r ( ou tpu t s e rv ido r [ 0 : 2 2 ] ) == ”Warning : s t r i p : sample ” :
f i f o = open (FIFO , ’w ’ )
f i f o . wr i t e ( ”Microfon no func iona ” )
f i f o . c l o s e ( )
time . s l e e p (1 )#Per donar temps a l g e s t i o a executar ac c i on s
Mo`dul 9: make server.py
”””
MIT License
Copyright ( c ) 2018 Roger Cheng
Permiss ion i s hereby granted , f r e e o f charge , to any person obta in ing a copy
o f t h i s so f tware and a s s o c i a t ed documentation f i l e s ( the ” Software ”) , to dea l
in the Software without r e s t r i c t i o n , i n c l ud ing without l im i t a t i o n the r i g h t s
to use , copy , modify , merge , publ i sh , d i s t r i bu t e , sub l i c en s e , and/ or s e l l
c op i e s o f the Software , and to permit persons to whom the Software i s
f u rn i shed to do so , sub j e c t to the f o l l ow i ng cond i t i on s :
The above copyr ight no t i c e and t h i s permis s ion no t i c e s h a l l be inc luded in a l l
c op i e s or s ub s t an t i a l po r t i on s o f the Software .
THE SOFTWARE IS PROVIDED ”AS IS ” , WITHOUT WARRANTY OF ANY KIND, EXPRESS OR
IMPLIED, INCLUDING BUT NOT LIMITED TO THE WARRANTIES OF MERCHANTABILITY,
FITNESS FOR A PARTICULAR PURPOSE AND NONINFRINGEMENT. IN NO EVENT SHALL THE
AUTHORS OR COPYRIGHT HOLDERS BE LIABLE FOR ANY CLAIM, DAMAGES OR OTHER
LIABILITY , WHETHER IN AN ACTION OF CONTRACT, TORT OR OTHERWISE, ARISING FROM,
OUT OF OR IN CONNECTION WITH THE SOFTWARE OR THE USE OR OTHER DEALINGS IN THE
SOFTWARE.
”””
import s e r i a l
import s e r i a l . t o o l s . l i s t p o r t s
import time
from s t r u c t import ∗
import c on f i gu r a t i on
de f bytetohex ( bytearray ) :
”””
Returns hexadecimal s t r i n g r ep r e s en t a t i on o f byte array
Copied from StackOverf low
https : // s tackove r f l ow . com/ que s t i on s /19210414/ byte−array−to−hex−s t r i n g
”””
re turn ’ ’ . j o i n ( ’ { : 02 x} ’ . format (x ) f o r x in bytearray )
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c l a s s lewansoul wrapper :
”””
Class that implements the rover motor c on t r o l methods f o r s e r i a l bus
servo by LewanSoul . S p e c i f i c a l l y t h e i r model LX−16A.
”””
de f i n i t ( s e l f ) :
s e l f . sp = None
s e l f . port change ok = True
de f check sp ( s e l f ) :
””” Rai ses e r r o r i f we haven ’ t opened s e r i a l port yet . ”””
i f s e l f . sp == None :
r a i s e ValueError ( ”LewanSoul s e r i a l communication i s not a v a i l a b l e . ” )
de f connect ( s e l f ) :
”””
Read s e r i a l port connect ion parameters from JSON con f i gu r a t i on f i l e
and open the port .
”””
# Read parameter f i l e
c on f i g = con f i gu r a t i on . c on f i gu r a t i on ( ” lewansoul ” )
connectparams = con f i g . load ( ) [ ’ connect ’ ]
# Open s e r i a l port with parameters
s = s e r i a l . S e r i a l ( )
s . baudrate = connectparams [ ’ baudrate ’ ]
s . port = connectparams [ ’ port ’ ]#Deixem per t e n i r un per d e f e c t e en e l cas que
no h i hagi cap conectat
s e l f . change dev ice ( s )
p r i n t ” ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ ”
p r i n t ”Port that has changed”
p r in t s . port
p r i n t ” ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ ”
s . t imeout = connectparams [ ’ t imeout ’ ]
s . open ( )
i f s . i s open :
s e l f . sp = s
de f change dev ice ( s e l f , s ) :
”””
Function to change dev i c e
”””
po r t s i n s t an c e = s e r i a l . t o o l s . l i s t p o r t s . comports ( )
p o r t s a v a i l a b l e = l i s t ( )
f o r por t s in po r t s i n s t an c e : #vid no canvia f e r comprovacio amb id
i f s t r ( por t s . v id ) == ”6790” :
s . port = s t r ( por t s . dev i c e )
s e l f . port change ok = True
break
de f c l o s e ( s e l f ) :
”””
Closes down the s e r i a l port
”””
i f s e l f . sp . i s open :
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s e l f . sp . c l o s e ( )
s e l f . sp = None
de f send ( s e l f , s e rvo id , command , data=None ) :
”””
Send a command to a LewanSoul servo , tak ing care o f the header and
checksum ca l c u l a t i o n f o r a command packet .
”””
s e l f . check sp ( )
packet = [0 x55 , 0x55 ]
i f s e r v o i d < 0 or s e r v o i d > 0 x f e :
r a i s e ValueError ( ” Servo ID {} i s out o f va l i d range ” . format ( s e r v o i d ) )
packet . append ( s e r v o i d )
l ength = 3
i f data :
l ength = length + len ( data )
#TODO: check maximum length
packet . append ( l ength )
#TODO: Check f o r va l i d command
packet . append (command)
i f data :
f o r d in data :
packet . append (d)
checksum = se r v o i d + length + command
i f data :
f o r d in data :
checksum = checksum + d
checksum = (˜ checksum ) & 0 x f f
packet . append ( checksum )
packet byte s = bytearray ( packet )
# pr in t (” Sending command byte stream o f {}” . format ( bytetohex ( packet byte s ) ) )
t ry :
s e l f . sp . wr i t e ( packet byte s )
except :
c on e c t i on va l i d a t ed = False
s e l f . port change ok = False
whi l e ( s e l f . port change ok == False ) :
whi l e ( c on e c t i on va l i d a t ed == False ) :
t ry :
s e l f . connect ( )
p r i n t ( ” In the loop ” )
c on e c t i on va l i d a t ed = True
except :
c on e c t i on va l i d a t ed = False
time . s l e e p (1 )
p r i n t ”Not p o s s i b l e to make a s e r i a l comunication ”
s e l f . sp . wr i t e ( packet byte s )
s e l f . port change ok = True
p r in t ( ”Port changed c o r r e c t l y ” )
de f read raw ( s e l f , l ength=100) :
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”””
Reads a stream of bytes from s e r i a l dev i c e and re tu rn s i t without any
attempts at par s ing or v a l i d a t i o n
”””
s e l f . check sp ( )
re turn bytearray ( s e l f . sp . read ( l ength ) )
de f r ead parsed ( s e l f , l ength=100 , expected id=None , expectedcmd=None ,
expectedparams=None ) :
”””
Reads up to ’ l ength ’ bytes and parse i t accord ing to pack format spec
from ”LewanSoul Bus servo Communication Protoco l ” PDF:
0 1 2 3 4 [ . . . ]
0x55 0x55 ID Len Cmd Param1 . . . ParamN Checksum
Length o f data i s a l l bytes a f t e r ID , i n c l ud ing l ength byte .
Packet with no parameters has l ength o f 3 bytes , p lus header+ID = 6 bytes
t o t a l .
Checksum = (˜( ID+Length+Cmd+Param1+.. .+ParamN) ) & 0xFF
− −
Optional parameters :
expected id = i f provided , w i l l check message ID aga in s t expected ID .
expectedcmd = i f provided , w i l l check message command aga in s t expected
command .
expectedparams = i f provided , w i l l check the number o f bytes in parameter
matches expected .
I f a mismatch i s found , a ValueError i s r a i s e d .
”””
s e l f . check sp ( )
r = bytearray ( s e l f . sp . read ( l ength ) )
p r i n t l en ( r )
# Check response l ength
i f l en ( r ) < 6 :
r a i s e ValueError ( ”Need at l e a s t 6 bytes f o r a va l i d packet , r e c e i v ed {}” .
format ( l en ( r ) ) )
# Check header
i f r [ 0 ] != 0x55 or r [ 1 ] != 0x55 :
r a i s e ValueError ( ”Response header i s { : 02 x} { : 02 x} , expected 0x55 0x55” .
format ( r [ 0 ] , r [ 1 ] ) )
# Ver i fy l ength
r l e n = r [ 3 ]
i f r l e n+3 != len ( r ) :
r a i s e ValueError ( ”Packet c la ims to have {} bytes o f data + 3 bytes o f
header , but we r e t r i e v e d {} bytes . ” . format ( r l en , l en ( r ) ) )
# Ver i fy checksum
checksum = 0
f o r b in r [ 2 : −1 ] :
checksum = checksum + b
checksum = (˜ checksum ) & 0xFF
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i f checksum != r [ −1 ] :
r a i s e ValueError ( ”Packet checksum {} does not match ca l c u l a t ed checksum {}
” . format ( r [−1] , checksum ) )
# I f an expected ID i s given , compare aga in s t ID in the message .
r i d = r [ 2 ]
i f expected id != None and expected id != r i d :
r a i s e ValueError ( ”Response stamped with ID {} , expected {}” . format ( r id ,
expected id ) )
# I f an expected command i s given , compare aga in s t command in the message .
rcmd = r [ 4 ]
i f expectedcmd != None and expectedcmd != rcmd :
r a i s e ValueError ( ”Response command {} , expected {}” . format ( rcmd ,
expectedcmd ) )
# Examine parameters , i f any .
i f r l e n > 3 :
rparams = bytearray ( r [ 5 : −1 ] )
i f expectedparams != None and expectedparams != len ( rparams ) :
r a i s e ValueError ( ”Received {} bytes o f parameters , expected {}” . format (
l en ( rparams ) , expectedparams ) )
e l s e :
rparams = None
i f expectedparams != None and expectedparams != 0 :
r a i s e ValueError ( ”Received {} bytes o f parameters , expected none” . format
( l en ( rparams ) ) )
# Return r e s u l t s in a tup l e
re turn ( r id , rcmd , rparams )
de f v e r s i on ( s e l f , id ) :
””” I d e n t i f i e r s t r i n g f o r t h i s motor c o n t r o l l e r ”””
re turn ”LewanSoul”
@staticmethod
de f check id ( id ) :
””” V e r i f i e s se rvo ID i s with in range and inve r t ed s t a tu s i s boolean ”””
i f not i s i n s t a n c e ( id , ( tuple , l i s t ) ) :
r a i s e ValueError ( ”LewanSoul i d e n t i f i e r must be a tup l e ” )
i f not i s i n s t a n c e ( id [ 0 ] , i n t ) :
r a i s e ValueError ( ”LewanSoul se rvo address must be an i n t e g e r ” )
i f id [ 0 ] < 0 or id [ 0 ] > 253 :
r a i s e ValueError ( ”LewanSoul se rvo address {} out s i d e o f v a l i d range 0−253”
. format ( id [ 0 ] ) )
i f not i s i n s t a n c e ( id [ 1 ] , i n t ) :
r a i s e ValueError ( ”LewanSoul se rvo cente r p o s i t i o n must be an i n t e g e r ” )
i f not i s i n s t a n c e ( id [ 2 ] , bool ) :
r a i s e ValueError ( ” Inver ted s t a tu s must be a boolean ” )
re turn tup l e ( id )
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de f power percent ( s e l f , id , percentage ) :
””” Runs servo in motor mode at s p e c i f i e d +/− percentage ”””
s id , center , i nve r t ed = s e l f . check id ( id )
s e l f . check sp ( )
pct = in t ( percentage )
i f abs ( pct ) > 100 :
r a i s e ValueError ( ”Motor power percentage {0} out s i d e va l i d range from 0 to
100 . ” . format ( pct ) )
# LewanSoul API wants power expres sed between −1000 and 1000 , so mult ip ly by
10 .
power = percentage ∗10
i f i nve r t ed :
power = power ∗ −1
s e l f . send ( s id , 29 , bytearray ( pack ( ’hh ’ ,1 , power ) ) )
de f s e t max current ( s e l f , id , cur rent ) :
””” LewanSoul does not support overpower p ro t e c t i on . ”””
s id , center , i nve r t ed = s e l f . check id ( id )
s e l f . check sp ( )
# Does nothing
de f i n i t v e l o c i t y ( s e l f , id ) :
””” Sets LewanSoul i n to motor mode and speed zero ”””
s id , center , i nve r t ed = s e l f . check id ( id )
s e l f . check sp ( )
s e l f . send ( s id , 29 , bytearray ( pack ( ’hh ’ , 1 , 0 ) ) )
de f v e l o c i t y ( s e l f , id , p c t v e l o c i t y ) :
”””
Runs the s p e c i f i e d servo in motor mode at s p e c i f i e d v e l o c i t y
In case o f LewanSoul servos , i t i s the same as power percent .
”””
s e l f . power percent ( id , p c t v e l o c i t y )
de f i n i t a n g l e ( s e l f , id ) :
”””
Sets the LewanSoul i n to servo mode and move to cente r over 2 seconds
”””
s id , center , i nve r t ed = s e l f . check id ( id )
s e l f . check sp ( )
s e l f . send ( s id , 29 , ( 0 , 0 , 0 , 0 ) ) # Servo mode
s e l f . send ( s id , 1 , bytearray ( pack ( ’hh ’ , center , 2000) ) )
de f maxangle ( s e l f , id ) :
s id , center , i nve r t ed = s e l f . check id ( id )
s e l f . check sp ( )
re turn 120
de f ang le ( s e l f , id , ang le ) :
s id , center , i nve r t ed = s e l f . check id ( id )
s e l f . check sp ( )
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i f abs ( ang le ) > 95 :
r a i s e ValueError ( ” S t e e r i ng ang le {} exceeded expected maximum of 90” .
format ( ang le ) )
d e l t a = angle ∗ ( 500 . 0/120 . 0 ) # 500 count/ 120 degree s = counts per degree .
i f i nve r t ed :
d e l t a = de l t a ∗ −1
s e l f . send ( s id , 29 , ( 0 , 0 , 0 , 0 ) ) # Servo mode
s e l f . send ( s id , 1 , bytearray ( pack ( ’hh ’ , c en t e r+de l ta , 200) ) )
de f s t e e r s e t z e r o ( s e l f , id ) :
s id , center , i nve r t ed = s e l f . check id ( id )
s e l f . check sp ( )
# TODO: Support l i v e adjustment
de f i npu t vo l t ag e ( s e l f , id ) :
”””
Query LewanSoul se rvo ’ s i n t e r n a l vo l t age monitor
”””
s id , center , i nve r t ed = s e l f . check id ( id )
s e l f . check sp ( )
s e l f . send ( s id , 27)
( s id , cmd , params ) = s e l f . r ead parsed ( l ength=8, expectedcmd=27,
expectedparams=2)
m i l l i v o l t s = unpack ( ’h ’ , params ) [ 0 ]
r e turn m i l l i v o l t s /1000.0
i f name == ” ma in ” :
”””
Command l i n e i n t e r f a c e to work with LewanSoul s e r i a l bus s e rvo s .
Implements a subset o f the servo ’ s f u n c t i o n a l i t y
∗ Move to po s i t i o n over time . ( Servo mode)
∗ Spin at a s p e c i f i e d speed . (Motor mode)
∗ Broadcast query f o r se rvo ID
∗ Rename servo to another ID
∗ Unload and power down motors
”””
import argparse
par s e r = argparse . ArgumentParser ( d e s c r i p t i o n=”LewanSoul S e r i a l Servo Command
Line U t i l i t y ” )
par s e r . add argument ( ”−id ” , ”−−id ” , he lp=”Servo i d e n t i f i e r i n t e g e r 0−253. 254
i s broadcast ID . ” , type=int , d e f au l t =1)
par s e r . add argument ( ”−t ” , ”−−time ” , he lp=”Time durat ion f o r ac t i on ” , type=int ,
d e f au l t =0)
group = par se r . add mutua l l y exc lu s ive g roup ( )
group . add argument ( ”−m” , ”−−move” , he lp=”Move servo to s p e c i f i e d po s i t i o n
0−1000” , type=in t )
group . add argument ( ”−q” , ”−−query id ” , he lp=”Query f o r se rvo ID” , ac t i on=”
s t o r e t r u e ” )
group . add argument ( ”−r ” , ”−−rename” , he lp=”Rename servo i d e n t i f i e r ” , type=in t )
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group . add argument ( ”−s ” , ”−−sp in ” , he lp=”Spin the motor at a s p e c i f i e d speed
from −1000 to 1000” , type=in t )
group . add argument ( ”−u” , ”−−unload ” , he lp=”Power down servo motor” , a c t i on=”
s t o r e t r u e ” )
group . add argument ( ”−v” , ”−−vo l tage ” , he lp=”Read cur rent input vo l tage ” ,
a c t i on=” s t o r e t r u e ” )
args = par s e r . p a r s e a r g s ( )
c = lewansoul wrapper ( )
c . connect ( )
i f a rgs . move != None : # Exp l i c i t check aga in s t None because zero i s a va l i d
va lue
i f a rgs . move < 0 or args . move > 1000 :
p r i n t ( ” Servo move d e s t i n a t i on {} i s ou t s id e va l i d range o f 0 to 1000 (1000
= 240 degree s ) ” . format ( args . move) )
e l i f a rgs . time < 0 or args . time > 30000 :
p r i n t ( ” Servo move time durat ion {} i s ou t s id e va l i d range o f 0 to 30000
m i l l i s e c ond s ” . format ( args . time ) )
e l s e :
p r i n t ( ”Moving servo {} to po s i t i o n {}” . format ( args . id , args . move) )
c . send ( args . id , 29 , ( 0 , 0 , 0 , 0 ) ) # Turn on servo mode ( in case i t was
p r ev i ou s l y in motor mode)
c . send ( args . id , 1 , bytearray ( pack ( ’hh ’ , a rgs .move , args . time ) ) )
e l i f a rgs . query id :
p r i n t ( ” Broadcast ing servo ID query ” )
c . send (0 xfe , 14) # Broadcast and ask to r epor t ID
( s id , cmd , params ) = c . read parsed ( l ength=7, expectedcmd=14, expectedparams
=1)
i f s i d != params [ 0 ] :
r a i s e ValueError ( ”ID response stamped with {} but payload says {}” . format (
s id , params [ 0 ] ) )
p r i n t ( ” Servo ID {} responded to query ” . format ( s i d ) )
e l i f a rgs . rename :
p r i n t ( ”Checking the s p e c i f i e d servo ID {} i s on the s e r i a l network . ” . format (
args . id ) )
c . send ( args . id , 14) # Ask f o r cur rent se rvo ID
( s id , cmd , params ) = c . read parsed ( l ength=7, expectedcmd=14, expectedparams
=1)
i f s i d != args . id or params [ 0 ] != args . id :
p r i n t ( ”Unexpected answer from servo {} when v e r i f y i n g servo {} i s on the
network . ” . format ( s id , a rgs . id ) )
e l s e :
p r i n t ( ”Checking the s p e c i f i e d d e s t i n a t i on servo ID {} i s not a l r eady taken
. ” . format ( args . rename ) )
c . send ( args . rename , 14)
expectempty=c . read raw ( )
i f l en ( expectempty ) > 0 :
r a i s e ValueError ( ”Someone answers to servo ID {} on the network , rename
aborted . ” . format ( args . rename ) )
e l s e :
p r i n t ( ”Renaming servo ID {} to {}” . format ( args . id , args . rename ) )
c . send ( args . id , 13 , ( args . rename , ) )
p r i n t ( ” Ve r i f y i ng the servo now answers to new ID” )
c . send ( args . rename , 14)




i f s i d != args . rename or s i d != params [ 0 ] :
p r i n t ( ”Querying f o r re sponse from ID {} f a i l e d , we got answer from ID
{}/{} i n s t ead . ” . format ( args . rename , s id , params [ 0 ] ) )
e l s e :
p r i n t ( ” Servo s u c c e s s f u l l y renamed to ID {}” . format ( args . rename ) )
e l i f a rgs . sp in != None : # Zero i s a va l i d parameter .
i f a rgs . sp in < −1000 or args . sp in > 1000 :
p r i n t ( ” Servo sp in speed {} i s ou t s id e va l i d range o f −1000 to 1000” . format
( args . sp in ) )
e l s e :
p r i n t ( ” Spinning motor o f se rvo {} at ra t e o f {}” . format ( args . id , args . sp in
) )
c . send ( args . id , 29 , bytearray ( pack ( ’hh ’ , 1 , a rgs . sp in ) ) )
e l i f a rgs . unload :
c . send ( args . id , 31 , ( 0 , ) )
e l i f a rgs . vo l t age :
c . send ( args . id , 27)
( s id , cmd , params ) = c . read parsed ( l ength=8, expectedcmd=27, expectedparams
=2)
vo l tage = unpack ( ’h ’ , params ) [ 0 ]
p r i n t ( ” Servo {} r epo r t s input vo l t age o f {}” . format ( s id , vo l tage /1000 .0 ) )
e l s e :
# None o f the a c t i on s were s p e c i f i e d ? Show help s c r e en .
par s e r . p r i n t h e l p ( )
c . c l o s e ( )
Mo`dul 10: lewansoul wrapper.py
#!/ usr /bin /env python
import time
import sys




FIFO = ’mypipe ’
# I n i t i a l i z e and try to connect
c l i e n t = py j u l i u s . C l i en t ( ’ l o c a l h o s t ’ , 10500)
t ry :
c l i e n t . connect ( )
except py j u l i u s . Connect ionError :
p r i n t ’ S ta r t j u l i u s as module f i r s t ! ’
sys . e x i t (1 )
#Es crea l a f i f o s i no e x i s t e i x
t ry :
os . mkf i fo (FIFO)
except OSError as oe :
i f oe . e r rno != errno .EEXIST :
p r i n t ”LA FIFO ja e x i s t e i x ”
pass
# Star t l i s t e n i n g to the s e r v e r
c l i e n t . s t a r t ( )
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t ry :
whi l e 1 :
t ry :
r e s u l t = c l i e n t . r e s u l t s . get ( Fa l se )
p r i n t r e s u l t
except Queue . Empty :
p r i n t ” Imposs ib l e r ebre r e s ”
cont inue
i f i s i n s t a n c e ( r e su l t , p y j u l i u s . Sentence ) :
f i f o = open (FIFO , ’w ’ )
f i f o . wr i t e ( s t r ( r e s u l t ) )
f i f o . c l o s e ( )
e l s e :
p r i n t ”S ’ ha rebut a lgo i n c o r r e c t e ”
except KeyboardInterrupt :
p r i n t ’ Ex i t ing . . . ’
c l i e n t . stop ( ) # send the stop s i g n a l
c l i e n t . j o i n ( ) # wait f o r the thread to d i e
c l i e n t . d i s connec t ( ) # d i s connec t from j u l i u s
Mo`dul 11: connect to server.ppy
#!/ usr /bin /env python
import os
import sys





from mul t i p ro c e s s i ng import Queue
from thread ing import Thread
from menu import Ju l iusRover
i f name == ’ ma in ’ :
p ipe = ’mypipe ’
#Es crea l a pipe s i no e x i s t e i x
t ry :
os . mkf i fo ( pipe )
except OSError as f i f o :
pass
rover = Jul iusRover ( )
rover . r ove r r eady ( )
v e l o c i t y r o v e r = 20
ang l e r ov e r = 0
whi l e True :
with open ( pipe ) as f i f o :
p r i n t ” F i f o opened”
whi l e True :
t ry :
data = f i f o . read ( )
p r i n t data
i f s t r ( data ) == ”Microfon no func iona ” :
p r i n t ”Microfon no func iona ”
rover . s top motors ( )
i f s t r ( data ) == ”Warning : s t r i p : sample ” :
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pr in t ”Microfon no func iona ”
rover . s top motors ( )
i f s t r ( data ) == ” rover stop ” :
p r i n t ” I stop ”
rover . s top motors ( )
i f s t r ( data ) == ” rover up” :
i f v e l o c i t y r o v e r < 0 :
v e l o c i t y r o v e r = −v e l o c i t y r o v e r
rover . d r i v e ( v e l o c i t y r o v e r , ang l e r ov e r )
i f s t r ( data ) == ” rover down” :
i f v e l o c i t y r o v e r > 0 :
v e l o c i t y r o v e r = −v e l o c i t y r o v e r
rover . d r i v e ( v e l o c i t y r o v e r , ang l e r ov e r )
i f s t r ( data ) == ” rover f a s t ” :
i f v e l o c i t y r o v e r == 100 :
p r i n t ” I can ’ t go f a s t e r ”
e l s e :
v e l o c i t y r o v e r += 10
rover . d r i v e ( v e l o c i t y r o v e r , ang l e r ov e r )
i f s t r ( data ) == ” rover slow ” :
i f v e l o c i t y r o v e r == 10 :
p r i n t ” I can ’ t go s lower ”
e l s e :
v e l o c i t y r o v e r −= 10
rover . d r i v e ( v e l o c i t y r o v e r , ang l e r ov e r )
i f s t r ( data ) == ” rover s t r a i g h t ” :
ang l e r ov e r = 0
rover . d r i v e ( v e l o c i t y r o v e r , ang l e r ov e r )
i f s t r ( data ) == ” rover r i g h t ” :
i f ang l e r ov e r < 0 :
ang l e r ov e r = 0
i f ang l e r ov e r != 100 :
ang l e r ov e r += 10
e l s e :
p r i n t ” I can ’ t turn more”
rover . d r i v e ( v e l o c i t y r o v e r , ang l e r ov e r )
except :
p r i n t ”Algo ha f a l l a t ”
Mo`dul 12: main.py
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