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 ANOTACE 
 
Diplomová práce je zaměřena na problematiku práce se vzdálenými stanicemi 
spojenou se správou laboratoře Cisco akademie. Operace se stanicemi, tedy správa laboratoře, 
je prováděna v prostředí operačních systémů Linux.    
První část práce obsahuje popis laboratoře, její síťovou architekturu a softwarové 
vybavení. Dále je zde popsán nástroj VMware určený pro virtualizaci počítačových stanic, při 
níž je vytvořena virtuální stanice, na které je spouštěn další operační systém. Poté je popsána 
problematika příkazového interpretu, jeho funkce a možnosti. Hlavní pozornost je věnována 
příkazovému interpretu Bash a vytváření skriptů. Jsou zde popsány základní nástroje pro 
síťovou komunikaci se vzdálenými stanicemi. Především pro zabezpečenou komunikaci, 
tvorbu autentizačních klíčů a také nástroj pro nahrávání dat na více stanic současně. V práci je 
také obsažen popis přístupových práv k souborům a adresářům. 
Cílem této práce bylo vytvoření skriptů v programovacím jazyce Bash. Skripty jsou 
zaměřeny na práci se stanicemi v laboratoři. Jsou dílčí částí společného projektu pro správu 
této laboratoře. Byly vytvořeny  pro spolupráci s webovým rozhraním a databází MySQL, 
kterou vytvořil Bc. Zdeněk Hrabal.  
Skripty jsou určeny pro zjišťování informací o stanicích a virtuálních systémech. Dále 
pak nahrávání obrazů a konfiguračních souborů virtuálních systémů na vzdálené stanice. Je 
umožněno nahrávání souborů i adresářů. Další skripty se zabývají mazáním a změnou práv 
vybraných souborů a adresářů. Zde je využito spouštění příkazů s oprávněním superuživatele. 
Byly vytvořeny také skripty pro zapínání a vypínání pracovních stanic v laboratoři. Pro řešení 
výše popsané problematiky bylo zvoleno vytváření více skriptů z nichž každý plní určitou část 
zadání. Formát vstupních a výstupních dat skriptů byl zvolen s ohledem na spolupráci 
s webovým rozhraním a databází. Data jsou realizována formou vstupních a výstupních 
souborů. Výstupní informace a průběhy prováděných operací jsou zobrazovány 
prostřednictvím webového rozhraní. Skripty jsou společně s webovým rozhraním umístěny a 
spouštěny ze školního serveru adela.utko.feec.vutbr.cz. V práci je také uvedeno nastavení 
přístupových práv pro pracovní adresáře a soubory virtuálních systémů a skriptů. 
 
Klíčová slova: Linux, Bash, skript, přenos, oprávnění, správa, virtualizace  
 ABSTRAKT 
 
My thesis is focused on the subject of working with distant stations connected with the 
laboratory control of Cisco academy. Station operations, i.e. laboratory control, have been 
carried in the environment of the Linux operating systems. 
The first part of the thesis includes a description of the laboratory, its network 
architecture and software equipment. Also, the VMware tool is described here. VMware tool 
is intended for virtualization of computer stations, where the virtual station is created. In this 
virtual station another operating system may be run. The problems of the command interpreter, 
its function and possibilities are described here too. Main attention is devoted to the Bash 
command interpreter and to the creation of the scripts. There are descriptions of the basic 
tools intended for the network communication with the distant stations. Among the most 
important parts belong the protected communication, the production of the autentization keys 
as well as the tool for data recording on more stations at the same time. The description of the 
access rights to the files and directories is included too. 
The target of this thesis was to create the scripts in the Bash programming language. 
The scripts are focused on working with the laboratory stations. They are the sublayers of the 
common project for this laboratory control. They were developed for the cooperation with the 
the web interface and MySQL database, created by Bc. Zdeněk Hrabal. 
The Scripts are intended for the finding information about the stations and virtual 
systems, and also for the recording images and configuration files of the virtual systems at the 
distant stations. Recording files and directories is enabled too. The other scripts deal with the 
erasing and changing of the rights of the particular files and directories. Setting commads with 
the super-user competence is used at this place. The scripts for the switching on and off the 
laboratory workstations were created too. To solve the problem described above I chose to 
develope more scripts. Each of them subserves the particular part of the task. The form of the 
input and output data of the scripts was select with the reference to the cooperation with the 
web interface and database. The data are implemented by the form of the input and output 
files. The output information and the process of the carried operations are displayed through 
the web interface. The scripts together with the web interface are placed and run from the 
school server adela.utko.feec.vutbr.cz. In the thesis the settings of the access privileges for the 
current directories and the files of virtual systems and scripts are presented too. 
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ÚVOD 
 
V diplomové práci jsem se nejprve seznámil s učebnou určenou pro výuku Cisco 
akademie. Prozkoumal jsem její možnosti a síťovou architekturu. Zaměřil jsem se na 
strukturu softwarového vybavení počítačů. V další části mé práce jsem se zabýval nástrojem 
VMware určeným pro virtualizaci počítačových stanic. Popsal jsem princip jeho funkce, 
možnosti jeho využití a výhody.  
Dále jsem se zabýval programy používanými v operačním systému Linux. Nastudoval 
a popsal problematiku příkazového interpretu, jeho funkci a možnosti. Hlavní pozornost jsem 
věnoval příkazovému interpretu Bash (Bourne Again Shell). Zaměřil jsem se na vytváření 
skriptů. Popsal jsem základní prvky tvorby skriptů, jejich použití a účel. Poté  jsem se zabýval 
popisem základních nástrojů pro síťovou komunikaci se vzdálenými stanicemi, 
především nástrojů zabezpečené komunikace ssh (Secure Shell), scp (Secure Copy), tvorbou 
RSA (Rivest, Shamir, & Adleman) klíčů a také nástrojem UDPcast (User Datagram Protocol 
cast), který je určen pro nahrávání dat na více stanic současně. V poslední teoretické části této 
práce jsem popisoval problematiku přístupových práv k souborům a adresářům a také nástroj 
pro jejich nastavení. 
 Hlavním cílem práce bylo vytvoření skriptů pro práci s pracovními stanicemi 
v laboratoři Cisco akademie. Skripty jsou dílčí částí společného projektu pro správu této 
laboratoře. Skripty jsem vytvořil tak, aby spolupracovaly s webovým rozhraním a databází 
MySQL. Skripty jsou spouštěny prostřednictvím tohoto rozhraní a jejich výstupní data jsou 
ukládána do souborů a některé i do databáze. Tvorbou webového rozhraní a databáze se 
zabýval můj kolega Bc. Zdeněk Hrabal.  
Vytvořené skripty lze shrnout do několika skupin. První skupina je zaměřena na 
získávání informací o pracovních stanicích v laboratoři. Následující skupina skriptů je určena 
pro hromadné kopírování dat, obrazů virtuálních systémů a konfiguračních souborů na 
pracovní stanice. Kopírování dat je založeno na komunikaci typu multicast. Další skripty 
zajišťují mazání a změnu práv souborů a adresářů nacházejících se v domovském adresáři 
uživatele student. Následující skupina skriptů provádí získávání informací o virtuálních 
systémech, které jsou na stanicích provozovány. Byly vytvořeny také skripty pro vzdálené 
zapínání a vypínání stanic. Některá data získaná prostřednictvím skriptů ukládám do společné 
databáze pomocí dohodnutých řídících prvků. Skripty jsou napsány ve skriptovacím jazyku 
Bash. Společně s webovým rozhraním jsou provozovány na školním serveru 
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adela.utko.feec.vutbr.cz. Dále uvádím nastavení práv pro pracovní adresáře a soubory 
virtuálních systémů a skriptů. V rámci spolupráce jsme vytvořili společný pracovní soubor 
uvedený v příloze B. V souboru jsem určil jak spouštět skripty a definoval jsem formát 
vstupních a výstupních dat. 
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1  UČEBNA CISCO AKADEMIE 
 
 Jedná se o laboratoř s označením PA-128 umístěnou v budově Purkyňova - 01 
(Purkyňova 118, Brno). Je určena pro výuko předmětu Cisco akademie. V laboratoři se 
nachází 28 pracovních stanic HP dc7700 SFF a tři rozvaděče. Dvě pracovní stanice jsou 
určeny pro vyučujícího a 26 stanic využívají studenti při praktické výuce. Pracovní stanice 
jsou uspořádány do tří řad, z nichž každá je připojena na jeden rozvaděč. Propojení stanic 
s rozvaděči je realizováno kabeláží UTP (Unshielded Twisted Pair) kategorie 5e. 
Zjednodušené schéma rozvodů síťových kabelů je uvedeno na obr. 1.1. 
 
Obr. 1.1: Rozvody síťových kabelů – převzato z  [2] 
 
Každá pracovní stanice disponuje dvěma síťovými kartami. Jedna síťová karta 
poskytuje připojení do sítě VUT a tedy i připojení do veřejné sítě a internetu. Druhá karta 
umožňuje připojení pouze do uzavřené lokální sítě v učebně. Tato síť je od sítě VUT naprosto 
oddělena a používá se pouze v rámci výuky. Oddělením výukové sítě je zajištěno, že síť VUT 
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nebude nikterak narušena. Nastavování parametrů síťové karty (síťového rozhraní) je 
studentům umožněno pouze pro síťovou kartu číslo dvě, která zajišťuje připojení do lokální 
sítě. Síťová karta poskytující připojení do sítě VUT, je nastavena správcem sítě a studenti 
nemají oprávnění nastavení tohoto rozhraní měnit. 
Na každém pracovišti jsou k dispozici tři síťové zásuvky. Zásuvky jsou označeny 
písmeny A, B a C. Každá ze zásuvek je určena pro jiné použití. 
Zásuvky A zajišťují připojení do sítě VUT - 147.229.0.0/16. Jsou propojeny 
s rozvaděčem číslo 1 žlutými propojovacími kabely. Studentům není dovoleno zapojení měnit. 
Studentům je pro výukové účely povoleno pracovat se zásuvkami B a C. Zásuvka B slouží 
pro zapojení tzv. rollover kabelu a používá se pro připojení ke konzolovému rozhraní 
směšovačů a přepínačů. Je s počítačem propojena prostřednictvím kabelu RJ45-DB9, jehož 
druhý konec je zapojen do sériového portu pracovní stanice. Zásuvka C je propojena s druhou 
síťovou kartou zabezpečující připojení do lokální sítě v učebně. 
Jak už bylo řečeno, každá zásuvka je propojena s některým z rozvaděčů. Při praktické 
výuce jsou studenty používány zásuvky na propojovacích panelech rozvaděčů. Zásuvky na 
panelech jsou označeny pomocí čísel pracovišť, se kterými jsou propojeny a písmen A, B, C 
označujícími určitou zásuvku na pracovišti. Studenti při výuce provádí propojování zásuvek 
v rozvaděči, který jim přísluší. V případě, že je nutné použít zařízení nacházející se v jiném 
rozvaděči, jsou zde zásuvky speciálně určené pro vytvoření spojení mezi rozvaděči. Pro 
komunikaci mezi všemi rozvaděči je definováno 12 cest, tedy např. pro komunikaci mezi 
rozvaděčem 2 a 3 je definováno 6 možných propojů. Zásuvky určené pro tento účel jsou 
označovány písmeny DR, čísly rozvaděčů které se mají propojit a pořadím propojů. 
Na pracovních stanicích je aplikována virtualizace hardwaru, která zajišťuje aby 
studenti měly plná oprávnění pro nastavování síťového rozhraní vnitřní výukové sítě 
a zároveň měli odepřenu možnost nastavení síťového rozhraní, které je spojeno se sítí VUT. 
Tyto možnosti jsou spojeny s následujícím systémovým řešením. Základním operačním 
systémem, na kterém běží pracovní stanice, je GNU (GNU's Not Unix)/Linux. V tomto 
operačním systému je vytvořen uživatelský účet s příznačným názvem student. Tento účet má 
nastavena minimální oprávnění. Uživatel účtu má k dispozici pouze základní sadu nástrojů 
a to internetový prohlížeč, terminál a virtualizační software. Je zde využito virtualizačního 
softwaru VMware. Software studentovi  poskytuje výběr ze dvou operačních systémů, které 
jsou na stanici připraveny ve formě obrazů systému. Student si tedy může zvolit mezi 
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systémem GNU/Linux a Microsoft Windows. Při práci v těchto virtuálních systémem má 
student plná oprávnění k nastavování rozhraní pouze druhé síťové karty, která přistupuje do 
lokální sítě učebny.  
 Díky plné virtualizaci poskytované softwarem VMware je vybraný systém spuštěný na 
virtuálním stroji. Systém s virtuálním strojem pracuje stejně jako by se jednalo o reálné 
zařízení s fyzicky přítomným hardware. Tím je umožněno na jedné stanici spustit i více 
virtuálních systémů. Jakékoli změny provedené ve virtuálním sytému, jako např. konfigurace 
systému, vytváření a ukládání souborů jsou pouze dočasné. Po vypnutí a opětovném zapnutí 
virtuálního stroje je znovu načtena původní konfigurace, která je pevně stanovena ve 
vytvořených obrazech systémů. Přenos dat mezi základním systémem a spuštěným virtuálním 
systémem není umožněn. 
Laboratoř je vybavena spoustou síťových prvků. Je zde vytvořena izolovaná 
laboratorní síť. S využitím virtuálních systémů je studentům umožněno do této sítě 
přistupovat přes síťové rozhraní, které mohou libovolně nastavovat. Tedy díky širokému 
využití a modifikovatelnosti se v budoucnu bude laboratoř využívat i pro výuku dalších 
předmětů, které jsou zaměřeny na prácí se síťovími prvky a sítí jako takovou  [2],  [1]. 
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2  VIRTUALIZAČNÍ NÁSTROJ VMWARE 
 
Jedná se o software, který uživateli umožní vytvořit virtuální počítač uvnitř reálného 
počítače, takže je možné provozovat více počítačů na jedné stanici. Tedy jednoduše řečeno, 
ve stávajícím operačním sytému může uživatel spustit další operační systémy a v nich bez 
omezení používat různé aplikace, které jsou v daných systémech nainstalovány. Výhodou je, 
že jakákoli změna nebo práce s takovýmto systémem nenaruší běh původního systému. To se 
dá využít např. v případě, kdy uživatel používá systém Linux a potřebuje využívat aplikace 
běžící pod systémem Windows nebo v opačném případě.  
Při práci s programem VMware se pracuje s hostitelským a hostujícím systémem. 
Hostitelský systém je počítač, na kterém je nainstalován operační systém a teprve v tomto 
systému je nainstalován program VMware, který zajišťuje virtualizační vrstvu. V této vrstvě 
se poté spouští virtuální stroj. Vrstva plní podobnou funkci jako BIOS (Basic Input/Output 
System) u reálného počítače. Definuje virtuálnímu počítači hardwarové prostředky, které 
může využívat, jako např. operační paměť, disk, grafická karta a další. Na takto vytvořeném 
virtuálním stroji se spustí nainstalovaný operační systém. Tomuto se říká hostující systém. Je 
to tedy spojení virtuálního stroje a operačního systému spuštěného prostřednictvím programu 
VMware. Hostující systém je naprosto nezávislý na hostitelském systému  
Označení virtuální stroj vyplývá ze skutečnosti, že při práci se systémem 
nainstalovaným na virtuálním stroji je pracováno s virtuálním hardwarem. Ten je vytvořen 
nad fyzickým vybavením počítače. Tímto se program VMware odlišuje od klasického 
emulátoru. Emulátor je vlastně počítač, který běží jako software. Emulátor sbírá instrukce od 
programů a poté je všechny přeloží do formy určené pro reálný procesor stanice. 
V případě VMwaru je situace následující. Emulace se prování pro periferní zařízení, 
jako je např. disk a síťová karta. S procesorem a pamětí pracuje jako s reálným zařízením. 
Takže nasbírané instrukce předá reálnému procesoru bez potřeby je nějak měnit, nebo 
překládat. Tato vlastnost se projeví hlavně na výkonu, tedy že běh programů bude rychlejší. 
Jak je patrné z předchozího textu, tak pro spuštění dalšího operačního systému na 
jednom počítači, je nutné nejdříve vytvořit virtuální stroj. Při konfiguraci lze k virtuálnímu 
stroji připojit i zařízení, která nejsou na stanici fyzicky dostupná. Mohou to být např. síťové 
karty, nebo optické mechaniky zastoupené připojením obrazu CD (Compakt Disc), který je 
uložen na pevném disku. Jedním ze základních parametrů budoucího virtuálního systému je 
nastavení velikosti pevného disku. Nastavená velikost bude odpovídat velikosti souboru 
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zastupujícího virtuální disk na lokálním disku. Virtuální disk může být vytvořen s proměnnou 
velikostí nebo pevnou velikostí. Při proměnné velikosti disk automaticky zvětšuje svou 
kapacitu, např. při instalaci systému nebo aplikací. Výsledné nastavení je uloženo do 
konfiguračního souboru. Vytvořený konfigurační a datový soubor virtuálního disku se dá 
přenášet na jiné počítače, které mají nainstalován program VMware  [13],  [9]. 
 
2.1   Využití programu VMware 
2.1.1  Testování nových aplikací 
Každou novou aplikaci je nutné otestovat. Testování většinou probíhá na různých 
verzích operačních systémů, tedy dříve na více počítačích. Program VMware poskytuje 
spuštění více operačních systémů na jednom stroji, kdy každý z těchto systémů má svůj vlastí 
virtuální disk uložený na reálném disku počítače. Při testování může nastat situace, že vlivem 
nové aplikace se poškodí operační systém. Díky používaní režimu virtuálních disků je možné 
se v takovémto případě vrátit k předchozímu stavu systému a v testování pokračovat. 
 
2.1.2  Síťové prostředí 
Program VMware poskytuje i síťový režim, ve kterém se dá propojit hostitelský 
a hostující počítač bez nutnosti reálné sítě. Dá se tedy využít pro různé pokusy nebo testování 
aplikací, které se využívají pro komunikaci mezi stanicemi. Jelikož je možné spustit více 
systému najednou, dá se komunikovat i se stanicemi běžícími na různých systémech.   
 
2.2   Varianty programu 
Software VMware je dostupný ve  třech variantách. První variantou je VMware 
Workstation, který je určen pro osobní počítače, na kterých se má provozovat více operačních 
systémů najednou. Dalšími variantami jsou VMware GSX Server a VMware ESX Server. 
Tyto varianty jsou doplněny o podporu víceprocesorových počítačů a také lepší správu 
operačních systémů, např. prostřednictvím webu. VMware ESX Server poskytuje vlastní 
operační systém. Je odvozen z operačního systému Linux.  
Výhodou použití programu VMware na serverech je především efektivnější využívání 
hardwarových prostředků serveru a také to, že v případě potřeby většího výkonu stačí jen 
přidělit více dostupných prostředků, jako např. paměti RAM (Random-Access Memory) nebo 
diskového prostoru  [13],  [9]. 
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3  PŘÍKAZOVÝ INTERPRET (SHELL) 
 
 Příkazový interpret, neboli příkazový procesor, je velice univerzální nástroj. Jeho 
základní funkcí je načítání příkazů zadaných uživatelem a jejich následné provedení. Shell 
může spouštět příkazy, různé programy i vlastní aplikace. Slouží tedy jako prostředník, 
rozhraní pro komunikace mezi systémem a uživatelem. Příkazy se píší do terminálu (konzole) 
za výzvu vypsanou příslušným shellem. Základní posloupnost příkazu obsahuje jméno 
příkazu a jeho argumenty. Argument může být např. jméno souboru, pro který se má zadaný 
příkaz provést. Pro bližší definici, změnu chování příkazů, se používají přepínače neboli 
parametry příkazu. Zápis příkazu s příslušnými argumenty se nazývá příkazový řádek. 
V shellu je pevně stanovena syntaxe zápisu příkazů, jejich argumentů a parametrů. Je určeno 
pořadí zápisu a také oddělovače, které se používají mezi jednotlivými částmi zadávaného 
příkazu. Jako oddělovače argumentů se používá jedné nebo více mezer. Parametry (přepínače) 
příkazu se většinou píší hned za jméno příkazu, tedy ještě před zadané argumenty. Příkazu je 
možno předávat více parametrů současně bez ohledu na jejich zadané pořadí. Pro zadání 
parametru se používá znak „–“. Syntaxe zápisu vypadá takto: 
 
 nazev_prikazu –parametr1parametr2  argument1  argument2  ....  argumetnN.   
  
Pro odeslání příkazu, jeho specifikace argumentů a parametrů, se používá klávesa 
<ENTER>. Po stisku této klávesy provede shell nejprve kontrolu správnosti zadaného příkazu, 
počtu jeho argumentů, definice parametrů a poté je příkaz proveden. 
Pro operační systém Linux je vytvořena celá řada příkazových interpretů. Základními 
jsou však jen dva. 
 Prvním z nich je Bourne shell. Je pojmenován podle jeho tvůrce, kterým je  
Steven Bourne. Napsal příkazový procesor pro operační systém Unix. Od té doby byla 
vytvořena spousta modifikací tohoto shellu. Všechny další modifikace však mají v názvu 
písmena sh. Lze zmínit například příkazové interprety ash, bash a zsh. 
 Druhým základním shellem je C shell. Jeho tvůrcem je Bill Joy. I tyto příkazové 
interprety prošli spoustou modifikací. 
 Rozdíly v těchto dvou typech jsou tyto: Bourne shelly se hojně používají díky 
kompatibilitě s původním příkazovým interpretem. C shelly se zase více využívají pro své 
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dobré interaktivní vlastnosti při zpracovávání  příkazů. Oproti Bourne shellům mají však horší 
možnosti pro programování. 
 V dnešní době se v základu operační systém Linux distribuuje s příkazovým 
interpretem Bash (Bourne Again Shell). Tento příkazový interpret je spojením obou 
základních druhů shellů  [10],  [3].  
 
3.1   Příkazový interpret Bash 
Bash je tedy jedním z příkazových interpretů. Oproti základnímu shellu sh, napsaným 
panem Bournem, obsahuje Bash různá rozšíření a nové prvky. V konečném důsledku je Bash 
kompatibilní se shellem sh. Zpracovává příkazy, které se napíši za výzvu, kterou shell 
vypisuje. Prostředí shellu Bash se dá přizpůsobit dle požadavků uživatele. Příkladem může 
být, že za výzvou shellu se bude zobrazovat pracovní adresář, nebo můžou být definovány 
aliasy, které budou zapouzdřovat např.  příkaz s již definovanými parametry. Vlastnosti shellu 
se dají modifikovat také prostřednictvím speciálních proměnných. 
Mimo pouhou interpretaci příkazů Bash plní i funkci vysokoúrovňového 
programovacího jazyka. Programování v shellu spočívá v psaní příkazů do souborů, které se 
nazývají skripty, shell skripty. Ve skriptech je možné si předdefinovat například nějaké 
příkazy, které mají být vykonány v určitém pořadí. Shell poté vykoná příkazy v tomto 
souboru napsané. To pak usnadní práci tím, že např. místo deseti příkazů je zadán jen jeden  
(název skriptu) a výsledek je stejný. Samozřejmostí je možnost používání proměnných a 
příkazů pro řízení vykonávání skriptu, jako např. cykly a podmínky. Bash také umožňuje  
definovat své vlastní funkce, kterými se také dá řídit vykonáváni skriptů. Ve skriptech se dá 
také využít rekurzivní volání funkcí, nebo spouštění již vytvořených skriptů ze skriptu jiného.  
Díky těmto vlastnostem se dá ovládat pořadí vykonávání jednotlivých částí skriptu. Příkladem 
skriptů mohou být startovací skripty, které se vytvářejí tak, aby se dali interpretovat ve shellu 
Bash, tedy aby byly kompatibilní  [10]. 
 
3.2   Vytváření skriptů 
Skript je tedy seznam příkazů, které jsou za sebou napsány dle pořadí v jakém se mají 
vykonávat. Používají se příkazy i jejich parametry, které se standardně dají spustit 
v příkazovém řádku, tedy je umožněno použití přesměrování vstupu a výstupu. Skript lze 
srovnat například se soubory .bat v operačním systému DOS (Disk Operating System). 
Nejčastěji se skripty používají pro práci se soubory a adresáři. Také mohou být využity 
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k nastavování různých konfiguračních souborů a spouštění programů. Skriptům obecně se 
také říká dávkové soubory. Pří jejich spuštění se provedou příkazy v nich napsané a skript se 
ukončí  [3]. 
Pro psaní skriptů není potřeba žádných speciálních programů, které jsou určeny pouze 
k programování ve vybraném jazyce. Skripty se mohou psát v jakémkoli programu pro 
vytváření a editaci textu. Je možno si zvolit některý z editorů v textovém režimu jako např. 
Emacs, nebo vi. Při vytváření skriptu se nejprve vytvoří soubor se zvoleným názvem. Za 
jméno souboru se přidá přípona .sh. Tato přípona definuje, že se jedná o skript. Každý skript 
musí mít hned v prvním řádku svého zdrojového kódu uveden  tento příkaz: 
 
#!/bin/bash. 
 
Tato řádka informuje systém, jaký shell má být použít pro spuštění tohoto souboru. 
Znaky #! definují, že další řetězec uvedený za těmito znaky představuje absolutní cestu. 
V tomto případě absolutní cestu určující umístění programu, který se má pro vykonání skriptu 
použít. Ukončení skriptu se zajišťuje  příkazem exit a jeho hodnotou např. 0 nebo 1. Příkaz 
exit ukončí skript s danou návratovou hodnotou, kterou zle dále použít pro kontrolu, zda se 
skript provedl úspěšně nebo ne. Používá se především při spuštění skriptu prostřednictvím 
jiného skriptu. Po této základní specifikaci je možné začít psát vlastní kód skriptu. Většinou je 
pravidlem, že na jednom řádku je jeden příkaz, ale pokud uživatel chce, může na jeden řádek 
napsat více příkazů, ale je nutné oddělit příkazy středníkem. Před použitím skriptu je třeba 
skript označit jako spustitelný, což se prování příkazem chmod. Příkaz nastavuje práva 
uživatelů k souborům. Pro použitelnost skriptu je nutné mít oprávnění ke čtení souboru a 
k jeho spuštění. Příklad nastavení práv může vypadat takto: 
 
  chmod 755 nazev_skriptu.sh. 
 
V tomto příkladě má vlastník skriptu všechna práva. Členové skupiny a ostatní 
uživatelé mají jen práva čtení a spuštění skriptu. Pro spuštění skriptu stačí 
zadat ./nazev_skriptu.sh. Podmínkou tohoto zápisu je, že se uživatel nachází v adresáři, ve 
kterém je skript uložen. Symboly ./  totiž značí aktuální adresář. V případě že je třeba skript 
spouštět z jiného adresáře, musím být před název skriptu definována celá cesta k místu jeho 
uložení  [10],  [6],  [3]. 
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4  ZÁKLADNÍ NÁSTROJE PRO PŘÍSTUP NA VZDÁLENÉ 
STANICE 
 
4.1   Vzdálený přístup na stanice – příkaz ssh 
 Jedná se o program, který vytváří zabezpečené spojení se vzdáleným systémem. 
Komunikace probíhá přes transparentní šifrovaný kanál. To znamená, že programy 
využívající tento kanál se dále nemusí zabývat dalším zabezpečením. Při práci s programem 
ssh se využívá architektury klient/server. Program ssh plní funkci klienta komunikujícího se 
serverem sshd, který je spuštěn na vzdáleném systému. Příkaz ssh se používá pro přihlášení 
do terminálu vzdálené stanice, nebo pro vykonání nějakého příkazu na vzdálené stanici. 
Používá se také pro směrování portů a zabezpečený přenos dat sítí v programech scp a sftp 
(Secured File Transfer Protocol). Pokud není zadán žádný příkaz k vykonání, provede pouze 
přihlášení uživatele. Při zadání příkazu je provedeno přihlášení na vzdálený systém. Zadaný 
příkaz se vykoná a spojení je ukončeno. Při prvním přihlášení ke vzdálenému systému je 
uživatel dotázán, jestli se připojuje ke správnému systému. Pokud odpoví na výzvu yes, tedy 
ano, klient provede zapsání veřejného klíče, jména a IP (Internet Protocol) adresy vzdáleného 
serveru do souboru ~/.ssh/known_hosts, který se dle uvedené cesty nachází na lokální stanici 
v domovském adresáři uživatele. Při dalším spojení na server klient ověřuje veřejný klíč 
uložený v souboru s klíčem zaslaným serverem  [10],  [14],  [11]. 
 
Některé autentizační metody 
 Základní metodou je autentizace podle hesla. Uživatel je vyzván k zadání hesla k účtu 
na vzdálené stanici, na který se hlásí. Po zadání správného hesla je spojení navázáno 
 Jednou z dalších metod je autentizace založena na použití RSA klíčů. Jedná se 
o šifrovací systém založený na používání dvou šifrovacích klíčů. Klíče jsou vytvořeny tak, že 
z jednoho klíče nelze odvodit druhý. Nejprve je tedy nutné, aby si uživatel vygeneroval svůj 
veřejný a privátní klíč. Veřejný klíč se poté musí uložit na serveru. Všechny známé veřejné 
klíče jsou uloženy v souboru ~/.ssh/authorized_keys. Privátní klíč zná pouze uživatel. 
Vytvoření spojení probíhá následovně. Klient ssh se přihlásí na server a oznámí serveru, 
kterou dvojici klíčů bude používat pro spojení. Pokud je veřejný klíč klienta známí, server 
veřejným klíčem klienta zašifruje náhodné číslo a pošle ho klientovi. Pokud klient dešifruje 
zprávu pomocí svého privátního klíče a dokáže tak jeho vlastnictví, je přihlášení dokončeno. 
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Tento způsob autentizace se používá především ve skriptech, ve kterých není žádoucí 
interakce uživatele pro zadání přístupového hesla do vzdáleného systému  [10],  [14],  [11].  
 
Příklad použití: 
ssh uzivatel@vzdalena_stanice   Přihlášení k systému. 
ssh uzivatel@vzdalena_stanice prikaz  Provedení příkazu.  
 
Některé parametry: 
-p   Definuje port, který bude na vzdálené stanici použit. 
-f   Po zadání hesla je příkaz automaticky přesunut na pozadí. 
-l uzivatel  Možná definice uživatele pro přihlášení na vzdálenou stanici. 
 
4.2   Generování autentizačních klíčů – příkaz ssh-keygen 
 Tento nástroj generuje autentizační klíče a to vždy soukromí a veřejný. Používá se 
např. pro generování RSA klíčů využívaných programem ssh. Pro vygenerování klíčů stačí 
zadat příkaz ssh-keygen s vhodnými parametry. Program se následně zeptá na jméno souboru, 
do kterého chce uživatel uložit svůj privátní klíč. Pokud není jméno zadáno, použije 
standardní název souboru. Veřejný klíč je uložen do souboru se stejným názvem a 
příponou .pub. Dále je uživatel vyzván k zadání přístupového hesla (passphrase) ke klíči. Tato 
volba může zůstat prázdná. Záleží však na úrovni zabezpečení které má být dosaženo. Oba 
klíče jsou poté uloženy do adresáře ~/.ssh/  [12],  [5],  [14]. 
 
Příklad použití: 
ssh-keygen -t ssh-typ_klice Generování klíčů definovaného typu. 
 
Některé parametry: 
-t Definuje typ klíče. 
-q  Zamezení výpisů (např. vygenerovaného veřejného klíče). 
-p  Změna přístupového hesla. 
-f  Definuje jméno souboru pro uložení klíče. 
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4.3   Zabezpečené kopírování dat na vzdálenou stanici – příkaz scp 
 Používá se k bezpečnému kopírování dat po síti. Kopírovaní může probíhat směrem na 
vzdálený systém formou nahrání dat, nebo směrem ze vzdáleného systému formou stažení dat. 
Označení bezpečné kopírování vyplývá z toho, že tento nástroj používá pro přihlášení 
uživatele k vzdáleným systémům i přenosu dat na tento systém, protokol ssh. Příkaz dovoluje 
kopírování jednotlivých souborů, více souborů najednou i rekurzivní přenos celého 
adresáře  [10],  [11],  [8]. 
 
Příklady použití: 
scp zdrojovy_soubor uzivatel@vzdalena_stanice:cilovy_soubor  Nahrání dat na stanici. 
scp uzivatel@vzdalena_stanice:zdrojovy_soubor cilovy_soubor  Stažení dat ze stanice. 
 
Některé parametry: 
-q Nevypisuje informace o stavu kopírování. 
-r Rekurzivně kopíruje celý adresář (obsah adresáře). 
-p Zachovává informace o souboru – přístupová práva, čas posledního modifikace. 
 
4.4   Hromadný přenos dat  – program UDPcast 
 Nástroj je zaměřen na současné přenášení dat na více stanic nacházejících se v lokální 
síti. Využívá možnosti komunikace typu multicast. Program se dá využít např. při hromadné 
instalaci počítačů v učebně, což je umožněno vytvořením boot image (zaváděcího obrazu) 
operačního systému, ze kterého je UDPcast spuštěn. Dá se také využit pro jiné účely, protože 
může být spuštěn standardně z příkazové řádky. Program je možné používat v operačních 
systémech Linux i Windows. 
 Program UDPcast se dá spustit jako odesilatel, zdroj odesílaných dat (udp-sender), 
nebo jako  příjemce (udp-receiver). Zdroj dat zajišťuje odesílání souboru více příjemcům 
v lokální síti. Používá komunikaci multicast nebo broadcast, podle zvolených parametrů 
a dostupné podpory u síťových karet. Standardně je použita komunikace typu multicast. 
Přijatá data ukládá do zvoleného souboru  [4]. 
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Přenos dat 
Přenos probíhá tak, že je program spuštěn jako zdroj dat (udp-sender), který zařizuje 
odesílání zvolených dat do sítě. Adresu pro přenos dat je možné nastavit. Pokud však 
natavena není, program adresu odvodí z vlastní IP adresy. Dle nastavených parametrů 
program čeká na připojení příjemců, kteří data požadují. Programu je možné specifikovat 
přesný počet příjemců a dobu, po kterou má na jejich připojení čekat.  
Příjemce dat (udp-receiver) pomocí komunikace typu broadcast, lokalizuje zdroj, 
který bude data odesílat. Lokalizace zdroje probíhá v lokální síti. Po nalezení zdroje dat se 
k němu příjemce připojí. Přenos může začít odesláním signálu pro zahájení přenosu, který 
odesílá buď příjemce, tedy uživatele, který je vyzván ke stisku klávesy, nebo je signál odeslán 
automaticky. Automatické spuštění je podmíněno např. připojením určeného počtu příjemců, 
nebo vypršením stanoveného časového intervalu. Při použití programu UDPcast je doba 
přenosu na více stanic např. 10,  přibližně stejná jako přenos na 2 stanice  [4]. 
 
Příklady použití: 
udp-sender –f soubor  Odesílání souboru. 
udp-receiver –f soubor Příjem souboru. 
 
Některé parametry: 
--file soubor   Udává soubor, který se má přenést. 
--nokbd   Signál pro zahájení přenosu není načítán z klávesnice. 
--full-duplex   Nastavení provozu sítě. 
--max-bitrate hodnota  Určení šířky pásma pro komunikaci.  
--min-receivers pocet  Stanovení minimálního počtu příjemců. 
--min-wait cas   Nastavení minimální čekací doby na připojení prvního příjemce. 
--max-wait cas  Nastavení maximální čekací doby na připojení příjemce. 
--mcast-data-address adresa Volba multicast adresy pro přenos dat. 
--mcast-rdv-address adresa Volba multicast adresy pro kontrolu spojení. 
--start-timeout cas  Nastavení doby, po kterou příjemce čeká na přenos. 
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5  PŘÍSTUPOVÁ PRÁVA K SOUBORŮM A ADRESÁŘŮM 
 
V souborovém systému si každý soubor po celou svou existenci nese bity, které určují 
jeho parametry a vlastnosti. Těmito parametry jsou typ, možnosti práce se souborem, 
uživatelé kteří se souborem mohou pracovat, velikost, čas poslední změny, čas posledního 
přístupu a počet odkazů. Těchto informačních bitů je asi čtyřicet. Zde jsou uvedeny pouze 
některé hlavní a nejpoužívanější bity. Devět bitů, nazývajících se bity oprávnění, slouží 
k nastavování práv k danému souboru. Určují právo číst, zapisovat a spouštět soubor. Další tři 
bity slouží k nastavení práv spustitelného souboru. Těchto dvanáct bitů se nazývá režim 
souboru  [3]. 
 
5.1   Možnosti nastavení přístupových práv 
V operačním systému Linux se v případě práce se soubory a adresáři uživatelé dělí na 
tři skupiny. Majitel souboru (adresáře), pracovní skupina do které tento uživatel patří a ostatní 
uživatelé. Každé z těchto skupin lze zvlášť přidělit sadu práv na soubor (adresář). Tedy bity 
oprávnění jsou rozděleny na tři části a v každé části lze přidělit právo číst, zapisovat a 
spouštět soubor. Každé z těchto práv je zastoupeno jedním bitem. Každé skupině uživatelů lze 
tedy přidělit tři bity oprávnění. Práva uživatele se určují podle toho do které skupiny patří, ale 
vždy práva jen z jedné skupiny. Největší práva má vždy majitel souboru, dále pracovní 
skupina do které patří a ostatní uživatelé. Bity oprávnění jsou definovány binárními 
hodnotami. Programy, které umožňují tyto informace zobrazit, tyto bity označují symboly, viz 
tab. 5.1. 
 
Tab. 5.1: Význam jednotlivých bitů oprávnění pro soubor 
Právo Symbol Popis práce se souborem 
číst r otevření a přečtení souboru 
zapisovat w možnost zapisovat a modifikovat obsah souboru 
spouštět x možnost spustit soubor (program, skript) 
 
U adresářů se práva definují pomocí kombinací bitů oprávnění, definuje tab. 5.2. 
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Tab. 5.2: Význam kombinací bitů oprávnění pro adresář 
Právo Symbol Popis práce s adresářem 
spouštět x 
právo přes adresář projít, např. v případě definice 
cesty, není  však dovoleno vypsat obsah adresáře 
číst + spouštět r+x dovoluje vypsat obsah adresáře 
číst + zapisovat 
+ spouštět 
r+w+x 
umožňuje v adresáři vytvářet, přejmenovat a 
odstraňovat soubory a další adresáře 
 
Toto jsou klasické symboly pro nastavení práv. Pokud jsou však zapnuty bity setuid, 
setgid, nebo sticky nastává změna v označení práva spouštět, procházet (x). Tyto 
„nové“ symboly se ve výpisech zobrazují, aniž by musely být v právech zahrnuty. V tomto 
případě jsou však označeny velkými písmeny. Změna symbolů je definována v tab. 5.3. 
 
Tab. 5.3: Změna označení práva spouštět při zapnutí bitů setuid, setgid, sticky 
Základní symbol  Nový symbol  
Zapnutý bit 
(pro) 
Nový symbol 
(oprávnění není zapnuto) 
setuid x  (vlastníka) s S 
setgid x  (skupinu) s  S 
sticky x  (ostatní) t T 
 
Práva k adresáři a práva k souborům v něm umístěných jsou dvě různé věci. Uživatel 
může mít práva v adresáři vytvářet, přejmenovávat a odstraňovat soubory (r,w,x). To mu však 
nedává právo do souborů zapisovat, pokud tak není stanoveno přímo v oprávnění daného 
souboru  [3]. 
 
5.1.1  Bity setuid, setgid 
Prostřednictvím těchto bitů smějí programy přistupovat k procesům a souborům, které 
jsou pro uživatele normálně nepřístupné. Tyto bity se většinou využívají ke sdílení souborů 
mezi členy jedné skupiny uživatelů. Pokud je zapnut bit setgid u adresáře, tak všechny 
soubory, které jsou v tomto adresáři nově vytvořeny, přecházejí do vlastnictví uživatelů, kteří 
se nacházejí ve stejné pracovní skupině jako uživatel, který adresář vytvořil  [3]. 
 
5.1.2  Bit sticky 
U spustitelného souboru např. programu nebo skriptu tento bit zajistí, aby po skončení 
programu zůstal programový kód v operační paměti počítače. U adresáře tento bit plní funkci 
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zabezpečení. Tedy pokud je tento bit zapnut, žádný uživatel kromě vlastníka adresáře, 
souboru nebo superuživatele (uživatele root) nesmí mazat soubory v tomto adresáři  [3]. 
 
5.1.3  Majitelé souboru 
Jako majitel souboru je vždy uveden vlastník souboru a skupinový vlastník souboru. 
Vlastník souboru je uživatel, který soubor vytvořil a skupinovým vlastníkem je skupina, do 
které uživatel náleží. Jména těchto uživatelů jsou také binárními čísly. Ve výpisech různých 
příkazů jsou však uvedeny vždy jmenné názvy, které jsou čerpány ze souborů passwd 
(obsahuje jména uživatelů) a group (obsahuje názvy skupin)  [3]. 
 
5.2   Změna oprávnění souboru a adresáře 
Oprávnění souborů a adresářů lze měnit jen za určitých podmínek. Při tomto kroku je 
nutno být vlastníkem souboru, nebo superuživatelem (uživatelem root). Oprávnění se mění 
pomocí příkazu chmod. Při změnách práv se pro jejich definici používá jak mnemonická 
(symboly), tak osmičková (čísla) syntaxe. Je však určitý rozdíl těchto syntaxí v definici práv. 
Osmičková syntaxe absolutně definuje bity oprávnění, tedy musí být nadefinovány všechny 
bity. Mnemonická syntaxe umožňuje upravit jen některé bity  [3]. 
 
Příklady použití: 
chmod opravneni soubor   Definuje práva k souboru. 
chmod -v opravneni soubor  Definuje práva k souboru, provede výpis nových 
oprávnění v mnemonické i osmičkové podobě. 
chmod --reference=soubor1 soubor2 Přenese práva od soubor1 na soubor2. 
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5.2.1  Mnemonická syntaxe 
U této syntaxe se používají symboly, které byly už ukázány dříve a to r,w,x. Novinkou 
však je, že je nutno specifikovat pro jakou skupinu práv bude nastavení provedeno. 
Specifikace je provedena opět symboly. Vlastník (uživatel) souboru je označen symbolem „u“, 
skupina „g“ a ostatní uživatelé „o“. Jelikož je možné měnit jen některá práva, tak operace 
s těmito právy jsou řízeny pomocí matematických operací. A to „+“ pro přidání, „-“ pro 
odebrání a „=“ pro přiřazení stejných práv. Pokud chceme nastavovat práva všem 
„skupinám“ uživatelů současně využívá se symbolu „ , “. Použití matematických operací je 
uvedeno v tab. 5.4  [3]. 
 
Tab. 5.4: Definice matematických operací u mnemonické syntaxe 
Syntaxe Popis 
g+w skupině přidá právo zapisovat 
o-x ostatním odebere právo spouštět soubor 
g=u skupině nastaví stejná práva jako vlastníkovi 
ug=w,o=r vlastníkovi a skupině přiřadí právo zapisovat a ostatním právo číst 
 
5.2.2  Osmičková syntaxe 
V tomto případě jsou práva definována třemi číslicemi, kde každá číslice definuje 
jednu skupinu práv, viz tab. 5.5. Pro nastavení bitů setuid, setgid a sticky, se používá číslo 
navíc, tedy čtyři číslice např. 1755 (rwx r-x r-t). Tyto bity jsou na prvním místě  [3]. 
 
Tab. 5.5: Definice osmičkové syntaxe 
Osmičkově Práva Osmičkově Právo 
0 --- 4 r-- 
1 --x 5 r-x 
2 -w- 6 rw- 
3 -wx 7 rwx 
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6  KONFIGURACE PRACOVNÍCH STANIC 
CISCO AKADEMIE  
 
6.1   Popis vyvinutého systému pro konfiguraci pracovních stanic 
Při zpracovávání zadání jsem se držel jedné z obecných zásad operačního systému 
Linux, která říká, že pro práci v tomto systému se používají jednoduché programy vytvořené 
pro zadaný účel. Vytvořil jsem tedy několik skriptů a jejich činnost jsem rozdělil do skupin. 
Jednotlivé skupiny jsou zaměřeny na získávání informací o stanicích, virtuálních systémech, 
nahrávání dat na stanice, mazání a změnu práv souborů a také zapínání a vypínání pracovních 
stanic. 
Skripty jsem vytvořil tak, aby co nejlépe spolupracovaly s webovým rozhraním a 
databází MySQL (obr. 6.1), které pro tento projekt zpracoval můj kolega Bc. Zdeněk Hrabal. 
Webové rozhraní je dostupné z https://adela.utko.feec.vutbr.cz/cisco_akademie/management/. 
Princip činnosti skriptu je založen na komunikaci a práci se vzdálenými stanicemi 
v laboratoři, viz obr. 6.2. Pro správu dané učebny byl na školním serveru Adela definován 
účet management. Na tomto účtu jsem vytvořil adresářovou strukturu se skripty uvedenou 
v podkapitole 6.1.10. Pro správnou funkci skriptů je důležité tuto hierarchii adresářů zachovat. 
 
Skripty
Vstupní a  
výstupní 
soubory 
skriptů
Databáze 
MySQL
Webové rozhraní
Laboratoř
Cisco akademie
Server        adela.utko.feec.vutbr.cz Vstupní fáze 
komunikace
Výstupní fáze 
komunikace
 
 
Obr. 6.1: Vzájemná komunikace hlavních částí systému 
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Na každé z pracovních stanic byl také definován uživatelský účet management. Účet 
je určen pouze pro účely správy stanic. Důvodem vytvoření účtu bylo zajištění bezpečnosti 
a zachování nastavení účtu student, který je používán studenty při výuce. Pro síťovou 
komunikaci serveru a vzdálených stanic používám programy ping1, ssh, scp a UDPcast. Jako 
autentizační metodu jsem zvolil autentizaci pomocí RSA klíčů. Za tímto účelem jsem také 
vytvořil pomocný skript, který provádí generování a přenos RSA klíčů na stanice. Nyní již 
přistoupím k práci vytvořených skriptů. 
 
Hlavní stanice
UC-128-1
UC-128-3 UC-128-4 UC-128-5 UC-128-28
Server
adela.utko.feec.vutbr.cz
Přenos dat - SCP
Přenos dat - UDPcast
Zadávání příkazů
Opakovaný přenos  dat - SCP
Zapínání stanic
 
 
Obr. 6.2: Směr navazování komunikace při práci se skripty 
 
Vstupní hodnoty pro skripty jsou předávány parametry a to přímo definovanou 
hodnotou, nebo předáním jména souborů, ze kterých jsou následně informace načítány. 
Struktura vstupních souborů je stanovena tak, že na každém řádku souboru je uvedena jedna 
definovaná vstupní hodnota, např. číslo stanice nebo jméno souboru. Vstupní soubory musí 
                                                 
1 Program určený pro zjišťování stavu stanic připojených do sítě. Používá se především pro testování přítomnosti 
stanice v síti. 
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být  umístěny v adresáři /home/management/sprava_ucebny/data_info/. Spuštění a předání 
parametrů skriptům je zajištěno webovým rozhraní. Rozhraní také zajišťuje vytvoření 
a pojmenování většiny vstupních souborů. V tomto rozhraní jsou také zobrazovány výstupní 
informace získané jednotlivými skripty. Z tohoto důvodu jsem zamezil takřka veškerým 
výpisům příkazů a skriptů. Ve skriptech jsou zakomentovány kontrolní výpisy, které jsem 
používal při tvorbě a testování skriptů. Výpisy jsem zachoval pro případné další použití, např. 
při samostatném spouštění skriptů. 
Výstupní údaje skriptů ukládám do souborů a některá data také do databáze. Výstupní 
soubory jsou ukládány do adresáře /home/management/sprava_ucebny/data_info/. U většiny 
skriptů má každá stanice, se kterou se pracuje, své vlastní výstupní soubory, které se při 
dalším provádění skriptů pro danou stanici přepisují. Jména výstupních souborů obsahují 
identifikační číslo stanice, pro kterou náleží.  
Skripty jsou zaměřeny na správu pracovních stanic, na kterých pracují studenti, tedy 
stanic označených UC-128-3 až 28. Stanice UC-128-1 a UC-128-2 jsou určeny pro práci 
vyučujícího. Stanice UC-128-1 plní funkci hlavní stanice při vykonávání některých skriptů, 
viz dále.  
Z bezpečnostních důvodů, nejsou v práci uvedena hesla pro přístup k účtu 
management, který se nachází na serveru Adela a pracovních stanicích v laboratoři. 
Přístupová hesla jsou k dispozici u vedoucího práce. 
 
6.1.1  Informace o stanicích 
Skripty slouží k získání informací o stanicích v učebně. Spuštění hlavního skriptu 
skr_info.sh  probíhá prostřednictvím webového rozhraní. 
Jsou zjišťovány informace: 
• zda je stanice spuštěna a lze se na ni připojit pomocí ssh, 
• volné místo na disku s kořenovým adresářem /, 
• volné místo na disku s domovským adresářem uživatelů  /home/, 
• výpis obsahu adresáře vmware/ obsahujícího obrazy a konfigurační 
soubory virtuálních systémů, 
• výpis obsahu domovského adresáře uživatele student. 
 
Funkce skriptu skr_info.sh a skr_info_stanice.sh 
Pro získání informací o vzdálených stanicích  jsem vytvořil dva skripty, jeden hlavní 
a další pro jednotlivé stanice. Nejprve je spouštěn hlavní skript skr_info.sh. 
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Funkce skriptu je závislá na souboru, který obsahuje výčet stanic, se kterými se má 
pracovat. Ve skriptu nejdříve testuji zda soubor existuje a zda má velikost větší než 0 B, což 
značí, že není prázdný. Poté jsem ve skriptu definoval cyklus, který zajistí načtení čísla 
stanice ze souboru a pro každou takto definovanou stanici spustí skript skr_info_stanice.sh 
a jako vstupní parametr mu předá zjištěné číslo stanice. Tímto práce hlavního skriptu končí. 
Skriptem skr_info_stanice.sh  nejprve otestuji zda je stanice zapnutá a dostupná 
prostřednictvím programu ssh. Pokud je vše v pořádku, provádí se získávání dalších 
požadovaných informací o stanici.  
 
Syntaxe skriptů: 
skr_info.sh 
skr_info_stanice.sh cislo_stanice 
 
Vstupní soubor skriptu: 
pc 
 Soubor obsahuje výčet čísel všech stanic, se kterými se pracuje. Soubor je pevně 
umístěn v /home/management/sprava_ucebny/data_info/. Načítání čísel stanic ze souboru 
jsem zvolil z důvodu snadné modifikace počtu a výčtu stanic dle potřeby uživatele. 
  
Výstupní soubory s informacemi: 
disk_$cislo_pc   Volné místo na disku s kořenovým adresářem /. 
disk_home_$cislo_pc    Volné místo na disku s adresářem /home/. 
soubory_pc_$cislo_pc   Výpis obsahu adresáře vmware/. 
soubory_home_pc_$cislo_pc   Výpis obsahu adresáře /home/student/. 
 
6.1.2  Nahrávání dat na stanice 
 Hlavní skript skr_prenos.sh s jeho vstupními parametry je spouštěn prostřednictvím 
webového rozhraní.  
Náplní této skupiny skriptů je přenos dat ze školního serveru Adela na zvolené 
pracovní stanice v laboratoři. Při přenosu se zjišťuje procentuální stav přenosu a stav, fáze 
v jaké se přenos dat právě nachází. Získané informace o přenosu jsou zjišťovány 
v pravidelných časových intervalech a poté zobrazovány na webovém rozhraní. Skripty 
umožňují uživateli přenášet soubory i adresáře. Pokud je přenášeno více souborů nebo adresář, 
je z těchto dat vytvořen archiv, který se přenese na stanici a poté opět rozbalí. Data která se 
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mají na stanice nahrát se musí nacházet na školním serveru Adela a to v adresáři 
/home/management/sprava_ucebny/data_systemy/ nebo v jeho podadresářích. 
 
Funkce skriptu skr_prenos.sh a skr_prenos_stanice.sh 
Stejně jako v předešlém případě jsem i pro přenos dat zvolil rozdělení činnosti do 
dvou skriptů. Nejprve je spouštěn skript, jež označuji jako hlavní a tím dále spouštím pro 
každou stanici samostatný skript.  
Pro přenos vybraných dat je tedy třeba spustit hlavní skript skr_prenos.sh a předat mu 
vstupní soubory a parametry. Skript nejdříve ověří, zda je hlavní stanice zapnuta a poté 
připraví data na přenos. Data určená k přenosu jsou načítána ze vstupního souboru. Pokud je 
požadováno přenášet více souborů najednou nebo adresář, tak je z dat vytvořen archiv. Při 
přenosu jednoho souboru archivace neprobíhá. Poté se vytvoří kontrolní součet (hash) pro 
připravená přenášená data. Skript zkontroluje volné místo na hlavní stanici a určená data 
přenese nejdříve na tuto stanici. Přenos probíhá pomocí nástroje scp. Dále je pro každou 
stanici spuštěn skript skr_prenos_stanice.sh, který se stará o zapnutí příjmu, spuštění 
programu udp-receiver a kontrolu přenosu dat na stanici. Stanice, na které se mají data 
přenášet, jsou načítány z dalšího vstupního souboru. Každému spuštěnému skriptu jsou 
předány vstupní parametry pro konkrétní stanici. V hlavním skriptu se dále spouští program 
udp-sender. Program se spouští vzdáleně na hlavní stanici (stanice označená číslem 1) 
v laboratoři, ze které přenos probíhá. Program čeká na připojení zadaného počtu příjemců. Po 
připojení účastníků přenosu je přenos započat. 
Ve spuštěných skriptech se nejprve zjišťuje, zda je příslušná stanice zapnuta a jestli se 
v uvedeném umístění zadaný soubor již nenachází. Pokud ano, je smazán. Skript dále testuje 
zda je na stanici dostatek volného místa pro přenášená data a zahájí příjem spuštěním 
programu udp-sender. Po úspěšném přenosu se provádí vytvoření kontrolního součtu právě 
přenesených dat a porovná se původní a právě vytvořený kontrolní součet. Jestli že jsou 
totožné, skript je ukončen. V případě archivu se před ukončením provádí rozbalení archivu. 
Jestliže se kontrolní součty liší, je přenos na stanici zahájen znovu, ale už přímo ze serveru 
Adala nástrojem scp. Po ukončení přenosu typu multicast jsou hlavním skriptem vymazány 
data z hlavní stanice v laboratoři a skript je ukončen.  
V průběhu všech přenosů skripty zjišťují procentuální stav přenosu a ukládají jej do 
výstupního souboru a databáze. Do databáze se také ukládají stavy, fáze přenosu jako např. 
začátek přenosu, vytváření kontrolního součtu, archivace atd. Ukládání dat do databáze je 
řízeno prostřednictvím předaného ID operace a čísla jednotlivých stanic. 
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Syntaxe skriptů: 
skr_prenos.sh soubor_s_cisly_pc soubor-data_prenosu  id_operace cilova_cesta-ulozeni  
 
skr_prenos_stanice.sh cislo_pc kontrolni_soucet soubor_pro_prenos id_operace 
cilova_cesta-ulozeni 
 
Vstupní soubory a hodnoty skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, na které se provede nahrávání. 
soubor-data_prenosu 
Obsahuje jména souborů nebo adresářů, které mají být na stanice nahrány. Při definici 
jména adresáře se nezadává poslední lomítko, znak „/“. 
id_operace  
Identifikace přenosu v databázi. Používá se pro řízení ukládání dat do databáze. 
cilova_cesta-ulozeni  
Adresář na vzdálené stanici kam se mají data uložit. Definice cílového adresáře musí 
být ukončena lomítkem „/“. 
kontrolni_soucet 
Kontrolní součet souboru určeného pro přenos. 
soubor_pro_prenos  
Jméno souboru který se má přenést. Standardně obsahuje jméno konkrétního souboru, 
nebo jméno archivu prenos.tar. 
 
Výstupní soubor s informacemi: 
data_pc_$cislo_pc 
Obsahuje průběžný procentuální stav přenosu, součet opakovaných hodnot přenosu 
a také kontrolní součet přenesených dat. 
 
6.1.3  Informace o virtuálních systémech 
 Skripty slouží k získávání základní informací o virtuálních systémech, které se 
provozují na pracovních stanicích v laboratoři.  
Hlavní zjišťované informace jsou 
• jméno virtuálního systému, 
• velikost přidělené operační paměti, 
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• MAC (Media Access Control) adresa síťové karty. 
Další položky výpisu jsou: jméno souboru zastupující virtuální disk, jméno hostujícího 
systému, identifikační číslo virtuálního stroje a typ systému. Výskyt těchto položek pro 
virtuální systémy se liší dle použitého virtualizačního nástroje. 
 
Funkce skriptu skr_info_systemy.sh a skr_ info_systemy_stanice.sh 
 Vykonávání operací jsem rozdělil do dvou skriptů. Nejprve je spouštěn skript, jež 
označuji jako hlavní a tím poté spouštím pro každou stanici samostatný skript. Nejprve je 
spuštěn hlavní skript skr_info_systemy.sh jemuž jsou předány čísla stanic, nad kterými bude 
operace prováděna. Další provádění skriptu je podmíněno existencí souboru s čísli stanic. Ve 
skriptu spouštím cyklus, který načte číslo stanice ze zadaného souboru a pro danou stanici 
spustí samostatný skript skr_info_systemy_stanice.sh s parametrem čísla stanice. Po spuštění 
skriptů pro všechny zadané stanice, se hlavní skript ukončí. 
Spuštěný skript nejprve otestuje zda je stanice zapnuta a poté provede vyhledání 
konfiguračních souborů virtuálních systémů. Skript zpracovává soubory pro virtualizační 
nástroje VMware a VirtualBox2. Z nalezených souborů jsou poté vyfiltrovány požadované 
informace a zapsány do výstupního souboru. 
 
Syntaxe skriptů: 
skr_info_systemy.sh soubor_s_cisly_pc 
skr_info_systemy_stanice.sh cislo_stanice 
 
Vstupní soubor skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, se kterými se bude pracovat.  
 
Výstupní soubor s informacemi: 
systemy_pc_$cislo_pc 
Informace o virtuálních systémech na stanici. 
 
                                                 
2 Virtualizační nástroj sloužící pro emulaci hardwarové prostředí, ve kterém je následně spouštěn další operační 
systém.  Program VirtualBox je dostupný z http://www.virtualbox.org  
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6.1.4  Mazání zadaných souborů a adresářů 
 Skript slouží pro hromadné mazání souborů a adresářů na zvolených stanicích. 
Soubory a adresáře ručně zadává uživatel. Položky pro odstranění jsou definovány relativní 
cestou od adresáře /home/student/.  
 
Funkce skriptu skr_mazani.sh 
 Skript nejprve ověří existenci vstupních souborů a jejich nenulovou velikost. 
Následuje cyklus, kterým se provede připojení ke vzdálené stanici a pomocí vnořeného cyklu 
se provede odstranění zadaných položek. Výstup příkazu rm, kterým se mazání provádí, 
ukládám do souboru. Příkaz pro mazání je spouštěn s právy uživatele root. Uživatel má tedy 
právo mazat veškeré soubory a adresáře z umístění /home/student/. Pro mazání jsem zvolil 
postupné provádění skriptu, mazání stanice po stanici. 
 
Syntaxe skriptu: 
skr_mazani.sh soubor_s_cisly_pc soubor_se_jmeny_souboru_a_adresaru 
 
Vstupní soubory skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, se kterými se bude pracovat. 
soubor_se_jmeny_souboru_a_adresaru 
Obsahuje jména souborů nebo adresářů, které mají být odstraněny. 
 
Výstupní soubor s informacemi: 
mazani_pc_$cislo_pc 
Do souboru jsou ukládány výstupy příkazu rm, tedy informace o průběhu mazání 
zadaných položek. 
 
6.1.5  Mazání souborů a adresářů dle zadané přípony nebo řetězce 
 Skript je koncipován pro hromadné mazaní souborů a adresářů se stejnou příponou, 
nebo částečnou shodou ve jméně. Parametrem pro výběr souborů je tedy přípona nebo řetězec 
zadaný pomocí hvězdičkové syntaxe. Skript umožňuje mazat položky nacházející se 
v adresáři /home/student/. 
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Funkce skriptu skr_mazani_pripona.sh 
 Po spuštění skriptu je opět kontrolován vstupní soubor a také zadaný řetězec. Dále se 
v cyklu provede připojení k jednotlivým stanicím a podle zadané fáze se provádí úloha skriptu. 
Skript v zásadě plní dvě na sebe navazující funkce, které jsou definovány fází provádění 
skriptu. Při spuštění skriptu s fází H (hledání) se na všech zadaných stanicích provede 
vyhledání souborů a adresářů dle zadaného řetězce. Hledání se provádí příkazem find. 
Výsledky hledání jsou uloženy do souborů pro jednotlivé stanice. Uživatel má tedy možnost 
zkontrolovat jaké soubory budou vymazány. Poté je třeba spustit skript s fázi M (mazání) a 
provede se odstranění nalezených položek na jednotlivých stanicích. Mazání je opět 
prováděno s oprávněním uživatele root. 
 
Syntaxe skriptu: 
skr_mazani_pripona.sh soubor_s_cisly_pc pripona_nebo_retezec faze_provadeni 
 
Vstupní soubory a parametry skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, u kterých bude mazání provedeno. 
pripona_nebo_retezec 
 Přípona souborů, nebo řetězec zapsaný dle hvězdičkové syntaxe. 
faze_provadeni  
Může obsahovat hodnoty H (hledání souborů) nebo M (mazání souborů). 
 
Výstupní soubory s informacemi: 
mazani_pripona_pc_$cislo_pc 
Při fázi H obsahuje výstup příkazu find, tedy nalezené soubory. Při fázi M jsou do 
souboru přidány výstupy příkazu rm informující o průběhu mazání nalezených souborů. 
mazanich_pripona_pc_$cislo_pc 
Pouze dočasný soubor informující o průběhu odstraňování položek. 
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6.1.6  Změna přístupových práv k souborům a adresářům 
 Skript umožňuje měnit přístupová práva k veškerým souborům a adresářům, které se 
nacházejí v adresáři /home/student/.  
 
Funkce skriptu skr_prava.sh 
 Při spouštění skriptu je mu parametrem předán soubor s čísly stanic, pro které se 
provede změna práv, dále pak soubory u kterých se má změna práv provést a jako poslední 
parametr absolutní hodnota oprávnění. Po spuštění skriptu se nejprve kontroluje správnost 
zadaných parametrů a poté se v cyklu provádí připojení k jednotlivým stanicím a vnořeným 
cyklem se provádí změna práv zadaných položek. Změna práv je opět vykonávána pod 
oprávněním uživatele root. Výstup příkazu chmod je zaznamenáván do souboru. 
 
Syntaxe skriptu: 
skr_prava.sh soubor_s_cisly_pc soubor_se_jmeny_souboru_a_adresaru prava 
 
Vstupní soubory a parametry skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, se kterými se bude pracovat. 
soubor_se_jmeny_souboru_a_adresaru 
Obsahuje jména souborů a adresářů, u kterých se má změna práv provést. 
prava 
 Práva, která budou zadaným položkám přidělena. Zadává se absolutní oprávnění pro 
všechny tři skupiny uživatelů osmičkovou syntaxí např. 0755. 
 
Výstupní soubor s informacemi: 
prava_pc_$cislo_pc 
Informace o průběhu změny práv. 
 
6.1.7  Zapnutí pracovních stanic 
 Skript je určen pro zapnutí definovaných pracovních stanic v učebně. 
 
Funkce skriptu skr_zapnuti_pc.sh 
 Při spuštění je skriptu předán soubor s MAC adresami jednotlivých stanic, které mají 
být zapnuty. Nejprve se ověří existence a nenulovost vstupního souboru a poté, pomocí cyklu 
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řízeného výčtem MAC adres ze souboru, jsou zapínány definované stanice. Při zapínání  
stanice se provede připojení na hlavní stanici v laboratoři a spustí se zde program ether-wake3 
pro probouzení zadaného počítače. Úspěšné či neúspěšné vykonání příkazu se zapisuje do 
výstupního souboru. 
   
Syntaxe skriptu: 
skr_zapnuti_pc.sh soubor_s_MAC_adresami_pc 
 
Vstupní soubor skriptu: 
soubor_s_MAC_adresami_pc 
Obsahuje MAC adresy stanic, které budou skriptem zapnuty.  
 
Výstupní soubor s informacemi: 
zapnuti_stanic  
Jedná se pouze o jeden soubor s informacemi o všech stanicích. Jeho obsahem jsou 
výpisy o provedení příkazu pro zapnutí stanic. 
 
6.1.8  Vypnutí pracovních stanic 
 Skript je určen pro vypínání pracovních stanic v učebně. 
 
Funkce skriptu skr_vypnuci_pc.sh 
 Při spuštění skript provádí kontrolu existence zadaného souboru s čísly stanic. Dále 
v cyklu zkoumá zda již není daná stanice vypnuta a v případě že ne, provede její vypnutí. 
Informace o tom zda je stanice vypnuta, provádí se její vypnutí, nebo že vypnutí se nezdařilo 
se zaznamenává do výstupního souboru. 
   
Syntaxe skriptu: 
skr_vypnuti_pc.sh soubor_s_cisly_pc 
 
Vstupní soubor skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, které budou vypnuty. 
                                                 
3 Program, který slouží pro vzdálené zapínání stanic v lokální síti. Zapínání probíhá pomocí MAC adresy 
zvolené stanice. 
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Výstupní soubor s informacemi: 
vypnuti_stanic  
Jedná se pouze o jeden soubor pro všechny stanice. Jeho obsahem jsou výpisy 
o provedení příkazu pro vypnutí stanic. 
 
6.1.9  Tvorba RSA klíčů 
 Skript zajišťuje vygenerování a přenos RSA klíčů na definované pracovní stanice. 
 
Funkce skriptu RSA_klice.sh 
 Vstupní informací pro skript je soubor s čísly pracovních stanic v učebně. Po spuštění 
skriptu je uživatel vyzván k zadání údajů pro generování klíče. Jelikož je zadávání parametrů 
požadováno přímo programem ssh-keygen, je velice snadné doplňování klíčů na jednotlivé 
stanice. Při generování stačí pouze zadat, že uživatel nechce generovat nové klíče a na stanici 
se odešle již vytvořený klíč. Po vygenerování klíče je uživatel vyzýván k zadávání 
přístupového hesla na zvolenou stanici. Poté automaticky proběhne přenos veřejného klíče.  
 
Syntaxe skriptu: 
RSA_klice.sh 
 
Vstupní soubor skriptu: 
RSA 
Obsahem souboru je výčet čísel stanic, na které bude veřejný klíč přenesen.  
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6.1.10  Adresářová struktura projektu 
/home/management/sprava_ucebny/ 
- skr_info.sh 
- skr_info_stanice.sh 
- skr_prenos.sh 
- skr_prenos_stanice.sh 
- skr_info_systemy_stanice.sh  
- skr_info_systemy.sh  
- skr_mazani.sh  
- skr_mazani_pripona.sh  
- skr_prava.sh 
- skr_zapnuti_pc.sh  
- skr_vypnuti_pc.sh 
- RSA_klice.sh    
- data_systemy/ 
- data_info/ 
- pc 
- RSA 
- disk_$cislo_pc    
- disk_home_$cislo_pc 
- soubory_pc_$cislo_pc  
- soubory_home_pc_$cislo_pc 
- soubor_s_cisly_pc 
- soubor-data_prenosu 
- data_pc_$cislo_pc 
- soubor_s_cisly_pc 
- systemy_pc_$cislo_pc 
- soubor_s_cisly_pc 
- soubor_se_jmeny_souboru_a_adresaru 
- mazani_pc_$cislo_pc 
- soubor_s_cisly_pc 
- mazani_pripona_pc_$cislo_pc 
- mazanich_pripona_pc_$cislo_pc 
- soubor_s_cisly_pc 
- soubor_se_jmeny_souboru_a_adresaru 
- prava_pc_$cislo_pc 
- soubor_s_MAC_adresami_pc 
- zapnuti_stanic 
- soubor_s_cisly_pc 
- vypnuti_stanic  
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6.2   Skripty 
6.2.1  Skript skr_info.sh 
 Na začátku všech skriptů jsem si nejprve nadefinoval proměnné, které využívám pro 
lepší přehlednost kódu a případnou snadnější modifikaci skriptů. 
Hlavní část skriptu je zapouzdřena v podmínce  
 
if [ -s "data_info/$soubor_pc" ];.  
 
Touto podmínkou ověřuji zda soubor s čísli stanic, pro které se má zjištění informací provést, 
existuje a jestli je soubor větší než 0 B, tedy soubor obsahuje výčet stanic. Je totiž možné, že 
soubor může být nechtěně přejmenován nebo dokonce smazán při manipulaci s informačními 
soubory.  
Pokud podmínka splněna není, následuje vypsání chybového hlášení, že soubor je 
neplatný a skript je ukončen s návratovým kódem 1. Tím je specifikováno, že při vykonávání 
skriptu nastala chyba. 
Při kladném vyhodnocení podmínky je spuštěn cyklus for, který provádí načtení čísla 
stanice z definovaného souboru, spustí skript skr_info_stanice.sh a předá mu vstupní 
parametry. 
 
nohup ./skr_info_stanice.sh $cislo_pc &  
 
Skript spouštím prostřednictvím příkazu  nohup4 a znaku &. Takto zajistím samostatný 
chod skriptu a okamžité pokračování cyklu for. Takto spuštěný skript pracuje samostatně a 
ukončí se až po vykonání svého obsahu. Cyklus for se opakuje dokud jsou v souboru 
definována čísla stanic. Načítání hodnot ze souboru se provádí po řádcích příkazem cat. Po 
provedení cyklu je skript řádně ukončen příkazem exit 0. Tedy s návratovým kódem, jež 
specifikuje, že skript se provedl správně. 
 
6.2.2  Skript skr_info_stanice.sh 
 Definice proměnných obsahuje základní jméno stanice, číslo stanice, uživatelské 
jméno a heslo pro vstup do databáze. Číslo stanice, je unikátní část řetězce, který definuje 
adresu určité stanice v síti.  
                                                 
4 Program zajišťuje, že spuštěný příkaz nebo program bude nezávislý na terminálu, ze kterého byl spuštěn. 
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 Hlavní část skriptu jsem začal naplněním proměnné PRIKAZY_MYSQL. Proměnná 
obsahuje definici přihlášení uživatele do databáze.  
 
PRIKAZY_MYSQL="mysql --user=$LOGIN --password=$PASSWORD management -e" 
 
 Použitím proměnné se usnadní práce s databází. Příkladem jejího praktického využití 
je další řádek skriptu, kde do databáze zapisuji počáteční stav práce se stanicí a to stav Z. 
Tímto stavem definuji, že skript začal zjišťovat požadované údaje o stanici. Zápis do tabulky 
v databázi je řízen pomocí id, které odpovídá unikátnímu číslu stanice. 
   
$PRIKAZY_MYSQL "update stanice set zapnuta='Z' where id='$cislo_pc';" 
 
Z uvedeného kódu je vidět, že pro provedení určité operace s databází stačí, když použiji 
proměnou PRIKAZY_MYSQL a poté zadávám příkazy jazyka MySQL s jejich potřebnou 
specifikací. 
 Po definici stavu stanice se zkoumá, zda je stanice dostupná. Pro správnou činnost 
skriptu je důležité aby bylo možné na stanici vzdáleně přistupovat pomocí příkazu ssh. 
V předchozí verzi skriptu se prováděl zkušební přístup na stanici a podle návratové 
hodnoty spojení bylo stanoveno, jestli je dostupná, nebo ne. Toto řešení bylo plně funkční a 
pro práci skriptu plně dostačující. Nevýhoda byla však v tom, že když byla některá ze stanic 
vypnuta, zjišťování jejího stavu trvalo příliš dlouho, řádově v jednotkách minut. Příčina 
tohoto problému byla ta, že když jsem se pomocí příkazu ssh připojoval na stanici, 
s uvedením správného jména  stanice, klient ssh zjistil, že stanice existuje a po určitou dobu 
čekal na odezvu serveru sshd, který byl spuštěn na vzdálené stanici. Dlouhou odezvu příkazu 
ssh jsem vyřešil tím že se nejprve příkazem ping provádí dotaz na vzdálenou stanici. 
 
ping -qc 2  $JMENO$cislo_pc.utko.feec.vutbr.cz > /dev/null 
 
Jelikož potřebuji aby odezva byla rychlá, korektní a příkaz neprodukoval výpisy, je spouštěn 
příkaz ping s parametry q, pro zamezení výpisu časové odezvy a c 2 pro stanovení počtu 
dotazů. Standardní výstup příkazu jsem přesměroval do zařízení null, které funguje jako 
„černá díra“. Pohlcuje veškerá data, která jsou do něj přesměrována. Poté podle návratové 
hodnoty uložené v proměnné ? se zjišťuje, zda je stanice zapnutá nebo vypnutá. Pokud je 
návratový kód 1 (stanice je vypnuta), tak je do databáze zapisován stav N a skript se ukončuje 
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pomocí exit1. Jestliže je návratový kód 0 (stanice je zapnuta), provádí se příkazem ssh 
zkušební připojení ke vzdálené stanici. 
 Dále následuje podmínka, která zapouzdřuje hlavní část skriptu. Podmínka je 
postavena na vyhodnocení návratové hodnoty zkušebního spojení se vzdálenou stanicí. 
 Pokud se spojení nepodařilo, zapisuje se do databáze stav S. Tento stav říká, že 
vzdálená stanice je zapnuta, ale nedostupná. Příčinou tohoto stavu může být nepřítomnost 
RSA klíče uživatele inicializujícího spojení na stanici. 
 Pokud je spojení vyhodnoceno jako úspěšné, tak se do databáze zapisuje stav A, tedy 
stanice je zapnutá a dostupná. Následuje zjištění informací o dané stanici. První informací je 
volné místo na disku se systémem, tedy disku kde je připojen kořenový adresář /. Pomocí 
příkazu ssh se provede připojení na vzdálenou stanici a příkazem df se zjistí volné místo. 
Jelikož příkaz df vypisuje větší množství informací, provedl jsem vyfiltrování výstupu tohoto 
příkazu nástrojem awk5, kterému specifikuji že požaduji údaj z druhého řádku a čtvrtého 
sloupce výpisu. 
 
volne_misto=$( ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz df / | awk 
'NR==2{print$4}' ) 
 
Získal jsem tedy výpis příkazu, vyfiltroval jsem ho, ale nastala otázka, jak zjištěné informace 
přenést ze vzdálené stanice. Existuje několik způsobů jak přenos řešit. Prvním je uložení do 
souboru, přenesení na server a opětovné vyčtení hodnoty ze souboru. Jelikož se jedná pouze 
o jednu hodnotu, nabízí se elegantnější řešení. Při používání příkazu ssh se provede připojení 
na vzdálenou stanici a následuje provádění příkazů zadaných skriptem nebo přímo uživatelem. 
Tyto příkazy jsou prováděny na vzdálené stanici, ale jejich výpisy jsou směřovány do 
terminálu odkud je příkaz ssh spuštěn. Abych získal požadovanou informaci 
„přesměroval“ jsem výpisy příkazů spuštěné prostřednictvím ssh do proměnné. Lépe řečeno 
do proměnné volne_misto se ukládá vyhodnocení celého spojení. Získaná informaci se 
nejprve vypíše do souboru a poté uloží do databáze. Tyto data se ukládají do souboru pouze 
z hlediska možnosti kontroly provedené akce, nebo přímého spuštění skriptu uživatelem. 
V dalším kroku se zjišťuje volné místo na disku, na který je připojen domovský adresář 
uživatelů /home/. Získání informace se opět provádí vyhodnocením spojení a uložením do 
proměnné. Data jsou pět uložena do souboru a také zapsána do databáze. 
                                                 
5 Program awk  je programovací jazyk zaměřený na zpracování textu. 
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 Dalšími požadovanými informacemi o vzdálené stanici jsou výpisy obsahu adresáře 
s obrazy virtuálních systémů /home/student/vmware/ a domovského adresáře /home/student/. 
Pro výpisy adresářů jsem nejprve zvolil příkaz ls. Ovšem pro lepší přehlednost výpisu a  
zachování hierarchie výpisu obsahů podadresářů jsem nakonec použil příkaz tree. Pro větší 
informační hodnotu výpisu je spouštěn příkaz s parametrem s pro výpis velikostí souborů,  p 
pro výpis práv k souborům a parametrem a, který zajišťuje výpis všech souborů, i skrytých. 
Využil jsem také toho, že prostřednictvím složených závorek a při použití středníku jako 
oddělovače, lze programu ssh zaráz předat i více příkazů, které se mají provést. Tudíž v rámci 
jednoho spojení se stanicí se vypisují oba adresáře a zároveň se jejich výpisy přesměrují do 
definovaných výstupních souborů. 
 
ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz "{ tree -spa 
/home/student/vmware > soubory_pc_$cislo_pc; tree -spa /home/student > 
soubory_home_pc_$cislo_pc; }" 
 
Vytvořené soubory je třeba přenést na server. V původním návrhu jsem pomocí scp, posílal 
soubory ze vzdálené stanice na server. Probíhalo tedy připojování z obou směrů. To však 
vyžadovalo připojování všech vzdálených stanic na server, tudíž uchovávání veřejných RSA 
klíčů stanic na serveru. Z pohledu provozu serveru to vedlo ke zvýšení bezpečnostního rizika. 
Použil jsem tedy program scp jako prostředek pro stažení dat ze stanice. Tedy spojení je 
inicializováno pouze ze strany serveru. Parametr q zajišťuje, že program neprovádí žádné 
výpisy.  
 
scp -q management@$JMENO$cislo_pc.utko.feec.vutbr.cz:"soubory_pc_$cislo_pc 
soubory_home_pc_$cislo_pc" ~/sprava_ucebny/data_info/ 
 
Když jsou soubory ze stanice zkopírovány, znovu se provádí připojení na stanici a soubory  
jsou smazány. 
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6.2.3  Skript skr_prenos.sh 
 Ve skriptu jsou opět nejprve nadefinovány základní proměnné pro jméno stanice a 
uživatelské jméno a heslo pro vstup do databáze. Do definice proměnných jsem také zahrnul 
proměnné, do kterých se po spuštění skriptu načítají vstupní parametry skriptu zadané při jeho 
spuštění. Těmito proměnnými jsou soubor_pc, soubor_data, cesta_data a ID_OPERACE. 
Proměnná ID_OPERACE obsahuje číslo operace nahrávání, které je základním 
prvkem pro práci z databází. Podle tohoto ID se do databáze ukládají výstupní data náležící 
přenosům na jednotlivé stanice. V proměnné soubor_data je uloženo jméno souboru 
obsahujícího jména souborů nebo adresářů, které mají být přeneseny. Další proměnná PC 
obsahuje číslo stanice, na kterou budou data v první fázi nahrávání přenesena. Jedná se o číslo 
1, tedy označení hlavní stanice v učebně. Následují další proměnné, do kterých je vložena 
počáteční hodnota 0. 
Na začátku skriptu jsem definoval funkci operace_tar zajišťující spojení odesílaných 
dat do jednoho souboru, archivaci dat. Tento soubor, archiv jsem nazval prenos.tar. V první 
fázi funkce se provádí kontrola jestli se tento soubor v adresáři pro data již nenachází. Pokud 
ano, soubor je vymazán. Poté je modifikován vstupní soubor s daty, která mají být přenášena. 
Modifikace je provedena příkazem sed, kterým se před každý záznam v souboru vloží 
relativní cesta k adresáři s daty data_systemy/ a poté je poslední výskyt znaku „/“ nahrazen 
zankem „=“.  
 
sed -i 's/^/data_systemy\//' "data_info/$soubor_data"  
sed -i 's/\(.*\)[/]/\1=/' "data_info/$soubor_data" 
 
Nahrazením znaku „/“ je dosaženo oddělení cesty k souboru nebo adresáři od jeho 
samotného názvu. Je to nutné pro následnou archivaci souborů v případě, že by se 
požadovaná data pro přenos nacházela v různých podadresářích hlavního adresáře 
data_systemy/. Nástroj tar 6  totiž nepodporuje hromadnou archivaci souborů s různým 
umístěním bez toho, aby ve výsledném archivu nebyly vytvořeny i podadresáře, ve kterých se 
data nacházela. Funkce pokračuje cyklem while, který načte vždy jeden řádek ze vstupního 
souboru a poté sním provádí následující operace.  
 
                                                 
6 Program tar slouží k vytváření archivů i zpětnému obnovení souborů z archivu. Neprovádí kompresi dat  [10]. 
 48 
while read RADEK; do 
 cesta=$(echo "$RADEK" | awk -F= 'NR==1{print$1}') 
 jmeno=$(echo "$RADEK" | awk -F= 'NR==1{print$2}') 
 if [ -e data_systemy/prenos.tar ]; 
  then tar --directory "$cesta" -rvf data_systemy/prenos.tar "$jmeno" 
  else tar --directory "$cesta" -cvf data_systemy/prenos.tar "$jmeno" 
 fi 
done < "data_info/$soubor_data" 
 
Z načteného řádku souboru se příkazem awk odfiltruje cesta k souboru, jeho jméno a 
hodnoty se uloží do proměnných. Poté se zkoumá, jestli již existuje archiv se jménem 
prenos.tar. Pokud ano, je do archívu přidán načtený soubor nebo adresář. Jestli-že ne, je 
vytvořen nový archiv. Proměnnou cesta je definováno, odkud mají být data načítána a 
proměnná jmeno specifikuje, která data se mají archivovat. Touto funkcí je tedy vytvořen 
archiv, který obsahuje pouze požadovaná data bez struktury adresářů jejich původního 
umístění. Výsledný archiv je umístěn v základním adresáři data_systemy/. 
 V hlavní části skriptu je nejprve definována proměnná pro přístup do databáze a poté 
se testuje příkazem ping, zda je hlavní stanice zapnuta, viz obr. 6.3. V případě vypnuté stanice 
se zapisuje do databáze hodnota V (stanice je vypnuta). 
 
$PRIKAZY_MYSQL "update operace_stanice set stav='V' where 
id_operace='$ID_OPERACE' and id_stanice='$PC';" 
 
Skript je poté ukončen s návratovým kódem 1. V opačném případě se kontroluje jestli existují 
vstupní soubory a jsou větší než 0B, tedy nejsou prázdné. Pokud je podmínka vyhodnocena 
kladně, zjišťuje se počet řádků ve vstupním souboru, z čehož je možné částečně usoudit, zda 
se bude přenášet pouze jeden nebo více souborů. Následuje sada podmínek, ve kterých je 
definováno, že pokud se jedná o jeden soubor, tak se do proměnné prenos uloží jméno tohoto 
souboru. Jestliže se však má přenášet více souborů, nebo adresář, ukládá se do databáze 
hodnota T, značící archivaci dat, a volá se funkce operace_tar. Do proměnné prenos se pak 
ukládá název výsledného archivu prenos.tar. Tento způsob zpracování dat jsem zvolil 
z důvodu, že program UDPcast, kterým jsou data přenášena, dovoluje přenášet pouze jeden 
soubor. Zajistil jsem tedy přenos adresáře nebo více souborů najednou.  
 Dále se do databáze zapisuje hodnota M, která definuje, že se bude vytvářet kontrolní 
součet samotného souboru, nebo archivu prenos.tar. Kontrolní součet se vytvoří pomocí 
příkazu md5sum, který je vyfiltrován nástrojem awk a poté uložen do proměnné. 
 
kontrols=$(md5sum "data_systemy/$prenos" | awk 'NR==1{print$1}') 
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Obr. 6.3: Vývojový diagram skriptu skr_prenos.sh 
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V dalším kroku se zjišťuje velikost volného místa na hlavní stanici. Volné místo se 
zkoumá na disku, kde je připojen domovský adresář uživatele management. Velikost volného 
místa  se zjišťuje v KB.  
 
volne_misto=$( ssh management@$JMENO$PC.utko.feec.vutbr.cz df -k 
/home/management | awk 'NR==3{print$3}' ) 
 
Dále je třeba stanovit velikost dat pro přenos. Zjištění velikosti se vyřeší příkazem du 
a jeho výstup je filtrován nástrojem cut. Konečná hodnota je ukládána do proměnné. 
  
cvelikost=$( du -b "data_systemy/$prenos" | cut -f1 ) 
 
Parametrem b u příkazu du je zajištěno, že velikost souboru bude udána v bytech. Parametrem 
f1 se příkazu cut sděluje, že se má ze vstupního výpisu vyfiltrovat jenom hodnota, která se 
nachází na 1. pozici (v prvním sloupci). Důvod proč velikost souboru pro přenos zjišťuji 
v bytech a ne v KB zdůvodním v následujícím popisu skriptu.    
Po zjištění těchto dvou základních informací následuje podmínka if, která  
vyhodnocuje, zda je na hlavní stanici dostatek volného místa pro uložení přenášených dat. 
V podmínce se násobí velikost adresáře hodnotou tisíc kvůli porovnání objemu dat ve 
stejných jednotkách. Jestliže je podmínka vyhodnocena záporně, přechází se na větev else. Do 
databáze se zapisuje stav operace Z a skript je ukončen exit 1. Stav Z značí že přenos nemohl 
být proveden, protože není na stanici dostatek volného místa. Stavy, fáze přenosu jsou 
zobrazovány prostřednictvím webového rozhraní. Uživatel je tedy informován o tom, v jaké 
fázi se přenos právě nachází. 
Jestli že je na stanici dostatek místa, ověřuje se jestli je na hlavní stanici vytvořen 
adresář /home/management/uloziste/ a zda se v tomto adresáři nevyskytují dříve přenášená 
data např. archiv prenos.tar. Případně je potřebný adresář vytvořen a shodná data vymazána. 
V této fázi jsou tedy zpracována data pro přenos a připravena stanice, která představuje 
„meziúložiště“.  Nyní se tedy může přistoupit k nahrávání dat. Data se přenáší příkazem scp.  
 
scp -q "data_systemy/$prenos" 
management@$JMENO$PC.utko.feec.vutbr.cz:~/uloziste/ & 
 
Příkaz scp je spouštěn s parametrem q pro zamezení výpisu průběhu kopírování. 
Kopírování se spouští na pozadí, aby bylo možné okamžitě pokračovat ve vykonávání 
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ostatních částí skriptu.  Další zpracování skriptu je závislé na existenci přenášeného souboru 
na disku vzdálené stanice. Samotný přenos dat může být zpožděn např. čekáním na spojení se 
stanicí. Proto se ihned po spuštění přenosu navazuje spojení se vzdálenou stanicí a v cyklu for 
se testuje, zda přenášená data na stanici již existují. Jelikož Bash je současně příkazový 
interpret i „programovací“ jazyk, je možné definovat podmínky, nebo cykly, přímo 
v příkazovém řádku za pomoci vhodně vložených oddělujících středníků a mezer. Jak je vidět 
z následujícího kódu, používám ve skriptu pro přenos dat zápis ${prenos##*/}. Zápisem je 
zajištěno, že při expanzi proměnné prenos, která obsahuje řetězec definující soubor, je ze 
začátku odstraněna nejdelší část řetězce definovaného „*/“. Odstraní se tak případná cesta 
k souboru, kterou může proměnná obsahovat při nahrávání jednoho souboru nacházejícího se 
v podadresářích hlavního adresáře. Tento zápis používám, pokud potřebuji pracovat jen se 
jménem souboru. Zápis nezmění proměnnou, pouze odfiltruje její výpis.     
 
ssh management@$JMENO$PC.utko.feec.vutbr.cz "for i in 1 2 3 4 5 6 7 8 9 10; 
do sleep 2; if [ -e '/home/management/uloziste/${prenos##*/}' ]; then exit 
0; fi; done; exit 1;" 
 
Cyklus jsem navrhnul tak, že se vždy spustí čekací interval 2 s a poté se zjistí zda 
přenášená data na stanici již jsou a jestli-že ano, je spojení ukončeno s návratovým kódem 0. 
Pokud ne, cyklus se maximálně desetkrát opakuje a poté je spojení ukončeno s návratovou 
hodnotu 1. Následně se podle ověření této hodnoty může zjistit jestli byl přenos zahájen, nebo 
ne. Pokud přenos zahájen nebyl, vymaže se vstupní soubor definující data pro přenos, do 
databáze se uloží stav přenosu E (chyba při přenosu) a skript je ukončen. 
  Pokud je návratová hodnota 0 zapisuje se do souboru počáteční stav přenosu 0, do 
databáze se vloží stav K (začátek nahrávání). Nyní následuje hlavnímu cyklus, kterým se 
zjišťuje a předává procentuální stav přenosu dat. Cyklus je podmíněn srovnáním celkové 
velikosti přenášených dat a aktuálně přenesené velikosti dat. Cyklus probíhá dokut nejsou 
přenášená data kompletní, nebo nenastala chyba při přenosu. 
 Jako první krok cyklu se zjišťuje velikost již přenesených aktuálních dat na vzdálené 
stanici. Hodnota je získána vyhodnocením spojení s vykonáním příkazu du a uložena do 
proměnné. 
Při vytváření a testování skriptu jsem zjistil že velikost dat je nejvhodnější porovnávat 
v bytech. Nejprve jsem velikost dat zjišťoval v KB, ale nastával problém, že i při kompletním 
přenosu nebyla podmínka cyklu splněna, tedy data nebyla shodná. Pro takovéto případy je 
tedy lepší volit menší jednotky, přesnější velikost. 
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Pomocí aktuální a celkové velikosti přenášených dat se vypočítá procentuální hodnota 
přenosu a ukládá se do proměnné. Při výpočtu procent je nutné vzorec dobře definovat, 
protože Bash pracuje pouze s celými čísly. Výhodou je, že i výsledná hodnota je 
zaokrouhlena na celá čísla. Vypočtená hodnota se nejprve připisuje do souboru a poté ukládá 
do databáze.  
 
echo $stav >> data_info/data_pc_$PC 
$PRIKAZY_MYSQL "update operace_stanice set preneseno='$stav' where 
id_operace='$ID_OPERACE' and id_stanice='$PC';" 
 
Zápis do databáze je řízen přes ID_OPERACE a id_stanice. V dalším kroku je uveden 
skript do stavu čekání. Dobu čekání jsem zvolil tři sekundy. Délka časové prodlevy je zvolena 
z několika důvodů. Pokud by byl časový interval příliš krátký a přenášel by se velký objem 
dat, docházelo by k velmi častému navazování spojení, což by vedlo ke zvýšení zátěže 
serveru a stanic. Při volbě dlouhého časového intervalu a přenosu malého objemu dat by se 
hodnota procentuálního stavu nemusela ani projevit. Vzhledem k tomu, že většinou budou 
přenášeny velké objemy dat a to na větší počet stanic, zvolil jsem střední délku intervalu. 
 Poslední částí cyklu je podmínka správnosti přenosu. V této podmínce se nejprve 
srovnává, jestli je aktuální stav přenosu roven předešlému. Jestli-že ne, do proměnné ER se 
načte aktuální stav přenosu. Pokud ano, do pomocné proměnné pro součet se přičte hodnota 
jedna. Poté se vnořenou podmínkou testuje, zda pomocná proměnná dosáhla určené 
maximální hodnoty. Jestli-že je podmínka splněna, tedy přenos se zastavil, provádí se 
následující operace. Do databáze se zapisuje chybový stav přenosu E, do souboru s výčtem 
procentuálních stavů se zapisuje hodnota této proměnné, provádí se vymazání přenášených 
dat z „meziúložiště“ na hlavní stanici, maže se vstupní soubor s výčtem dat pro přenos a skript 
je ukončen exit 1. Podmínka správnosti přenosu je užitečná z několik hledisek. První je, že 
když se přenos zastaví, nebo je přerušen. Podmínka se po určité době cyklického zjišťování 
stavu ukončí. Druhé využití je, že z výsledné hodnoty proměnné pro součet je možné určit, 
kolikrát se stavy přenosu opakovaly. Maximální hodnota proměnné součet je stanovena 
s ohledem na to, že stavy přenosu se opakují i když přenos probíhá korektně a výskyt stejných 
stavů narůstá se zvětšujícím se objemem dat pro přenos. 
 V případě že přenos proběhne korektně a data na vzdálené stanici se svou velikostí 
shodují s daty na serveru, končí provádění hlavního cyklu. Proměnná součet se zapisuje do 
souboru a do databáze se ukládá stav přenosu N (data nahrána). Po nahrání dat na hlavní 
stanici následuje cyklus, který pro každou stanici spouští skript skr_prenos_stanice.sh, který 
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zajišťuje příjem dat a kontrolu nad přenosem dat na stanice. Cyklus je řízen výčtem čísel 
stanic ze vstupního souboru. Spouštěnému skriptu jsou předány vstupní parametry a zároveň 
se počítá pro kolik stanic byl skript spuštěn, tedy na kolik stanic se budou data nahrávat.  
 
nohup ./skr_prenos_stanice.sh $cislo_pc $kontrols "$prenos" $ID_OPERACE 
"$cesta_data" & 
pocetpc=$(( $pocetpc + 1 )) 
  
Skripty se spouští pomocí příkazu nohup a znaku &, čímž jsou osamostatněny, přesunuty na 
pozadí a je umožněno další provádění hlavního skriptu. Příjem dat na stanice je tedy zajištěn. 
Nyní je na hlavní stanici vzdáleně spouštěn udp-sender, který začne odesílat data na příslušné 
stanice.  
 
ssh management@$JMENO$PC.utko.feec.vutbr.cz "/usr/sbin/udp-sender -f 
uloziste/'${prenos##*/}' --nokbd --full-duplex --max-bitrate 20m --min-
receivers $pocetpc --min-wait 20 --max-wait 30 --mcast-addr 239.0.0.1 --
mcast-rdv-addr 239.0.0.2" 
 
Program udp-sender bude odesílat soubor umístěný v adresáři uloziste/. Programu 
jsem dále definoval maximální přenosovou rychlost 20 Mbit/s (ve zdrojovém kódu 20m), 
minimální počet příjemců dat a minimální a maximální časový interval, který má program 
čekat na připojení příjemců. Programu jsem také definoval adresy pro multicast. 
 Aby mohl probíhat přenos z hlavní stanice na ostatní stanice v učebně, je třeba na této 
stanici nastavit firewall, pomocí následujícího řetězce. 
 
-A RH-Firewall-1-INPUT -s 147.229.151.32/255.255.255.224 -p udp -m udp 
--dport 9001 -j ACCEPT 
 
 Po ukončení přenosu se provádí připojení na hlavní stanici, kde jsou smazána 
přenášená data. Dále se odstraní vstupní soubor s definicí dat pro přenos a do databáze se 
zapíše stav přenosu R, který definuje, že data z hlavní stanice byla odstraněna. Skript je 
ukončen s návratovým kódem 0. 
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6.2.4  Skript skr_prenos_stanice.sh 
 Kromě základních proměnných, které jsou i v  předešlých skriptech, jsou zde 
proměnné do kterých se přiřazují parametry skriptu zadané při jeho spuštění. Není nutné 
definovat speciální proměnné pro vstupní parametry, ale z mého pohledu je to lepší pro 
orientaci v kódu skriptu. Poté je definováno několik proměnných, které jsou naplněny 
počáteční hodnotou 0. 
 Dále jsem zde definoval funkci stavprenosu. Funkce zajišťuje zjišťování 
procentuálního stavu přenosu, ukládání stavu do výstupního souboru a databáze a kontrolu 
průběhu přenosu. Větší část kódu  této funkce je popsána a použita i v předešlém skriptu 
skr_prenos.sh. Přesto funkci stručně popíši a představím některé nové  části kódu. Na začátku 
funkce jsou nastaveny pomocné proměnné na hodnotu 0. Dále následuje cyklus, kterým se 
dotazuji, jestli se na vzdálené stanici již vyskytují přenášená data, tedy jestli přenos už začal. 
Pokud ne, je skript ukončen. Jestliže přenos začal, zapisuje se počáteční stav přenosu do 
výstupního souboru a do databáze se zapíše stav přenosu K (začátek nahrávání). Následuje 
cyklus, který kontroluje aktuální velikost přenesených dat na stanici a z této hodnoty 
vypočítává procentuální stav přenosu, který se ukládá do databáze a výstupního souboru. 
Cyklus je založen na srovnávání aktuální velikosti s celkovou velikostí přenesených dat. 
Cyklus tedy pokračuje do doby než je velikost dat shodná. Cyklus může být také ukončen 
v případě že je přenos přerušen. Tento stav se zkoumá podle počtu opakování stavů přenosu, 
viz 6.2.3.  
 Pokud je zjištěno, že přenos byl přerušen, tak se před ukončením skriptu provádí 
následující opatření. Provede se připojení na vzdálenou stanici a ukončí se program udp-
receiver, který zajišťuje příjem dat. Program je ukončen nástrojem killall7 a signálem číslo 
devět. Ze vzdálené stanice jsou smazána data nahraná při tomto přenosu.  
 
ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz killall -9 /usr/sbin/udp-
receiver 
ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz "rm -r 
'/home/student/$cesta${prenos##*/}'" 
 
V posledním kroku je do databáze ukládán stav přenosu E (chyba při přenosu), do výstupního 
souboru se uloží součet stejných stavů přenosu a skript je ukončen s návratovým kódem 1.  
                                                 
7 Příkaz pro zasílání signálů procesům  [10]. 
 55 
 Nyní přistoupím k hlavní části skriptu. V prvním kroku (obr. 6.4) se testuje příkazem 
ping, zda je stanice, na kterou se mají data přenášet, zapnuta. Pokud je stanice vypnuta zapíše 
se do databáze hodnota V (stanice je vypnuta). 
 
$PRIKAZY_MYSQL "update operace_stanice set stav='V' where 
id_operace='$ID_OPERACE' and id_stanice='$cislo_pc';" 
 
V tomto případě je skript ukončen s návratovým kódem 1. V opačném případě je provedeno 
připojení na vzdálenou stanici a testuje se, zda na stanici existuje adresář pro uložení dat, 
který uživatel zadal.  Jestliže ne, je adresář vytvořen. Testuje se také jestli se na vzdálené 
stanici vyskytují stejná data, která se mají přenášet. Pokud ano, jsou tato data ze stanice 
vymazána. Tento postup jsem volil z důvodu, abych uživateli umožnil přepsat stávající 
soubory, např. verzi virtuálního systému, nebo přepsat data s chybným obsahem. 
 
 
 
Obr. 6.4: Vývojový diagram skriptu skr_prenos_stanice.sh 
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Po tomto kroku následuje zjištění volného místa na vzdálené stanici a velikosti 
připraveného souboru pro přenos, který se nalézá na serveru Adela. Volné místo se zjišťuje na 
disku, kde je připojen domovský adresář uživatelů /home/. Důvodem je, že data jsou 
nahrávána do domovského adresáře uživatele student.  
Po zjištění těchto dvou základních informací následuje podmínka, která  vyhodnocuje, 
zda je na stanici dostatek volného místa pro uložení připraveného souboru. V podmínce se 
opět násobí velikost souboru hodnotou tisíc kvůli porovnání objemu dat ve stejných 
jednotkách. Oproti předchozímu skriptu se zjišťuje zda se dá na stanici uložit dvojnásobně 
velký soubor než je soubor, který se má přenést. Je to z důvodu, že na stanici muže být 
přenesen nejen soubor ale i archiv, který se musí posléze rozbalit. 
Jestliže je podmínka vyhodnocena záporně, přechází se na větev else. Do databáze se 
zapíše stav operace Z a skript je ukončen s návratovým kódem 1. Stav Z značí, že na stanici 
není dostatek volného místa. Stav přenosu je opět vyhodnocován a zobrazován 
prostřednictvím webového rozhraní.  
Pokud je podmínka splněna, přechází se k části skriptu vykonávající přenos. Provádí 
se připojení na vzdálenou stanici a spouští se program udp-receiver, který zajišťuje příjem dat. 
 
ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz /usr/sbin/udp-receiver -f 
"/home/student/$cesta${prenos##*/}" --nokbd --start-timeout 120 --mcast-
rdv-addr 239.0.0.2 &  
 
Programu jsem nastavil časový interval 120 s, tedy příjem dat se má odstartovat nejpozději za 
dvě minuty. Tento interval plní dvě funkce. První z nich je start přenosu. Jelikož se data 
většinou přenáší na větší počet stanic, je třeba specifikovat takový interval, aby se všechny 
stanice stačili k přenosu přihlásit. Druhá funkce zastává určitou formu ošetření přenosu. 
Pokud není po tomto intervalu připraven program udp-setnder, tak se program udp-receiver 
sám ukončí. Příjem dat je spouštěn na pozadí, aby bylo možné okamžitě pokračovat ve 
vykonávání ostatních částí skriptu, např. zjišťování stavu přenosu.  
 Aby mohla stanice přijímat data z hlavní stanice v učebně, bylo třeba nastavit firewall. 
Nastavení je provedeno pomocí následujícího pravidla.  
 
-A RH-Firewall-1-INPUT -s 147.229.151.33 -p udp -m udp --dport 9000 -j 
ACCEPT  
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Po spuštění přenosu je volána funkce stavprenosu, která zajistí průběžnou kontrolu 
stavu přenosu dat. Po úspěšném ukončení přenosu se ukládá do databáze stav nahrávání M, 
který specifikuje, že bude vytvořen kontrolní součet přenesených dat. Operace se provádí na 
vzdálené stanici a výsledek je ukládán do proměnné. 
 
kontrolsprenos=$( ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz "md5sum 
'/home/student/$cesta${prenos##*/}'" | awk 'NR==1{print$1}' ) 
  
V následujícím kroku se srovnávají kontrolní součty souboru pro přenos a 
přeneseného souboru. Pokud jsou různé, znamená to, že data byla přenesena špatně. 
V takovém případě jsou data přenášena znovu, ale už nástrojem scp a přímo ze serveru Adela. 
Nejdříve se zapíše do výstupního souboru zpráva, že při přenosu nastala chyba a poté se 
zapisuje do databáze hodnota O (opakovaný přenos). Chybná data jsou ze stanice smazána. 
Nyní je stanice připravena pro opakovaný přenos. Přenos je spouštěn následujícím příkazem. 
 
scp data_systemy/"$prenos" 
management@$JMENO$cislo_pc.utko.feec.vutbr.cz:/home/student/"$cesta" & 
 
Stejně jako v předchozím případě je přenos spuštěn na pozadí a v zápětí je volána funkce 
stavprenosu. V případě že přenos, pomocí programu UDPcast nebo scp proběhl správně, 
zkoumá se jestli je přenesený soubor archiv. Tedy jestli se jmenuje prenos.tar. Pokud ano, 
zapíše se do databáze hodnota T (rozbalení archívu) a začne se archiv rozbalovat. Po rozbalení 
se archiv ze stanice smaže. 
 V poslední části skriptu, kdy byl úspěšně přenesen soubor, nebo úspěšně přenesen 
archiv a posléze rozbalen, je zapsána do databáze hodnota N, která říká, že data byla korektně 
nahrána. Skript je ukončen s návratovým kódem 0.   
 
6.2.5  Skript skr_info_systemy.sh 
 V prvním kroku se do proměnné soubor_pc uloží jméno souboru, které obsahuje čísla 
stanice u kterých se má zjišťování informací provádět. Poté se soubor testuje, zda existuje a 
obsahuje data, tedy jeho velikost je větší než 0 B. Pokud je podmínka vyhodnocena záporně, 
skript je ukončen s návratovým kódem1. Jestli-že je vstupní soubor v pořádku, tak následuje 
cyklus for, ve kterém se načítá ze vstupního souboru číslo stanice a spouští se pro tuto stanici  
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samostatný skript, který je zaměřen na získání informací o virtuálních systémech. Opět je pro 
spuštění skriptu využit nástroj nohup a znak &, čímž je zajištěno samostatné spuštění skriptů 
na pozadí. 
 
nohup ./skr_info_systemy_stanice.sh "$cislo_pc" & 
 
Po spuštění potřebného počtu skriptů je hlavní skript ukončen. 
 
6.2.6  Skript skr_info_systemy_stanice.sh 
 Na začátku skriptu jsou definovány základní proměnné a ze vstupního parametru je 
načteno číslo stanice, na které se mají zadané operace provádět. Dále se příkazem ping zkouší, 
jestli je zadaná stanice zapnuta. V případě že ne, skript je ukončen s návratovou hodnotou 1. 
Pokud je stanice zapnuta, provádí se připojení na stanici a jsou vykonány následující příkazy. 
Informace o virtuálních systémech se čerpají z konfiguračních souborů jednotlivých 
systémů. V laboratoři jsou používány virtualizační nástroje VMware a VirtualBox. Nástroj 
VMware používá pro své systémy konfigurační soubory s příponou .vmx a VirtualBox 
příponu .xml.  Pro správný zápis dat do výstupního souboru se na stanici připojuji dvakrát a to 
jednou pro zjištění informací o virtuálních systémech pro VMware a podruhé pro zjištění 
informací o virtuálních systémech spouštěných nástrojem VirtualBox.  
Po připojení na stanici je spuštěn příkaz find, který v zadaném adresáři najde všechny 
soubory, které mají danou příponu. Výstup příkazu find, tedy nalezené soubory, je předán 
programu xargs8, který zajistí korektní předání souborů příkazu egrep. Tento příkaz slouží pro 
vyhledávání textu, řetězců v souborech. Příkazu egrep jsem definoval požadované řetězce, 
podle kterých je do výstupního souboru ukládán každý řádek, ve kterém se řetězec nachází. 
Takto zjišťuji informace z obou druhů konfiguračních souborů. 
 
ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz "{ find /home/student/ -
name '*.vmx' |xargs --replace egrep 
'displayName|guestOS|memsize|ide1:0.fileNam|ethernet0.generatedAddress =' 
{} ; }" \ 
> "data_info/systemy_pc_$cislo_pc" 
  
 
ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz "{ find /home/student/ -
name '*.xml' |xargs --replace egrep 'Machine uuid|Memory|Adapter slot' 
{} ; }" \ 
>> "data_info/systemy_pc_$cislo_pc" 
  
                                                 
8 Nástroj, který slouží pro převod standardního výstupu příkazu na argumenty, které předá druhému příkazu  [10]. 
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Pro větší přehlednost se výstupní soubor filtruje nástrojem sed, který přidává prázdný řádek 
před řádky obsahující řetězce „Machine uuid“ a „memsize“. Dále se také ze souboru odstraní 
prázdná místa a znak „<“ ze začátků řádků a znaky „>“ a „/“ z konce řádků. Toto je část kódu 
pro odstranění znaku „<“. Při použití parametru i provede příkaz sed změnu přímo ve 
zdrojovém souboru. 
 
sed -i 's/^<*//' "data_info/systemy_pc_$cislo_pc" 
 
Pokud jsou zmíněné znaky v souboru obsaženy, dochází ke špatnému zobrazení výstupního 
souboru na webovém rozhraní.   
 
6.2.7  Skript skr_mazani.sh 
 Na začátku skriptu se načítají do proměnných hodnoty z předaných parametrů a to 
soubor s čísli stanic, na kterých se má mazání dat provést a soubor obsahující jména souborů 
nebo adresářů, které mají být vymazány.  
 Pro lepší přehlednost kódu jsem ve skriptu vytvořil funkci mazani. Funkce se zabývá 
načítáním položek pro vymazání ze vstupního souboru a jejich následným vymazáním. Ve 
funkci se nejprve zjišťuje, zda existuje výstupní soubor skriptu. Pokud soubor existuje, tak je 
odstraněn a poté znovu vytvořen prázdný soubor. Pokud neexistuje, tak je prázdný soubor 
vytvořen. Při mazání každé položky se zapisuje výstup použitého příkazu rm do souboru, 
který je společný pro všechny aktuálně mazané položky. Tudíž pokud bych výstupní soubor 
neobnovil, tak by při každém další spuštění skriptu obsahoval informace o mazání předešlých 
souborů, což je nežádoucí. Po přípravě výstupního souboru následuje cyklus, který načítá ze 
souboru položky pro vymazání.  
 Pro univerzálnost skriptu je příkaz rm spouštěn pomocí nástroje sudo9. Je tedy třeba 
povolit na stanicích používání příkazu pro uživatele management.  
 
management ALL=(ALL) NOPASSWD: /bin/rm -rv /home/student/* 
 
Používání nástroje sudo však sebou nese určitá omezení oproti standardnímu použití příkazů. 
Při spuštění příkazu přes nástroj sudo musí být zajištěno, že příkaz je spuštěn z konzole, 
terminálu a vstup příkazu je načítán také z terminálu. Při načítání dat ze souboru cyklem while 
                                                 
9 Nástroj umožňuje uživatelům spouštět příkazy s oprávněním uživatele root. Před použitím tohoto nástroje je 
třeba provést konfiguraci souboru /etc/sudoers  [7]. 
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je standardní vstup přesměrován z tohoto cyklu, tedy nástroj sudo vypíše hlášení, že vstup 
není z terminálu. Je tedy třeba samostatně otevřít soubor pomocí funkce exec a poté nechat 
cyklus číst z již otevřeného souboru.    
 V cyklu jsou tedy načítána jednotlivá jména souborů ze vstupního souboru. Jméno 
souboru je načteno do proměnné. Zkontroluje se, jestli proměnná obsahuje nějakou hodnotu, 
tedy jestli nebyl načten prázdný záznam. Pokud je podmínka vyhodnocena kladně, provede se 
připojení na stanici a vymaže se zadaná položka. 
 
ssh -qt management@$JMENO$cislo_pc.utko.feec.vutbr.cz "sudo /bin/rm -rv 
'/home/student/$SOUBOR'" \ 
>> "data_info/mazani_pc_$cislo_pc"  
 
Parametr t u příkazu ssh zajistí vynucení otevření pseudoterminálu na vzdálené stanici. 
Parametry r u příkazu rm umožní mazat jak soubor, tak i rekurzivně adresář. Parametr 
v zajišťuje podrobný výpis provádění příkazu rm, který je ukládán do výstupního souboru. 
 V hlavní části skriptu se nejprve otestuje správnost vstupních souborů. Pokud by 
soubory nevyhovovaly, zapíše se tato skutečnost do výstupního souboru a skript se ukončí 
s návratovým kódem 1. Jestli-že soubory vyhovují podmínce následuje cyklus, který ze 
vstupního souboru načte číslo stanice, poté otestuje zda je stanice zapnuta a zavolá funkci 
mazani, která ze stanice odstraní zadané soubory. Pokud je stanice vypnuta, je stav zapsán do 
výstupního souboru.  
 
6.2.8  Skript skr_mazani_pripona.sh 
 V prvním kroku se načtou do proměnných vstupní parametry. Jedním z hlavních 
parametrů je fáze skriptu, která určuje jestli má skript vyhledat soubory pro mazání, nebo 
zadané soubory vymazat. Po načtení proměnných se provádí kontrola správnosti vstupního 
souboru a vstupního řetězce. Pokud by vstupní soubor neexistoval, byl prázdný nebo řetězec 
byl nulový, skript je ukončen s návratovou hodnotou 1. Pokud jsou vstupní data v pořádku, 
tak se podle zadané fáze zjišťuje, která z částí skriptu se má vykonat. Jestli-že je zadán 
neznámý symbol fáze, je skript také ukončen. 
Při zadání fáze H (hledání), se začne provádět cyklus, který vždy načte ze souboru 
číslo stanice a provede zkoušku zapnutí stanice. Pokud je stanice zapnuta, provede se 
vzdálené připojení na stanici a je spuštěn příkaz find, který vyhledá soubory nebo adresáře dle 
zadaného řetězce. Nalezené položky jsou uloženy do výstupního souboru. 
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ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz "find /home/student/ -
name '$RETEZEC'" > "data_info/mazani_pripona_pc_$cislo_pc" 
 
Pokud je Stanice vypnuta, je do souboru uložena zpráva o tomto stavu stanice.  
 Když je skriptu zadána fáze M (mazání), je spuštěn cyklus, který opět načte příslušné 
číslo stanice a je zjištěno zda je stanice zapnuta nebo vypnuta. Soubory, které se mají vymazat, 
jsou uloženy ve výstupním souboru, který byl vytvořen při spuštění skriptu s fází H. Je však 
možné že žádné soubory na zadaných stanicích nebyly nalezeny, nebo soubor neexistuje. 
Proto je prováděna kontrola tohoto souboru. Při záporném vyhodnocení této podmínky je do 
výstupního souboru zapsáno, že se na stanici nenachází žádná data pro vymazání. Jestli že je 
vstupní soubor v pořádku, provede se jeho úprava. Příkaz find standardně ukládá nalezené 
soubory s absolutní cestou. Z hlediska bezpečnosti je však vhodné, aby byla základní cesta 
k místu odkud má být umožněno data smazat, pevně stanovena. Proto ze vstupního souboru 
odstraňuji příkazem sed postupně cestu do adresáře /home/student/. Cestu poté opět definuji 
v rámci příkazu rm. Po filtraci souboru se spouští cyklus, ve kterém se postupně načítají 
jednotlivé položky ze vstupního souboru a provádí se připojení na vzdálenou stanici, kde jsou 
tyto položky vymazány. 
 
ssh -qt management@$JMENO$cislo_pc.utko.feec.vutbr.cz "sudo /bin/rm -rv 
'/home/student/$SOUBOR'" \ 
        >> "data_info/mazanich_pripona_pc_$cislo_pc" 
 
Mazání souborů a adresářů, stejně jako v předchozím skriptu, je spuštěno prostřednictvím 
nástroje sudo. Je tedy třeba přidat záznam do souboru sudoers.  
 
management ALL=(ALL) NOPASSWD: /bin/rm -rv /home/student/* 
 
Výstupy příkazu rm jsou zaznamenávány do dočasného výstupního souboru, aby 
nebyl narušen obsah konečného výstupního souboru skriptu, který v této fázi plní nejdříve 
funkci souboru vstupního. Po smazání všech požadovaných položek je připsán obsah 
dočasného souboru do konečného výstupního souboru a dočasný soubor odstraněn. Výstupní 
soubor poté obsahuje výpis položek, které měli být odstraněny a také průběh mazání těchto 
položek.  
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6.2.9  Skript skr_prava.sh 
 Skript začíná načtením předaných parametrů do definovaných proměnných. Po 
naplnění proměnných jsem vytvořil funkci zmenaprav. Ve funkci se nejdříve provádí kontrola 
a vytvoření výstupního souboru. Dále následuje cyklus, který ze vstupního souboru načítá 
jednotlivé položky, soubory nebo adresáře, u kterých se má změna práv provést. Kontroluje se, 
jestli načtená položka není nulová a pokud ne, tak je navázáno spojení na vzdálenou stanici a  
provedena změna práv u zadaného souboru. 
 
ssh -qt management@$JMENO$cislo_pc.utko.feec.vutbr.cz "sudo /bin/chmod -v 
$PRAVA '/home/student/$SOUBOR'" \ 
      >> "data_info/prava_pc_$cislo_pc" 
 
Pro lepší přehled o změně práv jsem u příkazu chmod použil parametr v, který zajistí 
podrobný výpis operace o každé zpracovávané položce. Výstup příkazu se zapisuje do 
výstupního souboru. Pro možnost změny práv u soborů a adresářů, u kterých není vlastníkem 
uživatel management, je spuštěn příkaz chmod prostřednictvím nástroje sudo. Do souboru 
sudoers na každé stanici je tedy třeba přidat záznam. 
 
 management ALL=(ALL) NOPASSWD: /bin/chmod * /home/student/* 
 
 V hlavní části skriptu se nejdříve zkontrolují vstupní soubory a nenulovost proměnné 
se zadanými právy. Pokud nejsou vstupní data korektní, je do výstupního souboru zapsána 
zpráva o chybě a špatném zadání vstupních dat. Při kladném vyhodnocení podmínky se 
spouští cyklus, který načítá čísla stanic ze vstupního souboru. Poté se provede kontrola 
zapnutí stanice a pokud je stanice zapnuta, volá se definovaná funkce pro změnu práv 
zadaných položek na této stanici. Jestli-že je stanice vypnuta, zapíše se tento stav do 
výstupního souboru. 
 
6.2.10  Skript skr_zapnuti_pc.sh 
 Do proměnné soubor_MAC se načítá jméno souboru s MAC adresami stanic, které se 
mají zapnout. Poté je nastavena proměnná PC na hodnotu 1, což je číslo hlavní stanice, ze 
které se bude zapínání ostatních stanic v učebně provádět. Zapnutí se provádí ze stanice 
nacházející se ve stejné síti jako stanice, která se má zapnout. Proto se nejprve provádí 
připojení na hlavní stanici v laboratoři a neprovádí se zapnutí přímo ze vzdáleného serveru 
Adela.  
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Následuje kontrola existence výstupního souboru skriptu, podle které je soubor 
vymazán a vytvořen znovu, nebo pouze vytvořen. Poté se podmínkou vyhodnotí existence a 
nenulová velikost vstupního souboru. Při záporném vyhodnocení se zapíše chybové hlášení 
do výstupního souboru a skript je ukončen s návratovým kódem 1. Při kladném vyhodnocení 
podmínky následuje cyklus, který ze vstupního souboru načte MAC adresy stanic. Připojí se 
na hlavní stanici a zapne definované stanice v laboratoři.  
 
ssh -qt management@$JMENO$PC.utko.feec.vutbr.cz sudo /sbin/ether-wake -i 
eth0 $MAC_pc 
 
Pro zapínání stanic používám nástroj ether-wake, kterému definuji rozhraní, síťovou 
kartu vzdáleného počítače eth0 a její MAC adresu. Takto přesně určím síťové rozhraní 
prostřednictvím kterého bude vzdálený počítač zapnut. Příkaz je spouštěn pomocí nástroje 
sudo a je tedy třeba modifikovat soubor sudoers na hlavní stanici. 
  
management ALL=(ALL) NOPASSWD: /sbin/ether-wake * 
 
Po provedení příkazu pro zapnutí, je vyhodnocena jeho návratová hodnota a do 
výstupního souboru je uložena zpráva o správném provedení příkazu, nebo o provedení 
příkazu s chybou.  
 
6.2.11  Skript skr_vypnuti_pc.sh 
 Nejprve je do proměnné soubor_pc načteno jméno souboru, který obsahuje čísla 
počítačů, které se mají vypnout. Poté es zjišťuje jestli existuje výstupní soubor skriptu. Pokud 
ano, soubor je nejprve smazán a poté znovu vytvořen. V opačném případě je soubor pouze 
vytvořen. Následuje hlavní podmínka skriptu která kontroluje, jestli existuje vstupní soubor a 
je větší než 0 B. V případě záporného vyhodnocení je vypsáno chybové hlášení a skript končí 
s návratovým kódem 1. Chybové hlášení je také zapsáno do výstupního souboru. Pokud je 
podmínka vyhodnocena kladně, je spuštěn cyklus for řízený načítáním čísel stanic ze souboru. 
Poté se vyzkouší, jestli je stanice dostupná. Pokud je stanice vypnuta, je tento stav zapsán do 
výstupního souboru a začíná se pracovat s další stanicí. Když je stanice zapnuta, provede se 
připojení na tuto stanici a spustí se příkaz pro její vypnutí.  
 
ssh -qt management@$JMENO$cislo_pc.utko.feec.vutbr.cz sudo /sbin/shutdown -
h now 
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Parametr h zajistí vypnutí stanice po provedení příkazu shutdown a hodnota now určuje čas 
kdy se má vypnutí provést. Vypnutí se provede okamžitě. Použití příkazu je nutné uživateli 
povolit v souboru sudoers.  
 
management ALL=(ALL) NOPASSWD: /sbin/shutdown –h now 
 
Dále je vyhodnocována návratová hodnota příkazu a do výstupního souboru se zapisuje 
záznam o úspěšném nebo neúspěšném provedení vypnutí stanice. Skript je ukončen exit 0.   
 
6.2.12  Skript RSA_klice.sh 
 Skript začíná definicí proměnné JMENO, která obsahuje základní jméno stanice  
(UC-128-). V hlavní části skriptu se nejprve generuje RSA klíč na serveru.  
 
ssh-keygen -qt ssh-rsa 
  
Parametrem q je zajištěno snížení počtu výpisů po vygenerování klíčů a parametrem t 
je definován typ generovaného klíče. Po vygenerování klíče se spouští cyklus for, který je 
řízen načítáním čísel stanic ze souboru. Tím je specifikováno, na které stanice se má klíč 
nahrát. Prvním krokem cyklu se provádí připojení na vzdálenou stanici a pomocí podmínky se 
zjišťuje, jestli se na stanici nalézá adresář .ssh/, do kterého se bude klíč/klíče ukládat. Pokud 
ne, je adresář vytvořen, jsou mu nastavena uživatelská práva a vypíší se informace o 
provedené operaci. 
 
ssh management@$JMENO$cislo_pc.utko.feec.vutbr.cz "{ if [ ! "-d ~/.ssh" ]; 
then mkdir "/home/management/.ssh"; chmod 0700 /home/management/.ssh; echo 
"----- vytvoren adresar .ssh -----"; fi; }" 
 
Dále následuje samotné přenesení veřejného klíče ze serveru na vzdálenou stanici. 
Veřejné klíče se ukládají do authorized_keys. Účet na stanici je vytvořen pouze pro 
komunikaci s jedním klientem, proto se soubor s veřejným klíčem serveru uloží na vzdálené 
stanici přímo pod jménem authorized_keys. Další části skriptu jsou zakomentovány z důvodu 
použití pouze jednostranné výměny klíčů. Zakomentovaným kódem se nejprve provede 
generování klíčů na vzdálené stanici. Poté je nástrojem scp veřejný klíč stanice stáhnut na 
server, přidán do souboru authorized_keys a přenesený soubor je vymazán. Skript je ukončen 
výpisem zprávy o přenesení klíčů a příkazem exit 0. 
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6.3   Nastavení přístupových práv k souborům a adresářům 
 Na školním serveru Adela se nachází uživatelský účet management, který zastává 
pozici pracovního účtu projektu na správu učebny Cisco akademie. Na účtu je umístěna 
struktura adresářů projektu v nichž jsou soubory obsahující některé tajné informace, 
např. hesla. Z tohoto důvodu je účet umístěn do uživatelské skupiny www-data, ve které se 
nacházejí pouze uživatelé, kteří se podílejí na správě učebny jako např. uživatel www-data 
zprostředkovávající přístup k těmto datům z webového rozhraní. Práva k obsahu tohoto účtu 
jsou dle tab. 6.1 nastaveny takto: 
• vlastník – všechna práva, 
• skupina – právo číst, zapisovat s výjimkou zápisu do skriptů,  právo spouštět 
skripty a procházet adresáře, 
• ostatní – žádná práva, tedy ani právo procházet adresáře. 
 
Tab. 6.1: Práva a vlastnictví pro pracovní adresáře a skripty 
Soubor/adresář Vlastník Skupina Oprávnění 
sprava_ucebny/ management www-data rwx rwx ---  
data_systemy/ management www-data rwx rwx --- 
data_info/  management www-data rwx rwx --- 
*.sh management www-data rwx r-x --- 
 
Na každé pracovní stanici jsou vytvořeny dva základní uživatelské účty. Prvním je 
účet student, který používají studenti při výuce a druhým je účet management určený pro 
práci se stanicí a obsahem již zmíněného účtu student prostřednictvím skriptů. Spojení účtů je 
zajištěno tak, že uživatel management je členem skupiny management i student. Naopak 
uživatel student nemá oprávnění k účtu management. Z důvodu využívání virtualizačního 
nástroje VMware, zastoupeného programem VMware Player10, je na stanicích vytvořen účet 
vmplayer, prostřednictvím kterého se spouští virtuální systémy.  Adresáře určené pro uložení 
obrazů virtuálních systémů a jejich konfiguračních souborů jsou umístěny v domovském 
adresáři uživatele student. Snahou bylo, aby adresáře i jejich obsahy byly vlastnictvím 
uživatele management a aby měly nastavena tyto práva: 
• vlastník – všechna práva, tedy právo číst, zapisovat a spouštět, 
• skupina – žádná práva, 
                                                 
10 Je to odlehčená varianta programu VMware (VMware Workstation), která umožňuje pouze spouštění 
(přehrávání) virtuálních systémů, které byly vytvořeny plnohodnotným programem VMware (VMware 
Workstation) 
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• ostatní – pouze právo číst soubory a procházet adresáře, tedy práva dostačující pro 
funkci virtuálních systémů.  
V následujícím textu jsou definována oprávnění, která umožní používání virtuálních 
systémů studenty. Zároveň jsem práva nastavil tak, aby se co nejlépe předešlo nežádoucím 
modifikacím a manipulaci s pracovními adresáři, konfiguračními soubory a soubory s disky 
virtuálních systémů. 
 
6.3.1 Oprávnění pro soubory a adresáře virtualizačního nástroje VMware 
 Uživatelský účet vmplayer je definován jako vlastník takřka veškerých adresářů a 
souborů. Všem adresářům a souborům je však nastavena skupina vlastníků management 
z důvodu umožnění práce se soubory a adresáři pro uživatele management. Tedy možnosti 
mazat, vytvářet a modifikovat soubory a adresáře, viz tab. 6.2.  
 
Tab. 6.2: Práva a vlastnictví pro pracovní adresáře, konfigurační soubory a soubory 
virtuálních disků pro nástroj  VMware Player 
Soubor/adresář Vlastník Skupina Oprávnění 
vmware/ vmplayer management rwx rwx rwt 
virtualni_system/11 vmplayer management rwx rwx rwt 
*.vmx vmplayer management rw- rw- r-- 
*.vmdk management management rw- r-- r-- 
 
6.3.2 Oprávnění pro soubory a adresáře virtualizačního nástroje VirtualBox 
 Oproti virtualizačnímu nástroji VMware Player umožňuje VirtualBox konfiguraci 
stávajících virtuálních systémů. Z tohoto důvodu je pro správný chod systému nezbytné aby 
uživatelský účet student měl oprávnění modifikovat takřka veškeré soubory a zapisovat do 
pracovních adresářů, viz tab. 6.3. 
 
                                                 
11 Adresář obsahuje soubory virtuálního systému. Je pojmenován podle systému jehož soubory obsahuje. 
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Tab. 6.3: Práva a vlastnictví pro pracovní adresáře, konfigurační soubory a soubory    
virtuálních disků pro nástroj VirtualBox  
Soubor/adresář Vlastník Skupina Oprávnění 
VirtualBox/ management management rwx --- rwx 
Machines/ management management rwx --- r-x 
virtualni_system/12 management management rwx --- r-x 
HardDisks/ management management rwx --- rwx 
*.xml management management rw- --- rw- 
*.vdi management management rw- --- rw- 
 
                                                 
12 Adresář je umístěn v pracovní adresáři Machines/. Obsahuje konfigurační a logovací soubory. Adresář je 
pojmenován podle systému jehož soubory jsou v něm uloženy. 
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7  ZÁVĚR 
 
V této diplomové práci jsem se soustředil na problematiku práce se vzdálenými 
stanicemi, která je spojena se správou učebny Cisco akademie.   
Hlavní náplní mé diplomové práce bylo vytvoření skriptů v programovacím jazyce 
Bash. Skripty jsou určeny pro zjišťování informací o stanicích a virtuálních systémech, 
nahrávání obrazů a konfiguračních souborů virtuálních systémů na vzdálené stanice, mazání 
a změnu práv vybraných souborů a adresářů. Byly vytvořeny také skripty pro zapínání a 
vypínání pracovních stanic v laboratoři. Pro řešení problematiky jsem zvolil vytváření více 
skriptů, z nichž každý plní určitou část zadání. Formát vstupních a výstupních dat skriptů 
jsem volil s ohledem na spolupráci s webovým rozhraním a databází MySQL. Pro komunikaci 
typu multicast při nahrávání dat bylo použito programu UDPcast. Při nahrávání byla záměrně 
snížena rychlost přenosu, čímž bylo dosaženo snížení počtu opakovaných přenosů, tedy 
ustálení přenosové rychlosti. Pro zvětšení působnosti skriptů zajišťujících mazání a změnu 
práv u souborů a adresářů, bylo použito programu sudo prostřednictvím kterého jsou použité 
příkazy spouštěny  s oprávněním uživatele root. 
 Při vytváření skriptů jsem narazil na několik komplikací, které se mi však po hlubším 
prostudování problematiky podařilo vyřešit. Správná funkce skriptů byla nejprve otestována 
samostatně. Poté jsme s kolegou Bc. Zdeňkem Hrabalem ověřili funkčnost a kompatibilitu 
celého společného projektu skládajícího se ze skriptů, webového rozhraní a databáze MySQL. 
Projekt jsme odladili na školním serveru Adela a v učebně Cisco akademie. Na serveru Adela 
je používán operační systém Ubuntu 5 a v učebně operační systém CentOS 5  
V práci je také uvedeno nastavení práv pro pracovní adresáře a soubory virtuálních 
systémů, adresáře a skripty projektu. Přístupová práva je nutno definovat s ohledem na 
bezpečnost, ale také s požadavky jednotlivých uživatelů a použitého virtualizačního nástroje. 
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SEZNAM POUŽITÝCH ZKRATEK A SYMBOLŮ 
 
Bash  Bourne Again SHell – Druh příkazového interpretu 
BIOS  Basic Input/Output System – Základní vstupně výstupní systém  
CD  Compact Disc – Kompaktní disk 
DOS  Disk Operating Systém – Diskový operační systém 
GNU  GNU's Not Unix – GNU není Unix 
ID  Identifier – Identifikátor 
KB  Kilobyte – Kilobajt  
MAC  Media Access Control – Adresa síťového zařízení  
RAM  Random-Access Memory – Paměť s náhodným přístupem 
RSA  Rivest, Shamir, & Adleman – Rivest, Shamir a Adleman 
Scp  Secure Copy – Bezpečné kopírování 
Sftp  Secured File Transfer Protocol – Protokol pro zabezpečený přenos souborů 
Ssh  Secure Shell – Bezpečný příkazový interpret 
UDPcast  User Datagram Protocol cast – Uživatelský datagramový protokol pro odesílání 
UTP  Unshielded Twisted Pair – Nestíněný kroucený pár 
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A   Popis_obsahu_media.pdf 
 
OBSAH PŘILOŽENÉHO MÉDIA 
 
Na médiu je obsažena adresářová struktura práce, která obsahuje skripty a vstupní 
soubory, které jsou pevně pojmenovány. Dále elektronická verze diplomové práce a 
pracovního souboru používaného při vzájemné komunikaci s kolegou Bc. Zdeňkem Hrabalem. 
 
1 Základní adresářová struktura projektu 
sprava_ucebny/ 
- skr_info.sh 
- skr_info_stanice.sh 
- skr_prenos.sh 
- skr_prenos_stanice.sh 
- skr_info_systemy_stanice.sh  
- skr_info_systemy.sh  
- skr_mazani.sh  
- skr_mazani_pripona.sh  
- skr_prava.sh 
- skr_zapnuti_pc.sh  
- skr_vypnuti_pc.sh 
- RSA_klice.sh    
- data_systemy/  
- data_info/ 
- pc 
- RSA 
 
2 Elektronická verze diplomové práce 
Diplomova_prace_Jiri_Homolka.pdf 
 
3 Pracovní soubor 
Pracovni_soubor.pdf 
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B   Pracovni_soubor.pdf 
PRACOVNÍ SOUBOR 
 
Student:   Bc. Jiří Homolka 
 
Název práce:  Automatická konfigurace pracovních stanic Cisco akademie 
 
Zadání: 
  
Seznamte se s dokumenty popisující činnost a zapojení laboratoře Cisco akademie. 
Vytvořte skripty pro práci s pracovními stanicemi této laboratoře. Zaměřte se na kopírování 
obrazů virtuálních operačních systému GNU/Linux a Windows pomocí komunikace typu 
multicast, zabezpečení proti modifikaci těchto obrazů, vypsání informací o virtuálních 
systémech, změnu práv souborů, mazání souborů a na hlídání změn obsahu vybraných 
souborů. Získané informace o pracovních stanicích ukládejte do databáze MySQL. Vytvořené 
skripty a strukturu databáze MySQL přehledně zdokumentujte. 
 
1  Skripty 
 
1.1   Informace o stanicích 
Skripty slouží k získání informací o stanicích v učebně. Spuštění hlavního skriptu 
skr_info.sh  probíhá prostřednictvím webového rozhraní. 
Jsou zjišťovány informace: 
• zda je stanice spuštěna a lze se na ni připojit pomocí ssh, 
• volné místo na disku s kořenovým adresářem /, 
• volné místo na disku s domovským adresářem uživatelů  /home/, 
• výpis obsahu adresáře vmware/ obsahujícího obrazy a konfigurační 
soubory virtuálních systémů, 
• výpis obsahu domovského adresáře uživatele student. 
 
Funkce skriptu skr_info.sh a skr_info_stanice.sh 
Pro získání informací o vzdálených stanicích  jsem vytvořil dva skripty, jeden hlavní 
a další pro jednotlivé stanice. Nejprve je spouštěn hlavní skript skr_info.sh. 
Funkce skriptu je závislá na souboru, který obsahuje výčet stanic, se kterými se má 
pracovat. Ve skriptu nejdříve testuji zda soubor existuje a zda má velikost větší než 0 B, což 
značí, že není prázdný. Poté jsem ve skriptu definoval cyklus, který zajistí načtení čísla 
stanice ze souboru a pro každou takto definovanou stanici spustí skript skr_info_stanice.sh 
a jako vstupní parametr mu předá zjištěné číslo stanice. Tímto práce hlavního skriptu končí. 
Skriptem skr_info_stanice.sh nejprve otestuji zda je stanice zapnutá a dostupná 
prostřednictvím programu ssh. Pokud je vše v pořádku, provádí se získávání dalších 
požadovaných informací o stanici.  
 
Syntaxe skriptů: 
skr_info.sh 
skr_info_stanice.sh cislo_stanice 
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Vstupní soubor skriptu: 
pc 
 Soubor obsahuje výčet čísel všech stanic, se kterými se pracuje. Soubor je pevně 
umístěn v /home/management/sprava_ucebny/data_info/. Načítání čísel stanic ze souboru 
jsem zvolil z důvodu snadné modifikace počtu a výčtu stanic dle potřeby uživatele. 
  
Výstupní soubory s informacemi: 
disk_$cislo_pc   Volné místo na disku s kořenovým adresářem /. 
disk_home_$cislo_pc    Volné místo na disku s adresářem /home/. 
soubory_pc_$cislo_pc   Výpis obsahu adresáře vmware/. 
soubory_home_pc_$cislo_pc   Výpis obsahu adresáře /home/student/. 
 
1.2   Nahrávání dat na stanice 
 Hlavní skript skr_prenos.sh s jeho vstupními parametry je spouštěn prostřednictvím 
webového rozhraní.  
Náplní této skupiny skriptů je přenos dat ze školního serveru Adela na zvolené 
pracovní stanice v laboratoři. Při přenosu se zjišťuje procentuální stav přenosu a stav, fáze 
v jaké se přenos dat právě nachází. Získané informace o přenosu jsou zjišťovány 
v pravidelných časových intervalech a poté zobrazovány na webovém rozhraní. Skripty 
umožňují uživateli přenášet soubory i adresáře. Pokud je přenášeno více souborů nebo adresář, 
je z těchto dat vytvořen archiv, který se přenese na stanici a poté opět rozbalí. Data která se 
mají na stanice nahrát se musí nacházet na školním serveru Adela a to v adresáři 
/home/management/sprava_ucebny/data_systemy/ nebo v jeho podadresářích. 
 
Funkce skriptu skr_prenos.sh a skr_prenos_stanice.sh 
Stejně jako v předešlém případě jsem i pro přenos dat zvolil rozdělení činnosti do 
dvou skriptů. Nejprve je spouštěn skript, jež označuji jako hlavní a tím dále spouštím pro 
každou stanici samostatný skript.  
Pro přenos vybraných dat je tedy třeba spustit hlavní skript skr_prenos.sh a předat mu 
vstupní soubory a parametry. Skript nejdříve ověří, zda je hlavní stanice zapnuta a poté 
připraví data na přenos. Data určená k přenosu jsou načítána ze vstupního souboru. Pokud je 
požadováno přenášet více souborů najednou nebo adresář, tak je z dat vytvořen archiv. Při 
přenosu jednoho souboru archivace neprobíhá. Poté se vytvoří kontrolní součet (hash) pro 
připravená přenášená data. Skript zkontroluje volné místo na hlavní stanici a určená data 
přenese nejdříve na tuto stanici. Přenos probíhá pomocí nástroje scp. Dále je pro každou 
stanici spuštěn skript skr_prenos_stanice.sh, který se stará o zapnutí příjmu, spuštění 
programu udp-receiver a kontrolu přenosu dat na stanici. Stanice, na které se mají data 
přenášet, jsou načítány z dalšího vstupního souboru. Každému spuštěnému skriptu jsou 
předány vstupní parametry pro konkrétní stanici. V hlavním skriptu se dále spouští program 
udp-sender. Program se spouští vzdáleně na hlavní stanici (stanice označená číslem 1) 
v laboratoři, ze které přenos probíhá. Program čeká na připojení zadaného počtu příjemců. Po 
připojení účastníků přenosu je přenos započat. 
Ve spuštěných skriptech se nejprve zjišťuje, zda je příslušná stanice zapnuta a jestli se 
v uvedeném umístění zadaný soubor již nenachází. Pokud ano, je smazán. Skript dále testuje 
zda je na stanici dostatek volného místa pro přenášená data a zahájí příjem spuštěním 
programu udp-sender. Po úspěšném přenosu se provádí vytvoření kontrolního součtu právě 
přenesených dat a porovná se původní a právě vytvořený kontrolní součet. Jestli že jsou 
totožné, skript je ukončen. V případě archivu se před ukončením provádí rozbalení archivu. 
Jestliže se kontrolní součty liší, je přenos na stanici zahájen znovu, ale už přímo ze serveru 
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Adala nástrojem scp. Po ukončení přenosu typu multicast jsou hlavním skriptem vymazány 
data z hlavní stanice v laboratoři a skript je ukončen.  
V průběhu všech přenosů skripty zjišťují procentuální stav přenosu a ukládají jej do 
výstupního souboru a databáze. Do databáze se také ukládají stavy, fáze přenosu jako např. 
začátek přenosu, vytváření kontrolního součtu, archivace atd. Ukládání dat do databáze je 
řízeno prostřednictvím předaného ID operace a čísla jednotlivých stanic. 
 
Syntaxe skriptů: 
skr_prenos.sh soubor_s_cisly_pc soubor-data_prenosu  id_operace cilova_cesta-ulozeni  
 
skr_prenos_stanice.sh cislo_pc kontrolni_soucet soubor_pro_prenos id_operace 
cilova_cesta-ulozeni 
 
Vstupní soubory a hodnoty skriptu: 
soubor_s_cily_pc 
Obsahuje čísla stanic, na které se provede nahrávání. 
soubor-data_prenosu 
Obsahuje jména souborů nebo adresářů, které mají být na stanice nahrány. Při definici 
jména adresáře se nezadává poslední lomítko, znak „/“. 
id_operace  
Identifikace přenosu v databázi. Používá se pro řízení ukládání dat do databáze. 
cilova_cesta-ulozeni  
Adresář na vzdálené stanici kam se mají data uložit. Definice cílového adresáře musí 
být ukončena lomítkem „/“. 
kontrolni_soucet 
Kontrolní součet souboru určeného pro přenos. 
soubor_pro_prenos  
Jméno souboru který se má přenést. Standardně obsahuje jméno konkrétního souboru, 
nebo jméno archivu prenos.tar. 
 
Výstupní soubor s informacemi: 
data_pc_$cislo_pc 
Obsahuje průběžný procentuální stav přenosu, součet opakovaných hodnot přenosu 
a také kontrolní součet přenesených dat. 
 
1.3   Informace o virtuálních systémech 
 Skripty slouží k získávání základní informací o virtuálních systémech, které se 
provozují na pracovních stanicích v laboratoři.  
Hlavní zjišťované informace jsou 
• jméno virtuálního systému, 
• velikost přidělené operační paměti, 
• MAC (Media Access Control) adresa síťové karty. 
Další položky výpisu jsou: jméno souboru zastupující virtuální disk, jméno hostujícího 
systému, identifikační číslo virtuálního stroje a typ systému. Výskyt těchto položek pro 
virtuální systémy se liší dle použitého virtualizačního nástroje. 
 
Funkce skriptu skr_info_systemy.sh a skr_ info_systemy_stanice.sh 
 Vykonávání operací jsem rozdělil do dvou skriptů. Nejprve je spouštěn skript, jež 
označuji jako hlavní a tím poté spouštím pro každou stanici samostatný skript. Nejprve je 
 77 
spuštěn hlavní skript skr_info_systemy.sh jemuž jsou předány čísla stanic, nad kterými bude 
operace prováděna. Další provádění skriptu je podmíněno existencí souboru s čísli stanic. Ve 
skriptu spouštím cyklus, který načte číslo stanice ze zadaného souboru a pro danou stanici 
spustí samostatný skript skr_info_systemy_stanice.sh s parametrem čísla stanice. Po spuštění 
skriptů pro všechny zadané stanice, se hlavní skript ukončí. 
Spuštěný skript nejprve otestuje zda je stanice zapnuta a poté provede vyhledání 
konfiguračních souborů virtuálních systémů. Skript zpracovává soubory pro virtualizační 
nástroje VMware a VirtualBox. Z nalezených souborů jsou poté vyfiltrovány požadované 
informace a zapsány do výstupního souboru. 
 
Syntaxe skriptů: 
skr_info_systemy.sh soubor_s_cisly_pc 
skr_info_systemy_stanice.sh cislo_stanice 
 
Vstupní soubor skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, se kterými se bude pracovat.  
 
Výstupní soubor s informacemi: 
systemy_pc_$cislo_pc 
Informace o virtuálních systémech na stanici. 
 
1.4   Mazání zadaných souborů a adresářů 
 Skript slouží pro hromadné mazání souborů a adresářů na zvolených stanicích. 
Soubory a adresáře ručně zadává uživatel. Položky pro odstranění jsou definovány relativní 
cestou od adresáře /home/student/.  
 
Funkce skriptu skr_mazani.sh 
 Skript nejprve ověří existenci vstupních souborů a jejich nenulovou velikost. 
Následuje cyklus, kterým se provede připojení ke vzdálené stanici a pomocí vnořeného cyklu 
se provede odstranění zadaných položek. Výstup příkazu rm, kterým se mazání provádí, 
ukládám do souboru. Příkaz pro mazání je spouštěn s právy uživatele root. Uživatel má tedy 
právo mazat veškeré soubory a adresáře z umístění /home/student/. Pro mazání jsem zvolil 
postupné provádění skriptu, mazání stanice po stanici. 
 
Syntaxe skriptu: 
skr_mazani.sh soubor_s_cisly_pc soubor_se_jmeny_souboru_a_adresaru 
 
Vstupní soubory skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, se kterými se bude pracovat. 
soubor_se_jmeny_souboru_a_adresaru 
Obsahuje jména souborů nebo adresářů, které mají být odstraněny. 
 
Výstupní soubor s informacemi: 
mazani_pc_$cislo_pc 
Do souboru jsou ukládány výstupy příkazu rm, tedy informace o průběhu mazání 
zadaných položek. 
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1.5   Mazání souborů a adresářů dle zadané přípony nebo řetězce 
 Skript je koncipován pro hromadné mazaní souborů a adresářů se stejnou příponou, 
nebo částečnou shodou ve jméně. Parametrem pro výběr souborů je tedy přípona nebo řetězec 
zadaný pomocí hvězdičkové syntaxe. Skript umožňuje mazat položky nacházející se 
v adresáři /home/student/. 
 
Funkce skriptu skr_mazani_pripona.sh 
 Po spuštění skriptu je opět kontrolován vstupní soubor a také zadaný řetězec. Dále se 
v cyklu provede připojení k jednotlivým stanicím a podle zadané fáze se provádí úloha skriptu. 
Skript v zásadě plní dvě na sebe navazující funkce, které jsou definovány fází provádění 
skriptu. Při spuštění skriptu s fází H (hledání) se na všech zadaných stanicích provede 
vyhledání souborů a adresářů dle zadaného řetězce. Hledání se provádí příkazem find. 
Výsledky hledání jsou uloženy do souborů pro jednotlivé stanice. Uživatel má tedy možnost 
zkontrolovat jaké soubory budou vymazány. Poté je třeba spustit skript s fázi M (mazání) a 
provede se odstranění nalezených položek na jednotlivých stanicích. Mazání je opět 
prováděno s oprávněním uživatele root. 
 
Syntaxe skriptu: 
skr_mazani_pripona.sh soubor_s_cisly_pc pripona_nebo_retezec faze_provadeni 
 
Vstupní soubory a parametry skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, u kterých bude mazání provedeno. 
pripona_nebo_retezec 
 Přípona souborů, nebo řetězec zapsaný dle hvězdičkové syntaxe. 
faze_provadeni  
Může obsahovat hodnoty H (hledání souborů) nebo M (mazání souborů). 
 
Výstupní soubory s informacemi: 
mazani_pripona_pc_$cislo_pc 
Při fázi H obsahuje výstup příkazu find, tedy nalezené soubory. Při fázi M jsou do 
souboru přidány výstupy příkazu rm informující o průběhu mazání nalezených souborů. 
mazanich_pripona_pc_$cislo_pc 
Pouze dočasný soubor informující o průběhu odstraňování položek. 
 
1.6   Změna přístupových práv k souborům a adresářům 
 Skript umožňuje měnit přístupová práva k veškerým souborům a adresářům, které se 
nacházejí v adresáři /home/student/.  
 
Funkce skriptu skr_prava.sh 
 Při spouštění skriptu je mu parametrem předán soubor s čísly stanic, pro které se 
provede změna práv, dále pak soubory u kterých se má změna práv provést a jako poslední 
parametr absolutní hodnota oprávnění. Po spuštění skriptu se nejprve kontroluje správnost 
zadaných parametrů a poté se v cyklu provádí připojení k jednotlivým stanicím a vnořeným 
cyklem se provádí změna práv zadaných položek. Změna práv je opět vykonávána pod 
oprávněním uživatele root. Výstup příkazu chmod je zaznamenáván do souboru. 
 
Syntaxe skriptu: 
skr_prava.sh soubor_s_cisly_pc soubor_se_jmeny_souboru_a_adresaru prava 
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Vstupní soubory a parametry skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, se kterými se bude pracovat. 
soubor_se_jmeny_souboru_a_adresaru 
Obsahuje jména souborů a adresářů, u kterých se má změna práv provést. 
prava 
 Práva, která budou zadaným položkám přidělena. Zadává se absolutní oprávnění pro 
všechny tři skupiny uživatelů osmičkovou syntaxí např. 0755. 
 
Výstupní soubor s informacemi: 
prava_pc_$cislo_pc 
Informace o průběhu změny práv. 
 
1.7   Zapnutí pracovních stanic 
 Skript je určen pro zapnutí definovaných pracovních stanic v učebně. 
 
Funkce skriptu skr_zapnuti_pc.sh 
 Při spuštění je skriptu předán soubor s MAC adresami jednotlivých stanic, které mají 
být zapnuty. Nejprve se ověří existence a nenulovost vstupního souboru a poté, pomocí cyklu 
řízeného výčtem MAC adres ze souboru, jsou zapínány definované stanice. Při zapínání  
stanice se provede připojení na hlavní stanici v laboratoři a spustí se zde program ether-wake 
pro probouzení zadaného počítače. Úspěšné či neúspěšné vykonání příkazu se zapisuje do 
výstupního souboru. 
   
Syntaxe skriptu: 
skr_zapnuti_pc.sh soubor_s_MAC_adresami_pc 
 
Vstupní soubor skriptu: 
soubor_s_MAC_adresami_pc 
Obsahuje MAC adresy stanic, které budou skriptem zapnuty.  
 
Výstupní soubor s informacemi: 
zapnuti_stanic  
Jedná se pouze o jeden soubor s informacemi o všech stanicích. Jeho obsahem jsou 
výpisy o provedení příkazu pro zapnutí stanic. 
 
1.8   Vypnutí pracovních stanic 
 Skript je určen pro vypínání pracovních stanic v učebně. 
 
Funkce skriptu skr_vypnuci_pc.sh 
 Při spuštění skript provádí kontrolu existence zadaného souboru s čísly stanic. Dále 
v cyklu zkoumá zda již není daná stanice vypnuta a v případě že ne, provede její vypnutí. 
Informace o tom zda je stanice vypnuta, provádí se její vypnutí, nebo že vypnutí se nezdařilo 
se zaznamenává do výstupního souboru. 
   
Syntaxe skriptu: 
skr_vypnuti_pc.sh soubor_s_cisly_pc 
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Vstupní soubor skriptu: 
soubor_s_cisly_pc 
Obsahuje čísla stanic, které budou vypnuty. 
 
Výstupní soubor s informacemi: 
vypnuti_stanic  
Jedná se pouze o jeden soubor pro všechny stanice. Jeho obsahem jsou výpisy 
o provedení příkazu pro vypnutí stanic. 
 
1.9   Požadavky pro funkčnost skriptů 
Databáze MySQL 
 Přístup do databáze je zprostředkován pomocí uživatelského jména management a 
hesla přiřazeného tomuto účtu.  
 
Uživatelské účty 
Server Adela – uživatel management 
 Na tomto účtu jsou uloženy data pro odeslání na stanice, skripty pro správu učebny a 
vstupní a výstupní soubory skriptů. 
 
Stanice v laboratoři UC-128 – uživatel management 
 Uživatel má zpřístupněno vzdálené přihlašování na stanice. Prostřednictvím tohoto 
účtu se provádějí veškeré operace na stanicích. 
 
Přístup na stanice ze skriptů 
 Pro autentizaci uživatelů při komunikaci jsou použity RSA klíče. 
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2  Adresářová struktura projektu 
 
/home/management/sprava_ucebny/ 
- skr_info.sh 
- skr_info_stanice.sh 
- skr_prenos.sh 
- skr_prenos_stanice.sh 
- skr_info_systemy_stanice.sh  
- skr_info_systemy.sh  
- skr_mazani.sh  
- skr_mazani_pripona.sh  
- skr_prava.sh 
- skr_zapnuti_pc.sh  
- skr_vypnuti_pc.sh 
- RSA_klice.sh    
- data_systemy/ 
- data_info/ 
- pc 
- RSA 
- disk_$cislo_pc    
- disk_home_$cislo_pc 
- soubory_pc_$cislo_pc  
- soubory_home_pc_$cislo_pc 
- soubor_s_cisly_pc 
- soubor-data_prenosu 
- data_pc_$cislo_pc 
- soubor_s_cisly_pc 
- systemy_pc_$cislo_pc 
- soubor_s_cisly_pc 
- soubor_se_jmeny_souboru_a_adresaru 
- mazani_pc_$cislo_pc 
- soubor_s_cisly_pc 
- mazani_pripona_pc_$cislo_pc 
- mazanich_pripona_pc_$cislo_pc 
- soubor_s_cisly_pc 
- soubor_se_jmeny_souboru_a_adresaru 
- prava_pc_$cislo_pc 
- soubor_s_MAC_adresami_pc 
- zapnuti_stanic 
- soubor_s_cisly_pc 
- vypnuti_stanic 
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Student: Zdeněk Hrabal 
Název tématu: Monitorování pracovních stanic Cisco akademie 
 
Zadání diplomové práce: 
Seznamte se s dokumenty popisující činnost a zapojení laboratoře Cisco akademie. 
Pomocí informací uložených v databázi MySQL vytvořte systém webových stránek. Tyto 
stránky sestavte tak, aby zobrazovaly stav a umožňovaly konfiguraci pracovních stanic v 
laboratoři Cisco akademie (včetně jejich vzdáleného zapnutí a vypnutí). Strukturu databáze 
MySQL přehledně zdokumentujte. Proveďte zabezpečení vytvořených webových stránek. 
 
1. Popis tabulek v databázi 
 
Popis databázových tabulek, které jsou uloženy na serveru Adela v MySQL databázi 
managament, spolu s patřičnými atributy, které se do nich budou v průběhu operací ukládat 
nebo z nich čerpat: 
• Pro záznam zaregistrovaných uživatelů slouží tabulka uzivatel (viz tab. 1). Atribut login 
musí být jedinečný a smí obsahovat pouze písmena malé a velké abecedy, čísla, znaky 
podtržítka a pomlčky. Heslo – obsahuje hash osoleného hesla, samotné heslo smí 
osahovat pouze znaky malé a velké abecedy, čísla, podtržítko a heslo. Email – platná 
emailová schránka k danému účtu. Datum obsahuje datum a čas vytvoření účtu. Prava – 
sloužit k nastavení práv uživatelů: 1 – administrátor (má neomezená práva), 2 – učitel 
(nemůže vytvářet nové uživatelské účty). Stav – informace, jestli je účet aktivní (znak 
A) nebo již nepoužívaný (znak N). 
 
Tab. 1: Atributy tabulky uzivatel v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri autoinkrement 
login varchar (50) ne     
heslo varchar (255) ne     
email varchar (70) ne     
d_uzivatel datetime ne     
prava unsigned tinyint (1)  ne     
stav char (1) ne     
 
• Do tabulky prihlaseni (viz tab. 2) se při každém přihlášení uživatele na stránky vloží 
nový záznam (nebo upraví starý). Pole id_uzivatel obsahuje číslo uživatele z tabulky 
uzivatel; d_prihlaseni – datum a čas přihlášení; stav – informace o tom, jestli bylo 
zadáno správné heslo (znak O) nebo špatné (znak E). Atribut pocet  zaznamenává počet 
pokusů než proběhlo řádné přihlášení. 
 
Tab. 2: Atributy tabulky prihlaseni v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri autoinkrement 
id_uzivatel int ne   
d_prihlaseni datetime ne   
stav char(1) ne   
pocet tinyint(2) ne   
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• V tabulce operace (tab. 3) se při každém nahrávání dat vytvoří nový záznam a pomocí 
čísla id tohoto záznamu se lze dotazovat v databázi na zbývající tabulky, které 
uchovávají podrobnější informace o nahrávaných datech. Tato tabulka je tedy klíčová 
při zobrazování historie. Atribut id_uzivatel obsahuje identifikační číslo uživatele 
z tabulky uzivatel, který nahrávání prováděl. Id_data_stanice odkazuje na tabulku 
data_stanice, ve které jsou uloženy cesty k adresářům na stanicích, do kterých se data 
nahrávala. D_operace obsahuje datum a čas vytvoření nového záznamu a stav 
zaznamenává průběh nahrávání: D – výběr dat, S – výběr souborů, D – probíhající 
kopírování, N – celé nahrávání proběhlo úspěšně, E – při kopírování nastala chyba. 
 
Tab. 3: Atributy tabulky operace v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri. autoinkrement 
id_uzivatel int ne   
id_data_stanice int ne   
d_operace datetime ne   
stav char(1) ne   
 
• Adresy souborů na serveru jsou zaznamenány v tabulce data_server (tab. 4). Atributy 
cesta udává absolutní cestu k souboru, který je umístěn na serveru, tedy cestu od 
adresáře /home/management/sprava_ucebny/data_systemy/. A atribut velikostKB 
zaznamenává velikost daného souboru v KB. 
 
Tab. 4: Atributy tabulky data_server v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri. autoinkrement 
cesta varchar(300) ne   
velikostKB bigint ano   
 
• Protože mezi předchozími dvěmi tabulkami je vztah M:N, bylo potřeba tuto vazbu 
zrušit přidáním spojovací tabulky operace_data_server viz tab. 5. Její atributy jsou 
identifikační čísla záznamů z tabulky operace a data_server. 
 
Tab. 5: Atributy tabulky operace_data_server v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri. autoinkrement 
id_operace int ne   
id_data_server int ne   
 
• Tabulka stanice (tab. 6) slouží pro záznam informací o stanicích v učebně. Číslo 
stanice je zároveň primární klíč id. Atribut mistoKB obsahuje informace o volném 
místu v domovském adresáři. Třetí atribut mistoHomeKB uchovává informace o 
volném místu v adresáři /home/ (obě informace jsou v jednotkách KB). Jestliže je 
stanice zapnuta, zapíše se do položky zapnuta znak A, v opačném případě N. Fyzická 
adresa dané stanice se zapíše do atributu mac. 
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Tab. 6: Atributy tabulky stanice v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri unikátní 
mistoKB unsigned int  ne   
mistoHomeKB unsigned int  ne   
zapnuta char (1) ne   
mac varchar(17) ano   
 
• Další vazba M:N mezi tabulkami operace a stanice zanikla přidáním nové tabulky 
operace_stanice (viz tab. 7). Do ní se zapisují primární klíče ze obou tabulek. Atribut 
preneseno slouží k zaznamenání přenesených dat v procentech při nahrávání dat na 
stanici. Poslední atribut stav slouží k zápisu aktuální fáze kopírování dat: C – 
vyčkávání na spuštění nahrávání, E – při nahrávání nastala chyba, K – probíhá 
kopírování dat, M – kontrolní součet dat, N – data jsou nahrána, O – opakování 
přenosu,  P – stanice je nedostupná, R – data byla smazána, T – provádění komprese 
nebo dekomprese dat, V – stanice je vypnuta, Z – na stanici není volné místo. 
 
Tab. 7: Atributy tabulky operace_stanice v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri. autoinkrement 
id_operace int ne   
id_stanice int ne   
preneseno unsigned tinyint(3)  ano   
stav char(1) ne   
 
• Záznamy o cílových adresářích, do kterých se na stanicích nahrávala data, se 
uchovávají v tabulce data_stanice v poli cesta (viz tab. 8). Adresa cílového adresáře 
je zaznamenávána od adresáře /home/student/. 
 
Tab. 8: Atributy tabulky data_stanice v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri. autoinkrement 
cesta varchar(300) ne   
 
• Protože nahrávání dat na stanice probíhá v několika krocích, vytvořila se tabulka 
historie (viz tab. 9), která umožňuje lépe zaznamenat průběh nahrávání. Při každé 
změně stavu v tabulce operace se vytvoří nový záznam s id číslem operace, časem 
změny a stavem, na který se změnila probíhající operace. 
 
Tab. 9: Atributy tabulky historie v databázi management 
Název Typ Nul Klíč Pozn. 
id int ne pri. autoinkrement 
id_operace int ne   
stav char(1) ne   
d_historie datetime ne   
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2. Entitně relační diagram databáze 
 
Na obr. 1 jsou znázorněny relace mezi tabulkami v databázi management na serveru 
Adela. Pro zjednodušení nejsou zobrazeny datové typy jednotlivých atributů. Vazba 1 
vyjadřuje vztah tabulek při přihlašování. Vazba 2 váže uživatele k  jednotlivým operacím, 
které prováděl. Informace o cílovém adresáři vyjadřuje vazba 3, nahrávaná data lze dohledat 
vazbou 4 a 5. Čísla stanic, na které se nahrávala data, a průběh nahrávání na každé z nich lze 
zjistit z vazby 6 a 7. Poslední vazbou je vyznačen vztah tabulek historie a operace. 
 
 
Obr. 1: Schéma entitně–relačního diagramu 
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3. Předávání dat 
 
3.1 Adresářová struktura 
 
Data na serveru adela jsou tříděna následovně: 
• skripty: /home/management/sprava_ucebny/, 
• obrazy: /home/management/sprava_ucebny/data_systemy/, 
• jiné soubory: /home/management/sprava_ucebny/data_info/. 
 
 
3.2 Nahrávání dat na stanice 
 
Uživatel nejprve na webových stránkách zadá cestu, do kterého adresáře se budou data na 
server nahrávat a dále pomocí zaškrtávacích políček volí data, která se budou nahrávat. Po 
stisku tlačítka se v databázi v tabulce operace vytvoří nový záznam, jeho ID číslo se ukládá do 
session pro pozdější použití, předané hodnoty se uloží do tabulek. Data, která se budou 
nahrávat, se také ukládají do souboru. Na stránce je uživatel vybídnut ke zvolení stanic. 
V posledním kroku se čísla stanic ukládají do souboru a databáze a webové stránky zobrazí 
stav nahrávání. Po stisku tlačítka Spustit nahrávání se spouští skript skr_prenos.sh. Tomu se 
přádává v parametru postupně název souboru s čísly stanic, název souboru obsahující seznam 
vybraných dat, ID číslo operace a cílový adresář. 
V průběhu nahrávání skript zapisuje do tabulky operace_stanice údaj o přenesených 
datech v procentech (atribut preneseno) a právě probíhající krok nahrávání (atribut stav). Po 
skončení přenosu se vypíše výsledek nahrávání. Všechny možné stavy jsou uvedeny v kap. 1 
v tab. 7. 
 
 
3.3 Mazání dat ze stanic 
 
Po zvolení odkazu se objeví formulář pro výběr stanic, na kterých bude probíhat 
mazání. Dále si uživatel může zvolit bud mazání konkrétních souborů, které zapíše do 
formuláře, nebo se mohou mazat soubory, obsahující zadaný řetězec, resp. příponu. 
U mazání konkrétních souborů se spouští skript skr_mazani.sh s dvěmi parametry – 
název souboru obsahující čísla vybraných stanic, u kterých se mají mazat data, a název 
souboru s uloženými cestami k datům. 
Při mazání dle zadaných parametrů se nejdříve soubory na stanicích vyhledají, zobrazí 
uživateli a až po schválení probíhá jejich mazání. K tomuto je spouštěn skript 
skr_mazani_pripona.sh s následujícími parametry: soubor s čísly stanic, hledaný řetězec a třetí 
parametr je buď H v případě vyhledávání souborů a nebo M v případě mazání nalezených 
souborů. Po skončení skriptu se pro každou stanici načtou ze souboru informace o výsledku 
operace. 
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3.4 Zbývající operace 
 
• Stav stanic – Informace o stavu stanic se zapisují do databáze do tabulky stanice. 
Podrobný popis vstupních hodnot je uveden v tab.6. Pro zjištění aktuálního stavu stanic 
je nutné spustit skr_info.sh. 
• Obsah adresářů – informace o obsahu adresářů /home/student/ a 
/home/student/vmware/, tedy jejich stromový výpis, bude zapsán do souborů 
soubory_pc_X a soubory_home_pc_X, kde X odpovídá číslu stanice. Tyto soubory se 
nachází v adresáři /home/management/sprava_ucebny/data_info/ a aktualizuje je skript 
skr_info.sh. 
• Změna práv – Při změně práv si uživatel vybírá stanice, dále si navolí práva a do 
textového pole napíše názvy souborů, u kterých se budou modifikovat práva. Skriptu 
skr_prava.sh se v parametru předají názvy souborů s čísly stanic a zapsanými soubory, 
poslední parametr je číslo práva, které se bude souborům přidělovat. 
• Zapnutí/vypnutí stanic – po zvolení stanic se program dělí v závislosti na stisknutém 
tlačítku. Při zapínání se nejprve v databázi vyhledají příslušné MAC adresy vybraných 
stanic, zapíší se do souboru a spustí se skript skr_zapnuti_pc.sh, kterému se v parametru 
předává název vytvořeného souboru s fyzickými adresami. V případě vypínání se 
skriptu skr_vypnuti_pc.sh předává název souboru s čísly stanic. Výsledky operací se 
opět vypisují na stránku. 
• Systémy info – Informace o nainstalovaných virtuálních systémech na stanicích 
v učebně se načítají ze souborů, které vytvořil skript skr_info_systemy.sh. Tomu se při 
spuštění předal v parametru název souboru obsahující čísla zvolených stanic. 
 
 
 
 
