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1.  Introduction 
 
1.1. Aim and background 
The aim of the document is to describe the software architecture of version 5.0 of the 
TENCompetence server to developers that need to use, extend or change the TENCompetence 
server. The different chapters of the document represent different views on the system, each 
putting their own piece of the puzzle in place. The sections on the ideas and concepts 
underlying the services will help developers, designers and analysts understand how the 
system works. 
 
Release 5.0 encompasses a complete overhaul of the TENCompetence services infrastructure 
as a result of some major design decisions. The most important ones are: 
 TENCompetence now integrates closely with a JSR 286 [2] compliant portal environment. 
This portal provides the integration platform for almost all TENCompetence components. 
 The underlying domain model of TENCompetence (see chapter 8 Appendix: Domain 
Model (version 1.1) changed which required a reimplementation of the model layer. 
 
As a consequence many of the TENCompetence applications will be converted / implemented 
as portlets thus enabling a tight integration into the portal. The Liferay portal [3] was chosen 
as enterprise portal. 
 
This document mainly focuses on the TENCompetence services, but also provides portlet 
development guidelines and discusses the integration issues in some detail. 
 
1.2. Reading guide 
Using the concepts from [4] - The 4+1 View Model of Architecture, and adding developer 
guidelines, the remainder of the document can be divided into five main parts: 
 
1. Logical view: gives an overview of all services and explains the main ideas and concepts 
of the system. 
2. Process view: shows the system’s most important flows. 
3. Implementation view: explains the main classes and describes the services in detail. 
4. Deployment view: provides a network topology view of the system, by showing the 
different TENCompetence nodes (machines) and their connections. 
5. Developer guidelines: guidelines to help developers in writing code that is easier to 
integrate into the TENCompetence system. Guidelines are given for using Trac [5] (an 
issue tracking tool), unit testing, use of CVS (a system for version control of source 
code), coding conventions and portlet development guidelines. 
 
The use case view from [4] is not described in this document. Describing it would result in a 
set of technical use cases like “Manage Competence”, “Manage Competence Profile”, etc. 
Because there is no human user of the services this has little value. The client(s) used by a 
human user realizes a number of use cases by combining appropriate service calls. 
Documentation for the clients should describe their use cases. 
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Chapter Error! Reference source not found. – “Error! Reference source not found.” falls 
outside these five main parts. It provides a few links to documents that are useful when 
getting started on work related to the TENCompetence project. 
1.3. Acronyms 
 
Acronym Description 
AJAX Asynchronous Javascript and XML 
API Application Programming Interface 
CAS Central Authentication Service 
CRUD Create, Read, Update, Delete 
CVS Concurrent Versions System 
DAO Data Access Object 
DBMS Database Management System 
EJB Enterprise Java Bean 
HTTP Hypertext Transport Protocol 
JPA Java Persistence API 
PCM Personal Competence Manager 
PDP Personal Development Planner 
RCP Rich Client Platform 
SLeD Service oriented Learning Design 
SSO Single Sign-on 
UML Unified Modelling Language 
URL Uniform Resource Locator 
WP Work Package, one of the groups working in the TENCompetence 
project 
WP3 Work Package 3, responsible for “Technical design and 
implementation of the integrated system” 
WP5 Work Package 5, responsible for “Knowledge resources sharing 
and management” 
WP6 Work Package 6, responsible for “Learning activities and units of 
learning” 
WP7 Work Package 7, responsible for “Competence development 
programmes” 
WP8 Work Package 8, responsible for “Networks for lifelong 
competence development” 
XML eXtensible Markup Language 
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2. Logical view 
 
2.1. Introduction 
This chapter describes the 5.0 release of the TENCompetence infrastructure. In discussions 
leading to the redesign of the TENCompetence infrastructure the following issues with the 
previous releases were identified: 
 An important part of TENCompetence deals with social aspects of user and their 
communities. Although some social components were provided in previous releases of 
TENCompetence, such as fora, ratings and chat, in general a need for more and better 
community tools was identified. Moreover, development of this kind of standard social 
components are out of the scope of the project. 
 The previous versions of TENCompetence provided different software components that 
were only integrated at the backend through the use of the TENCompetence services. A 
complete range of applications has been produced varying from desktop tools through 
web applications. Although this was fine from a pure technical point of view, it provided 
an unsatisfying user experience. The need for an integrative environment for all these 
applications was identified. Ideally all applications provided through this integrative 
environment should share a common look and feel. 
 
The raised issues were addressed by selecting a standard of the shelf portal solution. A portal 
allows the integration of different components, called portlets, on portal pages. Depending on 
the situation, this configuration may be done by the individual users or by an administrator.  
 
The Liferay portal was selected to serve as portal container for TENCompetence because 
Liferay provides some additional features that are very interesting. First of all Liferay 
provides a number of social portlets out of the box. Furthermore Liferay allows the 
organization of users to form communities. Finally Liferay is shipped with a complete content 
management system out of the box. 
 
The decision for using Liferay as the TENCompetence portal had implications for the 
infrastructure as a whole. For one the applications had to be adopted to support the portlet 
standard. Two types of adaptation were identified, depending on the level of integration: a 
loose integration implies that portlets were mere wrappers for existing applications allowing 
them to be run on the portal. This is the preferred way of integration any existing application. 
The second type is much more integrated and reuses the Liferay user management, 
authentication and authorization. The latter is the preferred choice for new portlets such as 
part of the desktop applications that still have to be ported to the web. It is clear that this form 
of integration also has implications for the server architecture and therefore a redesign of the 
server was needed. 
 
Furthermore some issues with the existing server infrastructure were identified: 
 An explicit portfolio was missing from the services. Although most information was 
available in the system, the information was scattered and a client had to combine the 
portfolio data from different calls. It was concluded that the portfolio deserved a much 
more central role in the server design. 
 Some parts of the implementation of the domain model were simplified especially in the 
area of the competence model. Although this was a deliberate choice, the feeling was that 
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this model was too limited. Therefore the full implementation of the domain model was 
perceived as critical. The domain model was even extended to allow the modelling of 
competence matrices. 
 The old service API only allowed access to the personal data of the system. This provided 
a personal view on the data, but also made it very hard to make non-personalized calls. 
 
After looking closely at the impact of using Liferay as a portal integrative environment in 
combination with the major impact of the change requests, a service reimplementation was 
easier than to refactor the existing services. The existing services would be used for the 
existing applications while any newly developed applications/portlets would make use of the 
new infrastructure.  
 
This document describes the first release of these newly developed TENCompetence services. 
 
2.2. TENCompetence Architecture 
Figure 1 shows the overall architecture of the TENCompetence infrastructure. The 
infrastructure can be divided into a number of separate layers. The user interface layer is 
made up out of portlets complying with the JSR 286 portlet 2.0 specification. These can be 
deployed and configured on the Liferay portal server. 
 
The next layer is the service layer which exposes the functionality defined in 
TENCompetence to the outside world. The service layer consists of a number of dedicated 
and specific services which will be discussed in more detail later on in this chapter.  
 
The next layer is the model layer which is the technical implementation of the 
TENCompetence domain model. The server uses the Java Persistence API (JPA) [6] for the 
object relational mapping of the model entities. The actual implementation of JPA is provided 
by Hibernate.  
 
The final layer is a relational database for providing the actual persistence of the domain 
model. JPA hides any implementation details of the used database management systems thus 
enabling the flexible choice for a specific database system. For the TENCompetence 
infrastructure we decided to use the MySQL DBMS. 
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Figure 1 server architecture 
 
2.2.1. User interface layer 
The TENCompetence infrastructure reuses certain concepts of the Liferay portal. Specifically 
user management, authentication and authorization are used from Liferay. In order to allow 
this integration to work some Liferay proprietary handles, such as the Liferay Themedisplay, 
have to be passed on from the portlet context to the service layer. 
 
For the common look and feel of the TENCompetence portlets, the ZK framework was 
chosen as the rich internet application framework. ZK provides a browser neutral rich user 
interface experience with extensive use of AJAX while providing developers with a consistent 
Java API interface. The latter increases efficiency because all regular Java tooling such as 
integrated development environments and debuggers are available during development.  
 
TENCompetence – IST-2005-027087 Page 10 / 62 
 
2.2.2. Service layer 
The service layer provides interfaces for the range of TENCompetence services. These 
services can be accessed through a services factory. This factory allows the decoupling of the 
service interfaces from their actual implementation. Before discussing the specific tasks of 
each of the services we give a short overview of the common characteristics of these services. 
 
All services are loosely coupled and any cross references between the entities they operate on 
are specified and resolved through the use of the identities of these entities. So the services 
don’t make use of any explicit relations defined in the model. This approach ensures the 
services are more generic and opens them up for use with entities defined outside the context 
of TENCompetence. The identity of an entity is formed by its type and its database id. The 
combination should be unique for every entity in the system. 
 
Most services support the authorization of entities they operate upon. For this release this 
authorization is limited to the CRUD, meaning that permissions are checked when creating, 
reading, updating and deleting entities. This simple approach to authorization is simple but 
seems to suffice at the moment. It can be simply extended when needed. The creation of 
entities deserves some additional attention because the creation right for an entity is always 
checked by its parent (owning) entity. For obvious reasons this cannot be done by the entity 
that has to be created (chicken and egg problem).The security service is used when checking 
the permission for a specific entity. 
 
Services use the data transfer object (DTO) pattern to encapsulate entities stored on the server 
which have to be passed hence and forth between the service and the portlet client. 
 
 
Figure 2 data transfer objects 
 
Figure 2 depicts the DTOs that are currently supported by the server. Most DTOs are direct 
translations of the entities found in the model layer. However some, such as the 
PersonalCompetenceTO, are different by the fact that there are no direct equivalents in the 
model layer. Instead they combine different entities from the model layer into a single DTO. 
TENCompetence – IST-2005-027087 Page 11 / 62 
 
Reason for this combination is efficiency and ease of use. They help decrease the number of 
times a portlets has to make a server call, which is not only beneficial for overall 
performance, but also avoids cluttering up the portlet code. Most DTOs have both a title and a 
description and they therefore extend the TitleTO class. An exception to this rule is the 
PortfolioEntryTO, this DTO only re-uses the identity. So all DTOs have at least an identity 
and therefore they all extend the RootTO.  
 
Services can subscribe themselves to a message queue. This message queue helps the service 
to react to important events occurring in the system. For example, when new entities are 
created the security service is notified. This allows the security services to make the necessary 
calls to Liferay. 
 
Because the services are dependent on Liferay for some aspects, such as user management, 
authentication and the authorization, portlets need to pass their context to the service. A 
portlet context is wrapped in the Context class and consists of the user id of the user making 
the call, the group id of the selected Liferay community and finally the ThemeDisplay of the 
portlet. The latter is a Liferay extension, which is not part of the JSR 286 portal specification, 
and provides access to the Liferay specific implementation details of the portlet at hand. 
Amongst these is a handle for the permission checker that is used by the security services.  
The following table lists the services available in the TENCompetence infrastructure together 
with a short description of these services. A more elaborated description can be found in 
chapter 4. 
 
Service Short description 
Search service Provides an API to client applications for retrieving entities 
(competences, competence profiles etc.) based on specified 
search criteria (string pattern in title or description etc.). 
Metadata service Provides access to the metadata of all TENCompetence 
entities. 
Competence Model service Provides access to the central part of the TENCompetence 
domain model, the competence model. 
Security service Used to check whether a user has the appropriate 
permissions to perform the basic read, update and delete 
operations on a TENCompetence entity 
ActivityWrapper service Provides access to the WrapperActivity entities. 
Goal service Provides an API for the creation and manipulation of goals. 
In the TENCompetence infrastructure a goal is defined as 
the ambition of a user to achieve a certain objective. 
Learning path service Provides access to the LearningPath entity. 
Portfolio service Maintains and provides a single point of access to the 
portfolio data of all users of the TENCompetence 
infrastructure. 
 
2.2.3. Model layer 
The model layer consists of persistent entities that are derived from the TENCompetence 
domain model. These persistent entities are referred to as domain entities or simply 
entities.Figure 3 depicts the domain entities that make up the model layer. As can seen form 
the class diagram most entities do not have direct relationships with each other, except those 
dealing with competence modeling. This lack of modeled relationships does not mean that 
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there aren’t any, however. The relationships between most of the entities are much more 
subtle and are captured through non hard coded references using ids. The idea behind this 
decoupling is that separate services should not create any hard cross service dependencies. In 
other words the services should not cross the boundaries of their own concerns. The 
temptation of doing so is extra high because the implementations of the entities for the 
services are very similar using the same technology.  
 
 
Figure 3 Domain entities 
 
The domain entities are described in more detail below. 
 
Domain Entity Description 
ActivityWrapper An activity wrapper entity is a placeholder for learning activities 
defined outside the TENCompetence context.  
Competence A Competence entity represents a competence in a 
CompetenceMap. Competences are scoped with a single 
CompetenceMap. A Competence entity can have zero or more 
CompetenceLevels associated with it.  
CompetenceLevel A CompetenceLevel entity represents a particular level of a 
Competence. Therefore it is associated with both a Competence 
and a CompetenceLevelValue entity. A CompetenceLevel entity 
can have its own description and title. Furthermore 
CompetenceLevel entities may contain other CompetenceLevel 
entities. This way a hierarchy can be formed. Note that this 
hierarchy is defined for the CompetenceLevel and not for the 
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Domain Entity Description 
Competence. Reason for this is that different CompetenceLevels 
may require different hierarchies. 
CompetenceLevelValue A CompetenceLevelValue entity defines a specific level at which 
competences can be attained or required. Each level has its own 
description and integer value. The set of CompetenceLevelValues 
as specified in the CompetenceMap defines the range of valid 
levels in the map. 
CompetenceMap A CompetenceMap entity is the container entity for all entities 
related to the competence model. It contains all Competence, 
CompetenceProfile and CompetenceLevelValue entities. 
CompetenceProfile A CompetenceProfile represents a job or function and is scoped 
within the context of a CompetenceMap. A CompetenceProfile 
can have zero or more ComptenceProfileLevels associated with 
it. 
CompetenceProfileLevel A CompetenceProfileLevel defines a CompetenceProfile at a 
particular level. The level is expressed as an integer value. A 
CompetenceProfileLevel has a set of CompetenceLevel entities 
associated with it defining the set of competence and their level 
that are required to satisfy the profile.  
Goal The Goal entity defines goals that are defined by users. Goals 
have their own descriptions and have an objective. The objective 
is expressed as a link to another entity. 
LearningPath A LearningPath entity captures a learning path. A learning path is 
expressed through a formalized XML document and its content is 
stored in the xmlData field. Because the LearningPath entity does 
not interprete this XML, it and can be perceived as a neutral 
container. 
PortfolioEntry A PortfolioEntry captures a single event occurring in the system. 
Entries are created per user and the set of all entries of a user 
forms the Portfolio of that user. Furthermore a PortfolioEntry 
resembles a journal entry and for that purpose the data related to 
an event occurs is part of the entry. Using the feature it is 
possible to review the history of a person with respect to certain 
events and entities. The type denotes the kind of event that 
occurred and the value contains the payload of the event. The 
type also determines how that payload should be interpreted. 
 
2.3. Authentication 
Accessing services and entities from the TENCompetence Model require users to identify 
themselves before being allowed to use the services or to create/read/update and delete 
entities. 
 
Within the TENCompetence infrastructure, user authentication is handled by Liferay. This 
means that Liferay will serve as main entry-point for: 
 new user registration 
 user login (authentication) 
 user management (modifying user settings by a user or administrator) 
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Additionally to offer SSO for the different applications, it is possible to use CAS for 
authentication. Liferay authentication will then be redirected to the CAS server which will 
take over the validation of users. When this scenario is used, an additional component needs 
to be deployed which will handle the user synchronization between Liferay users and CAS 
users. 
 
2.4. Authorisation 
Authorisation will be handled by Liferay. Liferay provides authorization on the basis of 
permissions. Permissions are free definable actions and can be defined for a scope. Such a 
scope is either the enterprise (effectively system wide), a community or an individual. 
Therefore the current active scope of a user has to be passed via the Context parameter as was 
discussed earlier on. 
 
Permissions can be set at two distinct levels. The first level operates on actions defined at the 
portlet level. These permissions typically determine what a user can and cannot do within a 
portlet. For example the action CREATE_BLOG_ENTRY would determine whether a user 
has a button allowing the user to create a new blog entry in a blog. The second type of 
permission is set for a resource. Also for resources actions allowed for a resource can be 
defined freely and is not limited to a fixed set. Defining permissions on resources allows 
much more fine grained permissions. TENCompetence uses these types of permissions on its 
resources via the Security Service. 
 
There are some distinct advantages to re-using the Liferay authorization services. First of all it 
is already available and does not need to be developed anymore. Of course some effort is 
needed for integration. Secondly, the user interface provided by Liferay for managing 
permissions can be reused without any changes. Finally, the user is confronted with a 
consistent user experience because setting permission for regular Liferay portlets works 
exactly the same as setting permissions for TENCompetence portlets. 
 
TENCompetence – IST-2005-027087 Page 15 / 62 
 
3. Process view 
 
3.1. Introduction 
This chapter highlights a few aspects of the actual implementation of the system. It starts with 
two different views on the main process: processing service requests. Knowing this flow will 
help in understanding the physical package diagram that follows. The flow and the package 
diagram form a good basis for understanding the TENCompetence server. 
 
3.2. Processing service requests 
Using two different diagrams, a sequence diagram and a collaboration diagram, the main 
process of the system is illustrated. The sequence diagrams focus on the different layers of the 
system by using the layers as its swim lanes. Two typical processes are described below: a get 
request and a create request. 
 
3.2.1. Sequence diagram 
 
Figure 4 depicts a get request sequence diagram. 
 
 
Figure 4 Get request sequence diagram 
 
1 the Portlet sends a get event to a Service in order to fetch an entity.  
1.1 the Security Service is called to check the rights on the entity 
1.1.1 the Security Service checks the permission for this object with the Liferay server 
1.2 the entity is retrieved 
 
Finally the fetched entity is returned to the Service which in turn returns a DTO derived from 
this entity to the Portlet. 
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Figure 5 shows the steps in handling a create request and the involvement of the different 
application layers. 
 
 
Figure 5: Create request sequence diagram 
  
1 the Portlet sends a create event to a Service in order to create a new entity.  
1.1 the Service fetches the parent object containing the new object. For example the 
parent for a competence would be a competence map. The rights set on the parent 
determine the right to create new objects. 
1.2 the Security Service is called to check the rights on the parent object 
1.2.1 the Security Service checks the permission for this object with the Liferay server 
1.3 the new object is created 
1.3.1 a new create event is sent to the MessageQueue 
1.31.1 an update message is sent to all services listening to the MessageQueue 
1.3.1.1.1 the Security Service picks up on the update message and calls Liferay to create a 
new permission entry for the newly created object 
1.3.1.2 the Portfolio Service also picks up on the create event 
1.3.1.2.1 a new portfolio entry is created. This entry can be used to determine who created 
the new entity. Not that creating a new portfolio entry does not raise another 
create event. If it did, the system would get stuck in a loop. 
 
Finally the newly created entity is returned to the Service, which in turn returns a DTO 
derived from this entity to the Portlet. 
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3.2.2. Collaboration diagram 
Figure 6 shows the most important classes of the TENCompetence server and their role. 
 
 
Figure 6: Process service request - collaboration diagram 
 
1 the Portlet sends a fetch request to a particular services. 
2 the Portlet makes an API call to this service. 
3 the Portlet checks the rights for performing the request with the Security 
Service. 
4 the permissions are checked with the Liferay portal server. 
5 the appropriate entities are fetched through a find using a convenience method 
from the DAO classes. Each entity type has its own DAO. 
6 the object is retrieved. 
7 an event is raised which is redirected to the MessageQueue. 
8,9,10,11,12 the MessageQueue informs all registered Services about any changes in the 
system. It is up to these Service to react accordingly. We already saw that the 
Security Service will create an entry in the Liferay permission system after a 
create event. Similar an Indexer will (re) –build an index for certain entities 
when they are created. 
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4. Implementation view 
 
4.1. Package diagram 
Figure 7 shows the package structure of the main TENCompetence server components as it is 
physically implemented in the code.  
 
 
Figure 7: Package diagram 
 
Package Description 
org.tencompetence.common Classes and interfaces defined in this package are 
shared between the service components and the 
portlets, hence the name common.  
org.tencompetence.common.dto Contains the definition of all the DTOs. DTOs 
correspond to the entities defined in the model 
layer. However new types of DTOs can be added as 
convenience structures when needed to avoid 
unnecessary service classes and cluttering of the 
portlet code. 
org.tencompetence.common.identity Contains the identity classes for all entities. An 
identity class is a types wrapper for an entity id. The 
type plus the id make an entity unique. 
org.tencompetence.common.exception Contains all the exceptions that can be thrown by 
the services. 
org.tencompetence.common.context Contains the Context class which is always passed 
as the first parameter to any service call. The 
context class wraps the current Liferay group, the 
user id and the Themedisplay to the services. 
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Package Description 
org.tencompetence.services Contains all available services and the service 
factory of the TENCompetence server. The services 
are responsible for handling any business logic, 
security and (de-) marchalling of the entities and 
their corresponding dtos. 
org.tencompetence.model The model package contains all classes and 
interfaces related with the data model.  
org.tencompetence.model.dao The dao package contains a set of convenience 
classes that allow the easy and efficient creation and 
retrieval of model entities. For each entity type a 
separate dao is available 
org.tencompetence.model.entity Contains all persistent model entities of the server. 
A model entity is defined through JPA annotations. 
org.tencompetence.model.index The index package contains class that process the 
indexing of some entities. Indexing is done to 
provide search possibilities in the system. 
org.tencompetence.servicebus This package effectively contains classes that 
provide a message queue. The ambition is to 
promote this queue into a service bus at some stage, 
hence the package name. 
org.tencompetence.common.util This package contains classes that are shared 
between the model layer and service layer. 
 
 
4.2. Services 
4.2.1. Search service 
The main goal of the search service is to provide an API to client applications for retrieving 
entities (competences, competence profiles etc.) based on specified search criteria (string 
pattern in title or description etc.). 
In the past, filtering of required entities from a list of retrieved objects was performed at the 
client end which is very inefficient for large lists. By providing search functionality in the 
services, it is now possible to perform text based search on the model entities at the server 
level.  
 
4.2.2. Metadata service 
The metadata service provides access to the metadata of all TENCompetence entities. The 
current implementation only stores a limited subset of the Dublin Core Metadata Initiative [7]. 
Furthermore the service returns always all available metadata of an entity in a single metadata 
transfer object. This metadata is considered publicly available, therefore this service does not 
check for any authorization when being called and the information stored in this service is 
always available even though the entity itself is not accessible to the user. 
 
One of the driving forces to make the metadata public is the handling of parent child relations 
in the competence model (for a more detailed explanation see the next section).  
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4.2.3. Competence Model service 
As its name implies, the competence model service provides access to the central part of the 
TENCompetence domain model, the competence model. The major components in this model 
are the competence map, the competence profile (level) and the competence (level). The 
service provides the basic create, read, update and delete methods on all of these entities. 
Before performing any of these actions, the competence model service uses the security 
service to verify if the caller has the correct permissions to allow the action. If the security 
service denies the action, the competence model service throws an AccessDeniedException.  
 
In order to create a clean separation of layers between the client and the services layer, the 
competence model service converts the domain entities to data transfer objects when sending 
them over to the client and vice versa when receiving data transfer objects from the client. A 
major part of any domain model are the relations between the entities in the model. The 
competence domain model is no exception to this rule. When dealing with these relations the 
competence model service has to differentiate between two kinds of relations. If the relation is 
an association relation the service merely filters the list by removing entities for which the 
user has no read permissions. 
 
The other type of relations, aggregation and composition, is more involved. Using this type 
the author expresses which entities belong to each other, for example, which set of 
competence levels define a competence profile level. Consider the case where one or more of 
these competence levels have restricted permissions assigned to them. So a user who is 
allowed to view the competence profile might not have the permission to actually view some 
of the associated competence levels. The user would thus see only a limited subset of the 
competence profile as it was defined by the author. Although this is not a desirable solution, it 
does adhere to the rules of the system. But it becomes worse when the user opening the 
competence profile also has editing permissions on it. Now the user might add one 
competence level to the profile, remove another and save the changed profile to the server. 
The competence model service cannot differentiate between competence levels removed by 
the user from the profile and from levels the user never has seen. So the service saves the 
limited list and actually removes data from the system without anyone knowing or noticing. 
This violates the integrity rules of the infrastructure and is not acceptable. To circumvent this 
problem the public metadata is used. Instead of returning the competence levels (which could 
be prohibited by read permissions on the levels) the service now returns only a list of 
identities to the caller, and the metadata service allows fetching the metadata for all of these 
entities and allows the portlets to use this data to show a meaningful list on the screen. 
 
4.2.4. Security service 
The security service is used to check whether a user has the appropriate permissions to 
perform the basic read, update and delete operations on a TENCompetence entity. As already 
mentioned the TENCompetence infrastructure reuses parts of the Liferay portal environment. 
More in particular, the security service is dependent on the Liferay authorization. This Liferay 
authorization service is centered on a store for authorization information, and provides both a 
user interface component to manipulate these permissions and a mechanism to expose them to 
external software via the PermissionChecker API. The authorization store is an open store, 
meaning it is not limited to maintain permission information only on Liferay entities but it 
also allows external entities like the TENCompetence entities to be added to the store. 
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The Liferay authorization portlet is only able to set the permissions on entities that are already 
added to the authorization store. Likewise the PermissionChecker API can only check 
permissions for entities that already exist in the store. (Actually the PermissionChecker will 
not fail but will always respond with true, access granted.) For this reason the security service 
is responsible for registering newly created entities in the authorization store. To this end the 
service listens to the message queue for creation messages which are sent whenever a new 
TENCompetence entity is created. Once such a message is received, the service adds the 
entity to the authorization store from which point on the Liferay components are available to 
manipulate and query the permission on this entity. 
 
As the user interface for setting the permissions is already provided by Liferay, the security 
service does not re-implement this functionality. The service only provides means for 
querying the Liferay permissions to programmatically check if a user has the required 
permissions to access a particular entity. To check the permissions the service needs access to 
the PermissionChecker API, the handle to this component is passed via the portlet context 
which, together with the id of the user performing the call, is passed in the context parameter 
to each call. It is the responsibility of the caller to make sure a valid portlet context is passed 
to these calls. 
 
As stated before, manipulating the permissions is done via a Liferay component. This is done 
by linking to this component and providing a parameter defining for which entity the 
permissions need to be maintained. It is up to the portlet developers to provide access to this 
Liferay component to enable users to actually set or change the permissions on a specific 
entity by providing a suitable link somewhere in their portlet. 
 
4.2.5. ActivityWrapper service 
The ActivityWrapper service provides access to the ActivityWrapper entities. An 
ActivityWrapper is an entity which wraps an activity. The idea behind this is that the activity 
itself will mostly be located outside the TENCompetence system. 
 
An activity type can be one of the following: 
 URL: the activity is a link to something (can be on the web or in Liferay). 
 Simple: the content from the activity is contained in the wrapperactivity itself. 
 UoL: the activity is a Unit Of Learning defined in a LD engine (i.e. CopperCore). 
 Resource: the activity is a link to a resource on the web or in Fedora. 
 Test: the activity is a (assessment) test. (An assessment test is done by the user to give an 
indication of the level of a certain competencelevel.) 
 LearningPath: the activity is a LearningPath defined in the TENCompetence system. 
 LearningAction: the activity is a LearningAction (which is used in a LearningPath) 
 
4.2.6. Goal service 
The service provides an API for the creation and manipulation of goals. In the 
TENCompetence infrastructure a goal is defined as the ambition of a user to achieve a certain 
objective. Such an objective can be either a competence profile, a competence profile level, a 
competence, a competence level or an activity (via an ActivityWrapper). When people start 
using TENCompetence they might not know what specific objective they aim for. They tend 
to start with a loosely formulated goal before it is formalized as a specific objective. For this 
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reason the objective of a goal may be left unset and the user uses the description to formulate 
the goal in a broader sense. Once they have gathered enough information from the system 
they are able to select a specific objective for their goal. 
 
4.2.7. Learning path service 
The LearningPath service provides access to the LearningPath entity. A LearningPath [8] is 
created by an experienced author to provide a set of activities in a certain order to facilitate 
the user to achieve a specific competence profile level. Learning paths and learning actions 
(i.e. a ‘building block’ in the learning path) can have a more elaborate set of metadata. These 
metadata are stored within the learning path (XML file), which is stored in the database.  
 
4.2.8. Portfolio service 
The portfolio service maintains and provides a single point of access to the portfolio data of 
all users of the TENCompetence infrastructure. The portfolio keeps a record of all artifacts 
created by users, like evidence added to support proof for attaining a competence at a 
particular level, but also keeps track of all actions a user has performed whilst using the 
infrastructure. Typical examples of those actions are creation of a new entity, attaining a level 
for a competence, completing an activity. Not only can this information be used to show a 
kind of a log of the actions a user has performed, it also enables the system to show a history 
of changes to individual entities.  
 
Information is logged to the portfolio service using portfolio entries which store the actions in 
the system. Each portfolio entry consists of a part containing fixed data and a part containing 
variable data depending on the type of action being logged. The fixed data is comprised of the 
date the action is logged, the user performing the action and the id of the entity this portfolio 
entry is about. The second part of the entry, the variable part, consists out of the type of action 
and a value parameter. The type is a string whose interpretation is not defined by the portfolio 
service but by the component responsible for registering the portfolio entry in the first place. 
An example of such a component defined type is “target-level” which indicates the action 
being logged in the portfolio entry is about a user specifying a specific competence level as 
the study target. The value is also a string whose meaning is defined by the component 
declaring the action. In the latter example this value parameter would hold the string 
representation of the competence level identity. To complete the example, the subjectId of this 
entry would point to the competence for which the user has specified the target level. 
 
From all information stored about a user the portfolio is able to retrieve the current status of 
this user. This is done by retrieving the latest relevant portfolio entry about the aspect of a 
user the caller is interested in. So for example when a caller wants to determine the current 
level at which the user has a attained a competence, the portfolio maintained in the course of 
time a set of entries each indicating the change to a new, probably higher, level of the 
competence the user had attained at the moment these entries were logged. By looking at the 
latest portfolio entry of that user, describing details about attaining a competence level, the 
current status of the user regarding that competence is know. As interpreting the meaning of 
these entries is depending on both the type and the value of the entries, this interpretation is 
the responsibility of the caller of the service. The portfolio service merely provides means to 
collect the raw data from the store of portfolio entries. 
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Traditionally also profile information of a user like the name, email address and so forth is 
considered to be part of a portfolio. In the TENCompetence infrastructure however, this 
information is not maintained by the portfolio itself but by a standard Liferay component, the 
user profile portlet. 
 
4.3. Database model 
4.3.1. Introduction 
The TENCompetence domain model describes, among other things, a set of entities and their 
relationships as used within the TENCompetence system. A consequent requirement is that 
the TENCompetence System needs to store these entities. 
 
The first issue concerns the mapping of the domain model’s entities and relationships to a data 
model respecting its needs. There exists, where possible, a direct mapping from the domain 
model to the data model. This means that there should be a data structure for each entity; one 
for a Competence, one for a CompetenceProfile and so on. The same applies for relationships. 
 
The second issue concerns an internal API for creating/reading/updating and deleting these 
entities. This API is a low-level API which can be used by the higher service-layer 
For this we used the DAO-pattern. This means that for every entity, there is a DAO which 
handles some generic functionality to create, read, update and delete an entity or do a list or 
search on multiple entities. 
 
4.3.2. Domain model API and DAO design 
Figure 8 Class diagram of dao shows the global design of the database model layer: 
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Figure 8 Class diagram of dao 
 
In Figure 8 we can find the following components: 
 GenericDAOFactory: This is the main class which should be used to get a JPA 
EntityManager and to create a specific DAO. 
 GenericDAO: This is a generic class which defines functionality which is shared between 
all other DAO’s. Like the CRUD methods on an entity and list and search functionality. 
 CompetenceMapDAO: This DAO handles CompetenceMaps. 
 Not all DAO’s are listed here; the others also follow the same design. 
 
4.3.3. Search Service 
Search functionality is implemented using the Hibernate Search ([9]) library. Since the 
persistence layer is based on Hibernate ([10]), this approach kept additional dependencies to a 
minimum as well as consistency in the internal implementation. Advantages of using 
Hibernate Search libraries includes automatic object/index translation and the management of 
index, synchronization of index with database changes, and optimisation of the index for 
efficient access. 
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Since Hibernate Search utilises Lucene search expressions to perform text based search, a 
brief introduction to the Lucene search language is given here. 
 
Lucene supports fielded data. When performing a search one can either specify a field, or use 
the default field. Search on a field is done by specifying the field name followed by a colon 
":" and then the term to search for. For example, assume that the Lucene index contains two 
fields, title and text, and text is the default field for this entity. In order to find records entitled 
"The Right Way" which contains the text "don't go this way", the Lucene search language 
syntax would be: title: “The Right Way" AND text: go or title: “Do it right" AND right. A 
search expression like title: Do it right will only find "Do" in the title field. It will find "it" 
and "right" in the default field (in this case the text field). 
 
Lucene supports modifying query terms to provide a wide range of searching options like wild 
card searches, range searches, fuzzy searches etc. To perform a single character wild card 
search one can use the "?" symbol and "*" symbol can be used for multiple character wild 
card search. One can also do a fuzzy search using the tilde "~" symbol at the end of a single 
word term. For example to search for a term similar in spelling to "roam" use the fuzzy 
search: roam~ and this could find terms like foam and roams. 
 
It is also possible to perform range based searches to find entities whose field(s) values are 
between the lower and upper bound specified by the range query. Range queries can be 
inclusive or exclusive of the upper and lower bounds. Sorting is done lexicographically. For 
example, the search expression start_time: [20020101 TO 20030101] will find documents 
whose start_time fields have values between 20020101 and 20030101. Inclusive range queries 
are denoted by square brackets. Exclusive range queries are denoted by curly brackets. 
 
Boolean operators can be used to build search expressions. AND, "+", OR, NOT and "-" are 
supported as Boolean operators (Boolean operators must be ALL CAPS). For example to 
search for entities that contain "jakarta apache" and "Apache Lucene" the query could take the 
form: "title: Jakarta apache" AND "title: Apache Lucene". For the full Apache Lucene 
documentation see [12]. 
 
4.3.4. Implementation 
Because Hibernate search uses the Apache Lucene (tm) ([11]) library, the Lucene search 
language can be used to locate and retrieve Hibernate entities. 
 
For the standard JPA entities, search support in TENCompetenceServices is implemented 
with the aid of Hibernate annotations in the entity classes. Searching and indexing non-
standard entities like LearningPath and LearningActions is implemented using the Lucene 
search API. 
 
Another non-standard entity is the “WrapperActivity”, this entity wraps another (internal or 
external) object. And for some internal objects (LearningPath & LearningActivity) it’s 
possible to do a 2nd level search. A 2nd level search means that it’s possible to do a full text 
search on fields on a referenced object. 
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4.3.5. Searchable entities 
The table below shows which entities can be searched using the search service. It also 
describes which entities are indexed using the Lucene annotations and which are manually 
indexed. 
  
Entities Annotation 
Lucene 
Indexing 
Manual 
Lucene 
Indexing 
Default search fields 
 
ActivityWrapper yes - Title, description and content. 
Competence yes - Title, description and type. 
CompetenceLevel yes - Title and description. 
CompetenceMap yes - Title and description. 
CompetenceProfile yes - Title and description. 
CompetenceProfileLevel yes - Title and description. 
Goal yes - Title, description, objectiveId and userId. 
LearningAction yes yes Title, description, language, provider, 
deliverymode, guidance, completion, 
attendancehours, assessment, 
furtherinformation, location, startdate, 
enddate, costs and workload. 
LearningPath yes yes Title, description, language, provider, 
deliverymode, guidance, completion, 
attendancehours, assessment, location, 
startdate, enddate, costs and workload. 
PersonalCompetence yes - Title, description and type. 
PortfolioEntry yes - Title, description, journalDate, subjectId, 
type and userId. 
 
4.3.6. Indexing 
For some entities (LearningPath & LearningAction) we needed custom indexing because the 
content from the LearningPath is saved as an XML string in the database. And just searching 
the XML string as a normal string would not result in the correct result, a custom indexing has 
been introduced to make it possible to index an XML document. 
 
The sequence diagram of Figure 9 shows the flow when a client application (Portlet) adds a 
LearningPath. 
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Figure 9 Add learning path sequence diagram 
 
The sequence diagram of Figure 10 shows the flow when a client application (Portlet) 
searches a LearningPath. 
 
Figure 10 Search sequence diagram 
 
 
The next picture shows more details about the classes involved in the flow. 
TENCompetence – IST-2005-027087 Page 28 / 62 
 
 
Figure 11 Indexing and marchalling class diagram 
 
In Figure 11 we can find the following components: 
 GenericMarshaller: This component has some basic functionality to marshall an object to 
an xml-string. And to unmarshal an xml-string into an object. 
 LPMarshaller : A specific implementation to marshal / unmarshall a LearningPath. 
 IndexServiceUtil : A helper class which provides some basic functionality for indexing 
documents using Lucene. 
 LPIndexService: This component provides functionality to index and search 
LearningPaths. 
 
4.4. ZK Framework 
4.4.1. Introduction 
For the frontend TENCompetence uses the ZK Framework. ZK is an open-source AJAX Web 
application framework, written in Java, that enables creation of rich graphical user interfaces 
for Web applications without manually writing JavaScript and requiring limited programming 
knowledge. Within ZK it is possible to use a mark-up language (ZML) or to use Java classes. 
For the TENCompetence project the decision was made to use Java. Therefore the ZML 
scripting possibilities are not used. The possibilities of Java and ZML are the same. For the 
full ZK documentation see [16]. 
 
4.4.2. ZK and JSR-286 
There are some fundamental problems with the integration of the ZK and JSR 286, the Java 
Portlet Specification v2.0, frameworks. Partly this is due to the relative poor support of AJAX 
in the portlet specification, especially for the JSR 168, the Java Portlet Specification v1.0. 
Partly this is due to the poor adaptations of the ZK framework for this type of environment. 
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An article by Stefan Hepper [13] explains some of these issues in detail. The most relevant 
part for our problem with ZK is captured by the following figures taken from the same article. 
 
Figure 12 Incorrect situation 
  
 
Figure 13: Correct situation 
Figure 12 Incorrect situation depicts the situation of JSR 168 when using AJAX in a portlet. 
The JSR 168 specification didn't provide any means to make the AJAX part of the life-cycle 
of the portlet. Therefore the AJAX call is made directly to a servlet, in effect bypassing the 
portal. As a consequence the state of the portlet is unknown, security is bypassed and session 
timeouts may occur unexpectedly. 
 
Luckily the JSR 286 specification provides a solution, as shown in Figure 13: Correct 
situation. A resource URL is added that allows AJAX calls to be under control of the portal. 
Unfortunately ZK does not provide any JSR 286 compliant portlet code. 
 
Therefore we decided to modify the ZK framework in order to make it compliant with the 
JSR 286 standard. Core of our approach is to redirect the standard AJAX calls towards the 
resource URL of the portlet. Although this approach is fairly simple as a concept, it proves 
much more difficult in practice. The first problem to be solved was replacing the AJAX URL 
pointing to the servlet with an URL directed at the portlet. We achieved this by adding a filter 
to the output of the ZUL interpreter. ZUL is the default extension for ZK-webpages, the 
interpreter generates the HTML output based on this zul file. For this purpose we extended 
the DHTMLLayout portlet, which is provided as a reference portlet implementation for ZK 
(the JSR 168 compliant one). The filter was implemented by a PortletResponseWrapper class 
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which replaces any reference to ZK’s AJAX engine with our own portlet resource URL. 
 
So far, no changes were required in the ZK framework. However, the format of the portlet 
resource URL forced us to modify a part of the JScript library of ZK. More specifically, we 
had to modify a function that generates the URL for the AJAX call. The modified version is 
capable of generating a valid portlet resource URL on the basis of the data passed by our 
portlet response filter. In order to apply our solution, a modified “zk.jar” incorporating these 
changes replaces the original “zk.jar” library. ZK has three kind of packages: the Standard 
Edition (minimal set of libraries ), Professional Edition (including the Standard Edition, 
JFreeChart, captcha and layout components) and the Enterprise Edition (including the 
Professional Edition, the performance version of ZUL and versatile plug-ins). Note that the 
different ZK packages each have their own “zk.jar”, which means that the same patch had to 
be applied for all versions. 
 
We enhanced the DHTMLLayout portlet so it now can use the portlet mode to find a 
corresponding “.ZUL” file. This mapping must be defined in the portlet.xml file and looks 
something like this: 
 
<init-param> 
<name>zk.edit</name> 
<value>/index.zul</value> 
</init-param> 
 
This entry defines that the index.zul page will be loaded when the portlet is in edit mode. The 
zk_page parameter provided by the original DHTMLLayout is still supported and can be used 
to set the default ZUL file associated with the portlet. 
 
Our solution can be downloaded from the TENCompetence Sourceforge site: 
http://tencompetence.cvs.sourceforge.net/viewvc/tencompetence/liferay/org.tencompetence.p
ortlet/ 
 
We use this solution as root class for all portlets in the TENCompetence infrastructure in 
combination with the Liferay portal. However our approach should be generic enough to be 
applied in other JSR 286 compliant portals. For the full JSR 168/286 documentation see [1] 
and [2]. 
 
4.4.3. Internationalization 
ZK provides a tld (Tag Library Descriptor ) file to support creating zul files. A tld is used to 
define custom tags which can be used in the ZUL file. One of the functions is to load the 
chosen language files. Because we have multiple portlets and we wanted to prevent to have 
more than one set of language files we created a custom utility class to load the set of 
language files from one place. So we needed to change the tld file to call our own function. If 
we wouldn’t have changed the tld every portlet would have his own set of language files. 
When a description in a language file changes, you must change this description in every 
language file in all portlets. With this utility you only have to change the description at one 
location. 
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4.4.4. Common utilities 
Because there are functions which are used in several portlets, we created utility projects to 
provide the portlets with standard components, internationalization facilities, etc. 
Portlet utilities 
Can be found inside the Liferay folder: org.tencompetence.portlet.utils 
This project contains the following packages: 
 Components: custom components e.g. a RatingComponent. 
 Constants: enumerations used by the Frontend. 
 Utils: several generic utility classes e.g. Labels. 
Image utils 
Can be found inside the Liferay folder: org.tencompetence.portlet.utils.images  
This project contains images shared between portlets and an ImageFunctions class to get the 
shared images. 
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5. Deployment view 
 
5.1. Introduction 
This chapter describes the deployment of the integrated system. A clear distinction will be 
made between the current environment located, setup and maintained in Sofia (in this 
document this server will be called CUR), and the future environment located in the Amazon 
EC2 cloud and setup and maintained by OUNL (called DEV). 
 
5.2. Current deployment view (CUR) 
The nodes required to run the full functionality of TENCompetence are depicted in Figure 14. 
The figure shows two layers. The first layer represents the client software. In the case of the 
diagram these are ReCourse (a rich client application), the previous version of the PCM client 
and browser to access the web version of the PDP. The rich clients can be deployed on a 
computer running either Microsoft Windows, Linux or Mac OS/X.  
 
The second layer consists of server nodes. The first node is the TENCompetence Server. This 
server hosts a Tomcat servlet container. Tomcat runs the discovery service containing a list of 
discoverable TENCompetence server deployments and the core components of the 
TENCompetence server implementation. The discovery server may be omitted or 
alternatively be installed on a separate application server. An instance of OpenFire must be 
installed to provide chat functionality to the connected clients (this could also be installed on 
another machine). A MySQL database management system is hosted for data storage (this 
could also be installed on another machine). This database is used by Tomcat and OpenFire 
for storing and retrieving the authorization information. Furthermore the 
TENCompetenceServer uses the database for its persistence. An Apache webserver is used as 
PHP container for hosting the PHP applications.  
 
Additionally a CopperCore Server can be installed next to the TENCompetence servers. The 
CopperCore Server hosts a JBoss EJB container on which the SLeD frontend provides access 
to the TENCompetence version of the CopperCore IMS Learning Design engine ([14]). This 
CopperCore version is created by Work Package 6. 
 
To support the PDP tool, Apache Roller Error! Reference source not found. has been added 
to the infrastructure. Roller is implemented through Java servlets and can therefore be 
deployed on the Tomcat application server, which is part of the TENCompetence 
infrastructure. Figure 14 shows the UML implementation diagram of the TENCompetence 
infrastructure. 
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Figure 14 TENCompetence Deployment diagram CUR 
 
5.3. Development deployment view (DEV) 
The nodes required to run the partial functionality of TENCompetence are depicted in Figure 
15 TENCompetence Deployment diagram DEV. The figure shows two layers. The first layer 
represents the client software. In the case of the diagram these are ReCourse (a rich client 
application) and a web-browser to access all new functionality. 
The rich clients can be deployed on a computer running either Microsoft Windows, Linux or 
Mac OS/X. 
 
The second layer consists of server nodes. The first node is the Liferay Server. This server 
hosts a JBOSS / Tomcat / portlet container.  
 
JBOSS runs the Liferay application. Inside this Liferay application, a portlet containter is 
running which serves several portlets. Some portlets are supplied with Liferay, other portlets 
are created especially for the TENCompetence project. 
 
The TENCompetence portlets connect to a service-layer (to get access to the new domain 
model) which runs inside JBOSS.  
 
A MySQL database management system is hosted for data storage from TENCompetence 
entities (this could also be installed on another machine). In case CAS is used to comply to 
the SSO requirement, a copy from the Liferay user credentials are also stored in this database. 
Additionally a CopperCore Server can be installed next to the TENCompetence servers. The 
CopperCore Server hosts a JBoss EJB container on which the SLeD frontend provides access 
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to the TENCompetence version of the CopperCore IMS Learning Design engine ([14]). This 
CopperCore version is created by Work Package 6. 
 
 
Figure 15 TENCompetence Deployment diagram DEV 
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6. Developer Guidelines 
 
6.1. Introduction 
Purpose of this chapter is to explain how the development process is implemented. 
 
6.2. The Use of a CVS Repository in the TENCompetence Project  
6.2.1. Background 
The TENCompetence development process works in an open manner, utilising an Open 
Source licensing model and attempting to maintain transparency at all levels. One means to 
accomplish this transparency is to ensure that all code, documentation and development 
artefacts are available in a Concurrent Versions System (CVS) Repository. 
6.2.2. CVS and SourceForge 
The TENCompetence project uses SourceForge for its CVS repository. This is a free service 
that provides hosting for Open Source projects and provides additional services such as issue 
tracking, forums, project presence, CVS and Subversion Repositories. 
6.2.3. Access rights and user permissions 
We have allocated key project staff as CVS administrators and assigned developers with CVS 
developer status. By default, CVS access is read only, and this includes public anonymous 
access. However, developers are granted write access on a per-module basis. In order for a 
developer to be granted write access to files in a module or modules, the following steps have 
to be taken: 
 
1. The aspiring developer has to register at SourceForge with a user name. 
2. A SourceForge administrator has to add the user as a developer to the SourceForge project 
admin page. 
3. A SourceForge administrator has to edit the avail file to include the user name and 
module name(s) required for read/write access. 
 
Full documentation for editing the avail file is available at the SourceForge website. 
6.2.4. Integration with Eclipse 
The development IDE and target platform chosen for the project is Eclipse. The Eclipse IDE 
workbench ships with a built in CVS client which is fully integrated into the Java 
development process. This makes it extremely convenient for developers to synchronize their 
workspace with the CVS repository and to monitor history, annotations and file comparisons 
within the IDE. Thus, no other CVS client is needed to perform all common CVS tasks. 
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6.2.5. Repository details 
The SourceForge CVS connection details are as follows: 
Web Page: http://sourceforge.net/cvs/?group_id=159487 
Host location: tencompetence.cvs.sourceforge.net 
Repository Path: /cvsroot/tencompetence 
 
For an anonymous user: 
Connection type: pserver 
Public User Name: anonymous 
 
For a contributing code developer 
Connection type: extssh 
Public User Name: <user_name_sourceforge> 
6.2.6. Modules and folder structure 
All code is deposited under the “HEAD” CVS location. WP3 code is placed at the top level 
under HEAD/liferay, while other Work Package code is placed in appropriately named 
subfolders (“wp6”, “wp7”, “wp8”, and so on). 
 
The naming convention for a code module for the TENCompetence client application is the 
project namespace (org.tencompetence) followed by the module name, as follows: 
org.tencompetence.modulename 
 
Where “modulename” is an appropriate name of the module. For example, 
org.tencompetence.client 
 
As an example, if one had a module named org.tencompetence.myproject that came under 
the remit of WP5 then a developer using Eclipse would perform the following steps:  
1. Right-click on the Project in the Package Explorer in Eclipse 
2. Choose Team->Share Project... 
3. Select the tencompetence Repository 
4. Choose "Use specified module name" which would be wp5/org.tencompetence.myproject 
6.2.7. Other considerations when using folders 
The "bin" folder and any folders that contain compiled code files (*.class files for Java) 
should be excluded from the CVS, as it should only contain source files and binary library 
files. 
 
3rd party libraries can be uploaded to CVS (together with their licences) provided that a 
version number is used as part of their file name or set in the Eclipse manifest if it is delivered 
as a “wrapped” Eclipse plug-in. Versions of popular libraries can vary enormously. JDOM 1.0 
is very different to JDOM 0.9, for example. Name the file jdom-1.0.jar, not jdom.jar. 
 
Note that modules cannot be deleted permanently by users. For this to happen a formal 
request has to be submitted to the SourceForge technical support team by a project 
administrator. This process can take a few days to complete. 
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6.2.8. House rules 
In order to maintain good housekeeping for using the CVS repository in the project the 
following rules have been put in place: 
1. Committed code should at all times be able to be compiled.  
2. Committed code should at all times be able to be run. 
3. Developers should check out the latest code from CVS before committing their own 
changes. 
4. Any code conflicts should be resolved between developers preferably informally, but 
failing that via a project co-ordinator. 
5. Folders (a.k.a "modules") should not be created under CVSROOT but only directly under 
HEAD. See above for more details as to folder structure. 
6. Module naming conventions should be followed, see above. 
7. Compiled class files and the compiled output folder (usually “bin”) should not be added to 
the CVS. Only source files and libraries can be uploaded. 
8. Library files should be named according to their version and/or the Eclipse manifest 
version number set accordingly. 
6.2.9. Component owners 
Each component or other coherent piece of software in the TENCompetence system will be 
assigned a Component Owner. The Component Owner is the organisation that created it. 
When a component requires changes from a non-Component Owner, any changes should be 
discussed with the Component Owner first. The Component Owner decides how to handle 
changes. For example, a developer working on a QTI tool that requires changes to the central 
data API, would have to contact Harrie Martens or Hubert Vogten at OUNL. Depending on 
the required changes Harrie or Hubert could either  
 update the central data API, or 
 allow the developer to make the changes herself, or 
 allow the developer to submit a patch file. 
 
6.3. Coding conventions and guidelines 
Note - the following are modelled on the Eclipse / Sun coding conventions and guidelines. 
6.3.1. Naming conventions 
Classes and Interfaces 
Class names should be nouns, in mixed case with the first letter of each internal word 
capitalized. Try to keep the class names simple and descriptive. Use whole words – avoid 
acronyms and abbreviations (unless the abbreviation is much more widely used than the long 
form, such as URL or HTML). 
 
Examples: 
 class Raster; 
 class ImageSprite; 
 
Interface names should be capitalized like class names. For interface names, we follow the 
"I"-for-interface convention: all interface names are prefixed with an "I". For example, 
"IWorkspace" or "IIndex". This convention aids code readability by making interface names 
more readily recognizable. 
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Additional rules: 
The names of exception classes (subclasses of Exception) should follow the common practice 
of ending in "Exception". 
Methods 
Methods should be verbs, in mixed case with the first letter lowercase, with the first letter of 
each internal word capitalized. 
 
Examples: 
 
• run(); 
• runFast(); 
• getBackground(); 
 
Additional rules: 
The naming of methods should follow common practice for naming getters (getX()), setters 
(setX()), and predicates (isX(), hasX()). 
Variables 
Instance, static, and class constants are in mixed case with a lowercase first letter. Internal 
words start with capital letters. Variable names should not start with dollar sign $ characters. 
Variable names should be short yet meaningful. The choice of a variable name should be 
mnemonic - that is, designed to indicate to the casual observer the intent of its use. 
Onecharacter variable names should be avoided except for temporary "throwaway" variables. 
Common names for temporary variables are i, j, k, m, and n for integers; c, d, and e for 
characters. 
 
Examples: 
 
 int i; 
 char c; 
 float myWidth; 
Constants 
 
The names of class constants and of ANSI constants should be all uppercase with words 
separated by underscores ("_"). 
 
Examples: 
• static final int MIN_WIDTH = 4; 
• static final int MAX_WIDTH = 999; 
• static final int GET_THE_CPU = 1; 
Fields 
Class global Field variables should start with the prefix “f”. 
Examples: 
• private String fName; 
• protected int fCount = 1; 
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6.4. Unit testing and JUnit 
All code should be covered by unit tests developed using JUnit version 4.x using annotations 
for the tests. Code should not be checked if one of the unit tests fails. It is recommended to 
have a global unit test incorporating all unit tests of a project for convenience or an equivalent 
script. Furthermore it is recommended to run all unit tests after updating a project from CVS. 
Unit test should have their own separate source folders in the project. This helps 
distinguishing the unit tests from the actual code and makes the building of libraries easier. 
 
6.5. Issues and releases managed by Trac 
6.5.1. Background 
In WP3 issues and releases are managed by Trac, for the full documentation of Trac see [5]. 
Trac is an enhanced wiki and issue tracking system for software development projects. Trac 
uses a minimalistic approach to web-based software project management. Tickets are a 
portion of work, a reported defect or a request for change. Every two weeks a new release will 
be published in which a set of tickets will be resolved and/or delivered. 
 
6.5.2. Using Trac 
Our Trac installation can be found at http://tst.tencompetence.org:81/trac  
Developers can request an account by emailing hubert.vogten@ou.nl, there is also an account 
available for visitors: 
Username:  visitor 
Password: tencompetence 
 
New issues should be posted in Trac, after this post the issues will be assigned to a release. 
Posting issues is restricted to registered users (the visitor account doesn’t have this right). 
 
6.6. Development Environment 
6.6.1. Background 
This section gives a brief outline of the tools used in the general development environment. 
The libraries used for the project are subjected to change. So the necessary libraries will be 
included in CVS for the corresponding projects. 
6.6.2. Software needed 
Needed software: 
 Java 6 (v1.6.x) is to be used as the SDK. 
At the time of writing Eclipse version 3.4.2 is used as main tooling for the development 
environment.  
 ZK studio plug-in for Eclipse: http://www.zkoss.org/smalltalks/zkstudioins/installE34.dsp 
 Liferay: liferay-portal-jboss-tomcat-5.0.0-5.2.3  
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6.6.3. Quick start developing ZK portlets 
The easiest way to develop a portlet useable within Liferay is starting with the template 
project in CVS. This project can be found in the Liferay folder 
org.tencompetence.portlet.templateportlet (see Figure 16 Template project).  
 
This project contains an empty skeleton to create ZK portlets, with the correct changed zk-
libraries. After checking out this project you should disconnect the project from CVS and 
rename the project to any self-chosen name. 
 
The newly created project is now ready to go. A developer can start creating ZK’s zul files 
and connect it with Java classes. Furthermore a new developer can use another already 
developed portlet as a reference. 
 
 
Figure 16 Template project 
 
For convenience there is a general project that contains several utility classes: 
org.tencompetence.portlet.utils. The project contains some general components used 
in more than one portlet. This project also contains utility classes e.g. Labels.java to make 
translations easier, MenuUtils.java to create default editing menus etc. 
 
Another project facilitates the loading of generic images used in several portlets: 
org.tencompetence.portlet.utils.images 
 
For more information about the utilities see 4.4. 
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8. Appendix: Domain Model (version 1.1) 
 
Version 1.1 of the domain model has been created by WP2, but hasn’t been published as part 
of a deliverable. Therefore, this document contains it as an appendix. The previous version 
(version 1.0) of the domain model was published as part of D3.1 - Architecture Design 
Document, which is available at http://hdl.handle.net/1820/882.  
 
 
The TENCompetence Domain Model 
Version 1.1 
 
Change History: 
* Name of class job/function is changed to 'competence profile' 
* Name of class job/function level is changed to 'competence profile level' 
* Name of class Competence Development Programme is changed to 'Personal Development Plan' 
Reasons for these three changes: update because of renaming in current software tools. 
* Competence can contain zero or more subcompetences. Reason: needed to model trans/ 
metacompetences. 
 
This document contains the 1.1 release of the TENCompetence Domain model. It is 
expressed as an UML class diagram and a vocabulary defining each concept (class) 
in the model. The Domain Model serves several functions in the project: 
a) to define the scope of the project, including the scope for the use cases, 
b) to define the vocabulary used, 
c) to define the relationship between the concepts used, 
d) to define the overall conceptual architecture, 
e) to provide a technological theory for the project that must be tested in the pilots, 
f) to provide a starting point for the design of other models, like the data model and 
services, 
g) to define the minimal functional components that must be present in the 
TENCompetence infrastructure. 
 
The TENCompetence System that we are developing must meet at least 7 core 
functional requirements according to the project plan: 
1. Support for new, promising, innovative pedagogical and organisational approaches for lifelong 
competence development that use the possibilities of new technologies available. This includes 
an integration of formal and informal learning. 
2. Help learners to get an overview of all the possible formal and informal knowledge resources, 
units of learning, programmes and learning networks that are available, and to identify the most 
appropriate for their needs and background. 
3. Stimulate the proactive sharing of knowledge resources. 
4. Provide support for competence assessment, including the assessment of the competences of 
applicants, employees and learners who have studied and worked in a variety of formal and 
informal settings. 
5. Provide effective and efficient support for users during the performance of the various tasks in 
various roles (learner, teacher, assessor, etc.). 
6. Provides support for decentralized, selforganized and empowered management. 
7. Integrates four different types of models and tools used for competence development, i.e. tools 
and models for 
a. knowledge sharing & management, 
b. the creation & use of learning activities and units of learning, 
c. creation & use of formal and informal personal development plans for lifelong learning and 
d. creation and use of learning networks & learning communities for lifelong learning. 
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The model is a further elaboration of the initial domain model that was specified in the 
project plan. It includes more details than the original version and it concentrates on 
the aspects of the system that will be represented in the TENCompetence System to 
fulfill the 7 requirements. 
 
All primary use cases are connected to the 'goal' class in the Domain Model. In the 
current description a lifelong learner can use the system to get support for the 
attainment of the following goals: 
1. I want to keep up to date within my existing function or job 
2. I want to study for a new function or job or improve my current job level 
3. I want to reflect on my current competences to look which functions and jobs are 
within my reach or to help me define new learning goals 
4. I want to improve my proficiency level of a specific competence 
5. Want some support on a nontrivial learning problem 
6. Want to explore the possibilities in a new field (learning network) to help define 
new learning goals 
 
The model was drawn with the UML tool 'MagicDraw' version 15.5. The 
documentation in this document is a copy of the documentation in the MagicDraw 
document. 
 
The most recent version of the Domain Model can be found at 
http://hdl.handle.net/1820/649  
 
More information about TENCompetence at: www.tencompetence.org 
Please provide comments to the author: rob.koper@ou.nl 
 
The class diagrams 
The domain model consists of three diagrams: 
a) The core domain model (figure 1). These concepts are also explained in the 
vocabulary. 
b) The rating mechanism that is available on all classes (figure 2). 
c) Some packages that should be explored for future integration conform the project 
plan (figure 3). 
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Figure 1. The Core Domain Model 
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Figure 2. Rating 
 
 
 
 
Figure 3. Packages with functionality to be elaborated in future releases 
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The vocabulary 
 
Class name Documentation 
action When a certain event occurs (eg the actor wants to solve a 
problem), the actor searches for an adequate action to perform. 
The selected action plan can be any of three types: 
1. A single activity (synonym: task) 
2. A unit of learning 
3. A personal development plan 
 
The (optional) objectives of an action are defined in terms of 
proficiency levels of competences or in terms of the level of a 
specific competence profile. When the action is completed one 
can infere automatically that the competence is mastered. 
Sometimes a certificate can proof this accomplishment (part of 
the competence assessment). 
 
Prerequisites can be defined in two ways: 
a. By pointing to one or more other actions that are expected 
to be completed before this action can be performed. 
b. By pointing to competences that have to be mastered before 
the action can be done. 
 
This depends on the situation. In formal, designed learning 
networks the competence links would be the best solution. In 
infomal learning the competence definitions could be absent, so 
a link to an action is needed. 
 
Actions can have time constraints, eg. a course runs from 
September until December. This can be modeled with the 
optional attributes starttime and endtime. 
 
Actions can be blogs (or automatically logged in case of PDP 
tracks) of the activities, units of learning or PDPs that an actor 
has performed. In that case the action should be tagged as 
´blogged´ with the appropriate attribute. 
activity Activities are descriptions of an action that an actor has to 
perform (or has performed) to meet some objectives, given 
some prerequisites. Activities (synonym: tasks) contain an 
activity description to tell an actor what actions to perform. It 
also points to the resources and services that are needed to 
perform the activity. 
 
There are different types of activities: 
a. Learning Activities 
b. Support Activities (tutoring, support students, etc.) 
c. Assessment activities 
 
Activities can be completed in different ways: 
a. For assessment activities: when the test is done. (e.g. all 
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test items are answered and a score is calculated). 
b. For single learning & support activities: when the actor 
indicates that he has completed the activity 
c. For activities embedded in a Unit of Learning more complex, 
property/test based completion criteria can be set. 
d. Learning activities that are blogs of the activities that an 
actor has performed are always completed (per definition). 
actor An actor is a person, a team of persons or a formal or informal 
organization. In our first implementations we focus on 
individuals as actors. 
 
An actor can have various roles in the learning network that can 
change according to the policies, but in principle each actor can 
have the right to perform any task in the system. This means 
that a person can have the role of learner and of teacher or 
assessor. 
 
The major roles for an actor are: 
 learner 
 support 
 provider (eg teacher, tutor, mentor, peer tutor, etc.) 
 assessor 
 author 
 
Learners have goals (eg. want to improve a competence). After 
selection of a specific action, they perform the action. When 
there is no adequate action available they can make the goal 
´pending´. Other actors (in the role of author) can provide an 
adequate action. 
 
Support providers will answer questions that learners have 
posted for other actors to answer. 
 
An assessor can be involved in the competence assessment, an 
assessment activity or the unit of assessment. 
 
Authors edit the learning network, the actions within the 
network, the competence map, the topics and the knowledge 
resources. 
assessment activity This type of activity represents classical tests (formative and 
summative). 
 
Examples are: 
 Multiple choice tests to test whether you master certain 
principles drill and practice tests to train certain skills 
 Intake questionnaires to assess personal preferences for 
 personalization purposes. 
 
In this case the assessment activity can contain one or more 
test items, including the mechanism to score the test (only 
TENCompetence – IST-2005-027087 Page 48 / 62 
 
straightforward scores like percentage good answers; more 
complicated schema's can be applied in the unit of 
assessment). 
 
The assessment activities can export to and from IMS QTI. 
 
Note: other kind of stimuli or tasks that are used in the context 
of a unit of assessment, e.g. the task to deal with incoming mail 
in an assessment center can be 
assessment result This class represents the assessment results. There are many 
types of assessments, the classical assessments activities end 
up in a score. 
assessment spec A new testing/assessment spec will be developed in 
TENCompetence. The position at the moment about this is the 
following: 
a. The QTI will be used to model classical test items (MC, 
short answer, etc.). In the domain model these are mainly 
parts of the test activities (although also nonQTI test 
activities exist!). 
b. The more advanced, newer forms of assessment like peer 
assessment, performance assessment, 360 degree 
feedback, adaptive testing, etc. are in principle workflows in 
which classical test items do not play a major role (probably 
even non at all). The hypothesis is that these types of tests 
can be modelled using IMS Learning Design. 
 
The assessment spec so will probably be a reference model 
and a standards profile on a set of standard (mainly QTI and 
LD). 
common 
competence 
interoperability 
framework 
This is a Common Framework for Competences that has to be 
defined by CEN/ISSS, IEEE and others. TENCompetence can 
provide valuable input to this process, but the standardisation 
activities itself are not part of the scope of the project (is also 
impossible because the project is not a standardisation 
organisation). 
 
The Common Framework should build on the current specs 
from HRXML format and IEEE RCDEO. 
 
Note: the syntax of the competence format is similar to the 
competency formats used in the open standards. The field 
EVIDENCE can be filled with the evidence that is stored in the 
competence assessment (typical these are ´results´). 
communication & 
collaboration 
facilities 
Actions contain/use communication & collaborative facilities 
(´services´) like: 
 chats 
 wikis 
 forums 
 VOIP 
 Shared white boards 
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 Etc. 
 
In principle it should be possible to connect to any open service 
offered at the internet. We will provide some basic support for 
the most basic collaborative services needed (chats, wikis, 
forums, VOIP through skype). 
competence A competence is defined as the ability (´disposition´) of an actor 
to act effectively and efficiently upon the events in an ecological 
niche (an occupation, a hobby, a market, a sport, etc.). In short: 
the ability to perform effectively in a situation. 
 
Competence is an underlying characteristic (a latent variable or 
a trait) that cannot be measured directly: competence is 
estimated from the results of the actions (performance). 
The basic challenge in competence modelling is to keep it as 
simple as possible: it is possible to have very advanced and 
detailed views on competences. We will try to start with the 
simplest model as possible (to stimulate ease of use for 
endusers) and depending on validation excersises we will refine 
the model when there is an absolute and direct need. 
 
A competence is structured very simple as: 
a. a name 
b. a worldwide unique ID 
c. a competence description (free text) 
d. a creator (the actor who has specified the competence) 
e. a competencetype. 
 
This is a free text attribute to define the type of 
competence. Examples are: 
cognitive competence, transversal competence, functional 
competence, etc. Another example: Knowledge, Skill, Ability, 
Tasks, etc. 
 
These attributes can be used to present the competences to the 
user in a structured way. 
 
A competence must have at least one or more proficiency 
levels. 
 
The ´description´ attribute describes the competence in general, 
independent of the proficiency levels (e.g. the ´psychological 
intervention competence´. 
 
The ´owner´ attribute can be used to specify in which job 
context the competence profile level requirements are defined. 
E.g. the job ´UHD 1/Associate Professor´ at Dutch universities is 
defined by the VSNU: the association for universities in the 
Netherlands. 
 
TENCompetence – IST-2005-027087 Page 50 / 62 
 
competence 
assessment 
Competence assessment is the process in which the proficiency 
levels of the competences of an actor are estimated, given the 
historical results of his/her actions. 
 
In this process the results of the actions of an actor (the 
´performances´) are interpreted to estimate the proficiency level 
of each competence and to apply the competence profile level 
accomplishment rules to determine whether a person meets the 
criteria for a function or job. 
 
There are different phases in assessment: 
a. Identifying the competences (given certain competence 
profile) that have to be estimated. 
b. Gathering evidence (eg by using tests, by asking diploma´s, 
etc.) for the competences 
c. Making the decision on the proficiency levels an actor has 
acquired 
d. Making an decision whether a person complies to the 
requirements of the different competence profile levels to 
determain at which role level he/she functions. 
 
The role of assessor can be fulfilled by any actor (also the 
person himself, eg selfassessment) dependent on how formal 
the assessment must be. Methods of assessment can vary from 
adaptive testing, 360 degree feedback, performance 
assessment, peer assessment, portfolio assessment. A special 
case is the situation in which an action has a competence level 
as its objective. In that case, completing the action automatically 
will set the proficiency level. 
 
Example of estimation of proficiency levels: 
For instance when a person has succesfully written a scientific 
article in an English journal (as the result of an action), and the 
competence map contains the competences for the domain 
Psychology, role Researcher (role/job level: postdoc): 
Be able to write an academic publication (target proficiency level 
= 2) 
Be able to write in English (target level = 2) 
Be able to present a publication at a scientific conference (target 
level = 2) 
Then the assessment determines the estimated proficiency 
levels of all these competences, based on the results of actions 
(the positioning services has created the first estimates of these 
values when available, default these levels have the value 
zero). So based on a competence assessment procedure the 
estimated values for the person may be the following: 
Be able to write an academic publication (level=2) 
Be able to write in English (level=1) 
Be able to present a publication at a scientific conference 
(level=0) 
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Then the competence profile accomplisment rules can be 
applied to determine whether the person meets the criteria for 
any of the defined competence profile levels. 
 
The competence assessment can have different forms: 
a. When an actor has registered a set of results in his portfolio 
(acquired in different learning networks), the competence 
assessment has to map these activities to estimate the 
proficiency levels of the competences in one of the 
competence maps in the current learning network. The 
results provide the evidence/proof for the latent 
competence. This is a process that contains human activity. 
The process to estimate the proficiency levels at a given 
competence map is called ´positioning´. 
b. When an actor has performed a designed action (´closed 
world´ situation) that has as its objective a proficiency level 
that is defined in the competence map of the learning 
network, then the assessment confirms that the competence 
is mastered at a certain level. When the actor previously had 
a level that was lower than the level of the objective, the 
level can be increased automatically. 
c. When there is a learning network with many actions, but 
with no competence map defined, there is no competence 
assessment function. 
 
In this situation we can try to derive a competence map by 
clustering the types of actions into groups (e.g. by using LSA 
type of techniques). 
 
Rule for hierarchical competences 
When a competence contains a competence to represent a 
hierarchy, the rule is as follows: The levels of all the 
subcompetences must be attained at least at the specified 
target level in order to conclude that the parent has been 
attained at the specified level.  
 
Example: 
Competence A with target level = 3; subcompetences: 
A1 (target level = 1) 
A2 (target level = 2) 
 
When a person has A1 at least at level 1 and A2 at least at level 
2, then it can be concluded that competence A has level 3.  
 
Note: this doesn´t exclude the possibility that there is a direct 
assessment of competence A without measuring A1 and A2 
first. In that case the levels for A1 and A2 are estimated as 
having their target levels. 
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Rule for competence profile accomplishment 
The rule for the accomplishment of the requirements set for a 
function/role are similar to the rule mentioned above. 
 
The requirements for a competence profile level are met by an 
actor when the following (simple rule) is met: 
An actor meets the requirements for the function/role level when 
he has attained a valid proficiency level for all the competences 
that are specified in the function/role level that is equal or higher 
than the specified targetproficiency levels. 
 
Eg: 
Job level X requires: 
 Competence A at level 3 
 Competence B at level 2 
 Competence C at level 0 (not required for this role) 
 
Person has the following valid competences: 
 Competence A at level 4 
 Competence B at level 2 
 Competence C at level 4 
 
In this situation, applying the rule above, the requirements for 
the Job level are met. 
 
Notice that the rules can be more difficult in future 
implementations. 
 
Eg when it is allowed for a competence profile to have some 
compensating activities (eg in the above example: when the 
person has A=2 he doesn’t meet the requirement, but C=4 can 
compensate for this. For the time being we apply the simple 
model. 
competence 
assessment result 
A special kind of assessment result is the result of a 
competence assessment. This class represents the proficiency 
levels that a specific actor has attained after completion of a 
competence assessment. It contains at least: 
a. The proficiency level on a competence that an actor has 
attained. 
b. The date that the proficiency level was attained. 
c. The assessor who has made the final decision about the 
proficiency level of the competence (eg the actor self or a 
testing agency, a university, etc.). 
d. The validity of the assessment procedure used (optional); 
this is expressed as a percentage. 
e. The reliability of the assessment procedure used (optional); 
this is expressed as a percentage. 
f. Reference to the assessment procedure (optional). This is a 
url to a description of the assessment procedure. 
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This can also be used to set the change rights on the result. 
personal 
development plan 
(PDP) 
A Personal Development Plan (PDP; synonyms: competence 
development plan, route, learning path, curriculum, programme) 
is an ordered set of activities and units of learning that have to 
be (or are) followed to attain a certain proficiency level or the 
requirements for a certain competence profile. E.g. the courses 
and sequence of the courses to be followed in order to get a 
masters programme in psychology. 
 
Personal Development Plans can be designed (e.g. a masters 
programme at a university) or shared tracks (a person with a 
successfull track shares this with other persons. These shared 
tracks are mostly single linear pathways). 
 
PDPs can have zero or more proficiency levels of competences 
as its objective OR can have zero or more competence profile 
levels as its objective. Designed PDPs have probably a 
competence profile level as its objective (e.g. a personal 
development plan to become a master in psychology). PDPs 
can be defined on a time schedule. 
competence map A competence map contains a structured way to represent 
competences, competence levels and the functions/jobs. A 
competence map has an owner (eg the OUNL, University of 
Amsterdam, UPF, Bolton or a consortium, a standards 
organisation). 
 
Theoretically a learning network can have zero or more 
competence maps and competence maps can be nested to 
model a competence map for each subdomains in the domain. 
The same actions in the network can be connected to 
competences in multiple maps. E.g. in a network there is a map 
from the OUNL (=specified using the creator attribute), but at 
the same time, there is a map of Sofia University. The mapping 
can be different, but the underlying actions can be 
shared. 
 
To simplify the first implementations (and also the user 
experience) we have restricted this functionality in the sense 
that only one competence map may be present in a learning 
network. When multiple maps are needed we can model this for 
the time being using the function/role in domain concept. Eg in 
the digital cinema pilot UPF can have the role ´UPF operator´ 
and Unv. of Sofia the role of ´UniSofia operator´ each with 
different competences defined. 
 
Example Competence Map 
LN: Domain:=Medical Profession; Owner:=University of 
Amsterdam Competence Map: 
Domain:=Medical Profession; Owner:=University of Amsterdam 
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competence profile: Doctor at Expert level 
Competence1: diagnosis (level 3) 
Competence1.1: using a stethoscope (level 3) 
Competence1.2: taking an anamnese (level 3) 
Competence2: intervention/treatment (level 3) 
Competence3: bed care (level 1) 
 
competence profile: Nurse at Expert level 
Competence 3: bed care (level 3) 
Competence 3.1: etc. 
 
In this example some of the competences are shared for 
different functions/jobs. 
 
Because of technical reasons (mainly authorisation) a 
competence map is part of exactly one learning network. This 
means that a change in a map that is shared among different 
LNs should be made to every instance of the map in every LN. 
Changes to a shared map cannot be propagated to all the other 
uning Networks (because than the owner should be authorised 
in all the other networks). The import/export mechanism is of 
help to support this process. 
competence 
observatory 
The competence observatory is a function in which the actors of 
a profession or knowledge domain discuss and decide upon the 
competences/proficiency levels per competence profile level 
that are relevant in the domain. This includes the definition of 
the assessment criteria for the different proficiency levels. The 
outcome of the competence observatory is imported as a 
competence map, using an interoperable competence 
description format from the Common Competence 
Interoperability Framework). This map can then be imported in 
the competence map of a learning network. 
eportfolio spec The portfolio is not a separate entity in the system, but a view 
on the data in the system for different purposes, eg: 
a. to reflect on ones accomplisments 
b. to make a profile that can be published to the LN 
c. c. to make a profile (a CV) that can be published to a 
specific group (eg an employer). 
 
These views can be printed and exported (to be used in another 
ePortfolio system) in a standard format like IMS ePortfolio 
(however this seems not a very adequate spec). 
The data that are typically of interest in an ePortfolio view are: 
 stopped not completed actions 
 completed actions 
 results of completed actions 
 results of the competence assessments of completed 
actions (evidence for having attained a competence in the 
learning network) 
 data stamps for all data (order of completion can be derived 
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from this for track analysis). 
 rating 
 scores 
 actions on resources and services (within an action). 
 
Furthermore the portfolio also contains identity information and 
personal profiles. The actor can make selections of this 
information available for others to view (and so creating multiple 
identities). 
 
Import of portfolio data will be supported later. 
Historical data can also be entered manually in the portfolio 
view (e.g. previous acquired competence levels and products 
and diplomas/certificates (as a proof for the proficiency levels). 
competence profile A domain of knowledge can contain different actors with 
different functions (in work called job functions/job titles or 
competence profiles). Functions/jobs are constructs to use in 
competence maps to provide for a natural way to specify 
different types of competence maps, especially when a domain 
contains different job functions at different levels. 
 
A competence profile in the domain can be the focus of 
learning. E.g. in the domain medical profession there are 
functions/job titles like doctors, nurses, etc. 
 
A competence profile has a set of competences defined that 
define the minimum requirements for that function. 
 
The competences that are specified under each competence 
profile specify the targetproficiency levels of that competence 
that must be met in order to obtain the function or job (at the 
specific level of the competence profile). 
 
In a Competence Map at least one competence profile should 
be defined. 
competence profile 
level 
Competence profiles for a function or a jobs can be performed 
at one or more levels, like Trainer, Master, Trainee. 
 
In science there are undergraduate students, PhD students, 
postdocs and professors. 
goal An actor can have several goals to use the system. These goals 
can be specified in the system so that the system can help the 
user to fulfill his specific requirements (eg by a wizard). 
 
An actor specifies his/her goal in the system. This goal is of any 
of the following types: 
a. Search a resource/activity/UOL (´want to know something´) 
b. Search for a PDP (study a new competence profile level) 
c. Keep uptodate within an existing competence profile level 
d. Improve a proficiency level of a competence 
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e. Browse the learning network (meta goal to define a goal) 
f. Want to reflect on my competences (meta goal to define a 
goal) 
g. Want some support 
 
The optional ´description´ of a goal is used when the goal itself 
must be made explicit (the actor formulates his/her goal in a text 
box). 
 
Examples of concrete goals are: 
ad a) Want to know how to tune the guitar 
ad b) Want to attain a masters degree in psychology 
ad c) I am an optician: what are the current trends, new 
competences, new knowledge required, etc. 
ad d) Want to improve my UML modelling competence 
ad e) I want to explore the learning network about psychology to 
get an overview of the domain 
ad f) Which competence profile levels do fit my current 
competence levels? How does my competence levels compare 
to the others in the learning network? 
ad g) Is there anybody available who can help me with ... (in the 
context of an action) 
 
The goal of the actor occurs in the relationship between the 
actor and the ecological niche (a problem occurs, a goal is set). 
 
Action Requests: 
When a person has specifies his goal, this leads to an action 
request. 
 
Two situations can occur: 
Start searching for an appropriate action within the current 
network that fits the goal. 
 
When an adequate action exists the person actor can perform 
this action. 
 
When no adequate action exist, the action request itself will hold 
the request. These requests can be read by another actor who 
can author an adequate action to the system (e.g. add a 
learning activity). 
 
This mechanism takes care for the social exchange based on 
userrequests and is governed by social exchange policies. 
IMS LD IMS LD level A, B and C is used as a standard to import/export 
and exchange Units of Learning (and Units of Assessment). IMS 
LD uses different other specs like: 
 IMS 
 Content Packaging 
 IMS/IEEE LOM or any other metadata schema 
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 IMS QTI for the inclusion of test activities 
 IMS Simple Sequencing (rare case, will not be supported in 
early releases) 
IMS QTI Assessment activities (items and collections of items) can be 
exported to (and imported from) the IMS QTI format (latest 
version). 
knowledge resource Knowledge resources are any kind of resources that can be 
used in learning. Typical resources are: 
a. HTML pages 
b. Podcasts / Vodcasts 
c. digital documents 
d. computer programmes 
e. ... 
 
A knowledge resources have a URL as identifier. 
 
Knowledge resources can be searched at the level of the 
learning network or by browsing the topics. 
 
Knowledge resources can be grouped using specifications like 
SCORM. 
learning activity Learning activities are tasks for learners that describe what they 
are advised to do in order to attain certain learning or 
assessment objectives, given some prerequisites. 
learning network A learning network is an ensemble of actors, learning resources 
(actions & knowledge resources) and competence maps which 
are mutually connected through and supported by information 
and communication technologies to support lifelong competence 
development. 
 
A learning network is defined on a domain that represents the 
profession or the domain of knowledge. This domain is also 
used as the default value for the Competence Map. 
 
The creator of a Learning Network is also the ´owner´, i.e. the 
one who has admin rights on the learning network and can set 
rights for others (also admin rights). 
 
At a higher level than the learning networks it is expected that 
there is a discovery service to find, subscribe and rate adequate 
learning networks. 
learning path spec This spec will be developed as part of the TENCompetence 
activities in WP7. 
 
It must include a scheduling specification for the elements in the 
PDP, including information about its availability (e.g. face to face 
settings, or a minimum number of students to be able to start in 
a collaborative course). 
process log The process log contains all digital available data that are 
produced during the performance of an action, e.g. what did a 
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person access, in what order, how long, who did he/she contact, 
how often did he logon to the system,etc. 
 
These data needs to be designed. All or parts of these data will 
be stored in the portfolio and the data are available for the 
competence assessment procedure. 
 
The process logs in the portfolio provide the basis means for 
datamining and collaborative filtering (navigation/recommendor 
systems). 
product The products that are produced by the actor during the 
performance of an action (in fact, these products are added as 
knowledge resources to the learning network). Examples are: 
 reports 
 mail messages 
 wiki contributions 
 blog texts 
 audio/video recordings 
 computer programmes developed 
 etc. 
proficiency level A competence has 1 or more proficiency levels that are an 
integral part of the competence itself. 
 
The proficiency level can be any range of Integer numbers and 
indicates the minimum level that needs to be attained for the 
attainment of a certain competence profile in the domain (eg. 
being a proficient postdoc researcher in psychology). 
 
Zero means that the competence is absent. Depending on the 
community one can decide to make dichotomies (0 is absent, 1 
is present), or a number of discrete levels (eg in a psychology 
curriculum 12 levels of proficiency are distinguished for the 
diagnosis competence: 011). 
 
For each role a set of competences is defined together with the 
target proficiencylevel that must be met in order to meet the 
requirements for the competence profile level. E.g.: 
competence profile level A requires: 
 Competence A at level 3 
 Competence B at level 4 
 Competence C at level 1 
 
A proficiency level can have two states: a) valid or b) invalid. 
This is used for competences that must be updated frequently. 
For a doctor and a pilot the competences must be updated 
frequently to keep the proficiency level. 
When a proficiency level is invalid a new competence 
assessment has to take place to make it valid again. By default 
a proficiency level is valid and it can only change to invalid when 
the attribute ´period of validity´ has set to a value (it is an 
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optional attribute; when it has no value the proficiency level is 
always valid). The proficiency level is invalid when the current 
date > registration date of the proficiency level + period of 
validity 
 
The registration date of the proficiency level must be registered 
in the actors portfolio. It is the date that the competence 
assessment has set the competence level for the actor. 
 
Example: 
For instance, pilots must have at least a minimum number of 
flying hours to keep the validity of the proficiency level on the 
flying competence. Doctors must have at least a number of 
training points per year in order to keep their certificate (=role).  
 
How this is modelled is as follows: 
Job level = medical doctor in child care 
Competence=´stateoftheart knowledge of the field´ 
Proficiency level = 1 (period of validity = 12 month) 
 
After 12 months the proficiency level of the competence will be 
invalid. This means that the role of doctor is also invalid at that 
moment. A new competence assessment is needed to turn it to 
valid again. In this competence assessment one can look 
whether the doctor has attained the required number of points 
(looking at the results). 
result Results of actions are: 
a. All types of products that are produced during learning. 
These products can be large (a report, thesis, etc) or very 
small (an email, forum contribution, wiki contribution, etc.). 
b. Process logs. This contains a logging off all the logged 
actions of the user, including the time stamps. 
c. Assessment results. All results of all assessments are 
recorded together with the dates started/attained, the results 
and the possible links to products and/or logs. 
 
Results are used as ´evidence´ for the competence assessment 
to decide which proficiency level a person has on several 
competences (and as a result on the competence profile levels). 
 
For a result it can be recorded in the attribute ´completed´ 
whether the action was completed (true or false). 
RSS An actor can use RSS feeds from the learning network. Feeds 
can include: 
a. New Actions in a learning network 
b. New knowledge resources (e.g. podcasts, vodcasts, blogs, 
digital files) 
c. New Competences/proficiency levels 
d. New Roles 
e. Requests from other actors with pending goals 
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Required is minimal RSS 2.* for v/podcasts. Possibly also Atom 
feeds can be supported. 
schedule Actions can be scheduled by an actor. 
 
The design of the schedule is rather complex and has to be 
elaborated seperately. At this moment it is represented in the 
domain model as a single class to indicate that the schedule is 
available. 
support activity Support activities are activities of an actor to help or support 
other actors, e.g. provide help, tutoring activities, advise. 
topic Actions (including resources, services) and Competences can 
be organised in ´topics´. E.g. in the domain psychology, the 
knowledge resources can be organised into topics like: 
a. Methodology 
b. Clinical psychology 
c. Educational psychology 
d. etc. 
 
The topics can be used to browse the actions in the network 
from a topic view instead of a competence view. 
 
For first implementations, the topics are nothing more than one 
or more keywords that can be added to (the metadata of) each 
action. 
 
The system should help the user to type in a key word that 
already exists. When the user types a new keyword it will be 
added to the list of keywords. 
 
The keywords can be viewed alfabetically (maybe also on 
´number of times used´) and people can use the keywords to 
filter actions and knowledge resources. 
 
This topic structure can later be quite advanced (e.g. structured 
as an ontology or as a topic map). As a standard ISO Topic 
Maps or RDF can be used to import or export them.  
 
Just like competence maps: a topic cannot be shared between 
networks because of authorisation issues. 
 
In this diagram, the topic structure is only represented with one 
class. Depending on the implementation this topic structure 
should be more elaborated. 
unit of assessment A Unit of Assessment (UOA) is a part of the new Assessment 
Spec that will be developed in WP6 of TENCompetence. At the 
moment it is: 
a. A specialised unit of learning that is responsible for the 
processing of the workflow behind more advanced 
assessments. A single test is represented by a assessment 
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activity. The UOA can bundle various test activities, learning 
activities and support activities and can put them in a workflow 
to represent new assessment types like peer assessment and 
360 degrees feedback. 
 
Units of Learning (possibly also with the inclusion of one or 
more assessment activities) can be combined with a UOA by 
using a PDP, eg a sequence of [UOL; UOA] or a selection of 
[UOL;UOA]. In a sequence the UOL (eg a course) is done 
before the assessment. In a selection the UOL and the 
assessment are done in parallel. 
 
This same mechanism can also be used to support the 
competence assessment. 
 
To summarize: 
 QTI tests are used to model classical tests in the form of an 
assessment activity. 
 Assessment activities can be used separately or in a PDP in 
combination with other actions. 
 Assessment activities can be used in the context of a UOL 
(the mechanisms proposed in IMS to include IMS LD with 
IMS QTI) 
 Units of Assessments are specialised Units of Learning that 
combine a series of assessment activities, learning activities 
and support activities with a multirole workflow to model 
advanced, workflow based tests like peer assessment. 
 Units of Assessment can be combined with Units of Learning 
using PDPs 
 * Units of Assessment will also be used for competence 
assessment. 
unit of learning 
(UOL) 
A unit of learning is a plan for a learning and/or teaching 
process that could be performed to attain certain learning 
objectives, given certain prerequisites. They are modelled in 
IMS Learning Design (XML file that conforms to the spec; 
authored with IMS LD tools). This will be included when WP6 
work is finished. 
 
Examples of units of learning are: course plans, lesson plans, 
workshop plans, etc. A unit of learning contains (references to): 
 learning objectives and prerequisites 
 learning activities – support activities 
 a description of the roles that perform activities in the unit of 
learning 
 a description of the learning objects and services that are 
needed during the execution of the activities 
 a description of the information that should be stored during 
the unit of learning, including portfolio information 
 a description of the teaching-learning process (learning 
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design): which role performes which activities in which 
sequence? 
 a description of personalisation/adaptation aspects (certain 
persons get different resources/activities depending on their 
profile). Units of Learning are formally modelled and 
interchanged using the IMS Learning Design specification. 
 
Units of learning can contain time information that is related to 
the schedule. 
 
