ABSTRACT Although using the mobile user interface pattern (MUIP) can increase the efficiency and quality of mobile interface development, the existing pattern search methods have some limitations to provide appropriate patterns for solving a given design problem. In order to find the appropriate patterns, a category theory-based MUIP recommendation (CTR) method is proposed in this paper. First, the MUIP search is represented with a categorical structure so that the design problem can combine with the hierarchical structural MUIP repository closely. Then, to extract more accurate requirement information from the design problem, we present a question-based information extraction method that combines the general architecture for text engineering framework and category theory to extract the design goal, context, and level from the design problem. Finally, based on the categorical structure, we adopt a corresponding search strategy to find MUIPs according to the type of design problem. Some experiments are conducted to evaluate the performance of CTR. The experimental results show that the CTR can provide a high performance in terms of accuracy and ranking when compared with the existing methods.
I. INTRODUCTION
The rapid development of mobile computing technology has promoted the widespread popularity of mobile devices. Mobile user interface is an important way for users to interact with mobile devices. Developing a user-friendly interface can improve user experience and mobile device usability [1] , [2] . In recent years, increasing the efficiency and quality of mobile interface development are still major challenges for developers. Currently, pattern-based interface development method is believed to contribute to the interface development and is widely used in mobile interface development [3] - [5] . It reduces development complexity and improves usability of interface by using mobile user interface pattern (MUIP). In interface development, MUIP, as one of the most important design patterns, is a proven solution to a common recurring mobile interface development problem. Meaningful design information such as design problem, design goal and context, included in the MUIPs, can increase efficiency and quality of mobile interface development [6] - [8] . Since MUIPs are useful for developers to design high usability interface with short time and share their knowledge with others, they are increasingly used in mobile user interface development for definition of mobile user interface applications and frameworks [9] - [12] . Nevertheless, developers face some difficulties in finding appropriate MUIPs from MUIP repository. Firstly, sometimes developers cannot describe their design requirements accurately, because they do not know what kind of information is necessary for finding MUIPs. Secondly, to find an appropriate pattern, developers have to rely on their experience to analyze information of each pattern, such as design goal and context, and identify whether the MUIP is worth using. This process is often time consuming and error prone for developers, especially for the less experienced developers.
Many pattern search methods have been developed to help developers gain appropriate MUIPs from MUIP repository. For instance, Muangon and Intakosum [13] proposed a method which combined case-based reasoning and formal concept analysis (CBR-FCA). In this method, a case base was created where each case consisted of the design problem and design pattern, and formal concept analysis was used to discover the knowledge embedded in the case base. Hasheminejad and Jalili [14] presented a pattern selection framework and suggested using Naive Bayesian (NB) and Support Vector Machine (SVM) as learn classifiers through experiments comparison. This method can be divided into two types: the NB-based two-phase method (NB-TP) and the SVM-based two-phase method (SVM-TP), and each one has its own merits and drawbacks. Pavlič et al. [15] proposed a pattern select method which used ontology and questionbased advisement (OQBA). This method used ontology to describe design patterns and provided a dynamic question selection strategy for guiding a set of question-answer. These studies have shown some preliminary results in finding pattern. Nevertheless, the existing methods have the following disadvantages.
• The existing methods have a limit to extract requirement information, because they do not consider the key attributes of pattern, In this case, the extracted information is not complete enough to find appropriate patterns.
• The existing methods focus only on design problem and patterns of current development level, without considering the effect of associated design problem and selected patterns at previous level. And also they do not take full advantage of the relationships between patterns in pattern repository. Category theory is a branch of mathematics and is considered as the foundation of mathematics [16] . It considers everything as either an object or a morphism that connects objects. The advantages of category theory are that it focuses on relations among the objects and can capture the basic relational model in a uniform and succinct way. Therefore, in recent years, category theory has been widely used in many areas to represent knowledge structure and discover structural relationship [17] - [20] . Inspired by the application of category theory, we propose a novel category theory-based MUIP recommendation method (CTR) to address the problems of the existing methods. MUIP search is represented with categorical structure so that it can combine the design problem with the hierarchical structural MUIP repository closely in the whole interface development process. In order to extract requirement information accurately, we present an information extraction method that uses a set of question-answer pairs to lead developers to describe their requirements. In the information extraction method, categorical extracted information is used to identify whether the extracted information is complete enough and determine the content of question. Additionally, we make full use of the hierarchical structural feature of MUIP repository in CTR. The search strategy used varied according to the type of design problem.
In summary, the major contributions of our work are summarized as follows.
• The design problem is combined with the hierarchical structural MUIP repository closely in the whole interface development process by using categorical representation of MUIP search.
• An information extraction method is presented to extract requirement information.
• We propose a novel category theory-based MUIP recommendation method to assist developers find MUIPs. The remainder of this paper is organized as follows. Section II briefly introduces relevant concepts of category theory. Section III presents the details of CTR. We use numerical experiments to verify the performance of CTR in Section IV. Finally, a conclusion and future works are given in Section V.
II. PRELIMINARIES
As an advanced mathematical formalism, category theory includes many concepts, some of which are related to our study. The relevant concepts are defined as follows [21] - [23] .
Definition 1: A category is a graph C together with two functions c 1 : C 2 → C 1 and c 2 : C 0 → C 1 with properties (1) through (4) below. C 2 is the set of paths of length 2, the elements of C 0 are called objects and those of C 1 are called morphisms. The function c 1 is called composition, and if (g, f ) is a composable pair, c 1 (g, f ) is written g•f and is called the composite of g and f . If A is an object of C , c 2 (A) is denoted id A , which is called the identity of the object A.
(1) The source of g • f is the source of f and the target of g • f is the target of g.
whenever either side is defined. (3) The source and target of id A are both A.
Note that if D and E are objects of C , the image of
Definition 2: A subcategory D of a category C is a category for which (1) All the objects of D are objects of C and all the morphisms of D are morphisms of C . (2) The source and target of a morphism of D are the same as its source and target in C . It follows that for any objects A and B of D, ( (
(2) For any other morpohisms f : E → B and Definition 6: Let X , Y : G → C be two models of the same graph in a category. A natural transformation α : X → Y is given by a family morphism of α a of C indexed by the nodes of G such that:
(
III. MUIP RECOMMENDATION METHOD A. CATEGORICAL REPRESENTATION OF MUIP SEARCH
As is known to all, pattern-based interface development is a process from abstract to concrete. The developers often find the appropriate high-level patterns to begin the actual topdown user interface design procedure [24] , [25] . Figure 3 shows the mappings between design problems and MUIPs at each level and the mappings between different levels. These mappings can be regarded as various relationships which can be divided into three categories.
(1) Relationship between design problems.
(2) Relationship between MUIPs, such as realization and conflict [26] . (3) Relationship between design problem and MUIP at the same level. These relationships combine the design problem with the MUIP repository closely in the whole interface development process. To make full use of these relationships, category theory is used to provide a rigorous mathematical foundation to define these relationships. Various constructs of category theory can be used to represent the hierarchy of MUIP search.
According to features of MUIPs, our previous study has created a hierarchical structural MUIP repository, in which all MUIPs are organized by using the pattern language based on category theory [27] . Previous experiments have shown that the proposed MUIP repository outperforms the existing pattern repositories [28] - [30] in terms of describing the relationship between MUIPs at a higher level of abstraction. In this section, on the basis of previous work, MUIP search is represented with categorical structure.
Let MUIP search be a category R, interface development process be a subcategory R 1 , MUIP repository be a subcategory R 2 , M i be a design problem and P i be a MUIP, where i = 1, 2, · · · J . As shown in Figure 4 , the MUIP search is represented as a category R, in which interface development process and MUIP repository are, respectively, represented as two subcategories R 1 and R 2 . Objects are used to represent design problems and MUIPs. In R 1 and R 2 , different abstract levels are represented as subcategories of R 1 and R 2 . According to the definition of morphism, morphisms are used to represent relationships between objects in subcategories of R 1 and R 2 . In category theory, a functor is a structure-preserving map between categories. Therefore, when the developer finds a MUIP P 1 that matches with the design problem M 1 , there exists a functor r 5 between P 1 and M 1 . It means that design goal, context and level of P 1 are consistent with that of M 1 . Moreover, the functor r 3 and r 4 between different abstract levels can preserve design goal and context. Since a natural transformation is a structure-preserving map between functors, natural transformation is used to represent homomorphism mapping between the same types of functors.
In the category R, the related concepts of MUIP search are defined as follows.
Definition 7: A design problem is a tuple M = (φ, Q, L), where φ is a design goal of interface development, Q is the context, L is the level of design problem.
Definition 8: A MUIP is a tuple P = (θ, T , U , V , H ), where θ is an identifier, T is the design goal of MUIP, U is the context, V is the description of solution, H is the level of MUIP.
Note that design goal contains functional and nonfunctional goals. For design problem, design goal is a tuple φ = (φ 1 , φ 2 ), where φ 1 is functional goals and φ 2 is non-functional goals. For a MUIP, design goal is a tuple T = (T 1 , T 2 ), where T 1 is functional goals and T 2 is nonfunctional goals. Furthermore, context contains user type, task, device type and usage environment. For design problem, context is a tuple Q = (Q 1 , Q 2 , Q 3 , Q 4 ), where Q 1 is user type, Q 2 is task, Q 3 is device type and Q 4 is usage environment. For a MUIP, context is a tuple U = (U 1 , U 2 , U 3 , U 4 ), where U 1 is user type, U 2 is task, U 3 is device type and U 4 is usage environment.
Definition 9:
and M 2 consists of three morphisms:
Definition 10:
be two MUIPs, a morphism ω : P 1 → P 2 between P 1 and P 2 consists of five morphisms: m :
ω is called relationship between P 1 and P 2 .
B. INFORMATION EXTRACTION FROM DESIGN PROBLEM
In the process of MUIP search, the design goal and the context, included in design problem and MUIP, provide useful information to help developers find appropriate MUIPs. On the one hand, for a design problem, the design goal reflects functional and non-functional requirements of a developer, and the context reflects specific context of design requirement. On the other hand, for a MUIP, the design goal contains functional and non-functional goals that the MUIP can achieve, and the context illustrates when and where to use the MUIP. In addition, the level, included in design problem and MUIP, can be used to determine at which level to find MUIPs.
Although design goal, context and level provide useful information, sometimes developers cannot describe requirement information accurately. For solving this problem, we present a question-based information extraction method (QIE) to extract design goal, context and level of design problem. In QIE, we use a set of question-answer pairs to lead developer to describe design goal, context and level. Further, QIE combines General Architecture for Text Engineering (GATE) framework [31] and category theory to extract requirement information and determine what questions to ask a developer. The framework of QIE is shown in Figure 5 and the detailed steps are described as follows.
Step 1: Ask question about design problem. In this step, a specified question is presented that includes design goal, context and level of design problem.
Step 2: Answer question. The developer needs to describe their design requirements according to the specified question. Step 3: Extract useful information from the answer of developer. GATE framework is used in this step to extract design goal, context and level from the answer. Specifically, in GATE framework, we utilize the NearlyNew Information Extraction System (ANNIE) component to perform Tokeniser, Gazetteer, Sentence Splitter, Part of Speech (POS) Tagging, Java Annotation Patterns Engine (JAPE) Transducer, Named Entity Transducer and Ortho Matcher.
Step 4: Categorical representation of the extracted information. The extracted information is represented with categorical information structure according to Definition 7.
Step 5: Judgment and processing of categorical information. Since sometimes developers cannot describe design problem accurately, there may be missing information in categorical information. Thus this step is to judge whether the categorical information is complete enough to find MUIPs. Note that according to Definition 8, whether the categorical information is complete enough depends on whether categorical information contains design goal, context and level. If categorical information is not complete enough, then the next specified question is determined according to the missing parts of categorical information, and return to step 2, otherwise, output design goal, context and level.
C. SIMILARITY COMPUTATION
To determine whether the MUIPs match with the design problem, it is necessary to calculate similarity between the design problem and each MUIP in both design goal and context. In category theory, pullback can be used to find similar concepts between different objects. Thus, pullback is utilized to calculate similarity in this study.
Let
is the context of M 1 .
where 4 2 is used to store similar concepts between Q 4 1 and U 4 1 . Due to the fact that the roles of θ 1 and V 1 are to help developers understand MUIP, they do not affect the matching of design problems and MUIPs. Moreover, since design problem and MUIP are at the same level, L 1 and H 1 are the same. Based on the above reasons, we only need to calculate similarity between the design problem and each MUIP in both design goal and context in pullback algorithm.
The pullback representation of finding similar concepts is shown in Figure 6 . The aim of M 1 is to find a MUIP P that matches design goal and context of M 1 . P 1 is a candidate MUIP that is used to achieve the required MUIP P. There are the following morphisms in pullback representation of finding similarities. • The morphism f : M 1 → P consists of three morphisms:
The morphism l 1 consists of four morphisms:
• The morphism g : P 1 → P consists of three morphisms:
The morphism l 2 consists of four morphisms:
The morphism h 1 consists of two morphisms:
• The morphism g : S → P 1 consists of three morphisms:
The morphism h 2 consists of two morphisms:
According to the definition of pullback, it is clear that S is the maximal intersection of M 1 and P 1 with respect to P and can be found through f and g. In addition, f • f and g • g ensure the semantic intersection with respect to P.
The pullback algorithm for finding similar concepts is as follows.
Algorithm 1 Pullback Algorithm
; 10. end if 11. end for According to Algorithm 1, the similarity between design problem and MUIP is calculated as below:
D. MAPPING TYPE IN MUIP REPOSITORY
In order to recommend appropriate MUIPs, two types of mappings between MUIPs of different levels are used in our method. As shown in Figure 7 , the first type is direct mapping. The current level MUIP P 1 directly maps to the next level MUIPs P 1 and P 2 , and the next level MUIPs P 1 and P 2 have similar relationships to each other. In this case, the relationship between direct mappings f 1 and f 2 is natural transformation.
FIGURE 7. Direct mapping.
The following is an example of direct mapping. Figure 8( As shown in Figure 9 , the second type is composition mapping. The current level MUIP P 1 is composed of the next level MUIPs P 1 and P 2 or P 3 and P 4 . In this case, a more concrete MUIP P 1 is generated by uniting P 1 and P 2 , and P 2 is generated by uniting P 3 and P 4 . The relationship between P 1 and P 2 is composition relationship, and the relationship between P 3 and P 4 is composition relationship. P 1 and P 2 have similar relationships to each other.
Information providing pattern utilizes search pattern and navigation pattern to provide information for user. Several types of search patterns and navigation patterns are shown in Figure 10 and gallery pattern. The two combined information providing patterns P 1 and P 2 have similar relationships to each other.
Since pushout is a universal construction that can merge features during multiple inheritance, we utilize it to combine MUIPs in this study. To further illustrate how to use pushout VOLUME 7, 2019 to combine MUIPs, we firstly give an algorithm for combining two MUIPs, and then we give an algorithm for combining multiple MUIPs.
In Figure 9 , let P 1 = (θ 1 , T 1 , U 1 , V 1 , H 1 ) be a MUIP of the current level, where
2 ) be two the next level MUIPs, where
is the design goal of
is the context of P 1 . P 1 is composed of P 1 and P 2 . There are the following morphisms in composition mapping.
• The morphism f 1 : P 1 → P 1 between P 1 and P 1 consists of five morphisms:
The morphism n 1 consists of two morphisms:
The morphism y 1 consists of four morphisms:
• The morphism f 2 : P 1 → P 2 between P 1 and P 2 consists of five morphisms:
The morphism n 2 consists of two morphisms: n 1 2 :
The morphism y 2 consists of four morphisms: y 1 2 :
• The morphism f : P 1 → P 1 between P 1 and P 1 consists of five morphisms:
The morphism n 1 consists of two morphisms: n 1 1 :
• The morphism f 2 : P 2 → P 1 between P 2 and P 1 consists of five morphisms:
The morphism n 2 consists of two morphisms:
The morphism y 2 consists of four morphisms:
Combining two MUIPs includes three stages. In the first stage, identifiers, properties and levels of P 1 , P 1 and P 2 are added in P 2 . Moreover, corresponding morphisms are added in f 1 and f 2 , respectively. In the second stage, for design goal and context, parts of them that have equivalent relationships between P 1 and P 2 are added to P 1 , and then corresponding morphisms are added in f 1 and f 2 , respectively. In the third stage, for design goal and context of P 1 , parts of them that are not in the image of n 1 and y 1 are added to P 1 , and then corresponding morphisms are added in f 1 . Then, for design goal and context of P 2 , parts of them that are not in the image of n 2 and y 2 are added to P 1 , and then corresponding morphisms are added in f 2 .
The algorithm for combining two MUIPs is as follows.
Algorithm 2 Combination of two MUIPs
Input: P 1 , P 1 , P 2 , f 1 , f 2 ; Output: P 1 , f 1 , f 2 ; 1. Initial conditions:
3. for all t 1 ∈ T 1 , all t 1 ∈ T 1 and all t 2 ∈ T 2 do 4. if n 1 (t 1 ) ∈ T 1 , n 2 (t 1 ) ∈ T 2 and n 1 (t 1 ) = n 2 (t 1 ) 5.
T 1 = t 1 ∪ t 2 , n 1 = n 1 ∪ n 1 , n 2 = n 2 ∪ n 2 ; 6. end if 7. end for 8. for all u 1 ∈ U 1 , u 1 ∈ U 1 and u 2 ∈ U 2 do 9. if y 1 (u 1 ) ∈ U 1 , y 2 (u 1 ) ∈ U 2 and y 1 (u 1 ) = w 2 (u 1 ) 10. 15 . 25 . 30 .
Based on Algorithm 2, we give an algorithm for combining multiple MUIPs. Figure 11 shows the combination of multiple MUIPs. Let
is the context of P 1 . P = {P 1 , P 2 , · · · , P i } be the next level MUIPs, where
is the design goal of P 1 ,
is the context of P 1 .
• f = {f 1 , f 2 , · · · , f J } be morphisms between P 1 and P .
The morphism f i : P 1 → P i between P 1 and P i consists 8216 VOLUME 7, 2019 FIGURE 11. Combination of multiple MUIPs.
of five morphisms:
The morphism n i consists of two morphisms:
The morphism y i consists of four morphisms:
The morphism f i : P i → P 1 between P i and P 1 consists of five morphisms:
The morphism n i consists of two morphisms: n 1 i :
. When combining multiple MUIPs, two MUIPs selected from P are combined by utilizing Algorithm 2. Then, the rest of MUIPs in P are combined with this combined MUIP to generate a final combined MUIP. The algorithm for combining multiple MUIPs is as follows.
Algorithm 3 Combination of multiple MUIPs
Input: P 1 , P , n, f ; Output: P 1 , f ; 1. Initial conditions:
. Combine the two MUIPs by using Algorithm 2; 5. else 6. Select P 1 and P 2 from P ; 7. Combine P 1 and P 2 by using Algorithm 2; 8. Update P 1 and f according to the combined result; 9. for i = 3 to J 10.
Combine P 1 and P i by using Algorithm 2; 11.
Update P 1 and f according to the combined result; 12. end for 13. end if
E. MUIP RECOMMENDATION METHOD
In this subsection, we propose a category theory-based method to recommend appropriate MUIPs. As shown in Figure 4 , category theory provides a mathematical expression of MUIP search in CTR. Morphism, functor and natural transformation are applied to preserve all structural relationships in the process of finding MUIPs, so that CTR can track and utilize MUIPs of different abstract levels. Specifically, the functors of R 1 are employed to track design problems at different abstract levels, the functors between R 1 and R 2 are adopted to find the MUIPs that has been used to solve design problems, and the functors of R 2 can be used to track MUIPs at different abstract levels.
According to whether there exist mappings between design problems of different levels, the design problems of MUIP development can be categorized into two types: isolated design problem and associated design problem. The isolated design problem is not related to design problem of previous level. In other words, the design goal and context of the current design problem are not mapped to the design goal and context of the previous level design problem. Moreover, we note that if the design problems are at top level, they also belong to the first type. The associated design problem is related to design problem of previous level. It means that these design problems inherit the design goal and context of the previous level design problems, and add new design goal and context. Thus we can use functors of R 1 to track this type of design problems at different abstract levels. Figure 12 illustrates the framework of the proposed method. Two situations are considered in CTR. In the first, design problem is not related to the design problem of previous level. We calculate similarity between current design problem and each MUIP in MUIP repository. Then, a recommendation list of MUIP is provided to developer. In the second, design problem is related to the design problem of previous level. We utilize categorical structure to find appropriate MUIPs and provide a recommendation list of MUIP to developer. With the recommendation list, the developer can easily select preferable and suitable MUIPs. The details are described as follows.
Step 1: QIE is used to extract design goal, context and level from current design problem.
Step 2: Utilize the functors of R 1 to judge whether the current design problem is related to the design problem of previous level. If there does not exist a functor between the current design problem and previous level design problem or current design problem is at the top level of interface development, go to step 3; otherwise, go to step 4.
Step 3: Use Algorithm 1 to calculate similarity between the current design problem and each MUIP in MUIP repository, and the recommendation list of MUIP is formed according to the similarity value from large to small.
Step 4: If the current design problem is related to the design problem of previous level, we utilize functors of R 1 to find the design problem of previous level. Then, the functors between R 1 and R 2 are used to find selected MUIP P 1 corresponding to the design problem of previous level.
Step 5: The functors of R 2 are used to find the next level MUIPs corresponding to the P 1 . According to mapping type VOLUME 7, 2019 between MUIPs of different levels, the following two situations are considered to find the next level MUIPs.
(1) If the MUIP P 1 directly maps to the next level MUIPs, then Algorithm 1 is used to calculate similarities between the current design problem and the next level MUIPs. (2) If the MUIP P 1 is composed of the next level MUIPs, Algorithm 3 is used to combine these next level MUIPs, and some combined MUIPs are obtained. Then, Algorithm 1 is used to calculate similarities between the current design problem and these combined MUIPs.
Step 6: The recommendation list of MUIP is formed according to the similarity value from large to small.
F. MUIP RECOMMENDER SYSTEM IMPLEMENTATION
We use Java to develop a prototype recommender system to support CTR. As shown in Figure 13 , the interface of prototype recommender system mainly consists of four frames: a menu frame, an information extraction frame, a recommendation frame and a detail frame. Developers can utilize the menu frame to set the size of recommendation list and browse history. By interacting with the information extraction frame, the requirement information is extracted. The recommendation frame displays a list of recommended MUIPs. And the detail frame is used to show the detail of recommended MUIP. Figure 14 illustrates the implementation of prototype recommender system. The requirement information of developers is extracted though a set of question-answer pairs. Based on the extracted requirement information, the prototype recommender system finds appropriate MUIPs from MUIP repository and then provides a recommendation list for developers. 
IV. EXPERIMENTS AND ANALYSIS

A. DATASETS
In our previous study, we have created a hierarchical structural MUIP repository, in which 6287 MUIPs have been collected from [32] - [34] and seven MUIPs websites. 1 
B. EVALUATION METRICS
In our experiments, precision, recall, and F1-measure are used to evaluate the recommendation accuracy. Also normalized discounted cumulative gain (NDCG) is adopted to measure the quality of predicted ranking from ideal ranking. The four evaluation metrics are defined as follows:
where N denotes the length of a recommendation list, Precision@N denotes the measurement of precision at N , Recall@N denotes the measurement of recall at N , F1@N denotes the measurement of F1-measure at N , R U denotes the set of MUIPs that user U liked, R T denotes the set of MUIPs that are recommended. Higher values of precision and recall indicate better recommendation accuracy. F1-measure represents a trade-off between precision and recall. Higher value of F1-measure indicates better recommendation accuracy.
where rel (i) is the binary relevant judgment of the recommended MUIP at the ith ranking position. If the ith MUIP P i ∈ R U , rel (i) is set as 1. Otherwise, rel (i) is set as 0. K = |R U ∩ R T |.
C. RESULTS AND ANALYSIS
In this subsection, we present the experiments conducted in order to evaluate the performance of our proposed method. For comparison purposes, we compare CTR with CBR-FCA, NB-TP, SVM-TP and OQBA.
In the first experiment, we calculate Precision@N , Recall@N , F1@N and NDCG@N of each method no matter whether the current design problem is related to the previous level design problem or not. We vary the size of recommendation list N from 5 to 35.
The evaluation results are presented at Figure 15 . In Figure 15 (a), it is observed that the precisions of all the methods tend to decrease with the increasing of the number of recommendations. However, comparing the results achieved by CTR and the other methods, the precision value of the former is still superior to that of the other methods as N is increased. In Figure 15(b) , the recalls of all the methods increase with the increasing of the number of recommendations. Nevertheless, CTR increases faster than the other methods. F1-measures of all the methods are shown in Figure 15(c) . The values of F1-measure indicate that the accuracy of CTR is better than the other methods. As shown in Figure 15(d) , the values of NDCG indicate that the recommendation list of CTR is more consistent with user selection in comparison to the other methods. In summary, we can clearly see from Figure 15 that CTR outperforms the other methods in terms of accuracy and ranking.
There are two types of design problems as described in Section III. In the second experiment, we further examine the effect of these two types of design problems on the recommendation performance. We considered two groups of design problems which relate and do not relate to the design problem of previous level. For these two groups, we calculate the evaluation metrics values of all methods.
The evaluation metrics values of all methods are shown in Table 1 , 2, 3 and 4. Obviously, compared with the other methods, CTR can obtain the best recommendation results for two types of design problems, especially for associated design problems. Figure 16 shows the comparisons of all method in terms of difference values of evaluation metrics between two types of design problems. We can observe from Figure 16 that CTR still obtains the minimum difference values of evaluation metrics between two types of design problems. It indicates that CTR has quite consistent performance no matter whether the current design problem is related to the previous level design problem or not. In contrast, it is apparent that the other methods have significant performance disparity in terms of two types of design problems. We can see from the second experiment that CTR outperforms the other methods for two types of design problems. The reasons are as follows.
Firstly, with respect to isolated design problem, the performances of all methods depend on what kind of information is used to find MUIPs. As discussed in section III, design goal, context and level can provide sufficient information for finding MUIP. For CTR, design goal and context are used to calculate similarity between the design problem and MUIP so that more accurate recommendation results can be generated. Since OQBA uses dynamic question selection strategy to extract requirement information, it can obtain more accurate information than CBR-FCA, NB-TP and SVM-TP.
Thus OQBA has better recommendation performance than CBR-FCA, NB-TP and SVM-TP. However, OQBA only relies on the usability of each MUIP, which does not contain sufficient information, to find MUIPs. In addition, CBR-FCA, NB-TP and SVM-TP utilize the keywords of the design problem to match MUIP. In fact, the keywords of the design problem are unable to describe requirement information accurately.
Secondly, with respect to associated design problem, besides the kind of information, the performances of all methods also depend on whether recommended MUIPs are suitable for use in mobile interface development. In other words, recommended MUIPs not only inherit information of the selected MUIPs at the previous level but also do not conflict with other recommended MUIPs at the same level. Since CTR can track the design problem and the selected MUIPs of previous level, the design goal and context of recommended MUIP inherit the design goal and context of the previous level selected MUIPs. In addition, the functors between previous level and current level are used in CTR to find current level recommended MUIPs. Thus CTR achieves best performance for associated design problem. In contrast, the other methods cannot track the design problem and MUIPs of previous level. In this case, the recommended MUIP cannot inherit information of the selected MUIPs at the previous level and may be conflict with other recommended MUIPs at the same level.
When searching for MUIPs, sometimes there are no MUIPs that can be used to solve the design problem directly. In this case, developer needs to find and combine multiple sub-patterns to solve the design problem. In the third experiment, we analyze the performances of all methods in terms of sub-pattern search. Note that, for isolated design problems, the performance of sub-pattern search depends on what kind of information is used, as discussed in the second experiment. Thus, in the third experiment, we select associated design problems that are related to sub-pattern search. Figure 17 displays the comparisons of all methods in terms of sub-pattern search. The values of four evaluation metrics are clearly evident that CTR outperforms the other methods. It indicates that CTR is superior to the other methods in terms of sub-pattern search. This is because CTR utilizes morphism, functor, natural transformation and composition mapping to find and combine the sub-patterns. In this way, recommended sub-patterns can be accurately combined to form a new MUIP. In contrast, CBR-FCA, NB-TP, SVM-TP and OQBA only depend on experience and knowledge of developer to identify which recommended sub-patterns can be used together to solve design problem. This process is error prone for developers. From all the experiments, we can conclude that CTR can obtain the better performance than the existing methods in terms of accuracy and ranking. This is because CTR has the following advantages over other methods.
• Design goal, context and level are utilized to find MUIPs. And also QIE can extract more accurate information from design problem.
• In the process of MUIP search, CTR makes full use of various relationships for tracking design problems and MUIPs of different abstract levels so that the recommended MUIPs are consistent with selected MUIPs at the previous level and do not conflict with other recommended MUIPs at the same level.
• In CTR, category theory provides a precise mathematical framework for finding MUIPs. All concepts and relationships are abstracted as objects and morphisms. In this way, it allows us to use various constructs of category theory and combine the design problem with the hierarchical structural MUIP repository closely.
V. CONCLUSION AND FUTURE WORK
In this paper, a novel MUIP recommendation method CTR is proposed to help developers find appropriate MUIPs. Category theory is utilized in our method to provide a precise mathematical framework. In order to extract more accurate requirement information from design problem, we present an information extraction method QIE that combines GATE framework and category theory. Moreover, we use the corresponding search strategy to find MUIPs according to the type of design problem. The effect of associated design problem and selected patterns at previous level are considered in our search strategy. The experiments compare CTR with other methods. The results show that CTR achieves better performance than other methods in terms of accuracy and ranking.
In the future work, we will collect more MUIP data to enrich MUIP repository and strengthen the theoretical analysis of the relationships in MUIP search. Moreover, with the increasing number of MUIPs, we plan to develop a novel clustering algorithm to improve the speed of CTR. 
