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Inleiding 
Dit rapport bevat een beschrijving,van de additieve algoritbme voor 
nul-een lineaire progra.mmering .zoals die in [1J door Balas werd ge-
publiceerd. De in [g, 3, 4, 5, 6, 7, ~ voorgestelde verbeteringen 
en opmerkingen worden niet besproken. 
Voor details betreffende .de algoritbme zij verwezen naar de in de 





Elk nul-een lineair programmeringsprobleem: 
minimaliseer 
onder de voorwaarden 
n 
I a' •. x' ; < j=1 l.J J 
n 
I a' .. x 1 • > j=1 l.J J 
n 
I a' . . x'. = j=1 l.J J 
x'. = O of 1 
J 
is equivalent met: 
minimaliseer 
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l a •• x. + y. = b. (i = 1, ••• , m) l.J J l. l. j=1 
x. = 0 of (j = 1 ' ii O fl , n) J 
y. > 0 (i = 1 ' • e • , m) l. 
waarbij C; > 0 (j = 1 ' t O Cl , n) • J 
m2) 
ill I) 
Overgang van ( 1) t/m ( 5) op ( 6) t /m ( 10) wordt bereikt door: 


















a' .. x'. < b 1 • l.J J l. 
( i = m2 + 1 , ••• , m' ) , 
a 1 •• x'. > b'. 
l.J J l. 
zodat nu alle voorwaarden van type (2) of (3) zijn. 
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b) vermenigvuldiging van alle voorwaarden van type (3) met -1, zodat 
deze overgaan in voorwaarden van type (2). 
c) te substitueren 
als c'; > 0 
J r x' j = 1 J (j=1, ••• ,n) - x. als c'. < 0 J J 
waardoor c 1 .x 1 • met c'. < 0 overgaat in 
J J J 
c' .(1 - x.) = c'. + (-c 1 .)x,. 
J J J J J 
De termen c 1 • doen voor het·minimalisatie-proces niet terzake en 
J 
zijn daarom in (6) weggelaten •. 
Op grand van de volgende overwegingen kan het aantal variabelen x. 
J 
soms warden gereduceerd: 
Is x. = x. een oplossing van (6) t/m (10) dan is ook 
J J 
x. = x1 • een oplossing van (6) t/m (10), waarbij 
J J 
als a .. > 0 iJ 
anders 
(i=1, ••• ,m) 
(j = 1, ••• , n) (11) 
Stel x. = 1 en a .. > 0 (i = 1, o••, m). Door toepassing van (11) J.;.;.. iJ* -
. ·* voor J = J gaat 
z = Ic.x. over in z - c. en gaat 
J J J* 
y. = b. - la .. x. i i iJ J over in y.+a .. (i=1, ••• ,n). i iJ* 
zodat de waarde van z niet stijgt en geen enkele y. negatief wordt. 
i 
Dit betekent dat de x. waarvoor geldt 
J 
a .. > 0 iJ - (i=1,.,.,m) 
mogen warden geschrapt, 
( 12) 
In het nu volgende wordt verondersteld dat een bovengrens z* (bijv. 
z.:,,;.. = +00)voor de minimale waarde van z bekend is, zodat gezocht wordt 
naar oplossingen van (7) t/m (10) met z < z*, zodra een oplossing is 
,. 
gevonden wordt z* gelijk gesteld aan de z-waarde van die oplossing, 
en het zoeken ( nu met de nieuwe z *) wordt voortgezet. 
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Globale omschrijv:i:ng'van de algoritbme 
Elke verzameling indices Jq = {j 1, •••, jq} met 
(1 = 1, ••• , q) 
bepaalt een oplossing van (7) en (8) door te stellen: 
rj = 1 als 'E:J J q 
X, = 0 als j <t.J 
J q 
zodat 
y. = b. ~ a •. 1 1 
- 1=1 1Jl 
( i = 1, ••• , m) 
en z = ! C. • 
1=1 J1 
Voor q = 0 geeft dit een triviale oplossing van (7) en (8): 
x. = 0 (j 
J 
= 1 ' • 0 • ' n) 
y. = b. (i = 1 ' 0 e O ' m) 1 1 
z = o. 
Indien b. > 0 ( i = 1 , ••• , m) in deze triviale oplossing een optimale 
l 
oplossing voor (6) t/m (10), omdat uit (10) volgt dat 
n 
I j=1 c.x; > 0 voor alle oplossingen van (8). J J 
De algoritbme bestaat uit het genereren van geneste indexverzamelingen 
J 0 cJ1 c ••• cJqc ••• 
tot A) of B) optreedt: 
A) een J q 
B) een J q 
is dat 
* is bereikt die voldoet aan (9) en waarvoor z < z , 
is bereikt die niet aan (9) voldoet maar waarvan het zeker 
iedere uitbreiding of nooit tot een index-verzameling zal 
* leiden die wel aan (9) voldoet of slechts tot oplossingen met z 2:._ z , 
waarna van het uitbreidende (forward) naar het inkrimpende (backward) 
deel van de algoritbme wordt overgegaan. 
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Dit inkrimpende deel van de algoritbme bestaat uit het ongedaan maken 
van de laatste uitbreiding en het zoeken van een andere uitbreiding. 
Treedt voor een gevonden andere uitbreiding A) of B) op dan wordt 
ook deze uitbreiding weer ongedaan gemaakt en vervangen door een die 
van de voorgaande uitbreidingen verschilt. 
Zijn voor de laatste uitbreiding geen vervangers meer beschikbaar, dan 
wordt ook de voorlaatste uitbreiding ongedaan gemaakt en vervangen etc. 
De gang van zaken wordt in de volgende figuren weergegeven. Elk cirkel-
tje stelt een indexverzameling voor, ~betekent dat indexver-
zameling Leen uitbreiding is van indexverzameling K. De verzamelingen 
worden in volgorde van nummering afgewerkt. 
Uit deze omschrijving van de algoritbme blijkt direct dat een optimale 
oplossing van (6) t/m (10), indien deze bestaat, in een eindig aantal 
stappen wordt gevonden. 
Irnmers: 
er ziJn juist 2n indexverzamelingen, die alle expliciet (als een J) q 
of impliciet (als niet gegenereerde uitbreiding van een J) worden q 
onderzocht. Wegens A) en B) kan onder de niet gegenereerde uitbreidingen 




Zij J = {j 1, •o•, j } een gegenereerde indexverzameling. Door J is q q q 
een oplossing van (7) en (8) gedefinieerd met 
y. = b. r a .. 1 1 1=1 1Jl (i=1, ••• ,m) 
en 
z = r C • . 
1=1 Jl 
Als y. > 0 1 (i=1, ••• ,m) 
treedt situatie A) .op,· z* krijgt een mieuwe waarde en de algoritbme 
wordt voortgezet bij het inkrimpende gedeelte. 
Voor het vervolg van deze paragraaf wordt aangenomen dat y. < 0 voor 
1 
tenminste een index i. 
Uitbreiding van Jq met Jq+ 1 tot 
geeft een indexverzameling waarvoor geldt: 
en 
z' = z + c. 
y'. = y. 
1 1 
Jq+1 
- a .. ~ 
1Jq+1 
( i = 1, 
Hieruit volgt direct dat een index j met: 




niet in aanmerking komt om aan J te worden toegevoegd. Indices j die q 
aan (13) voldoen komen ook niet in aanmerking om aan een uitbreiding 
van J te worden toegevoegd. q 
Verder geldt: 
y'. > y. dan en slechts dan als 
1 1 
zodat een index J met 
a. . < O, 
1Jq+1 
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a. . > 0 voor alle i met y. < 0 1J - 1 
niet in aanmerking komt om aan J te warden toegevoegd. q 
Vanzelfsprekend mag een index j E;;:.J niet nogmaals aan J warden toege-q q 
voegd. 
Zij I de verzameling indices die niet tot J behoren en niet op grand q 
van (13) ziJn uitgesloten, 
Definieer: 
d. = l (a .. la., < O, jc:I) 1 j 1J 1J . (i=1, •• ,,m), 
-d. kan warden geinterpreteerd als de maximale 1groei' van y. die 
1 1 
mogelijk is door J uit te breiden. q 
Beschouw de voorwaarden met y. < O, d.woz. de voorwaarden waaraan door 
1 
J niet is voldaan. q 
De volgende situaties kunnen zich voordoen: 
a) er is een i waarvoor geldt: y. < O, y. < 
1 1 
Dit betekent dat geen enkele uitbreiding 
die aan (9) voldoet (situatie B). 
d., dus y. - d. < O. 1 1 1 
van J een oplossing geeft q 
B) er is een i met: y. < O, y. = d., zodat y. - d. = O. 1 1 1 · 1 1 
In dit geval bevat elke uitbreiding van J die aan (9) voldoet alle q 
indices j met a., < O, jE: I, J moet dus met deze indices warden 
• . 1~. . 'q,.._ 
u1tgebre1d, tenziJ hierdoor z.::,z zou warden (situatie B). 
y) voor alle i met y. < 0 is y. > d., dus y. - d, / o. 1 1. 1 , ,. 1 1. 
Vanuit deze situatie warden de indices jE. I nade;r onderzocht. 
Zij j 1 E. I , en 1 de index van een voorwaarde met 
< a ..• 
1Jl 
Door toepassing van Ji aan Jq gaat yi over in 




= L (a .. la .. < O, jE.I'), j 1J 1J 
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waarbij I' uit de verzameling indices j bestaat die niet tot J q_+ 1 = 
= J q_ u[ j 1} behoren en waarvoor C j < z * - z' 0 
Wegens z' > z en a .. > 0 is dan 
1Jl 
d'. > d .• 
l - l 
Veronderstel dat geldt: 
y. < d. + a •• 





y. - a •. 
l 1Jl 




Een index j E: I waarvoor een index 1 bestaat met 
0 < y. < d. + a •• 
- 1 l lJ ( 14) 
komt niet in aanmerking om aan J te worden toegevoegd. De indices q_ 
j die aan (14) voldoenkomen ook niet in aanmerking om aan een uit-
breiding van J te worden toegevoegd. q_ 
Uit de verzameling indices die na alle bovengenoemde tests nog in aan-
merking komen om aan J te worden toegevoegd. wordt een index j waar-q_ 
voor 
v. = '\' (y. - a .. ly; < a .. ) 
J f l lJ l - lJ 
maximaal is gekozen en aan Jg_ toegevoegd. Op grond van de Jq_+ 1 die 
ontstaat worden bovenstaande berekeningen herhaald. 
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De inkrimpingen 
Zoals reeds hierboven beschreven bestaat de algoritbme uit het gene-
reren van geneste indexverzamelingen. 
Vanuit J 0 wordt in maximaal n uitbreidingen een indexverzameling ge-
vonden die niet verder behoeft te warden uitgebreid. Zij Jq+1 deze 
indexverzameling, veronderstel dat Jq+1 uit Jq is ontstaan door toe-
voeging van de index jq+1• 
De inkrimping van Jq+ 1 bestaat uit het ongedaan maken van de uitbreiding 
waardoor Jq+ 1 is ontstaan, dus Jq wordt geregenereerd, zodat 
z' = z - c. 
Jq+1 
en 
y'. = y. + a •. 
1 1 1Jq+1 
(i=1, ••• ,m). 
Nu wordt het uitbreidende gedeelte'van de algoritbme weer toegepast 
om een J' q+ 1 te bepalen~ Om 'cycling' te voorkomen moet hierbij warden 
verzekerd dat de index Jq+1 in geen van de nieuwe uitbreidingen van 
Jq en J'q+ 1 voorkomt. 
Dit kan als volgt warden georganiseerd: 
Zij 
v. als index j in aanmerking komt om aan J te 
J q 
w. q = +2 
J 
warden toegevoegd, 
als index j noch aan J, noch aan een uitbreiding q 
van J mag warden toegevoegd, q 
+1 anders. 
Wegens v. ~ 0 zijn de indices hiermee ondubbelzinnig onderscheiden. J ~ 
Zadra j aan Jq wordt toegevoegd wordt de waarde (vj)} ( 15 ) 
van w. q vervangen door +2. 
J 
Bij het bepalen van de indices die in aanmerking komen om aan Jq+ 1 te 
woraen toegevoegd kunnen de j met w.q = 2 zonder meer warden uitgesloten, 
J 
9 
hetgeen de berekeningen in·het uitbreidende deel van de algoritbme zeer 
kan bekorteno 
Is de toevoeging van j aan J ongedaan gemaakt dan wordt als volgende q 
uitbreiding een index j gekozen waarvoor 
maximaal is en 
* C, < Z - Z, 
J 
Als geen uitbreiding vanJ meer .mogelijk is, en q > O, dan wordt q 
J geregeneerd en opnieuw uitgebreid. Indien q = 0 is de algoritbme q-1 
beeindigd, 












De q-de plaats van de lijst 1 via 1 heeft als waarde een plaatsnummer van 
de lijsten 1 indices' en 'w', De aangewezen plaats in 'indices' heeft 
als waarde j , de overeenkomstige plaats in 1 w1 heeft als waarde w.q- 1, 
q J 
Bovenstaande figuur geeft de situatie weer onmiddellijk na de toevoeging 
van j aan J 1o De waarde van de plaatsen in 'via' met een hoger num-q q-
mer dan q (rechts van de q~de plaats), evenals die van de plaatsen rechts 
van de w.q- 1 is niet gedefinieerd. 
J 
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Na berekening van de w.q is de situatie als volgt: 
J 
j ;t ' j ' . j -n-11 : : ' 9 
\ ;I : I [ 






.( • 1 ·-· 'l· i i · l • 1-
- I 
-,,- .,. - ·-'·- ~-<-J. ··-
w.q 
J 
Op grond van de wjq wordt nu Jq_ 1 gekozen en aan Jq toegevoegd: 











a w. ~ 
J 
Stel nu dat uitbreiding van Jq+ 1 onnodig (situatie A) of onmogelijk 











+ + + 
q-1 
fig. 4. 





Daar w. 4 > 0 voor elke j is een nieuwe uitbreiding van J niet mogelijk, 
J q 
dus wordt ook <ie toevoeging'"van· jq aan J 4_ 1 ongedaan gemaakt, waarbij 




























Uit vergelijking van fig. 6 met fig. 1 blijkt dat beide situaties ge-
heel analoog zijn, Nu kunnen dus weer getallen w.q warden berekend, 
B 
die zullen verschillen van de w.q in fig. 2 daar zij zijn gebaseerd 
J 
op een nieuwe indexverzameling J. q 
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integer procedure BALASADDITIVE(A, B, e, X, n, m, z, infeasible, max); 
value B, n, m, z, max; integer n, m, z, max; integer array A, B, e, X; 
label infeasible; 
comment BALASADDITIVE:= minimal value of ex under the conditions 
---
that AX ~ B, ex < z and the elements of X have the value zero or 
one. If no such solution exists the call of the procedure results 
in a jump to infeasible. otherwise the solution is stored into the 
array X[l:n]. The array C[l:n] should contain non-negative numbers. 
No such restriction is imposed on the elements of A[l:m, 1:n] and 
B[l:m]. max = a large number (10 6); 
begin integer q, j, zz, s, i, il, 12, d, a, h, y, k, v, w; 
Boolean solv~, not; 
Boolean array F[l:n]; 
integer array VIA, S[l:n], D[l:m], IND, W[l:n x (n + 1) ..:... 2], 
impr[ - 1 :n]; 
q:= impr[O]:= O; solved:= false; impr[ - 1]:= O; 
~ j:= 1 step 1 until n do F[j]:= true; zz:= O; s:= O; 
iter: for i:= 1 step 1 ~ m do.!!_ B[i] < O then goto stepO; 
goto sol; 
stepO: il:= impr[q - 1] + 1; i2:= impr[q]; d:= z - zz; 
for h:= i1 step 1 until i2 ~ · 
begin j:= IND[h]; a:= W[h]; F[j]:= a f 2; end; 
for j:= 1 step 1 until n do if F[j] then F[j]:= e[j] < d; 
il:= i2 + 1; 
for j:= 1 step 1 ~ n do if F[j] then 
begin 12:= 12 + 1; IND[i2]:= j; W[i2]:= 1 end; 
if i1 = i2 then goto back; q:= q + 1; impr[q]:= i2; 
for i := 1 step 1 until m do D[i ]:= 0; 
for h:= i1 step 1 until i2 do 
begin j:= IND[h]; 
for i:= 1 step 1 until m do 
begin a:= A[i,j]; .!!_ a < 0 ~ D[i]:= D[i] + a end 
end; 
for i := 1 step 1 until m do 
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begin y:= B[ih .!!_ y 2, O then goto nexti; d:= D[i]; 
.!!_ y < d then 
nexti: 
end; 
begin q:= q - 1; goto back end; 
.!!_ y = d then goto step2; 
k:= O; w:= - max; 
stepl: for h:= i1 step 1 until i2 do 
begin j:= IND[h]; v:= O; not:= true; 
for i:= 1 step 1 until m do 
- ------
begin d:= D[i]; y:= B[i]; a:= A[i,j]; 
end; 
.!!_ 0 < y /\ y < d + a then 
begin v:= 2; goto next end; 
if y < 0 /\ a < 0 then not:= false; 
.!!_ y < a then v:= v + y - a 
.!!_ not then v:= 1; 
next: W[h]:= v; .!!_ v ~ 0 /\ v > w ~ 
begin k:= h; w:= v end; 
end; 
in: .!!_ k = 0 then goto back; s:= s + 1; S[s]:= q; VIA[s]:= k; 
j:= IND[k]; zz:= zz + C[j]; W[k]:= 2; 
for i:= 1 step 1 until m do B[i]:= B[i] - A[i,j]; goto iter; 
step2: for h:= i1 step 1 until i2 do 
begin j:= IND[h]; .!!_ A[i,j] 2, 0 then _g_oto no; s:= s + 1; 




for i:= 1 step 1 ~ m do B[i]:= B[i] - A[i,j]; 
if zz > z then goto back; 
goto iter; 
sol: z:= zz; 
for j:= 1 step 1 ~ n do X[j]:= O; 
, for h:= 1 step 1 until s do X[IND[VIA[h]]]:= 1; solved:= true; 
back: .!!_ s = 0 then goto out; if VIA[s] < q then goto step3; 
j:= IND[VIA[s]]; zz:= zz - C[j], 
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for i:= 1 step 1 until m do B[i]:= B[i] + A[i,j]; s:= s - 1; 
goto back; 
step3: k:= O; w:= - max; il:= impr[q - 1] + 1; i2:= impr[q]; 
for h:= i1 step 1 until i2 do 
begin j:= IND[h]; a:= W[h]; .!!_ a > 0 then goto nc; 
.!!_ C[j] + zz 2, z then 
begin W[h]:= 2; goto nc end; 
if a>. w then 
begin k:=. h; w:= a end; 
nc: 
end; 
.!!_ k f O then goto in; 
for h:= i1 step 1 until i2 ~ F[IND[h]]:= true; q:= q - 1; 
goto back; 
out: if solved then BALASADDITIVE:= z else goto infeasible 
end; 
Correctie bij rapport S 392. 
De in bovengenoemd rapport gegeven ALGOL-60 procedure BALASADDITIVE 
bevat enkele fouten. 
Ondanks deze fouten werden de problemen waarmee, de procedure is getest 
correct opgelost. Een gewijzigde en met andere problemen geteste pro-
cedure gaat hierbij. 
2-4-1968 
Jae. M. Anthonisse 
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integer procedure BALASADDITIVE(A, B, e, X, n, m, z, infeasible, max); 
value B, n, m, z, max; integer n, m, z, max; integer array A, B, e, X; 
label infeasible; 
comment BALASADDITIVE:= minimal value of ex under the conditions 
that AX~ B, ex< z and the elements of X have the value zero or 
one. If no solution exists the call of the procedure results in a 
jump to infeasible. otherwise the solution is stored into the array 
X[l:n]. The array e[l:n] should contain non-negative numbers. No 
such restriction is imposed on the elements of A[l:m, 1:n] and 
B[l:m]. max = a large number (106); 
begin integer q, j, zz, s, i, il, 12, d, a, h, y, k, v, w; 
Boolean solved, not; 
Boolean array F[l :n]; 
integer array S[O:n], VIA[l:n], D[l:m], IND, W[l:n x (n + 1) : 
2 ], impr[ - 1 :n]; 
q:= impr[O]:= impr[ - 1]:= S[O]:= s:= zz:= O; solved:= false; 
for j:= 1 step 1 until n do F[j]:= true; 
iter: for i:= 1 step 1 ~ m .22·.!!. B[i] < 0 then goto stepO; 
goto sol; 
stepO: il:= impr[q - 1] + 1; 12:= impr[q]; d:= z - zz; 
for h:= i1 step 1 until 12 do 
- ------
begin j:= IND[h]; a:= W[h]; F[j]:= a f 2; end; 
for j:= 1 step 1 ~ n ,22 .!!. F[j] then F[j]:= e[j] < d; 
il:= 12 + 1; 
for j := 1 step 1 until n do .!!. F[j] ~ 
begin 12:= i2 + 1; IND[i2]:= j; W[i2]:= 1 end; 
.!!_ i1 > 12 then goto back; q:= q + 1; impr[q]:= 12; 
.!2!:, i:= 1 step 1 ~ m ,22 D[i]:= O; 
.!2!:, h:= i1 step 1 until 12 ,22 
begin j:= IND[h]; 
for i:= 1 step 1 until m do 
- ------ - -
begin a:= A[i,j]; .!!_ a < 0 ~ D[i]:= D[i] + a~ 
end; 
for i := 1 step 1 until m ,22 
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begin y:= B[i]; .!!.. y 2_ 0 ~ goto nexti; d:= D[i]; 
.!!_ y < d then 
nexti: 
end; 
begin q:= q - 1; goto back end; 
.!!.. y = d ~ goto step2; 
k:= 0; w:= - max; 
stepl: for h:= i1 step 1 until 12 do 
begin j:= IND[h];_ v:= O; not:= true; 
.!2!, i:= 1 step 1 until m do 
~ d:= D[i]; y:= B[i]; a:= A[i,j]; 
.!!.. 0 ~ y /\ y < d + a then 
begin v:= 2; goto next end; 
end; 
.!!.. y < 0 /\ a < 0 then not:= false; 
.!!.. y < a ~ v:= v + y - a 
.!!.. not ~ v:= 1; 
next: W[h]:= v; if v ~ 0 /\ v > w ~ 
begin k:= h; w:= v end; 
end; 
in: .!!.. k = 0 ~ goto back; s:= s + 1; S[s]:= q; VIA[s]:= k; 
j:= IND[k]; zz:= zz + C[j]; W[k]:= 2; 
.!2!, i:= 1 step 1 until m do B[i]:= B[i] - A[i,j]; goto iter; 
step2: .!2!, h:= i1 step 1 until 12 do 
begin j:= IND[h]; .!!.. A[i,j] 2_ 0 then goto no; s:= s + 1; 
S[s]:= q; VIA[s]:= h; zz:= zz + C[j]; W[h]:= 2; 
for k:= 1 step 1 ~ m do B[k]:= B[k] - A[k,j]; 




sol: z:= zz; 
.!2!, j := 1 step 1 until n do X[j ]:= 0; 
for h:= 1 step 1 until s do X[IND[VIA[h]]]:= 1; solved:= true; 
back: 1!_ q = 0 ~ goto out;,!!_ S[s] < q ~ goto step3; 
j:= IND[VIA[s]]; zz:= zz - C[j]; 
for i:= 1 step 1 until m do B[i]:= B[i] + A[i,j]; s:= s - 1; 
- - - -
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goto back; 
step3: k:= O; w:= - max; il:= impr[q - 1] + 1; 12:= impr[q]; 
~ h:= i1 step 1 until 12 do 
begin j:= IND[h]; a:= W[h]; if a > 0 ~ goto nc; 
if C[j] + zz ~ z then 
nc: 
end; 
begin W[h]:= 2; goto nc end; 
if a> w then 
begin k:= h; w:= a end; 
.!f. k t O then goto in; 
for h:= i1 step 1 ~ 12 do F[IND[h]]:= true; q:= q - 1; 
goto back; 
out: if solved then BALASADDITIVE:= z ~ goto infeasible 
end BALASADDITIVE; 
