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RESUMO  
A falta de comunicação constitui um problema grave que afeta diversas instituições de 
ensino ao redor do mundo, pois gera prejuízos acadêmicos e até mesmo psicológicos nos 
estudantes. A motivação dos alunos quanto ao seu curso está diretamente ligada com a 
qualidade das informações que eles recebem. Na maioria das vezes, as expectativas não 
atendidas do aluno e a falta de integração com a instituição são fatores que podem contribuir 
com o desestímulo do aluno perante o seu curso. Nos últimos anos, observou-se que a utilização 
da gamificação pode favorecer o aumento da motivação e o engajamento dos alunos em 
diversos níveis de ensino. É necessário motivar os alunos com a perspectiva da sua carreira 
profissional ou acadêmica, dando a eles possiblidades práticas para vivenciar esses dois 
caminhos, utilizando como meio os jogos e os dispositivos eletrônicos com que estão 
familiarizados. O objetivo desta pesquisa é desenvolver um jogo, que divulgue aos estudantes 
do curso de Engenharia de Produção da Universidade de Brasília quais são os caminhos que 
devem ser trilhados para obtenção do grau de Engenheiro, com o intuito de engajá-los e motivá-
los. O Game da Produção foi desenvolvido através da aplicação e seleção de técnicas de jogos 
de um Framewok de Gamificação. O estudo mostrou a viabilidade da aplicação gamificada no 
contexto da proposta, tendo como confirmação os feedbacks coletados após os testes.  
Palavras-chave: gamificação, aprendizagem, engajamento, motivação. 
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ABSTRACT  
The lack of communication is a serious problem that affects many educational institutions 
around the world, as it generates academic and even psychological losses in students. Students' 
motivation for their course is directly linked to the quality of the information they receive. Most 
of the time, the student's unmet expectations and lack of integration with the institution are 
factors that can contribute to the student's discouragement in the course. In recent years, it has 
been observed that the use of gamification can favor the increase of the motivation and the 
engagement of the students in diverse levels of education. It is necessary to motivate the 
students with the perspective of their professional or academic career, giving them practical 
possibilities to experience these two paths, using as a means the games and the electronic 
devices with which they are familiar. The objective of this research is to develop a game that 
will teach the students of the Production Engineering course at the University of Brasília which 
are the paths that must be traced to obtain the degree of Engineer with the intention of engaging 
them, motivating them as way to reduce the rate of travel avoidance. The Game of the 
Production was developed through the application and selection of techniques of games of a 
Framewok of Gamification. The study showed the viability of the application in the context of 
the proposal, having as confirmation the feedbacks collected after the tests. 
Palavras-chave: gamification, learning, engagement, motivation. 
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1 INTRODUÇÃO 
Neste capítulo serão apresentadas as 
informações principais que contextualizam a 
problemática a ser tratada, a motivação e o 
objetivo geral e os especíﬁcos da pesquisa. 
1.1. CONTEXTUALIZAÇÃO 
A falta de comunicação com os alunos constitui um problema grave que afeta diversas 
instituições de ensino ao redor do mundo, pois gera prejuízos acadêmicos e até mesmo 
psicológicos nos estudantes. A motivação dos alunos quanto ao seu curso está diretamente 
ligada com a qualidade das informações que eles recebem.  
Silva Filho et al. (2007) afirmam que as expectativas do aluno em relação à sua formação e 
a própria integração dele com a instituição constituem, na maioria das vezes, os principais 
fatores que acabam por desestimulá-lo a priorizar o investimento de tempo ou financeiro, para 
conclusão do curso. 
Os processos impactam diretamente a formação dos alunos e, a falta de informação clara e 
objetiva a respeito deles aos alunos do curso de Engenharia de Produção da UnB, geram 
prejuízos relacionados a retrabalho, perda de prazos e oportunidades (MAGALHÃES, 2017). 
Nos últimos anos, observou-se que a utilização de jogos pode contribuir para aumentar a 
motivação e engajamento dos alunos em diversos níveis de ensino.  Estudos sobre o uso de 
técnicas de jogos na educação superior (FREITAS et al., 2016; MARTINS; FERNANDES, 
2016; MATTOS; BERTONI, 2015; ZAMPA; MENDES, 2017) mostram resultados 
significativos no uso dessas técnicas para aumentar o interesse em diversas atividades 
relacionadas à aprendizagem. 
O Brasil está acima da média mundial no número de smartphones por habitante. Em outubro 
de 2017, esse número chegou a 208 milhões, resultando em 1 aparelho por habitante (CENTRO 
DE TECNOLOGIA DE INFORMAÇÃO APLICADA, 2017). Paralelamente, o mercado de 
aplicativos móveis no Brasil segue em constante expansão, com um aumento de 82,40% no ano 
de 2016. A Figura 1 apresenta a porcentagem de aplicativos móveis no mercado brasileiro, 
divididos por categoria. 
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Figura 1. Total de aplicativos móveis no Brasil por categoria. 
Fonte: BigData Corp. (2016). 
A Figura 1 mostra que os jogos são os aplicativos mais disponíveis nas lojas virtuais para 
dispositivos móveis, cerca de 20%, seguidos daqueles voltados para educação e entretenimento, 
além de serem os mais populares, sinal de que, hoje, os celulares, cada vez mais servem como 
passatempo para o usurário (BIGDATA CORP., 2016). 
Jogar videogames é uma das atividades favoritas dos brasileiros, dado que 82% das pessoas 
entre 13 a 59 anos fazem uso de pelos menos um game em algum dispositivo eletrônico 
(NATIONAL PURCHASE DIARY GROUP, 2015).  
Os jogos eletrônicos, além de apresentarem conteúdo, promovem aprendizagens que podem 
ser transpostas a outros domínios semióticos. A educação, nos seus diversos âmbitos, pode se 
beneficiar deste formato cultural (BOMFOCO; AZEVEDO, 2012). 
Quando os jogos são bem planejados, podem contribuir para o desenvolvimento de 
competências necessárias aos estudantes, tais como: enfrentar desafios, buscar novas soluções, 
estimular a argumentação, a organização das ideias, a crítica, a intuição, a criação de estratégias 
e a aquisição de destrezas cognitivas e motoras necessárias para obterem sucesso no jogo e na 
vida. (CARVALHO; ARAÚJO; FONSECA, 2015; KESSLER et al., 2010).  
Os jogos fornecem oportunidades inovadoras para os alunos contextualizarem informações e 
estudarem as consequências de suas escolhas (KANTHAN; SENGER, 2011), pois permitem, 
através de tentativas, errar e percorrer diversos caminhos em busca do mesmo objetivo, 
melhorando sua aprendizagem. 
1.2. MOTIVAÇÃO 
Nesse cenário, torna-se clara a necessidade de aumentar o engajamento dos alunos no curso 
de graduação em Engenharia de Produção da UnB. É necessário motivá-los com a perspectiva 
da sua carreira profissional ou acadêmica, dando a eles possiblidades práticas para vivenciar 
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esses dois caminhos, utilizando para isso as oportunidades adicionais que extrapolam a grade 
curricular, a saber: atividades complementares, estágio obrigatório e não obrigatório, projetos de 
pesquisa e Empresa Júnior. Tais oportunidades nem sempre são apresentadas aos alunos de 
maneira clara e objetiva. 
O curso de Engenharia de Produção da UnB é um terreno fértil para aplicação de 
gamificação, que consiste no uso de técnicas de jogos em contextos onde não é comum o uso de 
jogos (DETERDING et al., 2011). É bastante popular entre os alunos a linguagem dos games, 
visto que as novas gerações brasileiras são nativamente digitais e usam de forma natural esse 
tipo de entretenimento, além de fazer uso diário de dispositivos eletrônicos para muitas outras 
tarefas.  
Diante disso, a motivação desta pesquisa está em responder a seguinte pergunta: qual a 
melhor forma de contribuir para um maior engajamento dos alunos de Engenharia de Produção 
da UnB na sua carreira universitária, utilizando como meio os jogos e os dispositivos 
eletrônicos com que estão familiarizados? 
É importante ressaltar que o pesquisador que busca responder esse problema não tem 
conhecimentos anteriores acerca de projeto e desenvolvimento de jogos e nem de Gamificação, 
pois isso influência os objetivos e o desenrolar do presente relatório. No tópico 1.3 é sintetizado 
o que se pretende alcançar com a pesquisa, através da inferência racional dos objetivos. Essa 
inferência foi feita a partir do problema de pesquisa e seu respectivo cenário apresentado.  
1.3. OBJETIVOS 
1.3.1. Objetivo geral 
O objetivo deste trabalho é desenvolver um jogo, que divulgue aos estudantes do curso de 
Engenharia de Produção da Universidade de Brasília quais são os caminhos que devem ser 
trilhados para obtenção do grau de Engenheiro. 
1.3.2. Objetivos específicos 
a) Realizar uma revisão da literatura sobre gamificação a fim de identificar um framework 
de aplicação, buscar definições das técnicas de jogos dessa arquitetura e obter estudos 
sobre o uso de gamificação no Ensino Superior. 
 16 
 
b) Criar e implementar um jogo com base no framework de gamificação escolhido, nas 
definições das técnicas de jogos e em estudos do uso de gamificação no Ensino Superior 
levantados com a revisão da literatura; além de ideias de aplicação geradas por alunos 
do Curso. 
c) Avaliar o jogo por meio da disponibilização do mesmo a um grupo restrito de alunos e 
não alunos do curso de graduação em Engenharia de Produção da UnB.  
A limitação da pesquisa está em que o desenho dos caminhos que os alunos podem 
percorrer durante o curso de graduação em Engenharia de Produção da UnB terá como foco a 
grade curricular e as oportunidades adicionais representadas por projetos de pesquisa e Empresa 
Júnior. 
O trabalho está estruturado da seguinte forma: no Capítulo 2 é apresentado o referencial 
teórico, contendo conceitos de jogos, gamificação e gestão ágil de projetos, que foi a 
metodologia adotada para o desenvolvimento do jogo; no Capítulo 3 é evidenciada a 
metodologia de pesquisa a ser utilizada neste estudo; no Capítulo 4 é apresentado o Mapa 
Mental dos possíveis caminhos de conclusão do curso aos alunos de Engenharia de Produção na 
UnB, as técnicas de jogos selecionadas, como se deu a gestão do projeto e os resultados da 
gamificação desenvolvida; no Capítulo 5 é comtemplada a análise dos feedbacks; e, por fim, no 
Capítulo 6 são abordadas as considerações finais e as propostas de trabalhos futuros.  
No Capítulo 2 são apresentados conceitos importantes para fundamentar a proposta deste 
trabalho, além dos frameworks e ferramentas utilizadas em seu desenvolvimento. 
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2 REFERENCIAL TEÓRICO
Neste capítulo são apresentados conceitos 
importantes para fundamentar a proposta deste 
trabalho, além dos frameworks e ferramentas 
utilizadas em seu desenvolvimento. 
2.1. JOGOS 
Os jogos fazem parte de praticamente todas as civilizações conhecidas. Ao longo dos 
séculos, civilizações estiveram associadas a algum tipo de competição importante para a 
estruturação social da respectiva comunidade, tais como: os gregos, com os Jogos Olímpicos da 
Antiguidade; os romanos, com os duelos de gladiadores e corridas de biga; e os astecas, com o 
jogo de bola mesoamericano (VIANNA et al., 2013). 
Segundo Huizinga (2000), a noção de jogo em sua forma familiar é definida como uma 
atividade ou ocupação voluntária, exercida com tempo e espaço limitado, segundo regras 
livremente consentidas, mas absolutamente obrigatórias. O jogo é dotado de um fim em si 
mesmo e é acompanhado de um sentimento de tensão, de alegria e de uma consciência de ser 
diferente da vida quotidiana. De acordo com McGonigal (2011), os jogos possuem 4 
características em comum, a saber:  
 Objetivo: resultado específico que os jogadores trabalharão para alcançar, 
proporcionando a eles uma sensação de propósito. Ele mantém a atenção dos jogadores 
e orienta continuamente as suas participações ao longo do jogo; 
 Regras: limitações sobre como os jogadores podem atingir o objetivo. Ao remover ou 
limitar as formas óbvias de chegar ao objetivo, as regras empurram os jogadores a 
explorar espaços de possibilidade anteriormente inexplorados. Elas liberam a 
criatividade e promovem o pensamento estratégico; 
 Sistema de feedback: diz aos jogadores o quão perto eles estão de atingir o objetivo, 
podendo assumir a forma de pontos, níveis, mensagens ou barra de progresso. O 
feedback em tempo real é uma promessa para os jogadores de que o objetivo é 
definitivamente alcançável e proporciona motivação para continuar jogando; 
 Participação voluntária: todos os que estão jogando o jogo aceitam conscientemente e 
voluntariamente o objetivo, as regras e o feedback. O conhecimento estabelece um 
terreno comum para que várias pessoas joguem juntas. 
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Partindo dessas características fundamentais dos jogos, vemos que existem muitas 
possibilidades de interações propostas pelos jogos e várias possíveis aplicações dos mesmos em 
nosso cotidiano, tendo em vista o fato de que eles se apresentam atualmente em múltiplos 
gêneros e interfaces.  Segundo Vianna et al. (2013), dentre as principais categorias existentes de 
jogos, podem ser citados os: 
 Analógicos: primeiros formatos conhecidos de jogos, surgiram por volta do ano 
3.500 a.C., mas ainda hoje se fazem presentes, como clássicos de tabuleiro, mesa, 
cartas, dados, campos e quadras; 
 Digitais: entram nessas categorias os jogos eletrônicos propriamente ditos e uma 
importante subdivisão: os simuladores, que cada vez mais são fiéis às finalidades 
propostas e são utilizados quando a intenção é propor uma experiência de alto grau 
de similaridade, gráfica e sensorial, reduzindo eventuais riscos de acidente ou 
custos operacionais; 
 Pervasivos: são jogos em que há ao menos um tipo de interação que transcorre no 
universo físico, no caso, com outra pessoa, com um objeto em particular ou com 
um lugar específico. Exemplos desses tipos de jogos são o Kinect e o Oculus Rift.  
Segundo Tarouco et al. (2004), existem diferentes tipos de classificações de jogos de acordo 
com seus objetivos que podem ser utilizados na educação, a saber: 
 Ação: auxiliam no desenvolvimento de reflexos, de coordenação e do processo de 
pensamento rápido; 
 Aventura: se caracterizam pelo controle, por parte do jogador, do ambiente 
descoberto; 
 Lógico: foco mais na mente do que nos reflexos; 
 Role-Playing Game (RPG): jogo em que o usuário controla um avatar em um 
mundo. Nesse mundo, o avatar interage com outros personagens. A história do jogo 
é dinâmica, pois pode ser influenciada pelas ações e escolhas dos jogadores. 
 Estratégicos: focam na sabedoria e nas habilidades de negócios dos usuários. 
Geralmente está ligado a construção e administração de algo. 
O próximo tópico servirá de referencial para um melhor entendimento sobre o que é Mapa 
Mental, que por usa vez é um recurso que auxilia na organização de ideias. 
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2.2. MAPA MENTAL 
De acordo com Buzan (2002), Mapa Mental é um método de análise que permite a visão 
geral de uma área específica, facilitando a organização de várias informações. A sua estrutura é 
composta por ramos que irradiam de uma imagem central, cores, símbolos, desenhos e palavras 
que estão ligados de acordo com um conjunto de regras básicas.  
O autor lista 7 passos que o para a construção de um Mapa Mental, a saber: começar no 
centro de uma folha em branco; desenhar no centro uma imagem que simbolize a ideia 
principal; fazer ligações de palavras-chaves e ideias-chaves relacionadas com a imagem 
centralizada; utilizar muitas cores; fazer linhas curvas em lugar de retas; utilizar somente uma 
palavra-chave por linha e muitas imagens.  
Todos os conceitos, características e categorias apresentadas compõem um conjunto de 
insumos para que seja possível o desenvolvimento de um jogo resultado de uma gamificação. 
No tópico 2.3 é apresentado o que é gamificação. 
2.3. GAMIFICAÇÃO 
Gamificação é a tradução do termo gamification criado pelo programador britânico Nick 
Pelling, em 2003. Consiste na aplicação de elementos, mecanismos, dinâmicas e técnicas de 
jogos em um contexto em que não é comum o uso de jogos, ou seja, na realidade do dia a dia 
profissional, escolar e social do indivíduo (NAVARRO, 2013).   
Esse termo só ganhou popularidade em 2011, a partir de uma apresentação em uma 
conferencia Technology Entertainment Design (TED) realizada por Jane McGonigal, famosa 
projetista de jogos norte-americana e autora do livro “A realidade em jogo: Por que os games 
nos tornam melhores e como eles podem mudar o mundo”, que tem sido considerado uma 
espécie de bíblia da gamificação. O argumento de McGonigal despertou a atenção do mundo foi 
a percepção de que, se somadas todas as horas jogadas apenas pelos frequentadores do World of 
Warcraft, tradicional game online que está em curso desde 2011, teriam sido gastos 5,93 bilhões 
de anos na resolução de problemas de um mundo virtual (VIANNA et al., 2013).  
Deterding et al. (2011) investigou as origens históricas do termo gamificação em relação aos 
precursores e conceitos similares. Um dos resultados dessa investigação foi a diferenciação de 
gamificação para outros conceitos semelhantes. A Figura 2 apresenta esse resultado. 
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Figura 2. Gamificação entre brincadeira e jogo completo ou apenas elementos. 
Fonte: Adaptado de Deterding et al. (2011) 
A gamificação pode ser contrastada com os conceitos de Jogo Sério, Brinquedo e Design 
Lúdico através de duas dimensões: Brincadeira/jogo e completo/elementos. A Gamificação não 
é uma brincadeira completa ou um jogo completo como, respectivamente, o Brinquedo e o Jogo 
Sério. Ela tem elementos de jogos, mas não é uma brincadeira como o Design Lúdico. 
Game-Based Learning (GBL) é o uso intencional de jogos digitais ou não digitais com o 
intuito de facilitar o atingimento das metas de aprendizagem no ensino (WIGGINS, 2016). 
Segundo Caponetto et al. (2014), os conceitos de aprendizagem baseada em jogos e gamificação 
são similares, mas suficientemente distintos. O primeiro denotando a adoção de jogos para fins 
educacionais e o segundo, a aplicação de mecanismos de jogo a intervenções educacionais 
globais. 
Em contrapartida, Wiggins (2016) afirma que essa abordagem não leva em conta que 
método GBL também utiliza de técnicas de jogos em suas atividades curriculares, podendo ser 
incluída sob o tópico maior da aprendizagem baseada em jogos ou até mesmo serem utilizados 
esses dois conceitos de forma intercambiável. Ainda segundo o autor, jogos sérios tem um 
caráter de obrigatoriedade, diferentemente da Gamificação que está ligada também ao 
entretenimento. 
O mapeamento feito por Borges et al. (2013), referente às pesquisas que estão sendo 
conduzidas sobre a gamificação aplicada à área de educação, mostra que a busca por inovações 
capazes de promover a motivação dos estudantes do ensino superior é uma constante entre os 
pesquisadores da área. 
A gamificação fornece efeitos positivos, mas os efeitos são muito dependentes do contexto 
em que a gamificação está sendo implementada, bem como dos usuários que a utilizam 
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(HAMARI; KOIVISTO; SARSA, 2014). Assim, para uma boa gamificação, torna-se necessário 
o uso de um framework, juntamente com a análise do publico alvo, como base desenvolvimento 
da gamificação. A seguir é apresentado o framework Octalysis. 
2.3.1. Framework Octalysis 
Após 10 anos de pesquisas e estudos sobre gamificação, Chou (2015) observou que todos os 
jogos são divertidos porque atraem determinadas motivações principais que influenciam os 
jogadores a fazerem certas atividades. Diferentes tipos de técnicas de jogos impulsionam de 
formas diferentes as pessoas: alguns de forma inspiradora e capacitadora, enquanto outros de 
maneira manipuladora e obsessiva.  
Diante dessas observações, Chou (2015) propôs o framework chamado Octalysis, que é 
baseado em uma forma octogonal com 8 motivações principais que levam as pessoas a fazerem 
algo. Essas motivações principais são chamadas por ele de Core Drives. Sugere que, se não 
houver nenhum desses Core Drives atrás de uma ação desejada, não há motivação, e nenhum 
comportamento acontece. Os 8 Core Drives são: 
1:) Significado Épico e Chamado é o Core Drive onde o jogador acredita que está fazendo 
algo maior que ele mesmo ou que ele foi escolhido para fazer algo. Um sintoma disso é um 
jogador que dedica muito do seu tempo a manter um fórum ou a ajudar a criar algo para toda a 
comunidade de usuários; 
2:) Desenvolvimento e Realização é o impulso interno de fazer progressos, desenvolver 
habilidades e, eventualmente, superar os desafios. Não basta apenas dar recompensa a um 
jogador sem colocá-lo em um desafio significativo para ele; 
3:) Empoderamento da Criatividade e Feedback refere-se ao envolvimento dos usuários em 
um processo criativo, no qual eles devem, em vários momentos entender as situações e tentar 
diferentes combinações. As pessoas não só precisam de maneiras de expressar sua criatividade, 
mas precisam ser capazes de ver os resultados dela, receber feedback e poder responder quando 
necessário; 
4:) Propriedade e Posse é a unidade onde os usuários estão motivados porque sentem que 
possuem algo. Quando um jogador sente que possui alguma propriedade, ele quer fazer o que é 
melhor e possuir ainda mais; 
5:) Influência e Relacionamento Social é o Core Drive que incorpora todos os elementos 
sociais que impulsionam as pessoas, incluindo: orientação, aceitação, respostas sociais, 
companheirismo, competição e inveja. Além disso, inclui a bagagem cultural que adquirimos 
desde a infância, influenciando assim os sentimentos de nostalgia; 
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6:) Escassez e Impaciência é o impulso de querer algo que não se pode ter no momento. O 
fato de os jogadores não conseguirem algo agora motiva-os a pensar sobre isso durante todo o 
dia ou até a próxima oportunidade de conseguir esse algo; 
7:) Imprevisibilidade e Curiosidade é o ato de querer descobrir o que vai acontecer a seguir. 
O cérebro fica envolvido e as pessoas ficam pensando sobre isso com frequência, até o 
momento da revelação chegar. No entanto, essa unidade também é o principal fator de 
dependência do jogo, podendo acarretar a vício; 
8:) Perda e Rejeição é a atitude baseada na prevenção de algo negativo que possa acontecer. 
Um exemplo disso é evitar a perda do trabalho anterior ou o sentimento de que, se não agir 
imediatamente, pode perder a oportunidade de agir para sempre.  
Depois que os 8 Core Drives foram determinados, Chou (2015) os colocou em um gráfico 
octogonal apresentado na Figura 3. 
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Figura 3. Framework Octalysis. 
Fonte: Chou (2015).
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Para cada um desses Core Drives está mapeada uma gama de técnicas de jogos, totalizando 
76 técnicas diferentes. Ao escolher usar um Core Drive é preciso identificar quais técnicas de 
jogos serão utilizadas para recorrer a ele. No Anexo I são encontradas algumas definições e 
exemplos de aplicação de técnicas de jogos do framework Octalysis. Essas definições e 
exemplos de aplicação foram tirados do estudo de Chou (2015). 
Os 8 Core drives são traçados em um gráfico ortogonal não apenas para fins estéticos, mas 
porque a colocação também determina a natureza da motivação, pois cada um deles faz com que 
o usuário se sinta ou aja de uma determinada maneira. A primeira divisão que o autor faz na 
arquitetura do Octalysis é entre o Cérebro Esquerdo e Direito, sendo respectivamente, os 
motivadores extrínsecos e intrínsecos. Essa primeira divisão é apresentada na Figura 4. 
 
Figura 4. Core Drives de Cérebro Esquerdo vs de Cérebro Direito.. 
Fonte: Adaptado de Chou (2015). 
Os motivadores à direita são considerados Core Drives do Cérebro Direito, sendo mais 
relacionados à criatividade, autoexpressão e aspectos sociais, são baseados em motivações 
intrínsecas, não precisando de um objetivo ou recompensa, pois a própria atividade é 
gratificante.  Os motivadores à esquerda são considerados Core Drives do Cérebro Esquerdo, 
sendo mais associados à lógica, aos cálculos e à propriedade, portanto para motivar é preciso 
que haja algo a se obter.  
Segundo o autor, isso é importante, pois uma vez que você deixa de oferecer o motivador 
extrínseco, o engajamento do usuário geralmente diminuirá muito mais do que antes de que o 
motivador extrínseco fosse introduzido pela primeira vez. Em diversas ocasiões é muito melhor 
usar os Core Drives do Cérebro Direito, tornando o jogo algo em si divertido e gratificante.  
É importante ressaltar que a divisão dos motivadores em Cérebro Esquerdo e Direito não é 
baseada na ciência do cérebro, sendo meramente simbólica e gráfica, para que as pessoas 
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gravem com mais facilidade. A Figura 5 apresenta outra divisão importante dentro do Octalysis, 
que é entre Gamificação de Chapéu Branco e de Chapéu Preto. 
 
Figura 5. Gamificação de Chapéu Branco vs de Chapéu Preto 
Fonte: Adaptado de Chou (2015). 
Os Core Drives localizados na parte superior são chamados de Gamificação de Chapéu 
Branco, considerados motivadores positivos, pois causam sensações agradáveis aos jogadores. 
Por outro lado, os que estão localizados na parte inferior são chamados de Gamificação de 
Chapéu Preto, considerados motivadores mais negativos, pois chegam a causar sensações 
desagradáveis aos jogadores, fazendo que eles não se sintam bem.  
A Gamificação de Chapéu Preto não é necessariamente ruim, podendo ser usada para o 
alcance de resultados produtivos e saudáveis, ou maliciosos, viciantes e manipuladores. Um 
exemplo disso é que muitas pessoas se submetem voluntariamente a Gamificação de Chapéu 
Preto para fazerem exercícios com mais frequência, pois podem estar sofrendo com problemas 
de saúde. 
O uso do Octalysis é divido em níveis: nível 1, para avaliação de sistemas já existentes; 
nível 2, para otimizar experiências do jogador; nível 3, que permite ver como diferentes tipos de 
pessoas são motivadas em diferentes estágios da experiência; e níveis 4 e acima, que 
incorporam um design muito mais sofisticado, além de princípios e análises aprofundadas. 
Para se obter uma boa  gamificação, é importante considerar todas as técnicas de cada um 
dos 8 Core Drives, devido a ser o público alvo bastante heterogêneo (CHOU, 2015). A Figura 6 
apresenta como é a aplicação do Framework Octalysis ao nível 2. 
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Figura 6. Nível 2 do Octalysis divido em 4 Fases. 
Fonte: Adaptado de Yu-Kai Chou (2015). 
A aplicação do Octalysis ao Nível 2 é dividida em 4 fases: Descoberta, Entrada, Dia a dia e 
Saída. Na fase Descoberta se estabelecem as técnicas que farão parte da introdução do jogo, 
visando incentivar as pessoas a participarem da experiência. Na Entrada busca-se criar um 
ambiente onde os usuários possam aprender as regras e as ferramentas do jogo. Na fase Dia a 
dia define-se quais serão as ações que os atores deverão realizar para atingir o objetivo. Na 
última fase, Saída, define-se as recompensas após o fim da experiência e como fazer os atores 
jogarem novamente. 
Criar uma experiência gamificada e rica é muito mais do que simplesmente escolher 
técnicas de jogos aleatórias. É um ofício que requer muita análise, pensamento, teste e ajuste, 
além de um bom gerenciamento do projeto de gamificação. Diante disso, nos tópicos a seguir 
serão apresentados conceitos sobre gestão ágil de projetos. 
2.4. GESTÃO ÁGIL DE PROJETOS 
Gerenciamento de projetos consiste na aplicação de conhecimento, habilidades, ferramentas 
e técnicas às atividades do projeto, para atender aos seus requisitos e dessa forma atingir os 
objetivos propostos. Exemplos de projeto podem ser o desenvolvimento de um novo produto, de 
um novo serviço ou o atingimento de um resultado desejado (PROJECT MANAGEMENT 
INSTITUTION, 2013).  
Podem ser utilizadas metodologias ágeis para a gestão de projetos. O gerenciamento ágil 
envolve o planejamento adaptativo, o desenvolvimento interativo e entregas constantes durante 
o andamento do projeto (SCRUMSTUDY, 2016).  
Projetos que normalmente sofrem com constantes mudanças durante o seu ciclo de vida, 
como por exemplo, projetos de desenvolvimento de sistemas web complexos, têm dificuldades 
na utilização de modelos tradicionais de gerenciamento, sendo mais viável a utilização de um 
modelo de execução ágil. Existem diversos frameworks de metodologias ágeis para 
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desenvolvimento de sistemas, o mais utilizado é o Scrum. Conceitos sobre esse framework serão 
apresentados nos tópicos a seguir. 
2.4.1. Framework Scrum 
Scrum é um framework ágil, simples e leve, utilizado para a gestão do desenvolvimento de 
produtos complexos imersos em ambientes também complexos. Ele é embasado no empirismo, 
e utiliza uma abordagem iterativa e incremental para entregar valor com frequência aos 
stakeholders, e assim reduzir os riscos do projeto (SABBAGH, 2014). 
É um framework de adaptação, iteratividade, rapidez, flexibilidade e eficiência, projetado 
para fornecer um valor significativo de forma rápida durante todo o projeto. O Scrum garante a 
transparência na comunicação e cria um ambiente de responsabilidade coletiva e progresso 
contínuo (SCRUMSTUDY, 2016). O Scrum é composto por papéis, artefatos e cerimônias, os 
quais serão descritos a seguir.  
2.4.1.1. Papéis 
Para um bom uso do Scrum, é necessário entender os papéis definidos por ele e suas 
responsabilidades. Segundo Sabbagh (2014), apenas três papéis são definidos pelo Scrum:  
 Product Owner (PO) é o responsável por levantar todos os objetivos e necessidades 
dos clientes e demais partes interessadas do projeto, através do relacionamento 
contínuo com eles. Toma decisões de negócio relativas ao desenvolvimento do 
projeto com base no trabalho lado a lado com os clientes. É considerado o braço do 
cliente dentro do projeto, estando sempre alinhado com ou em direção aos objetivos 
da organização e buscando o melhor para o negócio. São responsabilidades do PO: 
1) Priorizar, atualizar e detalhar as necessidades de negócio do produto no 
escopo (Backlog), tendo em vista os objetivos e necessidades dos clientes e 
o que vai gerar mais valor para o negócio. 
2) Gerenciar as entregas (Release) de acordo com a melhor estratégia para o 
negócio, estabelecendo a meta e a data de cada uma delas. 
3) Ser acessível ao time de execução para que possa colaborar com o mesmo, 
tirando quaisquer dúvidas sobre os itens inseridos no escopo do projeto. 
4) Ajudar a equipe do projeto a planejar as iterações, negociando para 
determinar o que deve ser realizado durante as mesmas. 
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5) Gerenciar os clientes e demais partes interessadas em sua relação com o 
projeto a partir do contato frequente com eles. Dessa forma descobre quem 
são essas partes interessadas que devem influenciar as decisões sobre o 
produto, balanceando necessidades dessas partes com relação ao produto, 
comunicando-se com elas para descobrir essas necessidades e 
influenciando-as para maximizar sua colaboração com o projeto. 
6) Validar as entregas do Time de Desenvolvimento, verificando se a meta 
estabelecida foi atingida. 
Pode ser PO do projeto qualquer um que tenha o conhecimento suficiente do 
negócio do cliente para poder conduzir as atividades indicadas acima. 
 O Scrum Master, utilizando-se de seu conhecimento de Scrum, trabalha para 
facilitar e potencializar o trabalho do PO e do Time de Desenvolvimento, fazendo-
os mais eficientes na realização do projeto. O Scrum Master, o PO e o Time de 
Desenvolvimento, quando juntos, são chamados de Time Scrum. À vista disso, o 
Scrum Master é o responsável por garantir o uso do framework Scrum pelo Time 
Scrum no âmbito do projeto e tem como principais atribuições: 
1) Facilitar o trabalho dos membros do Time Scrum, de forma que possam se 
auto-organizar durante o desenvolvimento produto, tendo entre eles uma 
comunicação efetiva e buscando melhorar seus processos de trabalho, 
realizando o mesmo com qualidade e produtividade. Para isso, pode ser 
necessário promover mudanças organizacionais. 
2) Resolver impedimentos que prejudicam ou obstruem o trabalho do Time 
Scrum, removendo-os ele mesmo ou mobilizando as pessoas e os recursos 
necessários para tal, além de também ajudar a prevenir, quando possível, 
que os impedimentos aconteçam. 
3) Facilitar os eventos da metodologia ágil como reuniões de Planejamento e 
Revisão. 
 Time de Desenvolvimento é o grupo multidisciplinar de pessoas responsável por 
realizar o trabalho de desenvolvimento do produto a partir das prioridades definidas 
pelo PO. Determina tecnicamente como o produto será desenvolvido, planeja esse 
trabalho e acompanha seu progresso. Para tal, tem propriedade e autoridade sobre 
suas decisões e, ao mesmo tempo, é responsável e responsabilizado por seus 
resultados. O Time de Desenvolvimento tem como dever: 
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1) Planejar seu trabalho, definindo com o PO o que será realizado no decorrer 
de cada ciclo de desenvolvimento (Sprint), para então detalhar, de forma 
autônoma, como esse trabalho será realizado. 
2) Colaborar com o PO para definir as prioridades do Backlog. 
3) Informar o Scrum Master sobre impedimentos que prejudicam ou obstruem 
seu trabalho e prevenir-se deles, quando possível. 
4) Obter feedbacks dos stakeholders do projeto sobre o trabalho realizado 
durante o Sprint, ao apresentar e demonstrar os resultados desse trabalho a 
eles no final da iteração. 
2.4.1.2. Artefatos 
Os artefatos são documentos e outros elementos gráficos que funcionam como peças de 
entrada e saída para o bom andamento do Scrum, eles são especificamente projetados para 
maximizar a transparência das informações (SCHWABER; SUTHERLAND, 2013). Os 
artefatos do Scrum incluem:  
 Product Backlog: uma lista de tudo o que se acredita que será desenvolvido pelo 
Time de Desenvolvimento no decorrer do projeto. Os requisitos contidos nele 
definem o escopo do projeto e nele estão inseridas todas as necessidades ou 
objetivos de negócio do cliente e demais partes interessadas no projeto 
(SABBAGH, 2014). O Product Backlog é baseado em Estórias de Usuário, que por 
sua vez são frases curtas e simples que descrevem as necessidades dos clientes e 
devem conter o ator, ação e valor ao negócio. Ator é o usuário interessado em 
determinada funcionalidade; ação é o que ele deseja; e valor ao negócio é o 
benefício que o ator obterá com a funcionalidade. Em cada momento, o Product 
Backlog é atualizado pelo PO, tendo seus itens ordenados de acordo com a 
importância para os clientes do projeto e possui apenas o nível de detalhes que é 
possível de se ter; 
 Sprint Backlog: uma lista dos trabalhos e como eles serão executados durante 
desenvolvimento em cada Sprint, selecionados de acordo com a priorização do 
Product Backlog (SABBAGH, 2014). Caso o time não consiga desenvolver todos 
os itens do Sprint Backlog, os faltantes devem voltar para o Product Backlog e 
serem repriorizados; 
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 Radiadores de Informação: artefatos que contribuem muito para a troca de 
informações a respeito de acontecimentos, realizações e eventos do projeto. Essa 
troca se dá do Time para o Time e do Time para os stakeholders. Os principais 
radiadores de informações são: Kanban e Gráfico Burndown. O primeiro consiste 
em um painel que permite visualizar de forma clara e objetiva todas as tarefas que 
precisam ser realizadas, as que estão sendo trabalhadas em tempo real e as já 
finalizadas em cada Sprint. O último é um gráfico visual que permite ao Time 
acompanhar e monitorar o avanço das tarefas, e comparar o que foi planejado com o 
que está sendo realizado (CRUZ, 2016).  
2.4.1.3. Cerimônias 
As cerimônias são eventos realizados durante o desenvolvimento do produto, que devem 
ocorrer em períodos recorrentes e com frequência determinada, para gerar uma congruência do 
contexto organizacional com os valores ágeis e consequentemente contribuir para entrega de 
valor para os clientes. Essas cerimônias são:  
 Sprint: no Scrum os projetos são divididos em ciclos de desenvolvimento 
repetitivos e curtos (iterações) para que possa ocorrer incrementos no produto. Esses 
incrementos são gerados pelo Time de Desenvolvimento a partir da priorização do 
Product Backlog. Esses ciclos são chamados Sprints, tem tamanho fixo e acontecem 
um depois do outro, podendo durar de duas a quatro semanas. Os itens a serem 
desenvolvidos no Sprint são os mais importantes naquele momento e, portanto, esse 
trabalho de seleção não é necessariamente uma transposição direta de itens do 
Product Backlog para o Sprint Backlog. A partir do alto do Product Backlog, os 
itens serão negociados e selecionados de forma a fazerem sentido juntos e tendo 
como base a Meta do Sprint (SABBAGH, 2014); 
 Daily Scrum ou Daily Meeting: reunião diária de 15 minutos com objetivo de 
planejar o dia de trabalho do Time de Desenvolvimento. É realizada pelo Time de 
Desenvolvimento com o apoio do Scrum Master, permitindo a ele acompanhar o 
trabalho da equipe (SABBAGH, 2014). Nessa cerimônia o time de desenvolvimento 
deve responder a 3 perguntas: O que eu fiz no dia anterior? O que será feito hoje? 
Existe algum impedimento para realização das tarefas de hoje?; 
 Sprint Planning: Segundo o Guia para o Conhecimento em Scrum (SBOK), é uma 
reunião realizada para definir o que será executado durante o Sprint 
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(SCRUMSTUDY, 2016). Tem duração aproximada de 8 horas para iterações de 1 
mês e é dividida em duas partes: 
1) na primeira parte, com o PO, para priorização do Backlog, sendo aberta 
para questionamento por parte do Time de Desenvolvimento. Depois o 
Time de Desenvolvimento, em colaboração com o PO, define o que será 
feito durante o Sprint; 
2) na segunda parte, apenas o Time de Desenvolvimento participa,  e tem 
como objetivo traçar um plano de ação para o Sprint.  
 Sprint Review: cerimônia que envolve o Time de Desenvolvimento, o PO, os 
clientes e as demais partes interessadas, de forma a obter feedback de todos. Esse 
feedback serve como base para o PO atualizar o Backlog para Sprints futuros, 
visando o incremento do produto desenvolvido. É, portanto, uma reunião de 
inspeção e adaptação do produto. A reunião de Sprint Review acontece no último 
dia do Sprint e tem duração de 4 horas para iterações de 1 mês, ou 
proporcionalmente menos para Sprints mais curtas (SABBAGH, 2014; 
SCRUMSTUDY, 2016); 
 Sprint Retrospective: durante esta reunião, o Time de Desenvolvimento e Scrum 
Master se reúnem para analisar e refletir sobre o Sprint anterior, com relação aos 
processos seguidos, ferramentas empregadas, mecanismos de colaboração e de 
comunicação e outros aspectos relevantes para o projeto. São discutidas também as 
lições aprendidas durante a iteração anterior. O objetivo é fazer melhorias nos 
próximos Sprints. É facilidade pelo Scrum Master e tem duração aproximada de 3 
horas para iterações de 1 mês (SCRUMSTUDY, 2016). 
2.5. ESTUDOS SOBRE O USO DE GAMIFICAÇÃO E MELHORIAS DE 
PROCESSOS 
É possível encontrar na literatura estudos sobre o uso de gamificação por pesquisadores da 
UnB. Destacam-se os estudos de Freitas et al. (2016) e Nayara et al. (2017). O primeiro 
apresenta o estudo de caso de um espaço de gamificação para uma disciplina do curso de 
Engenharia de Software. O espaço foi construído tomando por base o framework Octalysis. 
Nesse estudo, houve um aumento na motivação dos alunos com a introdução da gamificação na 
disciplina. 
No estudo de Nayara et al. (2017), é apresentada uma proposta de metodologia de avaliação 
da gamificação em jogos pautada no framework Octalysis. Com a metodologia proposta o 
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educador pode antever quais serão as motivações básicas que influenciarão o jogador, bem 
como os atributos de engajamento que mais fortemente serão impactados pelo jogo.  
Embora fora da UnB, outros dois estudos merecem destaque: Martins e Fernandes (2016) e 
Zampa e Mendes (2017). O artigo de Martins e Fernandes (2016) apresenta uma discussão sobre 
a gamificação como estratégia motivacional que pode contribuir para a diminuição da taxa de 
evasão dos Massive Open Online Course (MOOC). 
Zampa e Mendes (2017) propõem um Modelo de Gamificacão para uma disciplina do 
Bacharelado de Sistemas de Informação que possui sérios problemas de aprovação entre os 
alunos matriculados. 
Em relação à melhoria de processos dentro da UnB, o estudo Magalhães (2017) propôs 
melhorias aos processos internos que impactam diretamente a formação dos alunos do curso de 
Engenharia de Produção, com vistas à disseminação eficaz do conhecimento para o corpo 
discente do departamento e demais interessados, através da implantação da metodologia BPM e 
da gestão do conhecimento. 
No Capítulo 3 é apresentada a metodologia utilizada na pesquisa, de forma que se possa 
entender como os resultados deste trabalho foram obtidos. 
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3 METODOLOGIA DA PESQUISA 
A pesquisa é um procedimento formal, racional e 
sistemático, que requer um tratamento científico 
e se constitui no caminho para alcance dos 
objetivos (MARCONI; LAKATOS, 2002). Este 
capítulo descreve os procedimentos e técnicas 
utilizados nesta pesquisa, de forma que se possa 
entender como os resultados deste trabalho 
foram obtidos. 
3.1. VISÃO GERAL DA PESQUISA 
Uma pesquisa pode ser classificada de diversas formas. Do ponto de vista da sua natureza, o 
presente estudo é classificado como pesquisa básica, objetivando gerar conhecimentos novos, 
úteis para o avanço da ciência, sem aplicação prática prevista (SILVA; MENEZES, 2005).  
Quanto à forma de abordagem do problema, Silveira e Cordova (2019) afirmam que a 
pesquisa pode ser qualitativa ou quantitativa. De acordo com os autores a pesquisa quantitativa 
considera que tudo pode ser quantificável. Já a abordagem qualitativa não se preocupa com a 
representatividade numérica, mas sim com o aprofundamento da compreensão de um grupo 
social, buscando explicar o porquê das coisas e exprimindo o que convém ser feito. Foi 
escolhida uma abordagem combinada para esta pesquisa, dado que possui características tanto 
qualitativas quanto quantitativas.  
O delineamento do trabalho, quanto aos objetivos, enquadra o estudo como uma pesquisa 
exploratória, pois se busca conhecer com maior profundidade a temática a ser abordada, para 
construir questões importantes quanto à condução da pesquisa (RAUPP; BEUREN, 2003). 
A maneira como está conduzida a obtenção dos dados classifica a pesquisa como estudo de 
caso. O estudo de caso é caracterizado pelo estudo profundo e exaustivo de um ou de poucos 
objetos, de maneira a permitir o seu conhecimento amplo e detalhado (GIL, 2008). A pesquisa 
está centrada em uma proposta de utilizar técnicas de jogos para motivar os alunos quanto a sua 
trajetória na sua graduação no único contexto dos alunos do curso de Engenharia de Produção 
da UnB. 
A questão da relevância do conhecimento produzido e a tensão na relação teoria-prática 
exigem pesquisas efetivamente direcionadas ao projeto de artefatos que sustentem melhores 
soluções para os problemas existentes (LACERDA et al., 2013). A pesquisa no campo das 
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Design Sciences busca desenvolver conhecimento válido e confiável para o projeto e  realização 
de artefatos para soluções de problemas ou para serem usados na melhoria de desempenho de 
entidades existentes (VAN AKEN, 2001).  
Buscando desenvolver conhecimentos que permitam a concepção e construção do jogo, foi 
escolhido utilizar a abordagem metodológica Estudo de Caso sob o enfoque da Design Science. 
A estruturação da pesquisa, descrita no tópico a seguir, segue os cuidados e procedimentos da 
Design Science Research Methodology (DSRM) (PEFFERS et al., 2008), visando aumentar a 
confiabilidade nos resultados da mesma. 
3.2. ESTRUTURAÇÃO DA PESQUISA PASSO A PASSO 
Através da classificação do presente estudo no que se refere às diferentes abordagens, se 
definiu, sob o enfoque da DSRM, uma estrutura de pesquisa para o alcance dos objetivos 
propostos. A estrutura está descrita na Figura 7.  
 
Figura 7. Estruturação da pesquisa. 
Fonte: Elaborado pelo autor. 
As etapas definidas na estrutura da pesquisa, apresentada na Figura 7, são abordadas nos 
tópicos a seguir, para melhor entendimento do passo a passo da pesquisa. 
3.2.1. Projeto e Desenvolvimento – Etapa 1 
A Etapa 1 consiste na criação do artefato de pesquisa. Os recursos necessários para passar 
de objetivos para Projeto e Desenvolvimento incluem conhecimento da teoria necessária para a 
construção da solução (PEFFERS et al., 2008). Essa etapa inclui as atividades de desenho dos 
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possíveis caminhos, de seleção de técnicas de jogos e do desenvolvimento do jogo. Essas 
atividades são abordadas nos tópicos de 3.2.1.1 a 3.2.1.3. 
3.2.1.1. Desenho dos possíveis caminhos 
Nesta atividade ocorre a descrição dos possíveis caminhos que os alunos podem percorrer 
durante o curso de graduação em Engenharia de Produção da UnB, com foco na grade curricular 
e nas oportunidades adicionais representadas por projetos de pesquisa e Empresa Júnior. Para 
fazer esse desenho, foi utilizado o método de Mapa Mental criado por Tony Buzan, pois permite 
a visão geral dos possíveis caminhos dos alunos de maneira visualmente objetiva e clara, 
facilitando a organização das várias informações do curso.  
3.2.1.2. Seleção das técnicas de jogos 
A segunda atividade da Etapa 1 é a seleção das técnicas de jogos que serão usadas na 
gamificação. Para dar suporte à seleção, foi utilizado o Framework Octalysis. Esse framework 
foi escolhido porque dentro da UnB é a principal arquitetura utilizada na aplicação de 
gamificações como, por exemplo, os estudos de Freitas et al. (2016) e Nayara et al. (2017). 
O framework foi utilizado em seu nível 2, visto que sua aplicação tem o intuito de 
otimizar experiências do jogador. Em cada uma das quatro fases desse nível foram utilizados 
Core Drives diferentes, pois é necessário inserir nelas formas diferentes de motivar as pessoas a 
continuarem jogando.  
 A escolha dos Core Drives em cada fase de aplicação e as suas respectivas técnicas de 
jogos foi feita em duas etapas. A primeira por meio da escolha das técnicas viáveis que mais 
agregariam valor para o público-alvo, partindo da análise das definições e aplicações sugeridas 
por Chou (2015) dessas técnicas, as limitações do software Unity e a delimitação do tempo para 
o desenvolvimento do projeto, como também os estudos de caso do uso de gamificação no 
Ensino Superior levantados com a revisão da literatura.  
A segunda por meio das ideias geradas pelas reuniões presenciais com a apresentação do 
Anexo I que contém as definições e exemplos de aplicação de Chou (2015) das 36 técnicas 
restantes. Os participantes dessas reuniões foram o PO do projeto e dois alunos do Curso. 
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3.2.1.3. Desenvolvimento do jogo 
A linguagem de programação utilizada para o desenvolvimento do jogo foi o C#, por 
meio do software Unity. O C# é uma linguagem de programação orientada a objetos 
desenvolvida pela Microsoft. O Unity é um motor de jogo criado pela Unity Technologies. 
O jogo foi desenvolvido em 3D e utilizou-se o Visual Studio 2017 para a criação dos 
scripts. A versão utilizada do Unity foi a 2017.2. As texturas e os ativos tirados da loja oficial 
do Unity e utilizados no jogo podem ser vistos no Apêndice E. Os códigos criados são 
apresentados no Apêndice F. 
O Game da Produção foi construído seguindo a temática RPG, pois esse tipo de jogo 
permite ao jogador escolhas que podem influenciar a sua história, além de ter uma forte 
interação com o mundo ao qual está inserido, tornando-se o mais adequado ao objetivo da 
pesquisa.   
Para o gerenciamento do projeto de desenvolvimento do jogo foi utilizado o framework 
Scrum, pois o mesmo possui características de adaptabilidade, iteratividade, rapidez, 
flexibilidade e eficiência, sendo projetado para fornecer um valor significativo de forma rápida 
durante todo o projeto. O framework Scrum prevê sua aplicação em Sprints. Na Figura 8 está 
descrito como se deu o fluxo do Scrum para cada Sprint. 
 
Figura 8. Fluxo adaptado do Scrum para cada Sprint. 
Fonte: Adaptado do Guia SBOK (2016). 
Tomando como base o Mapa Mental e as técnicas de jogos selecionadas, resultado da 
primeira e segunda atividade da Etapa 1, respectivamente, foi desenvolvido o Product Backlog, 
que contém uma lista de prioridades de requisitos do projeto. De acordo com a priorização do 
Product Backlog, foi montado o Sprint Backlog, que consiste nos trabalhos e como eles foram 
executados durante o desenvolvimento em cada Sprint. Por fim, esses trabalhos compõem os 
entregáveis.  
No presente caso, foi adotado o Scrum com algumas modificações, tendo em vista o 
contexto no qual está inserido o projeto. Foram seguidas algumas cerimônias descritas no 
 37 
 
Framework, tais como a Sprint Planning, que ocorreu no início de cada iteração e durante a qual 
foram selecionadas algumas Estórias de Usuário, de maior prioridade, para inclusão no Sprint. 
Perto do final da Sprint, foi realizada a Sprint Review, na qual os Stakeholders receberam uma 
demonstração dos entregáveis e validaram o produto. O ciclo Sprint termina com uma Sprint 
Retrospective, na qual o desenvolvedor apresenta modos de melhorar os seus processos e o seu 
desempenho.  
O Time Scrum foi composto por dois membros, sendo que o coorientador da presente 
pesquisa acumulou os papéis de Scrum Master e Product Owner e o orientando fez o papel do 
Time de Desenvolvimento.  
O fato do Time de Desenvolvimento ser formado por uma única pessoa levou a um 
desenrolar mais lento do projeto, pois o desenvolvedor teve que conquistar todas as habilidades 
necessárias para o desenvolvimento do projeto. O acumulo de papéis em uma única pessoa não 
acarretou no conflito entre as responsabilidades por parte do coorientador, devido a grande 
experiência dele no uso do Scrum. O Quadro Kanban apresentado na Figura 9 foi utilizado pelo 
Time Scrum para um maior acompanhamento das tarefas realizadas durante o projeto.  
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Fonte: Trello. 
Figura 9. Quadro Kanban do projeto. 
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O Quadro Kanban foi dividido em seis colunas da esquerda para a direita: Product Backlog, 
com o escopo do projeto; Sprint Backlog, abrangendo o escopo da Sprint; Plano de Ação, 
contendo as tarefas necessárias para o cumprimento da Sprint; Doing, para as tarefas realizadas 
em tempo real; Done ,com as tarefas finalizadas; e Documentos, com o cronograma, gráficos de 
burndown e outros itens que deram suporte a gestão do projeto. O Quadro foi constantemente 
atualizado durante as cerimônias previstas pelo Scrum, com exceção da Daily Scrum, pois 
devido o Time de Desenvolvimento contar apenas com um membro, tornou-se inviabilizado 
esse tipo de reunião. 
A Sprint Planning ocorreu antes do início de cada Sprint. No primeiro momento da reunião 
o PO e o Time de Desenvolvimento fizeram o refinamento e a seleção das estórias de usuário de 
maior prioridade para compor o Sprint Backlog.  Após a seleção dos itens, o membro do Time 
de Desenvolvimento rodava a técnica Planning Poker para estimar a complexidade das tarefas. 
Os pontos de complexidade serviram de entrada para o Gráfico Burndown das Sprints. A Figura 
10 apresenta, como exemplo, o gráfico da Sprint 6. 
 
                Figura 10. Gráfico Burndown da Sprint 6. 
                Fonte: Burndown Chart for Trello. 
O Gráfico Burndown é formado por três curvas: azul, vermelha e amarela. A curva azul 
representa os pontos de complexidade restantes, a vermelha são os pontos completados e a 
amarela a produtividade ideal esperada para a Sprint. Este mecanismo possibilitou acompanhar 
a produtividade do desenvolvedor, definir a capacidade de trabalho máxima para cada Sprint e 
acompanhar o progresso do projeto. 
Após as quatro primeiras iterações, foi possível estimar a capacidade de trabalho do 
desenvolvedor em torno de 140 pontos de complexidade por Sprint, podendo chegar até 150 
pontos em períodos de maior intensidade de trabalho. Essa mensuração permitiu um melhor 
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planejamento do trabalho, fazendo com que fosse seguido um dos princípios do uso de 
metologias agéis: o desenvolvimento deve se dar de maneira sustentável. 
As reuniões de Sprint Review e de Sprint Retrospective ocorreram sempre ao final das 
Sprints. Foi apresentado um incremento funcional do jogo para uso e validação do PO em cada 
Sprint Review. O PO tinha a oportunidade de jogar e testar o jogo, se tornando uma 
oportunidade de expor os pontos de melhoria. 
 Imediatamente após a apresentação, era iniciada a Sprint Retrospective onde o 
desenvolvedor discutia juntamente com o seu orientador, nesse momento fazendo o papel de 
Scrum Master, modos de melhorar o seu desempenho nas tarefas planejadas para a Sprint.  
O Scrum Master auxiliou o Time de Desenvolvimento a melhorar sua forma de trabalhar, 
através da sua experiência na aplicação do framework. Desta forma, quando ocorreram alguns 
problemas durante a Sprint, o Time Scrum pode visualizar alguns indícios no Gráfico 
Burndown, conforme exemplificado na Figura 11. 
 
          Figura 11. Gráfico Burndown da Sprint 7. 
          Fonte: Burndown Chart for Trello. 
Esse tipo de gráfico contribui para uma melhor auto-organização dos esforços de trabalho 
por parte do desenvolvedor, pois através da linha amarela, que corresponde à constância ideal de 
trabalho durante a Sprint, é possível distribuir de forma constante as tarefas durante o período da 
Sprint. Em muitos momentos notou-se que houve um acúmulo de tarefas no final da Sprint, 
servindo de ponto de melhora na Sprint Retrospective. 
O Time Scrum tem a chance de também visualizar alguns indícios da realização de um mau 
planejamento da Sprint com o Quadro Kanban. Esses indícios são notados principalmente 
quando os pontos consumidos ultrapassavam os pontos estimados em determinadas tarefas, 
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sinalizando um problema na mensuração. O motivo disso pode ser uma falta de conhecimento 
da complexidade da tarefa ou a falta de diálogo com outro desenvolvedor. O Planning Poker 
funciona de forma mais precisa, pois há comumente uma discussão entre o time de 
desenvolvimento, dessa forma o detalhamento das tarefas é melhorado e, consequentemente a 
estimação mais acurada.  
As ideias iniciais geradas das técnicas de jogos selecionadas foram escritas na forma de 
estórias de usuário pelo Time Scrum e colocadas de forma priorizada pelo PO no Product 
Backlog dentro do Quadro Kanban, antes do início do projeto. O desenvolvimento foi divido em 
Sprints de 15 dias.  
O jogo é um problema complexo adaptativo, não sendo possível o levantamento de todos os 
requisitos no inicio do projeto, pois o cliente não sabe tudo o que necessita, não tendo uma ideia 
totalmente formada. 
A primeira priorização das estórias foi realizada de acordo com o conceito de Minimum 
Viable Product (MVP) para entregar ao PO as funcionalidades básicas para teste e uso, 
possibilitando o levantamento e atualização de requisitos. Está prática permitiu que logo no 
início do desenvolvimento ocorressem mudanças significativas na ideia inicial traçada para o 
jogo. 
A princípio, o jogo seria do gênero de tiro em terceira pessoa, onde o jogador veria o seu 
avatar com uma câmera nas costas do personagem.  O mapa seria do estilo mundo aberto 
totalmente em 3D, ocorrendo pouco carregamento entre os ambientes do jogo e com ausência de 
limites. Já a temática do ambiente escolhida inicialmente para o jogo seria de faroeste e o 
jogador um pistoleiro que buscava recompensas no deserto. 
Através do MVP o PO mudou de ideia quanto ao gênero do jogo, ao estilo do mapa e a 
temática do ambiente. A ideia de ser em terceira pessoa continuou, mas não mais de tiro e sim 
de espada, visando combinar com a mudança da temática do jogo para Role Playing Games 
(RPG). Houve uma mudança também na questão do mapa, pois o estilo mundo aberto em 3D 
fez com que o jogo tivesse um carregamento inicial muito demorado, optando-se por um mundo 
2D com cenas em 3D. 
3.2.2. Demonstração - Etapa 2 
Nesta etapa é demonstrado o uso do artefato para resolver o problema proposto pela 
pesquisa. Isso pode envolver seu uso em experimentação, simulação, estudo de caso, prova ou 
outra atividade apropriada (PEFFERS et al., 2008).  
 42 
 
Para o presente estudo, na Etapa 2 a Versão Beta do jogo foi disponibilizada em uma loja 
online de aplicativos e direcionada para teste por um grupo limitado de graduandos e graduados 
do curso de Engenharia de Produção da Universidade de Brasília, para alunos do ensino médio e 
do fundamental e para alunos de outro curso de Ensino Superior da UnB ou de outra 
universidade.   
Na Versão Beta foi liberado apenas o primeiro semestre do Curso. Essa limitação visou 
diminuir o tempo de teste e focar os usuários nas funcionalidades básicas do jogo, de formar a 
refiná-las.  O teste teve duração de cinco dias e para participar os usuários receberam uma 
mensagem do desenvolvedor com as instruções de instalação e testes.  
Uma das instruções foi o aviso para cadastro no programa de testes do jogo. Ao realizar esse 
cadastro, o jogador ficava apto para enviar feedbacks ao desenvolver do jogo e a receber o aviso 
de nova versão do Game da Produção em primeira mão através da loja de aplicativos. Durante o 
período de teste, 43 usuários testaram o jogo em seus celulares.  
3.2.3. Avaliação - Etapa 3 
A Etapa 3 observa e mede a compatibilidade do artefato com uma solução para o 
problema. Esta atividade envolve a comparação dos objetivos de uma solução com os resultados 
observados do uso do artefato na demonstração (PEFFERS et al., 2008).  Inclui medidas de 
desempenho qualitativas e quantitativas, a saber: resultados da pesquisa de satisfação e feedback 
dos jogadores. No final desta etapa, o pesquisador poderá decidir voltar à primeira etapa para 
tentar melhorar o funcionamento do jogo ou continuar a comunicação. 
Com o objetivo de avaliar a Versão Beta do Game da Produção e de levantar pontos de 
melhoria por meio de feedbacks, foi elaborado um questionário com 32 perguntas separadas em 
três tipos: Demográficas, com 8 questões referentes as características sócio demográficas dos 
respondentes;  de Experiência do Usuário, com 22 perguntas sobre a experiência de uso do 
Game da Produção; e Abertas, formada por 2 perguntas sobre erros e sugestões de melhorias 
dos testadores do jogo.  
As questões sobre a experiência do usuário são divididas por sua vez em cinco assuntos, a 
saber: Prazer, Aparência e Realismo, Usabilidade e Clareza, Satisfação do Aprendizado do 
jogador e Identificação com a Função. Toda a estrutura do questionário foi feita com base nos 
estudos de avaliação de jogos e de gamificações realizados por Klock et al. (2017), Becerra et 
al. (2017); Kim e Shute (2015) e Mayer et al. (2014) 
O questionário apresentou dois padrões de respostas: questões de múltipla escolha com 
escala Likert de 5 pontos e questões abertas. No último padrão foi solicitado que os 
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respondentes colocassem o número apropriado para indicar o nível de concordância ou 
discordância com as perguntas sobre a sua experiência ao jogar o Game da Produção, de acordo 
com a seguinte classificação: 1 - Discordo; 2 - Discordo moderadamente; 3 - Neutro (nem 
discordo, nem concordo); 4 - Concordo moderadamente; e 5 - Concordo. 
O questionário foi disponibilizado através de uma ferramenta online e direcionado para todo 
o grupo de testadores. Eles responderam o questionário entres os dias 28 e 29 de novembro de 
2018, tendo sido totalizadas 43 respostas que equivaleu a 100% do número de testadores. Após 
a aplicação do questionário, foi feita a análise dos feedbakcs.  
As questões de múltipla escolha foram analisadas de forma estatística por meio da 
pontuação média. Para perguntas abertas do questionário avaliativo, foi feita primeiramente a 
Classificação Hierárquica Descendente (CHD) gerada pelo software Iramuteq.  Construiu-se 
Dendogramas CHD, que dividem os textos em classes.  Depois, ainda dentro do estudo das 
respostas abertas foi elaborada a Análise de Similitude no software Iramuteq, buscando a 
identificação das ligações entre as palavras e textos. 
3.2.4. Comunicação – Etapa 4 
A quarta e última etapa consiste em comunicar a outros pesquisadores o problema e sua 
importância, além do artefato, sua utilidade, sua novidade, o rigor do seu design e sua eficácia 
(PEFFERS et al., 2008). O resultado desta pesquisa será demonstrado através de um projeto de 
graduação a ser apresentado a uma banca avaliadora, além de 1 artigo. No Capítulo 4 são 
apresentados os resultados obtidos através das etapas definidas neste capitulo. 
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4 RESULTADOS 
Neste capítulo são apresentados os resultados 
obtidos através das etapas definidas no Capítulo 
3 da presente pesquisa.  
 
4.1. O MAPA MENTAL DO CURSO 
A descrição dos possíveis caminhos que os alunos do curso de Engenharia de Produção 
podem percorrer teve como ponto de partida a grade curricular disponível no sistema de 
matrícula online da UnB. 
O Curso é composto por disciplinas obrigatórias, optativas e de módulo livre. As 
obrigatórias são indispensáveis a qualquer aluno, já as optativas e de modulo livre podem ser 
escolhidas livremente, desde que se obtenha a quantidade mínima de créditos para a formatura. 
Os créditos são calculados através da carga horária de cada disciplina. 
Algumas disciplinas estão ligadas entre si através de pré-requisitos ou co-requisitos, o que 
torna necessário o cumprimento sequencial ou paralelo das mesmas, podendo o aluno, em 
muitos casos, optar por apenas uma delas por semestre. 
Diante deste cenário e visando facilitar o desenho dos possíveis caminhos, primeiramente 
foram listadas todas as disciplinas obrigatórias e, caso tenham, seus respectivos requisitos. 
Todas essas informações foram inseridas em um Mapa Mental, onde as disciplinas obrigatórias 
se tornaram os pontos de partida do desenho e foram ligadas entre sim respeitando os seus 
requisitos.  
O mesmo procedimento para as disciplinas obrigatórias foi utilizado para as optativas, com 
a ressalva que as primeiras serviram de pontos de partida das últimas. Algumas optativas 
tiveram como pré-requisito disciplinas de modulo livre, que, por sua vez, foram também 
relacionadas no Mapa Mental. A Figura 12 apresenta uma parte do Mapa Mental. 
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                        Fonte: Elaborado pelo autor. 
Figura 12. Mapa Mental dos possíveis caminhos. 
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A ligação das disciplinas com seus respectivos pré-requisitos gerou dois tipos de caminhos: 
os de cor verde que levam a outras disciplinas obrigatórias e os de cor roxa que terminam em 
outras disciplinas optativas. As disciplinas que têm pré-requisitos foram sinalizadas com uma 
forma geométrica azul, conforme a legenda da Figura 12. 
Com base no estudo de Magalhães (2017), foram detalhadas no Mapa as etapas de três 
importantes disciplinas de final de curso, pois os alunos despendem um esforço maior, a saber: 
Projeto de Graduação 1, Projeto de Graduação 2 e Estágio Obrigatório.  
O curso de Engenharia de Produção não é formado apenas por disciplinas, mas também por 
atividades complementares oferecidas pela UnB fora do currículo regular. As entrevistas com os 
alunos possibilitaram que o Mapa Mental contemplasse as etapas de duas dessas atividades: 
Projeto de Iniciação Científica e Empresa Júnior. 
O Mapa Mental permite uma visão geral de boa parte dos caminhos que os alunos podem 
percorrer durante a sua graduação, facilitando a organização das disciplinas, oportunidades e 
requisitos e servindo de insumo para o desenvolvimento da gamificação. O mapa completo pode 
ser visto no Apêndice A. No tópico seguinte é apresentado como ocorreu a atividade de seleção 
das técnicas de jogos. 
4.2. AS TÉCNICAS DE JOGOS SELECIONADAS 
Durante o planejamento inicial da gamificação, teve-se a preocupação de que no jogo não 
houvesse excesso ou ausência de algum tipo de motivador do Framework Octalysis, 
assegurando assim que fossem aplicadas formas diversas de motivar os alunos. 
O Framework Octalysis foi utilizado na seleção das técnicas de jogos a serem aplicadas na 
gamificação. Todas as definições e exemplos de aplicação das 76 técnicas de acordo com o 
estudo de Chou (2015) foram analisados.  
A análise das definições e aplicações sugeridas por Chou (2015) dessas técnicas, as 
limitações do software Unity e a delimitação do tempo para o desenvolvimento do projeto, 
como também os estudos de caso do uso de gamificação no Ensino Superior levantados com a 
revisão da literatura, permitiram a escolha das técnicas viáveis que mais agregariam valor para o 
público-alvo, descartando-se as demais.  
As técnicas que não envolviam algum jogo digital nos exemplos de aplicação de Chou 
(2015) ou que a implementação delas demoraria muito tempo foram descartadas. Os estudos 
sobre gamificação também contribuiriam com essa primeira de seleção no sentido de exemplo 
pratico de aplicação, pois as que apareceram nesses estudos foram consideradas viáveis.  O 
gráfico gerado com essa primeira etapa de seleção é apresentado na Figura 13.  
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                      Fonte: Octalysis Tool. 
Figura 13. Resultado da seleção das técnicas de jogos. 
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Nota-se que todos os 8 Core Drives do framework foram englobados com a seleção. 
Utilizou-se a ferramenta gráfica Octalysis, disponível no site oficial do framework, para uma 
melhor organização das técnicas escolhidas. A ferramenta ajuda na avaliação de gamificações 
mediante uma pontuação, com escala de 0 a 10, para a qualidade de aplicação de cada um dos 
Core Drives.  
 A análise resultou em 36 técnicas de jogos com a pontuação ideal de cinco pontos nos 8 
Core Drives,  evidenciando a busca por uma experiência equilibrada entre o Chapéu Branco e o 
Chapéu Preto, que respectivamente englobam os motivadores positivos e os mais negativos. 
Além disso, o gráfico mostra um equilíbrio entre o Cérebro Esquerdo e o Cérebro Direto, 
significando que a gamificação tende a ter uma harmonia entre as motivações intrínsecas e as 
extrínsecas.  
Em seguida, foi mostrado em reuniões presenciais o Anexo I que contém as definições e 
exemplos de aplicação sugeridos por Chou (2015) das 36 técnicas restantes. Essas reuniões 
cotaram com o PO do projeto e dois alunos do Curso. Através da apresentação do Anexo I e das 
ideias de aplicação pratica dos estudos de gamificação no Ensino superior apresentados no 
referencial, foi levantada ao menos uma ideia de aplicação para cada técnica. O Apêndice B 
apresenta uma tabela com todas essas ideias. 
As ideias inicias de aplicação possibilitaram a segunda etapa de seleção das técnicas de 
jogo, onde se priorizaram as ideias e foram descartadas as de menor valor para o PO ou aquelas 
que a aplicação demoraria mais de uma sprint, restando um total de 26. Após isso, realizou-se a 
divisão das técnicas de jogos dentro das 4 fases do nível 2 de aplicação do framework Octalysis. 
Essa divisão foi feita pelo PO e tendo como base os conceitos teóricos explicitados por Chou 
(2015) de cada fase. O resultado do novo refinamento e separação das técnicas entre essas fases 
é apresentado no Quadro 1. 
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Quadro 1. Distribuição das técnicas de jogos nas 4 fases do nível 2 do Octalysis. 
Fases Core Drives Técnicas de jogos 
Descoberta 
Significado Épico e Chamado Elitism 
Influência e Relacionamento Social Friending 
Entrada 
Significado Épico e Chamado Narrative 
Desenvolvimento e Realização Boss Fights 
Propriedade e Posse Monitor Attachment; Avatar 
Imprevisibilidade e Curiosidade Glowing Choice; Visual Storytelling 
Dia a dia 
Empoderamento da Criatividade e 
Feedback 
Plant Pickers; Milestone Unlocks; Blank 
Fills 
Desenvolvimento e Realização 
Progress Bar; Dessert Oasis; High Five; 
Leaderboard; Achievement Symbols 
Propriedade e Posse Virtual Goods; Collection Sets 
Escassez e Impaciência 
Magnetic Caps; Last Mile Drive; The Big 
Burn 
Perda e Rejeição 
Sunk Cost Prison; Visual Grave, Progress 
Loss 
Saída Influência e Relacionamento Social Tout Flags; Mentorship 
Fonte: Elaborado pelo autor. 
O maior aglomerado de técnicas ocorreu nas fases de Entrada e Descoberta. A primeira, 
devido à importância de se criar um ambiente onde os jogadores pudessem aprender as regras e 
as ferramentas do jogo. A segunda, devido ao fato de a aplicação das técnicas definirem quais 
serão as ações que os jogadores deverão realizar para atingir a grande meta do jogo: abertura do 
portal formatura.  
 As regras, as ferramentas, as ações e a meta do jogo, correspondem ao mesmo tempo, à 
realidade dos alunos no Curso e às ações que eles precisam realizar para chegar à formatura, 
facilitando o entendimento dos processos e oportunidades dentro da UnB. 
A seleção das técnicas de jogos, as ideias inicias geradas por elas e a distribuição das 
mesmas nas 4 fases serviram de insumo para criação e priorização das primeiras estórias de 
usuário que compõem o escopo inicial do projeto de desenvolvimento da gamificação. O 
resultado gerado a partir desse escopo inicial foi a Versão Beta do Game da Produção. Esse jogo 
será apresentado no item 4.3. 
4.3. A VERSÃO BETA DO GAME DA PRODUÇÃO 
O Game da Produção foi construído seguindo a temática RPG em que o jogador controla as 
ações de um personagem imerso em um mundo repleto de monstros e avatares. Ao percorrer o 
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mundo o personagem tem a possibilidade de coletar diversos elementos: moedas, chaves, 
troféus e medalhas. Esses elementos fazem com que o avatar evolua ao longo do jogo. Na 
Figura 14 é mostrado o menu inicial do jogo.  
 
Figura 14. Menu inicial do Game da Produção. 
Fonte: Game da Produção. 
O avatar representa o aluno da Engenharia de Produção da UnB, as moedas créditos 
representam os créditos que o aluno tem que conseguir ao longo da graduação, as chaves 
requisitos representam os pré-requisitos das disciplinas, os troféus representam as aprovações 
nas disciplinas e as medalhas representam as atividades complementares.   
O Mapa Mental desenhado foi a base para a gamificação, respeitando toda a disposição dos 
seus elementos para o desenho do mapa do jogo. As ligações do Mapa Mental se tornaram os 
“caminhos do Mundo UnB”, os semestres se tornaram os “estados semestres” e as disciplinas se 
tornaram as “cabanas disciplinas”.  
As chaves requisitos tiveram a sua localização definida pela forma azul que representou o 
local dos pré-requisitos no Mapa Mental. As disposições das cabanas disciplinas também seguiu 
a localização das disciplinas no Mapa Mental.  Todo o jogo foi pensado para aparelhos moveis, 
impactando assim toda a sua interface e jogabilidade. Na Figura 15 é apresentada a parte inicial 
do jogo. 
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Figura 15. Tela inicial do jogo. 
Fonte: Game da Produção. 
A interface é composta por um joystick touch screen, responsável pela movimentação do 
jogador; dois botões de ação, sendo um de ataque e outro de pulo; um botão de acesso ao Menu 
Inicial; um painel de contagem de moedas créditos; três botões de acesso aos  inventários do 
jogo; um gráfico de desempenho do jogador e uma barra de porcentagem de abertura do portal 
formatura.  
Ao final de cada Sprint, o jogo foi rodado em ao menos um aparelho móvel para teste de 
suas funcionalidades.  O jogo tem início em um mapa 2D, chamado de Mundo UnB,  onde o 
aluno parte da UnB em direção a Engenharia de produção. 
Quando o aluno avança no jogo, ele se depara com diversos caminhos que ele pode 
percorrer durante a sua graduação e que foram mapeados através do Mapa Mental e, por 
consequência, de seus diversos cruzamentos. A Figura 16 apresenta alguns desses caminhos e 
cruzamentos. 
 52 
 
 
Figura 16. Caminhos e cruzamentos do Mundo UnB. 
Fonte: Game da Produção. 
Durante a graduação o aluno pode cursar disciplinas obrigatórias e optativas, além de outras 
atividades complementares que agregam valor a sua formação e também permitem obter 
créditos. Sendo assim, o primeiro cruzamento do jogo é justamente entres esses três tipos de 
possibilidades apresentadas aos alunos.  
Ao iniciar a graduação, o aluno só poderá ter acesso às disciplinas obrigatórias, em especial 
as do 1º semestre, de forma que também no jogo o acesso as disciplinas optativas, as atividades 
complementares e aos demais semestre foram bloqueados, sendo as suas placas sinalizadas com 
a cor vermelha. A abertura gradual do Mundo UnB e a escolha dos seus caminhos vão ao 
encontro ao uso da técnica de jogo Milestone Unlock do Core Drive Empoderamento da 
Criatividade e Feedback.  
Toda a sinalização do jogo, formada por setas e placas, tem como objetivo auxiliar o 
jogador no entendimento das regras internas e do significado dos caminhos do jogo, que 
condizem com a vida do aluno dentro da UnB. As placas também são importantes para uma boa 
jogabilidade, tornando o fluxo do Game da Produção mais intuitivo e prazeroso, sem deixar o 
jogador se perder. 
As setas e as placas fazem parte da técnica Glowing Choice do Core Drive 
Imprevisibilidade e Curiosidade, usada para levar os jogadores a direção certa do jogo, de forma 
a atingirem o objetivo final, que na presente gamificação é representada pela abertura do Portal 
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Formatura. Dessa forma, evita-se a necessidade do uso de um manual extenso ou longo vídeo 
antes de começar o jogo, permitindo o jogador entrar e testar as possiblidades. 
Os jogadores podem tomar o caminho que preferirem no Mundo UnB, assim como as 
conquistas que julgarem necessárias. Precisam conquistar todas as cabanas disciplinas 
obrigatórias, mas não necessariamente seguir uma ordem. Cada jogador pode escolher quais 
cabanas disciplinas quer fazer primeiro, sendo permitido, por exemplo, conquistar todas as 
cabanas disciplinas do estado 1º Semestre para depois avançar para o 2º Semestre ou apenas 
passar em algumas do estado 1º Semestre e ir direto para o 2º Semestre. 
Faz parte do jogo decidir a melhor estratégia de percorrer o Mundo UnB. Dependendo das 
escolhas, derrotas e vitórias o jogador poderá levar mais tempo para abrir o Portal Formatura. 
Até mesmo a quantidade de moedas créditos pode variar permitindo um jogado abrir o portal 
formatura com 240 moedas créditos ou mais, caso ele deseje conquistar mais cabanas 
disciplinas do que o mínimo necessário.  
No caminho do estudante na UnB também é assim, ele tem a chance de escolher quais 
disciplinas e atividades complementares que deseja fazer no semestre e pode se formar com uma 
quantidade acima do mínimo necessário de créditos, levando, em alguns casos, mais tempo para 
a formatura. 
Essas oportunidades de escolhas significativas, que no Game da Produção são os caminhos a 
percorrer e as cabanas disciplinas a conquistar, condizem com a técnica Plant Picker, que faz 
com que os jogadores sintam que estão usando sua criatividade e refletem o seu estilo.  A 
melhor forma de se chegar a abertura do Portal Formatura não possui uma seleção insensível ao 
jogador, de forma que ele possa se divertir em escolher e testar.  
A aplicação da técnica Plant Picker no jogo visa motivar o aluno a criar um plano de 
formatura na vida real, pois o jogo reflete o caminho dele na UnB. A Figura 17 mostra o que 
acontece quando o jogador entra em um estado semestre. 
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Figura 17. Entrada do estado 1º Semestre. 
Fonte: Game da Produção. 
Ao entrar no estado 1º Semestre, o jogador deixa ter uma visão 2D do mapa e passa a ter 
uma visão 3D, além de se tornar um avatar do tipo samurai. Esse mundo é composto por outros 
50 personagens, que é equivale a quantidade de alunos que entram por semestre no curso de 
Engenharia de Produção da UnB. O brilho em torno do avatar do jogador o diferencia dos 
outros personagens do jogo. 
O ambiente do jogo é noturno, pois a gradação é destinada a este período. Todo esse 
ambiente contribui na construção da narrativa da gamificação, dando uma melhor forma ao 
conteúdo e trazendo um maior significado na interação dos alunos com o jogo. 
A história de fundo do jogo veio através da aplicação da técnica Narrative do Core Drive 
Significado Épico e Chamado.  A UnB é um mundo repleto de monstros a ser conquistado pelos 
“alunos samurais” com o auxilio de magos professores. Para facilitar a visualização das 
conquistas e recompensas, foram introduzidos no jogo três inventários conforme a Figura 18. 
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Figura 18. Os três inventários do jogo. 
Fonte: Game da Produção. 
O jogo contém três inventários: Itens, Conquistas e Medalhas. O inventário Itens é acessado 
pelo ícone mochila e nele são armazenadas todas as chaves requisitos, as espadas ou outros 
objetos que o avatar pode coletar ao longo do jogo, com exceção das moedas créditos que são 
depositados na interface ao lado dos botões de acesso aos inventários. O ícone mochila passa a 
ideia de que todos os itens armazenados podem ser utilizados pelo jogador à medida que ele 
avança no mapa do jogo, pois funcionam como os materiais dos alunos. 
O segundo inventário, chamado de Conquistas, atua como uma estante de troféus e é 
alimentado após a aprovação e coleta de todos os créditos de uma cabana matéria. Desta forma 
o jogador poderá acompanhar quais cabanas disciplinas que ele faltar passar ou que já 
conquistou. Para acessar esse inventário basta o jogador clicar no ícone troféus. Esse 
mecanismo tem o intuito de transmitir mensagem de que cada aprovação do aluno em uma 
matéria da graduação é uma vitória que merecia um troféu. 
No inventário Medalhas são guardadas as conquistas extras do jogo, como por exemplo, se o 
aluno participar de algum voluntariado na vida real, ele pode obter uma medalha como 
recompensa no jogo. O ícone de acesso é formado por medalhas. Pretende-se com isso 
influenciar o aluno a fazer outras atividades também fora da UnB e que deveriam ser dignas de 
medalhas, pois compõem uma boa formação profissional e humana. 
Os inventários, o painel de contagem de moedas créditos, o gráfico de desempenho do 
jogador e a barra de porcentagem de abertura do portal formatura fazem parte da ideia de 
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aplicação das técnicas de jogos Monitor Attachment do Core Drive Propriedade e Posse e 
Progress Bar do Core Drive Desenvolvimento e Realização. 
Ambas permitem ao jogador monitorar seu progresso, ver se estão perto da vitória e 
acompanhar o estado de saúde do seu avatar, funcionando como uma forma de feedback, que 
pode trazer bem-estar. Com essas técnicas, pretende-se também fazer o aluno se sentir 
responsável pelo desempenho do seu avatar, tendendo a considerar que ele representa o seu 
próprio desempenho no Curso.  
Os troféus das conquistas e as medalhas integram a aplicação da técnica Collection Sets do 
Core Drive Propriedade e Posse. Ela é responsável pela sensação de escassez no jogo e, ao 
mesmo tempo, aumenta o valor de uma eventual vitória de conquista das cabanas disciplinas. 
Essa técnica também influencia os jogadores a buscarem coletar todos os elementos do jogo até 
completar a coleção completa do inventário. A aplicação dessa técnica busca influenciar o aluno 
a aproveitar o maior número de oportunidades que a UnB oferece.  
Além disso, os itens dos inventários Conquistas e Medalhas também fazem parte da técnica 
Achievement Symbols do Core Drive Desenvolvimento e Realização. Essa técnica tem a função 
de aumentar o valor de uma eventual vitória de conquista das cabanas disciplinas, simbolizando 
que essa é uma realização importante conquistada através das habilidades do jogador.  As 
medalhas trazem uma sensação de que o jogador as ganhou de forma única, pois nem todos têm 
esses itens. 
Os troféus, as medalha e as moedas créditos são adquiridas à medida que os jogadores 
avançam no jogo, de forma a ter doses regulares de motivação. Quanto mais itens de coleção o 
jogador tem, maior o desejo de chegar ao final, pois ele não quer jogar fora todo o esforço 
dispendido.   
O jogo é divido em cabanas disciplinas difíceis e fáceis. À medida que um jogador avança 
nos estados semestres as conquistas de algumas disciplinas se tornam ligeiramente mais 
custosas. As cabanas que tiveram o mesmo nome de disciplinas com alto nível de reprovação na 
UnB foram consideradas difíceis. Essa diferenciação entre o nível de dificuldade das disciplinas 
é reforçada pelo uso da técnica Boss Fights do Core Drive Desenvolvimento e Realização.  
Busca-se, com aplicação da técnica Boss Fights, trazer uma maior sensação de vitória ao 
jogador, principalmente se antes de entrar em uma cabana matéria mais difícil ele conquistar os 
troféus e moedas créditos das mais fáceis. A Figura 19 mostra como é a entrada de uma cabana 
matéria difícil. 
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Figura 19. Entrada da cabana matéria Física1. 
Fonte: Game da Produção. 
Para conquistar as cabanas “disciplinas difíceis”, o jogador tem a ajuda do personagem 
chamado Professor, que é encontrado ao lado da porta. O jogador recebe uma mensagem 
motivadora do Professor, ao se aproximar dele. A interação e o auxilio desse personagem são 
importantes para transmitir a ideia de que um professor, entre outras diversas funções, está na 
universidade para auxiliar e orientar os alunos. 
A mensagem de fala do mentor faz parte da aplicação da técnica Glowing Choice do Core 
Drive Imprevisibilidade e Curiosidade, pois guia e envolve o jogador através do aviso de que a 
cabana matéria é de difícil conquista, auxiliando assim quando o jogador não tiver certeza de 
qual é a próxima ação desejada. 
O Professor também dá suporte a temática RPG, pois é comum nesse tipo de jogo ter algum 
personagem que faz o papel de mentor para ajudar os avatares. O jogador precisa se aproximar 
da porta e abri-la para acessar a cabana matéria. Desta forma ele entra em uma batalha como a 
apresentada na Figura 20. 
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Figura 20. Batalha na cabana matéria Física1. 
Fonte: Game da Produção. 
Na batalha o jogador se depara com um grande monstro e com outros monstros menores.  O 
monstro grande é o principal da cabana matéria, por isso é o mais forte. Os monstros menores 
são mais fracos e, por consequência, mais fáceis de matar. A existência desses dois tipos de 
monstros tem o intuito de transmitir a mensagem ao aluno de que nas disciplinas mais 
complicadas da UnB há conteúdos difíceis e fáceis. 
Na sequência, o jogador começa a ser perseguido pelo monstro maior da matéria enquanto o 
Professor ataca os monstros menores para despistar e matá-los. Sem o personagem Professor, 
seria impossível vencer a batalha. Reforça-se assim a ideia de que o professor na universidade 
tem a função de atuar como um aliado dos alunos e não como um inimigo.  
O fundo de cada batalha é adaptado de acordo com o conteúdo das cabanas disciplinas. Na 
cabana matéria Física 1, mostrada na Figura 20, o fundo é composto por um gráfico de 
movimento de queda livre. Esse gráfico é conteúdo da matéria de Física 1 da UnB, por isso 
contribui no entendimento de que a batalha está ligada a ação de busca do aluno pelos créditos 
da matéria. 
O jogador precisa utilizar os botões de ataque para atingir e eliminar o monstro maior com o 
poder da espada. Tanto o jogador quanto a espada evolui com as conquistas das cabanas 
disciplinas, pois o jogador vai adquirindo mais habilidades.  Nota-se que o poder da espada vai 
se tornando cada vez mais forte, aumentando a facilidade de matar os monstros, além do brilho 
em torno do avatar ganhar cada vez mais intensidade.  
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A evolução do jogador representa o crescimento dos alunos nas competências e habilidades 
esperadas em um Engenheiro de Produção. À medida que o aluno avanças nas disciplinas e nos 
conhecimentos, espera-se que ele cresça nos diversos âmbitos sociais e profissionais. 
Entretanto, é comum na vida acadêmica o aluno obter um desempenho insuficiente em 
determinadas disciplinas. Esse fato foi representado no jogo através das mensagens apresentadas 
na Figura 21. 
 
Figura 21. Mensagens de insucesso e sucesso do jogo. 
Fonte: Game da Produção. 
O jogador pode perder pontos do gráfico de desempenho a cada ataque do monstro maior. 
Se perder toda a sua pontuação antes de vencer a batalha, ele receberá na tela a mensagem de 
insucesso em vermelho, caso contrário aparecerá na tela a mensagem de sucesso em verde.  
Após perder a batalha, o aluno poderá tentar conquistar a cabana matéria novamente, 
conforme equivalência na trajetória dele na UnB, em que ele tem chance de repetir a matéria se 
não atingiu o desempenho necessário para a aprovação. 
A mensagem de insucesso faz parte da técnica Visual Grave do Core Drive Perda e 
Rejeição. Visa inspirar os jogadores que não conseguirem alcançar A vitória nas batalhas a 
tentarem novamente, evitando a desmotivação. A técnica também ajuda a influenciar o aluno 
que está jogando a não desanimar com uma possível reprovação em alguma matéria da UnB, 
pois isso compõe uma conquista maior que é a formatura. A Figura 22 apresenta o que ocorre 
após o jogador derrotar o monstro. 
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Figura 22. Coleta das moedas créditos. 
Fonte: Game da Produção. 
Cada cabana matéria tem os números de moedas créditos correspondentes aos créditos das 
disciplinas análogas do curso de Engenharia de Produção da UnB. Esses itens são coletados 
através do contato do avatar do jogador e, na sequência, há um acréscimo no total apresentado 
no painel de contagem de moedas créditos e na porcentagem da barra de abertura do portal 
formatura. 
Para a abertura completa do portal formatura, o jogador precisa de no mínimo 240 moedas 
créditos e conquistar todas cabanas disciplinas obrigatórias. Somente a quantidade de moedas 
créditos dentro das cabanas disciplinas obrigatórias não é suficiente para a abertura do portal. 
 Isso reflete o que acontece com o aluno na UnB, onde a quantidade mínima de créditos para 
a formatura também é 240, sendo necessária a aprovação em todas as disciplinas obrigatórias, 
mas que em si não são suficientes para a formatura, tornando necessária a aprovação em 
disciplinas optativas e atividades complementares. 
A relação dos créditos obtidos na UnB com as moedas créditos do jogo faz parte do uso da 
técnica Virtual Goods do Core Drive Propriedade e Posse. O acúmulo dessas moedas leva a 
comprar o passaporte para sair do Mundo UnB. A versão beta do jogo não tem uma economia 
de moeda, mas serve de base para que em outras versões, os itens possam ser trocados pelas 
moedas créditos. 
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O Core Drive Desenvolvimento e Realização entra no Game da Produção quando o jogador 
nota, através do painel de contagem de moedas créditos, que está acumulando cada vez mais 
itens e que a barra de porcentagem de abertura do portal formatura está crescendo. 
 É utilizado o Core Drive Perda e Rejeição quando o jogador não consegue vencer a batalha 
da cabana matéria, perdendo a chance de conseguir as moedas créditos e eventuais chaves 
requisitos. A Figura 23 mostra como surgem as chaves requisitos. 
 
Figura 23. Surgimento das chaves requisitos. 
Fonte: Game da Produção. 
As chaves requisitos aparecem na porta de forma brilhosa após a coleta de todos os créditos 
das cabanas disciplinas que são pré-requisitos para conquista de outras. Elas ficam na frente da 
saída das cabanas disciplinas, de forma que o jogador só pode avançar se pegá-las.  
O surgimento das chaves requisitos de forma brilhosa tem por objetivo levar os jogadores 
em direção a elas, apelando para a Curiosidade. Essa forma de apresentação dos objetos condiz 
com o uso da técnica Glowing Choice do Core Drive Imprevisibilidade e Curiosidade, utilizada 
também nas placas de sinalização do jogo e nas falas do personagem Professor. O foco do uso 
dessa técnica é colocar toda a atenção na coleta da chave requisito, pois é um item de extrema 
importância para o jogo e, consequentemente, para a vida acadêmica do aluno. A opção 
incandescente ajuda a manter o jogo fluindo, fazendo-o ter certa linearidade.  
A técnica Glowing Choice também contribui para aplicação da técnica Visual Storytelling. A 
última faz parte do mesmo Core Drive da primeira e traz o uso de mais imagem do que texto no 
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jogo. Buscou-se no jogo combinar texto e imagem de modo a se somarem um ao outro, evitando 
repetir no texto o que a mídia já mostra.  
A interdependência entre diversas cabanas disciplinas vem do fato de que parte da grade 
curricular dos alunos da Engenharia de Produção tem disciplinas dependentes de pré-requisitos. 
Os ditos pré-requisitos são disciplinas anteriores que o aluno deve obter a aprovação antes de 
matricular em determinadas disciplinas.  
No jogo, os pré-requisitos foram transformados nas chaves requisitos e a posse delas 
permite o jogador abrir portas no Game da Produção. Algumas cabanas disciplinas são limitadas 
por mais de uma porta, pois a entrada nelas necessita de mais de uma chave requisito. Esse 
sistema de portas e chaves é apresentado na Figura 24. 
 
Figura 24. O uso das chaves requisitos para abertura de portas. 
Fonte: Game da Produção. 
As chaves requisitos têm a função de abrir as portas que dão acesso aos diversos caminhos 
do Mundo UnB. O acesso a outros semestres e disciplinas fica restrito a elas. O jogador ao se 
aproximar de uma porta e tendo a chave requisito correspondente, o botão com aviso de abrir 
porta é liberado. Caso a chave requisito da porta ainda não tenha sido coletada, um aviso de 
porta trancada é apresentado na tela.  
O sistema de chaves requisitos do jogo ajuda o aluno a entender que há certa sequência nas 
disciplinas. Não basta o aluno ser aprovado nas disciplinas, é preciso também seguir uma ordem 
certa para que não ocorra um atraso na sua formatura ou até mesmo um eventual desligamento 
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por tempo extrapolado de permanência na UnB. A Figura 25 apresenta o que se segue quando o 
jogador libera, através do uso de uma chave requisito, um novo caminho no jogo. 
 
Figura 25. Abertura de um novo caminho no jogo. 
Fonte: Game da Produção. 
Dependendo da porta que o jogador abrir, ele terá acesso a um caminho limitado no mapa 
2D do Mundo UnB, fazendo a ligação entre os estados semestres. À medida que o aluno vai 
jogando, a porcentagem da formatura vai se modificando.  O aluno que jogar o Game da 
Produção poderá fazer um melhor planejamento dos seus semestres na UnB, pois o jogo tende a 
oferecer uma visão melhor de quais disciplinas merecem atenção durante o curso de Engenharia 
de Produção e quais os caminhos ele pode tomar para ter uma melhor fluidez, aproveitando 
assim as melhores oportunidades. 
 O jogo torna-se o espelho do curso de Engenharia de Produção UnB, abrangendo os itens 
de maior importância para os alunos. Pela tentativa e erro a aluno pode arriscar no jogo o que na 
vida acadêmica nem sempre é possível. O Quadro 2 apresenta o resumo da aplicação das 
técnicas de jogos inicialmente selecionadas. 
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Quadro 2. Resumo da aplicação das técnicas de jogos inicialmente selecionadas. 
Fases Core Drives Técnicas de jogos Aplicada 
Descoberta 
Significado Épico e Chamado Elitism Não 
Influência e Relacionamento 
Social 
Friending Não 
Entrada 
Significado Épico e Chamado Narrative Sim 
Desenvolvimento e Realização Boss Fights Sim 
Propriedade e Posse 
Monitor Attachment Sim 
Avatar Parcialmente 
Imprevisibilidade e Curiosidade 
Glowing Choice Sim 
Visual Storytelling Sim 
Dia a dia 
Empoderamento da Criatividade e 
Feedback 
Plant Pickers Sim 
Milestone Unlocks Sim 
Blank Fills Não 
Desenvolvimento e Realização 
Progress Bar Sim 
 Dessert Oasis Parcialmente 
High Five Não 
 Leaderboard Não 
Achievement 
Symbols 
Sim 
Propriedade e Posse 
Virtual Goods Sim 
Collection Sets Sim 
Escassez e Impaciência 
Magnetic Caps Não 
Last Mile Drive Não 
The Big Burn Não 
Perda e Rejeição 
Sunk Cost Prison Não 
Visual Grave Sim 
Progress Loss Não 
Saída 
Influência e Relacionamento 
Social 
Tout Flags Não 
MentorShip Não 
Fonte: Elaborado pelo autor. 
Observa-se com que foram aplicadas 12 técnicas de jogos das 26 selecionadas no inicio do 
planejamento da gamificação. Duas foram aplicadas de maneira parcial, a saber: Avatar e 
Dessert Oasis, pois não foi aceita como pronta pelo Product Owner até o final do projeto. As 
fases de gamificação Entrada e Dia a dia tiveram, respectivamente, a aplicação de 5 e 7 técnicas. 
Em contrapartida, nas Fases Descoberta e Saída não foi aplicada nenhuma técnica.  
Tanto as aplicadas parcialmente quanto as não aplicadas se justificam pelo limite de tempo 
do projeto. O que determina o fim do projeto para o Scrum pode ser o tempo ou custo. Para a 
determinação do fim do presente estudo foi utilizado o tempo de 18 Sprints de 15 dias. As 
linhas do código de desenvolvimento foram todas comentadas e apresentadas no Apêndice F.  
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5 ANÁLISE DOS FEEDBACKS 
Este capítulo diz respeito à aplicação da Versão 
Beta do Jogo, a estruturação da ferramenta para 
coleta de dados e a análise dos dados obtidos 
através da aplicação do questionário elaborado.  
5.1. QUESTIONÁRIO AVALIATIVO 
Com o objetivo de alinhar a análise de dados com a estrutura apresentada na ferramenta de 
coleta de dados, esta seção também foi organizada nos mesmos três tópicos presentes na 
estrutura do questionário elaborado para este estudo. 
5.1.1. Questões demográficas 
O foco desse primeiro tipo de perguntas é caracterizar os primeiros testadores do jogo, a fim 
de levantar as variáveis antecedentes deles que podem afetar os níveis de satisfação ao jogar o 
Game da Produção, bem como características psicométricas, de aprendizagem e de diversão 
(KIM, SHUTE, 2015; MAYER et al., 2014).  A Figura 26 apresenta a quantidade de 
respondentes que são ou não alunos do curso de Engenharia de Produção da UnB. 
  
             Figura 26. Gráfico de alunos ou não do curso de Engenharia de Produção da UnB. 
             Fonte: Elaborado pelo autor. 
Os dados mostram que dentro da amostra de 43 respondentes, 65,1%, são graduandos do 
Curso. Esse equilíbrio foi buscado para quando for cabível ser possível avaliar separadamente o 
nível de satisfação desses dois grupos. A Figura 27 mostra a divisão no fluxo curricular dos 
graduandos do curso que participaram da presente pesquisa: 
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            Figura 27. Gráfico de período do fluxo dos alunos testadores. 
            Fonte: Elaborado pelo autor. 
 Buscou-se que a Versão Beta do jogo fosse testada por alunos de semestres distintos do 
Curso. Para isso os semestres foram divididos em três faixas: os considerados “calouros”, 
cursando entre o 1º e 4º período do fluxo de disciplinas; os “de meio de Curso”, representando 
os do 5º ao 8º semestre da graduação; e os ditos “veteranos”, que estão cursando após o 9º 
semestre do fluxo de disciplinas.  
 Ter no grupo de testadores alunos presentes em todas essas faixas de semestres se faz 
necessário para o levantamento das diferentes percepções de uso de acordo com a quantidade de 
tempo na Universidade. Partiu-se do pressuposto de que quanto mais tempo de curso, maior 
seria o conhecimento dos processos internos da Universidade. Da amostra coletada, 5 alunos 
eram calouros, 7 de meio de curso e 16 de final de graduação, representando, respectivamente, 
17,9%, 25% e 57% cada. Esses dados demonstram que o equilíbrio entre a divisão dos 
semestres foi atingido na pesquisa. A Figura 28 apresenta o nível de escolaridade dos 
respondentes que não eram alunos do curso. 
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  Figura 28. Gráfico do Nível de escolaridade dos respondentes não alunos do Curso. 
       Fonte: Elaborado pelo autor. 
Como explicitado anteriormente, não foi restringindo o grupo de testadores a alunos do 
curso de Engenharia de Produção, mas também foi disponibilizado o jogo para ex-alunos 
formados do curso, graduandos ou graduados de outros cursos e estudantes do Ensino Médio e 
Fundamental. A caracterização foi mais relevante entres as pessoas com Ensino Médio e 
Fundamental Completo ou Incompleto, pois totalizaram 33,4% dos 15 testadores não alunos do 
Curso, correspondendo a um total de 5 testadores.  
A porcentagem de pessoas com Nível Superior Completo foi de 26,7%, não tendo uma 
divisão precisa de quais desses são graduados da Engenharia de Produção ou de outros cursos. 
Os 40% restantes são de testadores com Ensino Superior Incompleto, sejam eles da UnB ou de 
outra instituição de ensino.  
Ao juntar as pessoas de Ensino Médio e Fundamental Completo ou Incompleto e os de 
Ensino Superior Incompleto, temos um total de 11 testadores que não fazem parte do grupo de 
graduados do curso de Engenharia de Produção da UnB. Esse grupo de 11 pessoas será 
chamado de “não alunos do curso”. A Figura 29 apresenta as diferenças de gênero dentro da 
amostra coletada. 
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                    Figura 29. Gráfico de gênero do grupo de testadores. 
              Fonte: Elaborado pelo autor. 
A pergunta sobre o gênero se torna relevante para a investigação dos efeitos do gênero na 
satisfação dos usuários do jogo dentro dos assuntos de perguntas, pois segundo Mayer et al. 
(2014), é improvável que um único design de jogo atraia igualmente esses públicos que tem 
variáveis sócio demográficas diferentes. O gênero masculino foi predominante entre o grupo de 
testadores da Versão Beta, chegando a 79,1%.  
Vale ressaltar que as 9 respondentes do gênero feminino são alunos do curso de Engenharia 
de Produção da UnB e são a maioria dos testadores que estão no meio de Curso. A faixa de 
estudantes calouros que participaram do teste é composta apenas pelo gênero masculino. As 
idades dos testadores também foram abarcadas na pesquisa conforme a Figura 30. 
 
                    Figura 30. Gráfico da faixa etária dos questionados. 
              Fonte: Elaborado pelo autor. 
Ocorreu uma boa distribuição na faixa etária dos testadores. Comtemplaram-se as idades de 
15 a 20 anos, de 21 a 30 anos e de 31 a 45 anos. A grande maioria tinha entre 21 e 30 anos, por 
ser a faixa etária predominante no Curso a partir do 5º semestre. Essa divisão busca 
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principalmente analisar a influência da idade na pergunta seguinte do questionário que é sobre a 
frequência na utilização de jogos digitais do gripo de testadores. As respostas dessa pergunta 
são apresentadas na Figura 31. 
 
                     Figura 31. Gráfico da frequência de utilização de jogos digitais. 
               Fonte: Elaborado pelo autor. 
 Quando questionados sobre a frequência que os respondentes utilizavam jogos digitais, as 
respostas tiveram uma gama maior de diversidade. 27,9% jogam pelo menos uma vez ao mês 
jogos digitais, 18,6% jogam algumas vezes por mês, outros 18,6% algumas vezes por semana, 
16,3% nunca fazem uso de jogos digitais, 14% jogam todos os dias por menos de 1 hora e, por 
fim, 4,7% jogam diariamente entre 1 e 3 horas. Esses dados mostram que a amostra coletada é 
bastante heterogênea no que tange a utilização de jogos eletrônicos.  
As 2 pessoas, das 43 da amostra, que jogavam diariamente entre 1 e 3 horas têm idade entre 
15 e 20 anos e ainda não entraram no Ensino Superior. Outro levantamento que é apresentado 
na Figura 32 foi sobre o nível de experiência em jogos digitais que os respondentes julgavam 
ter. 
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           Figura 32. Gráfico do nível de experiência que os respondentes julgavam ter. 
                       Fonte: Elaborado pelo autor. 
Dentre os 43 questionados, apenas 18,6% não se consideravam um jogador de jogos digitais, 
evidencia que, em maior ou menor grau, todos os outros 81,4% jogavam algum tipo de jogo 
digital. Isso reflete a pesquisa feita pelo National Purchase Diary Group (2015), onde se 
mostrou que 82% dos brasileiros entre 13 e 59 anos fazem uso de jogos em algum dispositivo 
eletrônico.  
Outro ponto importante é que todos os que se consideram jogadores frequentes são do 
gênero masculino. Esse fato vai de encontro ao que Mayer et al. (2014) e Heeter et al. (2011) 
falaram sobre os homens serem jogadores mais frequentes que as mulheres. Para fechar esse 
primeiro conjunto de perguntas, foi questionado quanto tempo os testadores gastaram jogando o 
Game da Produção. As respostas para essas perguntas estão explicitadas na Figura 33. 
 
Figura 33. Gráfico de tempo gasto jogando o Game da Produção. 
                           Fonte: Elaborado pelo autor. 
O teste para 55,8% das pessoas durou menos de 1 hora, para 34,9%, entre 1 e 2 horas, outros 
7 % gastaram mais do que 4 horas e apenas 1 pessoa, que corresponde a cerca de 2,3%, gastou 
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entre 2 e 4 horas. Todas as 3 pessoas que gastaram mais de 4 horas jogam todos os dias algum 
tipo de jogo digital e se consideram jogadores frequentes, sinalizando que os gasto de tempo 
discrepante em relação as demais testadores pode ter sido influenciado pelo hábito. 
5.1.2. Questões de experiência do usuário 
Para o levantamento de dados sobre a experiência dos usuários da Versão Beta do Game da 
Produção, foram elaborados itens no questionário relacionados aos assuntos: Prazer, Aparência 
e Realismo, Usabilidade e Clareza, Satisfação do Aprendizado do jogador e Identificação com a 
Função. 
A análise de cada questão desses assuntos se deu primeiramente de forma geral para todos 
os testadores e na sequência por cruzamento de dados da pontuação média das questões de 
acordo com as variáveis sócio demográficas: gênero, ser aluno ou não do curso e período do 
fluxo curricular. Apenas serão apresentados os cruzamentos com as variáveis demográficas nas 
situações em a pontuação média dada as questões pelas mesmas se destoaram de maneira 
significativa da dada pelo grupo de testadores A análise dos quatros assuntos das questões sobre 
a experiência do usuário foi dividida nas quatro subseções seguintes, de forma a melhor 
organização do conteúdo. 
5.1.2.1. Prazer 
A aplicação da Versão Beta com um grupo limitado de testadores teve como primeiro 
intuito testar a satisfação dos jogadores em termos de prazer. Os resultados da primeira questão 
(Q1) são apresentados na Figura 34.  
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Figura 34. Gráfico de intensidade de gosto ao jogar o Game da Produção. 
Fonte: Elaborado pelo autor. 
A pergunta Q1 foi sobre até que ponto os testadores gostaram de jogar o Game da Produção. 
De acordo com os dados, 60,4% dos testadores gostaram de jogar, pois 20,9% dos 43 
questionados concordaram e 39,5% concordaram moderadamente. Apenas 23,3% discordaram 
moderadamente que tenham gostado muito de jogar. Os outros 16,3% permanecerem neutros 
perante questão. Nota-se que de forma geral os testadores gostaram de jogar o Game da 
Produção, fato reafirmado ao analisar o valor de 3,58 da pontuação média da questão.  A 
segunda questão (Q2) foi relacionada a diversão e seus resultados são apresentados na Figura 
35. 
 
Figura 35. Gráfico da diversão ao jogar. 
Fonte: Elaborado pelo autor. 
 De 43 testadores, 55,8% concordaram em diferentes graus que o Game da Produção foi 
divertido, visto que 30,2% concordaram e 25,6% concordaram moderadamente. Apenas 16,3% 
discordaram de forma completa ou moderada e 27,9% permaneceram neutros. A pontuação 
média da questão foi 3,67. Infere-se assim que os testadores se divertiram jogando o Game da 
Produção, mas a porcentagem alta de neutros mostra que a diversão não foi tão expressiva. A 
terceira indagação (Q3) feita foi se os testadores gostariam de jogar novas versões do jogo. O 
resultado dessa indagação é apresentado na Figura 36. 
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Figura 36. Gráfico de interesse pelas novas versões do Game da Produção. 
Fonte: Elaborado pelo autor. 
Quando perguntados se jogariam as novas versões do Game da Produção, 88,4% dos 
participantes do programa de teste do jogo concordaram de forma completa ou moderada. A 
maioria maciça mostra assim interesse pelo jogo e um prazer em potencial, principalmente se 
levarmos em conta que apenas 3 pessoas discordaram em jogar as novas versões. A média de 
pontuação para essa questão foi de 4,35. A última questão (Q4) relacionada ao prazer é 
apresentada na Figura 37. 
 
Figura 37. Gráfico de interesse por jogar o Game da Produção no tempo livre por parte dos testadores. 
  Fonte: Elaborado pelo autor. 
A concordância completa ou moderada quanto ao interesse em jogar o Game da Produção 
no tempo livre chegou a 62,8% e somente 16,3% discordaram em algum grau. A pontuação 
média da amostra para essa pergunta foi de 3,67. Esses dados revelam que a um interesse por 
parte dos testadores em jogar o Game da Produção em seu tempo livre, tornando-se um 
entretenimento. As pontuações médias para os quatro itens relacionados ao prazer foram 
agregadas na Tabela 1. 
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Tabela 1 - Pontuação média das questões sobre prazer. 
Questões sobre Prazer Média da pontuação de cada item 
Tipo Q1 Q2 Q3 Q4 
Amostra 3,58 3,67 4,35 3,67 
Fonte: Elaborado pelo autor. 
Os resultados mostram um alto valor na pontuação média da amostra de cada questão, todos 
entre 3,58 e 4,35, significando a aceitação geral da amostra aos critérios de prazer. Nesse 
sentido o grupo de teste obteve prazer ao jogar o Game da Produção, pois gostaram do jogo, 
tiveram diversão, continuariam a testar as versões se possível e usariam o jogo como forma de 
entretenimento no seu tempo livre. A Tabela 2 apresenta a pontuação média comparativa entre 
as dadas pelos alunos e não alunos do curso de Engenharia de Produção da UnB. 
 
Tabela 2 - Comparação entre a pontuação média dada pelos alunos e não alunos do Curso. 
Questões sobre Prazer Média da pontuação de cada item 
Tipo Q1 Q2 Q3 Q4 
Alunos do Curso 3,32 3,57 4,14 3,64 
Não alunos do Curso 4,09 3,82 4,64 3,91 
Fonte: Elaborado pelo autor. 
Os alunos que não são graduandos do curso de Engenharia de Produção deram uma 
pontuação maior para as questões relacionadas ao prazer. Isso pode ter como possível 
explicação o fato de os não alunos terem um conhecimento muito menor da grade curricular do 
Curso em comparação com alunos da graduação, pois esse fator pode levar a um maior 
entusiasmo ao percorrer o mundo do Game da Produção.  
Isso mostra a importância de levar o jogo proposto a pessoas de fora do Curso. Essas têm 
interesse em conhecer melhor o curso, até mesmo para uma futura escolha de graduação. Para 
aumentar o prazer no jogo dos alunos do Curso é necessário liberar os caminhos das atividades 
complementares que parece ser a fonte de maior dúvida entres os graduandos. 
No grupo de testadores não alunos do Curso está a maioria dos testadores entre 15 a 20 anos 
que se consideraram jogadores frequentes de jogos digitais, podendo o hábito ter influência no 
prazer desse grupo. Nota-se também na Tabela 3 uma diferença na pontuação das questões 
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sobre prazer entre os graduandos que estão no meio do curso de Engenharia de Produção para a 
dos calouros e estudantes de final de fluxo curricular. 
Tabela 3 - Pontuação média dada pelas faixas de semestres do Curso. 
Questões sobre Prazer Média da pontuação de cada item 
Tipo  Q1 Q2 Q3 Q4 
Calouros 3,00 3,20 3,80 3,20 
Meio de curso 2,71 2,57 3,43 3,29 
Fim de curso 3,69 4,13 4,56 3,94 
Fonte: Elaborado pelo autor. 
O limite de liberação de apenas 1 semestre dentro da Versão Beta do Game da Produção 
poder ter contribuído para um menor gosto pelo jogo por parte dos alunos do meio de curso, 
pois podem não ter sentido o  impacto diretamente em seus semestres., além do caso desse 
grupo não ter a visão ampla de toda a complexidade da grade curricular que têm os alunos de 
final de graduação.  A liberação das próximas versões com acesso aos demais semestres pode 
ajudar aumentar um pouco mais o gosto pelo jogo por parte dos alunos do meio de Curso. De 
acordo com a Tabela 4, outro fator que pode ter impactado os alunos de meio de Curso quanto 
ao prazer é o gênero. 
Tabela 4 - Pontuação média de cada gênero quanto aos itens sobre prazer. 
Questões sobre Prazer Média da pontuação de cada item 
Tipo de média Q1 Q2 Q3 Q4 
Masculino do curso 3,47 3,79 4,16 3,74 
Feminino do curso 3,00 3,11 4,11 3,44 
Fonte: Elaborado pelo autor. 
O fato da maioria dos participantes do meio de Curso ser do gênero feminino parece ter 
certa influência no prazer ao jogar o Game da Produção, pois comparando a pontuação média 
das perguntas entre o gênero masculino e o feminino nota-se diferenças na nota. Reforça-se 
mais uma vez o argumento de Mayer et al. (2014) e Heeter et al. (2011) sobre a diferença de 
gostos entre os gêneros. 
 O argumento apresentado por Chou (2015) de que jogos violentos não atraem as mulheres 
pode ser considerado para essa diferença no prazer. Para sanar isso o próprio autor sugere que 
ao invés de o avatar lutar diretamente contra os monstros, deve-se colocar um mecanismo em 
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que o ele treina outros animais de estimação para que lute contra esses monstros. O próximo 
tópico apresenta a análise feita dos itens referentes a Aparência e Realismo do jogo. 
5.1.2.2. Aparência e Realismo do jogo 
Ao avaliar um jogo é preciso também levar em conta a satisfação do jogador quanto a 
qualidade do design através da construção de clareza, realismo e interação com o usuário 
(MAYER et al., 2014). Nesse sentido a primeira questão (Q5) do assunto Aparência e Realismo 
é relacionada ao visual do jogo, conforme a Figura 38. 
 
Figura 38. Gráfico do quão é interessante o visual do jogo. 
Fonte: Elaborado pelo autor. 
Em relação à aparência visual do jogo, os dados mostraram uma avaliação muito positiva, 
pois 74,4% das respostas concordaram fortemente ou moderadamente que a aparência visual do 
Game da Produção é interessante. 20,9% das pessoas ficaram neutras e apenas 2 pessoas, da 
amostra de 43, discordaram moderadamente. A pontuação média de toda a amostra para essa 
pergunta foi 4,16. É possível constatar que a maioria do grupo de testadores da Versão Beta 
considerou a aparência do jogo interessante. A Figura 39 ilustra os resultados obtidos com 
relação a segunda pergunta desse conjunto e a sexta (Q6) do tipo satisfação do usuário. 
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Figura 39. Gráfico da atratividade do visual do jogo. 
Fonte: Elaborado pelo autor. 
A atratividade do visual do jogo é confirmada por 69,8% dos testadores, tendo em conta que 
destes 37,2% concordam e 32,6% concordam moderadamente. Pode-se considerar o jogo 
atrativo devido também a pontuação média dessa resposta ser de 3,93. As respostas das questões 
Q5 e Q6 confirmam que no quesito aparência o jogo teve um ótimo desempenho. A Figura 40 
apresenta dos dados da terceira pergunta (Q7) deste bloco. 
 
Figura 40. Intensidade do realismo dos gráficos do Game da Produção. 
Fonte: Elaborado pelo autor. 
Verifica-se que ocorreu certo equilíbrio nas respostas da pergunta Q7, mas mesmo assim 
mais da metade 58,1% concordaram em diferentes graus que os gráficos do jogo são realistas. O 
fato de o jogo ser em 3D parece ter contribuído para a concordância dessas respostas. A 
pontuação média de 3,46 auxilia na confirmação de que a maioria considerou os gráficos 
realistas, entretanto o limiar entre os que não concordam é bem próximo, pois a porcentagem 
não é expressiva. Por fim, a oitava questão (Q8) da parte do questionário sobre satisfação é a 
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última que mede a aparência do jogo. Conforme apresentado na Figura 41, nela foi avaliada a 
distribuição dos elementos no jogo. 
 
Figura 41. Gráfico da clareza na distribuição dos elementos no jogo. 
Fonte: Elaborado pelo autor. 
Quando questionados sobre a distribuição dos elementos no jogo, 76,8% concordaram 
fortemente ou moderadamente que ela foi feita forma clara. Os que discordaram dessa pergunta 
somaram apenas 4,6%. A porcentagem dos que não concordaram e nem discordaram foi de 
18,6%. A pontuação média dada pelo grupo de testadores para essa questão foi de 4,05. Com 
base nas respostas podemos afirmar que para os testadores da Versão Beta do Game da 
Produção a distribuição dos elementos no jogo foi feita de forma clara. As pontuações médias 
da amostra para os quatro itens relacionados a Aparência e Realismo do jogo estão reunidas na 
Tabela 5. 
             Tabela 5 - Pontuação média da amostra sobre a Aparência e Realismo do jogo. 
Questões sobre Aparência e 
Realismo do jogo 
Média da pontuação de cada item 
Tipo  Q5 Q6 Q7 Q8 
Amostra 4,16 3,93 3,47 4,05 
              Fonte: Elaborado pelo autor. 
Os resultados mostram valores altos para pontuação média da amostra de cada questão. 
Todos os valores entre 3,5 e 4,0. Esses valores indicam que a Aparência do jogo foi de forma 
geral agradável para os testadores, trazendo satisfação quanto a esse quesito. A menor 
pontuação média foi em relação aos gráficos realista que devem ser melhorados para satisfazer 
ainda mais os jogadores.  Entretanto, a satisfação com a aparência do jogo divergiu quando 
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comparados as opiniões das mulheres e dos homens do curso de Engenharia de Produção da 
UnB, conforme agregado na Tabela 6. 
Tabela 6 - Pontuação medida das questões sobre a Aparência e Realismo do jogo quanto aos gêneros. 
Questões sobre Aparência e 
realismo do jogo 
Média da pontuação de cada item 
Tipo Q5 Q6 Q7 Q8 
Masculino do curso 3,84 3,74 2,95 3,84 
Feminino do curso 4,44 4,22 4,11 4,33 
              Fonte: Elaborado pelo autor. 
Ao contrário do que aconteceu com prazer ao jogar o game da produção onde os homens do 
Curso se divertiram e gostaram muito mais do jogo do que as mulheres, a aparência do jogo 
agradou muito mais o gênero feminino do que masculino Podendo isso ser reflexo de que dentro 
da amostra, os homens fazem uso de jogos digitais de maneira mais frequente do que as 
mulheres, logo eles são mais exigentes quanto aos gráficos e a aparência dos jogos. O leque de 
comparação entre jogo do público masculino é bem maior. Essa diferença na satisfação quanto a 
aparência entre os gêneros teve influência entre os semestres do Curso, como mostrado na 
Tabela 7. 
      Tabela 7 - Comparação quanto a pontuação média dada pelas diferentes faixas de semestres. 
Questões sobre Aparência e 
realismo do jogo 
Média da pontuação de cada item 
Tipo  Q5 Q6 Q7 Q8 
Calouros 3,60 3,20 2,80 2,80 
Meio de curso 4,14 3,86 3,29 4,14 
Fim de curso 4,13 4,13 3,50 4,31 
              Fonte: Elaborado pelo autor. 
O grupo de respondentes classificados como calouros é formado apenas por pessoas do 
gênero masculino, logo a aparência teve um impacto menor em relação aos alunos das outras 
duas faixas de semestres que tem em seus grupos componentes homens e mulheres. Para 
melhorar o desempenho na aparência e realismo é necessário melhor os gráficos do jogo 
buscando agradar principalmente os homens. A necessidade dos jogos terem uma boa 
usabilidade e clareza levou-os a serem averiguados no próximo tópico. 
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5.1.2.3. Usabilidade e Clareza 
Segundo Klock et al. (2017), avaliar a usabilidade e a experiência do usuário que interage 
com um aplicação faz parte do processo de desenvolvimento da mesma. Com base nessa 
informação e nos itens do questionário aplicado no estudo de caso do autor, foi elaborado cinco 
perguntas para medir esse requisito no Game da Produção. A primeira questão (Q9) desse 
assunto é apresentada na Figura 42. 
 
Figura 42. Gráfico de facilidade no aprendizado dos controles do jogo. 
Fonte: Elaborado pelo autor. 
A primeira questão sobre a Usabilidade e Clareza foi sobre a facilidade em aprender os 
controles do jogo, onde 44,2% concordaram e 18,6% concordaram moderadamente, totalizando 
62,8% os que acharam fácil esse processo de aprendizagem. Uma porcentagem relevante de 
23,3% da amostra ficou neutra perante a questão e 14% discordaram fortemente ou 
moderadamente. Ao fazer o calculo da pontuação média da amostra chega-se ao valor de 3,88. 
Chega-se a conclusão de que aprender os controles do jogo para amostra foi fácil.  Os resultados 
da segunda pergunta (Q10) que está relacionada com o uso intuitivo dos controles do jogo, são 
apresentados na Figura 43. 
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Figura 43. Gráfico do uso intuitivo dos controles do jogo. 
Fonte: Elaborado pelo autor. 
Ao serem questionados sobre a facilidade em lembrar-se dos controles quando se desejou 
realizar alguma atividade no jogo, 79,1% concordaram positivamente em suas respostas de 
maneira estrita ou moderada. O restante dos testadores discordou ou ficou neutros perante a 
facilidade de lembrar os comandos. Desta forma, pode-se afirmar que o uso dos controles além 
de ser de fácil aprendizagem, é intuitivo ao realizar as tarefas, tendo como argumentos para 
constatação a porcentagem expressiva de concordância e a pontuação média da questão no valor 
de 4,23. A terceira questão (Q11) do assunto discutido neste tópico teve com foco a clareza no 
progresso do jogo. Os dados dessa questão são apresentados na Figura 44. 
 
Figura 44. Gráfico de clareza do progresso no uso do jogo. 
Fonte: Elaborado pelo autor. 
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Na Q11, chama a atenção o fato de que 32,6% do grupo de testadores se posicionou de 
forma neutra. A clareza quanto ao progresso do jogador ao longo do jogo foi confirmada pela 
maioria dos respondentes, sendo 32,6% os que concordam de forma moderada e 25,6% os que 
concordam.  A pontuação média foi de 3,74. 
Observa-se que mesmo com a pontuação média sendo alta, a percepção a acerca do 
progresso do jogador no Game da Produção não foi vista de forma clara pelo grupo de 
testadores. É preciso refinar as técnicas responsáveis por isso no jogo, como a progress bar e a 
visual grave. A Figura 45 mostra que a quarta pergunta (Q12) sobre o assunto Usabilidade e 
Clareza também não obteve um bom desempenho. 
 
Figura 45. Gráfico de percepção das informações anteriores antes de uma tarefa mais difícil no jogo. 
Fonte: Elaborado pelo autor. 
A percepção de que o jogo exibe informações anteriores antes de executar uma tarefa mais 
difícil teve uma porcentagem alta de respostas neutras. Quase 40% dos testadores não 
discordaram e nem concordaram com o questionamento e somente 18,6% concordaram 
fortemente.  Tudo isso implica que o Game da produção não teve clareza suficiente na troca de 
informações passadas pelo personagem professor. No jogo, o personagem professor é 
responsável avisar as atividades mais difíceis. A falta de clareza nas informações pode ter 
influenciado no prazer do jogo, pois segundo Mayer et al. (2014)  esse é quesito essencial para a 
satisfação do usuário. 
Embora a pontuação média mais uma vez foi consideravelmente alta com valor de 3,70, ela 
teve um percentual muito alta de pontuações neutras.. A Figura 46 contem os dados da pergunta 
sobre nível de dificuldade percebida pelos primeiros jogadores da Versão Beta do Game da 
Produção. 
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Figura 46. Gráfico sobre a facilidade em passar as fases do Game da Produção. 
Fonte: Elaborado pelo autor. 
Os resultados da última pergunta (Q13) sobre o assunto Usabilidade e Clareza mostram que 
69,8% dos jogadores discordaram completamente ou moderadamente quanto às fases do Game 
da produção serem fáceis de passar, mostrando assim que o nível de dificuldade da Versão Beta 
foi elevado. A pontuação média baixa com valor 2,00 contribui para essa afirmação. 
A quantidade alta de neutralidade nas respostas quanto a clareza jogo pode ser consequência 
do elevado nível de dificuldade do jogo, pois embora as informações de progresso estivessem 
disponíveis os jogadores, eles não conseguiram avançar no jogo, não tendo a chance de receber 
essas informações. Da mesma forma não houve resultado relevante na troca de informações do 
personagem professor antes das etapas mais difíceis do jogo, pois aparentemente todas tiveram 
um nível elevado de dificuldade, sem ter as ditas disciplinas mais fáceis. O resumo dos valores 
das pontuações médias das respostas sobre a Usabilidade e Clareza do jogo é apresentado na 
Tabela 8. 
Tabela 8 - Pontuação média das questões sobre a Usabilidade e Clareza do jogo. 
Questões sobre Usabilidade e 
Clareza 
Média da pontuação de cada item 
Tipo Q9 Q10 Q11 Q12 Q13 
Amostra 3,88 4,23 3,74 3,70 2,00 
Fonte: Elaborado pelo autor. 
Embora as quatro primeiras questões ficaram com um média de pontuação elevada, 
apenas as duas primeiras tiveram uma porcentagem de concordância considerável. As perguntas 
Q11 e Q12 tiveram uma neutralidade muito alta e a Q13 uma discordância elevada. Observa-se 
então que no quesito Usabilidade e Clareza o jogo não obteve um bom desempenho.  
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Não foi observada diferenças na percepção dos testadores quanto a Usabilidade e 
Clareza do jogo. Esse ponto se torna um requisito importante a ser melhorado nas próximas 
versões. No próximo tópico é apresentado o conjunto de perguntas aplicadas para a coleta de 
dados sobre a satisfação do aprendizado do jogador. 
5.1.2.4. Satisfação do aprendizado do jogador 
Segundo Mayer et al. (2014), é importante após a utilização de um jogo medir a 
satisfação de aprendizagem dos jogadores que vai desde auto avaliação até a auto percepção da 
aprendizagem. Sendo assim, os itens que compõem esse conjunto de perguntas busca levantar o 
nível de percepção da aprendizagem de acordo com os objetivos do Game da Produção. A 
Figura 47 mostra os resultados para a primeira pergunta (Q14) desse conjunto. 
 
Figura 47. Gráfico da importância do jogo para tornar mais claro os caminhos dos alunos no Curso. 
Fonte: Elaborado pelo autor. 
Do total de integrantes do grupo de teste, cerca de 80% concordam de maneira literal 
ou moderadamente que o jogo é importante para tornar mais claro os caminhos dos alunos no 
curso de Engenharia de Produção da UnB. A pontuação media dessa primeira questão foi de 
4,16. Fica evidente assim o potencial do jogo para deixar explicito de maneira mais clara as 
oportunidades do aluno dentro do curso. A pergunta (Q15) mostrada na Figura 48 diz respeito 
ao desejo de divulgação do Game da Produção para aqueles que não conhecem o curso. 
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Figura 48. Gráfico do desejo de divulgação do Game da Produção para quem não conhece o curso. 
Fonte: Elaborado pelo autor. 
Mais da metade dos testadores ao serem questionados sobre se eles indicariam o jogo aos 
seus amigos que desejam conhecer o Curso concordaram que recomendariam.  Se juntar esse 
valor ao dos que concordaram moderadamente, chega-se ao a expressiva porcentagem de 
concordância de 83,8%.  A pontuação média  das  respostas foi de 4,23 . Tudo isso mostra o 
grande potencial do jogo se torna um tipo de vitrine do curso, no sentido de servir de divulgação 
do curso de Engenharia de Produção.  
O interesse expressivo pela divulgação do Game da Produção demonstra o nível de 
satisfação alta com o jogo. Além desse interesse pela divulgação, foi perguntado |(Q16) o 
quanto os testadores querem continuar apreendendo com o jogo, conforme apresentado na 
Figura 49. 
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Figura 49. Gráfico de interesse em aprender sobre o Curso com o uso do jogo. 
Fonte: Elaborado pelo autor. 
A porcentagem que respondentes que permaneceram neutros quanto ao querer aprender 
sobre a graduação de Engenharia de Produção a partir do jogo foi alta. 34,9% dos respondentes 
afirmaram nem concordar e nem discordar, sendo essa grande maioria. Apenas 5, que 
correspondem a 11,7% do total, discordaram dessa possibilidade. A pontuação média para essa 
pergunta foi de 3,70. 
A quantidade expressiva de neutros, a pontuação alta e a quantidade pequena de 
discordância mostram que as pessoas ainda não tem certeza do quão podem aprender sobre o 
jogo. O fato de não passar as fases do jogo por estarem difíceis pode ter colaborado com essa 
incerteza, pois sem passar etapas do jogo, os testadores não conseguiram disfrutar de todos os 
recursos do Game da Produção. Outra pergunta (Q17) que teve uma quantidade alta de incerta é 
apresentada na Figura 50. 
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Figura 50. Gráfico de aumento de motivação ao conhecer melhor o Curso após o uso do jogo. 
          Fonte: Elaborado pelo autor. 
Perguntou-se aos testadores da Versão Beta do jogo se eles se sentiram mais motivados a 
conhecer melhor o curso de Engenharia de Produção após terem jogado o Game da Produção. 
As respostas para essa pergunta teve um empate em porcentagem dos que responderam com 
neutralidade e dos que concordaram. Essa neutralidade pode também ter sido influenciada pelo 
fato de ninguém ter conseguido passar do primeiro semestres do jogo, impossibilitando a 
conhecer um pouco mais sobre o Curso através do jogo.  
A limitação de experimentação dos recursos fez com que nem todas as técnicas de jogos 
surgissem efeito motivacional nos testadores. Mesmo com o equilibro nas afirmações, a 
pontuação dessa resposta ainda ficou acima da média com o valor de 3,40, pois a porcentagem 
de discordância não chegou a 25%. A porcentagem baixa de discordância comprava que embora 
ainda nem todos os efeitos motivacionais foram aplicados, os testadores acreditam no potencial 
motivador do jogo. Essa afirmação ganha mais força com as respostas da última pergunta (Q18) 
sobre a satisfação do aprendizado do jogador. As respostas são apresentadas na Figura 51. 
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          Figura 51. Gráfico sobre a utilização do jogo para tornar mais clara a trajetória dos alunos. 
          Fonte: Elaborado pelo autor. 
Cerca de 80% dos testadores concordam fortemente ou moderadamente que a 
trajetória do aluno no curso de Engenharia de Produção da UnB se tornará mais clara com o 
jogo. Nenhum deles discordou dessa informação. Mostrando que todo o grupo acredita em 
algum grau que o jogo irá cumprir o seu objetivo principal que é de torna mais claro os 
caminhos do Curso. A pontuação dessa questão foi de 4,25. O resumo dos valores das 
pontuações médias das respostas de todas as questões sobre a satisfação do aprendizado do 
jogador é apresentado na Tabela 9. 
Tabela 9 - Pontuação média das questões sobre a Satisfação do aprendizado do jogador 
Questões sobre a Satisfação 
do aprendizado do jogador 
Média da pontuação de cada item 
Tipo Q14 Q15 Q16 Q17 Q18 
Amostra 4,16 4,23 3,70 3,40 4,25 
  Fonte: Elaborado pelo autor. 
As pontuações médias das questões sugerem que a satisfação com a aprendizado do 
jogador no Game da Produção é alta, mas nota-se também certa neutralidade nas questões Q3 e 
Q4. Toda essa satisfação contribui para afirmar o potencial do jogo em motivar os alunos do 
Curso e fora dele. A satisfação parece está fortemente ligada com engajamento dos alunos 
quanto a possibilidade de jogo apresentar de forma mais clara as informações sobre do Curso. 
Ao comparar as pontuações médias dadas pelos alunos e não alunos do Curso, nota-se que 
certas diferenças conforme apresentado na Tabela 10. 
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Tabela 10 - Pontuação Média dada pelos alunos e não alunos do Curso quanto a Satisfação do 
aprendizado do jogador. 
Questões sobre Satisfação do 
aprendizado do jogador 
Média da pontuação de cada item 
Tipo Q14 Q15 Q16 Q17 Q18 
Alunos do curso 3,93 3,96 3,54 3,11 3,96 
Não Alunos do curso 4,55 4,82 4,00 3,73 4,91 
  Fonte: Elaborado pelo autor. 
Os que não são alunos do Curso deram uma maior pontuação principalmente nas questões 
onde a maioria agiu de forma neutra. Uma explicação para isso é que quando foi perguntado se 
o jogo aumentou a motivação dos jogadores em aprender sobre o curso de Engenharia de 
Produção da UnB. É preciso levar em conta que para quem não era aluno do Curso o primeiro 
semestre pode ter sido suficiente para aguçar a curiosidade neles, já os alunos do Curso como 
conheciam esse semestre a novidade tendeu a ser menor. O tópico a segui apresenta o último 
conjunto de perguntas da etapa de experiência do usuário. Esse conjunto buscou a percepção 
dos jogadores sobre funções planejados do Game da Produção.  
5.1.2.5. Identificação com a Função 
Busca-se nessa etapa do questionário coletar as percepções dos jogadores sobre alguns 
objetivos do Game da produção. Um dos objetivos é que o jogador possa entender que o avatar 
do jogo representa o aluno do curso de Engenharia de produção. Essa indagação é feita na 
pergunta (Q19) apresentada na Figura 52. 
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Figura 52 - Gráfico de identificação do avatar como representante do aluno. 
Fonte: Elaborado pelo autor. 
Para essa pergunta o porcentual de concordância foi bastante elevado, chegando a 
60,5%. Se somar a esse valor a porcentagem de concordância moderada, chega-se ao total de 
83,8%. A pontuação média foi de 4,30. Essa identificação a função do avatar é importante para 
que a aplicação do Game da Produção seja eficaz. Outro objetivo do jogo é a identificação das 
pessoas com o avatar do jogo, de forma que elas sintam que ele o representa. Nesse sentido, 
segunda pergunta (Q20) apresentada na Figura 53 é voltada para esse tema. 
 
Figura 53 - Gráfico de identificação com o avatar. 
Fonte: Elaborado pelo autor. 
A identificação com o avatar não aconteceu de forma relevante, pois menos de 50% 
testadores concordaram em algum grau. A porcentagem de neutralidade também foi alta, 
atingindo 20,9%. A média dessa pergunta foi tão 3,25. Sendo assim, é preciso investir tempo em 
construir um avatar em que os usuários tenham uma chance muito maior de desenvolver a 
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propriedade pessoal dentro do jogo. A questão de ter apenas um personagem e ele ser do sexo 
masculino sem a possibilidade de escolha pode ser um justificativa. A função do cenário do 
jogo em representar a UnB também foi colocada em questão (Q21), conforme a Figura 54. 
 
Figura 54 - Gráfico de identificação que o mundo do jogo representa a UnB. 
Fonte: Elaborado pelo autor. 
83,8% dos questionados identificaram que o mundo do Game da Produção representa 
a UnB e apenas 2 pessoas, 4,7%,  discordaram. Essa identificação confirmada é importante, pois 
o contexto de não jogo proposto pelo trabalho é o fluxo currículo do curso de Engenharia de 
Produção da Universidade de Brasília. A última pergunta do questionário visou o ponto mais 
importante da função do Game da Produção que é representar o fluxo curricular de um aluno da 
Engenharia de Produção da UnB. Essa identificação é questionada pela pergunta (Q22) 
apresentada na Figura 55. 
 
Figura 55 - Gráfico de identificação de que os caminhos do jogo representam o fluxo curricular do aluno 
do Curso. 
Fonte: Elaborado pelo autor. 
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Na pergunta Q22, 86% dos jogadores perceberam que o jogo representa o fluxo 
curricular de um aluno do curso de Engenharia de Produção da UnB. Essa resposta teve maior 
pontuação do questionário, chegando esse valor a 4,7. Esses dados confirmam que a principal 
função do jogo foi atendida. Sem essa identificação, a Gamificação teria sido apenas um jogo 
como outro qualquer. Essa é a função principal que diferencia o jogo dos demais. O resumo dos 
valores das pontuações médias das respostas sobre a função do jogo é apresentado na Tabela 11. 
Tabela 11 - Pontuação média das resposta sobre a função do jogo. 
Questões sobre Identificação 
com a Função 
Média da pontuação de cada item 
Tipo  Q19 Q20 Q21 Q22 
Amostra 4,30 3,26 4,40 4,70 
  Fonte: Elaborado pelo autor. 
As médias da pontuação de cada questão mostram que houve uma grande 
identificação com a função do jogo. Das quatro questões, três obtiveram uma pontuação média 
próximo de 5. A segunda questão foi a única que teve uma pontuação menor, mas que mesmo 
assim ficou com um alta. Isso mostra que a função do avatar, do mundo e dos caminhos no jogo 
como representantes, respectivamente, do aluno da Engenharia de Produção, da UnB e do fluxo 
curricular foi identificada e aceita pelos testadores da Versão Beta. Uma das justificativas do 
fato de a identificação do jogador como seu representante ter tido um menor valor entre as 
questões foi a diferença de pontuação dada pelos gêneros, conforme mostrado na Tabela 12. 
Tabela 12  - Pontuação média dada pelos gêneros nas perguntas sobre a função do jogo. 
Questões sobre Identificação 
com a Função 
Média da pontuação de cada item 
Tipo  Q19 Q20 Q21 Q22 
Masculino do curso 4,37 3,47 4,32 4,84 
Feminino do curso 4,78 2,78 4,56 5,00 
  Fonte: Elaborado pelo autor. 
Segundo Chou (2015), essa diferença entre as notas é pode ser porque os jogadores 
femininos se sentem mais engajados com avatares personalizáveis. A Falta de um personagem 
feminino e personalizável no jogo pode ter causado impacto nesse item. Sendo assim é 
necessários colocar esse tipo de avatar no jogo e melhorar os elementos de identificação dele 
com o aluno. No tópico a seguir é apresentada a analise das questões abertas do questionário por 
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meio da Classificação Hierárquica Descendente (CHD) e Análise de Similitude do software 
Iramuteq. 
5.1.3. Questões Abertas 
Para uma melhor análise dos dados coletados nas duas perguntas abertas do 
questionário avaliativo, foi feita primeira uma Classificação Hierárquica Descendente (CHD) 
gerada pelo software Iramuteq. O grande intuito dessa classificação foi separar as respostas em 
Dendogramas CHD, que dividem os textos em classes. Em cada classe dos Dendogramas consta 
as palavras com maior frequência, de forma que quanto o maior o tamanho maior é a frequência 
A primeira pergunta foi sobre os problemas encontrados durante o teste da Versão 
Beta do Game da Produção. Foram compiladas 29 respostas dessa primeira pergunta que não 
tinha preenchimento obrigatório por parte dos respondentes. Na Figura 56 são apresentadas as 
classes e a denominação dos conteúdos relacionados a essa primeira pergunta. 
 
Figura 56 -Dendograma CHD da pergunta aberta sobre os erros encontrados no jogo. 
Fonte: Iramuteq. 
O conteúdo da pergunta aberta sobre os erros do jogo foi categorizado em quatro 
classes: a Classe 1, representando 31,74% dos segmentos de texto aproveitados; a Classe 2, que 
contempla 18,8% dos segmentos de texto aproveitados; a Classe 3, representando 25% dos 
segmentos de texto aproveitados; e a Classe 4, que compreende 25% dos segmentos de texto 
aproveitados. 
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A Classe 1 contém o erro mais comentado nas respostas: não conseguir atacar de 
maneira fácil os monstros dentro das fases. A Classe 2 enfatiza que dificuldade de 
movimentação no jogo influenciou na jogabilidade. A Classe 3 aborda as respostas que afirmam 
que ao utilizar o Joystick no jogo o movimento ficou prejudicado devido a um bug e a um delay. 
Por fim, a Classe 4 estão as respostas que apontam o erros relacionados a personagem do jogo, a 
saber: falta de controle e dificuldade na sua movimentação. 
Analisando o Figura 56 vemos que as Classes 1 e 4 apresentam relação,  podendo 
inferir que o fato dos jogadores não conseguirem atacar os monstros nas fases foi devido a falta 
de controle na movimentação do personagem.  As Classes 2 e 3 também tem relação, mostrando 
que a dificuldade na movimentação está ligada o bug e ao delay do Joystick. 
Ainda dentro do estudo das respostas sobre os erros foi elaborada a Análise de 
Similitude no software Iramuteq. Essa análise oferece a identificação das co-ocorrências entre 
as palavras e as conexões entre os termos. Na Figura 57 é apresentado o resultado dessa Análise. 
 
Figura 57 - Análise de Similitude dos erros apostados pelos testadores. 
Fonte: Iramuteq. 
 95 
 
Observa-se que a palavra “dificil” está ligada fortemente com as palavras: “jogo” 
“não” e “conseguir”, representando a dificuldade alta do jogo por não conseguir andar direito; 
“muito”, “monstro”, “atacar” e “matar”, evidenciando a dificuldade em atacar e matar os 
monstros no jogo; “muito”, “controlo”, “delay” “Joystick”, “movimento” e “realizar”, 
enfatizando que os testadores tiveram muita dificuldade em utilizar o Joystick para se 
movimentar devido ao delay.  
Com a Classificação Hierárquica Descendente (CHD) e a Análise de Similitude é 
possível constatar que o Joystick e o delay do ataque foram os principais influenciadores da 
pontuação média do quesito usabilidade ser um pouco mais baixa que as demais. De certa forma 
isso teve impacto nos demais quesitos como prazer e satisfação no aprendizado, tornando-se 
assim um ponto prioritário de melhoria para as próximas versões do jogo. 
A segunda pergunta aberta foi referente a sugestões de melhorias para o Game da 
Produção. Foram compiladas 26 respostas dessa pergunta que como na primeira não tinha 
preenchimento obrigatório por parte dos respondentes. Na Figura 58 são apresentadas as classes 
e a denominação dos conteúdos relacionados a segunda pergunta. 
 
Figura 58 - Dendograma CHD da questão aberta sobre as sugestões de melhorias do jogo. 
Fonte: Iramuteq. 
A Classificação Hierárquica Descendente (CHD) dividiu as sugestões de melhorias do 
jogo em 3 classes, a saber: a Classe 1, representando 33,3% dos segmentos de texto 
aproveitados; a Classe 2, que contempla 38,9% dos segmentos de texto aproveitados; e a Classe 
3, representando 27,8% dos segmentos de texto aproveitados. 
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Encontramos na Classe1 as respostas que sugerem melhorar a forma de matar o 
monstro mudando a maneira de ataque.  Na Classe 2 é sugerido colocar um mira para facilitar 
tirar a vida do monstro.  As respostas da Classe 3 são referentes a sugestões de melhorias no 
personagem para conseguir vencer as fases como, por exemplo, a troca do modelo de joystick.  
É possível ver no Dendograma CHD da Figura 58 que as Classes 1 e 3 apresentam 
relação,  podendo inferir que para melhorar a forma de matar o monstro é preciso fazer algumas 
modificação no personagem.  Em seguida, foi gerada também a Análise de Similitude dos dados 
dessa segunda questão aberta no software Iramuteq. A Figura 59 apresenta o resultado dessa 
Análise. 
 
 
Figura 59 - Análise de Similitude das sugestões de melhorias. 
Fonte: Iramuteq. 
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Na Figura 59 a palavra “mais” está ligada fortemente com as palavras: “ataque” e 
“jogabilidade”, contatando que o ataque aos monstros foi prejudicado pela jogabilidade; 
“monstros”, “atacar”, “matar” e “joystick”, mostrando as sugestões de melhorias na maneira de 
matar e atacar por meio do Joystick. Em menor grau de ligação a palavra “mais” está conectada 
com as palavras “fácil”; “comando”; “facilitar” e “mira”, evidenciando as sugestões de inclusão 
de uma mira para o avatar do jogo. 
Com a aplicação do questionário foi possível identificar a experiência dos usuários ao 
jogar o Game da Produção, que em um contexto geral foi bem aceito pelo grupo de testadores, 
bem como de erros e sugestões de melhorias. Dessa forma, foi possível elaborar o Quadro 3. 
Quadro 3. Resumo dos erros e sugestões de melhorias apontadas pelos testadores da Versão Beta do 
Game da Produção. 
Erros Sugestões de melhorias 
 Delay no ataque; 
 Avatar andando sozinho ao mudar de fase; 
 Joystick de difícil movimentação; 
 Falta de mira do avatar; 
 Dificuldade alta do jogo; 
 Falta de opção de fechar os avisos da tela; 
 Joystick muito pequeno; 
 Jogador com pouca vida. 
 Barra de vida dos monstros mudável ao 
clicar. 
 Colocar uma mira para o avatar; 
 Os monstros tirarem menos vida; 
 Joystick transparente que ocupe toda a 
região esquerda da tela; 
 Deixar mais fácil a passagem nas 
primeiras fases; 
 Melhorar a agilidade do Joystick; 
 Criar a opção de escolher o sexo e o 
corpo do personagem. 
 Colocar uma sessão explicativa de cada 
matéria. 
Fonte: Elaborado pelo autor. 
O Quadro 3 apresenta os principais erros apontados pelo grupo de testadores, além das 
sugestões de melhorias dos mesmos. O capítulo 6 irá abordar a conclusão da pesquisa e as 
propostas de trabalhos futuros 
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6 CONSIDERAÇÕES FINAIS 
6.1. CONCLUSÃO 
O estudo teve como objetivo a criação de uma proposta de Gamificação aplicada na  
trajetória do estudante de Engenharia de Produção da UnB. Visando adaptar técnicas de jogos 
aplicáveis a esse contexto de não jogo, foram definidos três objetivos específicos, a saber: a 
revisão da literatura sobre gamificação; a criação e implementação do jogo; e a avaliação do 
mesmo por meio da disponibilização dele a um grupo restrito de testadores. 
A revisão de literatura serviu de base para toda a pesquisa, desde o planejamento da 
gamificação até desenvolvimento do jogo e teste. Sem a luz dos conceitos e estudos levantados 
sobre gamificação, não seria possível o sucesso do presente projeto, visto que eles que foram 
essenciais para a seleção das técnicas de jogos e para o desenvolvimento de ideias de aplicação 
dos elementos de jogos. 
A utilização do famrework Scrum foi substancial durante todo o projeto, pois o mesmo foi 
complexo e adaptativo durante a sua execução. Sem o uso de metodologias ágeis, as mudanças 
durante o projeto seriam inviáveis. O Scrum possibilitou que as mudanças ocorressem de forma 
natural, constante e viável ao longo do projeto. A cada entrega do incremento para o PO, pode 
ser construída a ideia do jogo juntamente com o membro do Time de Desenvolvimento.  
Vale ainda ressaltar que a utilização da metodologia ágil de gerenciamento não contribuiu 
apenas no desenvolvimento do jogo, mas também para que o este relatório fosse concluído com 
um todo. Infere-se assim importância do uso de metodologias de gestão para trabalhos de 
conclusão de Curso, pois contribui para uma boa gestão do tempo e para acompanhamento de 
tarefas e etapas.  
Os comentários dos códigos, as ideias para aplicação das técnicas de jogos e os itens 
restantes do Backlog do Produto encontrados, respectivamente, nos apêndices F, B e C, 
contribuem para uma boa gestão do conhecimento do processo de criação do Game da 
Produção. Entretanto, o fato do Scrum defender um número menor de documentação do que 
outros métodos de gestão de projetos tende a influenciar na replicação do jogo em outros cursos 
de graduação. A replicação torna-se menos transparente.  
O estudo revelou que é viável a aplicação das Gamificação no contexto do projeto, tendo 
como confirmação os feedbacks coletados após a disponibilização da Versão Beta do jogo. Com 
o instrumento de coleta de dados foi possível medir um alto nível de satisfação com a aplicação 
criada. Em um contexto geral o jogo foi bem aceito pelo grupo de testadores, mas revelou-se 
 99 
 
que as diferentes variáveis sócio demográficas dos jogadores influenciaram no impacto na 
avaliação do jogo. 
6.2. SUGESTÕES DE TRABALHOS FUTUROS 
Tendo em vista a constatação do potencial da proposta de Gamificação elaborada no 
presente estudo, deixa-se como sugestão de trabalhos futuros as melhorias no jogo,  tendo como 
ponto de partida os erros e sugestões de melhorias agregados no Quadro 3, como o foco 
principalmente na jogabilidade do Game da Produção. 
Devido à limitação de tempo do projeto, não foram aplicadas todas as técnicas de jogos, 
conforme consta no Quadro 2, apesar de todas terem sido transformadas em estórias de usuário 
e inseridas no Backlog do Produto. Dessa forma, deixa-se também com sugestão de trabalho 
futuro a repriorização e execução das estórias restantes agrupadas no Apêndice C. 
Após aplicação das melhorias e das técnicas de jogos restantes, sugere-se aplicação do 
questionário utilizado na coleta de feedbacks, apresentado no Apêndice D, em uma amostra 
maior de testadores. Se os tempos entre os próximos testes forem feitos de forma reduzida, 
haverá a obtenção de feedback do jogo de forma mais recorrente.  
Além disso, outra proposta de trabalho futuro é aplicação de métodos multicritérios para 
tomada de decisão (MCDA) na escolha de técnicas de jogos que melhor se adequem a 
uma Gamificação. 
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APÊNDICE A: Mapa Mental dos caminhos dos alunos na UnB 
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APÊNDICE B: Ideias para aplicação das técnicas de jogos 
CD1:  
1. Eltism: gerar competição entre semestres. Onde conta o avanço de todos.  
2. Narrative: mostrar que a missão dele é conquistar um território que pode dar muitos 
tesouros. Terra inabitável.   
 
CD2:  
1. Progress Bar: porcentagem em forma de gráfico para a formatura. 
2. Desert Oasis: caminho desejado ser colorido ou as fechaduras das portas e o portal da 
formatura.  
3. Boss Fight: chefões ou fases difíceis. 
4. High Five: aparecer ótimo, que legal ou muito bem ao subir um nível.  
5. Leaderboards: tabela de classificação entre os semestres, alunos e todos do curso.  
6. Achievement Symbols: dar um troféu ou emblema para o aluno que nunca reprovou 
uma matéria, fez pibic ou subir o status dele para veterano. Ter um emblema 
voluntariado e empreendedor. 
7. Anticipation Parade: aparecer a mensagem você está quase lá quando estiver acabando 
o semestre  ou fase. 
8. Status Points: pontos durante o jogo ou em cada conquista. São os famosos XP’S. 
 
CD3:  
1. Plant Picker: varias formas de chegar ao final do jogo.  
2. Milestone Unlock: abertura das cidades.  
3. Blank Fills: preencher os dados de inicio do jogo através de lacunas.  
4. Boosters: formas de aumentar a velocidade durante os caminhos. 
 
CD4: 
1. Virtual Goods: moedas virtuais.  
2. Monitor Attachment: monitor para acompanhar o desempenho na tela.  
3. Avatar: colocar pelo menos dois avatares para os jogadores escolherem.  
4. Collection Sets: colocar itens de coleção no jogo. 
5. Exchangeable Points: poder trocar os pontos ganhos por outras coisas no jogo. 
 
CD5:  
1. Touting Flag: ver a reputação dos seus amigos e onde eles estão, quais são suas 
reputações e qual a pontuação seu grupo. 
2. Friending: saber quantos amigos está jogando da sua turma, convidar amigos depois de 
um tempo de jogo e avisar os jogadores.  
3. Mentorship: poder através do jogo tirar duvidas com os veteranos ou cada um podia ter 
um mentor.  
4. Conformity Anchor: gráfico de experiência de cada turma. 
 
CD6: 
1. Magnetic Caps: limite de carregamento de moedas para depositar no portal ou limite 
de velocidade das estrelas extras de velocidade. 
2. Last Mile Drive: lembrete que está no fim do caminho ou no fim da conquista da 
cidade.  
3. The Big Burn: pontos mais faieis de conseguir, por exemplo, pegar coisas no caminho.  
4. Torture Breaks: tempo de abertura do portão das cidades. 
5. a: objeto ou meio de locomoção para quem conquistar um cidade. 
 
CD7:  
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1. Glowing Choice: setas que indicando o caminho escolhido e ter personagens ou placas 
no meio do caminho que dão dicas da trajetória da formatura ou avenida.  
2. Visual Storytelling: conta a narração inicial ou dicas com imagens e pouco texto.  
3. Random Rewards: caixas com itens especiais espalhadas pelo caminho. 
4. MiniQuests: mini missões que dê algumas reputações, por exemplo, de monitoria. 
 
CD8: 
1. Sunk Cost Prison: colocar muitos pontos, reputações e experiências além das moedas.  
2. Visual Grave: quando reprovar uma matéria, mostrar uma mensagem em destaque 
ruim que motive a reparar o erro. 
3. Progress Loss: ver o progresso das pessoas do seu semestre e de outros..  
4. Evanescent Opportunities: oportunidades de estagio em pop-up por tempo limitado. 
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APÊNDICE C: Itens restantes do Backlog do Produto 
Como aluno quero usar os meus créditos como moedas virtuais para poder usar no jogo 
Como jogador que poder escolher o meu avatar para personalizar meu jogo 
Como jogador quero preencher as informações iniciais de forma fácil para personalizar meu jogo 
Como aluno quero percorrer matérias optativas como caminhos do jogo para ver as opções que 
tenho 
Como aluno quero avançar nos departamentos das matérias optativas como estados para eu poder 
conquistar 
Como aluno quero jogar uma fase que me permita entender os requisitos necessários para eu fazer 
projetos de pesquisa 
Como aluno quero jogar uma fase que me ajude entender o processo do grupo gestão 
Como cliente quero limitar o carregamento de moedas que um avatar pode carregar no jogo para 
poder simular o limite de credito por semestre 
Como jogador quero comparar meu desempenho com o de outros jogadores para pode competir 
Como jogador quero saber quantos alunos estão jogando do meu semestre para poder convidar 
quem ainda não está 
Como jogador quero saber quantos alunos estão jogando do meu semestre para poder convidar 
quem ainda não está 
Como jogador quero aprender as regras de maneira interativa para poder iniciar as primeiras fases 
do jogo 
Como jogador que visualizar r a reputação, emblemas e troféus dos meus amigos para poder 
acompanhar 
Como jogador quero que os áudios dos jogam sejam agradáveis de ouvir para melhor prazer ao 
jogar 
Como cliente quero gerar uma narração de conquista para o plano de fundo do meu jogo 
Com jogador conseguir mais pontos ou itens no jogo além de moedas virtuais para eu poder coletar 
Com aluno que poder ver a evolução em porcentagem dos colegas dos semestre para poder 
acompanhar 
Como cliente quero gerar uma competição entre os meus jogadores para que mais alunos se 
interessem por jogar 
Como alunos quero poder receber dicas dos meus veteranos para poder melhor meu desempenho na 
universidade 
Como veterano quero poder dar dicas aos alunos para ajuda-los no seus desempenho acadêmico 
Como jogador quero receber uma mensagem quando eu estiver no fim dos caminhos para me 
localizar 
Como jogador quero baixar o jogo na Apple Store para jogar no meio Iphone 
Colocar poder do monstro 
Liberar 2 semestre 
Colocar o aviso das matérias que faltam para abrir a porta 
Colocar proteção mentor 
Colocar um portal nas portas das casas para entrar na batalha 
Colocar opção de salvar 
Liberar o caminho até o portal formatura da versão beta 
Colocar imagens de fundo das matérias com referencias de livros 
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APÊNDICE D: Questionário Avaliativo 
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APÊNDICE E: Ativos e texturas da loja do Unity utilizadas no Jogo 
Categoria Nome Desenvolvedor Função no jogo Versão 
Textures & 
Materials 
Yughues Free Pavement 
Materials 
Nobiax / 
Yughues 
Textura do mundo 1.0 
Characters EasyRoads3D Free v3 AndaSoft Textura dos caminhos 3.1 
Textures & 
Materials 
Tiling Material Pack Free Noseams Textura paredes 1.0 
Textures & 
Materials 
QS Materials Nature - Pack 
Grass vol.2 
Quadrante 
Studio 
Textura do terreno 1.0 
Environments Modular Fantasy Bridges julien tonsuso Pontes 1.0 
Essentials Unity Samples: UI 
Unity 
Technologies 
Menu inicial 1.2.1 
Environments Medieval Castle Pack Lite Tsunoa Games Portal formatura 1.1 
Systems Pathing Pedestrian System 
Wired 
Developments 
Pty Ltd 
Movimentação dos 
pedestres 
1.0 
Characters Red Samurai Sou Chen Ki Avatar do jogador 1.0 
Essentials Survival Shooter Tutorial 
Unity 
Technologies 
Movimentação e 
ataque dos monstros 
2.6 
Characters Character Monster 1 Solum Night  Monstro física 1 1.0 
Characters Necromancer PolyNext Professores 1.01 
Humanoids Goblin PolyNext 
Monstros pequenos 
fases difíceis 
1.1 
Humanoids The Earthborn Troll Sou Chen Ki Monstro Cálculo 1 1.0.3 
GUI DaD Inventory GoodDay Inventário 1.0.0 
Dungeon 
Mason 
Low Poly RPG Item Pack Fi Silva Chaves requisitos 1.0 
Environments 
Mobile Low Poly Battle Arena 
/ Tower Defense Forest Pack 
AurynSky Moedas créditos 1.1 
Characters 
Mini Legion Rock Golem 
Handpainted 
Dungeon 
Mason 
Monstros fáceis 1.0 
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APÊNDICE F: Códigos de desenvolvimento do Game da Produção 
Controlador do jogo 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
using UnityEngine.UI; 
 
public class PlayerController : MonoBehaviour 
{ 
 
 
    // UI de contagem 
    public Text countmoedasText; // colocar o texto UI contator de creditos 
    // UI da tela 
    public Text porcentagemfinalText; // colocar o texto da procentagem para a formatura 
    // UIs de conquistas 
    public Text winTextcidade; // colocar o texto UI da conquista da materia 
    public Text winTextestado; // colocar o texto UI da conquista do semestre 
    public GameObject cidadeUI; // colocar UI da conquista da materia 
    public GameObject estadoUI; // colocar UI da conquita do semestre 
    // objetos chaves 
    public GameObject chave1; // nao colocar a chave da primeira porta, ela vai ser preenchida 
automaticamente 
    public GameObject chave2; // nao colocar a chave da segunda porta, ela vai ser preenchida 
automaticamente 
    public GameObject chave3; // nao colocar a chave da terceira porta, ela vai ser preenchida 
automaticamente 
    // variaveis de tempo 
    private int TempoTotal = 12; // tempo para sumir a mensagens de conquista da tela 
    private float TempoAtual; // zerador do tempo para iniciar a contagem ao aparecer a mesagem de 
conquista na tela 
    // variaveis para contagem de creditos 
    private int countnmoedas; 
    private int countnmoedasfis1; 
    private int countnmoedasids; 
    private int countnmoedasiep; 
    private int countnmoedascalc1; 
    private int countnmoedasfis1exp; 
    private int countnmoedasergoecomp; 
    // verificadores de liberação de requisitos 
    private int verificadordeliberacaochave1;  
    private int verificadordeliberacaochave2; 
    private int verificadordeliberacaochave3; 
    // outros objetos e variaveis 
    public GameObject cam2DTransform; // colocar a camera 2D 
    public GameObject MobileJoystick; // colocar o joystick para celular  
    private int porcentagemformatura; // armazena a porcentagem restante para a formatura 
    public GameObject ConquistaCalc1; // Selo de conquista da matéria 
    public GameObject ConquistaFis1; // Selo de conquista da matéria 
    public GameObject ConquistaFis1Exp; // Selo de conquista da matéria 
    public GameObject ConquistaIEP; // Selo de conquista da matéria 
    public GameObject ConquistaErgeComp; // Selo de conquista da matéria 
    public GameObject ConquistaIDS; // Selo de conquista da matéria 
    public SpriteRenderer SpriteAviso2sem; 
    public TextMesh TextoAviso2sem; 
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    public SpriteRenderer SpriteAvisoAtivComple; 
    public TextMesh TextoAvisoAtivComple; 
    public SpriteRenderer SpriteAvisoOpt; 
    public TextMesh TextoAvisoOpt; 
    public GameObject AvisoVersaoBeta; // aviso versao beta 
    public GameObject AvisoFechado1sem; // aviso fechado 1 sem 
 
    public List<string> ListaDeCreditos; 
    public List<string> ListaDeRequisitos; 
    public List<string> ListaDeMaterias; 
    public Slider FormSlider; 
 
    void Start() 
    { 
        countnmoedas = 0; // comeca zerado o contador de moedas 
        DontDestroyOnLoad(this.gameObject); // nao destroi o avatar entre scenes 
    //    DontDestroyOnLoad(chavenova.gameObject); // nao destroi o avatar entre scenes 
    } 
 
    // Funcao de controle do avatar 
    void FixedUpdate() 
    { 
        float moveHorizontal = Input.GetAxis("Horizontal"); 
        float moveVertical = Input.GetAxis("Vertical"); 
 
        Vector3 movement = new Vector3(moveHorizontal, 0.0f, moveVertical); 
    } 
 
    // Teste de colisão para pegar os objetos corretos ou ativar funcoes 
    void OnTriggerEnter(Collider other) 
    { 
        // funcao que reconhece o contato do avatar com os creditos da materia fisica 1 
        if (other.gameObject.CompareTag("Fis1")) 
        { 
            other.gameObject.SetActive(false); // desativa os creditos  
            countnmoedas = countnmoedas + 1;  
            countnmoedasfis1 = countnmoedasfis1 + 1; 
            SetCountText(); // chama a funcao que exibe o valores na tela 
            ListaDeCreditos.Add(other.gameObject.name); // adiciona o nome do crédito coletado na lista 
            // funcao que confere se o avatar pegou todos os creditos da materia 
 
            if (countnmoedasfis1 >= 4) 
            { 
                // exibe a mensagem de conquista da materia 
                cidadeUI.SetActive(true); 
                winTextcidade.text = "Você conquistou a matéria Física 1!"; 
                TempoTotal = 12; 
                TempoAtual = 0; 
                // valida a liberacao da chave da porta 
                ConquistaFis1.SetActive(true); 
                verificadordeliberacaochave1 = verificadordeliberacaochave1 + 1; 
                if (verificadordeliberacaochave1 == 1) 
                { 
                    chave1.gameObject.SetActive(true); // ativa a chave 
                    winTextcidade.text = "Você conquistou a matéria Física 1! Pegue o pré-requisito."; 
                    TempoAtual = 0; 
                } 
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            } 
        } 
 
        // funcao que reconhece o contato do avatar com os creditos da materia IEP 
        if (other.gameObject.CompareTag("IEP")) 
        { 
            other.gameObject.SetActive(false); // desativa os creditos 
            countnmoedas = countnmoedas + 1; 
            countnmoedasiep = countnmoedasiep + 1; 
            SetCountText(); // chama a funcao que exibe o valores na tela 
            ListaDeCreditos.Add(other.gameObject.name); // adiciona o nome do crédito coletado na lista 
 
            // funcao que confere se o avatar pegou todos os creditos da materia 
            if (countnmoedasiep >= 2) 
            { 
                // exibe a mensagem de conquista da materia 
                cidadeUI.SetActive(true); 
                winTextcidade.text = "Você conquistou a matéria IEP!"; 
                TempoTotal = 12; 
                TempoAtual = 0; 
                ConquistaIEP.SetActive(true); 
            } 
        } 
 
        // funcao que reconhece o contato do avatar com os creditos da materia Ergo e Comp 
        if (other.gameObject.CompareTag("ErgoeComp")) 
        { 
            DontDestroyOnLoad(other.gameObject); 
            other.gameObject.SetActive(false); // desativa os creditos 
            countnmoedas = countnmoedas + 1; 
            countnmoedasergoecomp = countnmoedasergoecomp + 1; 
            SetCountText(); // chama a funcao que exibe o valores na tela 
            ListaDeCreditos.Add(other.gameObject.name); // adiciona o nome do crédito coletado na lista 
 
            // funcao que confere se o avatar pegou todos os creditos da materia 
            if (countnmoedasergoecomp >= 2) 
            { 
                // exibe a mensagem de conquista da materia 
                cidadeUI.SetActive(true); 
                winTextcidade.text = "Você conquistou a matéria Ergo e Comp!"; 
                TempoTotal = 12; 
                TempoAtual = 0; 
                ConquistaErgeComp.SetActive(true); 
            } 
        } 
 
        // funcao que reconhece o contato do avatar com os creditos da materia Calculo 1 
        if (other.gameObject.CompareTag("Calc1")) 
        { 
            other.gameObject.SetActive(false); // desativa os creditos 
            countnmoedas = countnmoedas + 1; 
            countnmoedascalc1 = countnmoedascalc1 + 1; 
            SetCountText();  // chama a funcao que exibe o valores na tela 
            ListaDeCreditos.Add(other.gameObject.name); // adiciona o nome do crédito coletado na lista 
  
            // funcao que confere se o avatar pegou todos os creditos da materia 
            if (countnmoedascalc1 >= 6) 
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            { 
                // exibe a mensagem de conquista da materia 
                cidadeUI.SetActive(true); 
                winTextcidade.text = "Você conquistou a matéria Cálculo 1!"; 
                TempoTotal = 12; 
                TempoAtual = 0; 
                ConquistaCalc1.SetActive(true); 
                // valida a liberacao da chave da porta 
                verificadordeliberacaochave2 = verificadordeliberacaochave2 + 1; 
                if (verificadordeliberacaochave2 == 1) 
                { 
                    chave2.gameObject.SetActive(true); // ativa a chave 
                    winTextcidade.text = "Você conquistou a matéria Cálculo 1! Pegue o pré-requisito."; 
                    TempoAtual = 0; 
                } 
            } 
        } 
 
        // funcao que reconhece o contato do avatar com os creditos da materia IDS 
        if (other.gameObject.CompareTag("IDS")) 
        { 
            other.gameObject.SetActive(false); // desativa os creditos 
            countnmoedas = countnmoedas + 1; 
            countnmoedasids = countnmoedasids + 1; 
            SetCountText(); // chama a funcao que exibe o valores na tela 
            ListaDeCreditos.Add(other.gameObject.name); // adiciona o nome do crédito coletado na lista 
 
            // funcao que confere se o avatar pegou todos os creditos da materia 
            if (countnmoedasids >= 4) 
            { 
                // exibe a mensagem de conquista da materia 
                cidadeUI.SetActive(true); 
                winTextcidade.text = "Você conquistou a matéria IDS!"; 
                TempoTotal = 12; 
                TempoAtual = 0; 
                ConquistaIDS.SetActive(true); 
            } 
        } 
 
        // funcao que reconhece o contato do avatar com os creditos da materia Fis 1 Exp 
        if (other.gameObject.CompareTag("Fis1Exp")) 
        { 
            other.gameObject.SetActive(false); // desativa os creditos 
            countnmoedas = countnmoedas + 1; 
            countnmoedasfis1exp = countnmoedasfis1exp + 1;  
            SetCountText(); // chama a funcao que exibe o valores na tela 
            ListaDeCreditos.Add(other.gameObject.name); // adiciona o nome do crédito coletado na lista 
 
            // funcao que confere se o avatar pegou todos os creditos da materia 
            if (countnmoedasfis1exp >= 2) 
            { 
                // exibe a mensagem de conquista da materia 
                cidadeUI.SetActive(true); 
                winTextcidade.text = "Você conquistou a matéria Física 1 Exp!"; 
                TempoTotal = 12; 
                TempoAtual = 0; 
                ConquistaFis1Exp.SetActive(true); 
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                // valida a liberacao da chave da porta 
                verificadordeliberacaochave3 = verificadordeliberacaochave3 + 1; 
                if (verificadordeliberacaochave3 == 1) 
                { 
                    chave3.gameObject.SetActive(true); // ativa a chave 
                    winTextcidade.text = "Você conquistou a matéria Física 1 Exp! Pegue o pré-requisito."; 
                    TempoAtual = 0; 
                } 
            } 
        } 
 
        // funcao que reconhece o contato do avatar com os colisores de mudanca de scene 
        if (other.gameObject.CompareTag("Colisordesaida")) 
        { 
            DontDestroyOnLoad(this.gameObject); // não destroi os colisores que chamam a nova scene 
(serão usadas as informacoes deles no load) 
            // funcao que desativa a camera 2D 
            if (cam2DTransform.activeSelf) 
            { 
                cam2DTransform.gameObject.SetActive(false); 
            } 
            else 
            { 
                cam2DTransform.gameObject.SetActive(true); 
            } 
 
            // ativa e desativa o joystick para o avatar não continuar andando na direção final da scene apos a 
mudanca de fase 
            MobileJoystick.gameObject.SetActive(false); 
            MobileJoystick.gameObject.SetActive(true); 
        } 
 
        if (other.gameObject.CompareTag("Colisordo2sem")) 
        { 
            DontDestroyOnLoad(this.gameObject); // não destroi os colisores que chamam a nova scene 
(serão usadas as informacoes deles no load) 
            // funcao que desativa a camera 2D 
            if (cam2DTransform.activeSelf) 
            { 
                cam2DTransform.gameObject.SetActive(true); 
            } 
            else 
            { 
                cam2DTransform.gameObject.SetActive(true); 
            } 
 
            // ativa e desativa o joystick para o avatar não continuar andando na direção final da scene apos a 
mudanca de fase 
            MobileJoystick.gameObject.SetActive(false); 
            MobileJoystick.gameObject.SetActive(true); 
        } 
        if (other.gameObject.CompareTag("Colisordaschaves")) 
        { 
            ListaDeRequisitos.Add("liberar2sem"); 
        } 
 
            // funcao que reconhece o contato do avatar com os colisores de procura de creditos 
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            if (other.gameObject.CompareTag("Colisordoscreditos")) 
        { 
            if (ListaDeCreditos.Contains("c1fis1")) 
            { 
                Destroy(GameObject.Find("c1fis1")); 
            } 
            if (ListaDeCreditos.Contains("c2fis1")) 
            { 
                Destroy(GameObject.Find("c2fis1")); 
            } 
            if (ListaDeCreditos.Contains("c3fis1")) 
            { 
                Destroy(GameObject.Find("c3fis1")); 
            } 
            if (ListaDeCreditos.Contains("c4fis1")) 
            { 
                Destroy(GameObject.Find("c4fis1")); 
            } 
            if (ListaDeCreditos.Contains("c1iep")) 
            { 
                Destroy(GameObject.Find("c1iep")); 
            } 
            if (ListaDeCreditos.Contains("c2iep")) 
            { 
                Destroy(GameObject.Find("c2iep")); 
            } 
            if (ListaDeCreditos.Contains("c1ergoecomp")) 
            { 
                Destroy(GameObject.Find("c1ergoecomp")); 
            } 
            if (ListaDeCreditos.Contains("c2ergoecomp")) 
            { 
                Destroy(GameObject.Find("c2ergoecomp")); 
            } 
            if (ListaDeCreditos.Contains("c1calc1")) 
            { 
                Destroy(GameObject.Find("c1calc1")); 
            } 
            if (ListaDeCreditos.Contains("c2calc1")) 
            { 
                Destroy(GameObject.Find("c2calc1")); 
            } 
            if (ListaDeCreditos.Contains("c3calc1")) 
            { 
                Destroy(GameObject.Find("c3calc1")); 
            } 
            if (ListaDeCreditos.Contains("c4calc1")) 
            { 
                Destroy(GameObject.Find("c4calc1")); 
            } 
            if (ListaDeCreditos.Contains("c5calc1")) 
            { 
                Destroy(GameObject.Find("c5calc1")); 
            } 
            if (ListaDeCreditos.Contains("c6calc1")) 
            { 
                Destroy(GameObject.Find("c6calc1")); 
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            } 
            if (ListaDeCreditos.Contains("c1ids")) 
            { 
                Destroy(GameObject.Find("c1ids")); 
            } 
            if (ListaDeCreditos.Contains("c2ids")) 
            { 
                Destroy(GameObject.Find("c2ids")); 
            } 
            if (ListaDeCreditos.Contains("c3ids")) 
            { 
                Destroy(GameObject.Find("c3ids")); 
            } 
            if (ListaDeCreditos.Contains("c4ids")) 
            { 
                Destroy(GameObject.Find("c4ids")); 
            } 
            if (ListaDeCreditos.Contains("c1fis1exp")) 
            { 
                Destroy(GameObject.Find("c1fis1exp")); 
            } 
            if (ListaDeCreditos.Contains("c2fis1exp")) 
            { 
                Destroy(GameObject.Find("c2fis1exp")); 
            } 
            if (ListaDeRequisitos.Contains("liberar2sem")) 
            { 
                Destroy(GameObject.Find("porta1")); 
            } 
            if (ListaDeRequisitos.Contains("liberar2sem")) 
            { 
                Destroy(GameObject.Find("porta2")); 
            } 
            if (ListaDeRequisitos.Contains("req3")) 
            { 
                Destroy(GameObject.Find("porta3")); 
            } 
            if (ListaDeMaterias.Contains("fis1")) 
            { 
                Destroy(GameObject.Find("janelaesquerdafis1")); 
                Destroy(GameObject.Find("janeladireitafis1")); 
                Destroy(GameObject.Find("professorfis1")); 
                Destroy(GameObject.FindWithTag("Colisordeentradafis1")); 
            } 
            if (ListaDeMaterias.Contains("ergecomp")) 
            { 
                Destroy(GameObject.Find("janelaesquerdaergecomp")); 
                Destroy(GameObject.Find("janeladireitaergecomp")); 
                Destroy(GameObject.Find("professorergecomp")); 
                Destroy(GameObject.FindWithTag("Colisordeentradaergecomp")); 
            } 
            if (ListaDeMaterias.Contains("ids")) 
            { 
                Destroy(GameObject.Find("janelaesquerdaids")); 
                Destroy(GameObject.Find("janeladireitaids")); 
                Destroy(GameObject.Find("professorids")); 
                Destroy(GameObject.FindWithTag("Colisordeentradaids")); 
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            } 
            if (ListaDeMaterias.Contains("iep")) 
            { 
                Destroy(GameObject.Find("janelaesquerdaiep")); 
                Destroy(GameObject.Find("janeladireitaiep")); 
                Destroy(GameObject.Find("professoriep")); 
                Destroy(GameObject.FindWithTag("Colisordeentradaiep")); 
            } 
            if (ListaDeMaterias.Contains("calc1")) 
            { 
                Destroy(GameObject.Find("janelaesquerdacalc1")); 
                Destroy(GameObject.Find("janeladireitacalc1")); 
                Destroy(GameObject.Find("professorcalc1")); 
                Destroy(GameObject.FindWithTag("Colisordeentradacalc1")); 
            } 
            if (ListaDeMaterias.Contains("fis1exp")) 
            { 
                Destroy(GameObject.Find("janelaesquerdafis1exp")); 
                Destroy(GameObject.Find("janeladireitafis1exp")); 
                Destroy(GameObject.Find("professorfis1exp")); 
                Destroy(GameObject.FindWithTag("Colisordeentradafis1exp")); 
            } 
            // procura as chaves apos entrar no semestre novo (scene nova) 
            chave1 = GameObject.Find(name: "req1"); 
            chave2 = GameObject.Find(name: "req2"); 
            chave3 = GameObject.Find(name: "req3"); 
            // desativa as chaves apos o contato 
            chave1.gameObject.SetActive(false); 
            chave2.gameObject.SetActive(false); 
            chave3.gameObject.SetActive(false); 
            other.gameObject.SetActive(false); 
        } 
 
        if (other.gameObject.CompareTag("Colisorporta1")) 
        { 
            if (ListaDeRequisitos.Contains("req1") == false) 
            { 
                ListaDeRequisitos.Add("req1"); 
            } 
 
        } 
        if (other.gameObject.CompareTag("Colisorporta2")) 
        { 
            if (ListaDeRequisitos.Contains("req2") == false) 
            { 
                ListaDeRequisitos.Add("req2"); 
            } 
 
        } 
        if (other.gameObject.CompareTag("Colisorporta3")) 
        { 
            if (ListaDeRequisitos.Contains("req3") == false) 
            { 
                ListaDeRequisitos.Add("req3"); 
            } 
 
        } 
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        if (other.gameObject.CompareTag("Colisordo2sem")) 
        { 
            if (ListaDeRequisitos.Contains("liberar2sem")) 
            { 
                // mudanca de cor placa 2 sem 
                SpriteAviso2sem = GameObject.Find("Aviso 2sem").GetComponent<SpriteRenderer>(); 
                SpriteAviso2sem.color = Color.white; 
                TextoAviso2sem = GameObject.Find("textoaviso2sem").GetComponent<TextMesh>(); 
                TextoAviso2sem.color = new Color32(5, 159, 63, 255); 
 
                // mudanca de cor placa atividades complementares 
                SpriteAvisoAtivComple = GameObject.Find("Aviso Ativ 
Comple").GetComponent<SpriteRenderer>(); 
                SpriteAvisoAtivComple.color = Color.white; 
                TextoAvisoAtivComple = 
GameObject.Find("textoavisoativcomple").GetComponent<TextMesh>(); 
                TextoAvisoAtivComple.color = new Color32(5, 159, 63, 255); 
 
                // mudanca de cor placa materias optativas 
                SpriteAvisoOpt = GameObject.Find("Aviso OPT").GetComponent<SpriteRenderer>(); 
                SpriteAvisoOpt.color = Color.white; 
                TextoAvisoOpt = GameObject.Find("textoavisoopt").GetComponent<TextMesh>(); 
                TextoAvisoOpt.color = new Color32(5, 159, 63, 255); 
 
                Destroy(GameObject.Find("bloqueios1sem")); 
            } 
 
        } 
 
        if (other.gameObject.CompareTag("avisoversaobeta")) 
        { 
 
  
            AvisoVersaoBeta.SetActive(true); 
 
        } 
 
        if (other.gameObject.CompareTag("avisofechado1sem")) 
        { 
 
 
            AvisoFechado1sem.SetActive(true); 
 
        } 
 
 
    } 
    void OnTriggerExit(Collider other) 
    { 
        if (other.gameObject.CompareTag("avisoversaobeta")) 
        { 
 
 
            AvisoVersaoBeta.SetActive(false); 
 
        } 
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        if (other.gameObject.CompareTag("avisofechado1sem")) 
        { 
 
 
            AvisoFechado1sem.SetActive(false); 
 
        } 
    } 
 
 
 
     void Update() 
     { 
        if (TempoAtual <= TempoTotal) 
        { 
            TempoAtual += Time.deltaTime * 2;// delay de 6 segundos 
            
        } 
        else if (TempoAtual >= TempoTotal)// se passou do tempo total  
        { 
            TempoAtual = 0;// tempo atual volta a zero 
            cidadeUI.SetActive(false);// a manesage de conquista da materia desativa 
            estadoUI.SetActive(false); // e a conquista do semestre também 
        } 
    } 
 
 
    // Funcao que mostra na tela o numero de creditos, porcentagem de formatura e mensagem de 
conquista do semestre 
    void SetCountText() 
    { 
        countmoedasText.text = "x " + countnmoedas.ToString(); // mensagem de quantidade de creditos 
        porcentagemformatura = (int)(Mathf.Clamp((countnmoedas / 240.0f), 0.0f, 100.0f) * 100); // 
calculo da porcentagem de formatura  
        porcentagemfinalText.text = "" + porcentagemformatura.ToString() + "%"; // mensagem da 
procentagem de formatura 
 
        FormSlider.value = countnmoedas; 
 
        // funcao que confere se o avatar pegou todos os creditos do semestre 
        if (countnmoedas >= 20) 
        { 
            // exibe a mensagem de conquista da materia 
            estadoUI.SetActive(true); 
            winTextestado.text = "Você conquistou o 1º Semestre!"; 
            TempoTotal = 12; 
            TempoAtual = 0; 
        } 
    } 
 
 
} 
 
Portas 
using System.Collections; 
using System.Collections.Generic; 
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using UnityEngine; 
using UnityEngine.UI; 
 
 
 
public class door : MonoBehaviour 
{ 
 
    public static bool hasKey; 
    public GameObject msgabrirporta; // colocar a UI correspondente de abrir porta 
    public GameObject porta; // colocar a porta correspondente 
    public GameObject chave; // colocar a chave correspondente 
    public GameObject chave2; // colocar a chave correspondente 
    public GameObject chave3; // colocar a chave correspondente 
    public bool inTrigger; 
    public bool isOpen; 
    public bool isInteracting; 
    public string IDporta; // ID da porta 
    public string NumeracaoDoRequisito; // ID da porta 
    private string IDchavedepoisdepegar; // ID da chave depois do avatar pegar 
    private string IDchavedepoisdepegar2; // ID da chave depois do avatar pegar 
    private string IDchavedepoisdepegar3; // ID da chave depois do avatar pegar 
    public GameObject trancadaUI; // colocar a UI de porta trancada 
    public Text abrirText; // texto da mensagem de abrir porta 
    public static int countnportasabertas; // contator de numero de portas abertas 
    public static int countnchavesdepoisabertas; // contador de chaves depois de conferir as portas 
abertas 
    public Text countTextnchaves; // colcoar o texto UI de numero de chaves 
    public GameObject ItemChave1; // colocar o objeto chave 
    public GameObject ItemChave2; // colocar o objeto chave 
    public GameObject ItemChave3; // colocar o objeto chave 
    public List<string> ListaDeRequisitos; 
 
    void Start() 
    { 
        // desativa os elementos UI da tela 
        msgabrirporta.SetActive(false); 
        trancadaUI.SetActive(false); 
        //procura o UI de numero de chaves 
        countTextnchaves = GameObject.Find("ThirdPersonController/Canvas Count requisitos/Count Text 
requisitos").GetComponent<Text>(); 
        ItemChave1 = GameObject.Find("ThirdPersonController/UiCanvas/PlayerUI/Inventory/Scroll 
View/Viewport/CellsGroup/Cell (2)"); 
        ItemChave2 = GameObject.Find("ThirdPersonController/UiCanvas/PlayerUI/Inventory/Scroll 
View/Viewport/CellsGroup/Cell (3)"); 
        ItemChave3 = GameObject.Find("ThirdPersonController/UiCanvas/PlayerUI/Inventory/Scroll 
View/Viewport/CellsGroup/Cell (4)"); 
        ItemChave3 = GameObject.Find("ThirdPersonController/UiCanvas/PlayerUI/Inventory/Scroll 
View/Viewport/CellsGroup/Cell (4)"); 
        ListaDeRequisitos = 
GameObject.Find("ThirdPersonController").GetComponent<PlayerController>().ListaDeRequisitos; 
     
} 
 
    // faz porta girar 
    void Update() 
    { 
 124 
 
        // pega o ID da chave 
        IDchavedepoisdepegar = chave.GetComponent<key>().nomedachave; 
        IDchavedepoisdepegar2 = chave2.GetComponent<key>().nomedachave; 
        IDchavedepoisdepegar3 = chave3.GetComponent<key>().nomedachave; 
        ListaDeRequisitos = 
GameObject.Find("ThirdPersonController").GetComponent<PlayerController>().ListaDeRequisitos; 
 
 
        if (isInteracting) 
        { 
            if (!isOpen) 
            { 
                var newRot = Quaternion.RotateTowards(porta.transform.rotation, Quaternion.Euler(0.0f, -
90.0f, 0.0f), Time.deltaTime * 200); 
                porta.transform.rotation = newRot; 
                msgabrirporta.SetActive(false); 
                // trasnforma o texto depois de abrir porta 
                abrirText.text = "Porta já aberta"; 
            } 
            else 
            { 
                // desativa a interacao para nao fechar a porta 
                isInteracting = false; 
              
 
 
            } 
        } 
    } 
 
    // confere se a chave é da porta 
    void OnTriggerEnter(Collider other) 
    { 
    // Ativa a UI de abrir porta caso tenha a chave correta 
        if (other.gameObject.tag == "Player" & ListaDeRequisitos.Contains(IDporta) == true) 
        { 
            if (hasKey) 
            { 
                msgabrirporta.SetActive(true); 
                inTrigger = true; 
            } 
        } 
     // Ativa a UI de porta trancada caso não tenha a chave 
        else 
        { 
            trancadaUI.SetActive(true); 
            inTrigger = true; 
        } 
    } 
 
    // desativa UI abrir porta 
    void OnTriggerExit(Collider other) 
    { 
        if (other.gameObject.tag == "Player") 
        { 
            if (hasKey) 
            { 
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                msgabrirporta.SetActive(false); 
                inTrigger = false; 
                trancadaUI.SetActive(false); 
                inTrigger = false; 
            } 
            else 
            {  
            trancadaUI.SetActive(false); 
            inTrigger = false; 
            } 
        } 
    } 
 
    public void Interacting(bool interacting) 
    { 
        if (!isInteracting) 
        { 
            if (hasKey) 
            { 
                isInteracting = true; 
                interacting = false; 
                // Ativa a função fechar as portas (caso decida usar novamente) 
                // StartCoroutine(reset()); 
            } 
            if (!isOpen) 
            { 
 
                // Ao abrir a porta chama a função contador 
                SetCountText(); 
                ListaDeRequisitos.Add(NumeracaoDoRequisito); 
 
            } 
        } 
    } 
 
    //------------------------------------------------------------- 
    // Permite fechar as portas (caso decida usar novamente) 
    // IEnumerator reset() 
    //  { 
    //     yield return new WaitForSeconds(1); 
    //     isInteracting = false; 
    // 
    //     if (!isOpen) 
    //     { 
    //         isOpen = true; 
    //     } 
    //     else 
    //     { 
    //         isOpen = false;     
    //     } 
    // } 
    //-------------------------------------------------------------- 
 
    // Funcao contador 
    void SetCountText() 
    { 
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        // contador de portas abertas 
        countnportasabertas = countnportasabertas + 1; 
 
        // contador de chaves depois de contar as portas abertas 
        countnchavesdepoisabertas = key.countnchaves - countnportasabertas; 
                
        // atualizador da UI de numero de chaves 
        countTextnchaves.text = countnchavesdepoisabertas.ToString() + "x"; 
 
        if (countnportasabertas == 1) 
        { 
            ItemChave1.SetActive(false); 
        } 
        else if (countnportasabertas == 2) 
        { 
            ItemChave2.SetActive(false); 
        } 
        else 
        { 
            ItemChave3.SetActive(false); 
        } 
 
    } 
 
} 
Portas semestres 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
using UnityEngine.UI; 
 
 
 
public class doorcidades : MonoBehaviour 
{ 
 
    public static bool hasKey = true; // true permiti sempre abir as portas das cidades 
    public GameObject msgabrirporta; // colocar a UI correspondente de abrir porta 
    public GameObject porta; // colocar a porta correspondente 
    public bool inTrigger; 
    public bool isOpen; 
    public bool isInteracting; 
    public Text abrirText; // colocar texto UI de abrir porta 
 
    void Start() 
    { 
        // desativa os elementos UI da tela 
        msgabrirporta.SetActive(false); 
    } 
 
    // faz a porta girar 
    void Update() 
    { 
 
        if (isInteracting) 
        { 
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            if (!isOpen) 
            { 
                var newRot = Quaternion.RotateTowards(porta.transform.rotation, Quaternion.Euler(0.0f, -
90.0f, 0.0f), Time.deltaTime * 200); 
                porta.transform.rotation = newRot; 
                msgabrirporta.SetActive(false); 
                // trasnforma o texto depois de abrir porta 
                abrirText.text = "Porta já aberta"; 
 
            } 
            else 
            { 
                // desativa a interacao para nao fechar a porta 
                isInteracting = false; 
            } 
        } 
    } 
 
    void OnTriggerEnter(Collider other) 
    { 
    // Ativa a UI de abrir porta 
        if (other.gameObject.tag == "Player") 
        { 
            if (hasKey) 
            { 
                msgabrirporta.SetActive(true); 
                inTrigger = true; 
            } 
        } 
        else 
        { 
 
        } 
    } 
 
    void OnTriggerExit(Collider other) 
    { 
    // Desativa a UI de abrir porta 
        if (other.gameObject.tag == "Player") 
        { 
            if (hasKey) 
            { 
                msgabrirporta.SetActive(false); 
                inTrigger = false; 
            } 
            else 
            { 
 
            } 
        } 
    } 
 
    public void Interacting(bool interacting) 
    { 
        if (!isInteracting) 
        { 
            if (hasKey) 
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            { 
                isInteracting = true; 
                interacting = false; 
                // Ativa a função fechar as portas (caso decida usar novamente) 
                //StartCoroutine(reset()); 
            } 
        } 
    } 
 
 
    // Permite fechar as portas 
    //IEnumerator reset() 
    //{ 
    //    yield return new WaitForSeconds(1); 
    //    isInteracting = false; 
    // 
    //    if (!isOpen) 
    //    { 
    //        isOpen = true; 
    //    } 
    //    else 
    //    { 
    //        isOpen = false; 
    //    } 
    //} 
} 
 
Vida monstros 
using UnityEngine; 
using System.Collections; 
 
public class EnemyAttack : MonoBehaviour 
{ 
    public float timeBetweenAttacks = 0.1f; // tempo entre ataques 
    public int attackDamage = 1; // dano do ataque 
 
 
    Animator anim; // armazena o animator de quem esta atacando 
    GameObject player; // armazena quem sera o alvo de ataque 
    PlayerHealth playerHealth; // armazena a vida do alvo de ataque 
    EnemyHealth enemyHealth; // armazena a vida de quem esta atacando 
    bool playerInRange; // acionador da função de ataque 
    float timer; // contador de tempo 
    private float morreu; // armazena se o jogador já morreu 
 
 
    void Awake () 
    { 
        player = GameObject.FindGameObjectWithTag ("Player"); // procura quem sera o alvo de ataque 
        playerHealth = player.GetComponent <PlayerHealth> (); // procura a vida do alvo de ataque 
        enemyHealth = GetComponent<EnemyHealth>(); // pega a vida de quem esta atacando 
        anim = GetComponent <Animator> (); // pega o animator de quem esta atacando 
        morreu = 0; 
    } 
 
    // confere se esta perto do alvo 
    void OnTriggerEnter (Collider other) 
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    { 
        if(other.gameObject == player) 
        { 
            playerInRange = true; // aciona a funcao de ataque 
        } 
    } 
 
    // confere se esta longe do alvo 
    void OnTriggerExit (Collider other) 
    { 
        if(other.gameObject == player) 
        { 
            playerInRange = false; // desaciona a funcao de ataque  
        } 
    } 
 
 
    void Update () 
    { 
        timer += Time.deltaTime; 
 
        // confere se o alvo esta vivo 
        if(timer >= timeBetweenAttacks && playerInRange && enemyHealth.currentHealth > 0) 
        { 
            anim.SetTrigger("PlayerDead"); // ataca 
            Attack (); // aciona a funcao para tirar a vida do alvo 
             
        } 
 
        // confere se o alvo esta morto 
        if(playerHealth.currentHealth <= 0) 
        { 
            anim.SetTrigger ("Comemoracao"); // comemora 
            morreu = 1; 
        } 
    } 
 
    // funcao para tirar a vida do alvo 
    void Attack () 
    { 
        timer = 0f; 
 
        if(playerHealth.currentHealth > 0 && morreu == 0) 
        { 
            playerHealth.TakeDamage (attackDamage); // tira a vida do alvo de ataque 
        } 
    } 
} 
 
Vida mostros 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
using UnityEngine.UI; 
using System.Linq; 
 
public class EnemyHealth : MonoBehaviour 
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{ 
    public int startingHealth = 100; // valor inicial da vida 
    public int currentHealth; // valor atual da vida 
    public float sinkSpeed = 2.5f; // velocidade para desaparecer depois de morto 
    public int scoreValue = 10; // pontuacao do jogador apos a morte 
    public GameObject   MensgVitoria; // mensagem de vitoria 
    Animator anim; // armazena o animator 
    ParticleSystem hitParticles; // armazena o efeito de atingimento do tiro 
    CapsuleCollider capsuleCollider; // collider do corpo 
    BoxCollider boxCollider; 
    SphereCollider sphereCollider; // collider do ataque 
    bool isSinking; // acionador da funcao para sumir o corpo 
    // variaveis de tempo 
    private int TempoTotal = 12;  
    private float TempoAtual; 
    // variaveis de audio (desativado todos os audios do jogo) 
    // public AudioClip deathClip;  
    // AudioSource enemyAudio; 
    public Slider VidaDoMonstro; 
    public string NomeDaMateria; 
 
    GameObject player; 
 
    public List<string> list; 
 
    void Awake() 
    { 
        anim = GetComponent<Animator>(); // pega o animator  
        // enemyAudio = GetComponent <AudioSource> (); // audio 
        hitParticles = GetComponentInChildren<ParticleSystem>(); // pega a fumaca 
        currentHealth = startingHealth; // iguala o valor da vida inicial com a atual 
        capsuleCollider = GetComponent<CapsuleCollider>(); // pega collider do corpo 
        boxCollider = GetComponent<BoxCollider>(); // pega collider do corpo 
        sphereCollider = GetComponent<SphereCollider>(); // pega collider do ataque 
        player = GameObject.FindGameObjectWithTag("Player"); 
        list = player.GetComponent<PlayerController>().ListaDeMaterias; 
 
    } 
        void Update () 
        { 
        // funcao para sumir o corpo 
        if (isSinking) 
        { 
             transform.Translate (-Vector3.up * sinkSpeed * Time.deltaTime); 
        } 
            
        // funcao de cronometro 
        //if (TempoAtual <= TempoTotal) 
        //{ 
        //    TempoAtual += Time.deltaTime * 2;// delay de 6 segundos 
        //} 
        //else if (TempoAtual >= TempoTotal)// se passou do tempo total  
        //{ 
        //    TempoAtual = 0;// tempo atual volta a zero 
        //    MensgVitoria.SetActive(false); // some a msg de vitoria 
        //}  
    } 
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    // funcao para reconhecimento de ataque 
    public void TakeDamage (int amount, Vector3 hitPoint) 
    { 
        // enemyAudio.Play (); // audio 
        currentHealth -= amount; // perdendo vida 
        VidaDoMonstro.value = currentHealth; 
 
        hitParticles.Play(); // efeito de atingimento do tiro 
 
        // conferir se esta morto 
        if (currentHealth <= 0) 
        { 
            Death (); // chama a funcao morte 
        } 
    } 
 
    // funcao morte 
    void Death () 
    { 
        anim.SetTrigger ("Dead"); // animacao morte 
        capsuleCollider.enabled = false; // desativa o collider do corpo 
        sphereCollider.enabled = false;  // desativa o collider do ataque 
        boxCollider.enabled = false; 
        StartSinking(); // chamar a funcao da vitoria 
        list.Add(NomeDaMateria); 
        TempoTotal = 12; 
        TempoAtual = 0; 
        //  enemyAudio.clip = deathClip; // audio 
        //   enemyAudio.Play (); // audio 
    } 
 
    // funcao de vitoria 
    public void StartSinking () 
    { 
        GetComponent <UnityEngine.AI.NavMeshAgent> ().enabled = false; 
        GetComponent <Rigidbody> ().isKinematic = true; 
        isSinking = true; // chama a funcao para sumir o corpo 
        //ScoreManager.score += scoreValue; // acrescenta a pontuacao 
        StartCoroutine(ActivationRoutine()); 
        Destroy (gameObject, 10f); // destroi o objeto apos 10 segundos 
        // MensgVitoria.SetActive(true); // mensagem de vitoria 
 
    } 
 
    private IEnumerator ActivationRoutine() 
    { 
        //Wait for 14 secs. 
        yield return new WaitForSeconds(3); 
 
        //Turn My game object that is set to false(off) to True(on). 
        MensgVitoria.SetActive(true); 
 
     
    } 
} 
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Ataque monstros menores 
using UnityEngine; 
using System.Collections; 
 
public class EnemymenoresAttack : MonoBehaviour 
{ 
    public float timeBetweenAttacks = 0.1f; // tempo entre ataques 
    public int attackDamage = 1; // dano do ataque 
 
 
    Animator anim; // armazena o animator de quem esta atacando 
    GameObject player; // armazena quem sera o alvo de ataque 
    PlayerHealth playerHealth; // armazena a vida do alvo de ataque 
    EnemyHealth enemyHealth; // armazena a vida de quem esta atacando 
    bool playerInRange; // acionador da função de ataque 
    float timer; // contador de tempo 
 
 
    void Awake () 
    { 
        player = GameObject.FindGameObjectWithTag ("Player"); // procura quem sera o alvo de ataque 
        playerHealth = player.GetComponent <PlayerHealth> (); // procura a vida do alvo de ataque 
        enemyHealth = GetComponent<EnemyHealth>(); // pega a vida de quem esta atacando 
        anim = GetComponent <Animator> (); // pega o animator de quem esta atacando 
    } 
 
 
    // confere se esta perto do alvo 
    void OnTriggerEnter (Collider other) 
    { 
        if(other.gameObject == player) 
        { 
            playerInRange = true; // aciona a funcao de ataque 
        } 
    } 
 
    // confere se esta longe do alvo 
    void OnTriggerExit (Collider other) 
    { 
        if(other.gameObject == player) 
        { 
            playerInRange = false;  // desaciona a funcao de ataque  
        } 
    } 
 
 
    void Update () 
    { 
        timer += Time.deltaTime; 
 
        // confere se o alvo esta vivo 
        if (timer >= timeBetweenAttacks && playerInRange && enemyHealth.currentHealth > 0) 
        { 
            anim.SetTrigger("PlayerDead"); // ataca 
            // Attack (); // aciona a funcao para tirar a vida do alvo 
 
        } 
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        // confere se o alvo esta morto 
        if (playerHealth.currentHealth <= 0) 
        { 
            anim.SetTrigger ("Comemoracao"); // comemora 
        } 
    } 
 
    //funcao para tirar a vida do alvo 
    void Attack () 
    { 
        timer = 0f; 
 
        if(playerHealth.currentHealth > 0) 
        { 
             playerHealth.TakeDamage (attackDamage); // tira a vida d alvo de ataque 
        } 
    } 
} 
Ataque monstros menores ao mentor 
using UnityEngine; 
using System.Collections; 
 
public class EnemymenoresAttackMentor : MonoBehaviour 
{ 
    public float timeBetweenAttacks = 0.1f; // tempo entre ataques 
    public int attackDamage = 1; // dano do ataque 
 
 
    Animator anim; // armazena o animator de quem esta atacando 
    GameObject player; // armazena quem e o avatar do jogador 
    GameObject mentor; // armazena quem sera o alvo de ataque 
    PlayerHealth playerHealth; // armazena a vida do alvo de ataque 
    EnemyMenoresHealth enemyHealth;  // armazena a vida de quem esta atacando 
    bool playerInRange; // acionador da função de ataque 
    float timer; // contador de tempo 
 
 
    void Awake () 
    { 
        player = GameObject.FindGameObjectWithTag ("Player"); // procura quem e o avatar do jogador 
        mentor = GameObject.FindGameObjectWithTag("Mentor");  // procura quem sera o alvo de ataque 
(nesse caso so o mentor) 
        playerHealth = player.GetComponent <PlayerHealth> (); // procura a vida do vatar do jogador 
        enemyHealth = GetComponent<EnemyMenoresHealth>(); // pega a vida de quem esta atacando 
        anim = GetComponent <Animator> (); // pega o animator de quem esta atacando 
    } 
 
    // confere se esta perto do alvo (nesse caso so o mentor) 
    void OnTriggerEnter (Collider other) 
    { 
        if(other.gameObject == mentor) 
        { 
            playerInRange = true; // aciona a funcao de ataque 
        } 
    } 
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    // confere se esta longe do alvo (nesse caso so o mentor) 
    void OnTriggerExit (Collider other) 
    { 
        if(other.gameObject == mentor) 
        { 
            playerInRange = false; // desaciona a funcao de ataque  
        } 
    } 
 
 
    void Update () 
    { 
        timer += Time.deltaTime; 
 
        // confere se o alvo esta vivo 
        if (timer >= timeBetweenAttacks && playerInRange && enemyHealth.currentHealth > 0) 
        { 
            anim.SetTrigger("PlayerDead"); // ataca 
            // Attack (); // aciona a funcao para tirar a vida do alvo (desativada para nao tirar a vida do 
mentor) 
 
        } 
 
        // confere se o alvo esta morto 
        if (playerHealth.currentHealth <= 0) 
        { 
            anim.SetTrigger ("Comemoracao"); // comemora 
        } 
    } 
 
    // funcao para tirar a vida do alvo 
    //void Attack () 
    //{ 
    //    timer = 0f; 
 
    //    if(playerHealth.currentHealth > 0) 
    //    { 
            // playerHealth.TakeDamage (attackDamage); // tira a vida do alvo de ataque 
    //    } 
    //} 
} 
Vida monstros menores 
using UnityEngine; 
 
public class EnemyMenoresHealth : MonoBehaviour 
{ 
    public int startingHealth = 100; // valor inicial da vida 
    public int currentHealth; // valor atual da vida 
    public float sinkSpeed = 2.5f; // velocidade para desaparecer depois de morto; 
    public int scoreValue = 10; // pontuacao do jogador apos a morte 
    Animator anim; // armazena o animator 
    BoxCollider boxCollider; // collider do corpo 
    //SphereCollider sphereCollider; // collider do ataque 
    bool isSinking; // acionador da funcao para sumir o corpo 
    // variaveis de tempo 
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    private int TempoTotal = 12; 
    private float TempoAtual; 
    // variaveis de audio (desativado todos os audios do jogo) 
    // public AudioClip deathClip; 
    // AudioSource enemyAudio; 
    private int verificadordemorte; 
 
    void Awake () 
    { 
        anim = GetComponent <Animator> (); // pega o animator  
        // enemyAudio = GetComponent <AudioSource> (); // audio 
        //capsuleCollider = GetComponent <CapsuleCollider> (); // pega collider do corpo 
       boxCollider = GetComponent<BoxCollider>(); // pega collider do ataque 
        currentHealth = startingHealth; // iguala o valor da vida inicial com a atual 
    } 
 
    void Update () 
    { 
        // funcao para sumir o corpo 
        if (isSinking) 
        { 
            transform.Translate (-Vector3.up * sinkSpeed * Time.deltaTime); 
        } 
 
        // funcao de cronometro 
        if (TempoAtual <= TempoTotal) 
        { 
            TempoAtual += Time.deltaTime * 2;// delay de 6 segundos 
        } 
        else if (TempoAtual >= TempoTotal)// se passou do tempo total  
        { 
            TempoAtual = 0;// tempo atual volta a zero 
        } 
    } 
 
 
    public void TakeDamage (int amount) 
    { 
        
 
        // enemyAudio.Play (); // audio 
        currentHealth -= amount; // perdendo vida 
 
        // conferir se esta morto 
        if (currentHealth <= 0) 
        { 
            if (verificadordemorte == 0) 
            { 
                Death(); // chama a funcao morte 
            } 
        } 
    } 
 
    // funcao morte 
    void Death () 
    { 
        anim.SetTrigger("Dead");  // animacao morte 
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         boxCollider.enabled = false; // desativa o collider do corpo 
         //sphereCollider.enabled = false;  // desativa o collider do ataque 
        StartSinking(); // chamar a funcao da vitoria 
        TempoTotal = 12; 
        TempoAtual = 0; 
        //  enemyAudio.clip = deathClip; // tirei 
        // enemyAudio.Play (); // tirei 
    } 
 
    // funcao de vitoria 
    public void StartSinking () 
    { 
        GetComponent <UnityEngine.AI.NavMeshAgent> ().enabled = false; 
        GetComponent <Rigidbody> ().isKinematic = true; 
        isSinking = true; // chama a funcao para sumir o corpo 
        //ScoreManager.score += scoreValue; // acrescenta a pontuacao 
        Destroy (gameObject, 3f); // destroi o objeto apos 10 segundos 
        verificadordemorte = 1; 
    } 
} 
Chaves 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
using UnityEngine.UI; 
 
public class key : MonoBehaviour 
{ 
 
    public GameObject chave; // colocar o objeto chave 
    public GameObject UIpegarachave; // colocar a UI de pegar a chave 
    public bool inTrigger; // // variavel condicional 
public string nomedachave; // colocar por extenso o nome da cidade da chave 
    public string IDporta; // colocar o ID da porta que a chave vai abrir 
    public static int countnchaves; // contador do numero de chaves 
    public Text countTextnchaves; // colocar o texto UI de numero de chaves 
    private int countnportasabertas; // Variavel que pega o numero de portas abertas 
    private int countnchavesdepoisabertas; // contador de chaves depois de conferir as portas abertas 
    public GameObject ItemChave1; // colocar o objeto chave 
    public GameObject ItemChave2; // colocar o objeto chave 
    public GameObject ItemChave3; // colocar o objeto chave 
    public List<string> ListaDeRequisitos; 
 
    public void Start() 
    { 
        // desativa a UI da tela 
        UIpegarachave.SetActive(false); 
        // pega a variavel global que conta as chaves (para não zerar) 
        countnchaves = countnchaves;  
        // procura a UI texto contador de chaves quundo inicia a scene 
        countTextnchaves = GameObject.Find("ThirdPersonController/Canvas Count requisitos/Count Text 
requisitos").GetComponent<Text>(); 
        ItemChave1 = GameObject.Find("ThirdPersonController/UiCanvas/PlayerUI/Inventory/Scroll 
View/Viewport/CellsGroup/Cell (2)"); 
        ItemChave2 = GameObject.Find("ThirdPersonController/UiCanvas/PlayerUI/Inventory/Scroll 
View/Viewport/CellsGroup/Cell (3)"); 
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        ItemChave3 = GameObject.Find("ThirdPersonController/UiCanvas/PlayerUI/Inventory/Scroll 
View/Viewport/CellsGroup/Cell (4)"); 
        ListaDeRequisitos = 
GameObject.Find("ThirdPersonController").GetComponent<PlayerController>().ListaDeRequisitos; 
    } 
 
    // Ativa a mensagem na tela para pegar objeto chega perto 
    void OnTriggerEnter(Collider other) 
    { 
        if (other.gameObject.tag == "Player") 
        { 
            UIpegarachave.SetActive(true); 
            inTrigger = true; 
        } 
    } 
 
    // desativa a mensagem na tela para pegar objeto quando o avatar sair de perto 
    void OnTriggerExit(Collider other) 
    { 
        if (other.gameObject.tag == "Player") 
        { 
            UIpegarachave.SetActive(false); 
            inTrigger = false; 
        } 
    } 
 
    // depois de pegar objeto a chave fica com o ID da porta 
    public void getKey(bool getKey) 
    { 
        if (getKey) 
        { 
            if (inTrigger) 
            { 
                door.hasKey = true; 
                chave.SetActive(false); 
                nomedachave = IDporta; 
 
                ListaDeRequisitos.Add(nomedachave); 
 
 
                countnchaves = countnchaves + 1; 
                SetCountText(); 
                if (countnchaves == 1){ 
                    ItemChave1.SetActive(true); 
                } else if (countnchaves == 2){ 
                    ItemChave2.SetActive(true); 
                } else { 
                    ItemChave3.SetActive(true); 
                } 
 
 
            } 
        } 
    } 
 
   // contador do numero de chaves 
   void SetCountText() 
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   { 
         // pega o numero de chaves abertas 
         countnportasabertas = door.countnportasabertas; 
         // autualiza o numerro de chaves decontando as portas abertas 
         countnchavesdepoisabertas = countnchaves - countnportasabertas; 
         // Atualiza o texto UI contador de chaves 
         countTextnchaves.text = countnchavesdepoisabertas.ToString() + "x"; 
    } 
 
} 
 
Tela de carregamento 
using UnityEngine; 
using System.Collections; 
using UnityEngine.UI; 
using UnityEngine.SceneManagement; 
 
public class load : MonoBehaviour 
{ 
 
    public string cenaACarregar = "scene"; // armazena automaticamente a scene que vai ser carregada 
    public float TempoFixoSeg = 5; // tempo que sera contado ao selelcionar ao opcao tempo fixo de load 
    public enum TipoCarreg { Carregamento, TempoFixo }; // tipo de carregamento 
    public TipoCarreg TipoDeCarregamento; // checkbox do tipo de carregamento 
    public Image barraDeCarregamento; // colocar a imagem de carregamento 
    public Text TextoProgresso; // colocar texto de carregamento 
    private int progresso = 0;  
    private string textoOriginal; // armazena o texto que contem a porcentagem 
    public GameObject AvatarObject; // armazena automaticamente a avatar 
    public Transform player; // armazena automaticamente o transform do avatar 
    public GameObject ColisorObject; // armazena automaticamente os objetos colisores 
    public Vector3 posnovaavatar; // armazena automaticacamente a nova posicao do avatar no mapa 
    PlayerHealth playerHealth; // armazena a vida do avatar 
    public Slider healthSlider; // grafico de deseménho do avatar 
    PlayerShooting playerShooting; // armazena o tiro do avatar 
 
    void Start() 
    { 
        // pega a scene que vai ser feita o load 
         cenaACarregar = GameObject.Find(name: "Colisor de 
saida").GetComponent<changescene>().sceneIndex; 
        // pega a nova posicao do avatar no mapa 
        posnovaavatar = GameObject.Find(name: "Colisor de 
saida").GetComponent<changescene>().posnovaavatar; 
        healthSlider = 
GameObject.Find("ThirdPersonController/HUDCanvas/HealthUI/HealthSlider").GetComponent<Slider>()
; 
 
        // funcao que aciona o tipo de carregamento escolhido 
        switch (TipoDeCarregamento) 
        { 
            case TipoCarreg.Carregamento: 
                StartCoroutine(CenaDeCarregamento(cenaACarregar)); 
                break; 
            case TipoCarreg.TempoFixo: 
                StartCoroutine(TempoFixo(cenaACarregar)); 
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                break; 
        } 
        // funcao que armazena o texto de carregamento 
        if (TextoProgresso != null) 
        { 
            textoOriginal = TextoProgresso.text; 
        } 
        // funcao que aciona o barra de carregamento da tela 
        if (barraDeCarregamento != null) 
        { 
            barraDeCarregamento.type = Image.Type.Filled; 
            barraDeCarregamento.fillMethod = Image.FillMethod.Horizontal; 
            barraDeCarregamento.fillOrigin = (int)Image.OriginHorizontal.Left; 
        } 
 
 
        AvatarObject = GameObject.Find(name: "ThirdPersonController"); // pega o avatar 
        player = AvatarObject.transform; // pega as coordenadas 
        playerHealth = AvatarObject.GetComponent<PlayerHealth>(); 
        playerShooting = AvatarObject.GetComponent<PlayerShooting>(); 
    } 
 
 
    // Carrega a scene enquanto esta carregando a outra quando se escolhe o tipo Cena de Carregamento 
    IEnumerator CenaDeCarregamento(string cena) 
    { 
        AsyncOperation carregamento = SceneManager.LoadSceneAsync(cena); 
        while (!carregamento.isDone) 
        { 
            progresso = (int)(carregamento.progress * 100.0f); 
            yield return null; 
        } 
    } 
    // Carrega a scene enquanto esta carregando a outra quando se escolhe o tipo Tempo Fixo 
    IEnumerator TempoFixo(string cena) 
    { 
        yield return new WaitForSeconds(TempoFixoSeg); 
        SceneManager.LoadScene(cena); 
    } 
     
 
    void Update() 
    { 
        // funcao que atualiza o tempo de carregamento 
        switch (TipoDeCarregamento) 
        { 
            case TipoCarreg.Carregamento: 
                break; 
            case TipoCarreg.TempoFixo: 
                progresso = (int)(Mathf.Clamp((Time.time / TempoFixoSeg), 0.0f, 1.0f) * 100.0f); 
                break; 
        } 
        // funcao que atualizar o texto de progresso 
        if (TextoProgresso != null) 
        { 
            TextoProgresso.text = textoOriginal + " " + progresso + "%"; 
        } 
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        // Funcao que reconhece o fim do carregamento 
        if (barraDeCarregamento != null) 
        { 
            barraDeCarregamento.fillAmount = (progresso / 100.0f); 
            playerHealth.currentHealth = 100; 
            healthSlider.value = 100; 
            playerShooting.damagePerShot = 25; 
            player.position = posnovaavatar; // mudar a posicao do avatar para a nova coordenada 
        } 
    } 
 
 
    void Awake() 
    { 
        // armazena e destroi o colisor de saida usado 
        ColisorObject = GameObject.Find(name: "Colisor de saida"); 
        DestroyObject(ColisorObject); 
    } 
 
} 
Mudança de scene ao clicar no botão 
using UnityEngine; 
using System.Collections; 
using UnityEngine.SceneManagement; 
 
public class LoadSceneOnClick : MonoBehaviour 
{ 
    public GameObject ColisorMenu; 
//    public GameObject player; // armazena quem sera o alvo de ataque 
//    PlayerHealth playerHealth; // armazena a vida do alvo de ataque 
 
    // funcao usada para colocar o numero das scenes que serao carregadas pelos botoes dos menus 
    public void LoadByIndex(int sceneIndex) 
    { 
      //  player = GameObject.FindGameObjectWithTag("Player"); // procura quem sera o alvo de ataque 
        ColisorMenu = GameObject.FindGameObjectWithTag("Colisordeentradacabana"); 
     //   playerHealth = player.GetComponent<PlayerHealth>(); // procura a vida do alvo de ataque 
        DontDestroyOnLoad(ColisorMenu.gameObject); // não destruir os colisores 
      //  playerHealth.currentHealth = 100; 
        SceneManager.LoadScene(sceneIndex); 
    } 
} 
 
Botão de sair do jogo 
using UnityEngine; 
using System.Collections; 
using UnityEngine.SceneManagement; 
using UnityEngine.UI; 
 
 
public class Quit : MonoBehaviour 
{ 
 
    public void LoadByIndex(int sceneIndex) 
    { 
        Application.Quit(); 
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    } 
} 
Fazer os montros começarem andando 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
 
public class animacao : MonoBehaviour { 
 
    Animator anim; // armazena o animator do objeto 
 
    void Start() 
    { 
        anim = GetComponent<Animator>(); // pega o animator do objeto 
        anim.SetTrigger("Andar"); // faz com que eles comecem andando 
    } 
 
    void Update () 
    { 
        anim.SetTrigger("Andar"); // faz com que eles andem sempre 
    } 
} 
Fazer tela fechar ao cliquar em um botão 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
 
public class animacaomonstpeq : MonoBehaviour { 
 
    Animator anim; // armazena o animator do objeto 
 
    void Start() 
    { 
        anim = GetComponent<Animator>(); // pega o animator do objeto 
        anim.SetTrigger("Andarpequenos"); // faz com que eles andem 
    } 
 
    void Update() 
    { 
        anim.SetTrigger("Andarpequenos"); // faz com que eles andem sempre 
    } 
} 
Camera 2D 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
 
public class Camera2d : MonoBehaviour 
{ 
    private const float Y_ANGLE_MIN = -16.0f; 
    private const float Y_ANGLE_MAX = 50.0f; 
 
    public Transform lookAt; // avatar a seguir 
    public Transform camTransform; // camera a mudar 
    public float distance = 5.0f;  
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    private float currentX = 0.0f; 
    private float currentY = 0.0f;  // para dar a visão 2D do mapa (visão por cima) 
    private float sensitivityX = 4.0f; 
    private float sensitivityY = 1.0f; 
 
    private void Start() 
    { 
        camTransform = transform; 
    } 
 
    //---------------------------------- 
    // movimento do mouse muda a camera (caso for preciso usar) 
    // private void Update() 
    // { 
    //    currentX += Input.GetAxis("Mouse X"); 
    //    currentY += Input.GetAxis("Mouse Y"); 
 
    //    currentY = Mathf.Clamp(currentY, Y_ANGLE_MIN, Y_ANGLE_MAX); 
    //  } 
    //---------------------- 
 
    // faz a camera seguir o avatar com a visão por cima (3D) 
    private void LateUpdate() 
    { 
        Vector3 dir = new Vector3(0, 100, -distance); // aultura da camera 
        Quaternion rotation = Quaternion.Euler(currentY, currentX, 0); 
        camTransform.position = lookAt.position + rotation * dir; 
        camTransform.LookAt(lookAt.position); 
    } 
} 
 
Câmera 3D 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
 
public class CameraControl : MonoBehaviour 
{ 
    private const float Y_ANGLE_MIN = -16.0f; 
    private const float Y_ANGLE_MAX = 50.0f; 
 
    public Transform lookAt; // avatar a seguir 
    public Transform camTransform; // camera a mudar 
    public float distance = 5.0f; 
 
    private float currentX = 0.0f; 
    private float currentY = -10.0f; 
    private float sensitivityX = 4.0f; 
    private float sensitivityY = 1.0f; 
 
    RaycastHit hit = new RaycastHit(); 
 
    private void Start() 
    { 
        camTransform = transform; 
 143 
 
    } 
 
    //---------------------------------- 
    // movimento do mouse muda a camera (caso for preciso usar) 
    // private void Update() 
    // { 
    //    currentX += Input.GetAxis("Mouse X"); 
    //    currentY += Input.GetAxis("Mouse Y"); 
 
    //    currentY = Mathf.Clamp(currentY, Y_ANGLE_MIN, Y_ANGLE_MAX); 
    //  } 
    //---------------------- 
 
    // faz a camera seguir o avatar 
    private void LateUpdate() 
    { 
        Vector3 dir = new Vector3(0, 4, -distance); 
        Quaternion rotation = Quaternion.Euler(currentY, currentX, 0); 
        camTransform.position = lookAt.position + rotation * dir; 
        camTransform.LookAt(lookAt.position); 
 
        // função para a camera nao entrar nos objetos 
        if (Physics.Linecast (lookAt.position, transform.position, out hit)) 
        { 
            transform.position = hit.point + transform.forward * 0.2f; 
        } 
    } 
} 
Fazer o contato do jogador mudar a scene 
using System.Collections;  
using UnityEngine; 
using UnityEngine.SceneManagement; 
 
public class changescene : MonoBehaviour 
{ 
    public string sceneIndex; // colocar o nome da scene que vai ser carregada após o contato do avatar 
    public Vector3 posnovaavatar; // colocar a coordenadar inical do avatar na scene 
 
    void OnTriggerEnter(Collider hit) 
    { 
        if (hit.tag == "Player") 
        { 
         
            SceneManager.LoadScene(3); // numero da scene de load 
            DontDestroyOnLoad(this.gameObject); // não destruir os colisores 
 
        } 
    } 
} 
 
Ataque monstros menores – Fases 4 créditos 
using UnityEngine; 
using System.Collections; 
 
public class EnemyAttackFaceis2c : MonoBehaviour 
{ 
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    public float timeBetweenAttacks = 0.1f; // tempo entre ataques 
    public int attackDamage = 1; // dano do ataque 
 
 
    Animator anim; // armazena o animator de quem esta atacando 
    GameObject player; // armazena quem sera o alvo de ataque 
    PlayerHealth playerHealth; // armazena a vida do alvo de ataque 
    EnemyHealthFaceis2c enemyHealth; // armazena a vida de quem esta atacando 
    bool playerInRange; // acionador da função de ataque 
    float timer; // contador de tempo 
    private float morreu; // armazena se o jogador já morreu 
 
 
    void Awake() 
    { 
        player = GameObject.FindGameObjectWithTag("Player"); // procura quem sera o alvo de ataque 
        playerHealth = player.GetComponent<PlayerHealth>(); // procura a vida do alvo de ataque 
        enemyHealth = GetComponent<EnemyHealthFaceis2c>(); // pega a vida de quem esta atacando 
        anim = GetComponent<Animator>(); // pega o animator de quem esta atacando 
        morreu = 0; 
    } 
 
    // confere se esta perto do alvo 
    void OnTriggerEnter(Collider other) 
    { 
        if (other.gameObject == player) 
        { 
            playerInRange = true; // aciona a funcao de ataque 
        } 
    } 
 
    // confere se esta longe do alvo 
    void OnTriggerExit(Collider other) 
    { 
        if (other.gameObject == player) 
        { 
            playerInRange = false; // desaciona a funcao de ataque  
        } 
    } 
 
 
    void Update() 
    { 
        timer += Time.deltaTime; 
 
        // confere se o alvo esta vivo 
        if (timer >= timeBetweenAttacks && playerInRange && enemyHealth.currentHealth > 0) 
        { 
            anim.SetTrigger("PlayerDead"); // ataca 
            Attack(); // aciona a funcao para tirar a vida do alvo 
 
        } 
 
        // confere se o alvo esta morto 
        if (playerHealth.currentHealth <= 0) 
        { 
            anim.SetTrigger("Comemoracao"); // comemora 
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            morreu = 1; 
        } 
    } 
 
    // funcao para tirar a vida do alvo 
    void Attack() 
    { 
        timer = 0f; 
 
        if (playerHealth.currentHealth > 0 && morreu == 0) 
        { 
            playerHealth.TakeDamage(attackDamage); // tira a vida do alvo de ataque 
        } 
    } 
} 
 
Vida monstros menores – Fases de 4 créditos 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
using UnityEngine.UI; 
using System.Linq; 
 
public class EnemyHealthFaceis2c : MonoBehaviour 
{ 
    public int startingHealth = 100; // valor inicial da vida 
    public int currentHealth; // valor atual da vida 
    public float sinkSpeed = 0.5f; // velocidade para desaparecer depois de morto 
    public int scoreValue = 10; // pontuacao do jogador apos a morte 
    public GameObject MensgVitoria; // mensagem de vitoria 
    Animator anim; // armazena o animator 
    ParticleSystem hitParticles; // armazena o efeito de atingimento do tiro 
    CapsuleCollider capsuleCollider; // collider do corpo 
    BoxCollider boxCollider; 
    SphereCollider sphereCollider; // collider do ataque 
    bool isSinking; // acionador da funcao para sumir o corpo 
    // variaveis de tempo 
    private int TempoTotal = 12; 
    private float TempoAtual; 
    // variaveis de audio (desativado todos os audios do jogo) 
    // public AudioClip deathClip;  
    // AudioSource enemyAudio; 
    public Slider VidaDoMonstro; 
    public static int quantdemortes; 
    Transform player2; 
    PlayerHealth playerHealth; 
    EnemyHealthFaceis2c enemyHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
    public string NomeDaMateria; 
 
 
    GameObject player; 
 
    public List<string> list; 
 
    private void Start() 
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    { 
        quantdemortes = 0; 
 
    } 
 
    void Awake() 
    { 
        anim = GetComponent<Animator>(); // pega o animator  
        // enemyAudio = GetComponent <AudioSource> (); // audio 
        hitParticles = GetComponentInChildren<ParticleSystem>(); // pega a fumaca 
        currentHealth = startingHealth; // iguala o valor da vida inicial com a atual 
        capsuleCollider = GetComponent<CapsuleCollider>(); // pega collider do corpo 
        boxCollider = GetComponent<BoxCollider>(); // pega collider do corpo 
        sphereCollider = GetComponent<SphereCollider>(); // pega collider do ataque 
        player = GameObject.FindGameObjectWithTag("Player"); 
        list = player.GetComponent<PlayerController>().ListaDeMaterias; 
        playerHealth = player.GetComponent<PlayerHealth>(); 
        enemyHealth = GetComponent<EnemyHealthFaceis2c>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
        player2 = GameObject.FindGameObjectWithTag("Player").transform; 
 
    } 
    void Update() 
    { 
        // funcao para sumir o corpo 
        if (isSinking) 
        { 
            transform.Translate(-Vector3.up * sinkSpeed * Time.deltaTime); 
        } 
        if (enemyHealth.currentHealth > 0 && playerHealth.currentHealth > 0 && quantdemortes <= 1) 
        { 
            nav.SetDestination(player2.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
 
        // funcao de cronometro 
        //if (TempoAtual <= TempoTotal) 
        //{ 
        //    TempoAtual += Time.deltaTime * 2;// delay de 6 segundos 
        //} 
        //else if (TempoAtual >= TempoTotal)// se passou do tempo total  
        //{ 
        //    TempoAtual = 0;// tempo atual volta a zero 
        //    MensgVitoria.SetActive(false); // some a msg de vitoria 
        //}  
    } 
 
    // funcao para reconhecimento de ataque 
    public void TakeDamage(int amount, Vector3 hitPoint) 
    { 
        // enemyAudio.Play (); // audio 
        currentHealth -= amount; // perdendo vida 
        VidaDoMonstro.value = currentHealth; 
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        hitParticles.Play(); // efeito de atingimento do tiro 
 
        // conferir se esta morto 
        if (currentHealth <= 0) 
        { 
            Death(); // chama a funcao morte 
        } 
    } 
 
    // funcao morte 
    void Death() 
    { 
        anim.SetTrigger("Dead"); // animacao morte 
        capsuleCollider.enabled = false; // desativa o collider do corpo 
        sphereCollider.enabled = false;  // desativa o collider do ataque 
        boxCollider.enabled = false; 
        StartSinking(); // chamar a funcao da vitoria 
        TempoTotal = 12; 
        TempoAtual = 0; 
        //  enemyAudio.clip = deathClip; // audio 
        //   enemyAudio.Play (); // audio 
    } 
 
    // funcao de vitoria 
    public void StartSinking() 
    { 
        GetComponent<UnityEngine.AI.NavMeshAgent>().enabled = false; 
        GetComponent<Rigidbody>().isKinematic = true; 
        isSinking = true; // chama a funcao para sumir o corpo 
        //ScoreManager.score += scoreValue; // acrescenta a pontuacao 
        Destroy(gameObject, 10f); // destroi o objeto apos 10 segundos 
        // MensgVitoria.SetActive(true); // mensagem de vitoria 
        quantdemortes = quantdemortes + 1; 
        if (quantdemortes == 2) { 
            StartCoroutine(ActivationRoutine()); 
        } else 
        { 
 
           // currentHealth = 100; 
           // VidaDoMonstro.value = 100; 
        } 
 
    } 
 
    private IEnumerator ActivationRoutine() 
    { 
        //Wait for 14 secs. 
        yield return new WaitForSeconds(3); 
 
        //Turn My game object that is set to false(off) to True(on). 
        MensgVitoria.SetActive(true); 
        list.Add(NomeDaMateria); 
 
    } 
 
Movimentação inimigos fases de 4 créditos 
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using UnityEngine; 
using System.Collections; 
 
public class EnemyMovementFaceis2c : MonoBehaviour 
{ 
    Transform player; 
    PlayerHealth playerHealth; 
    EnemyHealthFaceis2c enemyHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
    public static int quantdemortes; 
 
 
    void Awake() 
    { 
        player = GameObject.FindGameObjectWithTag("Player").transform; 
        playerHealth = player.GetComponent<PlayerHealth>(); 
        enemyHealth = GetComponent<EnemyHealthFaceis2c>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
    } 
 
 
    void Update() 
    { 
    //    quantdemortes = GetComponent<EnemyHealthFaceis2c>().quantdemortes; 
        if (enemyHealth.currentHealth > 0 && playerHealth.currentHealth > 0 && quantdemortes == 0) 
        { 
            nav.SetDestination(player.position); 
        } 
        else 
        { 
           nav.enabled = false; 
        } 
    } 
} 
Ataque do mentor nas fases de 4 créditos 
using UnityEngine; 
using System.Collections; 
 
public class MentorAttackFaceis2c : MonoBehaviour 
{ 
    public float timeBetweenAttacks = 0.1f; 
    public int attackDamage = 100; 
 
 
    Animator anim; 
    GameObject player; 
    public EnemyMenoresHealth enemyHealth; 
    // public EnemyMenoresHealth enemyHealth2; 
    // public EnemyMenoresHealth enemyHealth3; 
    //  public EnemyMenoresHealth enemyHealth4; 
    // public EnemyMenoresHealth enemyHealth5; 
    //public EnemyMenoresHealth enemyHealth6; 
    MentorHealth mentorHealth; 
    bool playerInRange; 
    float timer; 
    int globin1morto; 
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    int inimigosmortos; 
    Transform player2; 
    Transform enemymenores; 
    PlayerHealth playerHealth; 
 //   MentorHealth mentorHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
 
 
    private void Start() 
    { 
        inimigosmortos = 0; 
    } 
 
    void Awake() 
    { 
        //player = GameObject.FindGameObjectWithTag ("EnemyPeq"); 
        //enemyHealth = player.GetComponent <EnemyMenoresHealth> (); 
        mentorHealth = GetComponent<MentorHealth>(); 
        anim = GetComponent<Animator>(); 
        player2 = GameObject.FindGameObjectWithTag("Player").transform; 
        enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        playerHealth = player2.GetComponent<PlayerHealth>(); 
        mentorHealth = GetComponent<MentorHealth>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
    } 
 
 
    void OnTriggerEnter(Collider other) 
    { 
        if (other.gameObject == player) 
        { 
            playerInRange = true; 
            anim.SetTrigger("PlayerDead"); 
        } 
    } 
 
 
    void OnTriggerExit(Collider other) 
    { 
        if (other.gameObject == player) 
        { 
            playerInRange = false; 
        } 
    } 
 
 
    void Update() 
    { 
        timer += Time.deltaTime; 
        if (inimigosmortos == 0) 
        { 
            player = GameObject.FindGameObjectWithTag("EnemyPeq"); 
            enemyHealth = player.GetComponent<EnemyMenoresHealth>(); 
        } else if (inimigosmortos == 1) { 
            player = GameObject.FindGameObjectWithTag("EnemyPeq2"); 
            enemyHealth = player.GetComponent<EnemyMenoresHealth>(); 
        } else { 
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        } 
        if (timer >= timeBetweenAttacks && playerInRange && enemyHealth.currentHealth > 0) 
        { 
            anim.SetTrigger("PlayerDead"); 
 
        } 
        if (inimigosmortos == 0) 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        } 
        else if (inimigosmortos == 1) 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq2").transform; 
        } 
        else 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("Pausa").transform; 
        } 
        if (mentorHealth.currentHealth > 0 && playerHealth.currentHealth > 0) 
        { 
            nav.SetDestination(enemymenores.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
        //  if(playerHealth.currentHealth <= 0) 
        //  { 
        //      anim.SetTrigger ("Comemoracao"); 
        // } 
    } 
 
    void Golpe() 
    { 
 
        Attack(); 
 
    } 
 
    void Attack() 
    { 
        timer = 0f; 
 
        enemyHealth.TakeDamage(100); 
 
 
        // if (globin1morto == 1) 
        // { 
        //       enemyHealth2.TakeDamage(100); 
        //  } 
        //   else if (globin1morto == 2) 
        //   { 
        //    enemyHealth3.TakeDamage(100); 
        // 
        // } 
        //  else if (globin1morto == 4) 
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        //  { 
        //      enemyHealth3.TakeDamage(100); 
        //  } 
 
        // if(playerHealth.currentHealth > 0) 
        // { 
        //    playerHealth.TakeDamage (attackDamage); 
        //  } 
 
        globin1morto = +1; 
        inimigosmortos = inimigosmortos + 1; 
 
    } 
} 
 
Movimentação mentor fases de 4 créditos 
using UnityEngine; 
using System.Collections; 
 
public class MentorMovementFaceis2c : MonoBehaviour 
{ 
    Transform player; 
    Transform enemymenores; 
    PlayerHealth playerHealth; 
    MentorHealth mentorHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
    int inimigosmortos; 
 
 
    void Awake() 
    { 
        player = GameObject.FindGameObjectWithTag("Player").transform; 
        enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        playerHealth = player.GetComponent<PlayerHealth>(); 
        mentorHealth = GetComponent<MentorHealth>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
    } 
 
 
    void Update() 
    { 
        if (inimigosmortos == 0) 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        } 
        else if (inimigosmortos == 1) 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq2").transform; 
        } else{ 
 
        } 
        if (mentorHealth.currentHealth > 0 && playerHealth.currentHealth > 0) 
        { 
            nav.SetDestination(enemymenores.position); 
        } 
        else 
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        { 
            nav.enabled = false; 
        } 
    } 
} 
Ataque monstros fase de 2 créditos 
using UnityEngine; 
using System.Collections; 
 
public class EnemyAttackFaceis1c : MonoBehaviour 
{ 
    public float timeBetweenAttacks = 0.1f; // tempo entre ataques 
    public int attackDamage = 1; // dano do ataque 
 
 
    Animator anim; // armazena o animator de quem esta atacando 
    GameObject player; // armazena quem sera o alvo de ataque 
    PlayerHealth playerHealth; // armazena a vida do alvo de ataque 
    EnemyHealthFaceis1c enemyHealth; // armazena a vida de quem esta atacando 
    bool playerInRange; // acionador da função de ataque 
    float timer; // contador de tempo 
    private float morreu; // armazena se o jogador já morreu 
 
 
    void Awake() 
    { 
        player = GameObject.FindGameObjectWithTag("Player"); // procura quem sera o alvo de ataque 
        playerHealth = player.GetComponent<PlayerHealth>(); // procura a vida do alvo de ataque 
        enemyHealth = GetComponent<EnemyHealthFaceis1c>(); // pega a vida de quem esta atacando 
        anim = GetComponent<Animator>(); // pega o animator de quem esta atacando 
        morreu = 0; 
    } 
 
    // confere se esta perto do alvo 
    void OnTriggerEnter(Collider other) 
    { 
        if (other.gameObject == player) 
        { 
            playerInRange = true; // aciona a funcao de ataque 
        } 
    } 
 
    // confere se esta longe do alvo 
    void OnTriggerExit(Collider other) 
    { 
        if (other.gameObject == player) 
        { 
            playerInRange = false; // desaciona a funcao de ataque  
        } 
    } 
 
 
    void Update() 
    { 
        timer += Time.deltaTime; 
 
        // confere se o alvo esta vivo 
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        if (timer >= timeBetweenAttacks && playerInRange && enemyHealth.currentHealth > 0) 
        { 
            anim.SetTrigger("PlayerDead"); // ataca 
            Attack(); // aciona a funcao para tirar a vida do alvo 
 
        } 
 
        // confere se o alvo esta morto 
        if (playerHealth.currentHealth <= 0) 
        { 
            anim.SetTrigger("Comemoracao"); // comemora 
            morreu = 1; 
        } 
    } 
 
    // funcao para tirar a vida do alvo 
    void Attack() 
    { 
        timer = 0f; 
 
        if (playerHealth.currentHealth > 0 && morreu == 0) 
        { 
            playerHealth.TakeDamage(attackDamage); // tira a vida do alvo de ataque 
        } 
    } 
} 
Vida monstros das fases de 2 créditos 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
using UnityEngine.UI; 
using System.Linq; 
 
public class EnemyHealthFaceis1c : MonoBehaviour 
{ 
    public int startingHealth = 100; // valor inicial da vida 
    public int currentHealth; // valor atual da vida 
    public float sinkSpeed = 0.5f; // velocidade para desaparecer depois de morto 
    public int scoreValue = 10; // pontuacao do jogador apos a morte 
    public GameObject MensgVitoria; // mensagem de vitoria 
    Animator anim; // armazena o animator 
    ParticleSystem hitParticles; // armazena o efeito de atingimento do tiro 
    CapsuleCollider capsuleCollider; // collider do corpo 
    BoxCollider boxCollider; 
    SphereCollider sphereCollider; // collider do ataque 
    bool isSinking; // acionador da funcao para sumir o corpo 
    // variaveis de tempo 
    private int TempoTotal = 12; 
    private float TempoAtual; 
    // variaveis de audio (desativado todos os audios do jogo) 
    // public AudioClip deathClip;  
    // AudioSource enemyAudio; 
    public Slider VidaDoMonstro; 
    public static int quantdemortes; 
    Transform player2; 
    PlayerHealth playerHealth; 
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    EnemyHealthFaceis1c enemyHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
    public string NomeDaMateria; 
 
    GameObject player; 
 
    public List<string> list; 
 
    private void Start() 
    { 
        quantdemortes = 0; 
 
    } 
 
    void Awake() 
    { 
        anim = GetComponent<Animator>(); // pega o animator  
        // enemyAudio = GetComponent <AudioSource> (); // audio 
        hitParticles = GetComponentInChildren<ParticleSystem>(); // pega a fumaca 
        currentHealth = startingHealth; // iguala o valor da vida inicial com a atual 
        capsuleCollider = GetComponent<CapsuleCollider>(); // pega collider do corpo 
        boxCollider = GetComponent<BoxCollider>(); // pega collider do corpo 
        sphereCollider = GetComponent<SphereCollider>(); // pega collider do ataque 
        player = GameObject.FindGameObjectWithTag("Player"); 
        list = player.GetComponent<PlayerController>().ListaDeMaterias; 
        playerHealth = player.GetComponent<PlayerHealth>(); 
        enemyHealth = GetComponent<EnemyHealthFaceis1c>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
        player2 = GameObject.FindGameObjectWithTag("Player").transform; 
 
    } 
    void Update() 
    { 
        // funcao para sumir o corpo 
        if (isSinking) 
        { 
            transform.Translate(-Vector3.up * sinkSpeed * Time.deltaTime); 
        } 
        if (enemyHealth.currentHealth > 0 && playerHealth.currentHealth > 0 && quantdemortes < 1) 
        { 
            nav.SetDestination(player2.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
 
        // funcao de cronometro 
        //if (TempoAtual <= TempoTotal) 
        //{ 
        //    TempoAtual += Time.deltaTime * 2;// delay de 6 segundos 
        //} 
        //else if (TempoAtual >= TempoTotal)// se passou do tempo total  
        //{ 
        //    TempoAtual = 0;// tempo atual volta a zero 
        //    MensgVitoria.SetActive(false); // some a msg de vitoria 
        //}  
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    } 
 
    // funcao para reconhecimento de ataque 
    public void TakeDamage(int amount, Vector3 hitPoint) 
    { 
        // enemyAudio.Play (); // audio 
        currentHealth -= amount; // perdendo vida 
        VidaDoMonstro.value = currentHealth; 
 
        hitParticles.Play(); // efeito de atingimento do tiro 
 
        // conferir se esta morto 
        if (currentHealth <= 0) 
        { 
            Death(); // chama a funcao morte 
        } 
    } 
 
    // funcao morte 
    void Death() 
    { 
        anim.SetTrigger("Dead"); // animacao morte 
        capsuleCollider.enabled = false; // desativa o collider do corpo 
        sphereCollider.enabled = false;  // desativa o collider do ataque 
        boxCollider.enabled = false; 
        StartSinking(); // chamar a funcao da vitoria 
        TempoTotal = 12; 
        TempoAtual = 0; 
        //  enemyAudio.clip = deathClip; // audio 
        //   enemyAudio.Play (); // audio 
    } 
 
    // funcao de vitoria 
    public void StartSinking() 
    { 
        GetComponent<UnityEngine.AI.NavMeshAgent>().enabled = false; 
        GetComponent<Rigidbody>().isKinematic = true; 
        isSinking = true; // chama a funcao para sumir o corpo 
        //ScoreManager.score += scoreValue; // acrescenta a pontuacao 
        Destroy(gameObject, 10f); // destroi o objeto apos 10 segundos 
        // MensgVitoria.SetActive(true); // mensagem de vitoria 
        quantdemortes = quantdemortes + 1; 
        if (quantdemortes == 1) 
        { 
            StartCoroutine(ActivationRoutine()); 
        } 
        else 
        { 
 
            // currentHealth = 100; 
            // VidaDoMonstro.value = 100; 
        } 
 
    } 
 
    private IEnumerator ActivationRoutine() 
    { 
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        //Wait for 14 secs. 
        yield return new WaitForSeconds(3); 
 
        //Turn My game object that is set to false(off) to True(on). 
        MensgVitoria.SetActive(true); 
        list.Add(NomeDaMateria); 
 
 
    } 
} 
Movimentação dos monstros das fases de 2 créditos 
using UnityEngine; 
using System.Collections; 
 
public class EnemyMovementFaceis1c : MonoBehaviour 
{ 
    Transform player; 
    PlayerHealth playerHealth; 
    EnemyHealthFaceis1c enemyHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
    public static int quantdemortes; 
 
 
    void Awake() 
    { 
        player = GameObject.FindGameObjectWithTag("Player").transform; 
        playerHealth = player.GetComponent<PlayerHealth>(); 
        enemyHealth = GetComponent<EnemyHealthFaceis1c>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
    } 
 
 
    void Update() 
    { 
        //    quantdemortes = GetComponent<EnemyHealthFaceis2c>().quantdemortes; 
        if (enemyHealth.currentHealth > 0 && playerHealth.currentHealth > 0 && quantdemortes == 0) 
        { 
            nav.SetDestination(player.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
    } 
} 
Ataque mentor nas fases de 2 créditos 
using UnityEngine; 
using System.Collections; 
 
public class MentorAttackFaceis1c : MonoBehaviour 
{ 
    public float timeBetweenAttacks = 0.1f; 
    public int attackDamage = 100; 
 
 
    Animator anim; 
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    GameObject player; 
    public EnemyMenoresHealth enemyHealth; 
    // public EnemyMenoresHealth enemyHealth2; 
    // public EnemyMenoresHealth enemyHealth3; 
    //  public EnemyMenoresHealth enemyHealth4; 
    // public EnemyMenoresHealth enemyHealth5; 
    //public EnemyMenoresHealth enemyHealth6; 
    MentorHealth mentorHealth; 
    bool playerInRange; 
    float timer; 
    int globin1morto; 
    int inimigosmortos; 
    Transform player2; 
    Transform enemymenores; 
    PlayerHealth playerHealth; 
    //   MentorHealth mentorHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
 
 
    private void Start() 
    { 
        inimigosmortos = 0; 
    } 
 
    void Awake() 
    { 
        //player = GameObject.FindGameObjectWithTag ("EnemyPeq"); 
        //enemyHealth = player.GetComponent <EnemyMenoresHealth> (); 
        mentorHealth = GetComponent<MentorHealth>(); 
        anim = GetComponent<Animator>(); 
        player2 = GameObject.FindGameObjectWithTag("Player").transform; 
        enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        playerHealth = player2.GetComponent<PlayerHealth>(); 
        mentorHealth = GetComponent<MentorHealth>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
    } 
 
 
    void OnTriggerEnter(Collider other) 
    { 
        if (other.gameObject == player) 
        { 
            playerInRange = true; 
            anim.SetTrigger("PlayerDead"); 
        } 
    } 
 
 
    void OnTriggerExit(Collider other) 
    { 
        if (other.gameObject == player) 
        { 
            playerInRange = false; 
        } 
    } 
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    void Update() 
    { 
        timer += Time.deltaTime; 
        if (inimigosmortos == 0) 
        { 
            player = GameObject.FindGameObjectWithTag("EnemyPeq"); 
            enemyHealth = player.GetComponent<EnemyMenoresHealth>(); 
        } else 
        { 
 
        } 
        if (timer >= timeBetweenAttacks && playerInRange && enemyHealth.currentHealth > 0) 
        { 
            anim.SetTrigger("PlayerDead"); 
 
        } 
        if (inimigosmortos == 0) 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        } 
        else 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("Pausa").transform; 
        } 
        if (mentorHealth.currentHealth > 0 && playerHealth.currentHealth > 0) 
        { 
            nav.SetDestination(enemymenores.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
        //  if(playerHealth.currentHealth <= 0) 
        //  { 
        //      anim.SetTrigger ("Comemoracao"); 
        // } 
    } 
 
    void Golpe() 
    { 
 
        Attack(); 
 
    } 
 
    void Attack() 
    { 
        timer = 0f; 
 
        enemyHealth.TakeDamage(100); 
 
 
        // if (globin1morto == 1) 
        // { 
        //       enemyHealth2.TakeDamage(100); 
        //  } 
        //   else if (globin1morto == 2) 
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        //   { 
        //    enemyHealth3.TakeDamage(100); 
        // 
        // } 
        //  else if (globin1morto == 4) 
        //  { 
        //      enemyHealth3.TakeDamage(100); 
        //  } 
 
        // if(playerHealth.currentHealth > 0) 
        // { 
        //    playerHealth.TakeDamage (attackDamage); 
        //  } 
 
        globin1morto = +1; 
        inimigosmortos = inimigosmortos + 1; 
 
    } 
} 
Movimentação mentor nas fases de 2 créditos 
using UnityEngine; 
using System.Collections; 
 
public class MentorMovementFaceis1c : MonoBehaviour 
{ 
    Transform player; 
    Transform enemymenores; 
    PlayerHealth playerHealth; 
    MentorHealth mentorHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
    int inimigosmortos; 
 
 
    void Awake() 
    { 
        player = GameObject.FindGameObjectWithTag("Player").transform; 
        enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        playerHealth = player.GetComponent<PlayerHealth>(); 
        mentorHealth = GetComponent<MentorHealth>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
    } 
 
 
    void Update() 
    { 
        if (inimigosmortos == 0) 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        } 
        else if (inimigosmortos == 1) 
        { 
            enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq2").transform; 
        } 
        else 
        { 
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        } 
        if (mentorHealth.currentHealth > 0 && playerHealth.currentHealth > 0) 
        { 
            nav.SetDestination(enemymenores.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
    } 
} 
Movimentação monstros 
using UnityEngine; 
using System.Collections; 
 
public class EnemyMovement : MonoBehaviour 
{ 
    Transform player; 
    PlayerHealth playerHealth; 
    EnemyHealth enemyHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
 
 
    void Awake () 
    { 
        player = GameObject.FindGameObjectWithTag ("Player").transform; 
        playerHealth = player.GetComponent <PlayerHealth> (); 
        enemyHealth = GetComponent <EnemyHealth> (); 
        nav = GetComponent <UnityEngine.AI.NavMeshAgent> (); 
    } 
 
 
    void Update () 
    { 
        if(enemyHealth.currentHealth > 0 && playerHealth.currentHealth > 0) 
        { 
            nav.SetDestination (player.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
    } 
 
Monstro seguir mentor 
using UnityEngine; 
using System.Collections; 
 
public class EnemyMovementMentor : MonoBehaviour 
{ 
    Transform player; 
    Transform mentor; 
    PlayerHealth playerHealth; 
    EnemyMenoresHealth enemyHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
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    void Awake () 
    { 
        player = GameObject.FindGameObjectWithTag ("Player").transform; 
        mentor = GameObject.FindGameObjectWithTag("Mentor").transform; 
        playerHealth = player.GetComponent <PlayerHealth> (); 
        enemyHealth = GetComponent <EnemyMenoresHealth> (); 
        nav = GetComponent <UnityEngine.AI.NavMeshAgent> (); 
    } 
 
 
    void Update () 
    { 
        if(enemyHealth.currentHealth > 0 && playerHealth.currentHealth > 0) 
        { 
            nav.SetDestination (mentor.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
    } 
} 
Mentor atacar 
 
} 
using UnityEngine; 
using System.Collections; 
 
public class MentorAttack : MonoBehaviour 
{ 
    public float timeBetweenAttacks = 0.1f; 
    public int attackDamage = 100; 
 
 
    Animator anim; 
    GameObject player; 
    public EnemyMenoresHealth enemyHealth; 
   // public EnemyMenoresHealth enemyHealth2; 
   // public EnemyMenoresHealth enemyHealth3; 
  //  public EnemyMenoresHealth enemyHealth4; 
  // public EnemyMenoresHealth enemyHealth5; 
    //public EnemyMenoresHealth enemyHealth6; 
   MentorHealth mentorHealth; 
    bool playerInRange; 
    float timer; 
    int globin1morto; 
 
    void Awake () 
    { 
        //player = GameObject.FindGameObjectWithTag ("EnemyPeq"); 
        //enemyHealth = player.GetComponent <EnemyMenoresHealth> (); 
        mentorHealth = GetComponent<MentorHealth>(); 
        anim = GetComponent <Animator> (); 
    } 
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    void OnTriggerEnter (Collider other) 
    { 
        if(other.gameObject == player) 
        { 
            playerInRange = true; 
            anim.SetTrigger("PlayerDead"); 
        } 
    } 
 
 
    void OnTriggerExit (Collider other) 
    { 
        if(other.gameObject == player) 
        { 
            playerInRange = false; 
        } 
    } 
 
 
    void Update () 
    { 
        timer += Time.deltaTime; 
        player = GameObject.FindGameObjectWithTag("EnemyPeq"); 
        enemyHealth = player.GetComponent<EnemyMenoresHealth>(); 
 
     
 
        if (timer >= timeBetweenAttacks && playerInRange && enemyHealth.currentHealth > 0) 
        { 
            anim.SetTrigger("PlayerDead"); 
             
        } 
 
      //  if(playerHealth.currentHealth <= 0) 
      //  { 
      //      anim.SetTrigger ("Comemoracao"); 
       // } 
    } 
 
    void Golpe() 
    { 
 
        Attack(); 
 
    } 
 
    void Attack () 
    { 
        timer = 0f; 
 
        enemyHealth.TakeDamage(100); 
 
 
       // if (globin1morto == 1) 
       // { 
     //       enemyHealth2.TakeDamage(100); 
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      //  } 
     //   else if (globin1morto == 2) 
     //   { 
       //    enemyHealth3.TakeDamage(100); 
// 
       // } 
      //  else if (globin1morto == 4) 
      //  { 
      //      enemyHealth3.TakeDamage(100); 
      //  } 
 
        // if(playerHealth.currentHealth > 0) 
        // { 
        //    playerHealth.TakeDamage (attackDamage); 
        //  } 
 
        globin1morto =+ 1; 
      
    } 
} 
Conversa do mentor 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
 
public class MentorConversa : MonoBehaviour { 
 
    public GameObject msgmentor; 
    public GameObject player; 
 
    // Use this for initialization 
    void Start() 
    { 
        player = GameObject.FindGameObjectWithTag("Player"); 
    } 
 
    void OnTriggerEnter(Collider other) 
    { 
        // Ativa a UI de abrir porta 
        if (other.gameObject.tag == "Player") 
        { 
          
             
                msgmentor.SetActive(true); 
 
             
        } 
 
    } 
 
    void OnTriggerExit(Collider other) 
    { 
        // Desativa a UI de abrir porta 
        if (other.gameObject.tag == "Player") 
        { 
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                msgmentor.SetActive(false); 
                
             
          
        } 
    } 
 
    // Update is called once per frame 
    void Update () { 
 
  
    } 
} 
Movimentação mentor 
using UnityEngine; 
using System.Collections; 
 
public class MentorMovement : MonoBehaviour 
{ 
    Transform player; 
    Transform enemymenores; 
    PlayerHealth playerHealth; 
    MentorHealth mentorHealth; 
    UnityEngine.AI.NavMeshAgent nav; 
 
 
    void Awake () 
    { 
        player = GameObject.FindGameObjectWithTag("Player").transform; 
        enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        playerHealth = player.GetComponent<PlayerHealth>(); 
        mentorHealth = GetComponent<MentorHealth>(); 
        nav = GetComponent<UnityEngine.AI.NavMeshAgent>(); 
    } 
 
 
    void Update () 
    { 
        enemymenores = GameObject.FindGameObjectWithTag("EnemyPeq").transform; 
        if (mentorHealth.currentHealth > 0 && playerHealth.currentHealth > 0) 
        { 
            nav.SetDestination (enemymenores.position); 
        } 
        else 
        { 
            nav.enabled = false; 
        } 
    } 
} 
Vida do jogador 
using UnityEngine; 
using UnityEngine.UI; 
using System.Collections; 
using UnityEngine.SceneManagement; 
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public class PlayerHealth : MonoBehaviour 
{ 
    public int startingHealth = 100; 
    public int currentHealth; 
    public Slider healthSlider; 
    public Image damageImage; 
//    public AudioClip deathClip; // tirwi 
    public float flashSpeed = 1f; 
    public Color flashColour = new Color(1f, 0f, 0f, 0.1f); 
 
 
    Animator anim; 
  //  AudioSource playerAudio; // tirei 
 //   PlayerMovement playerMovement; / tirei 
    PlayerShooting playerShooting; 
    bool isDead; 
    bool damaged; 
 
    public GameObject Morte; 
 
    void Awake () 
    { 
        anim = GetComponent <Animator> (); 
    //    playerAudio = GetComponent <AudioSource> (); tirei 
       // playerMovement = GetComponent <PlayerMovement> (); // tirei 
        playerShooting = GetComponentInChildren <PlayerShooting> (); 
        currentHealth = startingHealth; 
    } 
 
 
    void Update () 
    { 
        if(damaged) 
        { 
            damageImage.color = flashColour; 
        } 
        else 
        { 
            damageImage.color = Color.Lerp (damageImage.color, Color.clear, flashSpeed * Time.deltaTime); 
        } 
        damaged = false; 
    } 
 
 
    public void TakeDamage (int amount) 
    { 
        damaged = true; 
 
        currentHealth -= amount; 
 
        healthSlider.value = currentHealth; 
 
      //  playerAudio.Play (); // tirei 
 
        if(currentHealth <= 0 && !isDead) 
        { 
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            Death (); 
        } 
    } 
 
 
    void Death () 
    { 
        //isDead = true; 
 
        playerShooting.DisableEffects (); 
        playerShooting.DisableEffects2(); 
 
        anim.SetTrigger ("Die"); 
 
        Morte.SetActive(true); 
 
 
        //  playerAudio.clip = deathClip; // tirei 
        // playerAudio.Play (); // tirei 
 
        // playerMovement.enabled = false; // tirei 
        // playerShooting.enabled = false; 
    } 
 
 
    public void RestartLevel () 
    { 
        SceneManager.LoadScene (0); 
    } 
} 
Poder da espada do jogador 
using UnityEngine; 
using System.Collections; 
using UnityStandardAssets.CrossPlatformInput; 
 
public class PlayerShooting : MonoBehaviour 
{ 
    public int damagePerShot = 20; 
    public float timeBetweenBullets = 0f; 
    public float range = 100f; 
 
 
    float timer; 
    Ray shootRay = new Ray(); 
    RaycastHit shootHit; 
    int shootableMask; 
    ParticleSystem gunParticles; 
    LineRenderer gunLine; 
    AudioSource gunAudio; 
    Light gunLight; 
    float effectsDisplayTime = 0.2f; 
    Animator anim; 
    public GameObject arma; 
 
    private int proxmonster; 
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    void Awake () 
    { 
        shootableMask = LayerMask.GetMask ("Shootable"); 
        gunParticles = GetComponentInChildren<ParticleSystem> (); 
        gunLine = GetComponentInChildren<LineRenderer> (); 
        gunAudio = GetComponent<AudioSource> (); 
        gunLight = GetComponentInChildren<Light> (); 
        anim = GetComponent<Animator>(); 
    } 
 
    void Luz() 
    { 
 
        Shoot(); 
 
    } 
 
 
    void Update () 
    { 
        timer += Time.deltaTime; 
 
        if (CrossPlatformInputManager.GetButtonDown("Fire1") && timer >= timeBetweenBullets && 
Time.timeScale != 0) 
        { 
 
 
           //anim.Play("Jump"); 
             
            anim.SetTrigger("Attack"); 
          
 
 
        } 
 
        if(timer >= timeBetweenBullets * effectsDisplayTime) 
        { 
            DisableEffects (); 
        } 
    } 
 
 
    public void DisableEffects () 
    { 
        gunLine.enabled = false; 
        gunLight.enabled = false; 
         
    } 
 
    public void DisableEffects2() 
    { 
        damagePerShot = 0; 
    } 
 
    void Shoot () 
    { 
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        timer = 0f; 
 
        //gunAudio.Play (); // tirei 
 
        gunLight.enabled = true; 
 
        gunParticles.Stop (); 
        gunParticles.Play (); 
        gunLine.enabled = true; 
        gunLine.SetPosition (0, arma.transform.position); 
 
        shootRay.origin = arma.transform.position; 
        shootRay.direction = arma.transform.forward; 
 
 
        if (Physics.Raycast (shootRay, out shootHit, range, shootableMask)) 
        { 
            EnemyHealth enemyHealth = shootHit.collider.GetComponent <EnemyHealth> (); 
            if(enemyHealth != null) 
            { 
                enemyHealth.TakeDamage (damagePerShot, shootHit.point); 
            } 
            gunLine.SetPosition (1, shootHit.point); 
        } 
        else 
        { 
            gunLine.SetPosition (1, shootRay.origin + shootRay.direction * range); 
        } 
        if (Physics.Raycast(shootRay, out shootHit, range, shootableMask)) 
        { 
            EnemyHealthFaceis1c enemyHealth = shootHit.collider.GetComponent<EnemyHealthFaceis1c>(); 
            if (enemyHealth != null) 
            { 
                enemyHealth.TakeDamage(damagePerShot, shootHit.point); 
            } 
            gunLine.SetPosition(1, shootHit.point); 
        } 
        else 
        { 
            gunLine.SetPosition(1, shootRay.origin + shootRay.direction * range); 
        } 
        if (Physics.Raycast(shootRay, out shootHit, range, shootableMask)) 
        { 
            EnemyHealthFaceis2c enemyHealth = shootHit.collider.GetComponent<EnemyHealthFaceis2c>(); 
            if (enemyHealth != null) 
            { 
                enemyHealth.TakeDamage(damagePerShot, shootHit.point); 
            } 
            gunLine.SetPosition(1, shootHit.point); 
        } 
        else 
        { 
            gunLine.SetPosition(1, shootRay.origin + shootRay.direction * range); 
        } 
    } 
} 
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Restaurar saúde do jogador 
using UnityEngine; 
using System.Collections; 
using UnityEngine.SceneManagement; 
 
public class restaurarsaude : MonoBehaviour 
{ 
    public GameObject player; // armazena quem sera o alvo de ataque 
    PlayerHealth playerHealth; // armazena a vida do alvo de ataque 
 
    // funcao usada para colocar o numero das scenes que serao carregadas pelos botoes dos menus 
    void Update() 
    { 
        player = GameObject.FindGameObjectWithTag("Player"); // procura quem sera o alvo de ataque 
        playerHealth = player.GetComponent<PlayerHealth>(); // procura a vida do alvo de ataque 
        playerHealth.currentHealth = 100; 
    } 
 
Fazer as moedas girar 
 
using System.Collections; 
using System.Collections.Generic; 
using UnityEngine; 
 
public class Rotator : MonoBehaviour { 
 
    public float speed; 
 
 // Use this for initialization 
 void Start () { 
   
 } 
  
 // Update is called once per frame 
 void Update () 
    { 
        transform.Rotate(Vector3.up * speed * Time.deltaTime); 
 } 
} 
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ANEXO I: Definições das técnicas de jogos selecionadas 
Técnicas de 
jogos 
Definições Exemplo de aplicação 
Elitism 
Permitir que seus usuários ou clientes formem 
um grupo orgulhoso baseado em etnia, crenças 
ou interesses comuns faz com que eles sintam 
que são parte de uma causa maior 
O elitismo instila o orgulho do 
grupo, o que significa que cada 
membro tenta garantir o orgulho do 
grupo ao tomar ações específicas. 
Friending 
Os usuários jogam porque percebem que 
outros amigos também usam o jogo. 
Jogar um jogo por que percebem 
que outros jogam ao seu redor 
Narrative 
Introduzir uma história que dê ao contexto de 
pessoas um maior significado em termos de 
interação com seu produto 
Uma empresa de tecnologia para 
crianças usa narrativas para incutir 
uma fantasia em crianças para fazê-
las exercerem mais. 
Boss Fights 
Uma vez que o jogador dominou o básico, as 
apostas são aumentadas por um incremento 
moderado.  
Antes do primeiro Boss Fight, tudo 
o que o usuário faz deve ser como 
mel e marshmallows, fácil e doce.  
Monitor 
Attachment 
Monitor Attachment é uma técnica de jogo que 
permite que as pessoas desenvolvam mais 
propriedade em relação a algo, de modo que 
estejam constantemente monitorando ou 
prestando atenção nela. 
Os produtos de fitness usam 
contadores de passo e monitores 
cardíacos, dando aos usuários a 
capacidade de monitorar seu 
progresso e estado de saúde. 
Avatar 
Representações visuais de jogadores dentro do 
jogo. 
Muitas vezes, se um site leva as 
pessoas a investir tempo em 
construir algo, como um perfil 
pessoal ou avatar, os usuários têm 
uma chance muito maior de 
desenvolver a propriedade pessoal. 
Glowing 
Choice 
Você pode aplicar esse método com 
aplicativos colocando uma forte ênfase em um 
recurso chave que representa a ação desejada 
para a qual os usuários precisam ser 
orientados. 
Muitos aplicativos fazem isso com 
um ponto de interrogação em cima 
do recurso principal, ou uma seta 
que aponta diretamente para o que 
eles querem que seus potenciais 
clientes se concentrem. 
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Visual 
Storytelling 
Colocar mais imagem do que texto no jogo. 
Não repita no texto o que a mídia já mostra. 
Quando combinados, o texto e a 
mídia devem se somar ao outro, mas 
também estarem sozinhos. 
Plant Pickers 
As escolhas significativas referem-se a 
escolhas e estratégias que não possuem uma 
seleção insensível, para que os usuários sintam 
que estão usando sua criatividade e refletem 
seu próprio senso de estilo. 
Se não houver nenhuma escolha 
óbvia, mas cada opção representa 
um aspecto único que é melhor em 
alguns aspectos, mas não em outros, 
é divertido e interessante escolher e 
escolher. 
Milestone 
Unlocks 
Desbloquear uma possibilidade emocionante 
que não existia antes que um marco fosse 
atingido. 
Quando as pessoas jogam jogos, 
eles costumam definir um tempo de 
parada interno sob a forma de um 
marco - "Deixe-me vencer esse 
chefe e depois terminei".  
Blank Fills 
O espaço é deixado, então você pode preencher 
a resposta correta.  
Seminários de treinamento onde o 
grupo inteiro é convidado a 
preencher o espaço em quadro na 
frente. 
Progress Bar 
Gráfico de progresso em uma determinada 
tarefa ou do jogo em si. 
Colocar o Progress Bar no lado dos 
perfis dos usuários para mostrar às 
pessoas como os perfis são 
completos. 
Dessert Oasis 
É onde visualmente nada mais está presente 
além da principal ação de desejo. 
Única parte da página visualmente 
"colorida", e os olhos são guiados 
automaticamente para essa direção.  
High Five 
Recompensar os jogadores com pequenas 
mensagens de incentivo uma vez que eles a 
realizam. 
Colocar mensagens do tipo "ótimo!" 
ou "legal!".  
Leaderboard 
É um elemento de jogo onde você classifica os 
usuários com base em um conjunto de critérios 
que são influenciados pelos comportamentos 
dos usuários em relação às ações desejadas. 
Ranking dos jogadores ou equipes 
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Achievement 
Symbols 
Os emblemas são o que chamo de "Símbolos 
de realização". O jogador ganha essas 
recompensas visuais durante o jogo. 
Os símbolos de realização podem 
vir de várias formas: crachás, 
estrelas, cintos, chapéus, uniformes, 
troféus. 
Virtual Goods 
Itens virtuais que os usuários podem obter e 
possuir. 
Permitir que um jogador possa 
mostra possíveis  Mercados Virtuais  
Collection 
Sets 
São iten que juntos fazem parte de uma 
coleção.  
 Diga que você dá às pessoas alguns 
itens, personagens ou crachás, e 
você diz que isso faz parte de um 
conjunto de coleção que segue um 
tema.  
Magnetic 
Caps 
Colocar limites em atividades para aumentar 
certo comportamento.  
Colocar um limite compra de certo 
produto em uma loja. 
Last Mile 
Drive 
Lembretes mostrando aos usuários que estão 
tão perto do objetivo final e ajudando a 
estimular sua motivação para completar a 
tarefa. 
Usar lembretes como um 
cronômetro ou lembrete do correio 
para dar ao cérebro uma indicação 
de que o jogador está quase lá. 
The Big Burn 
Para evitar que qualquer recurso se torne muito 
escasso, muitas vezes em jogos, há o conceito 
de "Big Burn", que são coisas que exigem uma 
quantidade quase ridícula de pontos ou 
recursos para obter. 
Muitas vezes as recompensas do Big 
Burn são muitas vezes apenas 
recompensas baseadas em status 
como avatar personalizado ou 
melhor equipamento. 
Sunk Cost 
Prison 
Isso ocorre quando se faz o jogador investir 
tanto tempo em algo, que mesmo quando não é 
mais agradável, ele continua a comprometer as 
ações desejadas porque não quer sentir a perda 
de desistir de tudo. 
Fazer com que o jogador continue 
jogando para não sentir a dor de 
perder o tempo todo, pontos, 
moedas, status e personalizações 
que ele investiu. 
Visual Grave 
Mostrar mensagens inspiradoras dos usuários 
quando eles não conseguem alcançar o estado 
da vitória 
"Uau, isso foi épico, mas você foi 
muito afobado, vamos pegar o 
próximo."  
Progress Loss 
Fazer uma conpetição de progresso entre os 
jogadores por tempo de jogo. 
Se ele não jogar, seus amigos irão 
progredir mais rápido do que ele. 
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Tout Flags 
O usuário simplesmente tem que colocar a 
Bandeira, e sem fazer mais coisas, todos que 
caminham reconhecem essa grande conquista. 
Em muitos jogos, alguns 
equipamentos ou itens de avatar só 
podem ser obtidos após certos 
marcos difíceis.  O jogador vira um 
alvo de inveja  sem que a pessoa 
que o traga irritantemente o tempo 
todo. 
Mentor Ship 
Fazer jogadores veteranos ajudarem os 
novatos. 
Um membro experiente na 
organização será compensado com 
um novo membro em potencial 
passando por um processo de 
treinamento.  
Status Points 
Onde os usuários veem em uma pontuação 
mantendo o sentido de como eles estão 
fazendo. Internamente, permite ao sistema 
saber como os jogadores estão perto do 
estado da vitória. Externamente, dá aos 
jogadores um sistema de feedback para 
acompanhar o progresso 
Os Pontos de Status na maior parte 
só podem subir de acordo com o 
fato de o usuário atingir mais 
Estados de Vitória e não podem ser 
trocados por outros objetos de 
valor 
Anticipation 
Parade 
Criar o sentimento de forma suspeita de que o 
jogador quase alcançou a linha de chegada.  
Som que indica que está se 
chegando a uma missão. 
Exchangeable 
Points 
Os usuários podem utilizar os pontos de forma 
estratégica e escassa para obter outros 
objetos de valor 
Ter uma economia de moeda 
atrativa no jogo. 
Torture 
Breaks 
É uma pausa repentina e muitas vezes 
desencadeada para as ações desejadas.  
No exemplo de jogos móveis 
sociais, porque o jogador foi 
forçado a parar de jogar, 
provavelmente começaria a pensar 
no jogo o dia inteiro. 
Moats 
Acrescenta escassez e impaciência através da 
conquista de níveis e obstáculos. 
Dizer ao usuário que ele só pode 
equipar essa espada uma vez que 
ele derrota todos os adversários em 
um nível particularmente difícil. 
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Fonte: Adaptado de Chou (2015) 
Evanescence 
Opportunity 
É uma oportunidade que desaparecerá se o 
usuário não aceitar a ação desejada 
imediatamente 
Se um inimigo não for derrotado 
dentro de um determinado período 
de tempo, ele entrará em um portal 
e desaparece. 
MiniQuests 
São mini missões estão inter-relacionadas e 
podem ser completadas para recompensas, 
como itens, habilidades e experiência. Como 
as missões, podem ser feitos apenas uma vez. 
Tarefas bastante curtos em 
comparação com missões 
regulares. 
Random 
Rewards 
Com recompensas aleatórias, o participante 
recebe uma recompensa desconhecida ao 
completar uma ação necessária.  
Recompensas aleatórias que 
aparecem uma vez que o jogador 
consegue um estado de vitória, 
como abrir uma caixa do tesouro 
ou derrotar um inimigo. 
Conformity 
Anchors 
Mostrar-lhes um gráfico sobre como os outros 
usuários estão avançados no jogo. 
Aplicar caras sorridentes para 
aqueles que estão acima da média, 
e duas caras sorridentes para 
aqueles que estão no topo. 
Boosters 
Jogador obtém algo para, em uma capacidade 
limitada, ajudá-los a alcançar a vitória mais 
fácil. Diferente do simples nivelamento ou 
aquisição de novas habilidades,  
Um poder  que depois de ser 
atingido por um inimigo, o jogador 
volta para o seu “estado natural” 
antes de boosters. 
