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Over the past decade, there have been signi4cant advances in the area of formal
methods that concerns itself with the speci4cation and veri4cation of timed systems.
Many of the formalisms, methods, and techniques that had previously been used strictly
in relation to untimed systems, have been extended to incorporate timing aspects as
well. This book, somewhere in between a monograph and an advanced-level textbook,
narrowly focuses on one of these methods, an algebraic one.
The method used is that of the Algebra of Communicating Processes [1–3], abbre-
viated ACP, and often just called “process algebra” by authors from the ACP school.
Process algebra (a term I will strictly use here in the narrow sense of the ACP method)
is a formalism that emphasizes the de4nition of and calculation with processes by means
of equational logic. No 4xed process model is imposed, and indeed many models have
been proposed and studied. In practice however, mostly a bisimulation model based on
structural operational semantics is used.
The authors start out with a general introduction to untimed process algebra, and
then gradually incorporate timing aspects. In particular, two directions of research are
methodically explored. Firstly, the choice of the time domain, where they examine
both a discrete domain and a dense domain (basically modeling moments in time as
natural numbers, and as real numbers). Secondly, the distinction between relative and
absolute timing is made, the di@erence being whether references to time are speci4ed
with respect to an “absolute clock”, or with respect to the amount of time that has
passed since the last event within the process. All resulting four possibilities (discrete-
relative, discrete-absolute, dense-relative, and dense-absolute) are studied in detail in
four corresponding chapters, and in a very uniform manner indeed, which enables the
reader to compare all four directions closely, and understand the issues involved. This
is all the more encouraged by the authors, who go to great lengths to show the relations
between the various theories. Finally, the authors conclude with two chapters that show
how the framework set out in the previous chapters can be extended with other well-
known concepts from process algebra, like the silent step or the state operator.
Throughout the book, the authors give a large number of example speci4cations
and (partial) veri4cations, many of them non-trivial. Even while these examples are
impressive, I must note that none of them are “real life” in the sense that our colleagues
in industry would be impressed with them. I suppose such examples would not have
4t the scope of the work, so it is only minor criticism, but I would love to see a
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companion volume on the applications of timed process algebra, in a framework of
comparable maturity. A more serious issue for me was the complete lack of references
to or comparison with related work outside the ACP school (for example to the timed
extensions of CCS and CSP). Especially where the tradeo@s between the many options
possible are discussed, one becomes very curious on how the corresponding issues
in related work have been handled. I was annoyed by this, and feel it is a painful
omission, equally so whether one views this work as a textbook or as a monograph.
Although almost everything presented in their book has been published before, the
authors deserve signi4cant credit for bringing together the most successful concepts
in timed process algebra within a coherent and uniform framework. Whereas isolated
publications have sometimes su@ered from subtle and unexplained di@erences in def-
initions and approaches with regard to each other, this book succeeds in painting the
bigger picture. In my opinion this is a clear sign that timed process algebra has grown
up to be a mature theory, existing not only in the strict domain of academic research,
but also ready for classroom teaching, and hopefully, industrial application.
Looking upon the work as a whole, I am pleasantly surprised by the combination
of academic depth on the one hand, and the great number of examples and exercises
given on the other. This makes it very suitable as a classroom or self-study textbook,
for advanced undergraduate students, or for researchers in need of an introduction to
timed process algebra. These textbook qualities are augmented by a large appendix
containing a mathematical background primer. It would be incorrect however to view
this work as a textbook only; it is just as much a monograph of timed process algebra,
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