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Sommario
Velivoli autonomi di vario genere sono ormai largamente utilizzati in tutto il mondo
in campo militare quanto in ambito civile e commerciale, passando per applicazioni
hobbistiche, scientifiche e con fini di ricerca. Generalmente identificati con il termi-
ne UAV, o Unmanned Aerial Vehicles, vengono impiegati in molteplici settori per
operazioni di consegna, monitoraggio, irrigazione di campi, sorveglianza e fotografia,
e forniscono un prezioso supporto a missioni in zone ad alto richio in cui l’impiego
di un pilota a bordo risulterebbe sconsigliabile.
La flessibilità di utilizzo di questi sistemi ed il basso costo, in genere di alcuni
ordini di grandezza inferiore rispetto al corrispettivo velivolo manned, comporta una
grande accessibilità, la quale ha contribuito alla loro diffusione e genera tuttora una
domanda sempre crescente di affidabilità e sicurezza. Aumenta quindi l’esigenza
di un metodo che permetta di implementare e validare in modo rapido e sicuro
un sistema di controllo per UAV che ne garantisca un utilizzo sempre più efficace.
Numerose ricerche sono state effettuate in questi anni relativamente ai framework
di supporto allo sviluppo dei sistemi di controllo, ma il problema risulta ancora
estremamente complesso in quanto coinvolge un numero elevato di discipline.
In tale ambito nasce questa tesi che si propone come struttura di supporto all’e-
laborazione e al testing di algoritmi di controllo per velivoli autonomi. Il progetto
è basato sul firmware open source dell’autopilota PX4 e sul simulatore FlightGear
Simulator e fornisce un’interfaccia semplice per l’integrazione del codice di controllo
per garantire una corretta interazione con il resto del programma. Una volta comple-
to, l’algoritmo può essere testato tramite software-in-the-loop simulation sfruttando
il programma FlightGear Simulator che simula la dinamica di volo a seguito dei
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controlli applicati, basandosi su dei modelli di velivolo quanto più possibile realistici.
La tesi è suddivisa in tre parti principali: una prima parte che descrive l’archi-
tettura del sistema utilizzato con particolare focus sugli elementi fondamentali su
cui il progetto si basa e fornisce dei dettagli implementativi, la seconda descrive l’al-
goritmo di controllo utilizzato per velivoli fixed-wing e rotary-wing, ed infine la terza
presenta alcuni risultati sperimentali e le conclusioni tratte dallo studio di questi.
Parole chiave framework, simulazione, algoritmo di controllo, autopilota, UAV,
velivolo autonomo, FlightGear, PX4
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Capitolo 1
Introduzione
Con il termine UAS (Unmanned Autonomous Systems) si definiscono tutti i sistemi
autonomi senza pilota in grado di interagire con l’ambiente circostante al fine di
portare a termine un compito prestabilito, in condizione di parziale o totale auto-
nomia. Il controllo del mezzo può essere operato da sistemi di elaborazione posti a
bordo o a terra1, oppure demandato ad un pilota tramite radiocomando. Gli UAS
possono essere suddivisi in:
• UGV, Unmanned Ground Vehicle, mezzi land-based che operano in diretto
contatto con il terreno
• USV, Unmanned Surface Vehicle, mezzi che operano sulla superfice marittima
• AUV, Autonomus Underwater Vehicle, mezzi marittimi che operano in condi-
zione di totale immersione
• USV, Unmanned Spacecraft Vehicle, velivoli spaziali senza equipaggio
• UAV, Unmanned Aerial Vehicle, comunemente noti come droni, sono tutti
i mezzi volanti senza pilota eventualmente controllati tramite un comando
remoto. Questa categoria di UAS può essere identificata anche attraverso gli
acronimi RPV, Remotely Piloted Vehicle e ROA, Remotely Operated Aircraft
1Si parla in questo caso di GCS, o Ground Control Station.
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Gli UAV e ancor più i mini-UAV, mezzi aerei unmanned di dimensione inferiore
ai 2 metri, rappresentano la categoria di gran lunga più diffusa tra quelle presentate,
grazie alla massima manovrabilità che li rende utili per le applicazioni più diverse.
1.1 Unmanned Aerial Vehicles
Velivoli autonomi di vario genere sono stati oggetto di continuo interesse negli ultimi
decenni in ambito militare, civile e commerciale, e ciò si deve agli ovvi vantaggi che
essi forniscono rispetto ai corrispettivi velivoli manned2, quali:
• la possibilità di operare in condizioni di alto rischio o in ambienti proibiti-
vi, come altitudini elevate o condizioni meteo sfavorevoli, in campo militare
quanto scientifico
• la capacità di svolgere missioni di lunga durata, monotone o altamente ripeti-
tive, come ad esempio dei voli di ricognizione
• la possibilità di utilizzo anche in ambienti normalmente limitati al volo, come
gli ambienti urbani
• il costo generalmente di alcuni ordini di grandezza inferiore grazie alle dimen-
sioni estremamente ridotte e all’aumento di sicurezza garantito dall’assenza di
un pilota a bordo
Secondo stime di alcuni anni fa[10, 3] l’utilizzo degli UAV risiede principalmente
in attività commerciali (66%), a cui segue l’utilizzo in ambito militare (31%), civile
(2%) e in minima parte accademico e no profit ma, ad oggi, le applicazioni di questi
sistemi si sono moltiplicate e il loro supporto è previsto per operazioni di telerileva-
mento, monitoraggio ambientale, ricerca e soccorso, irrigazione di campi e consegna
merci.
Gli UAV possono essere suddivisi in tre categorie principali: velivoli a lungo
raggio ed alta quota, utilizzati soprattutto in ambito militare in quanto caratterizzati
2Con pilota a bordo.
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da un costo molto elevato, piccoli velivoli in configurazione convenzionale, cioè ad
ala fissa o fixed-wing e velivoli VTOL, o Vertical Takeoff and Landing, tipicamente
ad ala rotante o rotary-wing. Le prossime due sezioni descrivono brevemente le
due classi di interesse per questo progetto, ovvero i modelli mini-UAV fixed-wing e
rotary-wing.
1.1.1 Modelli fixed-wing
Si definisce velivolo3 un mezzo di trasporto aeromobile più pesante dell’aria, capa-
ce di volare utilizzando una componente della forza aerodinamica, detta portanza,
generata grazie al moto relativo dell’aria lungo la superficie dell’ala. La propulsione
necessaria al moto viene fornita da uno o più motori che mettono in rotazione le
eliche a disposizione del modello.
Così come avvenuto nell’industria areonautica, che ha avvantaggiato lo sviluppo
di modelli ad ala fissa rispetto a quelli ad ala rotante, la diffusione di velivoli fixed-
wing in versione unmanned ha anticipato di alcuni anni quella dei modelli ad ala
rotante che, a causa della maggior complessità e intrinseca instabilità, necessitano
di sensori più sofisticati e logiche di controllo più veloci ed affidabili. Gli UAV ad ala
fissa sono in grado di volare più a lungo e a velocità generalmente maggiori rispetto
a quelli ad ala rotante che, d’altra parte, hanno la capacità di decollare e atterrare
in verticale e la possibilità di mantenersi fermi in aria in una condizione stabile det-
ta hover (i modelli fixed-wing possono soltanto approssimare questa caratteristica
mantenendosi in volo circolare in prossimità del bersaglio). Queste caratteristiche
rappresentano un vantaggio importante per i modelli ad ala rotante che recente-
mente, con l’evoluzione delle tecnologie e la conseguente riduzione dei costi, stanno
ottenendo una diffusione sempre maggiore.
I mini-UAV ad ali fisse presentano generalmente una struttura simile ai normali
aerei con pilota e sono costituiti da una sola elica di trazione, alettoni, elevatore e
timone di coda che permettono il controllo del velivolo nello spazio. In figura 1.1
3Il termine velivolo è stato coniato da Gabriele D’Annunzio nel romanzo Forse che sì forse che
no (1910).
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sono mostrati due esempi di velivolo ad ali fisse, rispettivamente lo Skywalker 1900
FPV ed il Phantom FPV Flying Wing, che presenta una forma meno convenzionale.
(a) Skywalker 1900 FPV (b) Phantom FPV Flying Wing
Figura 1.1. Modelli di aerei ad ali fisse.
1.1.2 Modelli rotary-wing
Si definisce rotorcraft, dall’unione di rotary-wing aircraft, o aerogiro, un aeromobile
ad ala rotante più pesante dell’aria che per volare utilizza la portanza generata da
superfici alari dette pale in rotrazione attorno ad un albero. Diverse pale montate
su di un unico albero, in aereonautica, sono definite come un rotore.
Il modello tipico che rappresenta questa classe di velivoli è certamente l’elicottero
che però, a causa delle sue caratteristiche realizzative, è utilizzato soltanto nella sua
veste manned4.
La configurazione che consente la realizzazione di velivoli ad ala rotante su piccola
scala è quella delmultirotore, omulticopter, definito come un aerogiro che utilizzi
tre o più rotori. In funzione del numero di rotori del multicopter si parla di tricotteri,
quadcotteri, esacotteri e ottocotteri che utilizzano rispettivamente un totale di tre,
quattro, sei e otto rotori. Le versioni più utilizzate prevedono un minimo di quattro
rotori disposti in configurazione simmetrica a + o x come mostrato in figura 1.2.
4Lo svantaggio dell’elicottero tradizionale è rappresentato dalla complessità della sua meccanica,
difficilmente riproducibile in piccola scala con sufficiente precisione; i vincoli di peso e di costo
presenti nella realizzazione di mini-UAV impongono infatti l’utilizzo di materiale plastico, meno
resistente delle leghe metalliche e molto più semsibile alla presenza di giochi meccanici.
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(a) Configurazione a +
(b) Configurazione a x
Figura 1.2. Multirotori a 4, 6 e 8 rotori in configurazioni + e x.
Quadricotteri Il quadricottero, definito anche quadcottero o quadrirotore, appar-
tiene alla categoria dei modelli VTOL ed è costituito da quattro gruppi motore-
rotore, di cui due in rotazione oraria e due anti-oraria, posti all’estremità di due assi
connessi a croce passanti per una parte centrale dove alloggia tutta la strumentazione
necessaria al volo.
La portanza necessaria al sollevamento del modello è ottenuta tramite la ro-
tazione di una o più eliche in autorotazione su asse verticale, disposte sulla parte
terminale degli assi di sostegno. I modelli UAV di quadricotteri sono caratterizza-
ti da rotori a passo fisso5 e la variazione di trazione necessaria al direzionamento
del velivolo, data dalla somma delle singole componenti relative ad ogni rotore, è
5L’angolo di attacco delle pale del rotore è costante e non può variare durante la rotazione.
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ottenuta tramite variazione delle velocità di rotazione dei rotori presenti a bordo.
Esempi di quadricotteri sono forniti in figura 1.3 dove sono mostrati due modelli
molto diffusi, il Parrot AR.Drone e l’ Arducopter 3DR Quad D.
(a) Parrot AR.Drone (b) Arducopter 3DR Quad D
Figura 1.3. Modelli di quadricotteri di uso comune.
1.2 Problema generale affrontato
L’approccio tradizionale utilizzato per velivoli manned o UAV di grandi dimensioni
per la sintesi, l’implementazione e la successiva validazione del sistema di controllo
di volo è estremamente oneroso, sia in termini temporali che di risorse, e l’utilizzo
di tali tecniche è ancora meno efficiente quando il modello in uso è un mini-UAV.
Per migliorare il ciclo di sviluppo e garantire affidabilità e robustezza al sistema di
controllo è sempre più importante lo sviluppo di un framework che fornisca strumenti
per velocizzare e semplificare la progettazione, l’analisi ed il testing del sistema
stesso.
Numerose ricerche sono state effettuate in questi anni relativamente ai framework
di supporto allo sviluppo dei sistemi di controllo, ma il problema risulta ancora
estremamente complesso in quanto coinvolge un numero elevato di discipline per la
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definizione dei processi di analisi, modellazione, sintesi, implementazione, simulazio-
ne e testing in un ambiente fortemente non lineare e soggetto ad elevati disturbi e
parametri incerti[14].
1.2.1 Modello di simulazione
Lo sviluppo di un modello di simulazione ad alta fedeltà che rappresenti con pre-
cisione le meccaniche di volo reali rappresenta un problema non banale in quanto
richiede una profonda conoscenza delle dinamiche fortemente non lineari del sistema
in uso.
Gli approcci generalmente utilizzati per lo sviluppo del modello prevedono tec-
niche analitiche, in cui il modello è ottenuto per sintesi a partire dalle proprietà
aereodinamiche note del velivolo reale, l’utilizzo della galleria del vento oppure l’i-
dentificazione della dinamica basata su un insieme di test di volo. Ogni approccio
può essere utilizzato per integrare gli altri durante le diverse fasi di sviluppo. Un
buon modello di simulazione dovrebbe fornire un comportamento quanto più possi-
bile fedele al suo corrispettivo reale, entro certi vincoli di tolleranza, sfruttando al
contempo il minimo numero possibile di parametri.
La validazione del modello può essere quindi effettuata confrontando i dati di
volo in simulazione con quelli sperimentali ottenuti dal velivolo reale.
Modelli incerti Modelli matematici sono utilizzati per descrivere il comporta-
mento dei complessi sistemi fisici correlati al volo, ma essi rappresentano soltanto
delle approssimazioni dei sistemi reali e perciò generano alcuni gradi di imprecisio-
ne. È importante quindi, in fase di progettazione, tener conto delle imprecisioni del
modello del sistema fisico e ancor più durante lo sviluppo di mini-UAV, per i quali
le caratteristiche aereodinamiche sono molto meno note rispetto ai velivoli full-size
e poiché essi risultano ben più sensibili alle perturbazioni atmosferiche.
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1.3 Stato dell’arte
L’interesse sempre maggiore suscitato dagli UAV ha portato alla proliferazione di
sistemi di pilotaggio automatici di supporto al volo, utili sia per i piloti esperti
che per quelli alle prime armi. La gran parte di questi autopiloti fornisce non solo
il software per il controllo del volo, ma anche una o più board dedicate ready-to-
fly da applicare sul velivolo in uso. Sono inoltre forniti dei software di controllo
a terra detti GCS, Ground Control Station, necessari per l’interfacciamento con il
velivolo durante il volo e che permettono alcuni gradi di manipolazione in-flight e
la possibilità di testare l’algoritmo di volo in HILS6, interfacciando l’autopilota con
un software di simulazione supportato.
Tra i molti autopiloti in circolazione, tra i quali ricordiamo Paparazzi Autopilot,
OpenPilot e Gluonpilot, i principali risultano:
• PX4 autopilot, autopilota high-end piuttosto recente, open source e open hard-
ware, che fornisce una piattaforma a 32 bit ad alte prestazioni che apre la
strada a nuove possibilità di controllo e nuovi algoritmi impossibili su gran
parte delle altre piattaforme
• ArduPilot, noto anche con la sigla APM, autopilota open source inizialmen-
te basato sull’ambiente Arduino e adesso completamente compatibile con la
piattaforma PX4
• MicroPilot, autopilota commerciale caratterizzato da buone prestazioni e dal
costo elevato
Il sistema di controllo sviluppato è basato sul software dell’autopilota PX4 e da
questo riprende parte del codice e della struttura.
6HILS, o Hardware in the Loop Simulation, è una tecnica utilizzata in fase di sviluppo di sistemi
embedded che prevede l’utilizzo di una piattaforma di testing per analizzare la risposta del sistema
in condizioni operative, ricreate tramite un apposito software di simulazione.
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1.3.1 PX4 Autopilot
L’autopilota PX4 è un progetto open-source e open-hardware che mira a fornire un
autopilota high-end per uso accademico, industriale, professionale e non, a basso
costo e alta disponibilità [17]. Il software dell’autopilota PX4 è realizzato per esse-
re eseguito in ambiente NuttX, un sitema operativo real time molto efficiente che
fornisce un ambiente POSIX-like ed è costituito da due strati principali:
• il middleware PX4, che fornisce driver e interfacce per l’hardware del pilota
automatico e quindi è sempre necessario per l’esecuzione a bordo della scheda
• il PX4 flight stack, software di controllo di volo BSD-licensed per modelli fixed-
wing e rotary-wing, per la guida di velivoli sia in operazioni human-assisted
che in navigazione completamente autonoma. Se necessario questo strato può
essere sostituito da altri controllori compatibili con la piattaforma PX4 come
ad esempio APM:Plane o APM:Copter, rispettivamente software di controllo
degli autopiloti ArduPlane ed ArduCopter.
Il PX4 flight stack presenta un’architettura modulare in cui i singoli elementi
che lo compongono sono logicamente suddivisi per funzionalità e, secondo la termi-
nologia PX4, definiti anche applicazioni o moduli. Le applicazioni principali sono
attivate automaticamente all’avvio del sistema mentre le altre possono essere avvia-
te, interrotte e interrogate (per conoscerne lo stato) da linea di comando. Alcune
delle applicazioni fondamentali per l’esecuzione del firmware PX4 risultano:
• mavlink, per l’invio e la ricezione di messaggi MAVLink tramite porta seriale
• sdlog2, per la generazione di un log di sistema e di volo da esportare sulla
scheda SD presente on-board
• top, che elenca i processi correnti e i rispettivi utilizzi della CPU
• uORB, ovvero Micro Object Request Broker, che si pone come intermediario
nello scambio dati e risulta necessario per la distribuzione di informazioni tra
le applicazioni
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Figura 1.4. Struttura generale del firmware PX4.
Ogni applicazione è eseguita da un apposito thread solitamente strutturato come
un ciclo con condizione di uscita attivabile per interazione diretta dell’utente (che
in ogni caso non può interrompere le core-applications) o alla chiusura del sistema.
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Nonostante la struttura multithreaded del firmware PX4 le sue componenti prin-
cipali eseguiranno in modo deterministico7 a formare un loop a circa 250 Hz che può
essere schematizzato come segue:
1. Lettura dei sensori
2. Stima dell’assetto e della posizione del velivolo basandosi sulle misure fornite
dai sensori
3. Aggiornamento del controllore di assetto sfruttando le stime appena effettuate
e il setpoint corrente
1.4 Approccio utilizzato
Dopo una prima fase di analisi approfondita del software PX4 e del simulatore
FlightGear Simulator utilizzato per il software-in-the-loop, si è passati allo svilluppo
del sistema di controllo, integrando inizialmente le parti necessarie allo scambio dati
con il simulatore ed in seguito i vari moduli di controllo che costituiscono la base
dell’autopilota. L’aggiunta di nuovo codice che implementasse nuovi moduli è stata
sempre seguita dal test dello stesso per assicurare una base quanto più possibile
salda all’atto dell’inserimento dei moduli finali.
Una volta completo, il sistema di controllo è stato testato sfruttando i migliori
modelli di mini-UAV disponibili per il simulatore FlightGear e l’analisi dei risultati
ha portato ad alcuni cicli di tuning e debug della componente software implementata.
1.5 Organizzazione della tesi
Il lavoro svolto è suddiviso in cinque capitoli dei quali viene fornita di seguito una
breve descrizione.
7Ciò è garantito dall’algoritmo di scheduling round-robin a base prioritaria e dall’utilizzo del
sistema operativo real time NuttX.
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Capitolo 2 In questo capitolo viene analizzata la struttura SIL utilizzata e ap-
profondita l’architettura del sistema di controllo sviluppato tramite lo studio del
suo schema a blocchi. Per ogni elemento presente nello schema vengono forniti una
breve introduzione teorica, i dettagli implementativi e le relazioni di correlazione
con gli altri moduli del sistema.
Capitolo 3 Questo capitolo fornisce un approfondimento sugli algoritmi di con-
trollo utilizzati per il pilotaggio di UAV fixed-wing e rotar-wing. Vengono presentati
per entrambi i modelli gli elementi teorici alla base del controllo implementato e
viene definita la relazione che intercorre tra il controllo di posizione e di assetto e i
relativi obiettivi.
Capitolo 4 Si analizzano a questo punto i dettagli implementativi relativi ad
alcune componenti fondamentali del sistema, ed in particolare sono esaminate la
struttura multi-threaded che caratterizza il progetto, il meccanismo di scambio dati
alla base del passaggio di informazioni tra i singoli threads e gli strumenti forniti
per la gestione dei parametri dei vari moduli.
Capitolo 5 In questo capitolo si analizzano i risultati di alcuni test effettuati in
simulazione di volo, dapprima eseguiti sui modelli isolati dal sistema di controllo
per verificarne la validità (applicando semplici stimoli per cui la risposta attesa è
banalmente identificabile), ed in seguito sul sistema nel suo complesso. L’analisi dei
risultati viene effettuata studiando le differenze tra la risposta attesa e quella fornita
in simulazione.
Capitolo 6 Questo capitolo fornisce una breve sintesi dei risultati ottenuti e dei
possibili sviluppi futuri del progetto.
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Capitolo 2
Architettura del sistema
Il sistema proposto permette la verifica dell’algoritmo di controllo sviluppato tramite
software-in-the-loop simulation (SILS, o più semplicemente SIL) sfruttando il simu-
latore FlightGear Simulator. Con SILS si indicano l’insieme delle tecniche di verifica
di unità di controllo che utilizzano una emulazione completa del sistema a cui sono
destinate, rappresentato via software tramite un apposito ambiente di simulazione,
da poter sollecitare come se fosse in condizioni operative. Questo metodo non richie-
de alcun hardware specifico e pertanto può essere inserito nel processo di sviluppo
molto prima degli usuali test di hardware-in-the-loop simulation (HILS, o più sem-
plicemente HIL) che richiedono un sistema completamente integrato, costituito non
solo dal software ma anche dall’hardware, che solitamente risulta disponibile solo in
una fase avanzata del progetto. Lo svantaggio del test SIL è che sfrutta una base di
esecuzione non real-time ed in questo modo altera il comportamento temporale del
software che, tuttavia, può essere compensato da un protocollo di sincronizzazione
con un orologio in tempo reale simulato [25, 21].
Architettura SIL L’architettura utilizzata per il SIL è mostrata in figura 2.1 e
rappresenta l’interazione tra il simulatore che fornisce l’ambiente di test, in questo
caso FlightGear, e il sistema di controllo che lo comanda eseguendo l’algoritmo di
pilotaggio da testare.
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Figura 2.1. Architettura utilizzata per la simulazione software-in-the-loop.
2.1 FlightGear Simulator
FlightGear è un simulatore di volo open-source, attualmente alla versione 3.0, che
supporta molte delle piattaforme più diffuse (Windows, Mac, Linux, ecc.) ed è svi-
luppato da volontari da tutto il mondo. Il codice sorgente del progetto è pienamente
accessibile e concesso secondo la licenza GNU General Public License. Lo scopo del
progetto FlightGear è quello di creare un simulatore di volo sofisticato e realistico
con l’obiettivo di colmare le lacune dei principali simulatori di volo per PC commer-
ciali, mantenendosi fortemente accessibile ed aperto all’uso in ambienti di ricerca,
accademici, per la formazione di piloti, come strumento di ingegneria industriale e
per uso ricreativo [7].
2.1.1 FlightGear FDMs
Con FlightGear è possibile scegliere fra tre principali Flight Dynamics Models (FDMs):
• JSBSim: è un modello di volo generico a 6 gradi di libertà per la simulazione del
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moto di velivoli scritto in C++. JSBSim può essere eseguito in una modalità
standalone, oppure può essere il driver per un programma di simulazione più
grande che comprende un sottosistema di grafica, come ad esempio FlightGear.
In questo FDM i velivoli sono modellati in un file di configurazione XML,
dove sono definiti tutti i parametri necessari quali le proprietà geometriche,
aerodinamiche e di controllo del volo
• YASim: è parte integrante di FlightGear e utilizza un approccio diverso ri-
spetto JSBSim simulando l’effetto del flusso d’aria sulle diverse parti di un
aeromobile. Il vantaggio di questo approccio risiede nella possibilità di effet-
tuare la simulazione basandosi sulle sole informazioni di massa e geometria del
velivolo combinandole con degli indici prestazionali più comunemente disponi-
bili per un aeromobile. Questo permette di costruire rapidamente un modello
che si comporti in maniera conforme alle informazioni sulle prestazioni fornite
senza richiedere tutti i tradizionali dati di test aerodinamici
• UIUC: Questo FDM si basa su LaRCsim, originariamente scritto dalla NASA,
e ne estende il codice consentendo, ad esempio, file di configurazione degli
aeromobili. UIUC (come JSBSim) utilizza delle lookup tables per ottenere
coefficienti relativi al velivolo e dati sulle forze presenti che poi utilizza per
calcolare la somma delle forze e dei momenti agenti sullo stesso
Al lancio del simulatore sarà settato automaticamente l’FDM in funzione del
velivolo in uso (imposto attraverso l’opzione –aircraft=selected_aircraft) o altri-
menti la scelta può essere forzata utilizzando l’opzione da linea di comando –
fdm=selected_FDM.
2.1.2 FlightGear IO
FlightGear fornisce un sistema di IO piuttosto flessibile che supporta un numero ele-
vato di protocolli di comunicazione su una varietà di mezzi. FlightGear consente più
connessioni in IO attive simultaneamente, configurate in fase di esecuzione tramite
l’opzione a riga di comando –protocol=..., che permettono al simulatore di comuni-
care con altre istanze di FlightGear, utilizzare FDM esterni e ricevere comandi per
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gli attuatori da appositi software di controllo. La forma generale per la definizione
di una connessione1 è la seguente
–protocol=medium,direction,hz,medium_options,...
dove gli elementi principali risultano:
• protocol rappresenta il protocollo da utilizzare per la comunicazione e può
assumere molteplici valori tra i quali ricordiamo nmea per comunicazioni seriali
e generic per lo scambio di pacchetti personalizzati con campi specifici definiti
attraverso un file in formato xml
• medium rappresenta il mezzo e può assumere i valori serial, socket, file, ...
• direction rappresenta la direzione della comunicazione
La comunicazione con il sistema di controllo è stata realizzata sfruttando il modello
generic ASCII-based con comunicazione socket standard a 40 hz e protocollo im-
postabile da linea di comando per consentire lo scambio dati tramite pacchetti di
tipo TCP o UDP. La composizione dei pacchetti in trasmissione e ricezione è sta-
bilita attraverso un file di configurazione in formato xml fortemente strutturato2,
da inserire nella directory FG_ROOT/Protocol/, realizzato in modo tale che tutte
le informazioni scambiate siano oppurtunamente convertite per aderire al sistema
internazionale di unità di misura[6].
I principali dati esportati dal simulatore, tralasciando quelli non necessari o
inseriti a fini di verifica, risultano:
1Per approfondimenti si rimanda al file FG_ROOT/Docs/README.io nella documentazione
di FlightGear.
2Per approfondimenti si rimanda alla documentazione di FlightGear
nel file FG_ROOT/Docs/README.protocol per la struttura del file e
FG_ROOT/Docs/README.properties per una lista di tutte le proprità utilizzabili.
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• lat Latitudine [gradi decimali]
• lon Longitudine [gradi decimali]
• h Altitudine [m]
• φ Angolo di roll - Rollio [rad]
• θ Angolo di pitch - Beccheggio [rad]
• ψ Angolo di yaw - Imbardata [rad]
• p Velocità angolare di roll - Rollio [rad/s]
• q Velocità angolare di pitch - Beccheggio [rad/s]
• r Velocità angolare di yaw - Imbardata [rad/s]
• ax Accelerazione lungo l’asse corpo longitudinale [m/s2]
• ay Accelerazione lungo l’asse corpo laterale [m/s2]
• az Accelerazione lungo l’asse corpo verticale [m/s2]
I comandi trasferiti verso il simulatore sono invece dipendenti dal velivolo scelto
e dagli attuatori che esso presenta; avremo per un modello fixed-wing3 il controllo di
alettoni, elevatore, timone, flaps ed elica (o un sottoinsieme di questi), mentre per
un modello rotary-wing4 il controllo di tutti i suoi motori.
2.2 Schema a blocchi del sistema di controllo
Il sistema di controllo sviluppato è basato sul PX4 flight stack, analizzato breve-
mente in 1.3.1 come parte dell’autopilota PX4 e opportunamente rimodellato per
una esecuzione SIL anziché on-board, e da questo riprende l’architettura, parte del
3Mezzo aereo ad ali fisse generalmente identificato con il classico aereo.
4Mezzo aereo ad ali rotanti con uno o più alberi motore di cui molto diffusa è, ad oggi, la
versione a quattro rotori detta quadricottero o quadcottero.
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codice che implementa i singoli moduli (rielaborati per interagire soltanto con le
applicazioni importate), librerie e l’ORB, fondamentale per la distribuzione delle
informazioni tra applicazioni. L’architettura ottenuta è mostrata in figura 2.2.
Lo schema a blocchi in figura rappresenta le interazioni dei moduli che collabo-
rano per l’esecuzione dell’algoritmo di controllo, e a questi sono affiancati i seguenti
elementi che non trovano una propria collocazione nello schema:
• L’ORB, a cui abbiamo già fatto riferimento, per lo scambio dati fra le appli-
cazioni, e che sarà approfondito nella sezione 4.2
• Il comunicator_thread per lo scambio dati con il simulatore che, una volta
aperto il canale di comunicazione in entrambe le direzioni, esegue ciclicamente
le operazioni di ricezione sul socket, parsing e diffusione dei dati di volo forniti
da FlightGear e, una volta pronti i dati da inviare, genera un pacchetto nel
formato richiesto e lo inoltra a FlightGear
• Il console_controller, un thread che ciclicamente si pone in attesa di un coman-
do da tastiera e lo esegue se riconosciuto, fornendo così all’utente un semplice
strumento di interazione
• Il test_thread, un thread inserito a fini di debug e monitaraggio utilizzato al
bisogno per verificare il funzionamento di singole parti del sistema
Ogni modulo presente nello schema è dettagliato nei paragrafi che seguono,
strutturati per fornire una breve introduzione dell’elemento, i principi alla base
della sua implementaione e del suo funzionamento, una lista dei parametri neces-
sari per la corretta esecuzione e l’insieme dei dati forniti in uscita come risultato
dell’elaborazione.
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Figura 2.2. Schema a blocchi relativo all’architettura del software di controllo.
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2.2.1 IMU
L’Inertial Measurement Unit, o IMU, è un dispositivo elettronico che misura e for-
nisce orientamento, velocità angolari ed accelerazioni utilizzando solitamente delle
terne di accelerometri, giroscopi e magnetometri, disposti in modo tale che sia pre-
sente un sensore per ognuno dei 3 assi. Trova applicazioni aeronautiche, nautiche e
spaziali, comunemente utilizzato a bordo di velivoli con o senza equipaggio, satelliti
e missili guidati e rappresenta il principale componente sul quale si basano i siste-
mi di guida inerziali (Inertial Navigation Systems o INS). L’accoppiamento di una
IMU ad un ricevitore GPS permette di monitorare la posizione del veicolo su cui
è montato anche in assenza di un segnale GPS valido, sfruttando un metodo detto
dead reckoning5.
Questo modulo è realizzato per simulare il suo corrispettivo dispositivo elettroni-
co, opera sui dati ottenuti dal simulatore e fornisce in uscita i valori di accelerometro,
giroscopio e magnetometro come se questi fossero montati a bordo del velivolo si-
mulato in FlightGear. Tale elemento è necessario in quanto il simulatore fornisce
direttamente le informazioni di assetto, velocità e accelerazione del velivolo simula-
to, ma il sitema di controllo è pensato per l’esecuzione in ambiente reale dove tali
valori non sono ottenibili direttamente e possono essere ricavati soltanto attraverso
una stima basata sulle misurazioni della IMU. L’utilizzo di questo modulo e del suo
duale potrebbe essere bypassato semplicemente diffondendo nel sistema di controllo
le informazioni ideali ottenute da FlightGear ma, così facendo, andremo a testa-
re l’algoritmo di controllo in condizioni di errori di misura ed errori di stima nulli
(situazione non ottenibile in condizioni reali) e questo potrebbe portare a risultati
inaspettati all’atto della messa in opera dell’algoritmo in ambiente non simulato.
Questa applicazione viene eseguita a seguito di ogni ricezione dati dal simulatore
e pubblica i seguenti topics6:
5In navigazione, il dead reckoning è il processo di calcolo della propria posizione corrente uti-
lizzando una posizione fissa o determinata in precedenza, avanzando tale posizione in base alle
velocità stimate ed il tempo trascorso. Questo metodo è soggetto ad errori cumulativi ma è am-
pliamente diffuso nei sistemi di navigazione inerziale che forniscono informazioni direzionali molto
precise.
6Un topic, nella notazione usata nell’ORB, è una struttura dati che rappresenta un messaggio da
scambiare tra i vari moduli, contenente tutte le informazioni correlate all’argomento. Un esempio
22
2.2. SCHEMA A BLOCCHI DEL SISTEMA DI CONTROLLO
• battery_status, topic che rappresenta lo stato della batteria di alimentazione
del velivolo in termini di carica residua, tensione e corrente forniti. Durante
il SIL questo topic viene pubblicato considerando una batteria costantemente
alla massima carica, ma, prevedendo futuri sviluppi, il suo utilizzo all’interno
del sistema è tale da considerarne la scarica e agire al momento in cui il livello
di carica residuo scenda al di sotto di una data soglia critica
• sensor_accel, topic relativo alle misure effettuate dell’accelerometro sui 3 assi
in NED frame, sistema di riferimento verticale-locale o sistema di riferimento
NED (North East Down)7
• sensor_gyro, fornisce le misure effettuate dal giroscopio nei 3 assi in NED
frame
• sensor_mag, fornisce le misure effettuate dal magnetometro nei 3 assi in NED
frame
• sensor_baro, fornisce le misure effettuate dal barometro, ovvero la pressione
barometrica misurata e la relativa altitudine
• sensor_combined, topic che raccoglie le misurazioni dei singoli sensori in raw-
form e SI-form. I valori in raw-form mantengono l’unità di misura propria
del sensore mentre quelli in SI-form sfruttano le unità di misura del sistema
internazionale
• vehicle_gps_position, topic che fornisce principalmente la posizione GPS in
coordinate WGS84 e l’altezza in MAMSL (Meters above Mean Sea Level, misu-
ra metrica standard utilizzata per definire la quota di una posizione geografica,
di una struttura o di un oggetto volante) del velivolo
di topic è l’insieme di tutte le informazioni relative all’assetto del velivolo. Per maggiori dettagli
vedi la sezione 4.2.
7Per un approfondimento sui sistemi di riferimento vedi [8, 9]
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2.2.2 Attitude estimator e Position estimator
In letteratura esistono molteplici soluzioni per risolvere il problema della stima delle
componenti non osservabili di un sistema dinamico, e tra queste la più utilizzata
è sicuramente il Filtro di Kalman, filtro ricorsivo basato sul metodo dei minimi
quadrati e sviluppato dal matematico ungherese Rudolph Emily Kalman nel 1960.
Il filtro di Kalman è un filtro molto efficiente, semplice e robusto ed è ottimo per
trattare segnali affetti da disturbi di misurazione o soggetti a rumore e sulla base di
questi valutare lo stato del sistema in esame per ottenere una stima delle variabili di
interesse. Queste caratteristiche hanno fatto sì che il Filtro di Kalman sia oggi un
elemento fondamentale in molte applicazioni quali, ad esempio, sistemi di controllo,
guida e navigazione di velivoli e missili.
Il Filtro di Kalman è una procedura ricorsiva costituita da operazioni di time-
update, che forniscono un contributo predittivo basato sulla stima dell’errore all’epo-
ca precedente, ed operazioni di measurement-update, che forniscono un contributo
correttivo per il miglioramento della stima basato sul calcolo dei residui, ovvero
sulla differenza tra la grandezza fornita dalla generica misura e la stessa grandezza
stimata tramite il modello. Per l’esecuzione dell’algoritmo di stima sono necessari i
seguenti elementi:
• Il modello matematico lineare del processo o fenomeno fisico in esame
• Il modello statistico dei rumori di processo e di misura
• I valori iniziali degli stati del processo e la stima delle condizioni iniziali delle
variabili di interesse
La versione non-lineare di questo filtro è definita Filtro di Kalman Esteso (Ex-
tended Kalman Filter normalmente abbreviato come EKF) ed è utilizzata quando
l’evoluzione o l’osservazione dello stato del sistema sono non-lineari.
Il modello matematico che descrive il sistema dinamico lineare, non stazionario a
tempo discreto, è rappresentato dalle seguenti equazioni per l’evoluzione dello stato
e della misura[5]:
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xk = φk−1xk−1 + ψk−1uk−1 (2.1)
yk = Ckxk (2.2)
dove
• k rappresenta il passo dell’algoritmo, ovvero l’istante in cui sono disponibili le
misure (anche dette osservazioni) e si effettua l’operazione di aggiornamento
della stima
• xk rappresenta il vettore di stato
• uk rappresenta il vettore degli ingressi
• yk rappresenta il vettore delle misure
• φk rappresenta la matrice di stato che descrive l’evoluzione libera della variabile
di stato rispetto al valore attuale
• ψk rappresenta la matrice dgli ingressi che descrive l’evoluzione forzata della
variabile di stato rispetto al valore attuale dell’ingresso
• Ck rappresenta la matrice delle uscite che descrive il valore assunto dalle
variabili misurate in funzione del valore attuale della variabile di stato
Attualmente è presente un modulo nel firmware PX4 che effettua la stima del-
l’assetto e della posizione del velivolo basandosi per entrambe sull’EKF, ma questo
non è stato incluso nel progetto in quanto non ancora completo al momento dell’im-
plementazione del sistema. In questo progetto la stima della posizione e dell’assetto
sono effettuate da due moduli distinti, dei quali soltanto il primo è basato sulla
teoria dell’EKF.
Il modulo per la stima della posizione basa la propria esecuzione sugli input di
controllo del velivolo, sulle letture fornite dal sensore GPS e dal barometro, quest’ul-
timo utilizzato per la stima dell’altitudine soltanto se abilitato tramite un opportuno
flag. Eseguendo ciclicamente le fasi di predizione e correzione tipiche del filtro di
Kalman, questa applicazione stima e fornisce in uscita la posizione in coordinate
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globali WGS84, la posizione in coordinate locali nel sistema NED Earth-fixed re-
lativo al riferimento geografico definito come punto di home e la velocità al suolo
misurata sui tre assi. Ad ogni stima segue una verifica della validità della stessa
per identificare eventuali valori invalidi, infiniti o NaN. Compito di questo modulo
è inoltre notificare quando il velivolo può essere considerato a terra, condizione che
si verifica quando la sua altitudine relativa al terreno e la potenza del motore sono
al di sotto di un dato limite definito da due parametri del modulo.
Il modulo realizzato per la stima dell’assetto implementa un filtro non lineare
complementare in SO(3) basato sulla teoria dei gruppi ortogonali speciali8 mostrata
in [12] e sfrutta le misurazioni di accelerometri, giroscopi e magnetometri della IMU,
tenendo conto dei relativi offset, per stimare l’assetto del velivolo. Il risultato della
stima viene fornito come matrice di rotazione, angoli quaternioni e angoli di Eulero.
L’esecuzione avviene successivamente alla pubblicazione delle informazioni for-
nite dal modulo IMU e i risultati della stima sono pubblicati tramite i seguenti
topic:
• vehicle_attitude, che include la stima degli angoli e delle velocità angolari sui
3 assi in NED-frame, la matrice di rotazione di ordine 3 e gli equivalenti angoli
quaternioni
• vehicle_global_position, che fornisce la posizione in coordinate globali WGS84,
l’altitudine relativa al terreno, la terna delle velocità al suolo ed un flag per
rappresentare la validità dei dati riportati
• vehicle_local_position, che fornisce la posizione in coordinate locali intesa co-
me distanza in metri da un punto di riferimento, il riferimeno geografico stesso,
la terna delle velocità al suolo e un insieme di flags e timestamps per la verifica
della validità dei dati forniti
8In matematica, il gruppo ortogonale di grado n su un campo K è il gruppo delle matrici
ortogonali n × n a valori in K e si indica con O(n,K). Quando K è il campo dei numeri reali, il
gruppo può essere interpretato come il gruppo delle isometrie dello spazio euclideo di dimensione
n. Le matrici aventi determinante positivo formano un sottogruppo, che si indica con SO(n), detto
gruppo ortogonale speciale o gruppo di rotazione in quanto rappresenta il gruppo delle rotazioni
dello spazio.
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2.2.3 Commander application
La commander_application rappresenta un componente critico per l’intero sistema
in quanto costituisce il suo gestore ultimo che ha il compito di assicurarsi che tutte
le applicazioni eseguano soltanto azioni conformi con lo stato corrente del sistema
di controllo. Questo modulo implementa una macchina a stati finiti per la gestione
del velivolo e pubblica le informazioni relative allo stato corrente sotto forma di un
insieme di flags booleani ed enumerati, fondamentali per ogni altro modulo che sulla
base di questi deve impostare la propria attività.
Il ciclo di controllo principale che costituisce il corpo di questa applicazione ve-
rifica periodicamente lo stato dei vari sottosistemi, come lo stato di alcuni sensori,
il livello di carica della batteria e l’input proveniente dal radio-controllore dell’uten-
te9, ed in funzione di questi prevede o meno un passaggio dallo stato corrente al
successivo.
La macchina a stati finiti utilizzata è mostrata in figura 2.3, dove gli stati in
rosso rappresentano gli stati di errore dai quali non è possibile tornare al normale
funzionamento se non attraverso un restart del sistema, gli stati in blu sono utilizzati
per il restore del sistema in volo10, mentre gli stati in nero sono quelli attraversati
durante il normale funzionamento. Gli stati principali risultano:
• Pre-flight, rappresenta lo stato di avviamento del sistema e non può essere
raggiunto se non all’accensione. Questo stato è utilizzato nel firmware PX4
per effettuare operazioni preliminari all’avvio del sistema, come operazioni di
manutenzione o di calibrazione dei sensori di fatto non necessarie in ambito
SIL, ma è stato mantenuto per non perdere la corrispondenza tra gli stati del
progetto e del software di riferimento. Il passaggio allo stato successivo, stato
di Standby, è subordinato all’inizializzazione dei sensori e all’ottenimento di
un segnale GPS valido
9Al momento non è presente una vera gestione di un radio-comando quindi l’interazione per-
messa all’utente avviene attraverso una semplice interfaccia grafica che consente, ad esempio, di
armare il velivolo o passare da controllo manuale ad automatico e viceversa.
10Non ancora implementato.
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Figura 2.3. Macchina a stati finiti del sistema di controllo.
• Standby, in cui si è verificato il funzionamento delle periferiche critiche per
il sistema e ci si pone in attesa dell’input dell’utente per proseguire verso lo
stato di system armed, dal quale può essere avviato il pilotaggio del velivolo.
In caso di errore di inizializzazione o comunicazione con una o più periferiche
necessarie si avrà il passaggio verso lo stato Ground_error
• Armed, in cui il sistema mantiene il velivolo a terra con il motore al minimo,
pronto per il decollo in controllo automatico o manuale. Per raggiungere questo
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stato dal precedente Standby è necessario che sia stato disinserito il sistema di
sicurezza, mantenuto per conformità con il codice PX4 che prevede l’utilizzo
di un apposito pulsante sulla board e riadattato come pulsante nella GUI,
il sistema sia in controllo manuale e che l’utente mantenga il comando per
armare per almeno 2 secondi
• Manual, stato che viene mantenuto durante il controllo manuale via radio-
comando da parte dell’utente. È prevista una gestione degli errori critici fun-
zione del tipo di modello in uso (fixed-wing o rotary-wing), che comporta il
passaggio verso lo stato di Mission_abort
• Stabilized, stato che rappresenta una via di mezzo tra le modalità auto emanual
e fornisce una stabilizzazione automatica dell’altitudine lasciando il resto al
comando manuale. Per raggiungere questo stato è necessario che la stima
fornita dal position_estimator rispetti i criteri di validità
• Auto, stato di volo autonomo in cui posizione e assetto del velivolo sono com-
pletamente controllati dall’autopilota, l’utente non ha alcun controllo diretto
e il sistema naviga lungo gli waypoint predefiniti attraverso le impostazioni
della missione11. Per raggiungere questo stato è necessario che la stima fornita
dal position_estimator rispetti i criteri di validità e che sia stato definito il
punto di home
• Mission_abort, questo stato viene raggiunto in seguito ad un grave errore
verificatosi in volo che, se non risolto, porta alla transizione verso lo stato
Emergency_landing
• Emergency_landing, il controllore tenta di far atterrare il velivolo (non ancora
implementato) e poi passa allo stato di Emergency_cutoff
• Emergency_cutoff, tutti i motori vengono fermati e il sistema passa inGround_error
• Ground_error, il velivolo è a terra e si è verificato un errore. È necessario
riavviare il sistema per riprendere il volo
11La gestione degli waypoints definiti all’interno della missione è demandata al modulo Mission
Waypoint Manager, discusso nella sottosezione 2.2.4.
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La macchina a stati finiti relativa ai soli stati di volo è mostrata in figura 2.4
dove, analizzando da sinistra verso destra, troviamo gli stati in modalità automatica,
semiautomatica12 e manuale, maggiormente dettagliati nelle rispettive sub-modes
che rendono il controllo estremamente più flessibile e completo. Il passaggio tra le
modalità di volo avviene in seguito all’input dell’utente che impone il cambio di
stato sfruttando l’interfaccia grafica fornita dal sistema13.
Figura 2.4. Macchina a stati finiti relativa alle sole modalità di volo.
Gli stati per i quali non è ancora stata fornita una descrizione risultano:
12La modalità di volo semiautomatica precedentemente nota come modalità stabilized, così defi-
nita per garantire maggior immediatezza, è adesso presentata come seatbelt seguendo la notazione
del codice PX4, ma il suo compito risulta ancora quello di fornire stabilizzazione di assetto e
altitudine.
13Nel codice PX4 il cambio di stato è pilotato via radio-comando sfruttando uno o più selettori
appositi. Nel caso siano disponibili più selettori, il primo sarà utilizzato per selezionare la modalità
di volo principale e gli altri per la modalità di volo secondaria.
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• RTL, Return to Launch, che impone al velivolo di ritornare al punto di lancio
identificato come home. Una volta raggiunto il sistema commuta automatica-
mente verso lo stato land.
• Loiter, che consiste nel rimanere in volo sopra una certa altitudine minima
nell’intorno della zona corrente14. Nel caso il velivolo in uso sia un modello
fixed-wing la fase di loiter si traduce in un volo circolare intorno al punto desi-
derato, mentre per un modello rotary-wing è sufficiente stabilizzare altitudine,
assetto e posizione così da mantenere il velivolo quanto più possibile fermo in
attesa.
• Takeoff, rappresenta la fase di decollo del velivolo ed il suo funzionamento è
dipendente da alcuni parametri fondamentali come, ad esempio, l’altezza mi-
nima oltre la quale il decollo può considerarsi completo. Questo stato precede
ogni altra modalità di volo automatica e sarà attivato automaticamente fino
al suo completamento per poi tornare alla modalità di volo desiderata.
• Land, rappresenta la fase di atterraggio ed è dipendente da parametri come
l’altezza e la velocità massima necessari per considerare il velivolo come com-
pletamente atterrato. Rappresenta la fase conclusiva dello stato di volo e
viene raggiunto automaticamente una volta completata la missione o lo stato
di RTL.
La gestione della macchina a stati finiti non è l’unico compito di questo modulo
che si occupa anche di diffondere nel sistema di controllo le informazioni geografiche
relative alla posizione di home e di takeoff, rispettivamente il punto di partenza della
simulazione (utile come punto di ritorno nella gestione delle emergenze e nell’ese-
cuzione del comando Return_to_Launch) e il punto in cui il velivolo è considerato
aver superato la fase di decollo.
Questa applicazione viene eseguita a circa 40 hz e, utilizzando i dati forniti dal
position_estimator, il controllo manuale fornito dall’utente e le informazioni sullo
stato di alcuni sensori, pubblica i seguenti topics:
14Questo comportamento è tipico dagli aerei di linea in attesa dell’autorizzazione per
l’atterraggio.
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• vehicle_control_flags, topic che fornisce istruzioni ai moduli di controllo del
velivolo al fine di regolarne le azioni ed è definito da un insieme di flags boo-
leani funzioni dello stato del sistema. Ogni flag abilita o meno una parte del
controllore permettendo, ad esempio, il controllo o la stabilizzazione della ve-
locità, dell’altitudine, della posizione, dell’assetto, del rate di salita e dei rates
sui 3 assi.
• vehicle_status, topic che codifica lo stato dell’intero sistema rappresentato
come un inseme di flags di controllo e variabili enumerate. Le principali in-
formazioni riportate in questo topic sono lo stato di navigazione, la modalità
di volo attiva e la relativa sub_mode, lo stato corrente nella macchina a stati
finiti ed un insieme di flags ad indicare la validità di elementi importanti del
sistema, come il punto di lancio, la posizione stimata e la missione indicata in
fase di avvio.
• home_position, fornisce la posizione in coordinate WGS84 del punto di lancio
del sistema, identificato come posizione di home.
• takeoff_position, fornisce la posizione in coordinate WGS84 del punto di ta-
keoff del velivolo, identificato dal sistema di controllo al completamento della
fase di decollo.
2.2.4 Mission waypoints manager
Il codice PX4 permette di accettare waypoints da ogni GCS (Ground Control Station,
software di controllo da terra eseguito su PC che permette un certo grado d’inte-
razione con l’UAV in uso) che utilizzi il protocollo di comunicazione MAVLink15,
come APM Planner e QGroundControl, ed accetta waypoint standard in coordinate
globali WGS84. Questi strumenti consentono di pianificare delle missioni attraver-
so semplici click su una mappa (sono utilizzate le informazioni ottenute da Google
15MAVLink o Micro Air Vehicle Link è un protocollo di comunicazione molto leggero ed effi-
ciente rilasciato nel 2009 da Lorenz Meier sotto licenza LGPL ed è comunemente utilizzato per la
comunicazione tra GCS, autopiloti e velivoli autonomi e nelle inter-comunicazioni dei loro vari sot-
tosistemi. È ampiamente utilizzato nelle piattaforme PX4, PXHAWK, APM e Parrot AR.Drone
e in queste rappresenta il nodo centrale per le comunicazioni. Per informazioni sul formato dei
pacchetti scambiati, la struttura dei singoli campi ed ulteriori dettagli si rimanda a [4].
32
2.2. SCHEMA A BLOCCHI DEL SISTEMA DI CONTROLLO
Earth per fornire informazioni sull’altitudine del terreno sottostante) e, una volta
complete, possono essere trasferite e memorizzate sulla board in uso attraverso il co-
mando Write. I comandi che possono essere utilizzati sono molteplici, ma di questi
i più utili risultano:
• Waypoint, rappresenta il comando classico nella definizione di una missione
e indica la volontà di far giungere il velivolo verso il punto geografico scelto.
Le opzioni impostabili per questo comando, oltre alle ovvie latitudine e lon-
gitudine, sono l’altitudine ed il raggio entro il quale il waypoint potrà essere
marcato come raggiunto
• Loiter, nelle versioni loiter_unlim, loiter_time e loiter_turns, fa sì che il velivo-
lo tenti di mantenere la posizione di loiter fino al completamento del comando
o fino a nuovo ordine da parte dell’utente. Le 3 versioni differiscono per la loro
durata, infatti la prima comporta il mantenimento dello stato di volo a tempo
indeterminato, la seconda fino allo scadere del tempo fornito come opzione,
mentre la terza considererà completato il comando una volta terminati i giri
richiesti (valido per un modello fixed-wing)
• RTL, comando che comporta il ritorno del velivolo verso il punto di home che,
una volta arrivato, procede con l’atterraggio
• Takeoff, rappresenta il comando di decollo per il quale può essere definita
un’altitudine minima oltre la quale il comando può considerarsi eseguito con
successo
• Land, che causa l’atterraggio dell’UAV nella posizione in cui viene richiamato
il comando
Poiché il software PX4 prevede di utilizzare la missione precaricata on-board
dalla GCS, non è presente nel suo firware un codice utilizzabile per il caricamento
della missione anche in ambito off-board e questo ha portato allo sviluppo di co-
dice apposito per tale scopo. Il sistema sviluppato riprende quindi i concetti alla
base degli strumenti appena presentati e li utilizza in una versione semplificata per
garantire l’interfacciamento con il resto del programma. Nel sistema di controllo
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sviluppato una missione sarà definita come un file xml dove possono essere utilizzati
i seguenti tags:
• mission, per definire la missione all’interno del file
• command, definisce un generico comando all’interno della missione e può rap-
presentare ognuno dei comandi introdotti precedentemente nell’ambito delle
GCS
• control, definisce uno strumento per il controllo del flusso all’interno della mis-
sione, fornendo elementi per la creazione di cicli, salti e costrutti condizionali
(questi ultimi non ancora implementati)
Per ogni comando devono essere specificate alcune proprietà, definite come cop-
pie nome-valore nella forma property_name=property_value, necessarie al sistema
per definire in modo completo l’azione da eseguire. Le proprità possibili per ogni co-
mando e controllo sono specificate nella tabella 2.2.4, suddivise in proprietà opzionali
e non.
Comando Proprietà non opzionali Proprietà opzionali
waypoint altitude, latitude, longitude radius
loiter_time altitude, latitude, longitude, seconds radius, mode16
loiter_circle altitude, latitude, longitude, rounds radius, mode
loiter_unlim altitude, latitude, longitude radius, mode
takeoff altitude, latitude, longitude
land altitude
RTL altitude
repeat times
Il seguente codice rappresenta un esempio di missione che prevede una fase di
decollo, un comando di loiter della durata di 20 secondi e la successiva navigazione
verso due waypoints. Il sistema provvederà ad inserire automaticamente il comando
di RTL a fine missione.
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
<?xml version="1.0"?>
<mission >
<command name="takeoff" altitude="60"
latitude="37.5110208" longitude=" -122.4984320"/>
<command name="loiter_time" altitude="73"
latitude="37.5042394" longitude=" -122.2174621"
seconds="20" mode="anticlockwise"/>
<command name="waypoint" id="1" altitude="43"
latitude="37.5324234" longitude=" -122.1212312"/>
<command name="waypoint" altitude="50"
latitude="37.5142348" longitude=" -122.3172178"/>
</mission > 
Una volta caricata la missione all’interno del programma, ottenuta attraverso il
parsing e la conseguente validazione del file xml contenente la missione, questa vie-
ne pubblicata per notificare ad ogni modulo interessato la presenza di una missione
valida, ed il waypoint_manager avvia così la propria attività. Ciclicamente questo
modulo utilizza la stima della posizione fornita dal position_estimator e la confron-
ta con il setpoint corrente, definito come il prossimo punto di interesse presente
all’interno della missione, che una volta raggiunto può essere marcato come comple-
tato. Per considerare completato un waypoint della missione deve essere soddisfatto
il criterio di validità del passaggio che prevede di restare all’interno di un’orbita
del setpoint per un tempo pari ad almeno un secondo17. Al raggiungimento di un
setpoint il sistema prosegue verso il successivo, così come definito nella missione, e
notifica l’avvenuto passaggio pubblicando i seguenti topics:
• vehicle_global_position_setpoint, questo topic riporta le informazioni relative
al comando corrente della missione e rappresenta il punto verso il quale il
velivolo deve dirigersi in modalità mission, definito tramite le sue coordinate
e la sua altitudine
17Il raggio dell’orbita e il tempo di permanenza di defatult sono definiti attraverso due parametri
caratteristici del modulo, ma possono essere modificati nella definizione del comando all’interno
del file della missione.
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• vehicle_global_position_setpoint_triplet, mantiene l’ultimo comando comple-
tato della missione, il comando corrente ed il successivo in ordine di esecuzione
2.2.5 Position controller e Attitude controller
Questi moduli rappresentano l’algoritmo di comtrollo del volo suddiviso nelle due
parti fondamentali di controllo di posizione e controllo di assetto. Maggiori dettagli
sull’algoritmo utilizzato sono disponibili al capitolo 3.
2.2.6 Mixer
Questa applicazione rappresenta l’ultima operazione effettuata dal sistema di con-
trollo prima dell’invio dell’output verso il simulatore, ed il suo compito è quello di
elaborare i controlli forniti dall’algoritmo di pilotaggio al fine di renderli validi per il
comando degli attuatori presenti a bordo del velivolo. Queso modulo di transizione
consente quindi una minor dipendenza del codice dell’autopilota dal modello UAV
da pilotare, in quanto una volta ottenuti i controlli desiderati per la correzione di
roll, pitch, yaw e thrust (rispettivamente rollio, beccheggio, imbardata e spinta prin-
cipale) questi potranno essere applicati in uscita indipendentemente, ad esempio, dal
numero di rotori presenti a bordo di un multirotore.
Il mixer si avvale di semplici strumenti come combinazioni lineari, riscalamento
e shift che applica in sequenza ad ogni controllo fornito in ingresso, basandosi su di
un insieme di parametri caratteristici, funzioni del tipo di velivolo in uso e della sua
configurazione, mantenuti in matrici n*3 dove n rappresenta il numero di attuatori
presenti a bordo. Ogni attuatore deriverà quindi il suo valore di pilotaggio come
funzione di uno o più controlli, opportunamente scalati, combinati, ed in seguito
se necessario, shiftati o scalati nuovamente per aderire all’output specifico richiesto
dall’attuatore stesso.
Ingressi ed uscite di ogni mixer sono aggregati logicamente in funzione del tipo di
azionamento a cui sono destinati in gruppi di 8 elementi detti gruppi di controllo. Il
gruppo principale, il primo, fornisce l’insieme dei controlli di volo necessari al simu-
latore (definiti in precedenza come roll, pitch, yaw e thrust ai quali si aggiungono,
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Figura 2.5. Schema di un mixer.
ove presenti, flaps, spoiler ed ereofreni) mentre gli altri rappresentano dei controlli
ausiliari mantenuti per compatibilità con il firmware PX4, ma attualmente non uti-
lizzati. Lo schema in figura 2.5 mostra un mixer basato su due gruppi di controllo
le cui connessioni sono presentate solo a titolo di esempio e non si riferiscono ad un
effettivo controllo.
Questa applicazione viene eseguita a seguito di ogni pubblicazione effettuata
dall’attitude_controller che fornisce i controlli risultanti dalle elaborazioni dell’au-
topilota, e porta alla pubblicazione del topic actuator_outputs contenente i comandi
effettivi per gli attuatori che, una volta ricevuti dal comunicator_thread, saranno
oppurtunamente impacchettati per l’invio su socket verso il simulatore.
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Capitolo 3
Algoritmo di controllo
In questo capitolo vengono analizzati gli algoritmi utilizzati per il controllo di ae-
rei e multicotteri, fornendo una breve introduzione teorica dei concetti alla base
dei controllori utilizzati e una descrizione delle applicazioni che implementano tale
controllo.
In letteratura sono disponibili varie tecniche per il pilotaggio di UAV in modo
autonomo basate solitamente su controllori PID, ma anche sistemi fuzzy e reti neu-
rali, fino ad arrivare alla realizzazione di controllori complessi model-based ottenuti
per sintesi a partire dalle equazioni che modellano il velivolo da controllare. L’ap-
proccio generalmente utilizzato per risolvere il problema del pilotaggio autonomo,
inteso come mantenimento della traiettoria desiderata, prevede di separare la guida
del velivolo ed il suo controllo in due cicli distinti, il primo detto outer guidance
loop ed un secondo detto inner control loop. Il ciclo interno controlla e stabilizza il
velivolo e ha l’obiettivo di mantenere l’assetto quanto più possibile in linea con un
valore di riferimento fornito dal ciclo esterno di guida che, invece, ha il compito di
dirigere il modello verso un data destinazione. Questo metodo risulta largamente
utilizzato per la sua semplicità e in quanto esistono metodi di progettazione ormai
consolidati per la realizzazione del ciclo di controllo interno[19].
Le applicazioni che implementano il controllo di modelli ad ali fisse e ad ali rotanti
utilizzate in questo progetto sono entrambe PID-based e suddivise nei due cicli
inner-loop e outer-loop, ma essendo ben distinte saranno analizzate singolarmente.
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3.1 Algoritmo di controllo di sistemi fixed-wing
Il controllore realizzato per gestire i modelli fixedwing è implementato secondo la
struttura a due cicli distinti presentata precedentemente e si basa sull’interazione
di due moduli in cascata, rispettivamente fixedwing_position_controller a monte e
fixedwing_attitude_controller a valle.
3.1.1 Controllo della posizione
Il ciclo di guida esterno è comunemente realizzato sfruttando regolatori lineari, men-
tre controllori proporzionali-derivativi (controllori PD) sono utilizzati per la gestione
dell’errore cross-track, definito come la deviazione laterale rispetto alla traiettoria di
volo desiderata. Questa semplice struttura genera buoni risultati quando la traietto-
ria da mantenere è assimilabile ad una retta, mentre in presenza di curve complesse
il feedback lineare sull’errore di cross-track non fornisce risultati soddisfacenti.
L1 navigation La logica alla base di questo modulo è basata sulla teoria della L1
navigation presentata in [19] e successivaente migliorata in [13], che, sfruttando un
elemento di controllo anticipatorio, consente di superare i limiti precedentemente
ottenuti nel gestire i percorsi curvi. L’elemento anticipatorio è rappresentato da un
punto di riferimento selezionato sulla triettoria desiderata sulla base del quale viene
calcolato il comando di accelerazione laterale secondo la seguente formula:
ascmd = 2
V 2
L1
sin η (3.1)
dove V rappresenta la velocità corrente del velivolo, L1 la distanza in linea d’aria
dal punto di riferimento scelto e η rappresenta l’angolo di sfasamento tra il vettore
distanza e il vettore velocità, come mostrato in figura 3.1. Per costruzione otteniamo
L1 = 2Rsin η (3.2)
La direzione dell’accelerazione dipende dal segno dall’angolo η e comporterà
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Figura 3.1. Determinazione del comando di accelerazione ottenuto in fun-
zione del punto di riferimento.
una variazione sul vettore della velocità tale che questo tenderà ad allinearsi alla
direzione del segmento L1. Si può inoltre notare che in ogni istante è possibile creare
una traiettoria circolare tangente al vettore della velocità a partire dalla posizione
del velivolo e dal punto di riferimento scelto, ottenendo la traiettoria mostrata in
linea puntinata in figura 3.1. Noto il valore dell’accelerazione centripeta relativa alla
traiettoria circolare di raggio R, e sfruttando le equazioni 3.1 e 3.2, otteniamo
acentripetal =
V 2
R
= 2V
2
L1
sin η = ascmd (3.3)
Questo risultato permette di concludere che la logica di guida appena presenta-
ta produce un comando appropriato per seguire una qualsiasi traiettoria circolare
indipendentemente dal suo raggio R. Per ulteriori dettagli si rimanda a [19].
Modulo fixedwing_position_controller Il modulo per il controllo della posi-
zione sviluppato in questo progetto poggia le basi sulla teoria appena presentata e
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Figura 3.2. Esempio di convergenza dell’algoritmo di navigazione L1 verso
la traiettoria desiderata.
regola la propria attività in funzione delle informazioni fornite dai moduli presentati
nella sezione 2.2 attraverso l’utilizzo dei seguenti topics:
• vehicle_attitude, per conoscere la stima dell’assetto del velivolo
• vehicle_global_position, che definisce la posizione stimata del velivolo in coor-
dinate globali
• vehicle_control_flags, utilizzato per conoscere lo stato del sistema e regolare
di conseguenza le azioni da intraprendere
• manual_control_setpoint, che fornisce l’input di comando dell’utente necessa-
rio per la gestione degli stati di controllo manuale o semi-automatico
• vehicle_global_position_setpoint_triplet, necessario per conoscere la posizione
verso la quale dirigere l’aereo
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È realizzato come un ciclo infinito che ad ogni iterazione aggiorna le infor-
mazioni in ingresso e, quando abilitato attraverso l’opportuno flag del topic vehi-
cle_control_flags, le utilizza per il controllo di posizione dirigendo il velivolo verso il
setpoint fornito dal waypoint_manager. Il codice di controllo è suddiviso in funzione
del comando corrente della missione e permette di gestire anche le operazione più
complesse di decollo e atterraggio. Il risultato di queste operazioni viene pubblicato
attraverso il topic vehicle_attitude_setpoint che definisce l’assetto desiderato per il
velivolo (in termini di φ, θ, ψ, φ˙, θ˙, ψ˙) che deve essere raggiunto tramite il successivo
controllo di assetto.
Lo sviluppo di questa applicazione è al momento incompleto, a causa dello stato
del codice PX4 che risulta tuttora in fase di sviluppo, in quanto non è prevista alcuna
gestione degli stati di volo semi-automatici, rendendo il controllo valido soltanto in
presenza di stati full-manual e full-auto.
3.1.2 Controllo di assetto
Lo scopo di questo modulo è stabilizzare il velivolo intorno ai valori desiderati di
rollio, beccheggio ed imbardata forniti dal position_controller e questo è ottenuto
attraverso tre loops di controllo SISO (Single Input, Single Output) relativi ognuno
ad uno degli assi da controllare. Il controllo si trasforma così da un problema tri-
dimensionale a tre problemi disgiunti mono-dimensionali che possono essere trattati
facilmente utilizzando una terna di semplici regolatori PID ortogonali1.
Regolatore PID Il regolatore PID (Proporzionale-Integrale-Derivativo) è un si-
stema in retroazione negativa ampiamente impiegato in ambito industriale e nei
sistemi di controllo che basa il suo funzionamento su un segnale di errore otte-
nuto per differenza tra il segnale acquisito in ingresso ed un opportuno valore di
riferimento[23]. Il segnale di errore e(t) viene utilizzato per determinare il valore
della variabile di uscita del controllore secondo la seguente equazione
1Il design di questo controllore è basato su un progetto in ambito PX4 di Paul Riseborough e
Andrew Tridgell del 2013, che a sua volta si basa sul lavoro di Jonathan Challinger del 2012.
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u(t) = Kpe(t) +Ki
∫ t
0
e(τ)dτ +Kd
d
dt
e(t) (3.4)
Figura 3.3. Struttura di base di un regolatore PID.
I tre contributi che compongono il segnale di uscita u(t) mostrano come esso sia
funzione non soltanto del valore corrente del segnale di errore (contributo ad azione
proporzionale), ma anche dei suoi valori passati (contributo ad azione integrale)
e della velocità di variazione dell’errore stesso (contributo ad azione derivativa).
Agendo sui parametriKp, Ki eKd è possibile variare il funzionamento del controllore
e questo lo rende uno strumento estremamente malleabile.
Modulo fixedwing_attitude_controller Questa applicazione implementa il
ciclo interno di controllo del velivolo precedentemente definito come inner control
loop basandosi su una terna di regolatori PID e sfruttando i seguenti topics per
ottenere le informazioni necessarie all’effettuazione del controllo:
• manual_control_setpoint, che fornisce i controlli imposti dall’utente tramite
il radio-comando
• vehicle_attitude, che mantiene la stima dell’assetto corrente del velivolo
• vehicle_attitude_setpoint, che definisce l’assetto desiderato, ottenuto nell’outer
guidance loop
• vehicle_control_flags, necessario per identificare il controllo attivo tra auto-
matico e manuale
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Ad ogni iterazione vengono aggiornate le informazioni in ingresso al modulo e
vengono ottenuti per differenza, a partire dall’assetto corrente e quello desiderato,
gli errori sui singoli angoli φ, θ, ψ e sui corrispettivi rates φ˙, θ˙, ψ˙, sui quali viene
poi applicata la legge di controllo dei regolatori PID. Il risultato ottenuto in uscita
ai PID rappresenta il comando da applicare su ognuno degli assi e sarà fornito al
modulo mixer per ottenere il pilotaggio finale da fornire agli attuatori presenti sul
modello in uso.
I parametri che definiscono il funzionamento di ogni regolatore PID, e di con-
seguenza la modilità del controllo, sono ottenuti sulla base di quelli utilizzati nel
software PX4 e possono essere riassunti come segue:
Kp Ki Kd Max_rate
Roll 40 0 0 60
Pitch 40 0 0 Disabled
Yaw 0 0 0 Disabled
Come è possibile notare i controllori effettivamente utilizzati sono in realtà sol-
tanto 2 ed il controllo avviene in modo proporzionale su rollio e beccheggio, mentre il
controllo di imbardata, non ancora implementato2, viene mantenuto costantemente
a 0.
3.2 Algoritmo di controllo di sistemi rotary-wing
Questo controllore è strutturato come il precedente e suddiviso nei due cicli di guida e
controllo, rispettivamente implementati tramite i modulimultirotor_position_controller
e multirotor_attitude_controller.
3.2.1 Controllo di posizione
Questo controllore è realizzato sfruttando due loop di controllo, il primo ad azione
proporzionale, per gestire l’errore di posizione, ed il secondo di tipo PID, per l’errore
2Lo sviluppo di questa applicazione nel codice PX4 è al momento incompleto e risulta tuttora
in fase di sviluppo.
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sulla velocità di volo. L’errore di posizione viene calcolato tra la posizione corrente
ed il waypoint di destinazione utilizzando la formula Haversine[22] che fornisce la
distanza minima tra due punti sul globo e, rispetto ai metodi basati sulla legge
sferica dei coseni, ha il vantaggio di rimanere ben condizionata anche per calacoli
su distanze molto brevi. Definendo (φ1,λ1) e (φ2,λ2) le coordinate in angoli radianti
di due punti sulla sfera terrestre di cui si vuol conoscere la distanza d, possiamo
definire la formula Haversine come segue:
d = Rc (3.5)
dove
c = 2 atan2
(√
a,
√
1− a
)
a = sin2
(
δφ
2
)
+ cos (φ1) cos (φ2) sin2
(
δλ
2
)
δφ = φ1 − φ2, δλ = λ1 − λ2
Nella precedente formula la coppia (φ1,λ1) rappresenta la posizione del velivolo,
mentre (φ2,λ2) il waypoint di destinazione, fornito dal waypoint_manager quando
è attivo il controllo automatico e dal radio-controllore quando il sistema è sotto il
controllo manuale dell’utente. L’angolo di bearing θ tra i due punti, definito come
l’angolo compreso tra la direzione iniziale assunta dall’aereo per percorre la distanza
d e l’asse nord-sud, può essere ottenuto in modo simile, ed è definito come
θ = atan2(sin(δλ)cos(φ2), cos(φ1)sin(φ2)− sin(φ1)cos(φ2)cos(δλ)) (3.6)
Una volta identificati distanza ed angolo di bearing si procede con il calcolo
dell’errore tra la velocità attuale nella direzione stabilita ed il relativo target, e
attraverso il regolatore PID si ottiene la spinta desiderata nelle due componenti
north-thrust ed east-thrust (il modulo del vettore [north-thrust, east-thrust] definisce
la spinta necessaria per il controllo del velivolo). Questi valori sono infine trasformati
negli angoli desiderati sui tre assi, rispettivamente roll, pitch e yaw, e forniti in input
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Figura 3.4. Struttura del controllore di posizione per multirotori.
all’attitude_controller per il controllo di assetto in inner-loop.
I topics utilizzati da questa applicazione sono sostanzialmente gli stessi già pre-
sentati nel controllo di posizione per modelli fixed-wing e forniscono le informazioni
sullo stato del sistema, la posizione e l’assetto del velivolo ed il punto di destinazione
da raggiungere. I topics pubblicati come risultato del controllo forniscono i setpoint
di assetto e velocità, ovvero:
• vehicle_attitude_setpoint, che definisce l’assetto desiderato da raggiungere
nella successiva fase di controllo
• vehicle_global_velocity_setpoint, che definisce la velocità obiettivo misurata
in metri al secondo e fornita nelle sue 3 componenti in NED-frame
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I parametri dei regolatori PID utilizzati per il controllo di posizione e di velocità
risultano:
Kp Ki Kd
Vertical position error 1 0 0
Horizontal position error 1 0 0
Vertical velocity error 0.1 0.02 0
Horizontal velocity error 0.1 0.02 0.01
3.2.2 Controllo di assetto
Il controllo di assetto per i multirotori viene effettuato come combinazione di due
loop di controllo in cascata, rispettivamente un attitude_controller a monte, basato
su regolatori proporzionali, e un rate_controller a valle che sfrutta dei regolatori
PID. Il rate_controller, come dice il nome, opera sulle derivate nel tempo delle
variabili di assetto sui tre assi, rispettivamente φ˙, θ˙ e ψ˙, e il suo utilizzo è necessario
per la gestione delle dinamiche rapide nell’inner loop.
I due controllori condividono parte degli ingressi ma questi vengono forniti all’uno
o all’altro a seconda della modalità di volo corrente; il risultato del controllore a
monte è posto in input al controllore a valle come mostrato in figura 3.5.
Figura 3.5. Struttura del controllore di assetto per multirotori.
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L’applicazione opera sfruttando il controllo manuale generato via RC, il controllo
automatico fornito dal controllore di posizione e il comando ottenuto da un eventua-
le modulo esterno via MAVLink3, e seleziona tra questi l’input da fornire in ingresso
ai PID in funzione dei flags forniti dalla commander_application. L’esecuzione av-
viene in seguito ad ogni aggiornamento sulla stima dell’assetto del velivolo e porta
alla pubblicazione del topic actutator_controls contenente i comandi da inviare al
modulo mixer. I topics che forniscono le informazioni necessarie per le operazioni
controllo sono:
• manual_control_setpoint, contenente il controllo manuale generato via RC
• vehicle_attitude, che fornisce la stima dell’assetto corrente del velivolo
• vehicle_attitude_setpoint, generato dal position_controller, definisce l’assetto
desiderato
• vehicle_control_flags, utilizzato per selezionare le azioni di controllo da intra-
prendere
I parametri dei regolatori PID utilizzati risultano:
Kp Ki Kd
Roll 6 0 0
Pitch 6 0 0
Yaw 2 0 0
Roll rate 0.1 0 0.002
Pitch rate 0.1 0 0.002
Yaw rate 0.3 0 0
Da notare che i valori del guadagno derivativo per roll_rate e pitch_rate sono
mantenuti molto bassi in quanto aiutano a ridurre le oscillazioni.
3Attualmente non utilizzato, è mantenuto per completezza del codice e corrispondenza con il
corrispettivo nel firmware PX4.
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Capitolo 4
Dettagli implementativi
In questo capitolo vengono forniti dettagli relativi all’implementazione di alcune
componenti fondamentali del sistema, ed in particolare sono analizzate la struttura
multi-threaded che caratterizza il progetto, il meccanismo di scambio dati alla ba-
se del passaggio di informazioni tra i singoli threads e gli strumenti forniti per la
gestione dei parametri dei vari moduli.
4.1 Organizzazione a threads
All’avvio del sistema viene effettuato il parsing e la validazione dei parametri forniti
in ingresso a cui segue l’inizializzazione di componenti quali l’ORB, l’interfaccia
grafica e il tempo di riferimento del sistema. Effettuate queste operazioni preliminari
sono attivati i threads principali che costituiscono la base dell’intero sistema, quali il
thread comunicatore, responsabile dello scambio dati in ingresso e uscita dal sistema,
il thread di avvio del simulatore, che provvede ad eseguire FlightGear impostando
tutte le opzioni necessarie, ed il thread autopilota, che seleziona i moduli da abilitare
in funzione dei parametri in ingresso al sistema (ad esempio il tipo di velivolo scelto
identifica l’utilizzo del controllore fixed-wing o rotary-wing) e genera un thread figlio
per eseguire ognuna delle applicazioni selezionate.
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L’avvio e la gestione di ognuno di questi threads viene effettuato grazie alle fun-
zioni fornite dalla libreria pthread.h, quali

int pthread_create (pthread_t *thread ,
const pthread_attr_t *attr ,
void *(* start_routine) (void *),
void *arg);
int pthread_join(pthread_t thread_ID ,
void ** retval );
void pthread_exit(void *retval ); 
che permettono rispettivamente di creare ed attivare un thread il cui corpo è
definito dalla funzione start_routine, porsi in attesa della terminazione di un dato
thread, specificato grazie al parametro thread_ID, e di ottenere il risultato della
sua esecuzione, ed infine terminare un thread, eventualmente ritornando un valore
tramite la variabile retval.
I moduli di controllo presentati nella definizione dell’architettura del sistema sono
tutti avviati dal thread autopilota che, una volta definite le applicazioni necessarie,
provvede a creare un thread, sfruttando la funzione pthread_create, per ognuna di
esse (con il quale in seguito viene effettuata l’operazione di join). Il corpo di tali
threads è caratterizzato da una struttura comune che prevede una fase di inizia-
lizzazione, una parte centrale che esegue ciclicamente le stesse operazioni fino alla
chiusura del simulatore, ed infine una fase di terminazione. Generalmente la fase
di inizializzazione che precede l’esecuzione del corpo centrale del thread prevede le
seguenti operazioni:
• inizializzazione delle strutture dati necessarie
• ottenimento dei parametri relativi all’applicazione
• verifica o attesa di eventuali condizioni necessarie alla corretta esecuzione
• iscrizione a tutti i topic d’interesse ed eventuale imposizione di limiti ai rates
di aggiornamento
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• registrazione ai topic che devono essere pubblicati dall’applicazione
Il corpo principale del thread, costituito dal ciclo infinito, è generalmente strut-
turato come segue:
• verifica degli aggiornamenti presenti nei topic in input all’applicazione e otte-
nimento delle relative informazioni
• esecuzione dell’algoritmo per ottenere le informazioni in uscita all’applicazione
a partire dai dati ottenuti in ingresso
• pubblicazione dei risultati tramite i topic di uscita
La struttura descritta, utilizzata da tutte le applicazioni di controllo, può essere
definita in pseudo-codice come segue:

void * thread_body (void *args)
{
/* enviroment init */
<data structures init >
<get parameters >
<topics subscription >
<topics advertise >
while (! thread_should_exit)
{
/* application body */
<check for topic updates >
<apply the application logic >
<publish results >
}
/* termination */
<clean up and exit >
} 
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Al momento il progetto sviluppato non prevede alcuna assegnazione di priorità
per i vari moduli in esecuzione, ma questa dovrà essere inserita in futuro per ade-
guarsi al software PX4 su cui il progetto si basa, che prevede uno schema prioritario
che assegna ai singoli threads una priorità tanto maggiore quanto più importante è
il contributo fornito al sistema; ordinando le varie applicazioni PX4 in ordine de-
crescente di priorità otteniamo: a priorità massima i drivers dei sensori più veloci
e, a seguire, monitor dello stato del sistema, output verso gli attuatori, controllore
d’assetto, drivers dei sensori più lenti, controllore di posizione, fino alla priorità di
default assegnata al codice generico, comandi shell e logger di volo.
4.2 Meccanismo di comunicazione
La comunicazione tra le varie applicazioni è una parte fondamentale del sistema di
controllo sviluppato ed è ripresa dall’architettura del software PX4 e sviluppata sotto
il nome di ORB, Object Request Brocker. I vari agenti della comunicazione, chiamati
anche nodi in questo contesto, scambiano messaggi tramite specifici bus detti topics,
indentificati ognuno dal proprio nome univoco. Ogni topic raggruppa i dati relativi
ad una porzione del sistema e di questa fornisce tutte e sole le informazioni necessarie
per definirla in modo completo.
Lo scambio dati tra i nodi avviene tramite operazioni di publish, per l’invio
di informazioni, e copy, per consumare i dati presenti sul bus, e segue il paradigma
many-to-many a memoria condivisa. In quest’ottica i nodi trasmettitori, detti publi-
shers, pubblicano dati indipendentemente dai ricevitori in ascolto, detti subscribers,
e le singole parti non hanno consapevolezza delle altre.
Questo protocollo di comunicazione è molto comune in robotica e segue la strut-
tura del messaging pattern publish-subscribe[24, 16]. Per mantenere tale sistema
di scambio dati efficiente, in ogni istante è permesso un solo messaggio su ogni bus
e non viene mantenuta alcun tipo di coda.
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4.2.1 Publish
La pubblicazione di dati su un topic prevede un insieme di tre attività distinte ma
correlate, che corrispondono alla definizione del topic, l’annuncio di questo da parte
di uno o più publisher ed infine la trasmissione di aggiornamenti generati da questi
ultimi.
Definizione di un topic La definizione di un topic avviene tramite un header
file, accessibile a tutti i possibili subscribers, che deve contenere la definizione della
struttura dati contenente tutte le informazioni da pubblicare ed un’istanza della ma-
cro ORB_DECLARE(topic_name) a cui fornire il nome del topic come argomento,
scelto in modo tale che risulti quanto più possibile descrittivo del topic stesso. La
convenzione utilizzata in ambito PX4 prevede di separare le parti del nome con
il carattere di underscore (ad esempio vehicle_global_position). In aggiunta al fi-
le di intestazione deve essere prevista, in un file sorgente, un’istanza della macro
ORB_DEFINE(topic_name) che costruisce la struttura dati utilizzata dall’ORB
per identificare univocamente l’argomento.
Annuncio di un topic Prima che sia possibile per un nodo pubblicare informa-
zioni su di un topic, questo deve annunciarsi come publisher del topic stesso e, una
volta accettato, potrà proseguire per iniziare la trasmissione dati. L’advertising di
un topic è necessario per l’inizializzazione delle strutture dati ad esso relative e si
effettua tramite la funzione

orb_advert_t orb_advertise (struct orb_metadata *meta); 
in cui l’argomento meta rappresenta un puntatore ai dati generati tramite la ma-
croORB_DEFINE() che può essere ottenuto attraverso la macroORB_ID( topic_name),
la quale fornisce il nome della struttura di tipo orb_metadata a partire dal nome del
topic. Il valore di ritorno della funzione è identificativo del publisher e deve essere
utilizzato in tutte le successive fasi di pubblicazione.
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Pubblicazione di un topic Ogni nodo che ha concluso la fase di advertising può
procedere alla pubblicazione di aggiornamenti relativi al topic tramite la funzione
int orb_publish (const struct orb_metadata *meta ,
orb_advert_t advertiser ,
const void *data); 
dove l’argomento meta rappresenta il link verso il topic d’interesse, adverti-
ser è l’identificativo del publisher ottenuto come valore di ritorno della funzione
orb_advertise() e data è il puntatore alla struttura contenente i dati da trasmettere
sul bus.
Questa funzione garantisce che le informazioni siano pubblicate in modo atomi-
co acquisendo il lock sulla struttura dati tramite un semaforo di mutua esclusione
rilasciato soltanto una volta completata la pubblicazione. Ogni subscriber bloccato
in ricezione in attesa di dati viene avvisato dell’aggiornamento trasmesso dal publi-
sher, mentre gli altri potranno ottenerne la notifica tramite le funzioni orb_check e
orb_stat mostrate più avanti. Poiché non viene mantenuto un buffer per i messaggi
trasmessi, questa funzione sovrascrive completamente il precedente valore assunto
dal topic ed ogni nodo riceverà soltanto l’update più recente.
4.2.2 Subscribe
L’operazione di subscribe risulta duale alla precedente ed è composta anch’essa da
tre fasi che, portate a termine, permettono di ottenere i dati relativi ad un topic. Le
tre attività, da eseguire in sequenza, sono l’iscrizione al topic d’interesse, la verifica
degli aggiornamenti pubblicati ed infine l’ottenimento dei relativi dati.
Iscrizione ad un topics L’operazione di iscrizione permette ad un nodo di acce-
dere alle informazioni pubblicate su di un topic reso disponibile tramile le due marco
di dichiarazione e definizione, e può essere portata a termine utilizzando la funzione
orb_subscr_t orb_subscribe (struct orb_metadata *meta); 
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che prende come parametro il nome del topic stesso. Se la struttura dati forni-
ta come argomento esiste ed è nota all’ORB, la funzione ritorna un identificativo
univoco per ogni subscriber che dovrà essere utilizzato per ogni ulteriore interazio-
ne con il topic. L’iscrizione procede con successo anche quando nessun nodo ha
completato l’advertising per il topic ma, in questo caso, ogni successiva operazione
risulterà sempre un fallimento, almeno fin quando la situazione di pubblicazione
rimane invariata.
Non è previsto alcun vincolo sul numero delle iscrizioni effettuabili da una ap-
plicazione, nei limiti dei topic noti all’ORB.
Controllo aggiornamenti di un topics Un nodo può verificare se un topic
ha ricevuto aggiornamenti dall’ultima volta che è stata effettuata una operazione
di copia dei dati (gli aggiornamenti sono tracciati in modo indipendente per ogni
subscriber), via orb_copy(), sfruttando la funzione

int orb_check (const struct orb_metadata *meta ,
orb_subscr_t subscriber ); 
che richiede i dettagli del topic d’interesse e del chiamante e ritorna un codice
d’errore in caso di fallimento, true in presenza di aggiornamenti e false altrimenti.
In presenza di un aggiornamento questa funzione continuerà a ritornare il valore
true ad ogni chiamata finché il nodo procederà alla copia dei dati. Questa funzione
fornisce un metodo polling-like per la verifica di aggiornamenti e l’ORB permette an-
che l’approccio alternativo, interrupt-like, basato sul meccanismo semaforico e sulle
primitive di wait() e signal(). Le funzioni bloccanti per la verifica di aggiornamenti,
nelle versioni con e senza timeout, risultano

int orb_wait (const struct orb_metadata *meta ,
orb_subscr_t subscriber );
int orb_poll (const struct orb_metadata *meta ,
orb_subscr_t subscriber ,
absolute_time usec_wait_time ); 
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È possibile limitare la frequenza con la quale vengono notificati gli aggiornamenti
verso un dato nodo utilizzando la funzione
int orb_set_interval (const struct orb_metadata *meta ,
orb_subscr_t subscriber ,
absolute_time interval ); 
che, chiamata da un subscriber, permette di definire l’intervallo minimo che deve
trascorrere tra due notifiche successive di uno stesso topic. In particolare, alla con-
segna di una notifica viene attivato un timer per impedire la segnalazione di nuovi
update fino al suo scadere.
Copia di dati da un topic Per ottenere i dati presenti su un topic, necessari ad
esempio ad un nodo a seguito di un nuovo aggiornamento, può essere utilizzata la
funzione
int orb_copy (const struct orb_metadata *meta ,
orb_subscr_t subscriber ,
void *buffer ); 
che una volta verificati il parametrometa e i dettagli relativi al chiamante (il cam-
po subscriber riporta l’identificativo del nodo) trasferisce una copia del topic nella
struttura dati locale puntata dal parametro buffer (i dati vengono copiati localmen-
te per evitare problemi di accesso continui alla risorsa dell’ORB e per fornire ad
ogni nodo la possibilità di modificare i dati liberamente). La copia avviene in modo
atomico, perciò è garantito che il dato ricevuto corrisponde all’ultima pubblicazione
avvenuta sul topic.
Il timestamp relativo all’ultima pubblicazione può essere ottenuto tramite la
funzione
int orb_stat (const struct orb_metadata *meta ,
orb_subscr_t subscriber ,
uint64_t *last_publish ); 
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che imposta il parametro last_publish con il timestamp, misurato in micro se-
condi a partire dall’istante di avvio del sistema, relativo all’ultima chiamata della
funzione orb_publish() sul topic da parte di un qualsiasi trasmettitore. Se il topic
non è mai stato pubblicato la funzione fornisce un tempo pari a 0µs. Questo valore
può essere utilizzato per verificare la freshness dei dati presenti sul bus e risulta
utile, ad esempio, per la validazione di dati accettabili soltanto entro certi limiti
temporali, inutili se ottenuti con eccessivo ritardo.
4.3 Gestione dei parametri
Il meccanismo dei parametri viene ereditato da quello fornito nel software PX4 e
fornisce un metodo semplice per impostare il funzionamento del sistema di controllo
consentendo di regolare l’ambiente di volo in tutte le sue parti. Parametri tipici sono,
ad esempio, quelli utilizzati per regolare i guadagni dei regolatori PID nei moduli di
controllo o quelli che definiscono tempistiche, altitudine e spinta da utilizzare nelle
fasi di decollo e atterraggio.
La gestione dei parametri è connessa all’ORB, infatti ogni volta che viene aggior-
nato un parametro o ne viene definito uno nuovo, questo viene segnalato a tutte le
applicazioni interessate tramite un apposito topic denominato param_update. Ogni
pubblicazione effettuata in questo topic rappresenta una modifica dello stato di uno
o più parametri che viene gestita dai vari moduli aggiornando i parametri di loro
interesse.
Definizione di un parametro La definizione di un parametro può essere effet-
tuata tramite le seguenti macro

PARAM_DEFINE_INT32 (param_name , default_value );
PARAM_DEFINE_FLOAT (param_name , default_value );
PARAM_DEFINE_STRUCT (param_name , default_value ); 
57
4.3. GESTIONE DEI PARAMETRI
che generano un nuovo parametro di nome param_name e gli assegnano il suo
valore default_value. Se un parametro con lo stesso nome è già presente nell’elenco
il suo valore non viene alterato.
Ottenimento di un parametro Una volta definito, un parametro può essere
richiamato dall’intero sistema attraverso l’utilizzo delle due funzioni

param_t param_find (const char *name);
int param_get (param_t param_pointer , void *param_value ); 
La funzione param_find() fornisce un riferimento al parametro, precedentemente
definito, il cui nome univoco è passato come argomento. Il valore restituito da
tale funzione rappresenta l’identificativo del parametro e deve essere utilizzato per
tutte le successive operazioni ad esso relative. La funzione param_get() consente di
ottenere il valore associato al parametro il cui riferimento è passato con l’argomento
param_pointer e lo inserisce nell’oggetto puntato da param_value.
Aggiornamento di un parametro Una volta definito, un parametro può essere
aggiornato utilizzando le funzioni

int param_set(param_t param_pointer , const void *param_value );
int param_reset(param_t param); 
di cui la funzione param_set() imposta il valore del parametro puntato da pa-
ram_pointer con il valore ottenuto da *param_value, mentre la param_reset()
riporta il parametro al valore di default con cui è stato definito.
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Capitolo 5
Risultati sperimentali
In questo capitolo si analizzano i risultati di alcuni test effettuati in simulazione di
volo, dapprima eseguiti sui modelli isolati dal sistema di controllo per verificarne
la validità, ed in seguito sul sistema nel suo complesso. L’analisi dei risultati viene
effettuata studiando le differenze tra la risposta attesa e quella fornita in simulazione.
5.1 Analisi dei modelli disponibili
Il simulatore FlightGear mette a disposizione un’innumerevole quantità di velivo-
li di vario genere, forma e dimensione che possono essere inclusi nelle simulazio-
ni semplicemente effettuando il download del relativo pacchetto dal sito ufficiale
(http://www.flightgear.org/download/aircraft-v3-0/) e inserendo questo nel folder
FlightGear/data/Aircraft/. I modelli principali sono sottoposti ad una fase di review
per garantire all’utente l’affidabilità della simulazione.
I modelli d’interesse a questo progetto sono quelli di velivoli radio-controllati
identificati dalla presenza della sigla R/C nella descrizione on-line, e quelli ufficial-
mente disponibili al download risultano:
• Rascal v0.1, modello fixed-wing con controllo AERT (Aileron, Elevetor, Rud-
der e Throttle) sviluppato da Lee Elliot (3D), Dave Culp (JSBsim dynamics)
e Curt Olson, per il quale non esiste alcuna valutazione
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• YardStik v0.0, modello fixed-wing con controllo ERT (Elevetor, Rudder e
Throttle) sviluppato da Innis Cunningham, per il quale non è presente una
valutazione
Come è possibile notare non sono disponibili al download modelli rotary-wing
e questo ha reso necessario l’utilizzo di velivoli sviluppati da terze parti in veste
non ufficiale, come il quadcottero ArduCopter che rappresenta il modello simulato
della piattaforma standard utilizzata dall’autopilota APM:Copter. Per questo UAV,
come per i precedenti, non è disponibile alcuna revisione ufficiale e questo comporta
la necessità di effettuare alcuni semplici test di valutazione. La validazione di un
modello non può essere completata, almeno a livello teorico, sulla base di un nu-
mero finito di esperimenti, ma ogni modello può essere invalidato sfruttando i dati
sperimentali [18].
5.2 Valutazione dei modelli utilizzati
Si procede quindi alla validazione dei modelli disponibili allo scopo di verificarne le
caratteristiche in vista del successivo utilizzo.
5.2.1 Descrizione del setup sperimentale
La piattaforma di test utilizzata è la seguente:
• FlightGear configurato per ricevere comandi via socket utilizzando pacchetti
di tipo UDP con un rate di 40 hz
• Sistema di controllo sviluppato ad hoc per generare un output predefinito,
totalmente indipendente dallo stato del velivolo, e inviarlo verso il simulatore
tramite l’interfaccia socket
• L’aereoporto di partenza scelto è stato selezionato per la sua morfologia pia-
neggiante e l’assenza di ostacoli (il codice dell’aereoporto utilizzato è KSFO e
può essere utilizzato tramite l’opzione –airport al lancio del simulatore)
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• Lo stato di partenza del modello è imposto utilizzando le opzioni –roll=0, –
pitch=0 e –vc=0 che definiscono il velivolo come completamente fermo in uno
stato stabile
• Ogni possibile interferenza è stata rimossa utilizzando le opzioni –wind=0@0
e –turbulence=0.0 che annullano l’interazione del vento
L’assenza di ostacoli, turbolenza e vento implicano un ambiente di test ideale in
cui la risposta del modello agli stimoli è unicamente dipendente dal modello stesso.
Il sistema di controllo impiegato per il test, utilizzato come semplice intermediario
per l’invio dei comandi, rappresenta una versione minimale del progetto sviluppato,
del quale viene mantenuto soltanto il modulo comunicatore per lo scambio dati con
FlightGear. Questa scelta, che determina l’interazione con un sistema esterno al
simulatore, è motivata dalla necessità di rendere il test sperimentale ripetibile, cosa
impraticabile se l’input di comando fosse demandato all’utente, e non lede in alcun
modo la valifità della simulazione.
5.2.2 Descrizione dei test eseguiti
Dei tre modelli presentati soltanto due sono stati utilizzati nella fase di test, poiché
il velivolo YardStik è risultato inusabile in quanto causa di frequenti blocchi del si-
mulatore, dovuti alla generazione di valori infiniti o NaN nei parametri dell’UAV.
I rimanenti due, Rascal ed Arducopter, sono stati testati sfruttando dei comandi
banali, per i quali è semplice identificare la risposta attesa dal sistema nelle condi-
zioni ideali di assenza di perturbazione. Per semplificare la fase di verifica sono state
testate le risposte del modello isolando le componenti di controllo, fornendo quindi
un solo elemento di comando per volta (tra roll, pitch in controllo positivo e nega-
tivo) oltre all’ovvio e necessario controllo di spinta. I test effettuati sono descritti
individualmente nei paragrafi seguenti.
Risposta al controllo di spinta Si utilizza un controllo a rampa crescente sul
fattore di spinta, limitato al bound del 0.75 (pari al 75% della spinta massima), e
roll, pitch e yaw sono mantenuti costantemente a 0. Il risultato atteso per questo
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test è un semplice avanzamento in linea retta per il modello fixed-wing con even-
tuale e progressivo distaccamento dal suolo, mentre per il quadcottero è previsto
un innalzamento sulla verticale e il successivo mantenimeto di posizione e assetto
nel tempo. Il superamento di questo test implica la buona risposta del modello
al comando di spinta, condizione necessaria alla validazione e fondamentale per il
risultato dei successivi test.
Risposta al controllo di roll Il controllo di spinta è ereditato dal test prece-
dente e a questo si aggiunge un controllo a rampa crescente/decrescente, con un
bound di 0.20, sulla variabile roll. Il risultato di questo test è fortemente dipendente
dalla risposta fornita al controllo di spinta. Il comportamento atteso per entrambi i
modelli è un’inclinazione crescente in senso orario/antiorario lungo l’asse longitudi-
nale (l’asse che attraversa il velivolo dalla coda verso la punta) che inevitabilmente
condurrà alla variazione della direzione seguita dal modello.
Risposta al controllo di pitch Questo test è esattamente identico al precedente
se non che il controllo avviene sulla componente pitch invece che roll. Valgono le
stesse considerazioni effettuate precedentemente tenendo però conto che l’inclinazio-
ne avviene, questa volta, intorno all’asse laterale (l’asse perpendicolare al precedente
che in un aereo attraversa le ali del velivolo).
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5.2.3 Risultati ottenuti
I risultati ottenuti per i modelli Rascal e Arducopter sono mostrati nei paragrafi
seguenti; a questi è stato aggiunto un nuovo modello di quadricottero a causa delle
scarse prestazioni fornite da Arducopter, che ne rendono impossibile l’impiego e il
controllo. La ricerca di una alternativa online ha portato ad un unico altro modello
di multirotore radio-controllato disponibile per FlightGear, il quadricottero Qua-
draCopter1, fornito dallo sviluppatore Ron Jensen tramite la piattaforma Git e
non più aggiornato dal giugno del 2011.
Test di spinta del modello Rascal Le figure 5.1, 5.2 e 5.3 rappresentano l’an-
damento degli angoli di inclinazione sui tre assi a seguito del controllo di spinta
effettuato sul velivolo Rascal. Come si può notare le curve sono messe in relazione
al comando inviato verso il simulatore in modo tale da poter identificare le reazioni
al controllo.
La rampa di comando per la variabile di spinta è generata tramite incremento
ciclico all’interno del sistema di controllo minimale in connessione socket con Flight-
Gear. Dalla figura 5.1 (o equivalentemente 5.2 e 5.3 in quanto condividono lo stesso
input di controllo) si evince che all’avvio del simulatore è presente un forte rallenta-
mento nell’esecuzione dei comandi di send e receive di scambio dati, utilizzati nella
versione bloccante, che comporta delle fasi di forte ritardo d’esecuzione visibile tra
i secondi 6-8. Tale ritardo è certamente imputabile al velivolo in uso, in quanto si
ripresenta ad ogni ripetizione del test e non avviene con gli altri modelli utilizzati.
In figura 5.1 è mostrato la variazione dell’angolo di rollio ottenuto come risultato
del controllo di spinta. L’andamento mostrato si mantiene nell’intorno del valore
target fino a circa metà del test, dopodiché si ha una divergenza verso il valore di pi
radianti.
In figura 5.2 è mostrato l’andamento dell’angolo di beccheggio che, per buona
parte del test, corrisponde ai valori attesi. Il mantenimento del valore di partenza
identifica il movimento a terra del velivolo che, verso il secondo 10, accenna la fase
1Il modello è disponibile al link https://gitorious.org/ron-s-
hanger/quadracopter/source/master:.
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Figura 5.1. Variazione dell’angolo di roll risultante dal test di controllo di
spinta del velivolo Rascal.
di decollo prevista. L’andamento termina subito dopo in modo totalmente invalido
e non giusticato dal controllo fornito.
In figura 5.3 è mostrato l’andamento dell’angolo di imbardata che identifica la
direzione intrapresa dall’aereo. Come si nota, anziché mantenersi costante come era
lecito aspettarsi, si hanno variazioni profonde incompatibili con il controllo imposto.
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Figura 5.2. Variazione dell’angolo di pitch risultante dal test di controllo
di spinta del velivolo Rascal.
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Figura 5.3. Variazione dell’angolo di yaw risultante dal test di controllo di
spinta del velivolo Rascal.
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La traiettoria seguita dal velivolo è mostrata in figura 5.4 e come si può notare è
ben lontana dal percorso previsto come risultato del test. Si può inoltre notare che
la fase terminale della curva mostra un’altitudine ben inferiore a quella di partenza
e questo si spiega con la reazione impropria del simulatore all’impatto del modello
con il suolo2.
Figura 5.4. Traiettoria seguita del modello Rascal durante il test di spinta.
Il risultato ottenuto sul test di spinta identifica il modello Rascal come inap-
propriato all’uso.
2L’impatto con il suolo è gestito dal simulatore generando, in alcuni casi, un rimbalzo impossibile
pari anche ad alcune decine di metri, ed in altri, l’attraversamento del terreno come se questo non
fosse presente.
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Test di spinta del modello Arducopter In figura 5.5, 5.6 e 5.7 sono mostrati
gli andamenti degli angoli di rollio, beccheggio e imbardata relativi al test di spinta
del modello Arducopter. Tutti i grafici mostrano l’instabilità completa del velivolo
che risulta in perenne oscillazzione anche quando non è applicato alcun controllo in
ingresso.
Il risultato ottenuto è insoddisfacente e pertanto anche questo modello è total-
mente inutilizzabile e inadatto all’interazione con il sistema di controllo.
Figura 5.5. Variazione dell’angolo di roll risultante dal test di controllo di
spinta del velivolo Arducopter.
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Figura 5.6. Variazione dell’angolo di pitch risultante dal test di controllo di
spinta del velivolo Arducopter.
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Figura 5.7. Variazione dell’angolo di yaw risultante dal test di controllo di
spinta del velivolo Arducopter.
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Nel grafico 5.8, relativo al movimento nello spazio eseguito dal velivolo, è visi-
bile la quantità di oscillazioni presenti nel punto di partenza della simulazione e si
nota come la triettoria seguita sia totalmente differente da quella attesa. Queste
considerazioni portano a concludere che il modello è completamente invalido.
Figura 5.8. Traiettoria seguita del modello Arducopter durante il test di spinta.
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Test di spinta del modello QuadraCopter Le figure 5.9, 5.10 e 5.11 mostrano
il risultato del controllo di spinta effettuato sul velivolo QuadraCopter.
In figura 5.9 è mostrata la variazione dell’angolo di rollio ottenuta come risultato
del controllo di spinta e si nota come essa si mantenga nell’intorno del valore target
per i primi 12 secondi, dopo i quali subisce un’importante divergenza, dovuta ne-
cessariamente al modello viste le condizioni di test, che comporta successivamente
l’impatto al suolo (che avviene intorno al secondo 25 e spiega l’improvvisa variazione
di andamento).
Figura 5.9. Variazione dell’angolo di roll risultante dal test di controllo di
spinta del velivolo QuadraCopter.
L’andamento dell’angolo di beccheggio mostato in figura 5.10 risulta pressoché
ottimale in quanto la variazione massima ottenuta nell’intero test è dell’ordine di
10−3 radianti.
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Figura 5.10. Variazione dell’angolo di pitch risultante dal test di controllo di
spinta del velivolo QuadraCopter.
Come per l’angolo di beccheggio, la variazione dell’angolo di imbardata mostra-
ta in figura 5.11 ha una escursione massima di 10−3 radianti, molto prossima al
comportamento atteso.
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Figura 5.11. Variazione dell’angolo di yaw risultante dal test di controllo di
spinta del velivolo QuadraCopter.
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La traiettoria seguita dal velivolo è mostrata in figura 5.12 e come si può notare
si discosta fortemente dal percorso previsto come risultato del test.
Lo studio dei grafici precedenti mostra che l’errore di esecuzione è imputabile
totalmente al comportamento del quadricottero sull’asse longitudinale.
Lo sviluppatore, certamente a conoscenza dei problemi che deteriorano la dina-
mica del suo modello, ha tentato di limitare le problematiche presenti sull’angolo di
rollio imponendo un valor minimo, pari al 14% della spinta massima, al comando
fornitro al motore di destra, ovvero quello che si oppone al movimento indesidera-
to. Questa soluzione non può essere considerata valida e di fatto non porta alcun
vantaggio concreto.
Figura 5.12. Traiettoria seguita del modello QuadraCopter durante il test di spinta.
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Il risultato ottenuto sul test di spinta invalida il modelloQuadraCopter che risulta
inaccettabile come i precedenti. La mancanza di alternative porta alla necessità di
adottare uno tra i velivoli descritti, e la scelta ricade su quello che fornisce i risultati
migliori, il modello Quadracopter.
Test di controllo del modello QuadraCopter Nonostante lo scopo principale
della fase di test dei velivoli fosse quello di verificare la correttezza della loro dinamica
di volo, i test di reazione al controllo sono stati effettuati malgrado il modello si sia
già dimostrato non valido, e sono stati realizzati al solo fine di ottenere ulteriori
informazioni.
Il test di reazione al controllo del rollio è riportato nelle figure 5.13 e 5.14, che
riportano rispettivamente l’andamento dell’angolo di roll e la traiettoria percorsa a
seguito del controllo imposto. La figura 5.13 mostra come l’angolo di roll risponda
al comando fornito, abbandonando la curva seguita in figura 5.9.
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Figura 5.13. Variazione dell’angolo di roll risultante dal test di controllo del
rollio del velivolo QuadraCopter.
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La traiettoria ottenuta è mostrata in figura 5.14 e risulta profondamente diversa
rispetto a quella visibile in figura 5.12, relativa al solo comando di spinta. Si può
notare che la parte iniziale della curva riprende l’andamento mostrato precedente-
mente e questo è lecito in quanto il controllo di rollio è imposto al tempo t = 13sec.
La traiettoria che deriva dal controllo del rollio genera una parabola in direzione
opposta a quella ottenuta in figura 5.12, esattamente come previsto.
Figura 5.14. Traiettoria seguita del modello QuadraCopter durante il test di
controllo dell’angolo di rollio.
La figura 5.15 mostra come l’angolo di pitch risponda al comando di beccheggio
fornito, seguendo un andamento ben diverso da quello pressoché costante in figura
5.9 (che utilizza una scala con un fattore moltiplicativo di 10−3).
La traiettoria ottenuta è visibile in figura 5.16 e mostra come l’effetto del coman-
do di beccheggio si sommi a quello indesiderato di rollio, caratteristico del velivolo
e causa della sua inusabilità, che alla fine prevale sul comando imposto.
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Figura 5.15. Variazione dell’angolo di pitch risultante dal test di controllo del
beccheggio del velivolo QuadraCopter.
L’analisi dei precedenti grafici dimostra che il modello reagisce correttamen-
te ai comandi forniti, ma il problema della gestione dell’asse longitudinale rimane
inalterato e rende impossibile il controllo.
5.3 Analisi del sistema di controllo
Il sistema di controllo sviluppato è stato testato, una volta completo, utilizzando il
velivolo QuadraCopter, migliore tra i modelli disponibili nonostante la sua dinamica
risulti totalmente invalida. I risultati ottenuti nei test di controllo sono mostrati per
completezza, ma sono da considerarsi fortemente alterati in quanto non è possibile
verificare il funzionamento di un algoritmo di controllo se questo viene applicato ad
un modello la cui risposta non è corretta.
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Figura 5.16. Traiettoria seguita del modello QuadraCopter durante il test di
controllo dell’angolo di beccheggio.
5.3.1 Descrizione dei test eseguiti
I test di volo autonomo eseguiti sul modello risultano:
• Test di loiter, che impone al velivolo una fase di salita, in cui sono mantenute
posizione e assetto, alla quale segue la fase di attesa di un comando tipica del
loiter, durante la quale sono stabilizzate altitudine, assetto e posizione, così
da mantenere il modello quanto più possibile fermo in aria. La fase iniziale di
decollo viene mantenuta finché il velivolo non supera i 7 metri3 di altitudine
3Il parametro di altezza minima di takeoff è definito all’interno del modulo di controllo di
posizione
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rispetto al suolo
• Test di mission, che si concretizza in un pilotaggio del modello tra gli waypoint
definiti nel file della missione. Il velivolo esegue inizialmente l’operazione di
decollo, ed in seguito si dirige verso il primo waypoint impostato. Una volta
terminati i comandi della missione, il modello farà automaticamente ritorno
al punto di home e concluderà con la manovra di atterraggio
5.3.2 Risultati ottenuti
I risultati ottenuti sono mostrati in figura 5.17 per il test di loiter, ed in figura 5.18
per il comando mission. Si può notare come la traiettoria ottenuta risulti simile nei
due casi, e questo è dovuto alla fase iniziale di decollo che accomuna i due test. La
successiva fase di stabilizzazione e controllo non viene eseguita con successo ed il
velivolo impatta con il terreno dopo circa 20 secondi di esecuzione.
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Figura 5.17. Traiettoria seguita del modello sottoposto al comando di loiter.
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Figura 5.18. Traiettoria seguita del modello sottoposto al comando di mission.
83
Capitolo 6
Conclusioni
Questo capitolo presenta una breve descrizione del lavoro di tesi svolto e forni-
sce un’analisi dei risultati raggiunti sulla base degli obiettivi fissati inizialmente.
Vengono poi tracciate delle linee di possibili sviluppi futuri, definiti come parziale
rivisitazione ed ampliamento del lavoro svolto.
La realizzazione di un framework di supporto allo sviluppo e al testing di algo-
ritmi di controllo per velivoli autonomi mini-UAV, obiettivo principale della tesi, è
stata effettuata basandosi sul firmware del noto autopilota open-source PX4, che
ha fornito il software di base per la creazione del sistema di controllo realizzato. Il
codice del firmware è risultato estremamente frammentato e di difficile gestione in
quanto il progetto PX4 è tuttora in fase attiva di sviluppo e le modifiche venivano
apportate con cadenza giornaliera. In aggiunta a questo abbiamo che non è ancora
presente uno schema logico comune ai vari moduli che compongono tale software,
che risultano quindi profondamente diversi sia per struttura di base che per livello
di complessità.
Il simulatore utilizzato per il software-in-the-loop, FlightGear Simulator, si è
rivelato una scelta fallimentare in quanto il supporto primario della maggior par-
te degli autopiloti commerciali e non, è rivolto al simulatore X-plane, e questo ha
comportato non poche complicazioni. I modelli di velivoli utilizzabili con Flight-
Gear sono disponibili al download in numero assai ridotto, considerando il vincolo
di utilizzo dei soli modelli radio-controllati, e questi si sono dimostrati totalmente
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inadatti al loro scopo, mostrando risultati inaccettabili in ogni test di validazione.
6.1 Risultati ottenuti
L’obiettivo primario della tesi, ovvero la realizzazione del framework di supporto allo
sviluppo di algoritmi di controllo per UAV, può considerarsi soddisfatto, in quanto
il sistema di controllo è completamente implementato e risulta un valido strumento
dal semplice utilizzo.
La verifica del sistema di controllo è stata effettuata gradualmente, procedendo
all’analisi dei risultati di ogni singola applicazione che lo compone non appena questa
veniva inclusa nel sistema. La validazione delle singole parti è stata effettuata con
la massima perizia in quanto la dimensione del sistema complessivo avrebbe reso
estremamente problematica la ricerca e la conseguente identificazione di un errore.
Il sistema di controllo, una volta completo, è stato testato utilizzando il velivolo
QuadraCopter, risultato il migliore tra i modelli R/C disponibili per il simulatore
FlightGear, nonostante i risultati inaccettabili ottenuti nei più semplici test di vali-
dazione. Tale modello si è dimostrato totalmente inadatto allo scopo e ha di fatto
compromesso tutte le fasi di test in SIL dell’algoritmo sviluppato per il controllo dei
velivoli rotary-wing. Gli scarsi risultati ottenuti sono quindi da considerarsi forte-
mente alterati, in quanto non è possibile verificare il funzionamento di un algoritmo
di controllo se questo viene applicato ad un modello la cui risposta non è corretta.
L’algoritmo per velivoli fixed-wing, così come il precedente, ha sofferto dell’ina-
deguatezza dei modelli disponibili per il simulatore in uso, pertanto, non è stato
testato a causa della mancanza di un modello in grado di fornire una simulazione
accettabile in FlightGear.
6.2 Sviluppi futuri
Il più semplice ed immediato possibile sviluppo riguarda la necessità di effettuare un
test SIL completo e questo richiede la definizione di un velivolo valido utilizzabile con
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il simulatore FlightGear, o, cambiando approccio, fornire il supporto al simulatore
X-Plane 9, fortemente diffuso fra gli autopiloti attualmente in circolazione e per il
quale esistono una vasta gamma di modelli dal funzionamento certificato.
Successivamente sarebbe utile la gestione dei radio-controllori, al momento simu-
lati tramite un’apposita interfaccia grafica, in modo tale da consentire il comando
remoto del velivolo abbandonando così la necessità dell’interazione da tastiera.
Un ulteriore sviluppo futuro potrebbe garantire l’interfacciamento con program-
mi diffusi per la pianificazione e la gestione delle missioni, come il noto APM Mis-
sion Planner che consente di generare una lista di comandi tramite una semplice
interfaccia grafica basata sulle mappe di Google Heart.
Infine, il software sviluppato è stato completamente implementato in codice C,
linguaggio molto utilizzato nei sistemi embedded, per garantire un semplice porting
on-board qual’ora questo sistema di controllo dovesse essere utilizzato per HIL o
direttamente a bordo di un velivolo fisico.
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