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ABSTRAKT
Práce je zaměřena na realizaci a popis aplikace pro měření zvukových efektů, které jsou
implementované jako zásuvné moduly. Aplikace měří v časové oblasti impulsní charak-
teristiku, převodní charakteristiku efektů pro dynamickou úpravu signálu, dále zobrazuje
průběhy náběhu a doběhu dynamických efektů. Ve frekvenční oblasti aplikace měří frek-
venční spektrum signálu a frekvenční charakteristiku systému. Aplikace je doplněna o
měření externích efektů pomocí ASIO rozhraní.
KLÍČOVÁ SLOVA
Zvukový efekty zásuvný modul charakteristika VST ASIO
ABSTRACT
The term paper is focused on the implementation and description of the application
for the measurement of sound effects, which are implemented as plug-ins. Application
measures in the time domain impulse response, transfer characteristics of dynamic effects.
Application also shows the waveforms of attack and release time. In frequency domain
application measures the frequency spectrum of the signal and frequency response of
the system. The application is accompanied by the measurement of external effects by
ASIO interface.
KEYWORDS
Sound effect plug-in characteristic VST ASIO
FRENŠTÁTSKÝ, Petr Aplikace pro měření charakteristik číslicových hudebních efektů
implementovaných jako zásuvné moduly: bakalářská práce. Brno: Vysoké učení tech-
nické v Brně, Fakulta elektrotechniky a komunikačních technologií, Ústav telekomuni-
kací, 2012. 55 s. Vedoucí práce byl Ing. Jaromír Mačák
PROHLÁŠENÍ
Prohlašuji, že svou bakalářskou práci na téma „Aplikace pro měření charakteristik čís-
licových hudebních efektů implementovaných jako zásuvné moduly“ jsem vypracoval
samostatně pod vedením vedoucího bakalářské práce a s použitím odborné literatury a
dalších informačních zdrojů, které jsou všechny citovány v práci a uvedeny v seznamu
literatury na konci práce.
Jako autor uvedené bakalářské práce dále prohlašuji, že v souvislosti s vytvořením
této bakalářské práce jsem neporušil autorská práva třetích osob, zejména jsem nezasáhl
nedovoleným způsobem do cizích autorských práv osobnostních a/nebo majetkových a
jsem si plně vědom následků porušení ustanovení S 11 a následujících autorského zá-
kona č. 121/2000 Sb., o právu autorském, o právech souvisejících s právem autorským
a o změně některých zákonů (autorský zákon), ve znění pozdějších předpisů, včetně
možných trestněprávních důsledků vyplývajících z ustanovení části druhé, hlavy VI. díl 4
Trestního zákoníku č. 40/2009 Sb.
Brno . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
(podpis autora)
Děkuji vedoucímu práce Ing. Jaromírovi Mačákovi za velmi užitečnou metodickou
pomoc a cenné rady při zpracování bakalářské práce.
OBSAH
Úvod 10
1 Rozbor problematiky 11
1.1 Zvukové efekty . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
1.2 Dělení zvukových efektů . . . . . . . . . . . . . . . . . . . . . . . . . 11
1.3 Testovací signály . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
1.4 Technologie zásuvných modulů . . . . . . . . . . . . . . . . . . . . . . 18
1.5 Technologie ASIO . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
2 Výsledky práce 21
2.1 Struktura programu . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
2.2 Generování testovacích signálů . . . . . . . . . . . . . . . . . . . . . . 22
2.3 VST hostitelská aplikace . . . . . . . . . . . . . . . . . . . . . . . . . 27
2.4 ASIO hostitelská aplikace . . . . . . . . . . . . . . . . . . . . . . . . 28
2.5 Analýza . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
2.6 Časová analýza . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
2.6.1 Měření časových průběhů . . . . . . . . . . . . . . . . . . . . 31
2.6.2 Měření impulsní funkce . . . . . . . . . . . . . . . . . . . . . . 32
2.6.3 Měření převodní charakteristiky efektů pro úpravu dynamiky . 32
2.6.4 Měření časových konstant u efektů pro dynamickou úpravu
signálu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
2.7 Frekvenční analýza . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
2.7.1 Knihovna FFTW . . . . . . . . . . . . . . . . . . . . . . . . . 36
2.7.2 Frekvenční spektrum . . . . . . . . . . . . . . . . . . . . . . . 37
2.7.3 Měření frekvenčního přenosu . . . . . . . . . . . . . . . . . . . 38
2.7.4 Třetinooktávová analýza . . . . . . . . . . . . . . . . . . . . . 40
2.7.5 Měření harmonického zkreslení . . . . . . . . . . . . . . . . . . 43
2.8 Aplikace VST Analyzér . . . . . . . . . . . . . . . . . . . . . . . . . . 44
2.8.1 Prostředí Qt . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
2.8.2 Grafické uživatelské rozhraní . . . . . . . . . . . . . . . . . . . 45
3 Závěr 46
Literatura 47
Seznam symbolů, veličin a zkratek 49
Seznam příloh 52
A Obsah CD 53
B Třetinooktávová pásma 54
C Signály uživatelského rozhraní 55
SEZNAM OBRÁZKŮ
1.1 Rozdělení zvukových efektů podle principu efektu . . . . . . . . . . . 12
1.2 Blokové schéma efektu pro kmitočtovou filtraci signálu . . . . . . . . 12
1.3 Blokové schéma průchodu harmonického signálu nelineárním systémem 13
1.4 Blokové schéma efektů pro úpravu dynamiky . . . . . . . . . . . . . . 14
1.5 Porovnání převodních charakteristik jednotlivých efektů . . . . . . . . 15
1.6 Blokové schéma efektů se zpožďovací linkou . . . . . . . . . . . . . . 15
1.7 Třetinooktávová analýza růžového šumu . . . . . . . . . . . . . . . . 17
1.8 Blokové schéma VST plug-inů . . . . . . . . . . . . . . . . . . . . . . 18
1.9 Dvojité zásobníky u ASIO rozhraní . . . . . . . . . . . . . . . . . . . 19
2.1 Třídní struktura programu . . . . . . . . . . . . . . . . . . . . . . . . 23
2.2 Blokové schéma realizace generátoru periodických signálů . . . . . . . 24
2.3 Obecné blokové schéma generátoru MLS signálu . . . . . . . . . . . . 26
2.4 Vývojový diagram algoritmu pro zpracování signálu efektem . . . . . 28
2.5 Stavový diagram ASIO rozhraní . . . . . . . . . . . . . . . . . . . . . 29
2.6 Výměna dat při vratném volání bufferSwitch() . . . . . . . . . . . . . 30
2.7 Měření časových průběhů efektů tremolo a fuzz . . . . . . . . . . . . 32
2.8 Impulsní charakteristika reverbu . . . . . . . . . . . . . . . . . . . . . 33
2.9 Vývojový diagram měření převodní charakteristiky . . . . . . . . . . 34
2.10 Převodní charakteristika kompresoru . . . . . . . . . . . . . . . . . . 35
2.11 Blokové schéma pro měření střední hodnoty signálu . . . . . . . . . . 35
2.12 Průběh náběhu kompresoru . . . . . . . . . . . . . . . . . . . . . . . 36
2.13 Krátkodobá Fourierova transformace . . . . . . . . . . . . . . . . . . 38
2.14 Frekvenční spektrum testovacího signálu . . . . . . . . . . . . . . . . 39
2.15 Frekvenční přenos systému . . . . . . . . . . . . . . . . . . . . . . . . 39
2.16 Měření frekvenčního přenosu . . . . . . . . . . . . . . . . . . . . . . . 40
2.17 Frekvenční charakteristika grafického ekvalizéru . . . . . . . . . . . . 41
2.18 Třetinooktávová analýza . . . . . . . . . . . . . . . . . . . . . . . . . 42
2.19 Třetinooktávová analýza bílého šumu . . . . . . . . . . . . . . . . . . 43
2.20 Měření celkového harmonického zkreslení . . . . . . . . . . . . . . . . 44
2.21 Hlavní okno aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
ÚVOD
Práce byla zadána na ústavu Telekomunikací na FEKT VUT. Úkolem práce je sezná-
mit se s možnostmi softwarového zpracování zvuku pomocí efektů implementované
jako zásuvné moduly. Zjistit, jaký vliv mají různé druhy efektu na signál. Dále je
práce zaměřena na seznámení s technologii ASIO1.
Výstupem práce by měla být funkční aplikace, která bude umět generovat tes-
tovací signály různých vlastností. Dále pak bude umět načítat efektové procesory
formou VST2 plug-inu. Následně aplikace bude zpracovávat a vyhodnocovat vý-
stupní signál z efektu, vykreslovat charakteristiky a zjišťovat parametry načteného
efektu. Dále by aplikace měla přes externí zvukové rozhraní měřit charakteristiky a
vlastnosti hardwarových hudebních zařízení.
Aplikace by měla sloužit jako interaktivní učební pomůcka, na které by studenti
měli názorně vidět a zjišťovat, jak se zvukový efekt projevuje na jednotlivých testo-
vacích signálech. Student by měl sám zjistit, jaký signál použít, aby byla vykreslena
správná charakteristika.
Snahou je, aby aplikaci bylo možné použít jako kontrolní nástroj, který by se
dal využít k proměřování charakteristik zvukových efektů při vývoji VST zásuvných
modulů.
Dalším předpokladem práce je vytvořit aplikaci, kterou bude možné využít na více
operačních systémech, primárně však na Windows a MAC OS.3 Z toho důvodu bude
k vývoji aplikace použita multiplatformní knihovna Qt, která je licencovaná pro ne-
komerční užití jako GNU GPL v3.0.4 Programovací jazyk je použit C++.
1Audio Stream Input/Output rozhraní pro spolupráce s externími zvukovými kartami
2Z anglického Virtual Studio Technology je technologie firmy Steinberg pro specifikaci zvuko-
vých efektů implementované jako zásuvné moduly.
3Z anglického Macintosh je operační systém firmy Apple.




Zvukové efekty slouží ke zpracování zvukových signálů. Pomocí technologických po-
stupů upravuje signál a snaží se napodobit konkrétní vlastnosti, např. dozvukové.
První efekty vznikaly nechtěně při nahrávání, např. díky nedokonalosti nahráva-
cích prostorů, kdy se na záznamu objevovaly zvuky, které vznikaly díky dozvukovým
vlastnostem místností. První užitkové efekty se začaly objevovat s příchodem elektro-
nických syntezátorů. Hlavní rozvoj zvukových efektů nastal s příchodem elektrických
kytar. Byla snaha o simulaci zvuků odlišných barevností, které vznikaly v různých
typech kytarových zesilovačů. Nejznámější je simulace elektronkových zesilovačů,
které jsou význačné svou charakteristickou barvou[16]. Díky velkým možnostem tva-
rování a modulací signálů vzniklo velké množství zvuků různých barev, které našly
uplatnění v mnoha hudebních žánrech.
Primárně byly zvukové efekty realizovány jako hardwarové zařízení, které pracují
s analogovým signálem. V dnešní době se efekty také realizují pomocí softwarových
implementací formou zásuvných modulů, které se využívají v moderních nahrávacích
programech. Principem softwarového efektu je vytvoření algoritmu, který číslicově
zpracovává signál.
1.2 Dělení zvukových efektů
Existují mnohá kritéria dělení zvukových efektů. Nejznámější dělení je podle toho,
jak efekt zpracovává signál. První skupina efektů zpracovává signál jako celek, efekt
je řazen sériově do signálové cesty. Druhá skupina pak pracuje na paralelním vkládání
efektů do signálové cesty. U tohohle typů je veden zvlášť signál nezpracovaný a signál
zpracovaný efektem. Na výstupu lze pak řídit poměr mezi těmito větvemi(MIX).[18]
Další kritérium pro dělení efektů je, pro jaké účely lze efekt používat např. pro
zpracování vstupu z elektrické kytary, vokálů, efekty užívané v dokončovacích proce-
sech nahrávek apod. My se budeme zabývat dělením podle toho, na jakém principu
funguje samotný efekt (obr. 1.1).
Efekty pro kmitočtovou filtraci signálu
Efekty využívající kmitočtovou filtraci patří mezi jedny z nejvýznamnějších efektů.
Vstupní signál je filtrován v časové oblasti pomocí několika za sebou řazených kmi-
točtových filtrů typů horní a dolní propust, pásmová propust nebo zádrž, které


































Efekty pro simulaci 
prostorů
Obr. 1.1: Rozdělení zvukových efektů podle principu efektu
jako lineární časově neměnný systém s přenosovou funkcí 𝐻(𝑧), (obr. 1.2) která je
řízená koeficienty jednotlivých filtrů. Vztah mezi vstupními a výstupními vzorky








kde jsou hodnoty výstupu vyjádřeny pomocí hodnot v dřívějších okamžicích. Koefi-
cienty 𝑎𝑖 jsou váhové koeficienty vstupu a 𝑏𝑖 jsou váhové koeficienty výstupu.
Základní efekt pro kmitočtovou filtraci je ekvalizér. Používá se pro kmitočto-
vou korekci signálu v nahrávacích řetězcích. Dalším efektem je Wah, který využívá
kmitočtové filtrace signálu. Je sestaven z filtru dolní nebo pásmová propust, u kte-




Obr. 1.2: Blokové schéma efektu pro kmitočtovou filtraci signálu
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Efekty pro nelineární úpravu signálu
Jedná se o efekty, které pomocí nelineární převodní funkce (obr. 1.3) tvarují vstupní
signál např. ho usměrňují nebo ho ořezávají apod. Obecně se jedná o nelineární sys-
tém, kde neplatí princip superpozice. Při průchodu signálu systémem vznikají vyšší
harmonické a kombinační složky, jejichž poměr je závislý na amplitudě vstupního
signálu a pracovním bodě systému.
Většinou vznik nelineárního zkreslení se považuje v nahrávkách jako nežádoucí
jev, kdy se vznikem vyšších harmonických složek znehodnocuje záznam. Obecně se
tento fakt dá využít ku prospěchu např. v rockové hudbě, kdy se pomocí převodní
funkce tvaruje vstupní signál, čímž vznikají zvuky různých barevností. Příklady
efektů pro nelineární úpravu signálu jsou distortion nebo overdrive.
Obr. 1.3: Blokové schéma průchodu harmonického signálu nelineárním systémem
Pro měření nelinearity systému se používá indikátor celkového harmonického
zkreslení, který je vyjádřen jako druhá odmocnina poměru součtu mocnin výkonů
všech harmonických nad 1. harmonickou a součtu mocnin výkonů všech harmonic-
kých včetně první harmonické[19]
𝑇𝐻𝐷 =
⎯⎸⎸⎷𝐴22 + 𝐴23 + . . .+ 𝐴2N
𝐴21 + 𝐴22 + . . .+ 𝐴2N
. (1.2)
13
Efekty pro dynamickou úpravu signálu
Efekty pro dynamické zpracování signálů jsou založeny na měření úrovně signálu
pomocí sledovače obálky. Na základě výstupu ze sledovače je pomocí převodní funkce
určen zesilovací činitel signálu 𝑔(𝑛), kterým je násoben signál z přímé větve. Sledovač
obálky sleduje buď úroveň efektivní hodnoty signálu, nebo špičkové hodnoty. Záleží













Obr. 1.4: Blokové schéma efektů pro úpravu dynamiky
V rámci řídící větve je zahrnut dynamický filtr, který ovlivňuje časové konstanty.
Jedná se o čas náběhu (attack time), který ovlivňuje rychlost reakce efektu a čas do-
běhu (realease time), který ovlivňuje dobu setrvávání efektu. Důležitým parametrem
efektů je práh úrovně (treshold). Při překročení téhle úrovně hlasitosti u vstupního
signálu, dojde ke změně úrovně signálu podle kompresního poměru, který je vyjád-
řen ve tvaru a:b vyjadřující závislost úrovně výstupního signálu na úrovni vstupního
signálu.
Efekty pro dynamickou úpravu signálu lze rozdělit podle tvaru převodní charak-
teristiky(obr. 1.5):
• Kompresor – upravuje dynamiku signálu nad prahovou úrovni podle kom-
presního poměru - snižuje dynamiku signálu,
• Limitér – kompresor, který funguje s extrémním nastavením kompresního
poměru ∞ : 1,
• Expandér – upravuje dynamiku pod prahovou úrovni podle kompresního
poměru - zvyšuje dynamiku signálu,
• Šumová brána – expandér, který je nastaven s extrémním kompresním po-
měrem 1 :∞.
Efekty využívající zpožďovací linku
Do téhle skupiny patří efekty, které využívají zpožďovací linku. Základní blokové
schéma je znázorněno na obr. 1.6. Vstupní signál je v přímé větvi násoben kon-
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Obr. 1.5: Porovnání převodních charakteristik jednotlivých efektů
stantou 𝑎B a sečtený se signálem zpožděný o M vzorků násobeným konstantou 𝑎FF.
Z výstupu zpožďovací linky je na její vstup opět přiváděn zpětnovazební signál ná-
sobený konstantou 𝑎FB. Pro výstupní signál 𝑦(𝑛) platí
𝑦(𝑛) = 𝑎B𝑥(𝑛) + (𝑎B𝑎FB + 𝑎FF) 𝑣(𝑛−𝑀), (1.3)
𝑣(𝑛) = 𝑥(𝑛) + 𝑎FB 𝑣(𝑛−𝑀), (1.4)






Obr. 1.6: Blokové schéma efektů se zpožďovací linkou
Mezi základní efekty využívající zpožďovací linku patří[18]:
• Echo – efekt, u kterého dochází k opakování původního signálu jednou čí
vícekrát(ozvěny) s časovou prodlevou 50ms, kdy je opakovaný signál takřka
součástí původního zvuku, až po zřetelné oddělení celých frází, kdy může být
čas zpoždění i několik sekund,
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• Phase shifter – efekt, vytvořen pomocí dvou fázovacích článků, které jsou
spojeny sériově v nepřímé větvi. Dochází k fázovému posunu oproti přímé
větvi,
• Chorus – dochází k časovému zpoždění signálu o několik milisekund se zave-
dením mírné modulace.
Efekty pro modulaci signálu
Do této skupiny spadají efekty, které využívají princip modulace signálů. Modulací
se rozumí proces, který upravuje charakter přímého signálu (modulovaný signál)
s nepřímým signálem, generovaným uvnitř efektu (modulační signál). Obecný zápis
harmonického signálu je vyjádřen funkcí:
𝑓(𝑡) = 𝐴 sin(𝜔𝑡+ 𝜙0). (1.5)
Podle parametru, který u signálu ovlivňujeme modulačním signálem rozeznáváme
několik druhů modulací[19]:
• amplitudu (A) – amplitudová modulace (AM),
• úhlovou rychlost (𝜔) – frekvenční modulace (FM),
• fázový posuv (𝜙0) – fázová modulace (PM).
Mezi efekty, které pracují s modulací signálu patří:
• Tremolo – provádí modulaci amplitudové obálky,
• Vibráto – využívá kombinace frekvenční a fázové modulace.
Efekty pro simulaci prostorů
Efekty vytvářejí umělý zvuk, jenž se snaží napodobit chování akustického signálu
v reálných prostorech. Reálné prostory lze chápat jako lineární systém, který je
popsán přenosovou funkcí𝐻(𝑧) a i tak se chová efekt. Dozvukové vlastnosti lze zjistit
podle obálky impulsní odezvy. Nejvýznamnějším parametrem je doba dozvuku. Je
to čas, za který intenzita vstupního signálu klesne o 60 dB.
Efekt, který se využívá pro simulaci reálných prostorů, se nazývá reverb.
1.3 Testovací signály
Pro měření vlastností a charakteristik efektů používáme několik základních testova-
cích signálů. Každý testovací signál má své definované vlastnosti v časové a spekt-
rální oblasti, které se projeví při průchodu systémem.
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Jednotkový impuls
Jednotkový impuls, nebo-li Diracův impuls, je velmi úzký a velmi vysoký obdélní-
kový impuls, jehož výška je rovna převrácené hodnotě šířky. Teoreticky je výška
rovna nekonečnu. Matematicky je diracův impuls popsán funkcí:[12]
𝛿(𝑥) =
{︁∞, 𝑥=0
0, 𝑥 ̸=0 kde platí,
∫︁ ∞
−∞
𝛿(𝑥) d𝑥 = 1. (1.6)
Pomocí Diracova impulsu měříme impulsní charakteristiku systému. Na vstup sys-
tému je přiveden impuls a na výstupu je sledován průběh v časové oblasti.
Šumové signály
Jedná se o náhodné signály. Nejvýznamnějším signálem je bílý šum, který je vý-
znamný svou rovnoměrnou výkonovou spektrální hustotou. Signál má stejný výkon
v jakémkoliv pásmu shodné šířky. Přívlastek bílý pochází od analogie s bílým svět-
lem, ve kterém jsou zastoupeny paprsky všech vlnových délek. Bílý šum teoreticky
obsahuje všechny frekvence, čehož je využíváno ke spektrální analýze systému, kdy
na vstup je přiveden šumový signál a na výstupu je sledován průběh ve spektrální
oblasti. Obdobou bílého šumu je v digitální technice signál MLS, který je tvořen
1 a 0.
Obr. 1.7: Třetinooktávová analýza růžového šumu
Šumový signál se používá k třetinooktávové analýze. Třetinooktávové spektrum
bílého šumu je charakteristické směrnicí přímky. Úroveň signálu vzrůstá o 3 dB za ok-
távu. Proto se pro třetinooktávovou analýzu používá růžový šum (1/f), který má
rovnoměrné třetinooktávové spektrum (Obr. 1.7).
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Harmonický signál
Harmonicky signál je základní signál. Matematicky je popsán funkcí:
𝑓(𝑡) = 𝐴 sin(𝜔𝑡+ 𝜙0), (1.7)
kde A je amplituda, 𝜔 úhlová rychlost a 𝜙 fázový posun. Ve spektrální oblasti má
jen jednu frekvenční složku, která je určena úhlovou rychlostí. Používá se například
k analýze, jaký vliv má efekt jen na jednu frekvenční složku.
1.4 Technologie zásuvných modulů
Zásuvné moduly (tzv. plug-in moduly) se používají k zapouzdřování procesů.
Ve vnitřní struktuře jsou obsaženy strojové kódy, které provádějí algoritmy, které ve
zvukové technice upravují a zpracovávají zvukový signál. Lze je libovolně vkládat a
odebírat z cesty zvukového signálu. Zásuvné moduly nelze spustit samostatně, rea-
lizují se jako knihovny, které je potřeba spouštět pomocí hostitelské aplikace. V zá-
vislosti na operačním systému se knihovny realizují např. jako dynamicky linkované















Obr. 1.8: Blokové schéma VST plug-inů
Čistě pro zpracování audio signálu používá technologii zásuvných modulů firma
Steinberg se svou virtuální studiovou technologií (VST). Obecně zásuvný modul je
chápán jako „černá skříňka“, kde na vstup je přiveden signál a na výstupu je signál
zpracovaný modulem. VST moduly obsahují určitý počet vstupů a výstupu. Ovlá-
dání vnitřního procesu je realizováno pomocích řídicích parametrů, které lze ovládat
z vnějšku modulu pomocí řídicích sekvencí. Jednou z možností změny parametrů je
řízení pomocí grafického editoru, který je většinou součástí zásuvného modulu.
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1.5 Technologie ASIO
Jádra všech operačních systémů nemají jednoduše vyřešenou problematiku přístupu
ke zvukové kartě, která podporuje více vstupů a výstupů, čímž dochází ke špatné
synchronizaci mezi jednotlivými kanály. Většina osobních počítačů obsahuje pouze
jeden stereofonní vstup a výstup, a proto v tomhle případě nedochází ke komplika-
cím. V případě hudebního průmyslu, kdy se používají externí zvukové karty s mnoha
kanály dochází k mnohačetným problémům.
Z toho důvodu přišla firma Steinberg s rozhraním Zvukový proud vstupu a vý-
stupu (ASIO1), které dokáží efektivně přistupovat k hardwaru zvukové karty a zpro-
středkovat data ze zásobníků jednotlivých kanálů do hostitelské aplikace a opačně.
Tím dochází k lepší propustnosti, synchronizaci, menší latenci2 a větší rozšířitelnosti
využití hardwarových vstupů a výstupů. Rozhraní není limitováno počtem kanálů (je
pouze limitováno výkonem počítače), vzorkovací frekvencí a bitovým rozlišením[13].
Základní komunikace mezi hardwarem zvukové karty a hostitelskou aplikací je
realizováno pomocí ovladače, který je dodáván spolu se zvukovou kartou a který je
uzpůsoben pro efektivní přistup ke konkrétnímu hardwaru. Pro zvukové karty, které
podporují kodek AC’97 existuje univerzální ovladač Asio4All3.
Blok 1 Blok 2
Zásobník vstupu 1
Blok 1 Blok 2
Zásobník výstupu 1
…
Blok 1 Blok 2
Zásobník vstupu N



































Obr. 1.9: Dvojité zásobníky u ASIO rozhraní
Pro efektivní zpracování a velkou flexibilitu implementuje ASIO ovladač vstupní
a výstupní kanály, jako kruhové zásobníky se dvěma bloky dat. Využívá systému
dvojitého zásobníku pro uchovávání dat (Obr. 1.9), kdy každý zásobník reprezen-
tuje vždy jeden kanál vstupu nebo výstupu. Velikost bloků zásobníků je zjištěna
1Audio Stream Input/Output
2Zpoždění mezi vstupem a výstupem
3www.asio4all.com
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z nastavení ovladače zvukové karty, kdy nastavení výrazně ovlivňuje funkcionalitu
toku zvukových dat jak z pohledu míry zpoždění, tak z hlediska propustnosti.
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2 VÝSLEDKY PRÁCE
Výsledkem této práce je vytvoření aplikace, ve které jsou implementovány tyto zá-
kladní části a to generování testovacích signálů, hostitelské aplikace pro VST zá-
suvné moduly a ASIO technologii, které představují systém pro analýzu. Poslední
části je samotná analýza, kde jsou vyhodnocovány výsledky z výstupů hostitelských
aplikací. V aplikaci je zavedené grafické rozhraní, které má za úkol zprostředkovat
interakci mezi uživatelem a softwarem a dále pak vizualizovat měřené průběhy a
charakteristiky.
Program je vytvořen v jazyce C++ a implementován s multiplatformními knihov-
nami Qt. Pro vykreslování grafických průběhů je použita sada knihoven Qwt.
Při zpracování signálů jsou jednotlivé vzorky reprezentovány datovým typem
float s 32bitovou plovoucí řádovou čárkou. Úroveň signálu je vyjádřena v logarit-
mickém měřítku v dB. Pro samotné výpočetní funkce je použit vztah 2.2







na převod čísel s plovoucí čárkou. Jednotka 𝑑𝐵FS je logaritmické vyjádření úrovně
v digitální technice, kdy 0 dB znamená plné vybuzení rozsahu datového typu. Pro-
měnná 𝑤0 je maximální úroveň. Proměnná 𝑤 je úroveň signálu v lineárním měřítku
vyjádřena desetinným číslem. 𝐿𝑑𝐵FS je úroveň signálu v logaritmickém měřítku vyjá-
dřena v decibelech. Pro indikaci vybuzení jsou zvoleny mezní hodnoty -1 a 1. Zvyšuje
se tak čitelnost úrovní signálů a zlepšuje se interakce mezi hostitelskými aplikacemi,
jelikož například VST zásuvné moduly využívají právě rozsah -1 a 1.
Pro vyjádření závislosti počtů vzorků na čase je zaveden parametr vzorkovací
frekvence, který vyjadřuje kolik vzorků odpovídá 1 s signálu. Aplikace pracuje se
třemi typy vzorkovací frekvence: 44100Hz, 48000Hz, 96000Hz. Vzorkovací frekvence
je volena přímo uživatelem podle právě aktuální potřeby.
2.1 Struktura programu
Hlavní výhodou jazyka C++ je zavedení objektově orientovaného programování.
Proto byly při vývoji aplikace využity principy objektového programování. Program
je rozdělen do několika modulů, které obsahují třídy jednotlivých funkcionalit. Je vy-
užit koncept zapouzdření, kdy jednotlivé třídy obsahují privátní proměnné a funkce,
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ke kterým má přístup pouze samotná třída. Komunikace mezi třídami probíhá na zá-
kladě veřejných metod a funkcí s jasně definovanými argumenty. Dále je využit kon-
cept dědění, kdy jednotlivé třídy dědí funkcionality bázových tříd knihovny Qt.
Vývoj aplikace byl rozdělen na dva celky. První celek obsahuje třídy, které slouží
implementaci funkcí pro generování testovacích signálů (CGenerator), hostování
VST modulů (CVSTHost), zobrazení editoru VST modulu (CVSTEditor), hosto-
vání ASIO rozhraní (CASIOHost) a zpracování a analýzu signálů (CAnalys). Obsa-
huje také speciální třídy pro implementaci vícevláknového režimu (CAnalysThread
a CAnalysExtThread). Druhý celek je zaměřen na grafické rozhraní a vizualizaci mě-
řených průběhů (CUserGUI ). Tahle třída dále zahrnuje třídy pro jednotlivé grafické
prvky. Jedná se o zobrazení dialogu s informacemi o VST modulu (CVSTInfoDia-
log), dialogu s nastavením parametrů programu (CPrefDialog), zobrazení plochy pro
vykreslování časových průběhů (CTimePlot) a frekvenčních průběhů (CSpecPlot).
Dále pak dialogu pro zobrazení převodní charakteristiky (CDynChar) společně s plo-
chou pro zobrazení křivky (CDynCharPlot).
Základním prvkem aplikace je jádro (VSTAnalyzerCore), které obsahuje všechny
stavové parametry programu, vytváří instance jednotlivých tříd a provolává jed-
notlivé funkcionality programu. Zároveň zaštiťuje oba dva celky a vytváří komuni-
kační rozhraní mezi nimi. Struktura programu je znázorněna třídním diagramem
na obr. 2.1.
2.2 Generování testovacích signálů
Prvně se zaměříme na generování testovacích signálů. Pro tuhle funkci je imple-
mentovaná třída CGenerator, která generuje signály podle zadaných parametrů.
Nastavení typu signálu se provádí pomocí metody
void s e t S i g n a l ( TSign GenSignal ) ,
kde GenSignal je proměnná, která obsahuje druh a parametry zvoleného testovacího
signálu. Pro získání vzorku z generátoru se používá funkce
f loat getValue ( ) ,
která při každém volání vrací vzorek podle vnitřního indexu. Samotné generování
probíhá do kruhového zásobníku, kdy naplnění probíhá při volání metody pro nasta-
vení signálu. Velikost zásobníku je závislá na periodě generovaného signálu. V pří-
padě šumových signálů, přelaďovaného sinu a Diracova impulsu je perioda 1 s.
Generované signály jsou rozděleny na dvě skupiny periodické a neperiodické.
Mezi periodické signály patří harmonický signál, obdélníkový signál, trojúhelníkovitý
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Obr. 2.1: Třídní struktura programu
signál. Mezi neperiodické pak patří bílý šum, MLS signál, přelaďovaný harmonický
signál a Diracův impuls.
Periodické signály
Generování harmonického signálu je založeno na výpočtech funkčních hodnot
v jednotlivých vzorcích. Vstupními parametry jsou frekvence harmonického signálu,
fázový posun, který je zadáván ve stupních a dále pak amplituda signálu. Obecné
blokové schéma je znázorněno na obr. 2.2.
Důležitým parametrem obdélníkového signálu je střída S, která vyjadřuje
poměr času, jak dlouho úroveň signálu v periodě setrvá ve dvou definovaných stavech,
což může být například stav 1 a 0. Parametr vyjadřuje procentuální část periody,
kdy signál setrvá v prvním „sepnutém“ stavu. Dalším parametrem je amplituda A,
která vyjadřuje úroveň prvního stavu. Generování funguje na principu porovnávacího
článku, je-li číslo vzorku menší než 𝑆100 *p , objeví se na výstupu signál s úrovní ampl.
V opačném případě se na výstupu objeví signál s 0vou úrovní. Symbolem p je perioda
signálu. Principiální blokové schéma je znázorněno na obr. 2.2.
Trojúhelníkovitý signál je generován pomocí čítače i. Hlavním parametrem
je pozice vrcholu 𝑝𝑣𝑟, který vyjadřuje pozici vrcholu trojúhelníku v periodě. Prvně
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kde A je parametr, udávající maximální úroveň trojúhelníku. Pomocí komparátoru
je porovnáván index vzorku. V případě, že je menší jak 𝑝𝑣𝑟, dojde ke zvyšování
úrovně signálu o úroveň K. V případě, že index vzorku je větší, dojde ke snižování





























Obr. 2.2: Blokové schéma realizace generátoru periodických signálů
Periodické signály s konečným spektrem
Při generování obdélníkového a trojúhelníkového testovacího signálu předchozím
způsobem dochází k problémům ve frekvenční oblasti. Ideální analogový obdélní-
kový a trojúhelníkový signál má nekonečné spektrum - je složen z nekonečně mnoha
harmonických signálů. Při navzorkovaní a přechodu do digitálního systému dojde
k nedodržení Shannonova teorému a následně dojde k masivnímu aliasingu[12], což
se negativně projeví na slyšitelnosti a na korektnosti měření při použití těchto sig-
nálů.
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Touhle problematikou se zabýval Ing. Petr Maule ve své diplomové práci, kde řešil
syntézu pásmově omezených signálů a vytvořil generátory těchto signálů. Do apli-
kace byl implementován generátor, který využívá metodu postupných integrací, kde
pásmově omezený sled impulzů je syntetizován na základě okénkovaných funkcí sinc
(BLIT-SWS – SUM of Window Sinc)[8].
Neperiodické signály
Bílý šum je signál, který obsahuje vzorky s náhodnou úrovní. Důležitou vlast-
ností bílého šumu je jeho Gaussovské pravděpodobnostní rozdělení. Vyjadřuje, že
střední hodnota všech vzorků je rovna 0. Bílý šum je generován pomocí funkce,
která vrací náhodné čísla v rozmezí < −1, 1 >. V počítačové technice se gene-
rují náhodné čísla pseudonáhodně, což znamená, že posloupnost náhodných čísel
se za určitý počet prvků opakuje. Pro generaci bílého šumu byl použit algoritmus
pro vytvoření posloupnosti náhodných čísel „Mother-Of-All“, který byl vytvořen
Georgem Marsaglia[9]. Algoritmus generuje signál s větší periodicitou a zároveň spl-
ňuje podmínku Gaussova pravděpodobnostního rozdělení. Směrodatná odchylka je
v podstatě dána maximální úrovní signálu, která je zadávána pomocí parametru
Ampl.
Růžový šum je šumový signál, jehož modulová frekvenční charakteristika klesá
o 3 dB za oktávu. Princip generování růžového šumu popsal Jeff Schenck na základě
článku [5], kdy použil bílý šum, který filtroval pomocí 1
𝑓
AR filtrem s nekonečnou




kde 𝜔 je úhlový kmitočet. Samotná filtrace je provedena IIR filtrem s přenosovou
charakteristikou
𝐻(𝑧) = 1
𝑎0 + 𝑎1𝑧−1 + 𝑎2𝑧−2 + . . .+ 𝑎𝑁𝑧−𝑁
. (2.5)
kde N je řád filtru, pro účely aplikace byl zvolen řád 100. Koeficienty jsou vypočteny
ze vztahu
𝑎𝑖 = (𝑖− 1, 5)𝑎𝑖
𝑖
kde, 𝑖 ∈< 1, 𝑁 > a 𝑎0 = 1. (2.6)
Popsaná metoda je výhodná z důvodu, že zde vzorkovací frekvence neovlivňuje koe-
ficienty filtru[4]. Pro implementaci filtru je použita struktura první kanonické[17].
MLS1 je pseudonáhodný binární šum, který je tvořen vzorky s úrovní 1 a 0. Sig-
nál je generován pomocí pomocí posuvného registru se zavedenou zpětnou vazbou.
1Maximum Length Sequence česky signál s maximální délkou
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Do zpětné vazby se zavádí součet modulo dvě vybraných buněk posuvného registru.
Obecná struktura je zobrazena na obr. 2.3, pomocí které je možné generovat MLS
signál řádu N. Podle řádu je použita maska signálu. V aplikaci byl použit 20tý řád,
kterému odpovídá maska 00000000000000000101. Periodicita MLS signálu je dána
vztahem[6]
𝑝 = 2𝑁 − 1, (2.7)
v našem případě je tedy perioda 1048575 vzorků.







Obr. 2.3: Obecné blokové schéma generátoru MLS signálu
Přelaďovaný harmonický signál je v podstatě harmonický signál, který za ur-
čitý časový interval T exponenciálně mění frekvenci od kmitočtu 𝑓1 po kmitočet 𝑓2.
Pro výpočet funkčních hodnot přelaďovaného signálu je použit vztah[1]
𝑠(𝑛) = sin[𝐾 (e−𝑛/𝐿 𝑓𝑛 − 1)], (2.8)






Ukázka funkce pro generování přelaďovaného signálu:
void CGenerator : : sinSweepGen ( f loat f1 , f loat f 2 )
{
f loat T = 1 ;
f loat w1 = 2∗M_PI∗ f 1 ;
f loat w2 = 2∗M_PI∗ f 2 ;
f loat K=T∗w1/ log (w2/w1 ) ;
f loat L=T/ log (w2/w1 ) ;
f loat j ;
f loat value ;
for ( int i =0; i<SamplR ; i++)
{
j=( f loat ) i /SamplR ;
va lue = exp ( j /L) −1;




2.3 VST hostitelská aplikace
Pro načítání VST zásuvných modulů je vždy třeba hostitelská aplikace, která otevírá
modul, předává mu vstupní signály na definované vstupy a na výstupech jsou odebí-
rány zpracované signály. Uvedené funkce jsou implementovány ve třídě CVSTHost.
Kód VST modulu je dodáván jako nezávislý na operačním systému, záleží pouze na
přístupu aplikace a na vytvořeném rozhraní. Jelikož pro vývoj aplikace byl použit
operační systém Windows, je rozhraní hostitelské aplikace omezené pouze na načí-
tání modulů realizované jako dynamicky linkované knihovny (DLL).
V dnešní době existuje více verzí VST zásuvných modulů, poslední z nich je
verze VST32. Hlavní změnou vyšších verzí oproti základní je například podpora
MIDI3 rozhraní apod. Pro účely aplikace jsou použity pouze funkcionality ze zá-
kladní verze VST 1.0, ve které jsou implementovány procedury pro načítání modulů
a jim zpracování požadovaného signálu. Pro testování aplikace byly použity volně
šiřitelné VST zásuvné moduly ze stránek VST Planet4.
Před samotným použitím efektu je potřeba provést sekvencí funkcí pro načtení:
1. Kompatibilita s operačním systémem – zkontroluje se, zda odpovídají
velikosti v paměti datových typů modulu a hostitelské aplikace,
2. Načtení knihovny modulu – načtení knihovny do adresového prostoru pro-
gramu a následně jsou získány ukazatele na hlavní funkce modulu,
3. Hledání funkce main() – z pole ukazatelů na funkce modulu z předchozího
kroku je vyhledána funkcemain(), která slouží jako základní funkce pro modul,
4. Vytvoření instance zásuvného modulu – získání ukazatele na strukturu
datového typu efektového modulu.
Po korektním ukončení téhle sekvence má hostitelská aplikace k dispozici uka-
zatel typu AEffect, ve kterém jsou deklarované funkce pro manipulaci s efektem.
Jedna z nich je funkce „dispečér“[14]
VstIntPtr d i spa t che r (VstInt32 opcode , VstInt32 index , VstIntPtr
value , void ∗ptr , float opt ) ,
která pomocí znakových kódů (opcode) nastavuje parametry. Jedním z parame-
trů je například vzorkovací frekvence nebo velikost bloku, po kterých je zpracováván
vstupní signál. Funkce slouží také například k zobrazení editoru, přepínání mezi
předvolbami, které definují přednastavené parametry efektu.
Samotné zpracování vstupních signálu pak probíhá pomocí funkce
2http://www.steinberg.net/en/company/technologies.html
3Musical Instrument Digital Interface je komunikační protokol pro hudební data
4www.vstplanet.com
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f loat ∗∗ e f f e c tP r o c e s ( f loat ∗ a r r In ) ; .
Nejprve jsou definované vstupní a výstupní proměnné, které jsou deklarovány jako
dvojrozměrné pole [a][b], kde první rozměr (a) definuje počet kanálů (chNumber) a
druhý (b) velikost bloku, který odpovídá proměnné kBlockSize. Vývojový diagram
pro zpracování signálu efektem je zobrazen na obr. 2.4. V případě, že argument
arrIn je nulový ukazatel, jsou do vstupního pole PoleIn postupně načítány vzorky
z generátoru pomocí funkce getValue(). V opačném případě jsou do vstupního pole
zkopírovány vzorky z pole arrIn. Po načtení kBlockSize vzorků je vstupní pole
zpracováno funkcí efektu processReplacing(), čímž jsou následně ve výstupním




























Obr. 2.4: Vývojový diagram algoritmu pro zpracování signálu efektem
2.4 ASIO hostitelská aplikace
Pro vytvoření a komunikaci s rozhraní ASIO ovladače slouží třída CASIOHost. Před
samotnou datovou komunikací je potřeba provést několik přípravných kroků. Sta-
vový model těchto operací je znázorněn na obr. 2.5[13].
V první fázi jsou načteny zdrojové kódy ovladače do hostitelské aplikace. Ovla-
dače jsou implementovány do dynamicky linkovaných knihoven a v závislosti na ope-














Obr. 2.5: Stavový diagram ASIO rozhraní
potřebné funkce ovladače, které jsou uloženy do adresního prostoru aplikace. Při ini-
cializaci dochází k vytvoření instance ovladače a načtení do hlavní paměti. K tomu
slouží funkce ASIOInit(). V další fázi jsou vytvořeny pomocí funkce
ASIOCreatBuffers() v paměti zásobníky pro každý zvukový kanál s jednotlivými
datovými bloky. Informace o vlastnostech ovladače jsou uloženy ve struktuře
asDriverInfo, ve které jsou uloženy například velikosti jednotlivých datových bloků,
počet kanálů, označení zda se jedná o zásobník vstupního nebo výstupního kanálu,
informace o zpoždění mezi vstupními a výstupními daty apod. Po téhle fázi je in-
stance ovladače připravena k běhu. Nyní podle potřeby hostitelské aplikace se volá
funkce ASIOStart(), čímž se zahájí proces výměny dat. Při ukončení práce s ovla-
dačem jsou vykonány jednotlivé operace v opačném pořadí, nejprve je ukončen běh
výměny dat (ASIOStop()), následně jsou uvolněny paměťové prostory zásobníků
(ASIODisposeBuffers()) a naposled je ovladač od inicializován (ASIOExit()).
Samotná výměna dat probíhá pomocí spuštěného vlákna, které zajišťuje obsluhu
hardwarových vstupů a výstupů zvukové karty. Komunikace mezi vláknem a hostitel-
skou aplikací je zajištěna pomocí vratného volání (callback) bufferSwitch(), které
předává index datového bloku. Vždy, když je tohle volání přijato, dostává hostitelská
aplikace pokyn, aby zpracovala daný blok zásobníku. Tedy, aby buď do zásobníku
dodala vzorky pro výstup ze zvukové karty nebo naopak ze zásobníků vstupních
kanálů data odebrala pro další zpracování v aplikaci. Druhá polovina zásobníků –
druhý datový blok je v momentu volání zpracováván vláknem, tedy vzorky jsou
předávány předávány nebo odebírány na hardwarové výstupy nebo výstupy. Sché-
maticky je znázorněna výměna dat na obr. 2.6, kde dochází ke zpracování volání
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Blok 1 Blok 2
Blok 1 Blok 2
Blok 1 Blok 2
Blok 1 Blok 2
ASIO rozhraní
bufferSwitch(1)
Obr. 2.6: Výměna dat při vratném volání bufferSwitch()
Vlákno používá také vratné volání s časovými daty (bufferSwitchTimeInfo()),
které slouží k lepší synchronizaci mezi hostitelskou aplikací a zvukovou kartou. Tohle
volání však pro účely aplikace není zpracováno.
30
2.5 Analýza
V této části práce budou popsány způsoby, kterými lze analyzovat vlastnosti signálů
z výstupu efektových modulů. Jedná se o měření a zobrazení jednotlivých charakte-
ristik v časové nebo frekvenční oblasti nebo také měření parametrů systému. V rámci
aplikace máme zavedené dva různé systémy pro analýzu. Prvním z nich je modul
zásuvného efektu VST a druhým je externí zařízení připojené na ASIO rozhraní.
V první části téhle kapitoly se budeme zabývat analýzou v časové oblasti v druhé
pak ve frekvenční oblasti. Všechny funkce pro analýzu jsou zapouzdřeny ve třídě
CAnalys.
Obecně lze proces analýzy popsat tak, že pro příslušné měření je zvolen testovací
signál, který je zpracován systémem a následně je výstup podroben analýze. Měření
probíhá buď v ručním režimu, kdy si uživatel zvolí sám testovací signál a následně si
zobrazí požadovaný průběh a nebo je měření pomocí maker, kdy jsou automaticky
zvoleny testovací signály s konkrétními parametry a následně zobrazeny a vyčísleny
požadované průběhy.
2.6 Časová analýza
Časová oblast vyjadřuje závislost amplitudy signálu na čase. Zde bude popsán způ-
sob jakým lze zobrazovat průběh z výstupu systému, měřit impulsní charakteristiku
a měřit charakteristiku pro úpravu dynamiky signálů.
2.6.1 Měření časových průběhů
Při průchodu testovacího signálu systémem dochází k jeho deformaci, které závisí
na převodních vlastnostech systému. Například u efektových modulů typu tremolo
dochází k amplitudové modulaci. Pro vizualizaci zpracovaného signálu slouží měření
časových průběhů. Pomocí uživatelského rozhraní je možné navolit dva typy testo-
vacího signálu, které lze pomocí operací sčítání, odečítání a násobení mezi sebou
kombinovat.
Měření může probíhat ve dvou režimech. Prvním z nich je dynamický režim, kdy
efekt v reálném čase zpracovává testovací signály a v „reálném“ čase jsou průběhy
vykreslovány. Během měření je možné měnit parametry jak testovacích signálů, tak
parametry efektů.
Druhý režim je statický nebo také „offline“ režim. Znovu lze zvolit dva testovací
signály, které se následně celé naráz zpracují. Průběh je zobrazován ihned na kreslící
ploše. Tenhle režim nabízí možnost kreslit několik průběhů přes sebe a tím porov-
návat, jaký vliv má nastavení jednotlivých parametrů signálů a efektu na výsledný
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průběh. Příklad měření je na snímku z aplikace(obr. 2.7), kde v režimu „offline“ je
použit pro první průběh (červený) efekt tremolo se vstupním sinusovým signálem
o frekvenci 1000Hz a pro druhý (azurová) je použit nelineární efekt fuzz na sinusový
signál o frekvenci 50Hz a amplitudou 0 dB.
Obr. 2.7: Měření časových průběhů efektů tremolo a fuzz
2.6.2 Měření impulsní funkce
Každá stacionární soustava je popsána impulsní funkcí 𝑔(𝑡). V lineárních časové
nezávislých systémech (LTI) je impulsní funkce odezva na Diracův impuls 𝛿(𝑥).
Impulsní charakteristika je grafické zobrazení impulsní funkce. Pro měření impulsní
funkce je použit Diracův impuls, který je vyjádřen v čase 0 maximální amplitudou.
Testovací signál si zvolí sám uživatel.
Diracův impuls je generován s periodou 1 s. Délka dozvuků efektů může být delší,
ale pro zachycení prvotních odrazů[11] je nastavená perioda dostačující. Příklad
měření impulsní funkce je zobrazeno na snímku z aplikace(obr. 2.8), kde je měření
demonstrováno na efektu simulující akustiku prostoru – reverb s přednastaveným
programem „Grand Hall“.
2.6.3 Měření převodní charakteristiky efektů pro úpravu
dynamiky
Každý efekt, který pracuje s dynamikou signálu je charakterizován svou převodní
charakteristikou. Ta vyjadřuje závislost mezi úrovní vstupního a úrovní výstupního
signálu. Pro grafické zobrazení se užívá graf, kde na ose x je znázorněna úroveň
vstupního signálu a na ose y je znázorněna úroveň výstupního signálu.
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Obr. 2.8: Impulsní charakteristika reverbu
Pro měření charakteristiky je použit harmonický signál s frekvenci 1000Hz, kte-
rému je postupně měněna amplituda od -100 dB až do 0 dB. Efekty pro úpravu dy-
namiky pracují s tzv. reakčními časy, což jsou přechodné jevy efektu, kdy jsou upra-
vovány doby náběhu a doběhu. To má negativní vliv na zobrazenou charakteristiku,
proto je v algoritmu zaveden proces, kdy se při změně amplitudy nechá systémem
zpracovat několik bloků vzorků „naprázdno“. Aktuální blok je indexován pomocí
proměnné actStep. Počet vynechaných bloků je uveden v proměnné numStep. V
případě velké hodnoty dochází k nárůstu množství zpracovaných vzorků, což např.
u měření externího zařízení, kdy jsou vzorky zpracovávány v reálném čase, způso-
buje, že je tato metoda časově náročná. V případě analýzy VST modulu, kde není
požadavek na zpracování v reálném čase, je doba zpracování závislá pouze na vý-
konnosti procesoru. Z toho důvodu je proměnná numStep uživatelsky nastavitelná a
může být v rozmezí od 1 do 50. Když je vynechán požadovaný počet vzorků, je nale-
zena pomocí funkce getPeak pozice vzorku (Index) s maximální úrovní v absolutní
hodnotě. Následně jsou uloženy vzorky ze vstupního a výstupního pole systému s in-
dexem Index pomocí funkcí getInValue a getOutValue do polí arrIn a arrOut.
Poté se hodnota amplitudy A zvýší o jedna a celý proces se opakuje. Dosáhne-li hod-
nota proměnné A hodnoty 0 je zobrazena závislost arrIn a arrOut pomocí metody
showDynCharPoints. Vývojový diagram algoritmu procesu je znázorněn na obr. 2.9.
Příklad měření převodní charakteristiky kompresoru, s nastaveným prahem hla-




















Obr. 2.9: Vývojový diagram měření převodní charakteristiky
2.6.4 Měření časových konstant u efektů pro dynamickou
úpravu signálu
Efekty pro úprav dynamiky pracují s časovými konstantami, které ovlivňují reakční
dobu efektu. Měření je zaměřeno na zobrazení průběhu reakce při sepnutí efektu
(doba náběhu), konkrétně při překročení prahu hlasitosti směrem nahoru, a při vy-
pnutí efektů (doba doběhu).
Samotné měření je realizováno jako makro, kdy je nastaven testovací signál se
sinusovým průběh s frekvencí 1000Hz. Měření jednotlivých časových konstant je
prováděno současně. Výsledky jsou zobrazeny jako časové průběhy s efektivními hod-
notami. Měření efektivních hodnot signálu je realizováno pomocí algoritmu, který je
znázorněn na blokovém schématu 2.11[19], kde 𝑥2𝑅𝑀𝑆(𝑛) je kvadrát efektivní hodnoty
signálu 𝑥(𝑛) a TAV je časový zaokrouhlovací koeficient.
Měření doby náběhu je realizováno sinusovým signálem s amplitudou 0 dB, který
je přiveden na vstup efektu. Výstupní signál je zobrazen v časové oblasti na kreslící
ploše. Doba náběhu se obvykle pohybuje v rozmezí 0,5ms až 500ms.
Doba doběhu je měřena sinusovým signálem s amplitudou -40 db. Jelikož mě-
ření probíhá ihned po měření doby náběhu, je v efektu zachován předchozí stav
signálu – signál s úrovní 0 dB. Díky tomuto přechodu dojde ke vzniku přechodového
jevu. Z vykreslovaného průběhu lze vyčíst dobu náběhu. Ta se určí jako rozdíl času
mezi stavem, kdy signál dosáhne absolutního minima a stavu, kdy signál dosáhne
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Obr. 2.10: Převodní charakteristika kompresoru
z-1




Obr. 2.11: Blokové schéma pro měření střední hodnoty signálu
hodnoty -40 dB. Příklad měřených průběhů je znázorněn na obr. 2.12, kde doba
náběhu je nastavena na 9,75ms a doba doběhu na 0,275 s.
2.7 Frekvenční analýza
V další části práce budou popsány možné způsoby analýzy ve frekvenční oblasti.
Každý periodický signál je možné vyjádřit pomocí harmonických funkcí. Pro zjištění
z jakých harmonických složek se signál skládá nám slouží Fourierova transformace[15].
Tato transformace nám slouží k vyjádření frekvenčních vlastností signálů.
Analýza je zaměřena na měření frekvenčního spektra výstupních signálů, dále pak
na měření frekvenční charakteristiky systému a na měření harmonického zkreslení
systému.
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Obr. 2.12: Průběh náběhu kompresoru
2.7.1 Knihovna FFTW
Pro převod do frekvenční oblasti časově nespojitých signálů používáme diskrétní




𝑠[𝑛]e−𝑘 2𝜋𝑁 𝑘𝑛, (2.11)
kde N reprezentuje periodu signálu 𝑠(𝑛) a 𝑆(𝜔) je frekvenční obraz signálu[15].
V roce 1965 publikovali Cooley, J.W. a Tukey, J.W. algoritmus pro implementaci
vztahu 2.11. Tento algoritmus, nazývaný FFT (Fast Fourier Transform) neboli rychlá
Fourierova transformace, byl velmi efektivní a pomohl prosadit algoritmy číslicového
zpracování do praxe[15].
Pro implementaci algoritmu byla vytvořena softwarová knihovna FFTW5, která
byla publikována Matteo Frigem a Stevenem G. Johnsonem na Massachusettském
technickém institutu. Knihovna používá pro výpočet frekvenčního obrazu DFT s nej-
vyšší efektivitou. Pro zajištění efektivity výpočtu se používá algoritmus, který není
pevně dán. Algoritmus je sestaven na základě hardwarových možností počítače,
na kterém je knihovna používána. Tím je zajištěna velká efektivita. Z toho důvodu
je pro použití knihovny potřeba provést dva kroky. Prvním krokem je sestavení
„plánu“ výpočtu, podle konkretního hardwaru.
fftwf_plan f f t w f_plan_d f t_1d( int n0 ,float ∗ in , fftwf_complex
∗out , unsigned f l a g s ) .
Parametry *in a *out jsou ukazatele na vstupní a výstupní pole v aplikaci,
do kterých se budou přidávat nebo odebírat vzorky transformace. Vstupní vzorky
jsou reprezentovány čísly s plovoucí čárkou s přesností 32bitů. Výstup transformace
5Fastest Fourier Transform in the West nebo také Nejrychlejší Fourierova transformace na
západě
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je komplexní, a proto jsou výstupy reprezentovány datovým typem fftwf_complex.
Ten je reprezentován dvourozměrným polem [n][2], kde v prvním rozměru je dán
index komplexního čísla a v druhém rozměru je v indexu 0 vyjádřena reálná část
a v indexu 1 je imaginární část komplexního čísla. Parametr n0 vyjadřuje velikost
bloku transformace a parametr flags definuje způsob sestavení plánu výpočtu[7].
Funkce vrací sestavený plán výpočtu.
Druhým krokem je vlastní proces transformace. Sestavený plán je dále volán
v aplikaci v případě potřeby uskutečnit transformaci signálu do frekvenční oblasti
pomocí metody
f f tw_execute (fftwf_plan plan ) .
2.7.2 Frekvenční spektrum
První analýzou je zjišťování frekvenčních složek signálu z výstupu systému. Ana-
lýza probíhá v dynamickém režimu, kdy jsou pravidelně přiváděny testovací signály
na vstup a následně jsou signály odebírány z výstupu systému. Zde je pomocí DFT
signál analyzován a následně vizualizován. Zpracování probíhá po blocích s kon-
stantní délkou. Transformace DFT je definována pouze pro periodické signály a při
zpracování signálů s různou periodou, která je většinou odlišná od velikosti bloku,
nastává problém. Dochází k rozprostření frekvenčního spektra do celé šířky. Proto se
zavádí tzv. krátkodobá Fourierova transformace(STFT6), která pracuje s vá-
hovými okny, které má funkční hodnotu 0 v čase 0 a 𝑁 . Hodnota 𝑁 vyjadřuje délku
okna a zároveň je tato hodnota shodná s velikostí analyzovaného bloku. Každý blok
je násoben váhovým oknem, čímž dojde k periodizaci signálu s periodou 𝑁 . Náso-
bení časového průběhu s oknem představuje konvoluci spektra signálu se spektrem
okna. Výsledné spektrum je deformované postranními laloky, jejichž úroveň je dána






Uživatel má možnost podle potřeby změnit typ okna. Princip zjišťování frekvenčního
obrazu je na obr. 2.13, kde je znázorněno zpracování čtyř bloků signálu, 𝑤(𝑛) před-
stavuje funkci váhového okna. Metoda zobraz() vykreslí spektrum daného bloku
na kreslící plochu.
Metoda zobraz() je reprezentována v programu metodou
6Short-time Fourier transform
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Obr. 2.13: Krátkodobá Fourierova transformace
showFFTArrays (fftwf_complex ∗ ar r ) ,
která má jako argument arr, ve které jsou výstupní komplexní vzorky z DFT. Vý-
stupem z FFTW knihovny jsou vzorky jednostranného spektra, tedy v rozsahu <
0; 𝐹vz2 >, kde
𝐹vz
2 je polovina vzorkovacího kmitočtu, který je také nazýván
Nyquistův kmitočet.
Rozlišení jednotlivých frekvenčních složek je dáno rozlišovací schopností DFT.





Proměnná 𝑁 je velikost bloku a 𝐹vz je vzorkovací frekvence[12].
Jelikož vzorky frekvenčního obrazu signálu jsou reprezentovány komplexními
čísly, máme dvě možnosti zobrazení spektra – modulové a fázové. Komplexní číslo
lze napsat v polárním tvaru
𝑥 = 𝑟ej𝜙, (2.13)
kde 𝑟 představuje modul a 𝜙 fázi komplexního čísla.
Příklad zobrazení frekvenčního spektra efektu Fuzz, při použití harmonického
signálu jako testovacího signálu o frekvenci 1 kHz, je na obr. 2.14. Jako váhová
funkce bylo použita Blackman-Harrisovo okno.
2.7.3 Měření frekvenčního přenosu
Další možností analýzy systému je měření jeho frekvenčního přenosu. Každý lineární
časově invariantní systém je popsán svou impulsní funkcí 𝑔(𝑡). Výstupní signál 𝑦(𝑡)
je pak dán konvolucí vstupního signálu 𝑥(𝑡) s touto impulsní funkcí:
𝑦(𝑡) = 𝑔(𝑡) * 𝑥(𝑡). (2.14)
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Obr. 2.14: Frekvenční spektrum testovacího signálu
Frekvenčním obrazem impulsní funkce je frekvenční přenos 𝐺(𝜔), kde 𝜔 je úhlový
kmitočet definovaný jako 𝜔 = 2𝜋𝑓 . Konvoluce v časové oblasti představuje násobení
v oblasti spektrální. Spektrum výstupního signálu je tedy dáno jako násobení spektra
vstupního signálu s frekvenčním přenosem (Obr. 2.15)
𝑌 (𝜔) = 𝐺(𝜔)𝑋(𝜔). (2.15)
G(ω)
X(ω) Y(ω)
Obr. 2.15: Frekvenční přenos systému
Z toho plyne, že frekvenční přenos je dán podílem výstupního 𝑌 (𝜔) a vstupního
𝑋(𝜔) spektra signálu
𝐺(𝜔) = 𝑌 (𝜔)
𝑋(𝜔) . (2.16)
Frekvenční charakteristika je grafické zobrazení frekvenčního přenosu.
Pro měření je tedy potřeba znát spektrum vstupního a výstupního signálu.
Jelikož zjišťování frekvenčních přenosů probíhá v rozsahu frekvencí od 20Hz až
do 22 kHz, potřebujeme zvolit signál, který obsahuje tyhle frekvence. Z toho důvodu
byl zvolen harmonický přelaďovaný signál (SWEEP) s počáteční frekvencí 20Hz a
koncovou frekvencí 22 kHz a periodou 1 s.
Na vstup je přivedena jedna perioda přelaďovaného signálu a z výstupu je zpra-
covaný signál odebírán. Oba dva signály jsou pomocí blokového zpracování transfor-











Obr. 2.16: Měření frekvenčního přenosu
čísel pro vstup SumaSpecCharIn a výstup SumaSpecCharOut o velikostech 𝑁2 + 1,
kde 𝑁 je délka bloků, po kterých je signál zpracováván. Počet bloků 𝐾b je dán
podílem délky signálu, která je v tomto případě rovna vzorkovací frekvenci 𝐹vz, a
délkou bloku 𝑁 . V případě, že podíl není celé číslo, je výsledek zaokrouhlen nahoru
a poslední blok je doplněn o 𝑛 nul
𝑛 = 𝐾b𝑁 − 𝐹𝑣𝑧. (2.17)
Nyní se bere postupně každý blok signálů ze vstupu a výstupu a provede se dis-
krétní Fourierova transformace. Výstupní vzorky transformace jsou pak přičteny
k předchozím vzorkům v polích SumaSpecCharIn a SumaSpecCharOut. Po zpraco-
vání všech bloků se provede podíl polí SumaSpecCharOut a SumaSpecCharIn, čímž
získáme funkční hodnoty frekvenčního přenosu. Z něj pak pomocí již dříve uvedené
metody showFFTArrays zobrazíme frekvenční modulovou nebo fázovou charakteris-
tiku. Princip metody je znázorněn na blokovém schématu na obr. 2.16
Příklad zobrazení frekvenční charakteristiky grafického ekvalizéru, který má na-
stavené zesílení na kmitočtu 1 kHz a potlačení na 125Hz, je na obr. 2.17.
2.7.4 Třetinooktávová analýza
Signál můžeme charakterizovat výkonovým rozložením frekvenčních složek. K tomu
nám slouží např. třetinooktávová analýza, která nám udává výkony v jasně defino-
vaných třetinooktávových pásmech. Oktáva je definována jako poměr dvou frekvencí





Obr. 2.17: Frekvenční charakteristika grafického ekvalizéru
Například tedy frekvence 440Hz a 880Hz tvoří spolu oktávu. Třetinooktávové pásmo
pak vznikne rozdělením oktávového pásma na třetiny. Tabulka normovaných třeti-
nooktávových pásem s krajními kmitočty 𝑓1 a 𝑓2 a středními kmitočty 𝑓𝑚 je uvedena
v příloze B.
Analýza probíhá pomocí banky 30-ti filtrů pásmových propustí s přenosovou
funkcí 𝐻n(𝑧), kde 𝑛 je index filtru, jehož parametry – mezní kmitočty a jakosti [17]
jsou nastavené podle hodnot středních a krajních kmitočtů jednotlivých třetinook-
távových pásem. Závislost mezi jednotlivými středními kmitočty je popsána pomocí
rekurentního vztahu geometrické posloupnosti
𝑓m𝑖+1 = 3
√
2𝑓m𝑖 kde, 𝑖 ∈< 1; 30 > . (2.19)
Z téhle závislosti lze odvodit lineární závislost mezi každým 10-tým středním kmi-
točtem třetinooktávového pásma
𝑓m𝑖+10 = 10𝑓m𝑖 kde, 𝑖 ∈< 1; 10 > . (2.20)
Obdobná závislost platí i pro krajní meze pásem.
Každý číslicový filtr je charakterizován svým frekvenčním přenosem, který je
vztažen k vzorkovací frekvenci. Navrhneme-li pásmové propusti 𝐻21(𝑧) až 𝐻30(𝑧),
snížíme 10-ti násobně vzorkovací frekvenci (podvzorkování[17]) a navrhneme pásmové
propusti 𝐻11(𝑧) až 𝐻20(𝑧), můžeme na základě vztahu 2.20 říct, že navržené filtry
𝐻11(𝑧) až 𝐻20(𝑧) budou mít stejný frekvenční přenos vztažený ke vzorkovacímu kmi-
točtu jako filtry 𝐻21(𝑧) až 𝐻30(𝑧). Na základě tohoto poznatku je navržený algorit-
mus pro třetinooktávovou analýzu. Jsou tedy navrženy pásmové propusti druhého
řádu 𝐻21(𝑧) až 𝐻30(𝑧) pomocí programu MATLAB s nekonečnou impulsní charak-
teristikou (IIR) a použitím Butterworthovy aproximace[17].
Analýza probíhá po blocích velikost 𝑁 a má tři fáze. V první fázi je signál
paralelně filtrován jednotlivými pásmovými propustmi, z výstupu každého filtru je
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kde 𝑃0 je referenční úroveň, v našem případě je hodnota rovna 1.
V druhé fázi je blok signálu desetkrát podvzorkován – nový signál má pouze
každý 10-tý vzorek původního signálu. Jelikož při podvzorkování dochází ke zmen-
šení periody spektra, vlivem čehož může dojít k aliasingu[17], je nutné před samot-




Následně probíhá obdobný proces jako v první fázi. Třetí fáze je shodná s druhou
fázi – signál je podvzorkován a následně filtrován pásmovými propustmi. Blokové
schéma analýzy je zobrazeno na obr. 2.18, kde 𝑃3oc[𝑛] je pole, do kterých se ukládají




















Obr. 2.18: Třetinooktávová analýza
Příklad třetinooktávové analýzy bílého šumu je znázorněn na obr. 2.19.
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Obr. 2.19: Třetinooktávová analýza bílého šumu
2.7.5 Měření harmonického zkreslení
Jednou z možností, jak charakterizovat systém, je jeho celkové harmonické zkreslení
(THD), kdy vlivem nelinearity vznikají nové harmonické složky. Celkové harmonické
zkreslení je definované vztahem 1.2.
Měření probíhá formou makra. Pro měření je použit harmonický signál s frekvencí
1 kHz, který je přiveden na vstup systému. Z výstupu je odebrán zpracovaný signál,
který je pomocí funkcí pro analýzu frekvenčního spektra převeden do kmitočtové
oblasti. Zde jsou poté nalezeny vyšší harmonické složky 𝑓𝑖 odvozené od základní 𝑓0
(1 kHz)
𝑓𝑖 = 𝑖𝑓0 kde, 𝑖 ∈< 1; 𝐹vz2000 > . (2.23)
Harmonické složky jsou hledány do poloviny vzorkovacího kmitočtu. Následně






a následně dosazeny do vztahu
𝑇𝐻𝐷 = 𝑃2 + 𝑃3 + . . .+ 𝑃N
𝑃1 + 𝑃2 + . . .+ 𝑃N
· 100. (2.25)
Příklad měření celkového harmonického zkreslení efektu Fuzz je zobrazeno na obr.
2.20.
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Obr. 2.20: Měření celkového harmonického zkreslení
2.8 Aplikace VST Analyzér
V této části práce bude popsáno interakční prostředí mezi uživatelem a aplikací.
2.8.1 Prostředí Qt
prostředí Qt je komplexní nástroj jazyka C++ pro vývoj mezioperačních grafických
rozhraní aplikací, které využívají přístup: „jednou napsat s zkompilovat všude“.
Qt nechává vývojáře využít jeden strom zdrojových kódů, který je možné spustit na
operačních systémech Windows, Mac OSX, Linux, Solaris a na mnoha jiných verzích
systému Unix[2].
Qt poskytuje komplexní strukturu tříd například pro reprezentaci řetězcových
datových typů QString nebo pro práci se souřadnicovým systémem QPoint. Dále
jsou například definované třídy pro práci s více vlákny QThread. Hlavním účelem Qt
je ale vytváření grafických prvků. K tomu jsou vytvořeny tzv. widgety. Příkladem
může být jednoduchý popisek (QLabel), tlačítko (QPushButton) a mnoho dalších.
Principem všech tříd je zavedení jednoduchých metod a funkcí pro obsluhu. Díky
tomu je pro programátora velice snadné obsluhovat i programátorsky velice obtížné
funkce (práce s vlákny).
Hlavní výhodou Qt je zavedení tzv. „signálů a slotů“[2]. Tento mechanismus
pomáhá vývojářům svazovat dohromady objekty programu, aniž by objekty o sobě
navzájem cokoliv věděly. V podstatě je tenhle princip stejný jako callback funkce
v jazyce C. Podstata mechanizmu je, že jeden objekt (odesílatel) vysílá signály a
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druhý objekt (příjemce) podle přijatého signálu zavolá funkci zvanou slot. Směrování
signálu je prováděno na straně příjemce pomocí funkce connect[2].
Pro vykreslování veškerých grafických průběhů je použita knihovna Qwt7, která
slouží jako nástavba prostředí Qt. Knihovna obsahuje sadu třídních nástrojů pro
kreslení grafů, obrazců apod.
2.8.2 Grafické uživatelské rozhraní
Pro implementaci grafického uživatelského rozhraní nám slouží třída CUserGUI, která
je vyvíjena oddělena od jádra programu a je vyvíjena jako dynamicky linkovaná
knihovna. Komunikace mezi třídou a jádrem probíhá pomocí signálů. Instance třídy
odešle konkrétní signál vždy v případě, provede-li uživatel určitou akci. Např. změna
parametru testovacího signálu — odešle se signál ChangeSignal. Kompletní přehled
všech signálů, které používá třída CUserGUI, je uveden v příloze C.
Grafika hlavního okna aplikace je zobrazena na obr. 2.21.




V rámci bakalářské práce byla vytvořena komplexní aplikace, která slouží pro ana-
lýzu signálů a soustav. Aplikace je schopna načítat efekty ve formě VST zásuvných
modulů a pracovat pomocí ASIO rozhraní s externím zvukovým zařazením, které je
připojeno přes externí zvukovou kartu.
V aplikaci je možné zvolit několik testovacích signálů a pomocí nich pak testovat
VST modul nebo externí zvukové zařízení a měřit jejich charakteristiky v časové a
frekvenční oblasti. Jedná se o zobrazení časových průběhů, měření převodní charak-
teristiky systému, měření frekvenčního spektra signálu a měření frekvenčního pře-
nosu systému. Aplikace je doplněna o analýzu v třetinooktávových pásmech. Dále
je implementováno měření celkového harmonického zkreslení systému.
Pro ověření funkcionality VST hostitelské aplikace byly použity volně dostupné
moduly z webových stránek VSTPlanet1, které většinou obsahovaly rozhraní pro
verzi VST 1.0. Funkce vyšších verzí nebylo možné implementovat, jelikož většina
efektů existuje pouze v placené verzi. Pro účel naší aplikace nebyl však požadavek
tyto funkce zahrnout.
Pro testování ASIO rozhraní byla použita zvuková karta Lexicon ALPHA2, která
používá vlastní ASIO ovladače Aplha ASIO. Bohužel pomocí těchto ovladačů nebylo
možné zajistit správnou spolupráci mezi hostitelskou aplikací a rozhraním. Místo
nich byla aplikace testována s ovladači ASIO4ALL a Generic Low Latency ASIO
Driver. Při měření převodní charakteristiky a frekvenčního přenosu nastává pro-
blém se synchronizací vstupů a výstupu. Při analýze se vychází ze zpoždění, které
udává ASIO rozhraní. V případě, že dochází ke zpoždění v zařízení nelze závislosti
objektivně změřit.
Při řešení bakalářské práce jsem se seznámil s principy základních efektů pro
zpracování zvukových efektů, zjistil jsem, jaké jsou jejich základní vlastnosti a pa-
rametry a také jaké jsou možnosti pro měření a zobrazení jejich charakteristik. Dále
jsem se seznámil s technologií zásuvných modulů VST a technologii ASIO. V práci
jsem si rovněž ověřil své znalosti o analýze signálů a soustav, navrhování číslicových
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
AC’97 (Audio Codec 97) – standardizovaný hudební kodek
AM (Amplitude modulation) – amplitudová modulace
AR (Autoregressive model) – náhodný proces pro modelování přírodních jevů
ASIO (Technologie Audio Stream Input and Output) – technologie zvukového
rozhraní
BLIT (Bandlimited Impulse Train) – pásmově omezený sled impulzů
DFT (Discrete Fourier Transform) – Fourierova transformace pro nespojité signály
DLL (Dynamic-link library) – dynamicky linkované knihovny
FFT (Fast Fourier Transform) – rychlá Fourierova transformace
FFTW (Fastest Fourier Transform in the West) – knihovna pro počítání diskrétní
Fourierovy transformace
FM (Frequency modulation) – frekvenční modulace
GNU GPL (General Public License) – licence pro svobodné programy
IIR (Infinite impulse response) – filtr s nekonečnou impulsní odezvou
LTI (Linear Time Invariant) – lineární, časově nezávislý systém
MIDI (Musical Instrument Digital Interface) – komunikační protokol pro hudební
data
MLS (Maximum Length Sequence) – binární šumový signál
PM (Phase modulation) – fázová modulace
Qt Grafické prostředí nezávislé na operačním systému
Qwt Grafická nadstavba prostředí Qt pro vykreslovaní grafických průběhů
STFT (Short-time Fourier transform) – Fourierova transformace pro krátké signály
SWEEP Přelaďovaný harmonický signál
SWS (Sum of Window Sinc) – součet obdélníkových funkcí
TAV Časový zaokrouhlovací koeficient
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THD (Total Harmonic Distortion) – celkové harmonické zkreslení [%]
VST (Virtual Studio Technology) – technologie zásuvných modulů




𝑠(𝑛) Diskrétní časový signál
𝜙0 Fázový posuv [rad]
𝑓 Frekvence [Hz]
𝑆(𝜔) Frekvenční obraz signálu
𝐺(𝜔) Frekvenční přenos systému
𝑋(𝜔) Frekvenční spektrum vstupního signálu
𝑌 (𝜔) Frekvenční spektrum výstupního signálu
𝑔(𝑡) Impulsní funkce
𝑛 Indexace vzorku
𝐾 Krok pro zvyšování úrovně trojúhelníkového signálu
𝑤0 Maximální úroveň signálu
𝑟 Modul komplexního čísla
𝑝 Perioda signálu
𝑝vr Pozice vrcholu u trojúhelníkového signálu
𝐻𝑛(𝑧) Přenosová funkce filtru
H(z) Přenosová funkce systému
𝑓m Střední frekvence třetinooktávového pásma
𝑆 Střída obdélníkového signálu
𝜔 Úhlový kmitočet [𝑟𝑎𝑑.𝑠−1]
50
𝐿𝑑𝐵FS Úroveň signálu v decibelové hodnotě [𝑑𝐵]
w Úroveň signálu v lineární hodnotě [−]
𝑤(𝑛) Váhovací okno
𝑁 Velikost bloku
x[n] Vstupní diskrétní vzorek
𝑃 Výkon signálu [-]
𝑃dB Výkon signálu [dB]
y[n] Výstupní diskrétní vzorek
𝐹vz Vzorkovací frekvence [𝐻𝑧]
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A OBSAH CD
• Bakalářská práce – elektronická verze bakalářské práce
• VST Analyzér – spustitelné soubory aplikace včetně potřebných DLL kniho-
ven
• Zdrojové kódy aplikace
– VSTAnalyzer – zdrojové kódy jádra programu. Projektový soubor pro
Microsoft Visual Studio 2010 VSTAnalyzer.vcxproj
– CUserGUI – zdrojové kódy grafického uživatelského rozhraní. Projek-
tový soubor pro Qt Creator CUserGUI.pro
– preklad.txt – informace o překladu progamu
• MATLAB – zdrojové kódy pro MATLAB
– get3rdOctaveFilterCoef.m, oct3bank.m a oct3dsgn.m soubory pro návrh
pásmových propustí třetinooktávových bank filtrů
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B TŘETINOOKTÁVOVÁ PÁSMA
Tab. B.1: Třetinooktávové pásma
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C SIGNÁLY UŽIVATELSKÉHO ROZHRANÍ
• VSTLoadAct – požadavek na načtení VST modulu, předává cestu modulu,
• VSTDisLoad – odpojení VST modulu,
• VSTEditorOpen – otevření dialogu s informacemi o VST modulu,
• VSTByPass – přemostění VST modulu,
• SignalON – zapnutí/vypnutí konkretního testovacího signálu,
• GetSigInfo – požadavek na zjištění parametrů testovacího signálu,
• ChangeSignal – došlo ke změně konkrétního testovacího signálu,
• ChangeOper – změna operace mezi testovacími signály,
• ExtEffByPass – přemostění externího zařízení,
• setAnalys – nastavení typu analýzy,
• windowClose – zavření aplikace,
• rendrSig – vykreslení jednoho signálu při statické analýze,
• setONDynamic – zapnutí/vypnutí dynamického vykreslování,
• channalRendr – výběr kanálu pro vykreslování,
• showMacroSignal – vykreslení makro signálu,
• changeProg – změna programu VST modulu,
• changeTypeSpecChar – přepnutí mezi modulovou a fázovou frekvenční cha-
rakteristikou,
• setSigSource – nastavení zdroje pro analýzu,
• getVSTAnalyzerPar – požadavek na zjištění parametrů programu,
• horZoomChange – změna horizontálního zvětšení zobrazovací plochy,
• getStatisticPar – požadavek na zjištění statických parametrů signálu,
• showTHDinfo – požadavek na zobrazení THD informací,
• getAsioDriverinfo – zjištění parametrů ASIO ovladače,
• openAsioDriverPanel – zobrazení ASIO nastavovacího panelu,
• changedProgParametrs – změna programových parametrů,
• changeTestSigSource – nastavení zdroje testovacího signálu,
• setMonOn – zapnutí monitorovacího kanálu,
• setMonVol – nastavení hlasitosti monitorovacího kanálu,
• setTimeProcesType – nastavení druhu vykreslovaného časového signálu.
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