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Abstrakt
Tato bakalářská práce se zabývá způsobem extrakce informací ze strukturovaných textů.
Výsledná aplikace provede převod textů podporovaných formátů na XML reprezentaci,
nad kterou jsou následně prováděny dotazy, pomocí nichž je vytvořen odpovídající výstup.
V práci jsou popsány jednotlivé vstupní formáty, způsob jejich převodu na XML, dále návrh
a implementace aplikace, včetně stručného návodu k ovládání.
Abstract
This Bachelor thesis deals with the way of information extraction from a structured text.
The application converts the text from supported formats into the XML representation
that is used for queries and then, corresponding output is created. In this thesis, particular
formats of input files are described including the way of their conversion into the XML.
The essential part explains the application functionality and implementation including short
user manual.
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Kapitola 1
Úvod
Na světě existuje obrovské množství informací, které je třeba někde ukládat. Velká část
těchto informací se nachází v materiálech v tištěné podobě, jako jsou například knihy a po-
dobně. V dnešní moderní době se ale stále častěji přistupuje k jejich ukládání v elektro-
nické podobě, s využitím počítačů. Troufám si říct, že je nyní takto uložena jejich převážná
většina. Velkou výhodou je tak jednodušší a prostorově úspornější uchovávání. Těžko si
lze přestavit, že by některé informace ukládané elektronicky musely být uloženy fyzicky vy-
tištěné na papíře, jelikož jeho objem by byl takový, že by bylo obtížné najít prostor pro jeho
skladování. Data uložená prostřednictvím počítačů také postupem času fyzicky neztrácejí
svou kvalitu, což se třeba o knihách říct nedá, jelikož se mohou například pomačkat nebo
poškodit.
Data jsou ale často uložena v podobě, která přímo není vhodná pro jejich prezentaci.
Ta samá data je někdy navíc třeba prezentovat více způsoby. Je možné tyto dokumenty
vytvořit staticky a všechny jejich formy mít uložené. Je to ale neefektivní nejen vzhledem
k zabranému místu, ale zejména vzhledem k úpravám, jelikož je pak nutné provést změny ve
všech dokumentech. Navíc při stejných opravách na různých místech může dojít k chybám,
ať už k překlepu nebo opomenutí některého výskytu chyby. Proto je mnohem výhodnější
dokumenty na základě dat vytvářet dynamicky. Při vytváření mnohých webových stránek
jsou tak data získávána z databází na základě aktuálních potřeb a jejich prezentace je tak
vytvořena automaticky. Při změně zdrojových dat jsou pak informace stále aktuální na
všech stránkách.
Databáze nejsou ale jediná úložiště. Data mohou být uložena i v obyčejných souborech
textového formátu, jako jsou například XML nebo CSV. A právě těmito, i pár dalšími,
formáty a způsobem extrakce informací z nich se budu v této práci zabývat. Je třeba
najít takovou metodu, pomocí níž by informace z různých formátů byly získávány stejným
způsobem.
Dokument je rozdělen do několika kapitol. První se zabývá popisem jednotlivých for-
mátů, ze kterých bude možné extrakci informací provádět. Další popisuje stávající možnosti
extrakce informací z daných formátů. Následující kapitola se zabývá návrhem aplikace, a to
vnitřní reprezentací dat z jednotlivých formátů, způsobem práce s nimi, jejich uchováním
v aplikaci a extrakcí informací z nich, dále se zabývá rovněž návrhem uživatelského rozhraní.
V poslední kapitole je pak popsána implementace jednotlivých částí aplikace a uživatelského
rozhraní. V příloze je uveden návod k ovládání aplikace a rozsáhlejší příklady některých for-
mátů. Na přiloženém CD jsou kromě zdrojových textů a dokumentace obsaženy i soubory
s daty a dotazy nad nimi, které slouží jako příklady pro extrakci informací.
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Kapitola 2
Přehled formátů strukturovaných
textů
Existuje množství formátů pro uložení strukturovaných textů. V této kapitole jsou popsány
formáty, které lze relativně snadno využít pro extrakci dat v nich obsažených. Jsou to
formáty CSV, INI, XML a JSON. Dále je pak uveden formát RTF, ten ale je zde ale jen
pro informaci, nebude pro extrakci uvažován.
2.1 CSV
CSV je jednoduchý formát, který je určen k ukládání tabulkových dat a jejich výměnu
mezi různými programy. Název pochází z anglického Comma Separated Values, v českém
překladu pak hodnoty oddělené čárkami. Při tvorbě této části bylo čerpáno z [1] a [2].
Jeden řádek v CSV souboru odpovídá jednomu řádku tabulky. V rámci řádku jsou
jednotlivé položky odděleny čárkami, každá položka odpovídá hodnotě pro příslušný sloupec
tabulky. První řádek souboru může představovat záhlaví sloupců.
Tento formát je jednou z možných variant formátu, kde jsou data oddělena oddělovačem.
Dalšími možnými znaky pro oddělení jsou například středník nebo tabulátor, které mohou
být využity v případě, že data jsou číselného formátu. Pak nedochází ke kolizi oddělovače
s desetinnou čárkou. Použitím tabulátoru jako oddělovače se formát někdy může označovat
jako TSV (Tab Separated Values, hodnoty oddělené tabulátory) nebo obecně při použití
libovolného oddělovače jako DSV (Delimiter Separated Values).
Historie tohoto formátu sahá až do dob, než se ve větší míře začaly využívat osobní
počítače. CSV bylo využíváno pro výměnu dat mezi různým programy, na různých platfor-
mách, s různou šířkou datových typů apod. V současné době, s příchodem dalších formátů
pro výměnu dat, například XML, bývá někdy považován za zastaralý, ale stále je používán
a řada aplikací podporuje import i export dat v tomto formátu, zejména díky jeho jednodu-
chosti, čitelnosti i bez specializovaného software a platformní nezávislosti. Jako příklady lze
uvést tabulkové procesory Microsoft Excel a OpenOffice Calc. Rovněž pro velké množství
programovacích jazyků jsou dostupné knihovny pro práci s tímto formátem. Většinou lze
specifikovat znak použitý jako oddělovač dat.
Neexistuje pro něj žádný standard, ale je dokumentován v [2], kde je rovněž uvedena
gramatika. Různé implementace tohoto formátu se ale mohou lišit, například způsobem
zacházení s bílými znaky na začátku a konci položek, které nejsou uvedeny v uvozovkách,
zda se mají uchovat nebo se ignorovat.
4
Příklad souboru ve formátu CSV [3]:
1997,Ford,E350,"ac, abs, moon",3000.00
1999,Chevy,"Venture ""Extended Edition""","",4900.00
1999,Chevy,"Venture ""Extended Edition, Very Large""","",5000.00
1996,Jeep,Grand Cherokee,"MUST SELL!
air, moon roof, loaded",4799.00
Z uvedeného příkladu je patrné, že položky obsahující čárky, uvozovky a znaky konce
řádku musí být uvedeny v uvozovkách. Uvozovky uvnitř pole musí být navíc zdvojeny. Na
posledním řádku je vidět, že položka může obsahovat i znak konce řádku, pokud je uvedena
v uvozovkách.
2.2 INI
INI je textový formát určený zejména pro ukládání konfiguračních dat pro aplikace, který
je jednoduše čitelný a editovatelný pro člověka, ale zároveň i pro aplikace. Název vychází
z koncovky souborů, která se běžně používá (.ini) a která je odvozena od slova inicializo-
vat. Formát byl původně definován firmou Microsoft, ale specifikace byla obecná a různé
implementace se mohou lišit. Podklady k této části jsou čerpány z [4] a [5].
Základní struktura INI souboru je tvořena sekcemi, z nichž každá obsahuje několik
parametrů.
Sekce je uvedena vždy na samostatném řádku, její název je ohraničen hranatými závor-
kami:
[nazev sekce]
Není nijak explicitně ukončena, aktuální sekce končí vždy začátkem další sekce nebo
koncem souboru, z čehož plyne, že do sebe nemohou být zanořeny. Parametry přísluší vždy
do sekce, za kterou jsou uvedeny.
Parametry obsahují vždy název a hodnotu, oddělené znakem ’=’, a jsou rovněž uvedeny
na samostatných řádcích.
nazev=hodnota
Soubor může obsahovat komentáře, ty začínají znakem středníku a končí s koncem
řádku.
; komentář ...
Další rysy se vzhledem k absenci specifikace mohou u různých implementací lišit:
• povolení prázdných řádků v souboru,
• způsob zápisu komentářů – mohou začínat znakem # namísto středníku, mohou být
uvedeny pouze na samostatném řádku, nebo i za sekcí či parametrem,
• práce s bílými znaky v názvech a hodnotách parametrů – počáteční a koncové znaky
mohou být ignorovány, někdy dokonce všechny,
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• uvedení hodnot parametrů v uvozovkách – umožňuje například zapsání rovnítka, střed-
níku nebo bílých znaků jako součást hodnoty.
• více parametrů se stejným názvem v rámci sekce – může dojít k chybě, brát v úvahu
poslední uvedenou a nebo všechny hodnoty,
• může být povolena deklarace více sekcí se stejným názvem, parametry jsou pak slou-
čeny jako by patřily do jedné,
• podpora různých formátovacích znaků (escape sekvencí)
Příklad INI souboru [5]:
; last modified 1 April 2001 by John Doe
[owner]
name=John Doe
organization=Acme Products
[database]
server=192.0.2.42
port=143
file = "acme payroll.dat"
Uvedený příklad obsahuje dvě sekce s několika parametry, na začátku je komentář,
poslední parametr druhé sekce má hodnotu uvedenu v uvozovkách.
2.3 XML
XML, eXtensible Markup Language (česky rozšiřitelný značkovací jazyk), je značkovací ja-
zyk vyvinutý a standardizovaný konsorciem W3C. Definuje obecnou syntaxi používanou pro
pro označování dat uživatelem definovanými značkami. Vznikl pročištěním jazyka SGML,
který je velmi složitý, a jeho implementace v aplikacích je náročná. Podnětem pro vznik
XML byla mimo jiné zvyšující se složitost jazyka HTML, kde byla stále potřeba přidávat
nové značky pro specializované využití, což nemohlo pokračovat do nekonečna. XML neob-
sahuje žádné předdefinované značky a dovoluje uživateli si nadefinovat své vlastní, podle
jeho potřeb. Proto se také nazývá rozšiřitelný. Nedefinuje sám o sobě ovšem vzhled prvků,
ale jejich význam. Není tak určen pro zobrazování dat, ale pro jejich uchovávání a přenos.
Je kladen důraz na jednoduchost a snadné využití v aplikacích.
Formátem XML se zabývají knihy [6] a [7], z nichž jsem v této kapitole čerpal.
2.3.1 Syntaxe
XML dodržuje přísnou syntaxi. Základním prvkem dokumentu je element. Ten se skládá
z počáteční a koncové značky a obě musí obsahovat. Není možné například vynechat tu
koncovou, jak je to možné u některých značek v HTML dokumentu. Mezi značkami je
tělo, nebo také obsah elementu, který může obsahovat text a další elementy, ty se nazývají
synovské. Tělo může být i prázdné, pro takové elementy lze použít zkrácený zápis. Element
na nejvyšší úrovni se nazývá kořenový a musí být právě jeden.
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Elementy mohou obsahovat atributy, ty se uvádí uvnitř počáteční značky. Jména atri-
butů v rámci jednoho elementu musí být unikátní, nelze tedy vytvořit element s více atributy
stejného jména. Na rozdíl od HTML musí každý atribut obsahovat hodnotu, kterou je třeba
uvést v uvozovkách.
Těla elementů, popř. hodnoty atributů, nemohou obsahovat určité znaky, které jsou
rezervovány pro syntaxi XML, a musí být nahrazeny formátovacími znaky. Mezi tyto
znaky patří například < > " & ’, které jsou po řadě nahrazeny &lt; &gt; &quot; &amp;
&apos;. Jsou rovněž definovány znaky, které mohou být použity pro názvy elementů a atri-
butů.
Přísně dodržovaná syntaxe zjednodušuje aplikacím manipulaci se XML dokumenty, je-
likož nemusí obsahovat složitý parser, pomocí něhož by se dokument načítal.
Příklad XML dokumentu:
<?xml version="1.0" encoding="ISO-8859-1"?>
<!-- seznam osob -->
<osoby>
<osoba pohlavi="muz">
<jmeno>Radek</jmeno>
<prijmeni>Kliment</prijmeni>
<titul/>
</osoba>
</osoby>
První řádek obsahuje deklaraci, která určuje verzi XML a použité kódování. Druhý
řádek obsahuje komentář. Na následujícím řádku začíná kořenový element osoby, který
obsahuje synovský element popisující osobu. Element <titul/> je příkladem zkráceného
zápisu prázdného elementu.
Příklad rozsáhlejšího XML dokumentu je uveden v příloze B, který je rovněž využit
v dalších částech práce.
2.4 JSON
JSON (JavaScript Object Notation) je jednoduchý textový formát pro výměnu dat. Je plat-
formně a jazykově nezávislý, jednoduše čitelný pro člověka a zároveň snadno zpracovatelný
pro aplikace. Při tvorbě této části byly použity dokumenty [8] a [9].
JSON definuje malou množinu formátovacích pravidel určenou pro reprezentaci struk-
turovaných dat. Je založen na podmnožině jazyka JavaScript, který je definován v [10].
JSON je postaven na dvou strukturovaných a dvou primitivních typech, jimiž jsou tyto
(formálně definovány v [9]):
• JSONObject, což je neseřazená množina dvojic název: hodnota, oddělených čárkou
a uzavřených ve složených závorkách.
• JSONArray, což je uspořádaný seznam hodnot oddělených čárkou, uzavřený v hrana-
tých závorkách.
• JSONString je řetězec s libovolným počtem znaků (i nulovým) uvedený v uvozovkách.
• JSONNumber je číslo – může být celé nebo reálné, typově jde ale o totéž.
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Hodnota může být JSONObject, JSONArray, JSONString, JSONNumber nebo literály
true, false a null.
Syntaxe je také definována na [8]. Je zde rovněž názorně zobrazena pomocí diagramů.
Dále tato stránka obsahuje mnoho užitečných odkazů, které jsem využil zejména při imple-
mentaci.
Příklad zápisu v JSONu [9]:
{
"Image": {
"Width": 800,
"Height": 600,
"Title": "View from 15th Floor",
"Thumbnail": {
"Url": "http://www.example.com/image/481989943",
"Height": 125,
"Width": 100
},
"IDs": [116, 943, 234, 38793]
}
}
JSON není příliš vhodný pro zápis celých dokumentů, na což je vhodné například XML,
ale hodí se k popisu strukturovaných dat vyměňovaných mezi aplikacemi. JSON má tu
výhodu, že je již sám o sobě datovou strukturou připravenou ke zpracování, protože je
platným zápisem v jazyce JavaScript a lze ho tak přímo vyhodnotit. Další výhodou JSONu
je to, že má jednoduchou syntaxi a oproti XML je menší co do velikosti, což je důležité pro
přenos dat mezi aplikacemi.
Tento formát má ale i určité nevýhody. Jednou z nich je nemožnost definovat znako-
vou sadu přenášených dat. Další nevýhoda plyne z možného způsobu parsování. Jak již
bylo uvedeno, JSON data lze vyhodnotit jako program v jazyce JavaScript. Zde nastává
potenciální nebezpečí, jelikož data mohou obsahovat škodlivý kód, který se tak při vyhod-
nocování provede. Pokud výměna dat neprobíhá v rámci důvěryhodného prostředí, je nutno
s tímto bezpečnostním rizikem počítat a před parsováním třeba data nějak ověřit, například
zkontrolovat je pomocí regulárních výrazů. Z hlediska bezpečnosti proto tento způsob není
příliš doporučován.
Bezpečnější, a v jazycích jiných než JavaScript rovněž nutný, způsob zpracování je
použití parseru, který rozpozná a zpracuje pouze JSON data, čímž je případný škodlivý
javascriptový kód eliminován.
2.5 Příklady dalších formátů
Kromě již uvedených formátů strukturovaných textů existují mnohé další, zde je uveden
ještě formát RTF a dále pak příklady konfiguračního a logovacího souboru systémů Unix.
Jako další lze uvést formáty HTML pro webové stránky nebo TeX pro sazbu dokumentů,
ty zde ale již podrobněji rozebrány nebudou.
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2.5.1 RTF
RTF, Rich Text Format, je platformně nezávislý formát vyvinutý společností Microsoft.
Slouží pro ukládání textových dokumentů. Uchovává formát ukládaného textu a jeho vzhled.
Jeho specifikace je dostupná na [11].
Formát je podporován velkým množstvím textových procesorů jak pro import tak pro
export. Na rozdíl od jiných formátů pro tyto účely, které jsou mnohdy tvořeny binárními
daty, je čitelný i pro člověka, a lze ho rovněž editovat v libovolném textovém editoru, jelikož
je uložen kompletně v textové podobě pomocí ASCII znaků. Znaky mimo tuto znakovou
sadu musí být uvedeny pomocí escape sekvencí.
Příklad části souboru v tomto formátu [12]:
{\rtf1\ansi{\fonttbl\f0\fswiss Helvetica;}\f0\pard
This is some {\b bold} text.\par
}
2.5.2 Unixové konfigurační soubory
V unixových operačních systémech existuje velké množství konfiguračních souborů pro
různé účely, například nastavení firewallu, sítě a dalších částí systému. Zde jsou uvedeny
nějaké příklady.
Příklad konfiguračního souboru obsahující různá nastavení:
ifconfig_em0="DHCP"
ifconfig_re0="DHCP"
firewall_enable="YES"
firewall_type="OPEN"
keymap="cs.latin2.qwertz"
keyrate="fast"
linux_enable="YES"
sshd_enable="YES"
dbus_enable="YES"
hald_enable="YES"
Příklad logovacího souboru v operačním systému Unix:
Dec 6 22:28:37 kernel: Features2=0x9<SSE3,MON>
Dec 6 22:28:37 kernel: real memory = 272564224 (259 MB)
Dec 6 22:28:37 kernel: avail memory = 244199424 (232 MB)
Dec 6 22:28:37 kernel: pnpbios: Bad PnP BIOS data checksum
Dec 6 22:28:37 kernel: kbd1 at kbdmux0
Dec 6 22:28:37 kernel: cryptosoft0: <software crypto> on motherboard
Dec 6 22:28:37 kernel: acpi0: <VBOX VBOXXSDT> on motherboard
Dec 6 22:28:37 kernel: acpi0: [ITHREAD]
9
Kapitola 3
Stávající možnosti extrakce
Existuje několik prostředků, pomocí kterých lze získávat informace ze strukturovaných
textů. Většinou jsou určeny pro konkrétní formát vstupního dokumentu. V této kapitole
bude popsán stylový jazyk XSL, dále pak dotazovací jazyky XQuery a Jaql.
3.1 XSL
Jak bylo uvedeno v části 2.3, jazyk XML definuje pouze význam elementů, neříká ale nic
o jejich vzhledu. Ten je ale možné definovat odděleně od vlastního XML souboru v podobě
stylu, který říká, jakým způsobem bude dokument zobrazen. Díky tomuto oddělení obsahu
a vzhledu lze tatáž data prezentovat různými způsoby. Toto umožňuje právě jazyk XSL.
XSL, eXtensible Stylesheet Language, je rodina jazyků umožňující transformaci a zobra-
zení XML dokumentů. Skládá se ze 3 částí – XPath pro výběr uzlů, XSLT pro transformace
a XSL-FO pro formátování XML dokumentů.
Podklady k této části jsou čerpány z knih [6] a [7] a XPath tutoriálu [13].
3.1.1 XPath
XPath je jazyk, který umožňuje adresovat uzly XML dokumentu, vybírat je a dále s nimi
pracovat. Výběr uzlů je dán jejich absolutní nebo relativní pozicí, typem, obsahem a dalšími
kritérii. XPath výrazy popisující cestu k uzlu se podobají cestě používající se při průchodu
adresářovou strukturou.
Výraz se skládá z několika částí, které jsou odděleny znakem lomítka (’/’). Každá část
pak představuje krok na cestě k uzlu a skládá se z identifikátoru osy, testu uzlu a podmínky.
Syntaxe kroku je jmeno osy::nazev uzlu[podminky].
Identifikátor osy určuje směr procházení dokumentu. Výchozí je osa potomků, od aktu-
álního uzlu se tedy bude postupovat k jeho synovským uzlům. Dalšími jsou osa následníků,
rodič, osa předchůdců, předcházejících a následujících sourozenců, osa atributů a další. Test
uzlu dále zužuje množinu uzlů, které byly vybrány pomocí identifikátoru osy. Lze určit ná-
zev nebo typ uzlu. Typ může být například textový, komentář nebo jakýkoliv. Výběr uzlů
v kroku lze dále upřesnit podmínkami uvedenými v hranatých závorkách. Pro formulování
těchto podmínek XPath poskytuje řadu funkcí a operátorů.
Několik příkladů XPath výrazů nad dokumentem uvedeným v příloze B je uvedeno
v tabulce 3.1.
Výrazy XPath se používají v různých aplikacích, například v XSLT, které dokáže převést
dokument XML na dokument jiného formátu na základě šablony, nebo v jazyce XQuery,
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Výraz výsledek
/bookstore/book vybere elementy book, které jsou potomky elementu
bookstore
/bookstore//book vybere všechny elementy book, které jsou následníky
bookstore, nezávisle na tom, kde se v rámci tohoto ele-
mentu nachází
//book/* vybere všechny potomky elementu book
/bookstore/book[last()] vybere poslední element book, který je potomek bookstore
//title[@lang=’eng’] vybere všechny elementy title, jejichž atribut lang má
hodnotu eng
/bookstore/book[price>35.00] vybere takové elementy book, které jsou potomky
bookstore a obsahují synovský element price s hodnotou
větší než 35.00
attribute::lang vybere všechny atributy lang aktuálního uzlu
Tabulka 3.1: Příklady XPath výrazů a jejich výsledků [13]
který umožňuje vytvářet dotazy nad XML dokumentem podobně jako v jazyce SQL.
3.1.2 XSLT
XSLT, XSL Transformations, je jazyk pro transformaci XML dokumentů na jiné, jimiž
mohou být opět XML dokumenty, HTML nebo XHTML dokumenty, či třeba prostý text.
Není tak definován jen vzhled jednotlivých elementů, ale do výstupního dokumentu lze ele-
menty různě přidávat, odebírat, uspořádávat je, provádět testy a na základě toho elementy
zobrazovat atd. XSLT procesor, který transformaci provádí, dostane na vstupu XML doku-
ment s daty a XSLT šablonu (dokumentů i šablon může být více), na základě nichž vytvoří
výstupní dokument.
Samotná stylová šablona je rovněž ve formátu XML. Obsahuje sadu vzorů, které od-
povídají určitému vstupu (například určitému elementu nebo atributu) a definují příslušný
výstup. Odpovídající elementy jsou adresovány pomocí jazyka XPath. XSLT procesor pak
vstupní XML dokument postupně prochází a elementy porovnává se vzory v šabloně, po-
kud najde nějaký odpovídající vzor, umístí výstup definovaný tímto vzorem do výstupního
dokumentu.
Příklad XSLT šablony:
Tato šablona převede XML dokument uvedený v kapitole 2.3 na jednoduchou HTML
stránku.
<?xml version="1.0" encoding="ISO-8859-1"?>
<xsl:stylesheet version="1.0"
xmlns:xsl="http://www.w3.org/1999/XSL/Transform">
<xsl:template match="/">
<html>
<body>
<h2>Osoby:</h2>
<table border="1">
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<tr>
<th>Jméno</th>
<th>Příjmení</th>
<th>titul</th
<th>Pohlaví</th
</tr>
<xsl:for-each select="osoby/osoba">
<tr>
<td><xsl:value-of select="jmeno"/></td>
<td><xsl:value-of select="prijmeni"/></td>
<td><xsl:value-of select="titul"/></td>
<td><xsl:value-of select="@pohlavi"/></td>
</tr>
</xsl:for-each>
</table>
</body>
</html>
</xsl:template>
</xsl:stylesheet>
Výsledný dokument obsahuje tabulku s informacemi o osobách, která obsahuje řádek
pro každý element osoba nalezený ve zdrojovém XML souboru.
3.2 XQuery
XQuery je dotazovací jazyk vyvíjený a standardizovaný konzorciem W3C. Umožňuje prová-
dět dotazy nad XML dokumenty podobným způsobem, jakým se dotazuje jazyk SQL nad
databázovými tabulkami. Výsledky dotazů mohou být využity k vytvoření jiných XML
či HTML dokumentů, pro potřeby různých aplikací, k získání statistik z dat v XML do-
kumentu, případně XML databází, a mnohým dalším účelům. Při tvorbě této části bylo
čerpáno z XQuery tutoriálu [14].
K adresování uzlů v XML využívá XPath výrazy, které jsou součástí tzv. FLWOR
výrazů. Název pochází z pěti klíčových slov, která lze při tvorbě dotazů využívat. Jsou jimi
for, let, where, order by a return.
Mají následující významy:
• for vybírá z dokumentu uzly pro další zpracování a přiřadí je do proměnné,
• let umožňuje přiřadit uzly k proměnným,
• where provede filtrování uzlů na základě uvedených podmínek,
• order by provádí seřazení uzlů, které byly vybrány,
• return určuje výstup, který se provede pro každý vybraný uzel
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Jednoduchý příklad XQuery dotazu [14]:
for $x in doc("books.xml")/bookstore/book
where $x/price>30
order by $x/title
return $x/title
Uvedený příklad se vztahuje ke XML dokumentu uvedenému v příloze B. Nejprve se
pomocí klauzule for vyberou z dokumentu books.xml všechny elementy book, které jsou
potomky bookstore a přiřadí se do proměnné x. Klauzule where z vybraných elementů
dále vybere pouze ty, jejichž podelement price má hodnotu větší než 30. Klauzule order
by provede seřazení vybraných uzlů podle hodnoty jejich podelementu title. A konečně
využitím klauzule return jsou vráceny podelementy title uzlů vybraných v předchozích
krocích. Výsledek dotazu pak bude:
<title lang="en">XQuery Kick Start</title>
<title lang="en">Learning XML</title>
Dotazy lze navíc doplnit o if-then-else výrazy, které umožní aplikovat další podmínky
na výstup, dále lze využít vestavěné funkce, jako jsou například různé operace s řetězci,
matematické operace, agregační funkce a další, nebo lze dokonce vytvářet i funkce vlastní.
XQuery dotazy lze dále doplnit o text, který se má objevit ve výstupním dokumentu. Dá se
říci, že se tak dá vytvořit určitá šablona, na základě níž se výstup vygeneruje. Doplněním
dotazu například o HTML nebo XML elementy, případně o čistý text, pak lze vygenero-
vat jakýkoliv dokument, který splňuje XML syntaxi. Jazyk XQuery tak představuje silný
nástroj pro generování dokumentů na základě dat obsažených v XML souborech.
3.2.1 Vytváření šablon pro výstup
Jak již bylo naznačeno, lze vytvářet šablony, které se použijí pro vygenerování výsledného
dokumentu. Pokud je potřeba vytvořit výstup v podobě webové stránky, je šablona tvořena
kostrou této stránky, která obsahuje elementy na nejvyšší úrovni a statický text. Dále pak
obsahuje XQuery dotazy, které vyberou data ze vstupního souboru a vytvoří výstup v po-
době dalšího HTML elementu nebo prostého textu a doplní tak výsledný dokument o dy-
namicky získaná data. Dotazy musí být vždy odděleny od statického textu, a to uzavřením
do složených závorek.
Příklad takové šablony, která jako zdrojová data využívá XML soubor uvedený v pří-
loze B, příklad převzat z [14]:
<html><body>
<h1>Bookstore</h1>
<ul>
{
for $x in doc("books.xml")/bookstore/book
order by $x/title
return <li class="{data($x/@category)}">{data($x/title)}</li>
}
</ul>
</body></html>
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Pomocí této šablony je vygenerován následující výstup:
<html>
<body>
<h1>Bookstore</h1>
<ul>
<li class="COOKING">Everyday Italian</li>
<li class="CHILDREN">Harry Potter</li>
<li class="WEB">Learning XML</li>
<li class="WEB">XQuery Kick Start</li>
</ul>
</body>
</html>
Z uvedeného příkladu je patrné, že z dat v XML souboru lze pohodlně, na základě
jednoduché šablony, vytvořit požadovaný dokument. Příklad ukazuje například i to, že
k HTML elementům lze na základě zdrojových dat přidávat atributy, v tomto případě
atribut class elementů <li>.
3.3 Jaql
Vzhledem ke stoupající populárnosti JSON formátu pro přenos dat zejména mezi webovými
aplikacemi je vyvíjen jazyk pro dotazování nad tímto formátem. Takovým jazykem je Jaql,
který umožňuje dotazovat se nad JSON daty podobně jako SQL nad relačními databázemi
a XQuery nad XML.
Příklad Jaql dotazu[15]:
for( $b in hdfsRead(’books’) )
if( exists($b.reviews) )
[{ $b.author, $b.title }];
Při provedení uvedeného dotazu nad JSON daty v příloze C se dosáhne následujícího
výsledku:
[{author: ’J. K. Rowling’, title: ’Chamber of Secrets’},
{author: ’R. L. Stine’, title: ’Monster Blood IV’}]
Dotazem byly vybrány všechny knihy (klauzule for na prvním řádku), které obsahují
položku review (pomocí if exists na druhém řádku), výsledky jsou vráceny jako JSON
pole JSON objektů obsahujících název autora a titul knihy (na třetím řádku).
3.3.1 Existující nástroje pro kladení XQuery dotazů
Pro práci s XQuery dotazy jsou dostupné různé nástroje, jmenovat lze aplikaci BaseX 6.0.
Umožňuje dotazovat se nad XML soubory, výsledek dokáže vizualizovat více způsoby, a to
textově, stromem, tabulkou a dalšími. Při vytváření XQuery dotazů přehledně zvýrazňuje
syntaxi a ihned kontroluje správnost dotazu, což je velmi praktické. Nevýhodou ale je,
že nedokáže napovídat elementy dostupné v XML dokumentu a není možné načítat data
z jiných formátů než XML. To se od tohoto nástroje ale ani neočekává.
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Kapitola 4
Návrh aplikace
Tato kapitola popisuje návrh aplikace, a to způsob uložení zdrojových dat z jednotlivých
formátů pomocí XML, způsob ukládání a uchovávání jejich reprezentace v databázi, dále
pak návrh uživatelského rozhraní, zejména prvky tvořící hlavní okno aplikace a dostupné
funkce.
4.1 Vnitřní reprezentace dat a získání informací z ní
Data ze vstupních dokumentů je třeba načíst do paměti, aby nad nimi bylo možné provádět
dotazy. Data budou načítána z různých formátů, proto je nutné zvolit takovou reprezentaci,
která bude schopna data z těchto formátů uložit. Je možné navrhnout vlastní struktury,
které by pravděpodobně byly ve formě stromu nebo obecně grafu. Avšak vzhledem k tomu,
že již existují objektové modely dokumentů (DOM) pro různé jazyky a formáty, bude vý-
hodnější využít nějakou již hotovou reprezentaci a v ní data uchovávat, než si navrhovat
svoji vlastní. Je třeba zvolit takovou reprezentaci, která je schopna pojmout data z různých
vstupních formátů a která bude pro všechny jednotná, aby se s jejím využitím daly provádět
dotazy nad těmito formáty stejným způsobem, pomocí jednotného dotazovacího jazyku.
Pro tyto účely je vhodný objektový model pro XML dokumenty, na který lze namapovat
i data z jiných formátů, jako jsou například CSV, INI nebo JSON. S tímto modelem lze
pohodlně pracovat – procházet jím, přidávat elementy a atributy. Při zpracovávání vstupních
dat z jiných formátů tak lze vytvářet jejich odpovídající reprezentaci.
Výhodou je také to, že existují způsoby, jak z této XML reprezentace extrahovat infor-
mace a vytvořit požadovaný výstup.
4.2 Získávání informací z vnitřní reprezentace
Dále je nutné zvolit způsob získání požadovaných informací z vytvořené XML reprezentace.
To je možné pomocí transformace s využitím XSLT a nebo použitím dotazovacího jazyka
XQuery, jak je uvedeno v částech 3.1.2 a 3.2. Pomocí obou variant lze na základě dat v XML
reprezentaci vytvářet požadovaný výstup. Použití dotazovacího jazyka XQuery mi přijde
pro uživatele jednodušší a intuitivnější, než tvorba šablon pro XSLT. Proto bude také pro
vytváření výstupu využit. Pro vytvoření výstupního dokumentu bude využita šablona, jejíž
součástí budou právě XQuery dotazy, jak je ukázáno v části 3.2.1.
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4.3 Reprezentace zdrojových dat pomocí XML
Jak již bylo nastíněno, pro potřeby vytváření výstupu je potřeba data ze zdrojových sou-
borů převést na jejich XML reprezentaci. Každému uživateli může vyhovovat jiný způsob
namapování, je tedy vhodné, aby její vytváření bylo uživatelsky parametrizovatelné. Pro
každý formát je tedy dostupná řada nastavení, jak jeho reprezentaci vytvořit. Její tvorba
pro jednotlivé formáty je popsána v následujících podkapitolách.
4.3.1 CSV data
Existuje více způsobů, jak data ve formátu CSV na XML namapovat. Záleží také na tom,
jestli zdrojová data obsahují na prvním řádku záhlaví sloupců.
Bez ohledu na to, jestli data obsahují záhlaví či ne, je možné nastavit:
• název elementu pro uložení řádku,
• název elementu pro uložení hodnoty sloupce.
Dále je možno ukládat číslo řádku a číslo sloupce, je možné nastavit:
• jestli se bude přidávat atribut pro číslo řádku, pokud ano, pak název tohoto atributu,
• jestli se bude přidávat atribut pro číslo sloupce, pokud ano, pak název tohoto atributu.
Pokud by byly zvoleny všechny možnosti, mohl by řádek CSV dat vypadat takto:
<example.csv>
<row no="1">
<col no="1">hodnota sloupce 1</col>
<col no="2">hodnota sloupce 2</col>
<col no="3">hodnota sloupce 3</col>
...
</row>
...
<example.csv>
Pokud bude soubor obsahovat záhlaví se jmény sloupců, je buď možné ho ignorovat
a pracovat se souborem, jako by tam nebylo, a nebo ho brát v úvahu. V tom případě ho
lze reprezentovat více způsoby. Jedním z nich je přidávat název jako atribut ke každému
elementu reprezentujícímu sloupec, v tom případě lze nastavit název tohoto atributu.
Následuje příklad, jak může element pro sloupec vypadat při vložení jeho názvu jako
atributu.
<col name="název sloupce">hodnota sloupce</col>
Dále se nabízí možnost použít názvy sloupců přímo jako názvy elementů pro sloupce.
Jelikož název ale může obsahovat mezery a jiné znaky, které se nemohou vyskytovat v názvu
elementu, je nutné je odstranit, popř. nahradit jiným, avšak platným, znakem, například
pomlčkou.
Element pak může vypadat takto:
<název-sloupce>hodnota sloupce</název-sloupce>
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Další možností je vložit informace o záhlaví jako první element určený pro tyto účely.
V tom případě je možné nastavit jméno tohoto elementu, název sloupce lze pak vkládat
jako atribut nebo jako tělo elementu. Tato volba může být využita pro úsporu místa, aby
název nemusel být uveden u každého sloupce. Dále je možné ještě vkládat atribut obsahující
číslo sloupce.
Při vložení názvu sloupce jako hodnoty elementu může reprezentace záhlaví vypadat
takto:
<header>
<col no="1">název sloupce 1<col>
<col no="2">název sloupce 2<col>
<col no="3">název sloupce 3<col>
</header>
...
4.3.2 INI data
Data ve formátu INI jsou rozčleněna do sekcí, které obsahují názvy a hodnoty jednotlivých
parametrů. Je tedy vhodné pro každou sekci vytvořit element, který bude obsahovat para-
metry, z nichž každý bude také reprezentován elementem. Opět zde existuje více možností,
jak je vytvořit.
V případě elementu pro sekci je její název možné vložit jako atribut, nebo přímo jako
název elementu. Ve druhém případě je ale nutné počítat s tím, že názvy sekcí mohou obsa-
hovat znaky, které se v názvu elementu vyskytnout nemohou, ty budou z názvu odstraněny
nebo nahrazeny. Tuto možnost je dobré volit pouze pokud má uživatel jistotu, že se nepovo-
lené znaky v názvech sekcí nevyskytují nebo nevadí, pokud se nahradí. Ve většině případů
to tak ale ve skutečnosti i je. Pokud by se název sekce vkládal jako atribut, specifikuje se
jeho název a název elementu pro uložení sekce.
V prvním případě (přidání názvu jako atributu) element může vypadat takto:
<section name="název sekce">
... parametry ...
</section>
Ve druhém případě pak takto:
<název-sekce>
... parametry ...
</název-sekce>
Pokud jde o element pro parametr, lze název vložit opět jako atribut, nebo přímo jako
název elementu. Je zde stejná problematika jako u názvů sekcí. Hodnotu parametru je
možné vložit jako tělo elementu, nebo také jako atribut. Výhodnější je ale první možnost,
protože se pak k hodnotě bude lépe přistupovat a nebude nutné přidávat atribut navíc.
V případě vložení názvu jako atributu element pro parametr může vypadat takto:
<option name="název parametru">hodnota parametru</option>
Při využití názvu parametru pro název elementu takto:
<název-parametru>hodnota parametru</název-parametru>
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Soubor v INI formátu tedy může mít následující reprezentaci:
<example.ini>
<section name="název sekce">
<option name="název parametru 1">hodnota parametru 1</option>
<option name="název parametru 2">hodnota parametru 2</option>
...
</section>
...
</example.ini>
V příkladu je využito uložení názvů sekcí i parametrů jako atributů. Hodnoty parametrů
jsou pak vloženy jako tělo elementu.
4.3.3 JSON data
Tento formát má složitější strukturu, pokud jde o zanoření, které, na rozdíl od formátů CSV
a INI, není ničím omezené. V prvním případě jsou pouze zanořeny hodnoty sloupců v jed-
notlivých řádcích, ve druhém jsou parametry zanořeny v sekcích, ale žádná další zanoření
v nich již nejsou.
Postupně budou popsány reprezentace typů popsaných v kapitole 2.4. Vždy je potřeba
uložit o jaký typ se jedná. To lze realizovat buď vložením elementu reprezentujícího daný
typ, a do něj pak vkládat další elementy popisující vlastnosti daného typu, nebo informaci
přidat jako atribut k nadřazenému elementu. Lepší varianta je přidání jako atribut, pro-
tože při dotazování pak odpadne jeden krok v cestě k elementu. Všechny názvy elementů
a atributů je možné nastavit.
JSONObject
JSONObject obsahuje vlastnosti jako dvojice (název, hodnota). Každá vlastnost je repre-
zentována elementem. Název vlastnosti může být uveden jako atribut nebo použit jako
jméno elementu. Reprezentace hodnoty je pak obsažena v těle elementu.
JSONObject namapovaný na XML pak může vypadat například takto:
<object>
<property name="název">
...reprezentace hodnoty elementu, jeden z JSON typů ...
<property>
...
</object>
Element object zde nebude v případě uložení typu jako atributu u nadřazeného objektu.
JSONArray
JSONArray obsahuje uspořádaný seznam položek, které mohou nabývat některého z JSON
typů. Každá položka je reprezentována elementem, který jako atribut obsahuje její pořadí
v poli, tělo elementu pak obsahuje reprezentaci hodnoty. Následuje příklad reprezentace
tohoto typu.
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<array>
<item no="1">
...reprezentace hodnoty, jeden z JSON typů ...
</item>
...
</array>
Element array zde rovněž nemusí být obsažen, pokud bude typ uveden jako atribut
u nadřazeného elementu.
Primitivní datové typy
U těchto typů již nedochází k dalšímu zanořování, jejich reprezentace je tak jednodušší. Jsou
vždy reprezentovány elementem, jehož název tvoří jméno typu a tělo obsahuje příslušnou
hodnotu.
JSONString:
<string>obsah řetězce</string>
JSONNumber:
<number>123.45</number>
Reprezentace jednoduchých hodnot je uvedena v tabulce 4.1.
hodnota reprezentace
JSONTrue <true/>
JSONFalse <false/>
JSONNull <null/>
Tabulka 4.1: Reprezentace jednoduchých hodnot
Typ může být ale místo názvu elementu uložen rovněž jako atribut nadřazeného ele-
mentu, pak zbudou pouze těla těchto elementů. V případě hodnot true, false a null je
tělo nadřazeného elementu prázdné, jelikož už žádné další informace neobsahují.
Následuje příklad namapování dat v JSON formátu na XML. Zde je uveden obsah
původního souboru:
{
"Image": {
"Width": 800,
"Height": 600,
"Title": "View from 15th Floor",
"Thumbnail": {
"Height": 125,
"Width": 100
},
}
}
19
Tento soubor bude mít reprezentaci uvedenou v následujícím příkladu. Je zde využito
uložení typu ve formě atributu u nadřazeného elementu.
<example.json type="object">
<property name="Image" type="object">
<property name="Width" type="number">
800
</property>
<property name="Height" type="number">
600
</property>
<property name="Title" type="string">
View from 15th Floor
</property>
<property name="Thumbnail" type="object">
<property name="Height" type="number">
125
</property>
<property name="Width" type="string">
100
</property>
</property>
</property>
</example.json>
Na uvedeném příkladu je vidět, že XML reprezentace zabírá podstatně více místa, než
původní data v JSON formátu.
4.4 Uchovávání reprezentace zdrojových dat
Aby bylo možné efektivně vytvářet výsledné dokumenty na základě šablon a dotazů, je
třeba data získávat z více souborů najednou. Pro tyto účely lze vytvořit databázi, která
obsahuje reprezentace zdrojových souborů, ty je možné do ní přidávat nebo z ní odebírat.
Nad zdroji v této databázi jsou pak dotazy prováděny. Je možné vytvořit i více databází,
v tom případě se vždy vybere, ze které databáze se informace budou čerpat.
Pod pojmem databáze je zde myšlena množina zdrojů, která je určitým způsobem po-
jmenována a obsahuje vlastní nastavení pro reprezentaci souborů v ní obsažených.
4.4.1 Struktura databáze
Jak již bylo řečeno, v databázi jsou obsaženy reprezentace zdrojových dat, nikoliv soubory
samotné. Pokud tedy bude obsah některého ze zdrojových souborů změněn, je nutné da-
tabázi aktualizovat, případně jen její část týkající se daného souboru. Pro tyto účely je
v databázi uložen seznam souborů, jejichž reprezentace databáze obsahuje, a časové značky
jejich poslední změny. Při aktualizaci se pak provede znovu-načtení jen těch souborů, které
byly od poslední aktualizace změněny.
Celá databáze je uložena ve formě jednoho XML dokumentu, tedy jednoho objektového
modelu. Jsou dvě možnosti, jak reprezentace zdrojů do databáze vkládat.
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První z nich je vytvořit pro každou reprezentaci zdrojového souboru element s názvem
vycházejícím z názvu souboru. Každý takový element pak obsahuje reprezentaci příslušného
souboru.
Databáze pak může vypadat například takto:
<databaze1>
<soubor1.ini>
... jeho reprezentace ...
</soubor1.ini>
<soubor2.csv>
... jeho reprezentace ...
</soubor2.csv>
<soubor3.xml>
... jeho reprezentace ...
</soubor3.xml>
</databaze1>
V XQuery dotazu pak nějaký element z reprezentace souboru soubor2.csv může být
vybrán například následujícím způsobem:
for $x in soubor2.csv/cesta_v_ramci_souboru
...
Druhou možností je slučovat data ze zdrojových souborů. Do databáze se tak vloží
pouze ty elementy z jejich reprezentace, které nesou vlastní data, ale ne element obsahující
informaci o zdrojovém souboru, o jehož reprezentaci se jedná. Tato informace se tedy ztratí,
což ale není na škodu, pokud není k ničemu využita. Naopak to může být výhodné, například
pokud jsou podobná nebo související data uložena ve více souborech.
V tomto případě pak obsah databáze může vypadat takto:
<databaze2>
<element1>1.element reprezentace zdroje1</element1>
<element2>2.element reprezentace zdroje1</element2>
<element3>3.element reprezentace zdroje1</element3>
<element1>1.element reprezentace zdroje2</element1>
<element2>2.element reprezentace zdroje2</element2>
<element3>3.element reprezentace zdroje2</element3>
</databaze2>
4.5 Uživatelské rozhraní
Uživatelské rozhraní by mělo poskytovat rychlý přístup k nejvyužívanějším funkcím. Hlavní
okno aplikace tedy bude obsahovat pole pro zadávání XQuery dotazů, dále zde bude zob-
razen jejich výsledek a bude možno zobrazit obsah aktuální databáze.
Obsah databáze a výsledky dotazu budou zobrazeny buď v textové podobě se zvýrazně-
nou syntaxí nebo formou stromu, pomocí kterého je lze, vzhledem ke stromové struktuře
XML, přehledně zobrazit. Navíc lze některé části dokumentu podle aktuálních potřeb skrý-
vat nebo zobrazovat, což jeho procházení může velmi usnadnit a zpřehlednit.
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Pro usnadnění tvorby dotazů budou při psaní cesty v XML dokumentu napovídány
jména elementů, které jsou v obsahu databáze dostupné. Uživatel se tak vyvaruje zadání
nesprávné cesty k požadovanému elementu, způsobené například překlepem.
Pro urychlení práce budou také využity klávesové zkratky, například pro provedení
XQuery dotazu nad obsahem aktuální databáze nebo napovídání názvů dostupných ele-
mentů. To se ale zobrazí i automaticky, pokud uživatel začne psát cestu v rámci XQuery
dotazu.
Obrázek 4.1: Návrh hlavního okna aplikace
Aplikace bude obsahovat menu obsluhující další funkce aplikace, jako je vytváření a ma-
zání databází, správa jejich obsahu, načítání a ukládání dotazů, ukládání výsledků dotazů
a různá nastavení aplikace.
Pro přehled o prováděných aktivitách bude ve spodní části okna tabulka, ve které bu-
dou vypisovány. Mezi takovéto aktivity muže patřit například správa databází, přidávání
a odebírání položek v jejich obsahu a podobně.
Návrh vzhledu aplikace je na obrázku 4.1. Popis dalších dialogových oken, včetně ob-
rázků a popisu jejich funkcionality, je uveden v uživatelském návodu k aplikaci v příloze A.
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Kapitola 5
Implementace
V této kapitole je popsána implementace aplikace, včetně jazyka, ve kterém byla naprogra-
mována, a knihoven, které byly využity.
Aplikace je implementována v jazyce Java, s využitím knihovny Swing pro tvorbu uži-
vatelského rozhraní a knihoven pro práci se vstupními formáty a XQuery dotazy, které jsou
popsány v části 5.2.1.
Skládá se z balíčků database, který obsahuje třídy pro práci se vstupními soubory,
databází s jejich obsahem a mapování jejich obsahu na XML. Dále je zde balíček main, který
obsahuje hlavní třídu aplikace, třídy pro uchování nastavení a jeho ukládání do souboru
a další pomocné třídy. A nakonec aplikace obsahuje balík gui s třídami starajícimi se
o uživatelské rozhraní.
5.1 Implementační jazyk
Jako jazyk pro implementaci jsem si zvolil Javu, protože s ním mám již poměrně dost
zkušeností. Dalším důvodem je to, že pro tento jazyk je dostupná řada knihoven, které jsou
pro mou implementaci potřebné a které by bylo obtížnější nalézt pro jiné jazyky.
5.1.1 Jazyk Java
Java je interpretovaný programovací jazyk, který je vyvíjen firmou Sun Microsystems.
Vznikl v roce 1995 a ihned zaznamenal velký úspěch, nyní je jedním z nejrozšířenějších
programovacích jazyků. Je to plně objektově orientovaný jazyk, nedovoluje tak například
vytvoření globálních proměnných nebo funkcí, všechny musejí být součástí nějaké třídy.
Dále, jak již bylo zmíněno, je to jazyk interpretovaný, jeho zdrojové kódy jsou přeloženy
do tzv. bajtkódu, který je pak interpretován. Tento kód je platformně nezávislý. O inter-
pretaci se stará tzv. virtuální stroj, Java Virtual Machine, který je dostupný pro různé
platformy. Je tak možné psát programy, které jsou přenositelné a mohou být spouštěny na
různých operačních systémech a architekturách, a to bez zásahu do zdrojových kódů. Je
potřeba ale mít na paměti, že ne všechna funkčnost může být stejná i na jiných platformách,
proto v některých případech nemusí být program zcela přenositelný.
Velkou výhodou je automatická správa paměti. Pro tyto účely má Java tzv. Garbage
collector, který se stará o její automatické uvolňování a který obsahuje pokročilé algoritmy
pro vyhledávání již nepoužívaných částí paměti. Eliminuje se tak řada chyb vzniklá v sou-
vislosti s prací s pamětí, pokud je v režii programátora.
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5.1.2 Vývojové prostředí
Aplikaci jsem vyvíjel ve vývojovém prostředí Netbeans IDE 6.8. To mi velmi usnadnilo
a urychlilo práci, například napovídáním proměnných nebo metod dostupných u jednot-
livých tříd a spoustou dalších užitečných funkcí. Hlavně ale při vytváření uživatelského
rozhraní, jelikož obsahuje propracovaný vestavěný editor.
Existuje ale řada dalších kvalitních vývojových prostředí, jako jsou například Eclipse,
IntelliJIDEA od společnosti JetBrains nebo BlueJ.
5.2 Použité knihovny
Nyní budou popsány knihovny, které byly při implementaci využity, jednak pro práci se
soubory v různých formátech, dále pak pro dotazování nad XML daty.
5.2.1 Práce se vstupními formáty
Pro práci se soubory v různých formátech existuje řada knihoven. Je tedy vhodné je pro
načítání vstupních souborů využít. V této části budou tyto knihovny popsány, a to pro
formáty CSV, INI, XML a JSON.
Formát CSV
Pro práci s tímto formátem je dostupných několik knihoven, jako jsou například Opencsv
nebo Java CSV. Obě knihovny jsou volně dostupné a umožňují nastavit oddělovač položek
na řádku a znak pro uvozování záznamů. Druhá jmenovaná umožňuje ještě navíc definovat
oddělovač jednotlivých záznamů, ten je normálně nastaven na znak konce řádku. Navíc
umí lépe pracovat s CSV hlavičkou, podle názvů sloupců pak umožňuje získávat položky
na řádcích. Poradí si rovněž s řádky ukončenými dle systému Windows, tedy pomocí znaků
CR a LF, i dle systému Unix, pomocí znaku LF.
Obě knihovny jsou pro naše potřeby dostačující, pro načítání obsahu CSV souborů jsem
ale zvolil Java CSV, a to díky jejím výhodám uvedeným v předchozím odstavci.
Formát INI
Pro zpracování souborů v tomto formátu opět existují knihovny. Jmenovat lze například
INIFile, ini4j a dTool’s Java INI Package.
První jmenovaná poskytuje jednoduché rozhraní pro načítání. Hlavní nevýhodou je to,
že není možné nastavit kódování vstupního souboru, dále si knihovna neporadí s globálně
definovanými vlastnostmi, které ignoruje.
Druhá uvedená knihovna tyto nevýhody nemá, kódování souboru je možné nastavit,
stejně jako to, jestli soubor obsahuje globální vlastnosti, případně také název pro globální
sekci s těmito vlastnostmi, což je pro naše účely velmi užitečné. Tato knihovna rovněž
dokáže pracovat s oběma způsoby ukončování řádků, dle systému Windows i Unix.
A konečně poslední jmenovaná poskytuje komplexní práci s INI soubory, umožňuje
i jejich vytváření a editaci, dokonce i validaci jmen sekcí a vlastností na základě regulárních
výrazů. Tato funkčnost ovšem pro naše účely není potřeba. Nevýhodou ale jsou, jako u první
uvedené knihovny, takové, že neumí načítat vlastnosti na globální úrovni a neumožňuje
nastavit kódování vstupního souboru, navíc si neporadí s českými znaky.
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Pro použití v rámci vytvářené aplikace jsem zvolil knihovnu ini4j, a to kvůli jejím
výhodám oproti ostatním knihovnám, popsaným výše.
Formát XML
Pro zpracování XML existuje řada knihoven, jako například DOM4J, JDOM nebo XOM.
Všechny poskytují rozhraní pro načítání XML souborů do objektového modelu, případně
jeho ruční tvorbu. Nad objektovým modelem XOM se ale lze dotazovat pomocí jazyka
XQuery s využitím knihovny NUX, která ještě bude popsána. Proto jsem si objektový
model XOM zvolil pro zpracování XML souborů, stejně jako pro tvorbu XML reprezentace
ostatních formátů.
Tento objektový model dle mého názoru rovněž poskytuje jednodušší a intuitivnější
rozhraní pro jeho ruční tvorbu, což je využito při mapování ostatních formátu na XML.
XML uzly nejsou svázány s konkrétním dokumentem, což umožňuje přesuny uzlu mezi
různými dokumenty. Toto je velmi užitečné při načítání vstupních souborů a jejich ukládání
do databáze.
Formát JSON
I pro tento formát jsou dostupné knihovny pro jeho zpracování. Jmenovat lze například
JSON in Java, JSON.simple a JSON Tools. Všechny z nich podporují čtení souborů s růz-
ným kódováním, které lze nastavit.
U první uvedené mi připadá načítání trochu složitější, jelikož je nutné dopředu znát,
jestli je typ na nejvyšší úrovni souboru JSONObject nebo JSONArray. Proto jsem použití
této knihovny vyloučil.
Druhá uvedená knihovna tuto nevýhodu nemá, obsah souboru je načten, poté lze zjistit,
jaký typ se na nejvyšší úrovni v souboru vyskytoval a získat data v něm obsažená.
Třetí poskytuje podobné možnosti a způsob práce jako předchozí, přijde mi ale o něco
méně uživatelsky přívětivá.
Z výše uvedených důvodů jsem pro implementaci zvolil knihovnu JSON.simple.
5.2.2 XQuery dotazy
Pro dotazování nad XML reprezentací je použita již zmíněná knihovna NUX. Ta umožňuje
dotazování přímo nad objektovým modelem XOM, což je pro naše účely velmi výhodné,
jelikož v tomto modelu je obsah databáze uchováván.
Ostatní volně dostupné knihovny, jako je například XEngine, poskytují pouze dotazy
nad soubory se XML obsahem. Bylo by tedy nutné nejprve vytvořit XML reprezentaci
zdrojů a tu pak serializovat do souboru, nad kterým by se dotazy prováděly. Tento soubor
by byl ale pro dotazování znovu načítán. Při využití objektového modelu XOM v kombinaci
s knihovnou NUX lze pak dotazy vytvářet přímo nad vytvořeným modelem. Odpadne tak
krok serializace a opětovného načtení souboru.
5.3 Práce se zdrojovými soubory a databází
V této části je popsán způsob práce se zdrojovými soubory, a to jejich načítání, mapování
na XML reprezentaci a přidávání, odebírání a aktualizace v rámci databáze.
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5.3.1 Načítání vstupních souborů
Vstupní soubory jsou reprezentovány třídou Source, která obsahuje informace o souboru, se
kterým je svázaná. Jde o jeho typ, který je automaticky detekován podle přípony souboru,
název zdroje, který je odvozen od názvu souboru, časovou značku poslední modifikace
a kódování, které je zadáno uživatelem.
Podle typu souboru je pak jeho obsah načten pomocí příslušné knihovny pro práci
s daným formátem, poté je provedeno namapování na formát XML, jak je popsáno dále.
5.3.2 Mapování souborů na XML
O vytvoření XML reprezentace obsahu zdrojových souborů se starají třídy CsvMapper,
IniMapper, XmlMapper a JsonMapper. Každá z nich obsahuje vlastní nastavení obsahující
informace, jakým způsobem se má obsah souboru namapovat na XML. Tyto možnosti
jsou popsány v kapitole 4.3. Nastavení pro jednotlivé formáty jsou realizovány pomocí tříd
CsvOptions, IniOptions a JsonOptions. Pro formát XML žádné nastavení není, jelikož
jeho formát je stejný jako formát obsahu databáze a je tedy jasně dáno, jak se načte.
Každá ze tříd zajišťující mapování pro jednotlivé formáty obsahuje metodu readSource,
která zajistí načtení zdrojového souboru pomocí příslušné knihovny a vytvoření XML re-
prezentace tohoto zdroje. Metoda vrací objekt třídy Element, který danou reprezentaci
uchovává. Tento element samozřejmě obsahuje odkazy na další svoje synovské elementy.
Tato metoda je pak využita v rámci metody addSource při přidávání zdroje do databáze,
ale i v rámci aktualizace obsahu databáze. Pokud nastane při načítání souboru chyba, je
vyhozena výjimka. Pro tyto účely je vytvořen vlastní typ výjimky ReadSourceException,
která obsahuje detaily o vzniklé chybě. Tato výjimka je pak zachycena v uživatelském roz-
hraní a informace o chybě je předána uživateli.
Mapování formátů CSV a INI je jednodušší, protože mají pevně danou hloubku zanoření.
U formátu CSV jsou to sloupce uvnitř řádků, u INI názvy vlastností a jejich hodnoty uvnitř
sekcí. Formát JSON může mít strukturu libovolně zanořenou, proto je jeho namapování na
XML složitější. Je realizováno pomocí rekurzivního algoritmu s využitím metody mapValue,
která dokáže vytvořit XML reprezentaci JSON hodnot. Tato metoda je rekurzivně volána
pro každou nalezenou hodnotu ve vstupním souboru, u typů JSONObject a JSONArray se
dále zanořuje, jelikož v sobě obsahují další JSON hodnoty.
5.3.3 Správa obsahu databáze
Databází lze vytvořit více. Každá obsahuje vlastní nastavení týkající se uložení obsahu
a mapování vstupních souborů. Toto nastavení představuje třída Options, která obsahuje
odkazy na objekty obsahující nastavení mapování jednotlivých formátů a dále objekt třídy
CommonOptions s obecným nastavením databáze, zejména způsob vkládání obsahu zdrojo-
vých souborů, jak je popsáno v části 4.4.1, a název kořenového elementu databáze. Způsob
mapování zdrojů lze nastavit na úrovni formátů, ne však pro každý zdrojový soubor zvlášť.
Přidávání zdrojů
Přidávání zdrojů do databáze je realizováno pomocí metody addSource. Nejprve je třeba
vytvořit XML reprezentaci zdroje. To zajistí již zmíněná metoda readSource třídy pro
mapování příslušného formátu. Pokud toto proběhlo v pořádku, je zdroj přidán do seznamu
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zdrojů, které daná databáze obsahuje, a vytvořený element je připojen k obsahu databáze.
Záleží na způsobu vkládání.
Pokud je nastaveno vkládání celých elementů reprezentujících obsah souborů, je koře-
nový element stromu připojen jako synovský uzel ke kořenovému elementu databáze. Do
objektu třídy Source příslušného zdroje je uložen odkaz na tento element, který slouží pro
případné odebrání souboru z databáze nebo jeho aktualizaci.
V případě nastavení slučování obsahu vkládaných souborů je kořenový element stromu
reprezentující obsah zdroje vynechán a ke kořenovému elementu databáze jsou připojeny
všechny jeho synovské uzly. Pro potřeby odebíraní zdrojů a jejich aktualizace jsou do ob-
jektu třídy Source příslušného zdroje tentokrát uloženy odkazy na všechny takto připojené
uzly.
Odebírání zdrojů
Jak již bylo zmíněno, pro potřeby odebírání zdrojů je u každého z nich uložen odkaz na
element, příp. elementy, příslušející danému zdroji, pomocí něhož lze tento element nebo
elementy odebrat z kořenového elementu databáze. Bez těchto odkazů by nebylo možné
přesně určit, jaké elementy v databázi zdroji přísluší. Tyto elementy jsou tedy z obsahu
databáze odstraněny, zdroj je rovněž smazán ze seznamu zdrojů. Toto provede metoda
removeSource.
Aktualizace zdrojů
Při načítání zdroje je do objektu třídy Source, který ho reprezentuje, uložena časová značka
poslední modifikace souboru. Při požadavku na aktualizaci je pak tato značka porovnána
s aktuální značkou poslední modifikace souboru a pokud byl soubor změněn, je jeho ob-
sah v databázi aktualizován. Aktualizace ovšem proběhne i tehdy, pokud bylo změněno
nastavení mapování souborů na XML, jelikož se tím reprezentace zdroje v databázi může
změnit.
Zdrojový soubor je znovu přečten pomocí metody readSource, čímž je vytvořena jeho
aktuální reprezentace. Element, popřípadě elementy, které danému zdroji patřily, jsou na-
lezeny opět na základě odkazů na ně, které jsou uloženy v objektu třídy Source. Tyto
elementy jsou z obsahu databáze odstraněny a připojeny jsou ty nově vytvořené. Aktuali-
zaci zdroje zajistí metoda updateSource. Při požadavku na aktualizaci obsahu databáze
jsou takto aktualizovány všechny zdroje, které obsahuje.
Cesty ke zdrojovým souborům jsou uchovávány jako relativní vhledem k umístění apli-
kace. Při jejím přesunu na jiné místo jsou tedy soubory opět bez problémů načteny, pokud
je zachováno jejich relativní umístění vůči aplikaci. Pokud není možno zjistit relativní cestu,
je uchována cesta absolutní. To nastane v případě, že není soubor umístěn v rámci složky,
v níž se nachází aplikace.
5.4 Uživatelské rozhraní
Uživatelské rozhraní je vytvořeno pomocí knihovny Swing a AWT, které poskytují běžně
používané prvky pro tvorbu rozhraní.
Hlavní okno aplikace je vertikálně rozděleno na dvě části, v té levé je textové pole pro
zadávání XQuery dotazů, v pravé části pak prvek zobrazující výsledek dotazu. Pro pole
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určené k editaci XQuery dotazů je použita vlastní komponenta HighlightTextPane, která
může být využita i pro zobrazování obsahu databáze a výsledků dotazů v jazyce XML.
Samozřejmě již existují komponenty, které dokáží syntaxi zvýrazňovat, u žádné z nich
mi ale nevyhovovaly možnosti jejich přizpůsobení pro vlastní potřeby, zejména pro XQuery
dotazy. To vedlo k vytvoření vlastní komponenty.
5.4.1 Komponenta HighlightTextPane
Tato vlastní komponenta rozšiřuje možnosti komponenty JTextPane a doplňuje její funkč-
nost o několik dalších vlastností, z nichž každou lze zvlášť aktivovat nebo deaktivovat.
• Zvýrazňování XML syntaxe – je možno nastavit barvu a styl, jakým se zvýrazní určité
části XML dokumentu, jako jsou například elementy nebo atributy.
• Zvýrazňování párových závorek – je možno nastavit barvu pozadí těchto závorek.
• Zvýrazňování klíčových slov XQuery dotazů – opět je k dispozici nastavení stylu jejich
zvýrazňování.
Zvýraznění lze provést buď pouze na požádání, tedy vyvoláním metody highlight této
komponenty. Tato metoda zajistí nové zvýraznění textu, který komponenta obsahuje. Další
možností je aktivovat zvýrazňování vždy při každé změně textu v komponentě, tedy průběžně
při psaní.
Komponenta JTextPane umožňuje nastavení vzhledu částí dokumentu na základě za-
dání jejich počátečního indexu v textu, jejich délky a stylu zobrazení. Toho je při zvýra-
zňování využito.
Uložení nastavení zvýrazňování určité části textu zajišťuje třída HighlightStyle, která
nese informace o barvě písma, pozadí a řezu písma. Pro kompletní nastavení zvýraznění
textu komponenty slouží třída HighlightOptions. Ta obsahuje odkaz na objekt třídy
SyntaxHighlightOptions, která obsahuje nastavení ohledně zvýrazňování syntaxe, tedy
elementů, atributů a podobně, dále odkaz na objekt třídy BracketHighlightOptions,
která uchovává nastavení podbarvení jak párových závorek, tak těch závorek, pro které
párová v textu nebyla nalezena.
Zvýraznění syntaxe
Aby bylo možné syntaxi zvýrazňovat, je potřeba v dokumentu nejprve nalézt ty části, které
budou barevně odlišeny od ostatních. Toto vyhledání je realizováno s využitím regulárních
výrazů. Ty jsou vytvořeny zvlášť pro různé části XML dokumentu, jako jsou například
elementy a atributy. Celý dokument je prohledán a pro každou nalezenou část se zjistí
počáteční index jejího výskytu a její délka. Na ni jsou pak aplikovány styly zobrazení na
základě nastavení uživatele.
Zvýraznění párových závorek
Zvýrazňovány jsou závorky špičaté, kulaté, hranaté a složené. Zvýrazněné závorky se vždy
vztahují k aktuální pozici kurzoru. Pokud se v jeho těsném okolí nachází znak závorky, je
pro ni nalezena párová závorka a obě jsou zvýrazněny. Pokud se u kurzoru nachází závorky
z obou stran, přednost má ta vpravo.
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Nalezení párové závorky pak probíhá tak, že se nejprve zjistí, zda jde o otevírací nebo
uzavírací závorku, podle toho se určí směr hledání. Pokud je otevírací, bude se postupovat
směrem ke konci textu, v opačném případě k jeho začátku.
Nestačí ale jen hledat znak, který odpovídá párové závorce, ale je nutno brát v úvahu
to, že se v textu mohou vyskytovat znovu i znaky závorek, k nimž se ta párová hledá. Dojde
tak k jejich zanoření, je nutno pamatovat si jeho úroveň a nalezenou závorku prohlásit za
spárovanou, pokud je na stejné úrovni jako ta, ke které se hledá. Při nalezení znaku původní
závorky se zanoření zvětší, při nalezení znaku párové závorky naopak zmenší.
Pokud je hledaná párová závorka nalezena, jsou obě zvýrazněny podbarvením pro spá-
rované závorky, pokud není, je zvýrazněna závorka u kurzoru, a to podbarvením pro ne-
spárovanou závorku.
Algoritmus si poradí i s komentáři uvnitř XML dokumentu. Pokud má být zvýrazněna
závorka, která se nachází uvnitř komentáře, je párová závorka vyhledávána pouze v rámci
něj. Pokud se naopak zvýrazňuje závorka, která neleží uvnitř komentáře, jsou při vyhledá-
vání párové závorky znaky uvnitř komentářů ignorovány.
Zvýraznění klíčových slov XQuery
Vyhledání klíčových slov probíhá podobně jako u zvýrazňování syntaxe. Jsou nalezeny
pomocí regulárního výrazu, opět pro každé nalezené klíčové slovo určen index jeho začátku
v textu a délka, na základě nichž je klíčovým slovům nastaven vzhled.
5.4.2 Vizualizace XML dokumentů
Pro zobrazování XML dokumentů, tedy obsahu databáze a výsledků dotazů, lze využít
vytvořenou komponentu HighlightTextPane.
Další možností, jak obsah databáze a výsledky dotazů zobrazit, je pomocí stromu, jelikož
XML dokumenty mají stromovou strukturu. Navíc lze některé části dokumentu skrývat
a zobrazovat podle aktuálních potřeb. K tomu je využita komponenta JTree.
Způsob zobrazení obsahu databáze a výsledku dotazu lze nastavit nezávisle na sobě.
Zobrazení pomocí komponenty HighlightTextPane
Pokud je pro zobrazení vybrána tato komponenta, je u ní nastaveno zvýrazňování XML
syntaxe a párových závorek. Zvýraznění se u okna s obsahem databáze aktualizuje pouze
při změně jejího obsahu, s výjimkou závorek, jejichž zvýraznění je aktualizováno při změně
pozice kurzoru.
Pro zobrazení výsledku dotazu touto komponentou je opět aktivováno zvýrazňování
XML syntaxe a párových závorek. Aktualizace zvýraznění se provede pouze po vyhodnocení
dotazu, zvýraznění závorek opět při změně pozice kurzoru.
Zobrazení pomocí stromu
Pokud je vybrán tento způsob zobrazení, ať už pro obsah databáze nebo výsledek dotazu,
je třeba nejprve naplnit obsahem dokumentu strom, který je zobrazen. Elementy a textové
uzly jsou rozloženy standardním způsobem, jejich zanoření ve stromu tak odpovídá zanoření
v dokumentu.
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Pro atributy jsou k dispozici dvě možnosti, jak je zobrazovat. První z nich je přidat je do
názvu uzlu reprezentujícího daný element, vzhled je tedy podobný jako v XML dokumentu,
například <nazevElementu atribut="hodnota">
Druhou možností je vložit je jako synovské uzly s názvem ve tvaru @nazev="hodnota".
Uzel reprezentující element tedy obsahuje nejprve uzly pro atributy a dále uzly zobrazující
jeho synovské elementy.
Pro vygenerování objektového modelu pro potřeby komponenty JTree slouží funkce
generateTree, které je předán odkaz na kořenový element XOM modelu, jehož obsah se
zobrazuje.
5.4.3 Vizualizace textového pole s XQuery dotazem
Pro toto pole je využito rovněž vlastní komponenty HighlightTextPane, která má na-
staveno zvýrazňování XML syntaxe, párových závorek a klíčových slov XQuery dotazu.
Aktualizace zvýraznění je prováděna při každé změně textu, tedy průběžně při vytváření
dotazu.
5.4.4 Napovídání elementů, atributů, proměnných a funkcí
Dostupné elementy jsou vyhledány na základě cesty v XML dokumentu, kterou uživatel
zatím napsal v rámci XQuery dotazu. Pomocné metody potřebné pro vyhledání těchto
elementů jsou definovány jako statické v třídě QueryUtil. Nejprve je třeba zjistit na
základě aktuální pozice kurzoru cestu, kterou uživatel zatím zadal. To zajišťuje metoda
getPathForHelper, která na základě pozice kurzoru a textu dotazu vrátí zadanou cestu.
Z takto získané cesty se zjistí, jestli se bude napovídat jméno uzlu, tedy elementu či
atributu, nebo jméno proměnné.
Pokud se jedná o proměnnou, začíná cesta znakem $, jelikož jím všechny proměnné začí-
nají, a následuje část názvu proměnné. Je tedy potřeba projít text dotazu a vyhledat odpoví-
dající názvy proměnných, které byly deklarovány. K tomu slouží metoda getVariableNames,
které se předá zadaná část názvu proměnné a text dotazu, vrátí seznam jmen dostupných
proměnných.
Pokud jde o uzel, skládá se cesta z názvů elementů oddělených lomítkem, které ji re-
prezentují, na konci následuje část názvu uzlu, na základě něhož se napovídá. Je ale také
potřeba počítat s tím, že cesta může vycházet z proměnné, mohla by pak vypadat například
takto:
$promenna/dalsi/cesta/cast nazvu
Uvedená cesta se pak vztahuje relativně k cestě přiřazené proměnné. Je potřeba z ní
získat absolutní cestu, tedy nahradit proměnnou cestou, která jí byla přiřazena, případně to
udělat opakovaně, pokud také obsahovala proměnnou. K tomu slouží metoda getAbsolutePath,
která k předané cestě vrátí odpovídající absolutní cestu.
Pro vyhledání názvů odpovídajících uzlů slouží metoda getNodeNames, které je pře-
dána absolutní cesta a vrátí jejich seznam. K získání elementů pro tento seznam využívá
uvedeného XQuery dotazu:
for $x in cesta/*
where matches($x/name(),^cast_nazvu_elementu)
return $x
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Pro nalezení atributů je využit podobný dotaz, pouze se v něm specifikuje, že se vybírají
atributy, a to pomocí znaku @ na konci cesty.
Pro vytvoření dotazu je třeba rozdělit absolutní cestu na dvě části, podle pozice posled-
ního výskytu znaku lomítka. Před ním se nachází cesta k hledanému uzlu, tedy elementu
nebo atributu, za ním část jeho názvu. V klauzuli for jsou pak vybrány všechny uzly na-
cházející se v databázi v daném umístění, v klauzuli where jsou pak odfiltrovány pouze ty
uzly, jejichž názvy začínají řetězcem, který pro jejich název zatím zadal uživatel.
Obdobným způsobem mohou být napovídány i pouze názvy atributů dostupných u příslu-
šného elementu. Pro vyhledání atributu se na začátku názvu uvede znak @, cesta s vyhle-
daným atributem pak může vypadat například takto:
cesta/element/@nazev atributu
Seznam odpovídajících uzlů je pak metodou navrácen a jsou zpracovány pro zobrazení
uživateli.
Co se týče napovídání názvů funkcí, není to možné realizovat se všemi funkcemi dostup-
nými v XQuery, jelikož je jich obrovské množství. Uživatel si tedy zadá v nastavení aplikace
seznam názvů funkcí, z něhož bude při napovídání vybíráno. Mohou to být například funkce,
které používá nejčastěji.
5.4.5 Zobrazení napovídaných položek
Nejprve bylo napovídání implementováno pomocí kontextového menu, ve kterém byly všechny
napovídané položky zobrazeny. Zjistil jsem ale, že to má určité nevýhody, například to, že
ho nelze zobrazovat průběžně během psaní, jelikož při zobrazení toto menu získá fokus
a není tedy možné pokračovat v psaní. Další nevýhoda se projeví, pokud je napovídaných
položek větší počet a menu je tak hodně vysoké, jelikož nepodporuje skrolování.
Proto je pro tyto účely vytvořeno plovoucí okno, ve kterém jsou napovídané položky
zobrazeny formou seznamu. Nejprve je nutno zjistit pozici pro jeho zobrazení. Ta se vypočítá
na základě pozice kurzoru v textu s dotazem a umístění hlavního okna aplikace. Ukázka
okna je na obrázku 5.1.
Obrázek 5.1: Ukázka okna s napovídanými položkami
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Okno je zobrazeno při stisku zkratky CTRL + mezerník nebo při napsání lomítka v rámci
cesty k elementu. Při zobrazení je možné stále psát v poli s dotazem, napovídané položky
jsou průběžně zobrazovány a aktualizovány na základě aktuálně napsané cesty. Stisknutím
klávesy TAB se do cesty doplní název vybrané položky, okno přitom zůstane otevřené,
takže se dále napovídají další položky. Při stisku klávesy ENTER se název doplní a okno
se uzavře.
Pro zobrazení okna slouží funkce showCueFrame. Nejprve je vytvořen seznam napovída-
ných položek. Ty jsou nalezeny s využitím metody getCueItems třídy QueryUtil. Ta vrátí
seznam odpovídajících položek, tedy uzlů nebo proměnných, jak je popsáno v části 5.4.4.
Dále se pomocí metody getMatchingFunctionNames získají jména funkcí, které připadají
v úvahu na základě zadané části jejich názvu v cestě.
Tyto názvy elementů, atributů a funkcí, případně proměnných, jsou přidány do seznamu
položek a je zobrazeno okno pro jejich napovídání. Položky různých typů jsou od sebe
odlišeny barvou pozadí.
Ohledně zobrazování tohoto okna je nutno ošetřit několik věcí. První z nich je, aby
se průběžně při psaní aktualizoval seznam. Při každé změně při psaní cesty je tedy nutné
znovu vyhodnotit položky, které lze napovědět.
Další věc je to, kdy se má okno zobrazit a kdy skrýt. Jak již bylo řečeno, okno se zobrazí
při stisknutí zkratky CRTL + mezerník nebo při napsání znaku lomítka, ale jen v případě,
že jsou dostupné nějaké položky k napovědění. Okno se skryje, pokud ztratí fokus, tedy je
kliknuto jinam v rámci aplikace nebo i mimo ni.
5.4.6 Zobrazení aktuálních informací
Pro zobrazení informací týkajících se aktuálně prováděných akcí je využita vlastní kompo-
nenta LoggingPanel, která je tvořena tabulkou. Každý záznam v ní obsahuje informace
o čase provedené akce, informace o ní, související soubor a políčko s dalšími podrobnostmi.
Chybové položky jsou odlišeny od informativních barvou pozadí řádku.
Toto je využito zejména při přidávání zdrojů do databáze, je tak uživateli dáno na
vědomí, jestli přidání proběhlo v pořádku, nebo došlo k chybě. Stejně tak při odebírání
zdrojů, aktualizaci obsahu databáze, přidávání databází a jejich odebírání a podobně.
5.5 Ukládání nastavení aplikace
Aplikace obsahuje velké množství informací, které je potřeba uchovat při jejím vypnutí
a opětovném zapnutí. Pro potřeby ukládání a načítání těchto informací slouží třída IOWorker,
která obsahuje potřebné statické metody. Objekty lze v jazyce Java serializovat do sou-
boru pomocí třídy ObjectOutputStream, čehož je využito. Serializovatelné objekty musí
implementovat prázdné rozhraní Serializable, stejně jako všechny objekty, na něž se-
rializovaný objekt obsahuje ukazatele. Všechny třídy, jejichž instance je třeba ukládat,
toto rozhraní tedy implementují. K načtení takto uložených objektů lze pak využít třídu
ObjectInputStream.
Je potřeba uchovat informace ohledně databází, které uživatel vytvořil. Tyto databáze
jsou tedy uloženy na disk, dále je uloženo jméno té, která je aktivní. V rámci každé databáze
je uloženo její jméno, nastavení ohledně mapování souborů na XML, seznam zdrojů, které
obsahuje, a poslední dotaz, který byl v souvislosti s ní vytvořen. Samotný obsah databáze
ukládán není, při spuštění aplikace jsou všechny zdroje obsažené v databázi znovu načteny
a obsah je tak vytvořen.
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Dále je třeba uchovat profily, které uživatel vytvořil a na základě nichž lze vytvářet
databáze. Tyto profily jsou tedy uloženy, s každým z nich i nastavení ohledně vytváření
XML reprezentace zdrojů pro jednotlivé formáty.
Ukládání informací ohledně databází a profilů je zajištěno pomocí metody save. Načtení
je provedeno pomocí metody load.
Dále je nutno uchovat nastavení týkající se uživatelského rozhraní, tedy způsob zobra-
zení obsahu databáze a výsledku dotazů, seznam napovídaných XQuery funkcí a nastavení
zvýrazňování syntaxe, které zahrnuje zvýraznění závorek, jednotlivých částí XML a klíčo-
vých slov XQuery. Všechny tyto nastavení jsou uchovávány v objektu třídy AppOptions, je
proto serializován celý tento objekt.
Uložení tohoto nastavení uživatelského rozhraní zajišťuje metoda saveGuiOptions, na-
čtení metoda loadGuiOptions.
Pokud se některý ze souborů s nastavením nepodaří načíst, například pokud byl omylem
smazán, poškozen a nebo je aplikace spouštěna poprvé, je vytvořeno výchozí nastavení.
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Kapitola 6
Závěr
Cílem této práce bylo navrhnout a realizovat metodu extrakce informací ze strukturova-
ných textů různých formátů, a to nějakým jednotným způsobem. Jednotlivé formáty jsou
převáděny na XML reprezentaci, nad kterou se pak dotazuje pomocí XQuery dotazů. Mys-
lím, že je tato metoda pro tyto účely velmi dobře použitelná. Mapování formátů vstupních
souborů na XML lze rozsáhle konfigurovat, uživatel si tedy dle vlastních potřeb může vy-
tvořit reprezentaci zdrojových souborů, nad kterou se pak bude dotazovat a vytvářet tak
požadovaný výstup.
Vytváření XQuery dotazů je usnadněno zejména napovídáním jmen dostupných ele-
mentů, čímž se celý proces urychlí, jelikož není nutné stále zjišťovat, jaké podelementy
daný element obsahuje, navíc se tím předejde zadání špatného názvu elementu, způso-
beného například překlepem. Dále je možno zobrazit si obsah databáze, uživatel tak má
přehled o její struktuře a může se při psaní dotazu lépe orientovat. Pro zvýšení přehlednosti
je ještě zvýrazňována syntaxe.
Při tvorbě práce jsem si značně rozšířil znalosti týkající se jednotlivých formátů a jejich
zpracování, zejména formátu XML, dále jsem se naučil vytvářet XQuery dotazy a využít
jich při tvorbě požadovaného výstupu na základě šablony, rozšířily se i mé znalosti jazyka
Java a tvorby uživatelských rozhraní.
Aplikace byla otestována na souborech různých formátů a s různým obsahem. Při tes-
tování bylo objeveno a následně opraveno ještě několik chyb, které se předtím neprojevily.
Týkaly se zejména napovídání položek při tvorbě dotazů a práce s obsahem databáze. Tes-
tovací soubory s příslušnými dotazy a výstupy jsou k dispozici na přiloženém CD.
Aplikace byla vyvíjena pod operačním systémem Windows 7, vyzkoušena byla ale i v pro-
středí operačního systému GNU/Linux, distribuce Kubuntu 9.10. I zde vše funguje bez
problémů.
6.1 Možná rozšíření
Aplikaci je možné rozšířit o další funkcionalitu, v této podkapitole jsou tyto možnosti shr-
nuty.
První možné rozšíření se týká tvorby XQuery dotazů, a sice kontroly jejich syntaxe již
při psaní. Uživatel by tak ihned viděl, že udělal chybu a mohl by ji opravit. V současném
stavu je případná syntaktická chyba oznámena až při pokusu provést daný dotaz. Nalezení
chyby je pak složitější.
Dále by při tvorbě dotazů mohly být kromě jmen elementů napovídány i hodnoty, které
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se nachází v XML dokumentu. Při psaní podmínky například na rovnost hodnoty elementu
by pak byly napovězeny ty hodnoty, které se u porovnávaného elementu v dokumentu
nachází.
Další rozšíření, které připadá v úvahu, je zobrazení statistik ohledně obsahu aktuální
databáze, například celkový počet elementů, maximální hloubka zanoření, kolikrát se které
elementy vyskytují, jaké hodnoty elementy obsahují nejčastěji, v případě číselných hodnot
třeba jejich rozsah a podobně.
Aplikace by si také u každé databáze mohla udržovat seznam dotazů, které si pro ni
uživatel vytvořil, a následně mezi nimi vybírat ten, který se právě použije pro výstup. V sou-
časném stavu aplikace podporuje uložení dotazu na disk v podobě textového souboru a jeho
opětovné načtení, dále si u každé databáze pamatuje poslední dotaz, který v souvislosti s ní
byl vytvořen.
Bylo by také možné vytvořit konzolovou verzi aplikace, která by umožnila automatizo-
vané zpracování vstupních souborů a tvorbu výstupu, například pomocí dávkových souborů.
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Příloha A
Návod k aplikaci
Po spuštění aplikace se otevře hlavní okno. To obsahuje tyto základní prvky:
• Pole pro psaní XQuery dotazů (1).
• Oblast pro zobrazení výsledku dotazu (2).
• Menu pro ovládání aplikace (3).
• Tlačítko pro provedení dotazu (4).
• Tabulku s aktuálními informacemi (5).
Obrázek A.1: Hlavní okno aplikace
39
A.1 Správa databází
Nyní bude popsán postup vytváření a mazání databází, dále nastavení aktivní databáze.
A.1.1 Vytváření databází
Pro vytvoření nové databáze vyberte v menu Databáze položku Vytvořit databázi. Zobrazí
se dialogové okno, ve kterém zadejte název databáze a vyberte profil, který se použije pro
výchozí nastavení databáze.
Obrázek A.2: Dialog pro přidání databáze
Profily lze v tomto dialogu rovněž přidávat, upravovat a mazat. Pokud tedy chcete
přidat nový profil, na základě něhož pak budete vytvářet nové databáze, můžete tak učinit
zde.
Po kliknutí na tlačítko Přidat databázi je vytvořena prázdná databáze.
A.1.2 Výběr aktivní
Pro volbu aktivní databáze slouží menu Databáze → Aktivní databáze, kde je seznam všech
dostupných databází, z nichž lze kliknutím vybrat tu aktivní.
A.1.3 Odebrání databáze
Pro odebrání slouží položka Odebrat databázi v menu Databáze. Otevře se dialogové okno,
kde lze vybrat databázi, která se odstraní.
Obrázek A.3: Dialog pro odebrání databáze
Pokud se odstraní databáze, která zároveň byla aktivní, je třeba vybrat novou aktivní
databázi, nad kterou budou dotazy prováděny.
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A.2 Správa obsahu aktivní databáze
Lze přidávat zdroje, odebírat je a nastavovat vlastnosti databáze, zejména způsob mapování
zdrojových souborů na XML reprezentaci.
Ke správě obsahu databáze slouží dialog vyvolaný kliknutím na položku Spravovat ak-
tivní v menu Databáze. V rámci něj je dostupné přidávání a odebírání zdrojů a nastavení
databáze. Informace o prováděných akcích jsou vypisovány v tabulce v dolní části hlavního
okna aplikace, zejména průběh načítání souborů při jejich přidávání.
Aktuální obsah aktivní databáze je možné zobrazit vybráním položky Zobrazit aktivní
v menu Databáze. Otevře se nové okno s jejím obsahem.
Obsah databáze je možné aktualizovat, například pokud se změnil obsah zdrojových
souborů. Učiní se tak kliknutím na položku Aktualizovat aktivní v menu Databáze. Průběh
aktualizace je také vypsán do tabulky.
Obsah aktuální databáze je možné uložit do souboru. Obsah souboru je pak takový, jako
je vidět při zobrazení obsahu databáze. Obsah lze ze souboru i načíst, ovšem v tom případě
se odstraní předchozí obsah databáze. Načtený soubor pak ale není vidět mezi zdroji. Obsah
databáze v tomto případě lze smazat kliknutím na položku Smazat obsah aktivní v menu
Databáze.
A.2.1 Přidávání zdrojů
Pro přidání zdrojů klikněte na tlačítko Přidat zdroje v dialogu pro správu obsahu databáze.
Otevře se dialog, ve kterém lze vybrat kódování přidávaných zdrojových souborů. Jsou dvě
možnosti, jak soubory přidávat.
Obrázek A.4: Dialog pro přidávání zdrojů
První je, že se přidají všechny soubory z vybrané složky, přičemž lze zadat, zda budou
rekurzivně procházeny i adresáře ve vybrané složce, dále masku přidaných souborů. Pro
zastoupení libovolné sekvence znaků lze použít znak ∗. Tato volba se aktivuje zaškrtnutím
položky přidat celý adresář.
Druhou možností je zvolit přímo soubory, které budou přidány. Lze zvolit jeden nebo
i více. Volba souboru se provádí kliknutím na tlačítko Procházet, čimž se zobrazí dialogové
okno pro výběr. Stejným způsobem se vybírá i složka, příp. složky, u první možnosti.
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A.2.2 Odebírání zdrojů
Odebírání zdrojů se provádí kliknutím na tlačítko Odebrat zdroje v dialogu pro správu
obsahu databáze. Jsou opět dvě možnosti, jak zdroje odebrat.
Obrázek A.5: Dialog pro odebírání zdrojů
První způsob je takový, že se ze seznamu zdrojů vyberou požadované a ty se smažou.
Druhou možností je zadat masku názvu zdrojů, které se z databáze odstraní. Pro zastoupení
sekvence libovolných znaků zde lze použít znak ∗. Informace o zdrojích, které byly smazány
se vypisují v tabulce v dolní části hlavního okna.
A.2.3 Informace o prováděných akcích
Informace o akcích, které byly provedeny, se zobrazují v tabulce v dolní části okna. Jsou zde
vypisovány informace například o přidaných a odebraných databázích, správě jejich zdrojů
a podobně.
Obrázek A.6: Tabulka s informacemi
Při přidávání zdrojů jsou tak například vidět informace o jejich průběhu, případně je
zde popis chyby, která mohla nastat při načítání souboru.
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A.2.4 Nastavení databáze
Zde se provádí zejména nastavení způsobu mapování zdrojových souborů na XML, dále
obecná nastavení. Mapování se nastavuje pro každý formát zvlášť a obsahuje různé volby
závislé na jeho typu.
Co je společné, je nastavení způsobu vkládání reprezentace zdrojů do databáze. To
lze zvolit jen při vytváření databáze, pak to již nelze měnit. Rozdíl mezi oběma způsoby je
popsán v kapitole 4.4.1. Dále zde lze nastavit jméno kořenového elementu databáze a volbu,
jestli se má výsledek dotazu obalit elementem, případně jeho jméno. Pokud obalení není
nastaveno, je možné že výstupem bude neplatný XML dokument, jelikož výsledkem dotazu
může být více elementů a dokument by pak měl více než jeden kořenový element. Hodí se
to ale například, pokud je tak třeba vytvořen HTML kód, který bude následně vložen do
stránky.
A.3 Nastavení aplikace
Aplikace obsahuje jednak nastavení ohledně zobrazení některých prvků, dále nastavení stylů
pro zvýrazňování syntaxe a nastavení pro napovídání XQuery funkcí.
A.3.1 Vzhled obsahu databáze a výsledku dotazu
Pro oba prvky, pro zobrazení obsahu databáze a zobrazení výsledku dotazu, lze vybrat
jednu z dvou možností vzhledu. Nastavení se provede vybráním položky Nastavení aplikace
v menu Nastavení. Zvolit lze buď zobrazení pomocí stromové struktury nebo v textové
podobě, ovšem se zvýrazněnou syntaxí, která je nastavitelná.
Obrázek A.7: nastavení vzhledu
Pokud je zvoleno zobrazení pomocí stromu, je na výběr způsob vizualizace atributů.
Jednou možností je zobrazit atributy u názvu elementu, podobně jako je to v XML do-
kumentu. Druhou možností je zobrazit je jako synovské uzly elementu, jemuž přísluší. Při
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kliknutí pravým tlačítkem myši na obsah databáze je zobrazeno kontextové menu, pomocí
něhož lze uzly stromu rozbalit nebo sbalit.
Jak je vidět na obrázku A.7, nastavení vzhledu obou prvků lze provést nezávisle na
sobě. Nastavení zvýraznění syntaxe je pak na obrázku A.8.
Dále zde lze nastavit kódování souboru, do kterého se dá výsledek dotazu uložit. XQuery
dotazy jsou vždy ukládány a načítány v kódování UTF-8.
A.3.2 Nastavení zvýrazňování syntaxe
Nastavit lze podbarvení zvýrazňovaných párových závorek, a to jednak těch spárovaných,
i těch nepárových. Výběr barvy se provede kliknutím na barevné políčko a jejím následným
výběrem v dialogu.
Obrázek A.8: Nastavení zvýrazňování syntaxe
Dále lze nastavit zvýraznění jednotlivých částí XML dokumentu, jako jsou elementy,
názvy atributů, jejich hodnoty a podobně, dále ještě zvýraznění klíčových slov XQuery.
U každé položky lze vybrat parvu písma, barvu pozadí a řez písma, jak je vidět na ob-
rázku A.8.
A.3.3 XQuery funkce
Dialogové okno pro nastavení XQuery funkcí lze otevřít zvolením položky Nastavení XQuery
funkcí v menu Nastavení. Do textového pole v příslušném dialogu lze zadat funkce, které
budou napovídány při tvorbě dotazů. Jeden řádek odpovídá jedné funkci. Funkce jsou na-
povídány přesně v tom tvaru, v jakém jsou zadány.
A.4 Tvorba dotazů
Pro psaní dotazů je určeno textové pole v levé části hlavního okna aplikace. Informace
potřebné k tvorbě XQuery dotazů jsou dostupné v kapitole 3.2.
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Dotaz se po jeho vytvoření vykoná kliknutím na tlačítko Provést dotaz nebo po stisku
klávesové zkratky CTRL + ENTER. Pokud je v dotazu chyba, zobrazí se chybové hlášení
s jejím popisem, jinak se v pravé části okna zobrazí výsledek dotazu. Ten je možné uložit do
XML souboru pomocí položky Uložit výsledek dotazu v menu Soubor. V nastavení aplikace
je možné vybrat kódování pro výstup.
A.4.1 Napovídání položek při tvorbě
Při psaní cesty v XML dokumentu aplikace umí napovídat názvy dostupných elementů
a atributů, XQuery funkcí a případně deklarovaných proměnných. Okno s nápovědou se zob-
razí při napsání lomítka při psaní cesty nebo při stisku klávesové zkratky CTRL + mezerník,
je v něm zobrazen seznam napovídaných položek. Jednotlivé typy, tedy elementy, atributy,
proměnné a funkce, jsou odlišeny barvou jejich pozadí.
Nápověda s názvy deklarovaných proměnných se zobrazí po započatí psaní názvu pro-
měnné, tedy při zadání znaku $, nebo opět po stisku uvedené klávesové zkratky.
Aplikace si poradí i s cestami, které obsahují proměnné, tedy cesta se vztahuje rela-
tivně k elementu přiřazenému této proměnné. Ukázka vzhledu okna s nápovědou je na
obrázku A.9.
Obrázek A.9: Okýnko pro nápovědu položek
Po výběru požadované položky ji lze potvrdit stisknutím klávesy ENTER nebo dvojkli-
kem na ni. Okno s nápovědou se pak uzavře. To se dá udělat i stiskem klávesy ESC nebo
kliknutím mimo něj. Pokud je po výběru položky stisknuta klávesa TAB, je vybraný název
doplněn do cesty, okno však zůstane otevřeno a jsou napovídány další položky.
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Příloha B
Příklad XML dokumentu [13]
<?xml version="1.0" encoding="ISO-8859-1"?>
<bookstore>
<book category="COOKING">
<title lang="en">Everyday Italian</title>
<author>Giada De Laurentiis</author>
<year>2005</year>
<price>30.00</price>
</book>
<book category="CHILDREN">
<title lang="en">Harry Potter</title>
<author>J K. Rowling</author>
<year>2005</year>
<price>29.99</price>
</book>
<book category="WEB">
<title lang="en">XQuery Kick Start</title>
<author>James McGovern</author>
<author>Per Bothner</author>
<author>Kurt Cagle</author>
<author>James Linn</author>
<author>Vaidyanathan Nagarajan</author>
<year>2003</year>
<price>49.99</price>
</book>
<book category="WEB">
<title lang="en">Learning XML</title>
<author>Erik T. Ray</author>
<year>2003</year>
<price>39.95</price>
</book>
</bookstore>
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Příloha C
Příklad JSON dat [15]
[
{publisher: ’Scholastic’,
author: ’J. K. Rowling’,
title: ’Deathly Hallows’,
year: 2007},
{publisher: ’Scholastic’,
author: ’J. K. Rowling’,
title: ’Chamber of Secrets’,
year: 1999,
reviews: [
{rating: 10, user: ’joe’, review: ’The best ...’},
{rating: 6, user: ’mary’, review: ’Average ...’}]},
{publisher: ’Scholastic’,
author: ’J. K. Rowling’,
title: ’Sorcerers Stone’,
year: 1998},
{publisher: ’Scholastic’,
author: ’R. L. Stine’,
title: ’Monster Blood IV’,
year: 1997,
reviews: [
{rating: 8, user: ’rob’, review: ’High on my list...’},
{rating: 2, user: ’mike’, review: ’Not worth the paper ...’,
discussion:
[{user: ’ben’, text: ’This is too harsh...’},
{user: ’jill’, text: ’I agree ...’}]}]},
{publisher: ’Grosset’,
author: ’Carolyn Keene’,
title: ’The Secret of Kane’,
year: 1930}
]
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Příloha D
Obsah přiloženého CD
Adresář Obsah
app spustitelná aplikace s vytvořenými databázemi
doc/application programová dokumentace aplikace
doc/pdf technická zpráva v PDF formátu
doc/src zdrojové kódy technické zprávy ve formátu LATEX
examples soubory s daty, příklady dotazů nad nimi a jejich výsledky
src zdrojové kódy aplikace jako projekt aplikace NetBeans IDE 6.8
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