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Introduction
If the developer writes the code, then he certainly tests it. If it's a function, the developer can call it with different arguments, and see what it returns. If the developer drilled the site, he opens it in the browser, checks the links, buttons, and checks if everything is done in accordance with the technical assignment. This process is called manual testing -a person checks the work of the program.
If you count all desktop and mobile browsers, it turns out that you need to support more than 15 browsers, and each of them has a lot of versions significantly different from each other. Until recently, we tested manually. The tester just passed all the states of the site pages in all browsers and checked to see if it works as intended. This led to the fact that the process of release was very delayed. Up to the point that development and testing took approximately the same time. Many bugs have escaped the eyes of the tester or were detected at later stages of operation.
There was a question: Can this task be shifted to the shoulders of robots? Usually it is possible, and this task is performed by automated testing.
Solutions variants
To test a web application (site), you need to simulate the operation of the browser. There are different approaches for this. The earliest and the simplest tools in the history of Internet development can only send HTTP requests to the server and analyze the resulting HTML code. Such tools are easy to write, but they are of little use. The maximum that allows you to analyze this approach is the correctness of the structure of the document, and the text content of the page [1] .
Obviously, this was not enough for a full-fledged testing of web applications. In order to solve this problem, PhantomJS appeared -it's a browser engine (Webkit is used -the same one used in Safari, Opera, Yandex-browser and old versions of Chrome), which can be managed using scripts on Javascript. This is a headless browser, that is, it does not display any windows (and does not require a video card and display at all), but works as a command line application. It is cross-platform and can be run, for example, automatically on a remote server.
This server can navigate through the pages, load CSS / JS (optionally, it is possible to load pictures), take screenshots, execute arbitrary JS code in the context of the page [2] .
The engine PhantomJS opened tremendous opportunities for working with the browser, and therefore for testing, in fact, it opened several new directions in testing sites.
First of all, this is a functional test, based on the ability to control the execution of scripts in the browser. This type of testing covers a weighty set of tasks previously faced by testers:
-check the operation of all mandatory functions of the site; -testing the working capacity of user's forms on the site (for example, feedback, adding a comment to the blog); -checking the work of the search (including the relevance of the results); -checking hyperlinks, searching for non-working links; -checking the uploading of files to the server; -viewing the content of the site pages to match the original content provided by the customer. Another stipulated direction was testing of layout. The fundamental point of this type of testing is the verification of the location of the elements, the correspondence of their positions to the provided layouts. PhantomJS allows to start the browser, to open the page and to make a screenshot of the entire page or a specific element on the page. This screenshot will be saved as a basic image for future use. After making any changes on the site, it is possible to restart the engine. PhantomJS will make one more screenshot and compare it with the original one. If no differences are found, the test is passed. If the screenshots do not match, the test is considered failed, a new image is created showing the differences. Such tool is ideal for testing changes in CSS. Of course, it is not difficult to automate this process to open multiple pages of the site and compare each of them with its previous version. Thus, the possibility of automatic regression testing of interface mapping was achieved [2] .
Fig.1 -Comparison of the element's display with its previous version
At first glance, the basic needs for testing sites were satisfied, but this is not the case. One of the main difficulties in the development of sites is the presence of many browsers, on which this site should be displayed. It is necessary to make sure that in each of them everything functions correctly. But PhantomJS is only one browser, testing in it did not allow to be sure that in all other browsers everything will be the same.
Browsers developers understood the need to provide tools for automatically testing sites in them. Thus, there appeared Headless Chrome and Headless Mode in Firefox, but each of them had its own methods for interacting with the site. In fact, developers had to write tests for each of the browsers separately, and this is a huge time cost.
Cross-browser solution Seeing this problem, the World Wide Web Consortium (W3C, an organization that develops and implements technological standards for the World Wide Web) developed and adopted a WebDriver Internet standard specification. This standard describes the API for the implementation of browsers, which, using the browser on the network, can connect your application and send commands in JSON-format via HTTP-protocol, and can receive data on the reaction of the browser. W3C were able to negotiate with leading browsers about the implementation of this interaction mechanism. To date, this Internet standard is implemented by most browsers and allows cross-browser automated testing [3] .
Fig.2 -Scheme of work Selenium WebDriver
It is interesting that the WebDriver specification was based on the already existing solution of one of the automated testing tools -Selenium. Selenium is an open source project that includes several software products, mostly written in Java, that allow you to automate the testing of the web applications interface. Selenium opens the web application being tested in an instance of a browser and, by sending various commands (opening URLs, moving mouse, pressing buttons, etc.), registers the response of the web page to these commands.
The WebDriver standard was compiled in the semblance of Selenium WebDriver, a software library for managing browsers, which aggregated the interaction interfaces with the various browsers necessary for automatic testing.
Selenium is still one of the most popular solutions in the field of automated testing of web-applications, thanks to a number of modules:
-Selenium Server is a server that allows you to manage the browser from a remote computer, over the network; -Selenium Grid is a cluster consisting of several Selenium servers. It is designed for the organization of a distributed network that allows you to run many browsers on a large number of computers in parallel;
-Selenium IDE is a plug-in to the Firefox browser that can record user actions, can play them, and generate code for WebDriver or Selenium RC, in which the same actions are performed.
Testers who can not (or do not want)to program, use the Selenium IDE as a stand-alone product, without converting the recorded scripts into program code. This, of course, does not allow to develop sufficiently complex test sets, but there are enough simple linear scripts for some programs.
Conclusion
Writing tests may seem like a waste of time. But over time, when the project grows, a new functionality is added or the existing one is reworked, automatic tests (autotests) save very much time for testing, help to detect errors in time, give confidence in the stable operation of the site.
Thanks to the work of the browser community, automated testing has become really effective and convenient to use -it has become cross-browser. Now it is worthwhile to concentrate on the test methods themselves -both creating new ones and improving the algorithms of the old ones. In my opinion, one of the possible areas of improvement is testing the appearance of the layout. Existing solutions rely on the percentage of pixels resemblance in the resulting blocks, and this is a rather questionable characteristic for identifying bugs -it allows a large number of false positives and finding bugs where they do not exist. One of the goals that I am now setting myself will be the solution to this problem. One of the ways I consider is the creation of algorithms that determine the shifts between the internal blocks of the element in question and their relative position. 
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