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1 ÚVOD 
Sluch patří k základním vjemovým smyslům lidí i zvířat. Již primitivní kultury (na úrovni 
kmenů) před mnoha tisíci lety hrály a používaly primitivní nástroje, doplněné hlasovým 
projevem při zpěvu a hraní hudby. Jaký je tedy význam hudby pro člověka? Hudba vždy 
měla a stále má velký společenský a sociální význam a je součástí našich běžných životů. 
Každý z nás ji vnímá po svém. Pro někoho je koníčkem, zábavou, odpočinkem, ale také 
třeba prací. Každý vnímá muziku jinak. Posloucháme ji skoro pořád. Ať už při práci, při 
běhu, při učení, při řízení auta anebo ve vaně. Když máme dobrou náladu, pustíme si spíše 
nějakou rychlou, rytmickou muziku. Naopak když máme náladu melancholickou, 
pustíme si raději pomalejší, klidnější písničku. Lidé jsou různí a k hudbě mají různý vztah. 
Zpočátku se písně a skladby předávaly z generace na generaci, takříkajíc z otce na syna. 
Později, po objevení písma, bylo možné začít hudbu v podstatě vizualizovat pomocí 
psaných symbolů. Během dějin a vývoji kultur vznikla řada odlišných typů a druhů 
zápisů, které se postupně sjednotily. To vyústilo až do období středověku, kdy byla 
v Evropě zavedena komplexní pravidla pro zápis hudby pomocí not. Tato pravidla se 
postupně rozšířila do celého světa. V méně či více pozměněné podobě se tento zápis 
využívá dodnes. 
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2 ZÁPIS HUDBY A HUDEBNÍ SYMBOLY 
Hudba je nedílnou součástí lidského života. Velcí hudební skladatelé dokázali vytvořit 
mistrovská díla, aniž by si potřebovali zapisovat noty do archů. Ale jakmile bylo potřeba 
tato díla reprodukovat, bylo nutné je nějakým způsobem zaznamenat jak pro orchestr, tak 
i pro budoucí generace. Dnešní doba nám umožňuje zpracovávat hudbu různými 
hudebními programy do nejrůznějších formátů. Staré notové zápisy se převádějí do 
elektronické podoby pro snazší manipulaci, nejčastěji do formy naskenovaných obrázků. 
Bohužel tento formát není vhodný pro pozdější editaci, a proto je dobré je dále převést 
rozpoznávacím programem. Výhodou je i kompaktnější verze toho samého dokumentu. 
2.1 Noty a pomlky 
Základem je notová osnova složená z pěti linek, do nichž se zapisují znaky a symboly. 
Zápis je čten zleva doprava. Prvním znakem každé notové osnovy je notový klíč. Existuje 
vícero druhů notových klíčů, nejznámější je G klíč, označovaný též jako klíč houslový, 
ale existují i klíče basové, pro doprovod apod. [4][5] 
Základním hudebním grafickým symbolem pro označení tónu je nota. Výška tónu je 
určena pozicí noty v notové osnově a délka trvání noty je určena jejím tvarem (viz 
Obrázek 2.1). [4][5] 
 
 
Obrázek 2.1: Noty postupně podle jejich doby trvání 
Noty se používají zapsané dohromady ve formě notové stupnice anebo jako tónová 
řada. Pro označení výšky tónů hudební abecedy (c, d, e, f, g, a, h, c) se používají tzv. 
posuvky. Ty jsou označeny pomocí křížku (♯) nebo b a odrážky. Tím dávají interpretovi 
najevo, je-li tón hraný o půl tónu výš nebo níž. V podstatě jsou tímto způsobem 
dovytvářeny další tóny. Dvojkřížek a dvojité béčko obdobným způsobem zvyšuje nebo 
snižuje tón o dva půltóny. [4][5] 
Existují další symboly, které délky not prodlužují, případně určují jak, má být daný 
tón zahrán. Jsou jimi tečky za notami, koruny a obloučky spojující vícero not se stejnou 
výškou tónu (viz Obrázek 2.2). Dále se noty střídají s pomlkami (viz Obrázek 2.3), které 
vyznačují délku v taktu, při němž není hraný žádný tón. [4][5] 
Celá
  
Půlová  Čtvrťová
  
Osminová
  
Šestnáctinová 
Dvaatřicetinová 
Čtyřiašedesátinová 
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 Obrázek 2.2: Symboly značící vlastnosti tónů 
      
Celá Půlová Čtvrťová Osminová Šestnáctinová Dvaatřicetinová 
Obrázek 2.3: Pomlky 
2.2 Takt a taktové čáry 
Takt je časový úsek ohraničený taktovou čárou (viz Obrázek 2.4). Jsou to části hudebního 
zápisu rovnoměrně rozdělené po celé skladbě. Způsob počítání dob je udán metrem, jenž 
je značen zlomkem (např. 4/4, viz Obrázek 2.5). V čitateli se nachází počet dob a ve 
jmenovateli rytmická hodnota jednotlivých dob. Základní jednotkou u čtyřčtvrťového 
taktu bude čtvrťová nota a čtyři doby. Tento takt může tedy obsahovat 2 půlové noty nebo 
4 čtvrťové nebo 8 osminových atd. Výsledkem součtu všech hodnot ve čtyřčtvrťovém 
taktu musí být čtyři doby. [4][5] 
 
                         
Obrázek 2.4: Taktové čáry  
 
Obrázek 2.5: Houslový klíč s 4/4 metrem 
2.3 Předznamenání a notová stupnice 
Jestliže je hudba napsána v tónině A-dur, tak na začátek nové osnovy napíšeme tři křížky 
(f#, c#, g#), neboli předznamenání. Předznamenání platí po celé notové osnově, dokud 
není změněno. Díky tomu není nutné psát noty f, c, g s příslušnými křížky při změně 
tóniny. [4][5] 
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Některé části skladby bývají psány v rozdílných tóninách, a proto se píší 
předznamenání i uprostřed skladby (viz Obrázek 2.6). Pro jistotu je původní 
předznamenání zrušeno pomocí odrážek a potom napsáno nové. [4][5] 
 
 
Obrázek 2.6: Předznamenání [5] 
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3 VÍCEVRSTVÁ NEURONOVÁ SÍŤ 
Umělá neuronová síť je inspirována biologickou neuronovou sítí, jejímž základním 
stavebním kamenem je nervová buňka (neuron). Jednotlivé neurony jsou navzájem 
spojeny a jejich cesty jsou ohodnoceny určitou váhou. Díky těmto spojům a schopnosti 
měnit jejich váhy vzniká paralelní systém, který je schopen se naučit podle trénovacích 
vzorů. [6]  
Využití neuronových sítí je celá řada. Díky schopnosti se učit jsou používány tam, 
kdy klasické lineární modely již selhávají (např. regres nebo shluková analýza). [6]  
3.1 Model neuronu 
První umělé neurony fungovaly tak, že byl jejich výstup 0 nebo 1 v závislosti na tom, 
jestli vážená suma vstupních signálů překročila prahovou hranici. Základní model 
neuronu je tvořen váhami, prahem a přechodovou funkcí (viz Obrázek 3.2, Obrázek 3.3). 
Obrázek 3.1 popisuje model neuronu použitý ve vícevrstvé neuronové síti. Výstup tohoto 
neuronu závisí na přenosové funkci f(z). Neuron je popsán rovnicí (1). [6]  
 
 
Obrázek 3.1: Model umělého neuronu 
 𝑦𝑦 = 𝑓𝑓(𝑧𝑧) = 𝑓𝑓 �𝑤𝑤0 + �𝑥𝑥𝑖𝑖𝑛𝑛
𝑖𝑖=1
𝑤𝑤𝑖𝑖� (1) 
 
Σ
f(z)
Y
z
W0
X1   X2   ...   Xn
W1 W2 Wn
1
Y – výstup neuronu 
f(z) – přenosová funkce 
z – vnitřní potenciál 
W0 – práh neuronu 
W1 … Wn – váhy neuronu 
X1 … Xn – vstupy neuronu 
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 Obrázek 3.2: Přenosové funkce neuronu, skokové funkce 
 
Obrázek 3.3: Přenosové funkce neuronu, vlevo – sigmoida, vpravo – hyperbolický 
tangens 
3.2 Topologie vícevrstvé neuronové sítě 
V rámci této diplomové práce byl vytvořen programu MusicOCR (viz kapitola 5), ve 
kterém byla použita vícevrstvá neuronová sít s prahem, tvořená jednou vstupní vrstvou, 
jednou výstupní a dvěma skrytými vrstvami (viz Obrázek 3.4). Oproti jednovrstvé síti 
dokáže tato sít daleko lépe rozlišovat naučené objekty. Vstupní vrstva má stejný počet 
neuronů jako je počet pixelů ve vzoru a přechodová funkce má lineární průběh. Skryté 
vrstvy mohou mít libovolný počet neuronů. Pro tuto aplikaci bylo pro každou skrytou 
vrstvu stanoveno množství třiceti neuronů. Tento počet byl zvolen podle náročnosti a 
počtu vzorů. Hlavním kritériem bylo naučení sítě. Výstupní vrstva závisí na počtu vzorů. 
Maximální hodnota na výstupní vrstvě ukazuje na výsledný vzor. Přechodové funkce 
výstupní a skryté vrstvy mají průběh hyperbolické tangenty (viz Obrázek 3.3). [6][7] 
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 Obrázek 3.4: Topologie vícevrstvé neuronové sítě 
3.3 Algoritmus učení 
Pro učení neuronové sítě byl použit algoritmus zpětného šíření chyby (anglicky error 
back propagation). Proces načtení vstupních dat a učení neuronové sítě je popsán 
zdrojovým kódem v příloze A. Jedním ze vstupních parametrů je koeficient učení alfa. 
Tato konstanta výrazně ovlivňuje průběh učení. Příliš velká konstanta může mít za 
následek špatné nebo vůbec žádné naučení neuronové sítě (viz Obrázek 3.6). Příliš malá 
konstanta může zase způsobit dlouhé učení. Obrázek 3.5 znázorňuje průběh chyby učení 
taktových čísel v každé iteraci. Obrázek 4.11 zobrazuje trénovací množinu pro tento 
průběh. [6][7] 
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 Obrázek 3.5: Průběh chyby sítě v jednotlivých iteracích s různými koeficienty učení 
 
Obrázek 3.6: Průběh chyby sítě s příliš velkým koeficientem učení (0.1) 
3.4 Testování neuronové sítě 
Testování naučené neuronové sítě probíhalo na zašuměných naučených vzorech (viz 
Obrázek 3.7). Postupně byly všechny vzory zasílány na vstup neuronové sítě a 
kontrolován její výstup. Hledáním maxima na výstupní vrstvě byl získán index vzoru. 
Jestliže index na výstupu byl totožný s indexem na vstupu pro všechny předlohy, byla 
tato sít naučená. [6][7] 
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 Obrázek 3.7: Test aktivace neuronové sítě s 50% zašuměním obrazu se zobrazením 
hodnot z výstupní vrstvy neuronové sítě 
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4 HLEDÁNÍ OBJEKTŮ V OBRAZU 
Při identifikaci objektů v obraze je třeba vycházet z jejich vlastností. Pro snadnější 
identifikaci objektů je třeba obvykle upravit kvalitu obrazů. Cílem úpravy kvality obrazů 
z vizualizačních experimentů je zvýraznění vyhodnocovaných objektů. Závěrečným 
krokem při identifikaci musí být vhodný popis objektů, pro další vyhodnocení projektu. 
Funkce vyhledávající jednotlivé objekty použité v programu MusicOCR (viz Program 
MusicOCR) jsou založeny na umělých neuronových sítích. Pro vyhledání jednotlivých 
objektů bylo nutné nejdříve naučit neuronovou síť. U každé funkce jsou uvedeny vzory, 
na které byla tato sít naučena. Modře orámované vzory (správné vzory) jsou platnými 
vzory pro výstup z funkcí, červeně ohraničené (špatné vzory) musejí být v trénovací 
množině, aby sít dokázala rozlišit špatné a správné objekty. 
4.1 Houghova transformace 
Houghova transformace hledá parametrický popis objektů v obraze. Je nutné znát 
analytický popis objektu nebo tvaru, a proto je tato metoda vhodná pro detekci 
geometrických objektů jakou jsou přímky, elipsy a kružnice. Hlavní výhodou je 
robustnost této metody proti nepravidelnostem hledaného tvaru [1][2]. 
Princip Houghovy transformace bude znázorněna v příkladu detekce přímky. Přímku 
lze popsat různými způsoby. Pro Houghovu transformaci je nejpoužívanější model 
popsán rovnicí (2), kde r je délka normály vztažená k počátku souřadnicového systému a 
theta je úhel mezi normálou a osou x (viz Obrázek 4.1) [1][2]. 
 
Obrázek 4.1: Parametrický popis přímky 
 𝑥𝑥 cos𝜃𝜃 + 𝑦𝑦 sin𝜃𝜃 = 𝑟𝑟 (2) 
4.2 Dvourozměrná korelace 
Dvourozměrná korelační analýza je matematická metoda, která se používá ke zjištění 
vzájemných vztahů mezi dvěma signály. V obrazu se hledá nejlepší shoda se zadaným 
X
Y
.
theta
r
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vzorem, který se pohybuje v obraze (viz Obrázek 4.2) a tím zjistí pozici vzoru s nejlepší 
shodou. Dvourozměrná korelace je popsán rovnicí (3). Obrázek 4.3 zobrazuje výstup 
korelační funkce při hledání čtvrťových not, čím vyšší hodnota v daném bodě, tím vyšší 
shoda se vozem.  [2] 
 𝐶𝐶(𝑘𝑘, 𝑙𝑙) = � �𝑋𝑋(𝑚𝑚,𝑛𝑛).𝐻𝐻�(𝑚𝑚 − 𝑘𝑘,𝑛𝑛 − 𝑙𝑙), −(𝑃𝑃 − 1) ≤ 𝑘𝑘 ≤ 𝑀𝑀 − 1,
−(𝑄𝑄 − 1) ≤ 𝑙𝑙 ≤ 𝑁𝑁 − 1,𝑁𝑁−1
𝑛𝑛=0
𝑀𝑀−1
𝑚𝑚=0
 (3) 
X – vstupní obraz 
M – řádky vstupního obrazu 
N – sloupce vstupního obrazu 
H – předloha 
P – počet řádků předlohy 
Q – počet sloupců předlohy 
C – výstupní korelační matice 
 
Obrázek 4.2: Pohyb vzoru v obraze 
 
 
 
 
Obrázek 4.3: 2D korelace obrazu, vyhledání čtvrťových not 
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4.3 Funkce pro hledání notové osnovy 
Funkce pro detekování notové osnovy (viz Příloha B) je založena na kombinaci 
Houghovy transformace a postupném otáčení obrazu. Hlavními vstupními parametry této 
funkce jsou obraz s notovou osnovou a rozsah hledání natočení obrazu ve stupních. 
Výstupními parametry jsou opravený obraz, pozice jednotlivých notových osnov a úhel 
natočení ve stupních.  
Proces vyrovnání obrazu začíná Houghovou transformací.  Nejprve jsou zjištěny 
všechny rovné přímky libovolné délky (viz Obrázek 4.4). Protože se v obrazu nachází 
velké množství přímek pod různými úhly, byly vybrány přímky jen z určitého rozsahu 
natočení (např. <-3°; 3°>). Důvod hledání těchto přímek je zjištění natočení dokumentu, 
které mohlo být způsobeno při jeho skenování.  
Po Houghově transformaci bylo identifikováno velké množství přímek s malou 
délkou. Protože pootočení obrazu bývá velmi malé, přibližně do jednoho stupně, tak jsou 
téměř všechny přímky charakterizovány jako horizontální pod úhlem 90° od osy Y. 
Rozdíl v přímkách byl pouze v jejich délkách a vzdálenosti od počátku souřadnicového 
systému. Z těchto informací nebylo možné určit pootočení obrazu nebo je nějakým 
způsobem seskupit. Proto byla vybrána nejdelší přímka v obrazu. Vychází se z 
předpokladu, že přímka s největší délkou bude ležet na jedné z pěti notových osnov. 
Bohužel je také ve většině případů identifikována jako horizontální pod úhlem 90°. Proto 
bylo nutné zavést postupné otáčení obrazu. 
Pro snížení výpočetní náročnosti byla vybrána pouze část obrazu, přibližně jedna 
notová osnova. Tato menší část byla následně otáčena pod různými úhly v zadaném 
rozsahu. Postupným součtem všech řádků v daných úhlech se nalezením maximální 
hodnoty určí i správný úhel natočení celého vybraného obrazu (viz Obrázek 4.5). Díky 
zjištění úhlu natočení mohl být obraz vyrovnán a podobným způsobem (součet řádků, viz 
Obrázek 4.6) určeny všechny notové osnovy (viz Obrázek 4.7). 
 
Obrázek 4.4: Houghova transformace v pootočeném obrazu 
 
Obrázek 4.5: Vyrovnaný obraz připravený pro detekci notových osnov 
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 Obrázek 4.6: Detekování notových osnov pomocí řádkového součtu 
 
Obrázek 4.7: Výsledný vyrovnaný obraz s detekovanými notovými osnovami 
4.4 Funkce pro hledání notových klíčů 
Funkce pro hledání notových klíčů je založena na vícevrstvé umělé neuronové síti (viz 
Příloha C). Obrázek 4.8 zobrazuje vzory, na které byla tato síť naučena. Hlavním 
vstupním parametrem je binární obraz utvořený z logických jedniček a nul. Pozadí tohoto 
obrazu tvoří logické nuly a popředí logické jedničky. Dalšími důležitými vstupními 
parametry jsou pozice jednotlivých notových osnov a struktura, ve které jsou uloženy 
váhy jednotlivých spojů mezi neurony společně s informacemi o velikosti naučeného 
vzoru. Výstupními parametry jsou pozice, velikost okna a popis symbolu. 
Aby bylo možné najít požadovaný symbol v obrazu, je potřeba vypočítat velikost 
vyhledávacího okna vzhledem k velikosti vzoru. Díky známé poloze jednotlivých 
notových osnov a poloze osnov v předloze lze vypočítat velikost vyhledávacího okna 
podle poměrů mezi nimi (viz Obrázek 4.9, rovnice (4)). 
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Obrázek 4.8: Vzory notových klíčů naučené umělou neuronovou sítí, vlevo – basový 
klíč, uprostřed – houslový klíč, vpravo – prázdné linky 
                      
Obrázek 4.9: Korekce vyhledávacího okna, vlevo – šablona, vpravo – vstupní obraz 
 𝑆𝑆 = 𝐵𝐵
𝐴𝐴
 (4) 
S – převodový poměr 
A – šířka notové osnovy vzoru 
B – šířka notové osnovy vstupního obrazu 
 
Aby se snížil počet cyklů v programu a zvýšila se rychlost, tak vyhledávací okno 
neprohledává celý obraz, ale soustředí se jen na danou oblast s notovou osnovou. A 
protože se notové klíče nacházejí na začátku notové osnovy, bylo vyhledávání omezeno 
na první třetinu obrazu, kde se předpokládá, že se bude nacházet daný symbol. V každém 
cyklu vyhledávání je aplikována neuronová síť. Na výstupech z neuronové sítě lze vidět, 
že na začátku je největší shoda s prázdnými notovými linkami (viz Obrázek 4.10). Při 
přibližování k houslovému klíči se jejich shoda sníží a začne převládat shoda s houslovým 
klíčem. V tomto okamžiku je cyklus přerušen a funkce ukončena se shodou. Jestliže 
cyklus dorazí do konce bez významné shody, na výstupu se objeví prázdné proměnné. 
A
 
B 
Vyhledávací okno 
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 Obrázek 4.10: Výstupy z umělé neuronové sítě při hledání notových klíčů, červená – 
prázdné notové linky, zelená – houslový klíč, modrá – basový stup klíč 
4.5 Funkce pro hledání doby 
Funkce pro hledání doby je založena na vícevrstvé umělé neuronové síti (viz Příloha D). 
Obrázek 4.11 zobrazuje vzory naučené neuronovou sít. Vstupní parametry funkce jsou 
stejné jako u funkce pro hledání notových klíčů až na jeden parametr navíc. Tento 
nepovinný vstupní parametr je číslo sloupce, od kterého má začít vyhledávat. Protože tato 
funkce musí prohledat celou šířku obrazu, ušetří několik zbytečných cyklů a zrychlí tak 
průběh. Hlavním výstupním parametrem funkce je proměnná, obsahující jak pozici, tak i 
popis objektu. Druhým výstupním parametrem je velikost objektu ve vstupním obrazu.  
Aby algoritmus pracoval rychle, byl obraz rozdělen na dvě části (horní a dolní část) 
podle středové notové osnovy (viz Obrázek 4.12). V první fázi prohledá okno celou horní 
část notové osnovy a shodné výsledky s platnými číslicemi ukládá do proměnné. Podobně 
jako u předchozí funkce musí při aktivaci neuronové sítě dojít ke korekci rozlišní 
vyhledávacího okna. 
V další fázi algoritmus načte proměnnou s uloženými výstupy neuronové sítě a zaměří 
se jen na ty části, kde byla shoda s některým z uvedených číselných vzorů. Na těchto 
místech prohledá dolní část notové osnovy. Jestliže v daném místě není nalezena shoda, 
vymaže pozici a pokračuje na další. Díky tomu se nemusí zabývat místy, kde nejsou žádná 
taktová čísla a tím ušetří čas. 
Na závěr jsou informace o pozicích a dobách spojeny do proměnné a odeslány na 
výstup funkce. Nalezený objekt je při vykreslení označen obdélníkem (viz Obrázek 4.13). 
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Obrázek 4.11: Vzory taktových čísel naučené umělou neuronovou sítí 
 
 
Obrázek 4.12: Rozdělení notové osnovy na horní část a dolní část 
 
Obrázek 4.13: Označení nalezeného taktu 
4.6 Funkce pro hledání taktových čar 
Funkce pro hledání taktových čar je založena na vícevrstvé umělé neuronové síti (viz 
Příloha E). Obrázek 4.14 zobrazuje vzory naučené neuronovou sítí. Vstupní parametry 
funkce jsou stejné jako u funkce pro hledání notových klíčů (vstupní obraz, pozice 
notových linek, struktura s váhami neuronové sítě s informacemi o velikosti předlohy). 
Funkce má jeden výstupní parametr obsahující číslo sloupce a popis daného objektu. 
Díky vlastnostem taktových čar šla oblast jejich vyhledávání omezit pouze na šířku 
notové osnovy. Protože taktová čára zabírá většinu šířky notové osnovy, bylo možné 
vytvořit vyhledávání, podle kterého se dalo zaměřit pouze na konkrétní místo v obrazu. 
Před započetím hledání taktových čar je ze vstupního obrazu odstraněno tempo a 
nahrazeno notovými linkami. Díky tomu se omezí množství chyb při hledání. V dalším 
kroku je oříznutý obraz sečten po řádcích. Z výsledného průběhu byly vzaty jen hodnoty, 
které převyšovaly 95% šířky řádku (viz Obrázek 4.15). V další fázi byly tyto hodnoty 
jako výchozí pozice pro vyhledávací okno. Díky tomu se celý průběh hledání zrychlil. 
Jako u předchozích funkcí muselo být při aktivaci neuronové sítě vždy upraveno rozlišení 
vyhledávacího okna na velikost vstupního vzoru. 
Výsledný nalezený objekt je s pozicí a popiskem uložen do proměnné a odeslán na 
výstup funkce. Vykreslení dané taktové čáry je pouze přímkou s přidaným popiskem na 
dané pozici (viz Obrázek 4.16). 
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Obrázek 4.14: Vzory taktových čar naučené umělou neuronovou sítí 
 
 
Obrázek 4.15: Určení pozic taktových čar 
 
Obrázek 4.16: Vykreslení taktových čar 
4.7 Funkce pro hledání pomlk 
Funkce pro hledání pomlk je založena na vícevrstvé umělé neuronové síti (viz Příloha F). 
Obrázek 4.17 obrazuje vzory naučené neuronovou sítí. Vstupní parametry funkce jsou 
stejné jako u funkce pro hledání taktu (vstupní obraz, pozice notových linek, struktura 
s váhami neuronové sítě, s informacemi o velikosti předlohy, číslo sloupce). Funkce má 
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dva výstupní parametry. První výstupní parametr obsahuje číslo sloupce a popis daného 
objektu. Druhý parametr velikost ohraničení symbolu ve vstupním obrazu. 
Aby funkce nemusela prohledávat celý obraz, tak stejně jako u předchozí se zaměří 
jen na část s notovou osnovou. Prohledávání začíná od notového klíče až po konec obrazu 
(viz Obrázek 4.18). V každém kroku dochází rovněž ke korekci rozlišení podle vzoru a 
následné aktivaci neuronové sítě. Výstup z neuronové sítě je uložen do proměnné a 
posléze vyhodnocen. Nalezené pozice s popisem jsou odeslány na výstup funkce a dle 
potřeby při vykreslení ohraničené obdélníkem (viz Obrázek 4.19). 
 
                
                
Obrázek 4.17: Vzory pomlk naučené umělou neuronovou sítí 
 
 
Obrázek 4.18: Vyhledávání pauzy v notové osnově 
 
Obrázek 4.19: Označení pozice pauzy 
4.8 Funkce pro hledání hlaviček not 
Funkce pro hledání hlaviček not je založena na vícevrstvé umělé neuronové síti (viz 
Příloha G). Obrázek 4.20 zobrazuje vzory naučené neuronovou sítí. Vstupní parametry 
funkce jsou stejné jako u funkce pro hledání taktu (vstupní obraz, pozice notových linek, 
struktura s váhami neuronové sítě s informacemi o velikosti předlohy, číslo sloupce). 
Funkce má dva výstupní parametry. První výstupní parametr obsahuje pozici (řádek, 
sloupec) a popis daného objektu. Druhý parametr pozici všech notových čar v celém 
rozsahu vstupního obrazu. 
Vyhledávací okno 
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Oproti ostatním funkcím se při vyhledávání neupravuje rozlišení vyhledávacího okna, 
ale je upraveno rozlišení obrazu, tak aby sedělo pro vyhledávací okno. Před samotnou 
aktivací neuronové sítě je obraz rozložen na části o velikosti mezery mezi notovými 
čarami po celé šířce obrazu (viz Obrázek 4.21). Aby výpočet každé části proběhl rychle, 
využívá se pro sestavení prohledávacího okna maticové indexování. Díky tomu mohou 
být data přeskupena do matice a při aktivaci neuronové sítě se jednoduše data maticově 
vynásobí. Následně jsou data z neuronové sítě vyhodnocena a určena pozice objektů 
v dané části obrazu. 
Po analyzování každé části obrazu musejí být pozice zpětně upraveny tak, aby 
korespondovali s původním rozlišením obrazu. Při vykreslení jsou tyto objekty označeny 
bodem na daném místě včetně jejich popisu (viz Obrázek 4.22). 
 
           
           
           
Obrázek 4.20: Vzory notových hlaviček naučené umělou neuronovou sítí 
 
Obrázek 4.21: Rozložení notové osnovy na notové oblasti 
 
Obrázek 4.22: Označení notových hlaviček 
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5 PROGRAM MUSICOCR 
V programu Matlab 2013b bylo vytvořeno GUI (anglicky Grafic User Interface) 
s názvem MusicOCR. Tento program umožňuje identifikaci objektů z naskenovaných 
notových zápisů běžného obrazového formátu (*. png, *.jpg, *.jpeg, aj.) . Program načte 
snímky z vybrané složky a dále jsou zpracovány vyhledávacími algoritmy založených na 
umělých neuronových sítích. 
5.1 Princip programu 
Snímky v programu nejsou načteny všechny najednou, ale postupně se zobrazují dle 
vybraného snímku. Díky tomu je v PC ušetřena operační paměť, kterou lze využít pro 
zpracování dat. Aby bylo možné začít hledat objekty v jednotlivých notových osnovách, 
je potřeba je nejdříve oddělit. Tato operace je prováděna manuálním výběrem oblastí 
s notovou osnovou. Důvodem manuálního výběru bylo množství objektů mezi osnovami 
(např. vepsaný text nebo křížící se objekty notových osnov). Je potřeba vymezit přesnou 
oblast, ve které se nacházejí objekty související s notovou osnovou. Automatický výběr 
by neměl takovou rozlišovací schopnost, aby rozpoznal hranice. 
Po úspěšném výběru hranic všech notových osnov je možné spustit vyhledávání. Před 
každým hledáním objektů je vybraná část notové osnovy vyříznuta z původního obrazu. 
Dle potřeby je upraveno rozlišení této části. U všech částí s šířkou větší jak 1600 pixelů 
je rozlišení upraveno tak, aby byla šířka rovna 1600 pixelů. Důvodem této změny je 
ušetření času při vyhledávání. Obrazu s vysokým rozlišením trvá analýza dlouhou dobu 
a mnohdy je tak velké rozlišení zbytečné. Bohužel u obrazů s nízkým rozlišením dochází 
k chybám při hledání nebo objekty nejsou vůbec nalezeny. Vyhledávání analyzuje každou 
část zvlášť a ukládá nalezené objekty do struktury v paměti. 
Po prohledání jednotlivých částí je potřeba zkontrolovat nalezené objekty. 
Vyhledávací funkce mohly některé objekty identifikovat na špatném místě nebo vůbec. 
Kvůli tomu bylo vytvořeno GUI prostředí s jednoduchým ovládáním, aby je uživatel 
mohl zkontrolovat a popřípadě doplnit. 
5.2 Pracovní prostředí programu 
Pracovní prostředí tvoří hlavně nástroje pro určování oblastí jednotlivých notových osnov 
a editaci objektů. Tyto nástroje se nacházejí po levé části programu. V horní části se 
nachází bar s tlačítky pro přiblížení či oddálení objektu. Jsou užitečné při označování 
oblastí notových osnov. Rozbalovací menu tvoří pouze dvě tlačítka. Jedním z nich je 
tlačítko pro načtení požadované sady snímků a druhé pro uložení do souboru. Soubor lze 
prozatím uložit pouze do formátu *.mat. Export do souboru MusicXML bude v budoucnu 
doplněn (viz kapitola 6). V souboru *.mat lze nalézt celkovou strukturu programu 
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s příslušnými daty a informacemi zpracované programem. Zpětně jej lze načíst pro 
pokračování v projektu. 
 
 
Obrázek 5.1:Grafické prostředí programu MusicOCR 
1. Menu pro načtení notových obrazů s nástroji pro přibližování a oddalování 
objektů 
2. Pole pro název skladby a údaji o počtu hlasů ve skladbě 
3. Seznam načtených snímků 
4. Seznam označených notových osnov s nástroji pro jejich editaci a vyhledávání 
objektů 
5. Seznam notových osnov v daném snímku 
6. Seznam objektu, které požadujeme vykreslit pro kontrolu (tak, taktové čáry, 
tempo, aj.) 
7. Pozice jednotlivých objektů s nástroji pro jejich editaci, popřípadě přidání nebo 
odebrání dalších 
8. Pracovní plocha programu 
5.3 Načtení notových listů 
Složku s notovými dokumenty načteme pomocí menu „File -> Load pages“ (viz Obrázek 
5.2). Je vyvolána dialogová nabídka, ve které stačí zvolit jediný soubor a budou načteny 
všechny soubory ve složce se stejnou příponou. Výčet souborů se následně zobrazí 
1. 
2. 
3. 
4. 
5. 
6. 
7. 
8. 
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v programu (viz Obrázek 5.4). Jednotlivé soubory leze libovolně zobrazovat. Při 
zobrazení celého listu je možno použít kolečko myši pro posuv obrazu. 
 
 
Obrázek 5.2: Vyvolání nabídky pro načtení notových snímků 
 
Obrázek 5.3: Výběr souborů 
 
Obrázek 5.4: Seznam načtených snímků 
5.4 Přidání a editace notové osnovy 
Po načtení snímků je potřeba přidat notové osnovy. Pomocí tlačítka „Add“ je vyvolána 
možnost výběru obdélníkem. Po označení oblasti je potvrzena dvojklikem levého tlačítka 
myši. Označená se následně změní za čárkovaný obdélník (viz Obrázek 5.6). Jestliže 
oblast byla špatně označena, tak pomocí tlačítka „Edit“ ji můžeme libovolně měnit 
popřípadě tlačítkem „Del“ úplně smazat. Oblasti je nutné přidávat postupně, tak jak jsou 
v notovém zápisu. Přehozením pořadí by došlo k chybě v budoucím exportu. Oblasti jsou 
automaticky pojmenovány názvem „PART“ a indexem. Tím se snadněji bude uživatel 
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orientovat v jednotlivých oblastech. Tyto oblasti jsou zobrazeny v listu pod sebou (viz 
Obrázek 5.5). 
Po úspěšném označení všech notových oblastí lze přejít k samotnému vyhledávání 
objektu. Pomocí tlačítka „Scan all“ se zobrazí průběh a všechny části daného listu budou 
analyzovány (viz Obrázek 5.7). Výčet nalezených objektů bude zobrazen v další části 
programu. 
 
 
Obrázek 5.5: Přidání notové osnovy 
 
Obrázek 5.6: Výběr notových osnov 
 
Obrázek 5.7: Průběh hledání objektů 
5.5 Editace nalezených objektů 
Protože se může stát, že vyhledávací algoritmy nemusí vždy najít všechny objekty nebo 
naleznou objekty na špatných místech, bylo nutné vytvořit tlačítka pro jejich případnou 
úpravu. Vybranou část si vybereme v nabídce „Select part“ (viz Obrázek 5.8). Poté 
vybereme objekt, který chceme zobrazit (viz Obrázek 5.9). V části „Position“ se objeví 
seznam nalezených objektů a je možné je libovolně upravovat. Jestliže objekty vykreslené 
na pracovní ploše nekorespondují s notovým zápisem, je nutné je upravit (viz Obrázek 
5.10, Obrázek 5.11). Pomocí tlačítka „Add“ přidáme požadovaný objekt v dané kategorii 
nebo jej tlačítkem „Del“ smažeme. Jestliže se objekt nachází na správné pozici ale má 
špatný popisek, tak lze využít tlačítko „Value“, které vyvolá nabídku podle daného typu 
objektu a lze jej tak upravit. Tlačítko „Position“ vyvolá na pracovní ploše zaměřovací 
kříž a můžeme tak upravit pozici vybraného objektu. 
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 Obrázek 5.8: Výběr notové osnovy pro zobrazení objektů 
 
Obrázek 5.9: Výběr nalezených objektů v obraze 
 
Obrázek 5.10: Seznam nalezených objektů 
 
 
Obrázek 5.11: Označení nalezených objektů 
5.6 Uložení do souboru 
Nabídku pro uložení do souboru lze vyvolat pomocí menu „File -> Save as …“. Prozatím 
je podporován pouze soubor *.mat. Formát MusicXML nebyl prozatím zpracován. 
 
 
Obrázek 5.12: Menu pro uložení do souboru 
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6 FORMÁT SOUBORU MUSICXML 3.0 
Aby bylo možné nalezené objekty otevřít v jiném programu je potřeba je uložit do 
vhodného formátu. Soubor MusicXML 3.0 byl navržen od základu pro sdílení hudebních 
dokumentů mezi aplikacemi a k archivaci hudebních dokumentů pro použití v budoucnu. 
Soubor využívá široké množství programů (např. MuseScore, MagicScore, Obtiv Octava, 
aj.). Stejně jako soubory MP3 se staly synonymem pro sdílení a přehrávání hudby, 
soubory MusicXML se staly standardem pro sdílení hudebních dokumentů. [3] 
 
Obrázek 6.1: Notové znaky uložené v XML souboru [3] 
Ukázka formátu MusicXML 3.0 [3]: 
 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 
<!DOCTYPE score-partwise PUBLIC 
    "-//Recordare//DTD MusicXML 3.0 Partwise//EN" 
    "http://www.musicxml.org/dtds/partwise.dtd"> 
<score-partwise version="3.0"> 
  <part-list> 
    <score-part id="P1"> 
      <part-name>Music</part-name> 
    </score-part> 
  </part-list> 
  <part id="P1"> 
    <measure number="1"> 
      <attributes> 
        <divisions>1</divisions> 
        <key> 
          <fifths>0</fifths> 
        </key> 
        <time> 
          <beats>4</beats> 
          <beat-type>4</beat-type> 
        </time> 
        <clef> 
          <sign>G</sign> 
          <line>2</line> 
        </clef> 
      </attributes> 
      <note> 
        <pitch> 
          <step>C</step> 
          <octave>4</octave> 
        </pitch> 
        <duration>4</duration> 
        <type>whole</type> 
      </note> 
    </measure> 
  </part> 
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</score-partwise> 
6.1 Deklarace XML souboru 
Na začátku souboru je standardní deklarace XML požadována ve všech XML 
dokumentech. Znaková sada je nastavena jako Unicode "UTF-8". Unicode je tabulka 
znaků, která umožňuje pracovat se všemi písmeny i různými symboly, ASCII tabulku 
obsahuje jako podmnožinu. Nastavení hodnoty "standalone" na "no" znamená, že je 
dokument definován s externí definicí v jiném souboru. [3] 
 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 
6.2 Ověření XML souboru 
Pro ověření správnosti XML souboru je použito veřejné prohlášení, včetně internetového 
umístění pro DTD (anglicky Document Type Definition). Adresa v tomto prohlášení je 
pouze orientační. Většina aplikací, které čtou soubory MusicXML budou vyžadovat 
instalaci místní kopie MusicXML DTD na počítači uživatele. Díky tomu bude ověřování 
rychlejší než přes internetovou síť.  [3] 
 
<!DOCTYPE score-partwise PUBLIC 
    "-//Recordare//DTD MusicXML 3.0 Partwise//EN" 
    "http://www.musicxml.org/dtds/partwise.dtd"> 
6.3 Verze MusicXML 
Kvůli nejrůznějším verzím tohoto souboru je potřeba uvést v jaké verzi byl tento soubor 
napsán. Díky tomuto atributu je možné rozlišit jednotlivé verze MusicXML. [3] 
 
<score-partwise version="3.0"> 
6.4 Deklarace notové osnovy 
Soubor MusicXML začíná hlavičkou, která uvádí jednotlivé hudební části ve "score-
part". Uvedený příklad je minimum pro deklaraci notové osnovy. Atributy musí 
obsahovat jméno a ID notové osnovy. [3] 
 
  <part-list> 
    <score-part id="P1"> 
      <part-name>Music</part-name> 
    </score-part> 
  </part-list> 
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6.5 Začátek zápisu notových objektů 
Zde začíná první zápis objektů v dokumentu. Atribut ID musí odkazovat na "score-
part" v záhlaví. [3] 
 
  <part id="P1"> 
 
Začátek zápisu prvního taktu v první části. [3] 
 
    <measure number="1"> 
 
Část "attributes" obsahují klíčové informace potřebné k výkladu not a hudebních 
dat. [3] 
 
      <attributes> 
 
Každá nota má dobu trvání. Atribut "divisions" je jednotkou pro dobu trvání, pokud 
jde o rozdělení not. V tomto souboru se nachází jen jedna celá nota, tak není potřeba ji 
dělit, hodnota bude nastavena na 1. Trvání je obvykle vyjádřeno zlomky, například 
"čtvrťové" a "osminové". Vzhledem k tomu, že se jmenovatel taktu jen zřídka musí měnit, 
tak je čitatel zastoupen odděleně, ale musí být spojen s každou jednotlivou notou. 
Podobný systém používá i reprezentace MIDI souboru. [3] 
 
        <divisions>1</divisions> 
6.6 Tónina 
Atribut "key" je používán pro reprezentaci tóniny. V dokumentu se nachází v tónině 
C dur, takže atribut "fifths" bude nastaven na hodnotu 0. Jestliže je potřeba změnit 
tóninu na D dur s dvěma křížky, atribut "fifths" musí být nastaven na 2. Pokud je 
potřeba tónina F dur s jedním b, atribut "fifths" musí být nastaven na hodnotu -1. [3] 
 
        <key> 
          <fifths>0</fifths> 
        </key> 
6.7 Taktové označení 
Atribut "time" představuje taktové označení. Vnitřní atributy této části označují 
čitatel a jmenovatel taktu. [3] 
 
        <time> 
          <beats>4</beats> 
          <beat-type>4</beat-type> 
        </time> 
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6.8 Notový klíč 
MusicXML umožňuje vložení různých notových klíčů, včetně těch, která nejsou dnes 
používány. Zde je vložen standardní houslový klíč, reprezentován jako G klíč na druhé 
notové čáře. [3] 
 
        <clef> 
          <sign>G</sign> 
          <line>2</line> 
        </clef> 
 
Dokončení otevřených atributů. Teď je notová osnova připravena pro zápis první 
noty. [3] 
 
      </attributes> 
6.9 Zápis not 
Atribut "pitch" musí zahrnovat atributy "step" a "octave". Tyto atributy představují 
zvuk. Atribut "octave" na hodnotě 4 označuje oktávu se začátkem ve středovém C. [3] 
 
      <note> 
        <pitch> 
          <step>C</step> 
          <octave>4</octave> 
        </pitch> 
 
Atribut "divisions" je nastaven na hodnotu 1 na čtvrťovou notu, takže "duration" 
4 je délka 4 čtvrťové noty. [3] 
 
        <duration>4</duration> 
 
Atribut "type" označuje typ notové hlavičky. [3] 
 
        <type>whole</type> 
6.10 Ukončení otevřených atributů 
Poslední částí souboru je ukončení všech otevřených atributů. [3] 
 
      </note> 
    </measure> 
  </part> 
</score-partwise> 
 38 
7 ZÁVĚR 
Cílem diplomové práce bylo vytvoření programu, který převede naskenované notové 
zápisy do formátu vhodného pro zpracování v programech pro práci s notovým zápisem 
nebo v programech umožňujících je přehrát. 
V programu Matlab 2013b byla vytvořena aplikace MusicOCR, pro zpracování 
notových zápisů z obrazového formátu. Aplikace podporuje běžně dostupné formáty, jako 
jsou *.png, *.jpg, *jpeg, *.bmp, aj. Aby bylo možné vyhledávat objekty v obrazu, bylo 
potřeba vytvořit předlohy, které se mají v obrazu hledat. Poměrně velký problém vznikl 
při zjištění, že vstupní obraz z naskenovaného notového zápisu bývá lehce pootočený. 
V tu chvíli bylo potřeba vyřešit předzpracování obrazu, jeho srovnáním a vyhledáním 
notových linek. Rychlost zpracování obrazu závisela hlavně na jeho rozlišení. Při velmi 
vysokém rozlišení zpracování trvalo velice dlouho. Proto analýza neprobíhá na celém 
obrazu, ale jen na jeho částech postupným označováním jednotlivých notových osnovy. 
Díky tomu bylo možné analyzovat každou notovou osnovu zvlášť a srovnat ji podle 
notových linek. Protože mezi jednotlivými notovými osnovami mohl být vepsán text nebo 
se jednotlivé noty mohly křížit, tak označení notové osnovy bylo potřeba udělat ručně. 
Automatický výběr by v tomto případě nedokázal určit přesnou oblast notové osnovy. 
Před samotným hledáním objektů je potřeba všechny označené oblasti zkontrolovat a 
vyrovnat. Funkce pro vyrovnání obrazu pracuje na principu Houghovy transformace, kdy 
vyhledá nejdelší přímku a postupným otáčením obrazu zjistí její nejlepší horizontální 
úhel. 
Po vyrovnání obrazu je možné započít s vyhledáváním jednotlivých objektů. Pro 
vyhledávání objektů byly vytvořeny zvláštní funkce. Zpočátku byly tyto funkce založeny 
na dvourozměrné korelaci, ale později se ukázalo, že je nedostačující. Zejména u 
složitějších objektů nebo při hledání hlaviček not nedokázala rozlišit notu čtvrťovou (s 
výplní) od celé (bez výplně). Bylo potřeba zvolit sofistikovanější algoritmus. Jako první 
byla vybrána jednovrstvá umělá neuronová síť. Tato sít pracovala dobře pro jednodušší 
objekty, jako jsou notové klíče. Později se ukázalo, že při učení složitějších objektů 
(taktové čáry), se nebyla schopná naučit nebo špatně rozeznávala dané objekty. Dalším 
krokem byla tedy vícevrstvá umělá neuronová sít, se vstupní, výstupní a dvěma skrytými 
vrstvami. Pro učení sítě byl použit algoritmus zpětného šíření chyby (anglicky error back 
propagation). V průběhu nastavování sítě byly řešeny problémy, jako je vhodná volba 
přenosové funkce, rozsah vah při inicializaci, velikost koeficientu učení a hlavně 
množství neuronů ve skrytých vrstvách. V průběhu testování se ukázalo, že pro naučení 
sítě pro všechny objekty postačí množství třiceti neuronů v každé skryté vrstvě. 
Koeficient učení nastaven na hodnotu 0.01 a inicializaci náhodnými čísly v řádech tisícin.  
Jako přenosová funkce byl zvolen hyperbolický tangens. Oproti ostatním algoritmům 
výhoda této metody spočívá v robustnosti proti šumu. Další výhodou je přidávání dalších 
objektů dle potřeby. Nevýhodou je výpočetní náročnost a korekce rozlišení objektů ze 
vstupního obrazu na velikost naučeného vzoru. Díky známým pozicím notových linek 
bylo možné určit velikost objektů a upravit tak rozlišení podle dané šablony. 
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Stává se, že při vyhledávání algoritmus najde objekty na špatných místech nebo 
vůbec. Proto bylo potřeba vytvořit jednoduché GUI prostředí, ve kterém je možné tyto 
objekty editovat a opravit tak případně chyby. Hledání objektů také závisí na kvalitě 
vstupního obrazu. V zašuměných obrazech nebo v obrazech s příliš nízkým rozlišením se 
stává, že algoritmus nemůže objekty nalézt. Je tedy potřeba je ručně vybrat. U obrazů 
s příliš velkým rozlišením dochází ke zdlouhavému vyhledávání. Bylo tedy potřeba najít 
rozumný kompromis. Před samotným vyhledáváním je upraveno rozlišení vybrané 
notové osnovy. Notová osnova s šířkou vetší jako 1600 pixelů byla upravena tak, aby se 
její šířka rovnala 1600 pixelů. U notové osnovy s šířkou menší jako 1600 pixelů nebylo 
rozlišení změněno. Následně byl tento obraz automaticky odprahován a odeslán na vstup 
funkcí pro hledání objektů. 
Jedním z důvodů vytvoření GUI prostředí byla i potřeba uložení nalezených objektů 
do souboru. K tomuto účelu byl vybrán soubor MusicXML, do kterého jednoduše lze 
zapsat v čitelné podobě nalezené objekty. Ale aby tento soubor byl možný otevřít 
v ostatních programech, bylo jej nutné uložit v přesném formátu bez chyb. V závěru práce 
je tento formát souboru podrobně popsán a mohl být součástí programu MusicOCR. 
V budoucnu by se dala dopracovat spolu s dalšími notovými symboly a z aplikace 
MusicOCR by se stal plnohodnotný program pro převod notového zápisu z obrazu.  
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Příloha A – učení a aktivace neuronové sítě 
%vicevrstva sit 
close all 
clear 
clc 
  
% % Taktove cary 
% sStructName = 'sTactLinesANN'; 
% sFileName = 'annTactLines.mat'; 
% sList = {'signs1\common1.bmp', 'COMMON'; ... 
%          'signs1\common2.bmp', 'COMMON'; ... 
%          'signs1\common3.bmp', 'COMMON'; ... 
%          'signs1\dashed1.bmp', 'DASHED'; ... 
%          'signs1\dashed2.bmp', 'DASHED'; ... 
%          'signs1\dashed3.bmp', 'DASHED'; ... 
%          'signs1\double1.bmp', 'DOUBLE'; ... 
%          'signs1\double2.bmp', 'DOUBLE'; ... 
%          'signs1\double3.bmp', 'DOUBLE'; ... 
%          'signs1\end_repeat2.bmp', 'E-REPEAT'; ... 
%          'signs1\end_repeat3.bmp', 'E-REPEAT'; ... 
%          'signs1\end1.bmp', 'END'; ... 
%          'signs1\end2.bmp', 'END'; ... 
%          'signs1\end3.bmp', 'END'; ... 
%          'signs1\start_repeat1.bmp', 'S-REPEAT'; ... 
%          'signs1\start_repeat2.bmp', 'S-REPEAT'; ... 
%          'signs1\start_strop_repeat.bmp', 'S-S-REPEAT'; ... 
%          'signs1\lines.bmp', 'NULL'}; 
  
% % Notove klice  
% sStructName = 'sNotesKeysANN'; 
% sFileName = 'annNotesKeys.mat'; 
% CData.(sStructName).dPosTemplateLine = [28 45 61 78 95]; 
% sList = {'signs2\bass.bmp', 'BASS'; ... 
%          'signs2\viol.bmp', 'VIOL'; ... 
%          'signs2\lines.bmp', 'NULL'}; 
   
% % Notove hlavicky 
% sStructName = 'sNotesHeaderANN'; 
% sFileName = 'annNotesHeader.mat'; 
% sList = {'signs3\half1.bmp', 2; ... 
%          'signs3\half2.bmp', 2; ... 
%          'signs3\quater1.bmp', 4; ... 
%          'signs3\quater2.bmp', 4; ... 
%          'signs3\whole1.bmp', 1; ... 
%          'signs3\whole2.bmp', 1; ... 
%          'signs3\empty1.bmp', 'NULL'; .... 
%          'signs3\empty2.bmp', 'NULL'; ... 
%          'signs3\empty3.bmp', 'NULL'; ... 
%          'signs3\empty4.bmp', 'NULL'; ... 
%          'signs3\empty5.bmp', 'NULL'; ... 
%          'signs3\empty6.bmp', 'NULL'; ... 
%          'signs3\empty7.bmp', 'NULL'; ... 
%          'signs3\empty8.bmp', 'NULL'; ... 
%          'signs3\empty9.bmp', 'NULL'; ... 
%          'signs3\empty10.bmp', 'NULL'; ... 
%          'signs3\empty11.bmp', 'NULL'; ... 
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%          'signs3\empty12.bmp', 'NULL'}; 
  
% Tempo - cislice 
sStructName = 'sTactNumberANN'; 
sFileName = 'annTactNumber.mat'; 
sList = {'signs4\2.bmp', 2; ... 
         'signs4\3.bmp', 3; ... 
         'signs4\4.bmp', 4; ... 
         'signs4\5.bmp', 5; ... 
         'signs4\6.bmp', 6; ... 
         'signs4\8.bmp', 8; ... 
         'signs4\9.bmp', 9; ... 
         'signs4\12.bmp', 12; ... 
         'signs4\lines.bmp', 'NULL'}; 
  
% % Tempo - C 
% sStructName = 'sTactCANN'; 
% sFileName = 'annTactC.mat'; 
% sList = {'signs4\C.bmp', 'C'; ... 
%          'signs4\CX.bmp', 'C|'; ... 
%          'signs4\lines2.bmp', 'NULL'}; 
  
% % Pomlky 
% sStructName = 'sNotesPausesANN'; 
% sFileName = 'annNotesPauses.mat'; 
% sList = {'signs5\1.bmp', 1; ... 
%          'signs5\2.bmp', 2; ... 
%          'signs5\4.bmp', 4; ... 
%          'signs5\8.bmp', 8; ... 
%          'signs5\16.bmp', 16; ... 
%          'signs5\32.bmp', 32; ... 
%          'signs5\lines.bmp', 'NULL'}; 
  
% vstupy 
max_iterace = 3000;        %max iteraci 
poc_vzoru = size(sList,1);  %vstupy 
pocet_HID = 30;             %pocet neuronu ve skryte vstve 
pocet_HID2 = 30;            %pocet neuronu ve skryte vstve2 
alfa = 0.05;               %koeficient uceni 
Ec_max = 0.01;               %maxiamlni chyba site 
  
I = imread(sList{1}); 
stackI = zeros(poc_vzoru, numel(I)); 
  
%nacteni trenovacich vzoru 
for i = 1:poc_vzoru            
    I = imread(sList{i}); 
    stackI(i,:) = I(:);       
end 
  
% out = eye(poc_vzoru)*2-1; 
out = eye(poc_vzoru); 
  
pocet_IN = size(stackI, 2);                         %pocet neuronu ve 
vstupni vstve 
pocet_OUT = size(out, 2);                           %pocet neuronu ve 
vystupni vstve 
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%inicializace vah 
w0 = ones(1, pocet_IN);                             %vstupni vrstva 
neurony jedna jednickova vaha 
w1 = (rand(pocet_IN + 1, pocet_HID)*2-1)/100;       %skryta vrstva  
vahy + prah  neurony 
w2 = (rand(pocet_HID + 1, pocet_HID2)*2-1)/100;     %skryta vrstva  
vahy + prah  neurony 
w3 = (rand(pocet_HID2 + 1, pocet_OUT)*2-1)/100;     %vystupni vrstva  
vahy + prah  neurony 
  
Ec = inf;                               %chyba site 
iterace = 1;                            %pocet iteraci 
Ec_it = [];                             %ulozeni chyby 
v0vystup = zeros(1, pocet_IN);          %vystup vstupni vrstvy 
v1vystup = zeros(1, pocet_HID);         %vystup skryte vrstvy 
v2vystup = zeros(1, pocet_HID2);        %vystup skryte vrstvy 
v3vystup = zeros(1, pocet_OUT);         %vystup vystupni vrstvy 
delta1 = zeros(1, pocet_HID);           %pomocna chyba 
delta2 = zeros(1, pocet_HID2);          %pomocna chyba 
delta3 = zeros(1, pocet_OUT);           %pomocna chyba vystupu 
  
while (iterace <= max_iterace) 
    Ec = 0; 
    for i = 1:poc_vzoru 
        v0vystup = w0.*stackI(i, :);            %vystup vstupni vrstvy 
        v1vystup = tanh(([v0vystup 1] * w1));   %vystup skryte vrstvy 
        v2vystup = tanh(([v1vystup 1] * w2));   %vystup skryte vrstvy 
        v3vystup = tanh(([v2vystup 1] * w3));   %vystup vystupni 
vrstvy 
         
        %vypocet chyby 
        delta3 = out(i, :) - v3vystup; 
         
        %zpetne sireni chyby         
        delta2 = delta3 * w3(1:end - 1, :)'; 
        delta1 = delta2 * w2(1:end - 1, :)'; 
         
        %uprava vah 
        w1 = w1 + [v0vystup 1]' * alfa * (delta1 .* (1 - 
v1vystup.^2)); 
        w2 = w2 + [v1vystup 1]' * alfa * (delta2 .* (1 - 
v2vystup.^2)); 
        w3 = w3 + [v2vystup 1]' * alfa * (delta3 .* (1 - 
v3vystup.^2)); 
           
        Ec = Ec + 0.5 *(delta3 * delta3'); 
    end 
    Ec_it =  [Ec_it Ec];    % ulozeni uceni 
    if (Ec < Ec_max) 
        break; 
    end 
    iterace = iterace + 1; 
end 
  
CData.(sStructName).w0 = w0; 
CData.(sStructName).w1 = w1; 
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CData.(sStructName).w2 = w2; 
CData.(sStructName).w3 = w3; 
CData.(sStructName).sList = sList(:,2)'; 
CData.(sStructName).dSizeTemplateRC = size(I); 
CData.(sStructName).dEc = Ec_it; 
  
save(sFileName,'-struct', 'CData', sStructName) 
  
%% Vykresleni prubehu uceni 
figure 
plot(Ec_it); 
grid on 
xlabel('n [-]') 
ylabel('Error [-]') 
  
%% aktivace   
obr = 1; 
sizeNoise = 0.5; %uroven sumu 
  
I = reshape(stackI(obr, :), size(I, 1), size(I, 2)); 
Itest = imnoise(I, 'salt & pepper', sizeNoise); 
  
% vystup vstupni vrstvy,  
v0vystup = w0 .* Itest(:)'; 
v1vystup = tanh(([v0vystup 1] * w1)); 
v2vystup = tanh(([v1vystup 1] * w2)); 
v3vystup = tanh(([v2vystup 1] * w3)); 
  
[dMax, index] = max(v3vystup); 
Iselect = reshape(stackI(index, :), size(I, 1), size(I, 2)); 
  
% vykresleni 
figure 
subplot(2, 3, 1) 
imshow(I, []); 
title('Select template') 
  
subplot(2, 3, 2) 
imshow(Itest, []); 
title(['Noisy template: ' num2str(sizeNoise)]) 
  
subplot(2, 3, 3) 
imshow(Iselect, []); 
title('Choice template') 
  
subplot(2, 3, [4 5 6]) 
bar(v3vystup); 
axis tight 
xlabel('Index template [-]') 
ylabel('y [-]') 
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Příloha B – funkce pro hledání notové osnovy 
function [BW2, linePos, dAngle] = linesDetection(BW, dAngleRange) 
% Funkce analyzuje obraz a urci natoceni podle notovych osnov a otoci 
obraz 
% tak, aby byla notova osnova co nejvice v horizontalni poloze 
% 
% Vytup: 
% - BW - binarni obraz s jednou notovou osnovou, logicka hodnota FALSE 
%        reprezentuje pozadi, TRUE popredi 
% 
% - dAngleRange - [-3 3] - rozsah hledani natoceni ve stupnich 
% 
% Vystup: 
% - BW2 - finalni opraveny binarni obraz, hodnota FALSE reprezentuje 
%         pozadi, TRUE popredi 
% 
% - linePos - [73;91;111;128;145] - vektor delky 5, jednotliva cisla  
%             reprezentuji pozici car notove osnovy 
% 
% - dAngle - -1.4 - hodnota natoceni obrazu ve stupnich 
% 
% Priklad: 
% Igray  = imread('notes.bmp'); 
% level = graythresh(Igray); 
% BW = im2bw(Igray, level); 
% BW = not(BW); 
% [BW2, linePos, dAngle] = linesDetection(BW, [-3 3]) 
  
    % Korekce pozadi vuci popredi 
    % pozadi - FALSE; popredi - TRUE 
    dNumOnes = sum(BW(:)); 
    dNumZeros = numel(BW)-dNumOnes; 
    if dNumOnes > dNumZeros 
        BW = not(BW); 
    end 
     
    % Houghova transformace 
    angleRot = [89.5:-0.5:(89.5+dAngleRange(1)), -90:0.5:(-
90+dAngleRange(2))]; 
    [H,T,R] = hough(BW,'RhoResolution',0.5,'Theta',angleRot); 
    P  = houghpeaks(H,50,'threshold',ceil(0.2*max(H(:)))); 
    lines = houghlines(BW,T,R,P,'FillGap',2,'MinLength',10); 
  
    % Vyber nejdelsi cary, predpoklada se ze lezi na jedne care z 
notove osnovy 
    P1 = [lines.point1]; 
    P1 = [P1(1:2:length(P1))', P1(2:2:length(P1))']; 
  
    P2 = [lines.point2]; 
    P2 = [P2(1:2:length(P2))', P2(2:2:length(P2))']; 
  
    dDiff = P1 - P2; 
    dLen = (dDiff(:,1).^2 + dDiff(:,2).^2).^0.5; 
    [~, dIndex] = max(dLen); 
    xy_long = [lines(dIndex).point1; lines(dIndex).point2]; 
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    % Orez obrazu a hledani uhlu natoceni 
    dDist = 50; 
    dStart = xy_long(1,2)-dDist; 
    if dStart <= 0  
        dStart = 1; 
    end  
    dStop = xy_long(1,2)+dDist; 
    if dStop > size(BW,1) 
        dStop = size(BW,1); 
    end 
  
    % Priblizny vyber jedne notove osnovy 
    dRange = dStart:dStop; 
    lineBW = BW(dRange,:); 
  
    theta = dAngleRange(1):dAngleRange(2); 
    maxBW = zeros(size(theta)); 
    j = 0; 
    for i = theta 
        j = j+1; 
        BW3 = imrotate(lineBW, i, 'crop'); 
        maxBW(j) = max(sum(BW3, 2)); 
    end 
  
    [~, dIndex] = max(maxBW); 
    theta = theta(dIndex); 
    theta = (theta-1):0.5:(theta+1); 
    maxBW = zeros(size(theta)); 
    j = 0; 
    for i = theta 
        j = j+1; 
        BW3 = imrotate(lineBW, i, 'crop'); 
        maxBW(j) = max(sum(BW3, 2)); 
    end 
  
    [~, dIndex] = max(maxBW); 
    theta = theta(dIndex); 
    theta = (theta-0.5):0.05:(theta+0.5); 
    maxBW = zeros(size(theta)); 
    j = 0; 
    for i = theta 
        j = j+1; 
        BW3 = imrotate(lineBW, i, 'crop'); 
        maxBW(j) = max(sum(BW3, 2)); 
    end 
  
    % Finalni natoceni obrazu tak, aby byla notova osnova horizontalni 
    [~, dIndex] = max(maxBW); 
    dAngle = theta(dIndex); 
    if dAngle == 0 
        BW2 = BW; 
    else 
        BW2 = imrotate(BW, dAngle, 'crop'); 
    end 
  
    % Vyhledani vsech pet notovych osnov 
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    linePos = sum(BW2, 2); 
    [pks, locs] = findpeaks(linePos); 
    [~, dIndex] = sort(pks, 'descend'); 
    dIndex = locs(dIndex(1:5)); 
    linePos = sort(dIndex); 
    BW2 = not(BW2); 
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Příloha C – funkce pro hledání notových klíčů 
function [dPosTemplateRC, dSizeWindowRC, sDescriptionSymbol] = ... 
        findNotesKeysANN(BW, linePosBW, sSymbolsANN) 
% Funkce vyhleda notove klice ve vstupnim obraze za pouziti 
neuronovych 
% siti 
% 
% Vstupy: 
% - BW - binarni obraz s jednou notovou osnovou, logicka hodnota FALSE 
%        reprezentuje pozadi, TRUE popredi 
% 
% - linePosBW - pozice vsech peti notovych osnov 
% 
% - sSymbolsANN - struktura obsahujici vyhy jednotlivych neuronu a 
%                 infotmace o velikosti predlohy 
% 
% Vystupy: 
% - dPosTemplateRC - pozice nalezenych vzoru 
% 
% - dSizeWindowRC - velikos hledaneho objektu ve vstupnim obrazu 
% 
% - sDescriptionSymbol - popis nalezenych vzoru 
  
    dSizeWindowRC = []; 
    dPosTemplateRC = []; 
     
    dNumOnes = sum(BW(:)); 
    dNumZeros = numel(BW)-dNumOnes; 
    if dNumOnes < dNumZeros 
        BW = not(BW); 
    end 
  
    dPosTemplateLine = sSymbolsANN.dPosTemplateLine; 
    dSizeTemplateRC = sSymbolsANN.dSizeTemplateRC; 
  
    dLineDistTemp = max(dPosTemplateLine) - min(dPosTemplateLine); 
    dLineDistBW = max(linePosBW) - min(linePosBW); 
    dScale = dLineDistBW/dLineDistTemp; 
    dNumRowBW = round(dScale*dSizeTemplateRC(1)); 
    dNumColBW = round(dScale*dSizeTemplateRC(2)); 
    dOffsetFirstLine = dScale*dPosTemplateLine(1); 
  
    dStartRow = linePosBW(1)-dOffsetFirstLine; 
    dStartRow = round(dStartRow); 
    if dStartRow < 1 
        dStartRow = 1; 
    end 
  
    dEndRow = dStartRow+dNumRowBW; 
    dEndRow = round(dEndRow); 
    if dEndRow > size(BW,1) 
        dEndRow = size(BW,1); 
    end 
  
    lSymbolAreaBW = BW(dStartRow:dEndRow,:); 
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    dColTo = round(size(lSymbolAreaBW,2)/3); 
    lSymbolAreaBW = lSymbolAreaBW(:,1:dColTo); 
  
    [dColIndex, dIndexTemp] = findSymbol(lSymbolAreaBW, 
dSizeTemplateRC, ... 
        dNumColBW, sSymbolsANN); 
  
    sDescriptionSymbol = sSymbolsANN.sList{dIndexTemp}; 
    if strcmpi(sDescriptionSymbol, 'NULL') 
        return; 
    end 
  
    dSizeWindowRC = [dNumRowBW, dNumColBW]; 
    dPosTemplateRC = [dStartRow, dColIndex]; 
  
function [dColIndex, dIndexTemp] = findSymbol(lSymbolAreaBW, ... 
        dSizeTemplateRC, dNumColBW, sSymbolsANN) 
  
    lSymbolAreaBW = double(lSymbolAreaBW); 
    dWinTo = size(lSymbolAreaBW,2)-dNumColBW; 
    yy = zeros(size(sSymbolsANN.w3,2),dWinTo); 
    dColIndex = 0; 
         
for i = 1:dWinTo 
        lImgWin = lSymbolAreaBW(:,i:i+dNumColBW-1); 
        lImgWin = imresize(lImgWin, dSizeTemplateRC); 
        [dMax, dIndexTemp, y] = ApplyANN(lImgWin, sSymbolsANN.w0, ... 
            sSymbolsANN.w1, sSymbolsANN.w2, sSymbolsANN.w3); 
        yy(:,i) = y; 
        if ~strcmpi(sSymbolsANN.sList{dIndexTemp},'NULL') 
            dColIndex = i; 
            break; 
        end 
end 
  
function [dMax, index, y] = ApplyANN(lImgWin, w0, w1, w2, w3) 
  
    v0vystup = w0 .* lImgWin(:)'; 
    v1vystup = tanh(([v0vystup 1] * w1)); 
    v2vystup = tanh(([v1vystup 1] * w2)); 
    y = tanh(([v2vystup 1] * w3)); 
  
    [dMax, index] = max(y); 
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Příloha D - funkce pro hledání doby 
function [dRCDesc, dSizeWindowRC] = ... 
        findTactNumberANN(BW, linePosBW, sSymbolsANN, dColStart)    
% Funkce vyhleda taktova cisla ve vstupnim obraze za pouziti 
neuronovych 
% siti 
% 
% Vstupy: 
% - BW - binarni obraz s jednou notovou osnovou, logicka hodnota FALSE 
%        reprezentuje pozadi, TRUE popredi 
% 
% - linePosBW - pozice vsech peti notovych osnov 
% 
% - sSymbolsANN - struktura obsahujici vyhy jednotlivych neuronu a 
%                 infotmace o velikosti predlohy 
% 
% - dColStart - cislo sloupce od kterého se zacne vyhledavat 
% 
% Vystupy: 
% - dRCDesc - pozice nalezenych vzoru s jejich popisem 
% 
% - dSizeWindowRC - velikos hledaneho objektu ve vstupnim obrazu 
  
    dSizeWindowRC = []; 
     
    dNumOnes = sum(BW(:)); 
    dNumZeros = numel(BW)-dNumOnes; 
    if dNumOnes < dNumZeros 
        BW = not(BW); 
    end 
     
    dSizeTemplateRC = sSymbolsANN.dSizeTemplateRC; 
  
    dLineDistBW = linePosBW(3) - linePosBW(1); 
    dScale = dLineDistBW/sSymbolsANN.dSizeTemplateRC(1); 
    dNumColBW = round(dScale*dSizeTemplateRC(2)); 
  
    lSymbolUpAreaBW = BW(linePosBW(1):linePosBW(3),:); 
    lSymbolDwnAreaBW = BW(linePosBW(3):linePosBW(5),:); 
     
    if isempty(dColStart) 
        dColStart = 1; 
    end 
  
    dRCDesc = findSymbolUp(lSymbolUpAreaBW, dSizeTemplateRC, ... 
        dNumColBW, sSymbolsANN, dColStart); 
     
    if isempty(dRCDesc) 
        return; 
    end 
     
    dRCDesc = findSymbolDwn(lSymbolDwnAreaBW, dSizeTemplateRC, ... 
        dNumColBW, sSymbolsANN, dRCDesc); 
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    if isempty(dRCDesc) 
        return; 
    end 
    dRCDesc = [ones(size(dRCDesc,1),1)*linePosBW(1) dRCDesc]; 
    dSizeWindowRC = [max(linePosBW) - min(linePosBW) + 1, dNumColBW]; 
  
function dColIndexDescAll = findSymbolDwn(lSymbolAreaBW, ... 
        dSizeTemplateRC, dNumColBW, sSymbolsANN, dColIndexDesc) 
     
    dColIndexDescAll = []; 
     
    for i = 1:size(dColIndexDesc,1) 
        dIndCol= dColIndexDesc(i,:); 
        lImgWin = lSymbolAreaBW(:,dIndCol(1):dIndCol(1)+dNumColBW-1); 
        lImgWin = imresize(lImgWin, dSizeTemplateRC); 
        [~, dIndexTemp] = ApplyANN(lImgWin, sSymbolsANN.w0, ... 
            sSymbolsANN.w1, sSymbolsANN.w2, sSymbolsANN.w3); 
        sDesc = sSymbolsANN.sList{dIndexTemp}; 
        if ~strcmpi(sDesc, 'NULL') 
            dIndCol = [dIndCol sDesc]; 
            dColIndexDescAll = [dColIndexDescAll; dIndCol]; 
        end 
    end 
     
function dColIndexDesc = findSymbolUp(lSymbolAreaBW, ... 
        dSizeTemplateRC, dNumColBW, sSymbolsANN, dColStart) 
  
    lSymbolAreaBW = double(lSymbolAreaBW); 
    dWinTo = size(lSymbolAreaBW,2)-dNumColBW; 
    yy = zeros(size(sSymbolsANN.w3,2),dWinTo); 
    sDescription = zeros(dWinTo,1); 
    yMax = zeros(dWinTo,1); 
    dColIndexDesc = []; 
     
    for i = dColStart:dWinTo 
        lImgWin = lSymbolAreaBW(:,i:i+dNumColBW-1); 
        lImgWin = imresize(lImgWin, dSizeTemplateRC); 
        [dMax, dIndexTemp, y] = ApplyANN(lImgWin, sSymbolsANN.w0, ... 
            sSymbolsANN.w1, sSymbolsANN.w2, sSymbolsANN.w3); 
        yy(:,i) = y; 
        sDesc = sSymbolsANN.sList{dIndexTemp}; 
        if ~strcmpi(sDesc, 'NULL') 
            sDescription(i) = sDesc; 
            yMax(i) = dMax; 
        end 
    end 
  
    while(1) 
        indStart = find(yMax > 0, 1, 'first'); 
        if isempty(indStart) 
            break; 
        end 
        indStop = find(yMax(indStart:end) == 0, 1, 'first'); 
        indStop = indStart+indStop-2; 
        [~,indMax] = max(yMax(1:indStop)); 
        yMax(indStart:indStop) = 0; 
        if ~isempty(indMax) 
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            dColIndexDesc = [dColIndexDesc; [indMax 
sDescription(indMax)]]; 
        else 
            break; 
        end 
    end 
  
function [dMax, index, y] = ApplyANN(lImgWin, w0, w1, w2, w3) 
  
    v0vystup = w0 .* lImgWin(:)'; 
    v1vystup = tanh(([v0vystup 1] * w1)); 
    v2vystup = tanh(([v1vystup 1] * w2)); 
    y = tanh(([v2vystup 1] * w3)); 
  
    [dMax, index] = max(y); 
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Příloha E - funkce pro hledání taktových čar 
function dColIndexDesc = findTactLinesANN(BW, linePosBW, sSymbolsANN) 
% Funkce vyhleda taktove cary ve vstupnim obraze za pouziti 
neuronovych 
% siti 
% 
% Vstupy: 
% - BW - binarni obraz s jednou notovou osnovou, logicka hodnota FALSE 
%        reprezentuje pozadi, TRUE popredi 
% 
% - linePosBW - pozice vsech peti notovych osnov 
% 
% - sSymbolsANN - struktura obsahujici vyhy jednotlivych neuronu a 
%                 infotmace o velikosti predlohy 
% 
% Vystupy: 
% - dColIndexDesc - pozice nalezenych vzoru s jejich popisem 
  
    dNumOnes = sum(BW(:)); 
    dNumZeros = numel(BW)-dNumOnes; 
    if dNumOnes < dNumZeros 
        BW = not(BW); 
    end 
  
    dSizeTemplateRC = sSymbolsANN.dSizeTemplateRC; 
  
    dLineDistBW = max(linePosBW) - min(linePosBW); 
    dScale = dLineDistBW/sSymbolsANN.dSizeTemplateRC(1); 
    dNumColBW = round(dScale*dSizeTemplateRC(2)); 
  
    lSymbolAreaBW = BW(min(linePosBW):max(linePosBW),:); 
  
    dColIndexDesc = findSymbol(lSymbolAreaBW, dSizeTemplateRC, ... 
        dNumColBW, sSymbolsANN); 
  
function dColIndexDesc = findSymbol(lSymbolAreaBW, ... 
        dSizeTemplateRC, dNumColBW, sSymbolsANN) 
  
    lSymbolAreaBW = double(lSymbolAreaBW); 
    dWinTo = size(lSymbolAreaBW,2)-dNumColBW; 
    yy = zeros(size(sSymbolsANN.w3,2),dWinTo); 
    sDescription = cell(dWinTo,1); 
    yMax = zeros(dWinTo,1); 
    dColIndexDesc = {}; 
     
    dSum = sum(not(lSymbolAreaBW),1); 
    dSum = dSum/size(lSymbolAreaBW,1); 
    dIndex = find(dSum >= 0.95); 
     
    for i = dIndex 
            dStartCol = round(i-(dNumColBW/2)); 
            dStopCol = round(i+(dNumColBW/2)); 
            if dStartCol <= 0 
                dStartCol = 1; 
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                dStopCol = dNumColBW; 
            end 
            if dStopCol > size(lSymbolAreaBW,2) 
                dStopCol = size(lSymbolAreaBW,2); 
                dStartCol = dStopCol - dNumColBW; 
            end 
            lImgWin = lSymbolAreaBW(:,dStartCol:dStopCol); 
            lImgWin = imresize(lImgWin, dSizeTemplateRC); 
            [dMax, dIndexTemp, y] = ApplyANN(lImgWin, sSymbolsANN.w0, 
... 
                sSymbolsANN.w1, sSymbolsANN.w2, sSymbolsANN.w3); 
            yy(:,i) = y; 
            sDesc = sSymbolsANN.sList{dIndexTemp}; 
            if ~strcmpi(sDesc, 'NULL') 
                sDescription{i} = sDesc; 
                yMax(i) = dMax; 
            end 
    end 
  
    while(1) 
        indStart = find(yMax > 0, 1, 'first'); 
        if isempty(indStart) 
            break; 
        end 
        indStop = find(yMax(indStart:end) == 0, 1, 'first'); 
        indStop = indStart+indStop-2; 
        [~,indMax] = max(yMax(1:indStop)); 
        yMax(indStart:indStop) = 0; 
        if ~isempty(indMax) 
            dColIndexDesc = [dColIndexDesc; [{indMax} 
sDescription(indMax)]]; 
        else 
            break; 
        end 
    end 
  
function [dMax, index, y] = ApplyANN(lImgWin, w0, w1, w2, w3) 
  
    v0vystup = w0 .* lImgWin(:)'; 
    v1vystup = tanh(([v0vystup 1] * w1)); 
    v2vystup = tanh(([v1vystup 1] * w2)); 
    y = tanh(([v2vystup 1] * w3)); 
  
    [dMax, index] = max(y); 
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Příloha F - funkce pro hledání pomlk 
function [dColIndexDesc, dSizeWindowRC] = ... 
    findNotesPausesANN(BW, linePosBW, sSymbolsANN, dColStart) 
% Funkce vyhleda pomlky ve vstupnim obraze za pouziti neuronovych 
% siti 
% 
% Vstupy: 
% - BW - binarni obraz s jednou notovou osnovou, logicka hodnota FALSE 
%        reprezentuje pozadi, TRUE popredi 
% 
% - linePosBW - pozice vsech peti notovych osnov 
% 
% - sSymbolsANN - struktura obsahujici vyhy jednotlivych neuronu a 
%                 infotmace o velikosti predlohy 
% 
% - dColStart - cislo sloupce od kterého se zacne vyhledavat 
% 
% Vystupy: 
% - dColIndexDesc - pozice nalezenych vzoru s jejich popisem 
% 
% - dSizeWindowRC - velikos hledaneho objektu ve vstupnim obrazu 
  
    dNumOnes = sum(BW(:)); 
    dNumZeros = numel(BW)-dNumOnes; 
    if dNumOnes < dNumZeros 
        BW = not(BW); 
    end 
  
    dSizeWindowRC = []; 
     
    dSizeTemplateRC = sSymbolsANN.dSizeTemplateRC; 
  
    dLineDistBW = max(linePosBW) - min(linePosBW); 
    dScale = dLineDistBW/sSymbolsANN.dSizeTemplateRC(1); 
    dNumColBW = round(dScale*dSizeTemplateRC(2)); 
  
    lSymbolBW = BW(min(linePosBW):max(linePosBW),:); 
     
    if isempty(dColStart) 
        dColStart = 1; 
    end 
     
    dColIndexDesc = findSymbol(lSymbolBW, dSizeTemplateRC, ... 
        dNumColBW, sSymbolsANN, dColStart); 
     
    if isempty(dColIndexDesc) 
        return; 
    end 
     
    dColIndexDesc = [ones(size(dColIndexDesc,1),1)*linePosBW(1) 
dColIndexDesc]; 
    dSizeWindowRC = [max(linePosBW) - min(linePosBW) + 1, dNumColBW]; 
     
function dColIndexDesc = findSymbol(lSymbolAreaBW, ... 
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        dSizeTemplateRC, dNumColBW, sSymbolsANN, dColStart) 
  
    lSymbolAreaBW = double(lSymbolAreaBW); 
    dWinTo = size(lSymbolAreaBW,2)-dNumColBW; 
    yy = zeros(size(sSymbolsANN.w3,2),dWinTo); 
    sDescription = zeros(dWinTo,1); 
    yMax = zeros(dWinTo,1); 
    dColIndexDesc = []; 
     
    for i = dColStart:dWinTo 
        lImgWin = lSymbolAreaBW(:,i:i+dNumColBW-1); 
        lImgWin = imresize(lImgWin, dSizeTemplateRC); 
        [dMax, dIndexTemp, y] = ApplyANN(lImgWin, sSymbolsANN.w0, ... 
            sSymbolsANN.w1, sSymbolsANN.w2, sSymbolsANN.w3); 
        yy(:,i) = y; 
        sDesc = sSymbolsANN.sList{dIndexTemp}; 
        if ~strcmpi(sDesc, 'NULL') 
            sDescription(i) = sDesc; 
            yMax(i) = dMax; 
        end 
    end 
  
    while(1) 
        indStart = find(yMax > 0, 1, 'first'); 
        if isempty(indStart) 
            break; 
        end 
        indStop = find(yMax(indStart:end) == 0, 1, 'first'); 
        indStop = indStart+indStop-2; 
        [~,indMax] = max(yMax(1:indStop)); 
        yMax(indStart:indStop) = 0; 
        if ~isempty(indMax) 
            dColIndexDesc = [dColIndexDesc; [indMax 
sDescription(indMax)]]; 
        else 
            break; 
        end 
    end 
  
function [dMax, index, y] = ApplyANN(lImgWin, w0, w1, w2, w3) 
  
    v0vystup = w0 .* lImgWin(:)'; 
    v1vystup = tanh(([v0vystup 1] * w1)); 
    v2vystup = tanh(([v1vystup 1] * w2)); 
    y = tanh(([v2vystup 1] * w3)); 
  
    [dMax, index] = max(y); 
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Příloha G - funkce pro hledání hlaviček not 
function [dColIndexDesc, linePosAllLenBW] = ... 
    findNotesHeaderANN(BW, linePosBW, sSymbolsANN, dColStart) 
% Funkce vyhleda notove hlavicky ve vstupnim obraze za pouziti 
neuronovych 
% siti 
% 
% Vstupy: 
% - BW - binarni obraz s jednou notovou osnovou, logicka hodnota FALSE 
%        reprezentuje pozadi, TRUE popredi 
% 
% - linePosBW - pozice vsech peti notovych osnov 
% 
% - sSymbolsANN - struktura obsahujici vyhy jednotlivych neuronu a 
%                 infotmace o velikosti predlohy 
% 
% - dColStart - cislo sloupce od kterého se zacne vyhledavat 
% 
% Vystupy: 
% - dColIndexDesc - pozice nalezenych vzoru s jejich popisem 
% 
% - linePosAllLenBW - matice s pozicemi jednotlivých notovych osnov 
  
    dColIndexDesc = []; 
     
    dNumOnes = sum(BW(:)); 
    dNumZeros = numel(BW)-dNumOnes; 
    if dNumOnes < dNumZeros 
        BW = not(BW); 
    end 
     
    if isempty(dColStart) 
        dColStart = 1; 
    end 
     
    lineWidth = diff(linePosBW); 
    lineWidth = mean(lineWidth); 
    lineWidth = round(lineWidth); 
    linePosAllLenBW = [fliplr(linePosBW(1)-lineWidth:-lineWidth:1), 
linePosBW']; 
    linePosAllLenBW = [linePosAllLenBW, 
linePosBW(end)+lineWidth:lineWidth:size(BW,1)]; 
    dxlinePos = [diff(linePosAllLenBW), round(lineWidth/2)]/2; 
    linePosAllLenBW = [linePosAllLenBW; linePosAllLenBW+dxlinePos]; 
    linePosAllLenBW = round(linePosAllLenBW); 
    linePosAllLenMask = zeros(size(linePosAllLenBW)); 
    linePosAllLenMask(1,:) = linePosAllLenMask(1,:)+1; 
    linePosAllMask = zeros(size(linePosAllLenMask)); 
         
    linePosAllMask(linePosAllLenBW >= min(linePosBW) & ... 
        linePosAllLenBW <= max(linePosBW)) = 1; 
     
    linePosAllLenBW = [linePosAllLenBW(:) linePosAllLenMask(:) 
linePosAllMask(:)]; 
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    if linePosAllLenBW(1,1) < 1 
        linePosAllLenBW(1,:) = []; 
    end 
    if linePosAllLenBW(end,1) > size(BW,1) 
        linePosAllLenBW(end,:) = []; 
    end 
     
    for i = 2:size(linePosAllLenBW,1)-1 
        lLineFrameBW = BW(linePosAllLenBW(i-
1):linePosAllLenBW(i+1),:); 
        dScale = size(lLineFrameBW,1)/sSymbolsANN.dSizeTemplateRC(1); 
        dNumColBW = round(dScale*sSymbolsANN.dSizeTemplateRC(2)); 
        dColIndexPos = findSymbol(lLineFrameBW, ... 
            sSymbolsANN.dSizeTemplateRC, dNumColBW, ... 
            sSymbolsANN, linePosAllLenBW(i), dColStart); 
        dColIndexDesc = [dColIndexDesc; dColIndexPos]; 
    end 
    dInd = cell2mat(dColIndexDesc(:,2)); 
    [~, dInd] = sort(dInd); 
    dColIndexDesc = dColIndexDesc(dInd,:); 
     
    function dColIndexDesc = findSymbol(lSymbolAreaBW, ... 
        dSizeTemplateRC, dNumColBW, sSymbolsANN, dRowPos, dColStart) 
  
    lSymbolAreaBW = double(lSymbolAreaBW); 
    dWinTo = size(lSymbolAreaBW,2)-dNumColBW; 
    yy = zeros(size(sSymbolsANN.w3,2),dWinTo); 
    sDescription = cell(dWinTo,1); 
    yMax = zeros(dWinTo,1); 
    dColIndexDesc = {}; 
     
    dScale = dSizeTemplateRC(1)/size(lSymbolAreaBW,1); 
    lBWCorrect = imresize(lSymbolAreaBW, dScale); 
    lBWCorrect = round(lBWCorrect); 
    dColStartCorrect = round(dColStart*dScale); 
    dWinTo = size(lBWCorrect,2)-dSizeTemplateRC(2)+1; 
    dRangeVect = (dColStartCorrect:dWinTo)'; 
    dRangeVect = (dRangeVect-1)*dSizeTemplateRC(1); 
    dIndexElement = 
repmat(1:prod(dSizeTemplateRC),size(dRangeVect,1),1); 
    dIndexElement = dIndexElement + 
repmat(dRangeVect,1,size(dIndexElement,2)); 
    dImgElement = lBWCorrect(dIndexElement); 
    [yMax, dIndexTemp, y] = ApplyANN(dImgElement, sSymbolsANN.w0, ... 
        sSymbolsANN.w1, sSymbolsANN.w2, sSymbolsANN.w3); 
     
    sList = sSymbolsANN.sList; 
    for i = 1:length(sList) 
        if strcmpi(sList{i}, 'NULL') 
            yMax(dIndexTemp == i) = 0; 
            dIndexTemp(dIndexTemp == i) = 0; 
        end 
    end 
     
    dScale = size(lSymbolAreaBW,2)/size(lBWCorrect,2); 
    while(1) 
        indStart = find(yMax > 0, 1, 'first'); 
        if isempty(indStart) 
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            break; 
        end 
        indStop = find(yMax(indStart:end) == 0, 1, 'first'); 
        indStop = indStart+indStop-2; 
        [~,indMax] = max(yMax(1:indStop)); 
        yMax(indStart:indStop) = 0; 
        if ~isempty(indMax) 
            dColIndexDesc = [dColIndexDesc; ... 
                {dRowPos} 
{round((indMax*dScale)+dNumColBW/2)+(dColStart-1)} ... 
                sList(dIndexTemp(indMax))]; 
        else 
            break; 
        end 
    end 
    disp('') 
     
function [dMax, index, y] = ApplyANN(lImgWin, w0, w1, w2, w3) 
     
    v0vystup = repmat(w0,size(lImgWin,1),1) .* lImgWin; 
    v1vystup = tanh(([v0vystup ones(size(v0vystup,1),1)] * w1)); 
    v2vystup = tanh(([v1vystup ones(size(v1vystup,1),1)] * w2)); 
    y = tanh(([v2vystup ones(size(v2vystup,1),1)] * w3)); 
    [dMax, index] = max(y, [], 2); 
     
 61 
