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Tato bakalářská práce se zabývá automatizováním testovacích procedur software pomocí 
automaticky řízeného robotického manipulátoru. Práce stanovuje požadavky na počáteční 
podmínky testů, jejich průběh a způsob vyhodnocení výsledků. Dále popisuje testované 
prostředí YSoft SafeQ a multifunkční tiskárny, na kterých se daný software využívá. V 
práci jsou navrhnuty algoritmy pro řízení manipulátoru a získávání výsledků ze snímacích 
zařízení. Dále jsou popsány vlastní navrhnuté knihovny pro vytvoření rozhraní mezi 
testovacím prostředí a testovacím nástrojem. Při realizování testů je využito prostředí 
Robot Framework, v němž jsou navrhnuty testovací plány, které jsou následně 
realizovány na vzdáleném zařízení pomocí testovacího rozhraní Atlassian Bamboo. 
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ABSTRACT 
This bachelor thesis concerns about automation of testing procedures using automaticaly 
controlled robotic manipulator. Thesis defines requirements of prerequisites, testing 
procedures and evaluation of results. Testing environment YSoft SafeQ as well as 
multifunctional printers are described. Algorithms for manipulator control and extracting 
results from sensors are designed. Testing libraries, created to serve as an interface 
between testing environment and the testing tools are described. Tests are designed in 
Robot Framework where test plans are created and executed by a remote machine using 
test environment Atlassian Bamboo. 
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Žádný program nelze vytvořit naprosto dokonalý, vždy bude obsahovat chyby, tzv. 
bugy, které vývojář přehlédl nebo nenaplnil požadavky návrhu. Aby mohla být zajištěna 
kvalita software, musí být důkladně otestován. Testování má za úkol odhalit nedostatky 
ještě ve vývojovém cyklu, než se software dostane do použití v praxi, k zákazníkovi nebo 
se na něj naváže vývoj dalších komponent. Čím dříve je chyba odhalena, tím méně výdajů 
je nutné vydat na její odstranění.  Pokud se totiž chyba odhalí až po vydání, musí být 
vynaloženy několikanásobně vyšší prostředky na její opravení, než pokud by byla 
odhalena už při návrhu [1], neboť je třeba dodat aktualizace pro všechna zařízení, na která 
byl software nainstalován. Častou příčinou softwarové chyby je také nekompatibilita 
s operačním systémem, ostatními aplikacemi nebo nedostatečná zpětná kompatibilita. Při 
testování se tedy testuje daná aplikace v mnoha prostředích, ve kterých se v konečné 
podobě potenciálně bude používat.  
Testování je v každém případě nesmírně důležité, ale také velmi obtížné a složité. 
Cílem testování ve své nejužší podstatě je odhalit chyby. Testy je nutné navrhovat tak, 
aby pouze nekopírovaly očekávané situace, ale aby skutečně procházely všechny části 
daného software [2].  
Pochopitelně není možné odhalit všechny chyby, které testovaný software obsahuje, 
pokud nejde o velmi triviální program. Nejčastějšími důvody, kvůli kterým nelze odhalit 
všechny bugy jsou nedostatečně propracované testy, které neprocházejí všemi částmi 
software nebo chybně vyhodnocují zjištěné nedostatky. To znamená, že přestože se chyba 
při testování projeví, je ignorována a výsledek je stejný, jako by odhalena nebyla. Dalším 
důvodem je nedostatek času věnovaného testování, což je velmi problematické, neboť je 
nutné najít správný kompromis mezi časem věnovaným testování, jeho cenou a reálným 
přínosem pro vývoj. V oblasti vývoje software je totiž kladen velký tlak na co nejrychlejší 
vydání, což může znamenat, že daný produkt je vydán bez dostatečného a hloubkového 
testování. Aby se testování stihlo v omezeném čase, lze najmout více zaměstnanců na 
pozice testerů, což ale vede k výraznému zvýšení ceny za testování a tedy i vývoj. Jedním 




2 TESTOVÁNÍ SOFTWARE 
Při testování je důležité odhalit chyby, které se projeví při obvyklém používání daného 
software nebo při nestandartním použití, například zadáním nesprávného příkazu ze 
strany uživatele, nebo při úmyslném útoku, který má odhalit slabá místa a zneužít je ve 
prospěch útočníka. Také je třeba ověřit, zda software splňuje požadavky návrhu, 
vyhovuje potřebám uživatele, není v rozporu se zákonem ani s průmyslovými standardy. 
Testování pomáhá změřit kvalitu software z hlediska odhalených chyb a počtu testů, po 
kterém se dosáhne uspokojivých výsledků. Dobře navržený test odhalí přítomné defekty, 
a pokud projde s minimem chyb nebo snad s žádnými, lze prohlásit software za 
dostatečně otestovaný. Naproti tomu špatný test, který najde málo defektů, může zavádět 
k mylnému pocitu bezpečí.  
Hlavním cílem software je splnit specifikace, podle kterých jej programátoři vytvoří. 
Aby splnil požadavky zákazníka, musejí tedy být správně vytvořené specifikace, protože 
pokud nejsou, může se zdát, že software nepracuje tak, jak by měl. Ovšem problém 
nemusí být jen v implementaci požadavků, ale také v jejich samotné formulaci. 
2.1 Testovací proces 
Testování se skládá z logicky navazujících fází, přičemž mohou splývat, provádět se 
zároveň nebo se opakovat. Mezi základní kroky každého testování patří [7]: 
 Plánování 
 Analýza  
 Implementace a spuštění 
 Vyhodnocení  
 Ukončení testu  
2.1.1 Plánování testu 
Během plánování se shromažďují informace o přáních a cílech zákazníků a o rizikách, 
které testování může přinést. Pak se formulují cíle samotného testování a stanoví se 
průběh testovacích aktivit. Zváží se, které části software vyžadují největší pozornost a 
která část přinese potenciálně největší užitek. Také je nutné stanovit, zda se bude testovat 
předně z důvodu vyhledání a odstranění chyb, nebo pro demonstraci, že software splňuje 
zadané požadavky, anebo pro změření jeho kvality a parametrů. Dále je třeba definovat 
techniku testování, jeho rozhraní a externí součásti, které budou zahrnuty v testech a 
v neposlední řadě také hranici, při které se bude na software pohlížet jako na řádně 
otestovaný. Je také žádoucí naplánovat testy z hlediska časové a finanční náročnosti.  
Jedním z nejdůležitějších úkolů při plánování je vytvořit způsob, kterým se bude 
získávat zpětná vazba a výsledky testů a jakým způsobem se budou dále ukládat a 
zpracovávat. Je třeba sledovat počet úspěšných a neúspěšných testů, včetně počtu, typu a 
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závažnosti chyb, které odhalí. Výsledky testů by měly být srozumitelné hlavně těm, kteří 
mají za úkol nalezené chyby opravit. 
2.1.2 Analýza testu 
Během analýzy se obecné cíle testů převádí na konkrétní testovací procedury nebo 
skripty. Vyberou se takové požadavky, které jsou testovatelné, tzn. lze jednoznačně určit, 
jaký musí být výsledek testu, aby byl prohlášen za úspěšný. Např. požadavek „software 
musí rychle reagovat na požadavek uživatele“ není testovatelný, protože zadání je příliš 
vágní a mělo by znít spíše „při požadavku uživatele musí software do 3 vteřin vyhodnotit 
výsledek“, takový požadavek je testovatelný. 
2.1.3 Implementace a spuštění testů 
V tomto kroku se vytváří tzv. test cases, tedy kolekce konkrétních testovacích aktivit 
a procedur. Musí se vytvořit testovací prostředí, které bude testovací procedury spouštět 
a generovat výsledná data. Je velmi důležité, aby testovací prostředí fungovalo správně, 
neboť při nesprávném fungování by výsledky testů byly zkreslené, proto je vhodné jej 
důkladně prověřit nebo na něm provést i speciální testy. 
Spouštění testovacích procedur se provede dle časového plánu buď manuálně, nebo 
pomocí automatických skriptů. Při běhu testu se ukládají definované zprávy do 
záznamového souboru, který by měl obsahovat informace o verzi software, vůči které se 
testy provádějí, o prostředí a podmínkách, za kterých se testuje. Skutečný výsledek testu 
se po jeho skončení porovná se žádaných výsledkem, z čehož jsou patrné případné 
nesrovnalosti. Ty je třeba podrobit analýze a získat o nich více informací, zejména jejich 
příčinu, zda se skutečně jedná o defekt v software nebo pouze o nedbalost při přípravě 
testovacího prostředí, případně o mylný předpokládaný výsledek. Při neúspěšném testu a 
opravě nalezené chyby je vhodné opakovat buď pouze část obsahující chybu, nebo celý 
test. Opravený software se testuje znovu, aby se potvrdila správnost opravy a pro ověření, 
že se během opravy nezavedly nové chyby. 
2.2 Druhy testů 
Existuje mnoho různých typy testů z hlediska jejich zařazení ve vývojovém cyklu, 
jejich obtížnosti, časové náročnosti, průběhu a typu vyhodnocení. Testovat celý software 
se všemi jeho funkce např. po naprogramování jedné jeho části nebo metody by bylo 
velice náročné a pracné, proto se testování dělí na menší části. V každé z nich se testuje 
pouze samostatná uzavřená součást a až po úspěchu se testuje její návaznost na její 
nejbližší závislé komponenty. Takto se pokračuje dále, až jsou otestovány všechny 
jednotlivé komponenty a integrita mezi nimi, poté se teprve k software přistupuje jako 
k jednomu funkčnímu celku. Dále se tedy testuje splnění specifikací, bezpečnost, 




Obrázek 1Fáze testování 
2.2.1 Unit test 
Unit test je takový způsob testování, ve kterém se zkouší jednotlivé části zdrojového 
kódu nebo moduly, zda jsou samy o sobě funkční celek. Je často poměrné žádoucí jej 
automatizovat, neboť má přímočarý průběh. Díky tomuto testu mohou být velmi brzy 
odhaleny problémy a nedostatky, jako jsou bugy v programátorské implementaci nebo 
nesplněné požadavky. Unit test nezachytí chyby přes více úrovní, funkce prováděné nad 
více jednotkami ani problémy s výkonem [3].  
2.2.2 Integrační test 
Integrační testy mají za úkol ověřit, zda funkcionalita rozhraní mezi komponenty 
odpovídá softwarovému návrhu. Jednotlivé komponenty celistvého software mohou být 
integrovány postupně nebo naráz (tzv. velký třesk). Obecně je používán spíše druhý 
způsob, který rychleji odhalí nedostatky rozhraní. 
2.2.3 Akceptační test 
Akceptační test se provádí těsně před uvedením produktu na trh nebo před jeho 
předáním zákazníkovi. Jeho cílem je ověřit splnění všech kritérií na daný software 
s ohledem na potřeby a požadavky uživatele nebo zákazníka. Při provedené akceptačního 
testu se očekává dosažení a zaznamenání předem očekávaných výsledků při zadaných 
počátečních podmínkách.   
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2.2.4 Regresní test  
Regresní testy hledají nové softwarové chyby v existujícím funkčním softwaru, který 
byl změněn tzv. patchem, aktualizací části zdrojového kódu nebo změnou konfiguračních 
parametrů. Jeho úkolem je zajistit, že tyto změny nepřinesly nové chyby v otestované a 
funkční části. Obvykle se na novém softwaru provádějí stejné testy jako na jeho předchozí 
verzi a očekává se shodný výsledek. 
2.3 Způsob testování 
2.3.1 Manuální testování 
Manuální testování je v současnosti nejpoužívanější způsob, jakým se testuje 
software, a vyhodnocují se výsledky testů. Je zapotřebí jednoho nebo více testerů, kteří 
následují daný testovací plán a sledují odezvy, na základě kterých zhodnotí, jestli daný 
test prošel bez problémů nebo se vyskytly chyby.  
2.3.2 Automatické testování 
Při neustálém opakování jednotlivých testovacích plánů vyvstává otázka, jestli je 
možné je jistým způsobem automatizovat, a to nejen samotné provádění konkrétních 
testů, ale také přípravu aplikace, konfiguraci a také vyhodnocování výsledků. Manuální 
testy jsou často velmi přesně nadefinovány, což je ideální vzhledem k principu 
automatických testů, ve kterých je obecně malý prostor pro přizpůsobení a které mají 
deterministický průběh. Automatické testy jsou výhodné z několika hledisek. Mohou 
ušetřit mnoho času při vývoji a samotném testování, neboť lze realizovat více testů 
paralelně, šetří se čas také pracovníků, kteří provádějí manuální testy. Plně 
automatizované testy se mohou spouštět kdykoliv, ve dne i v noci.  
Při minimálním zásahu člověka dochází ke snížení pravděpodobnosti chybného 
postupu při testování. Pokud člověk provádí nějakou činnost opakovaně, má tendenci 
přehlédnout určitou chybu nebo ji přehlížet opakovaně, zatímco automatizace tento 
nedostatek zcela odstraňuje. 
Problémem automatických testů je vytvoření správného testovacího programu, 
spolehlivém návrhu jeho chování a správného následování testovacích plánů. Do vývoje 
se musí investovat určité množství financí a času, což v konečném důsledku může 
znamenat, že se více vyplatí využít manuálního testování. Jedním z dalších problémů 
automatického testování může být příliš velké množství výsledných dat, takže je časově 




3 PŘEDMĚT TESTOVÁNÍ  
3.1 YSoft SafeQ  
YSoft SafeQ je tiskové řešení firmy Y Soft corporation určeno pro správu tisku, 
kopírování a skenování [4]. Díky SafeQ je možné kontrolovat přístup k multifunkčním i 
stolním tiskárnám a jejich využití. Jedná se o systém využívající server ke vzdálené 
správě mnoha funkcí souvisejících s činností multifunkčních tiskáren (MFD). 
Zabezpečuje přístup k funkcím MFD například pomocí přihlašovacích údajů, PINu, 
čipové karty aj. Se serverem je nutné připojit každé zařízení, ve kterém chceme používat 
služby SafeQ, zadáním jeho IP adresy, výrobcem zařízení, případně dalších parametrů. 
Na tiskárně se nainstaluje potřebný software, aby se při použití nevyužívalo nativní 
ovládací prostředí od výrobce, ale právě SafeQ. Dále je nutné specifikovat seznam 
uživatelů, kteří budou mít přístup k těmto zařízením a k dokumentům, které jsou poslány 
na daný server k tisku. Tito uživatelé jsou specifikováni uživatelským jménem, heslem, 
případně PINem, dále např. kódem čipové karty nebo složkou, do které se ukládají 
naskenované dokumenty. Pokud si pak uživatel přeje odeslat nějaký soubor na tisk, je 
nutné, aby jej poslal na adresu svého SafeQ serveru pod svým uživatelským jménem. Na 
serveru je zaznamenán a uložen a připraven k tisku na kterémkoliv zařízení přiřazeném 
k danému serveru. Tiskové úlohy se dělí nejčastěji do složek podle toho, jestli čekají na 
tisk, zda už byly dříve vytisknuty nebo jestli jsou označeny jako oblíbené. Uživatel se po 
přihlášení do systému na konkrétní tiskárně naviguje do patřičné složky a odešle 
požadovaný dokument na tisk. Po ověření platnosti dokumentu se dle nastavení serveru 
započítá uživateli cena tisku a zařízení vytiskne danou úlohu.  
 
Obrázek 2 Základní obrazovka YSoft SafeQ 
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3.2 Požadavky na testy 
Testovací procedura má obvykle 3 hlavní fáze (na obr. 3). Nejdříve se nakonfiguruje 
prostředí YSoft SafeQ na daném multifunkčním zařízení, k čemuž již ve firmě YSoft jsou 
vytvořeny automatické testy pro konfiguraci MFD, vytvoření uživatele, přidělení mu 
přihlašovacích údajů, cenová kategorie atd. Další fází je samotná interakce s MFD a 
prostředím SafeQ, přičemž se testují různé typy tzv. workflow. Poslední fází je 
vyhodnocení úspěšnosti testu, zejména započtení ceny tisku do nákladů uživatele nebo 
počet vytištěných listů oproti očekávanému počtu. 
 
Obrázek 3 Fáze testů 
Testy jsou dány přesně definovány stanovením počátečních podmínek testu, průběhu 
požadavků na testované zařízení a vyhodnocení výsledných dat. Za správné počáteční 
podmínky testů se nejčastěji považuje hlavní obrazovka tiskárny, ze které se přihlašuje 
k jejím funkcím. Předpokládá se, že tiskárna je správně nakonfigurovány na zvoleném 
SafeQ serveru a je vytvořený uživatel s nastaveným způsobem přihlašování.  
Hlavní druhy testů, které je vhodné automatizovat s použitím robotického 
manipulátoru, jsou akceptační a regresní testy, tedy hlavně ty úlohy, ve kterých se 
simuluje chování uživatele nebo více uživatelů. Velmi přínosné jsou testy reálného 
použití, ve kterých se simuluje využití prostředí SafeQ v běžném pracovním dni například 
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v kancelářích, v bankách, ve školách aj. Cílem takových testů je zjistit, jak software 
reaguje na předvídatelné požadavky v dlouhodobém provozu s nepravidelným zatížením. 
Některý uživatel se například přihlásí k tiskárně čipovou kartou, vybere si dokument ze 
složky čekajících, potvrdí svou volbu a následně se odhlásí. Jiný uživatel si přinese papír, 
který chce okopírovat, přihlásí se pomocí PINu, zvolí možnost kopírování, zadá počet 
kopií a formát papíru a potvrdí volbu. Po odchodu se zapomene odhlásit, a tak je po 
vypršení časového limitu odhlášen automaticky. Prostředí SafeQ se nejen při uvedených 





4 POŽADAVKY NA MANIPULÁTOR 
4.1 Popis testovaného zařízení 
Testování prostředí YSoft SafeQ se provádí na multifunkčních zařízeních. MFD 
v sobě obsahuje funkce tiskárny, skeneru a kopírky. Velká část multifunkčních tiskáren 
disponuje dotykovým displejem, přes který uživatel volí požadované operace. Displeje 
mohou pracovat na principu kapacitního nebo odporového dotykového ovládání. Vedle 
displeje se k ovládání tiskárny využívají také hardwarová tlačítka, sloužící například 
k potvrzení operace, odhlášení z tiskárny, uvedení tiskárny do stavu spánku, zastavení 
aktuální operace tiskárny. Pro realizování automatizovaných testů je tedy nutné zvládnout 
ovládat jak dotykový displej, a to v obou variantách technologie, tak i hardwarových 
tlačítek. Jejich velikost se různí od velmi malých po velké, robustní, hůře stlačitelná 
tlačítka. Rozměry displejů jsou velmi různorodé a rozmístění hardwarových tlačítek 
kolem displeje také.  
Mezi další proměnlivé parametry patří různá výška tiskáren, ačkoliv většina je jich ve 
výšce, která je pohodlná pro uživatele, není konstantní napříč různými výrobci a modely. 
Co se týče ostatních rozměrů, nelze hledat žádnou podobnost a je nutné počítat s velmi 
odlišnými šířkami a hloubkami zařízení. Naštěstí tyhle rozměry nejsou pro dané testování 
příliš relevantní. Některé multifunkční tiskárny disponují tzv. finisherem, což je přídavná 
část poskytující další funkce související s finálním zpracováním vytištěných dokumentů. 
Mezi funkce finisheru patří sešívání, děrování, skládání, což umožňuje uživateli provést 




Obrázek 4Manipulátor před MFD 
4.2 Proč použít manipulátor 
Při požadavku automatizování testů rozhraní YSoft SafeQ bylo zvažováno několik 
variant, kterými by se prováděly požadované procedury na daném zařízení. Klíčovým 
problémem bylo zajištění automatizované a interakce s displejem MFD, tedy napodobit 
člověka, který dokáže přirozeně poklepávat na tlačítka tiskárny, počkat na její odezvu a 
následně vykonat požadovanou akci a vyhodnotit její úspěšnost. Je žádoucí, aby ve 
funkčnosti testovaného software nebyl zaznamenán žádný rozdíl mezi manuálním 
testováním a automatizovanou variantou. 
Jednou z variant bylo vytvoření konstrukce podobné jeřábu připevněnou nad 
displejem multifunkční tiskárny, přičemž na této konstrukci operoval koncový efektor 
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podobný stylusu. Ten by se mohl díky trojici motorů pohybovat ve třech osách, 
nasměrovat se na požadovanou pozici a poklepat na tlačítko, čímž by se docílilo 
požadované odezvy tiskárny. Hlavní výhodou by byla poměrně vysoká spolehlivost a 
opakovatelnost, bylo by také snazší určit přesnou pozici koncového efektoru v daném 
souřadném systému jeřábu. Při použití krokových motorů by se snadněji stanovoval 
přesun efektoru z pozice na jinou pozici. Na druhou stranu toto řešení je nevýhodné 
hlavně z důvodu různých rozměrů displejů multifunkčních tiskáren, muselo by tedy být 
vytvořeno velké množství různých konstrukcí nebo by bylo nutné ji upravit při změně 
testované tiskárny. Také by byl problém s uchycením jeřábu na různé tiskárny, protože 
některé displeje jsou nastavitelné a mají různě velký prostor kolem aktivní části.  
Jako další variantu byl zvažován robotický manipulátor, který by stál před tiskárnou 
a na koncovém efektoru by měl připevněn stylus, který by spouštěl dané úlohy na 
tiskárně.  
4.3 Požadavky na manipulátor 
Pro zajištění správného klikání na všechny ovládací prvky robotickým manipulátorem 
je nutné zvolit správně jeho rozměry, rozsah a rozlišení. Manipulátor musí mít dostatečný 
pracovní prostor, v němž se pohybuje plynule, spolehlivě a hlavně bezpečně.  
Samotná realizace automatizovaných testů v užším pojetí tedy spočívá v postupném 
poklepávání na jednotlivé ovládací prvky, které vyvolávají akce na daném zařízení. Nejde 
však pouze o reakci testovaného prostředí, pro úspěšný test je důležité nejen zajistit 
správné prerekvizity, ale také zpracovat výsledky testu. Co se však týče manipulátoru, je 
nezbytné, aby existovalo rozhraní, přes nějž by se manipulátor snadno ovládal na 
požadované pozice na displeji. Z tohoto hlediska jsou nejdůležitějšími parametry 
spolehlivost a opakovatelnost pohybů, neboť právě na tom záleží úspěšné provedení 
automatizovaných testů.  
4.4 Vlastnosti existujícího manipulátoru  
Ještě před vznesením požadavku na vytvoření generických automatických testů 
produktu YSoft SafeQ jsem spolu s kolegy ve firmě Y Soft vyvinul robotický manipulátor 
primárně určení pouze k základnímu ovládání multifunkčních tiskáren. Tento 
manipulátor plnil požadavky na přihlášení k multifunkční tiskárně, vybrání 
požadovaného úkolu pro tisk, ke kopírování nebo skenování, potvrzení požadavku a 
odhlášení. Bylo také možné změřit čas od potvrzení tisku do okamžiku, kdy papír 
skutečně opustil tiskárnu.  
Původní verze manipulátoru (na obr. 4) se skládala z pěti servomotorů typu MX-28R 
od firmy Robotis propojených třívodičovou sběrnicí RS485. Z ekonomickým důvodů se 
tento počet snížil na čtyři bez zhoršení činnosti. Na koncovém efektoru manipulátoru je 
připevněn stylus, který se běžně používá pro dotykové kapacitní displeje (na obr. 5), ale 




Obrázek 5 Původní verze manipulátoru 
 
Obrázek 6 Manipulátor nad terminálem 
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4.4.1 Ovládací program 
Spolu s manipulátorem byl vyvinut také ovládací software, který je pracovně nazván 
RQAMFP a jeho hlavní funkcí je řídit pohyby manipulátoru na základě požadavků, které 
jsou přijaty jako http požadavek na API programu. Díky němu se také přistupuje do 
databáze zařízení, se kterými dokáže manipulátor spolupracovat. V sekci Database se 
definují jednotlivé typy a modely MFD, typy obrazovek, ale nejdůležitější jsou tlačítka 
se svými rozměry, pozicí, funkcí, jménem a tagem. Na obr. 7 lze vidět příklad tabulky 
v databázi, do níž se přidávají tlačítka na tiskárně a definuje jejich funkce, tedy hlavně, 
na které obrazovce se nacházejí a na kterou obrazovku se po jejich stisknutí lze dostat. 
 
Obrázek 7 Tabulka tlačítek v databázi 
Tento program musí být spuštěn na počítači, ke kterému je přes USB připojen 
manipulátor. Dále je nutné tlačítkem connect připojit program ke správnému 
komunikačnímu portu a tlačítkem calibrate spustit kalibraci manipulátoru k tiskárně. 
Kalibrace manipulátoru probíhá tak, že se ručně naviguje na tři rohy na obrazovce 
(znázorněno na obr. 7) v daném pořadí a tiskárna vrátí souřadnice detekovaného kliknutí. 
Z těchto souřadnic se přepočítáním do souřadnic manipulátoru zjistí relativní pozice 




Obrázek 8 Kalibrační rozhraní manipulátoru 
 Po správném připojení a kalibraci je manipulátor připraven dostávat pokyny, tedy 
HTTP požadavky s tagem tlačítka, na které má na tiskárně poklepat. Program zkontroluje, 
jestli je žádané tlačítko definováno na aktuální tiskárně a podle jeho souřadnic se vypočítá 
pozice, na kterou se posune koncový efektor manipulátoru. 
  





Obrázek 9 Hlavní menu ovládacího softwaru manipulátor 
4.4.2 Periferie manipulátoru 
Manipulátor slouží k interakci s multifunkčním zařízením, ale je nutné mít také nějaké 
senzory pro získání zpětné vazby. Pro kontrolu správnosti tisku zařízení je určen senzor 
pro kontrolu papíru, který zaznamená papír, když vyjíždí ze zařízení a podle doby 
přerušeného senzoru se určí formát papíru, přičemž aktuálně lze rozeznat pouze formáty 
A4 a A3. Tyto informace zpracuje mikropočítač Raspberry Pi a je možné k nim přistoupit 
přes http požadavky, přičemž jsou zapsány ve formátu JSON. 
Další důležitou periferií manipulátoru je kamera určená pro kontrolu, která obrazovka 
je právě zobrazena a zda se po stisknutí tlačítka, které má změnit obrazovku, skutečně 
změní. Snímek získaný kamerou se odesílá na server pro zpracování obrazu pomocí 
REST dotazů, přičemž se vrátí informace o tom, zda aktuální obrazovka odpovídá té 
požadované, případně jaká je aktuální obrazovka. (Dále je použití zpracování obrazu 





5 NAVRŽENÍ AUTOMATICKÝCH TESTŮ 
Pro ovládání robotického manipulátoru tak, aby se podílel na automatizovaných 
testech, bylo zvažováno vytvořit vlastní prostředí nebo využít některý z existujících 
testovacích prostředí. Vytvoření vlastního testovacího frameworku by ale bylo příliš 
časově náročné a jeho využití by bylo jednoúčelné, takže by nebylo pohodlné jej 
integrovat s případnými navazujícími testy. Proto je výhodnější použít populární a 
využívaný framework a navrhovat testy v něm. 
5.1 Robot Framework 
Robot framework je prostředí pro vytváření akceptačních testů pomocí testovacích 
plánů a vyhodnocení úspěšnosti testovacích úloh. Jeho jádro je napsáno v programovacím 
jazyce Python, v němž je možné také dovytvářet vlastní pomocné skripty a funkce [7].  
Robot framework poskytuje nadstavbu nad hlavním testovacím softwarem, přes který 
se ovládá samotný manipulátor. Testovací plány se vytvářejí v editovacím programu 
RIDE. Testovací plány se skládají z klíčových slov, tzv. keywordů, které jsou definovány, 
případně je možné vytvářet vlastní vysokoúrovňové keywordy. Keywordy jsou 
zapisovány jednotlivě, na jednom řádku je jedno klíčové slovo spolu s jeho argumenty a 
jsou prováděny postupně po řádcích. Velkou výhodou Robot Frameworku je snadno 
čitelný výsledkový soubor ve formátu HTML, že kterého lze vyčíst, které testovací plány 
byly provedeny v pořádku a kde případně nastaly chyby. Pokud při průběhu testu nemůže 
být keyword proveden nebo návratová hodnota výrazu je false, aktuální testovací plán se 
ukončí a je označen jako Failed. Při úspěšném bezproblémovém průchodu se je označen 
zeleně jako Passed, Pokud Každý testovací plán má kromě hlavní části skládající se 
z klíčových slov také pomocné parametry, důležité zejména při spouštění několika 
různých plánů za sebou. Jedním z nich je tzv. Test Setup, což je část testu, které se spustí 
vždy na začátku testovací plánu a může obsahovat pouze jedno klíčové slovo. Toto je 
vhodné využít pro připravení počátečních podmínek, bez kterých by nemohl daný test 
plán fungovat spolehlivě. Dalším parametrem je Test Teardown, ten se spustí vždy na 
konci testu po posledním keywordu, i v případě, že nastala v testu chyba a je tedy ukončen 
předčasně. Po dokončení posledního testu se vytvoří přehledný soubor s označením 
jednotlivých testovacích úloh a jejich výsledkem. 
Při návrhu jednotlivých testů je nutné zajistit jednotný průběh na různých zařízeních, 
aby bylo možné porovnávat výsledky v závislosti na výrobci a modelu tiskárny. Ke 
každému testu je třeba přistupovat individuálně, vyzkoušet jej nejdříve manuálně, pak 
zapsat posloupnost tlačítek na tiskárně tak, aby se zachoval požadovaný průběh testu. Je 
třeba myslet na pauzy mezi jednotlivými kliknutími, neboli jak dlouho trvá tiskárně, než 
zareaguje na dané poklepnutí a změní obrazovku na displeji. Zde bylo zvažováno volit 
délky pauz na základě typu tiskárny nebo nastavit jednotnou pauzu, která by měla být ta 
nejdelší možná. Jelikož celková doba testu není nijak omezena a není dobré příliš spěchat, 
protože nelze zaručit konečnou dobu odezvy tiskárny, pauza je jednotná napříč 
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zařízeními. Knihovní keyword Sleep realizuje pauzu, ve které Framework čeká stanovený 
čas a nevykonává žádnou činnost.  
5.1.1 Konfigurace testů 
Každý soubor testovacích plánů v Robot Framework potřebuje přidružený 
konfigurační soubor config.robot, v němž jsou definovány proměnné nutné ke správnému 
chodu. V případě testů využívajících robotický manipulátor jsou to například IP adresa 
zařízení, ke kterému je připojen samotný manipulátor, IP adresa Raspberry Pi, 
identifikační číslo tiskárny, na které se provádějí testy nebo výchozí PIN, který se zadává 
při přihlašování k tiskárně. Tyto parametry se během vykonávání testů nemění, není to 
ani žádoucí.  
5.1.2 Tvorba keywords 
Pro zjednodušení vytváření testů a pro jejich větší přehlednost se využívá klíčových 
slov s proměnlivými argumenty. Mezi nejdůležitější patří keyword Click on s parametrem 
tag tlačítka. Jak název napovídá, při zavolání Click on start se do programu manipulátoru 
odešle požadavek na kliknutí manipulátoru na tlačítko s tagem start. Jako odpověď je 
přijat buď kód 200, což znamená správné přijetí požadavku nebo kód 500, který značí 
chybu. I při přijetí potvrzení správného kliknutí ovšem není zaručeno, že jej tiskárna 
zaznamenala a vykonala požadovanou akci, ani že tlačítko start se vůbec nachází na 
aktuální obrazovce, toto záleží na kontextu a předchozích akcích manipulátoru. Testovací 
software tedy nemá zpětnou vazbu od multifunkční tiskárny. 
Po keywordu Click on zpravidla následuje keyword Camera snap, který pošle 
požadavek na provedení snímku kamery nad manipulátorem a uložením na pevný disk 
operačního počítače. Tento keyword má jako argument název snímku, který spolu 
s časovým razítkem tvoří název souboru snímku uloženého ve formátu jpeg. 
Další důležité keywordy získávají informace ze snímače vytisknutých papírů, opět 
pomocí http požadavků na Raspberry Pi. Konkrétně keyword RASPI_SensorClear 
vynuluje uložená data, aby mohla začít detekce bez ovlivnění předchozími údaji. 
RASPI_CheckPoSensor vrátí aktuální naměřené počty jednotlivých typů papírů spolu 
s časy jejich zaznamenání. 
Všechna klíčová slova se slovem ROBOT v názvu slouží k řízení akcí manipulátoru, 
například ROBOT_Authenticate at MFD with PIN přebírá jako parametr kód, který 
manipulátor zadá na klávesnici při přihlášení k tiskárně pomocí PINu a následně jej 
potvrdí a klikne na přihlašovací tlačítko. Tato procedura vyžaduje, aby tiskárna byla ve 
výchozím stavu s úvodní obrazovkou a po dokončení se dostane do hlavního menu. Další 
keyword ROBOT_Go to waiting folder naviguje manipulátor na tlačítko otevření aplikace 
SafeQ z hlavního menu a dále tlačítko SafeQ Print, které otevře stránku s tiskovými 
úkoly. Složka s čekajícími (waiting) tiskovými úlohami je otevřena ihned po otevření 
SafeQ Print, takže není nutné klikat na další tlačítka. Jiný keyword ROBOT_Go to printed 
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folder má podobnou funkci, ale navíc ještě zadá manipulátoru poklepat na složku 
s vytisknutými úlohami (Printed). 
Takovým způsobem jsou navrhnuty i ostatní klíčová slova, není předmětem této práce 
je popsat všechny, každé má svou definovanou funkci a při poskládání jednotlivých 
keywordů za sebou vznikne celková uzavřená procedura – testový plán. Navržené plány 
jsou uloženy na interním úložišti využívajícím systému správy verzí Git, takže jsou 
k dispozici pro snadnou editaci a aktualizaci, přičemž je možné při nesprávnému zásahu 
navrátit provedené změny do původního stavu. 
5.1.3 Příklady testů 
Každý testový plán navržený v Robot Framework má svůj název, který zkráceně 
vyjadřuje jeho celkovou funkci. Při jejich návrhu je nutné dbát na to, aby měly nezávislý 
průběh, tedy stav testovaného zařízení by měl být před spuštěním testu stejný jako po 
jeho dokončení. Takto je zajištěno, že je možné spouštět různé testy za sebou a vždy 
budou mít shodné počáteční podmínky. Testový plán má jeden nebo více tagů, díky 
němuž je identifikován, přičemž více testů může mít stejný tag, což je výhodné pro 
automatizované spouštění požadovaného testu (testů). 
Požadujeme tedy automatizaci situace, při které se uživatel přihlásí pomocí PINu do 
prostředí SafeQ, vybere tisk a složku čekajících dokumentů, označí první dokument a 
potvrdí volbu. Následně se odhlásí z aplikace a ověří, že se vytiskl požadovaný počet 
papírů. Daný testový plán v Robot Framework s využitím vlastních klíčových slov bude 
vypadat následovně: 
Print jobs from waiting folder 
 [Tags]    PrintJobsFromWaitingFolder    RealUse 
 [Setup]    RASPI_SensorClear 
 Send Job    simplexa4.prn 
 ROBOT_Authenticate user at MFD with PIN    ${pin} 
 Sleep    6 
 ROBOT_Go to Waiting Folder 
 Sleep    3 
 ROBOT_Select first job 
 ROBOT_Print selected jobs 
 Sleep    10s 
 ROBOT_Logout with access HW button 
 Wait Until Keyword Succeeds    1min    5s    RASPI_CheckPoSensor    A4Simplex    
${papers} 
 Sleep    10 





6 REALIZACE TESTOVÝCH KNIHOVEN 
Další možností, jak využít manipulátor k testování software YSoft SafeQ je, kromě 
výše uvedených testovací klíčových slov, využití testových knihoven, které jsem 
implementovl nikoliv v Robot Frameworku, ale přímo v programu manipulátoru RQA. 
Pro ovládání robotického manipulátoru jsem vytvořil sérii knihoven, které obsahují 
klíčová slova (keywords) důležitá pro ucelené akce manipulátoru. Knihovny slouží 
v podstatě jako API k robotovi, při zavolání určitého keywordu z některé knihovny a 
zadání parametrů se vykoná jedna ucelená akce přiřazená danému keywordu. Po 
provedení této akce se návratové hodnoty (pokud jsou třeba) vrátí do testovacího prostředí 
Robot Framework. Pro vytvoření webové služby byl využit balík NRobot remote, který 
poskytuje rozhraní kompatibilní s prostředím Robot Framework a zároveň nabízí 
možnost implementování jakýchkoliv metod.  
Po zapnutí hlavního programu robota (RQA) se zároveň spustí služba RfRemote 
server sloužící pro přijímání webových dotazů na portu, který je zobrazen v poli s názvem 
RfLib port. Tento port lze změnit pomocí ovládacích šipek a službu lze vypnout nebo 
zapnout tlačítkem toggle on/off. Je nutné poznamenat, že knihovní procedury nejsou 
testovacím prostředím, slouží k ovládání manipulátoru a jeho periferií a jsou navrženy 
takovým způsobem, aby poskytovaly co největší flexibilitu a jednoduchost navržení a 
realizování testů na YSoft SafeQ.  
Implementace knihoven a jejich klíčových slov přináší určitá omezení. Protože se 
předpokládá volání z prostředí Robot Framework, který nedokáže pracovat se složenými 
datovými typy, mohou metody vracet pouze základní  datové typy, mezi něž patří integer, 
string nebo boolean. Pro návrh knihoven manipulátoru to ovšem nepředstavuje velkou 
překážku, protože knihovní funkce obecně vracejí informaci o úspěšnosti (ano/ne) nebo 
zpracovanou výslednou hodnotu např. změřený čas tisku. Větší omezení přináší fakt, že 
argumenty funkce musí být datového typu string, na začátku mnoha funkcí se tedy musí 
parametry přetypovat na správný typ, se kterým se dále pracuje. 
6.1 Dokumentace knihoven 
Pro všechny dostupné knihovní funkce jsem napsal krátké shrnutí jejich činnosti a 
využití včetně seznamu jejich parametrů a datového typu návratové hodnoty. Tato 
dokumentace se při kompilaci převede do XML souboru a je možné si ji prohlédnout 
z webového prohlížeče na adrese zařízení, na němž běží RfRemote server, a správném 
portu. Tedy při výchozím nastavení můžeme zadat do prohlížeče: 127.0.0.1:50300 a 
získáme dokumentaci převedenou do HTML pro pohodlné prohlížení, její výřez je na obr. 
10. Všechna klíčová slova v dokumentaci jsou implementována a k dispozici. 




Obrázek 10 Část dokumentace knihoven 
6.2 Základní keywords 
Klíčová slova pro zjištění stavu robotického manipulátoru a nastavení proměnných 
využívaných při testu jsem navrhnul ve třídě RobotKeywords. Metoda GetStatus zjistí 
hodnotu proměnné IsConnected ze singletonu Robot a IsCalibrated ze třídy Screen. Tyto 
proměnné značí, zda je manipulátor správně připojen a je možné jej ovládat a jestli je 
správně nakalibrován, tedy dokáže správně klikat na displej tiskárny na požadovaná 
tlačítka. Při splnění obou podmínek metoda vrátí zprávu o správném průběhu, při 
nesplnění jedné z nich vrátí výjimku a běžící test se ukončí. Doporučuje se tedy tuto 
metodu použít na začátku testu před jakoukoliv akcí manipulátoru, aby byl zajištěn 
správný průběh akcí manipulátoru. 
Metoda InitiateTest (obr. 11) přebírá jako parametry ID tiskárny (mfdId), se kterým 
manipulátor pracuje, PIN potřebný pro přihlášení do prostředí SafeQ a typ prostředí 
SafeQ. Všechny tyto informace jsou potřebné pro správnou funkci manipulátoru, ID 
tiskárny je nezbytné pro zjištění souřadnic daného tlačítka na obrazovce tiskárny (jak je 
uvedeno v kapitole 4.4.1). 








    /// <summary> 
    /// Keywords regarding Robot 
    /// </summary> 
    public class RobotKeywords 
    { 
        /// <summary> 
        /// Returns robot status  
        /// </summary> 
        /// <returns></returns> 
        /// <exception cref="FatalKeywordException">Exception is thrown if a 
robot is not connected or calibrated</exception> 
        public string GetStatus() { 
            if (!Robot.IsConnected) 
                throw new FatalKeywordException("Robot is not connected."); 
            if (!Screen.Instance.IsCalibrated) 
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                throw new FatalKeywordException("Robot is not calibrated."); 
            return "Robot is connected and calibrated"; 
        } 
 
        /// <summary> 
        /// Sets given testing properties 
        /// </summary> 
        /// <param name="mfdId">ID of and mfd robot is operating with</param> 
        /// <param name="pin">PIN required to log in</param> 
        /// <param name="terminal"></param> 
        public void InitiateTest(string mfdId, string pin, string terminal) { 
            try { 
                int id = int.Parse(mfdId); 
                TerminalType terminalType; 
                Enum.TryParse(terminal, out terminalType); 
                TestProperties.Terminal = terminalType; 
                TestProperties.MfdId = id; 
                TestProperties.Pin = pin; 
            } catch (Exception) {                
                throw new FatalKeywordException("Initiantion failed."); 
            }             
        } 
 
        /// <summary> 
        /// Returns most recent error  
        /// </summary> 
        /// <returns></returns> 
        public string GetTestErrors() { 
            return TestProperties.ErrorReason; 
        } 
 
        /// <summary> 
        /// Clear error message 
        /// </summary> 
        public void ClearTestErrors() { 
            TestProperties.ErrorReason = string.Empty; 
        } 
 
        /// <summary> 
        /// Returns last popup message 
        /// </summary> 
        /// <returns></returns> 
        public string GetPopupMessage() { 
            return TestProperties.PopupMessage; 
        } 
    } 
} 
6.3 Zpětná vazba a zpracování obrazu 
Pro práci s robotickým manipulátorem je k dispozici také vzdálený server určený pro 
vyhodnocení obrazu a optimalizovaný pro potřeby rozpoznávání obrazovek, které se 
zobrazují na multifunkčním zařízení. Díky odpovědi od tohoto serveru je možné 
vyhodnotit, zda se akce manipulátoru zdařila nebo nikoliv, např. obrazovka nedetekovala 
dotyk stylusu, takže manipulátor kliknul naprázdno. Tato zpětná vazba je kritická pro 
složitější testy, protože i malý překlep vede k neplatným výsledkům a je třeba opakovat 
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celý test jen kvůli špatnému dotyku. Pomocí zpracování obrazu jsem vytvořil systém 
jedné opravy, tedy pokud se zjistí neplatná akce, opakuje se klik ještě jednou a až po 
druhém neúspěchu se prohlásí provedení keywordu za neúspěšné, čímž se ukončí i celý 
test.  
Pro prácí se systémem zpracování obrazu jsem implementoval 3 hlavní metody ve 
třídě ImageProcKeywords. Jedná o metodu EvaluateScreen, která přebírá parametry 
určující typ žádosti o zpracování, způsob, jakým se má žádost vyhodnotit a samozřejmě 
název obrazovky, kterou se chce ověřit (pokud je známá). Typ žádosti může být ověření 
(verification) nebo detekce (detection), podle toho, zda je známá aktuální obrazovka a 
požadujeme pomocí kamery ověřit, že je to skutečně ona, anebo v daném okamžiku 
nevíme, jaká je obrazovka a chceme ji analyzovat. Toto rozdělení se poté v ostatních 
knihovních metodách používá hlavně pro dodržení jednotného průběhu např. při hledání 
cesty na požadovanou obrazovku (kap. 6.4.1). Návratovou hodnotu má třídu 
ImageEvaluation, která slouží jako zapouzdření informací od serveru zpracování obrazu. 
Obsahuje vlastnosti určující, zda vyhodnocení proběhlo správně, zda byla potvrzena 
požadovaná obrazovka, jméno identifikované obrazovky, jméno požadované obrazovky 
a stručný slovní verdikt identifikace. 
Další metoda DetectAndWaitWhileLoading má sice dlouhý název, ale ten vyjadřuje 
přesně to, co má za úkol. Odešle totiž požadavek na zpracování obrazu typu detekce, a 
pokud název obrazovky obsahuje slovo „loading“, odešle se požadavek znovu na novou 
detekci. Znamená to, že na MFD je zobrazena některá z načítacích obrazovek, není tedy 
připravena k žádné akci. Dále se požadavek zkusí ještě dvakrát, a pokud je neúspěšný, 
ukončí se metoda s výjimkou, což způsobí konec testu. Pokud je detekovaná obrazovka 
jednou ze známých, definovaných obrazovek, vrátí se její jméno jako návratová hodnota. 
Poslední metoda ScreenVerification používá pro odeslání požadavku druhý typ 
vyhodnocení, tedy ověření. Parametrem je jméno požadované obrazovky a návratovou 
hodnotou bool pro signalizaci, zda obrazovka odpovídá požadované nebo ne. V této 
metodě se také využívají oba způsoby zpracování, rychlý a komplexní, přičemž rozdíl 
mezi nimi je v rychlosti, ale také přesnosti vyhodnocení. Pokud se obrazovka neověří 
rychlou metodou, využije se komplexní, a to ve dvou iteracích, při neúspěchu se navrátí 
hodnota false (neověřeno), v opačném případě hodnota true (ověřeno). V případě 
neověření se také uloží obrázek aktuálního snímku kamery pro případnou následnou ruční 
kontrolu. 
6.4 Interakce s MFD 
Základním úkolem robotického manipulátoru je simulovat člověka, který stiskem 
tlačítek na obrazovce ovládá tiskárnu a přes prostředí YSoft SafeQ vykonává tiskové 
úlohy. Pro tento účel jsem vytvořil hlavní knihovní funkce, přes které se vykonávají 
funkce nižších úrovní, jako je získání dat z databáze, ověření obrazovky pomocí služby 
zpracování obrazu, natočení servomotorů do cílové pozice aj. Navenek ovšem knihovní 
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funkce vykonávají ucelenou akci, která je intuitivní a patrná již z názvu funkce nebo 
z dokumentace. 
Ve třídě ButtonKeywords jsem implementovat metody pro práci s jednotlivými 
tlačítky, které ovšem musí být nejdříve definovány v databázi (jak je popsáno v kapitole 
4.4.1). Je tedy možné nechat si vypsat informace o požadovaném tlačítku (v případě, že 
se nemůžeme podívat přímo do databáze) s některým identifikátorem nebo si nechat 
vypsat všechna tlačítka, která jsou definována, a lze na ně kliknout. Pokud neznáme 
identifikátor nějaké tlačítka, ale jeho tag, můžeme si nechat jej vyhledat pomocí metody 
SearchButtonId. Samozřejmě nejdůležitější metoda je TapButton, která má parametr tag 
tlačítka, na které se má kliknout. Před samotným kliknutím se ověří několik skutečností, 
tedy jestli je nastavené ID tiskárny (mfdId) pomocí metody InitiateTest, jestli existuje 
tlačítko se zadaným tagem a jestli je definována jeho pozice a velikost pro konkrétní 
tiskárnu. Při splnění všech těchto podmínek se vykoná stisknutí manipulátoru na pozici 
definovanou umístěním tlačítka a vrátí se přesný čas dotyku koncového efektoru 
manipulátoru na obrazovku tiskárny. Tato hodnota je klíčová pro měření času mezi 
jednotlivými akcemi tiskárny, ale pokud tento čas nevyužíváme, nemusíme v testu tuto 
návratovou hodnotu ukládat a dále využívat.  
6.4.1 Hledání cesty na obrazovku 
Zajímavějšími procedurami, které vykonávají více než jednu akci, jsou ve třídě 
ScreenKeywords. Jak název napovídá, jedná se o práci s obrazovkami na zařízení, tedy 
hlavně nalezení způsobu, jakým se dostat na požadovanou obrazovku, což realizuje 
metoda GoToScreen. Jediným parametrem je jméno výsledné obrazovky, na kterou se 
chceme dostat, aktuální obrazovka se získá pomocí zpracování obrazu. Nejdříve se 
pomocí metody DetectAndWaitWhileLoading zkontroluje, zda se již nenacházíme na 
cílové obrazovce, v takovém případě by byla jakákoliv další operace zbytečná.  
Průběh metody je názornější si vysvětlit na příkladu. Řekněme, že máme následující 
propojení obrazovek (na obr. 12). Bloky představují obrazovku a šipky značí tlačítka, 
která změní obrazovku. Máme tedy problematiku tzv. binárního stromu, pro jehož řešení 
je vhodné použít algoritmu „prohledávání do šířky“, tzv. WFS (width first search). 
Řekněme, že se nacházíme na výchozí obrazovce (Login screen) a chceme se dostat na 
obrazovku SafeQ Print. Postup metody GoToScreen je následující: nejdříve se z databáze 
získají všechna tlačítka, která mají jako zdrojovou obrazovku právě tu naši aktuální 
(Login screen) a přidají se do datové struktury typu fronta (tedy tlačítka Otevřít klávesnici 
a Help). Následně se u každého tlačítka ve frontě zjistí jeho cílová obrazovka a 
zkontroluje se, zda to není hledaná cílová obrazovka (SafeQ Print). Pokud není, zjistí se 
z databáze všechna tlačítka, jejichž zdrojová obrazovka je některá z cílových obrazovek 
aktuálních tlačítek ve frontě (v našem případě tlačítka Zavřít a Přihlásit). Postupně se 
z fronty odebírají tlačítka, u kterých se již hledala jejich spojitost do seznamu 
shortestPath se přidávají tlačítka, která vyhovují hledané cestě. Tento proces se opakuje 
až do okamžiku, kdy buď nalezneme tlačítko, kterým se dostaneme na cílovou obrazovku, 
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anebo taková cesta neexistuje. Nalezené části cesty se převedou do datového typu 
seznamu v takovém pořadí, v jakém se mají vykonat.  
Následně manipulátor postupně poklepe na všechna tlačítka na MFD ve výsledném 
seznamu v nalezeném pořadí. V našem příkladu by seznam mohl vypadat následovně: 
1. Otevřít klávesnici 
2. Přihlásit 
3. Print 
Díky odpovědi od serveru zpracování obrazu je nyní jistota, že se MFD nachází na 
obrazovce Login Screen. Manipulátor tedy poklepe na první tlačítko v seznamu (Otevřít 
klávesnici) a ověří, zda se obrazovka změnila na požadovanou PIN screen pomocí metody 
Verify Screen. V případě kladného výsledku se může pokračovat dál, neboť se již provádí 
přesun na Main Menu, v opačném případě se někde stala chyba, ať už manipulátor 
nesprávně poklepal na tlačítko nebo MFD správně nezareagoval. Návrh této metody 
myslí na opravu chyby manipulátoru, proto se zkusí na stejné tlačítko poklepat ještě 
jednou, a pokud ani druhý pokud není úspěšný, zavolá se metoda GoToScreen znovu se 
stejným parametrem cílové obrazovky. Tímto se znovu vyhledá cesta pomocí algoritmu 
binárního stromu a manipulátor zkusí opět poklepat na spojovací tlačítka. Pokud ani tato 
zotavovací procedura nevyjde pozitivně, metoda se ukončí, stejně jako nadřazený test, 
s neúspěšným výsledkem. Ovšem při pozitivní cestě a ověření cílové obrazovky 
zpracováním obrazu je určitá jistota, že se MFD nachází na požadované obrazovce, kde 




Obrázek 11 Příklad binárního stromu obrazovek 
Další metoda pro práci s obrazovkami se jmenuje SelectAndPrintJobs. Jejím úkolem 
je zajistit správné vybrání tiskových úloh (jobů) a potvrzení tisku. Metoda přebírá jako 
parametr řetězec s názvy řádků, které se mají označit a název tlačítka, které slouží pro 
potvrzení tisku. U prvního parametru je nutné přesně dodržet požadovaný formát zápisu, 
ten počítá s názvem, případně s názvy tlačítek s velkým počátečním písmenem, 
oddělenými čárkou. Příkladem požadujeme vybrání prvního a druhého jobu, parametr 
tedy bude vypadat: „First,Second“. Tento zápis se může zdát nepohodlný, ale z důvodu 
nekompatibility Robot Framework se složenými datovými typy (uvedeno výše) je třeba 
použít řetězec s oddělujícími znaky. Samotná metoda tedy nejdřív převede tento parametr 
na seznam tlačítek, na které manipulátor poklepe. Dále se zachytí kamerou snímek a 
odešle se požadavek na zpracování obrazu s režimem vyhodnocení JobSelection, jehož 
odpověď obsahuje atribut JobSelected, tedy seznam tiskových úloh, které jsou aktuálně 
vybrány, tedy jsou zvýrazněny černou barvou. Následně se porovnají požadované a 





Zdrojový kód metody SelectAndPrintJob: 
public string SelectAndPrintJob(string selectJobsStr, string printTag) { 
            var improc = new ImageProcKeywords(); 
            var selectJobs = selectJobsStr.Split(','); 
            List<JobSelection> selected = new List<JobSelection>(); 
            foreach (var job in selectJobs) { 
                JobSelection jobSelected; 
 
                if(!Enum.TryParse(job, out jobSelected)) 
                    throw new ContinuableKeywordException(); 
                selected.Add(jobSelected); 
                if (!TestProperties.MfdId.HasValue) 
                    throw new FatalKeywordException("MFD id is not set."); 
                Screen.Instance.TapTheButton(TestProperties.MfdId.Value, job); 
            } 
            ImageEvaluation detectedSelection; 
            while ( 
                !(detectedSelection = improc.EvaluateScreen(Resources.sqprint, 
EvaluationMode.JobSelection, EvaluationType.Detection)).JobSelected.All( 
                    x => selected.Any(y => y.Equals(x))) && 
TestProperties.RecoveryAttempts < 3) { 
                foreach (var job in 
Enum.GetValues(typeof(JobSelection)).Cast<JobSelection>()) {                     
                    if (job == JobSelection.None) continue; 
                    if (!detectedSelection.JobSelected.Any(x => x.Equals(job)) && 
selected.Contains(job)) { 
                        log.Info("Job " + job + " not selected, trying again"); 
                        Screen.Instance.TapTheButton(TestProperties.MfdId.Value, 
job.ToString()); 
                    } 
                    else if (detectedSelection.JobSelected.Any(x => 
x.Equals(job)) && !selected.Contains(job)) { 
                        log.Info("Undesired job " + job + " was selected."); 
                        Screen.Instance.TapTheButton(TestProperties.MfdId.Value, 
job.ToString()); 
                    } 
                } 
                TestProperties.RecoveryAttempts++; 
            } 
            log.Info("Jobs selected correctly"); 
            TestProperties.RecoveryAttempts = 0; 
            string printTime = string.Empty; 
 
            while (TestProperties.RecoveryAttempts < 3) { 
                printTime = 
Screen.Instance.TapTheButton(TestProperties.MfdId.Value, printTag); 
                if ((improc.EvaluateScreen(Resources.sqprint, 
EvaluationMode.JobSelection, EvaluationType.Verification, 
selected[0]).Corresponds)) { 
                    TestProperties.RecoveryAttempts++; 
                    log.Info("Print was not succesful"); 
                } 
                else { 
                    TestProperties.RecoveryAttempts = 0; 
                    break; 
                } 
            } 
            TestProperties.RecoveryAttempts = 0; 
            return printTime;} 
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6.4.2 Vlastní průběhy interakce s MFD 
Interakce manipulátoru s MFD nelze vždy zobecnit na průběh např.: dostat se na 
obrazovku, provést akci (tisk, kopírování), odhlásit se. Na různých typech zařízení se na 
určité obrazovky lze dostat různými způsoby a záleží také na nastavení prostředí SafeQ a 
zařízení, takže bylo nutné vytvořit způsob, jakým by si QA inženýr vytvořil vlastní 
průběhy akcí. Pro tento účel jsem tedy do databáze manipulátoru zavedl 3 nové tabulky 
(FlowNames, Flows a FlowSteps) a do knihoven jsem vytvořil třídu s názvem 
FlowKeywords. Flow v této souvislosti znamená průběh nebo posloupnost událostí. 
Tabulka FlowNames (na obr. 15) slouží jako číselník s názvy různých průběhů, každý si 
může vytvořit vlastní název, který může být použit pro akce na různých MFD. Ve Flows 
(na obr. 13) se pak tento název přiřadí určitému jednomu zařízení určeném pomocí mfdId 
a získá unikátní identifikátor flowId. Tabulky Flowsteps (obr. 14) pak určuje konkrétní 
tlačítka v definovaném pořadí, která dohromady vytvoří požadovaný flow. Jejich pořadí 
určuje sloupec Order, přičemž číslování začíná od 0, takže tlačítko s hodnotou 0 se stiskne 
jako první, po něm tlačítko s hodnotou 1 atd. Hodnota VerifyDestScr určuje, zda se má 
po stisknutí tlačítka kontrolovat jeho cílová obrazovka, ve výchozím stavu je jeho 
hodnota true, takže se obrazovka ověřuje, ovšem někdy je to zbytečné, zejména 
v případech, kdy tlačítko nemůže změnit obrazovku, proto je zde tato možnost. 
 
Obrázek 12 Tabulka Flows 
 
Obrázek 13 Tabulka FlowSteps 
 
Obrázek 14 Tabulka FlowNames 
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Samotné provedení celé akce je pak zajištěno metodou RunFlow s argumentem názvu 
požadované akce. Metoda nejdříve získá z databáze z tabulky Flows na základě zadaného 
argumentu a mfdId konkrétní flow a jeho id. Poté se vyzvednou příslušné řádky z tabulky 
FlowSteps s daným FlowId seřazené podle sloupce Order. Poté se pomocí zpracování 
obrazu ověří, zda aktuální obrazovka na MFD odpovídá počáteční obrazovce prvního 
tlačítka v řadě. Pokud ne, pokusí se na ně systém dostat pomocí metody GoToScreen. Až 
je MFD připraven, volá se metoda TapTheButton pro každé tlačítko v seznamu, takže 
manipulátor poklepe na místo tlačítka na obrazovce. Následně se na základě parametru 
VerifyDestScr pomocí metody ScreenVerification zkontroluje, zda se správně změnila 
obrazovka. Pokud se nezměnila, tedy vlastnost Identified má hodnotu false, opakuje se 
ten stejný klik podruhé, podobně, jak je tomu v metodě GoToScreen. Proměnná 
flowRecovery drží informaci o počtu opakování celého procesu, zvýší se o jedna 
v případě, kdy se dvakrát nezdaří totéž kliknutí. Pak se opakuje průchod celé akce včetně 
GoToScreen na počáteční obrazovku a prokliknutí všech tlačítek akce ve správném 
pořadí. Pokud se ani druhé opakování nezdaří, vrátí se z metody výjimka o nesprávném 
flow a test tedy skončí s negativním výsledkem. 
Zdrojový kód metody RunFlow: 
public void RunFlow(string flowName) { 
            var db = new RqaContext(); 
            var flow = db.Flows.SingleOrDefault(x => x.FlowName.FlowName == 
flowName && x.Mfd.Id == TestProperties.MfdId); 
            if (flow == null) { 
                log.Warn("Flow with name " + flowName + " does not exist with 
mfdid: " + TestProperties.MfdId + "."); 
                throw new FatalKeywordException("Flow with name " + flowName + " 
does not exist with mfdid: " + TestProperties.MfdId + "."); 
            } 
            var flowId = flow.FlowId; 
            var flowSteps = db.FlowSteps.Where(x => x.FlowId == flowId).OrderBy(x 
=> x.Order).ToList(); 
            var screenkey = new ScreenKeywords(); 
            var improc = new ImageProcKeywords(); 
            var auth = new AuthenticateKeywords(); 
            int flowRecovery = 0; 
            int tapRecovery = 0; 
            log.Info("Starting flow " + flowName + " with id " + flowId); 
            do { 
                screenkey.GoToScreen(flowSteps.First().Button.SrcScr.Text); 
                foreach (var flowStep in flowSteps) { 
                    if (flowStep.Button.Tag == Resources.enterPIN) { 
                        auth.InsertPin(); 
                        continue; 
                    } 
                    bool isDesiredScreen; 
                    do { 
                        if (!TestProperties.MfdId.HasValue) 
                            throw new FatalKeywordException("MFD id is not 
set."); 
                        Screen.Instance.TapTheButton(TestProperties.MfdId.Value, 
flowStep.Button.Tag); 
                        log.Info("Tapping button " + flowStep.Button.Tag); 
                        tapRecovery++; 
                        if (!flowStep.VerifyDestScr) { 
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                            break; 
                        } 
                        isDesiredScreen = 
improc.ScreenVerification(flowStep.Button.DstScr.Text); 
                    } while (!isDesiredScreen && (TestProperties.CurrentScreen == 
flowStep.Button.SrcScr.Text) && tapRecovery < 2); 
                    if (tapRecovery == 2 && TestProperties.CurrentScreen!= 
flowStep.Button.DstScr.Text) { 
                        tapRecovery = 0; 
                        log.Info("Failed to complete flow with ID " + flowId + " 
during tapping " + flowStep.Button + ". Trying again."); 
                        Trace.WriteLine("Failed to complete flow with ID " + 
flowId + " during tapping " + flowStep.Button + ". Trying again."); 
                        flowRecovery++; 
                        break; 
                    }                     
                    tapRecovery = 0; 
                } 
            } while (flowRecovery==1); 
            if (flowRecovery==2) { 
                throw new FatalKeywordException("Flow with ID " + flowId + " 
failed after 2 attempts."); 
            } 
        } 
Základní využití pro službu Flows je pro přihlášení do prostředí tiskárny a následné 
odhlášení do výchozí obrazovky. Tato procedura se totiž velmi liší napříč různými typy 
a výrobci tiskáren, proto je vhodné pro ni definovat přesné kroky, díky nimž může 
manipulátor otevřít přihlašovací dialog, zadat PIN a následně jej potvrdit a dostat se do 
hlavního menu. Flow se nemusí definovat pro každé zařízení zvlášť, v případě, že se 
průběh shoduje s již existujícím, může se využít tento. 
Třída AuthenticateKeywords obsahuje metody právě pro přihlášení a odhlášení 
testovacího uživatele. Metoda Login vypíše do logu záznam, že bude probíhat login a 
následně zavolá metodu RunFlow s argumentem Authentication, což je výchozí název 
FlowName pro obyčejné přihlášení. Tímto se tedy postupně poklepají tlačítka 
v odpovídajících FlowSteps. Pro metodu Logout je průbeh velmi podobný, výchozí název 
průběhu je v tomto případě Logout. Dále je k dispozici metoda InsertPin, pomocí které 
manipulátor pouze poklepe na příslušné znaky na přihlašovací klávesnici, podle pinu 
zadaného během inicializace testu. Zadání pinu se v tomto případě nepotvrdí, to musí 
zajistit okolní procedury. 
6.5 Tvorba testů s využitím knihoven 
Jak již bylo zmíněno, knihovní metody výrazně usnadňují tvorbu testů a dělají je 
přehlednějšími. Není nutné vytvářet složité keywordy v Robot Framework, protože 
většina akci, které se předpokládají, jsou již implementovány v knihovnách. Stačí tedy 
importovat vzdálené knihovny do test suit, ve kterém je budeme využívat. K tomu slouží 
Příkaz Library Remote s argumentem adresy, na které se knihovna nachází a případně 
pojmenování knihovny doplňujícím příkazem With name, abychom nemuseli při 
zadávání klíčových slov psát celý název knihovny. Nevýhodou zůstává, že je třeba 
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importovat každou knihovnu zvlášť na řádek, ale při použití do jiného test suite lze pouze 
importující příkazy zkopírovat. Navíc díky konfiguračnímu souboru config.robot, v němž 
konfigurační proměnná $remote_lib_endpoint určuje adresu a port zařízení, na kterém 
běži RQA program s knihovnami. Pro import tedy použijeme příkaz: 
Library           Remote    http://${remote_lib_endpoint} 
/YSoft/Rqamfp/RfRemote/Keywords/ScreenKeywords    WITH NAME    Screen 
 Pro každou knihovnu, kterou chceme v daném test suite použít. 
Robot Framework také našeptává všechny metody, které daná knihovna obsahuje, 
včetně jejich popisu a argumentů, což vytváření testů dále zjednodušuje. 
 
Obrázek 15 Příklad testu v Robot Framework s využitím knihovních keywords 
Na obr. 16 je příklad testu, který po daný počet opakování provádí následující úkony:  
1. Odešle tiskovou úlohu na SafeQ server 
2. Pomocí manipulátoru se přihlásí do prostředí MFD, označí poslední odeslanou 
úlohu k tisku, potvrdí tisk a uloží aktuální čas 
3. Odhlásí se, počká na vylezení papíru z tiskárny a spočítá dobu, jak dlouho trval 
tisk 
4. Uloží naměřený čas včetně dalších informací do výsledkového souboru 
5. Počká určitý čas jako pauza mezi opakováními 
Zajímavé je, že na rozdíl od testu popsaného v kap. 5.1.3. nejsou zde žádné pauzy 
mezi jednotlivými klíčovými slovy. Toho je dosaženo díky kontrole od služby zpracování 
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obrazu, na základě níž manipulátor pokračuje v činnosti, až je prostředí připraveno. Po 
dokončení testu jsou výsledky zapsány do souboru s názvem tiskárny, tedy v tomto 
případě Xerox 7120.csv ve složce robot_results, jak je definováno na řádku 6. Zápis je 
pro tento případ upraven tak, aby po otevření v programu Microsoft Excel byla data 
zapsána do sloupců za sebe a provedly se funkce např. výpočtu průměrné naměřené doby 
tisku nebo součet všech úspěšných a neúspěšných opakování. Tyto informace jsou na 
začátku souboru v tabulce a při změně data se údaje o úspěšnosti a průměrném čase 
přepočítají na vybraný den. 
Příklad výsledkového souboru: 
Total iterations 4337       
PASSED  4184       
Failed  153       
Success rate 96,4722158       
        
On date 23.3.2016       
Total iterations 83       
PASSED 81 
Average 
time[ms] 11137     
FAILED 2       
Success rate 97,5903614       
        
Result Day Time Job type Pages Print Time Time[ms] Note 
PASSED 18.3.2016 15:22:32 A4Simplex 1 0:00:09.532030 9532  
PASSED 18.3.2016 15:25:21 A4Simplex 1 0:00:08.264819 8264  
PASSED 18.3.2016 15:26:37 A4Simplex 1 0:00:08.317955 8317  
PASSED 18.3.2016 15:27:44 A4Simplex 1 0:00:08.226736 8226  
PASSED 18.3.2016 15:28:51 A4Simplex 1 0:00:08.260075 8260  
PASSED 18.3.2016 15:29:58 A4Simplex 1 0:00:08.274149 8274  
PASSED 18.3.2016 15:31:04 A4Simplex 1 0:00:08.129486 8129  
PASSED 18.3.2016 15:32:11 A4Simplex 1 0:00:08.532036 8532  
PASSED 18.3.2016 15:33:18 A4Simplex 1 0:00:08.208433 8208  
PASSED 18.3.2016 15:34:24 A4Simplex 1 0:00:08.250856 8250  
PASSED 18.3.2016 15:35:30 A4Simplex 1 0:00:08.156815 8156  
PASSED 18.3.2016 15:36:36 A4Simplex 1 0:00:08.153773 8153  





7 SPUŠTĚNÍ A ZHODNOCENÍ TESTŮ 
Navržené testy lze spustit na kterémkoliv počítači, kde je nainstalován Python a Robot 
Framework a jsou na něm uloženy aktuální testy, protože k manipulátoru a jeho periferiím 
se přistupuje vzdáleně. Výsledky jsou po skončení testů uloženy na lokálním disku, což 
není příliš pohodlné. Vhodnější by bylo, kdyby výsledky byly přístupné přes webové 
rozhraní na jenom místě spolu se statistikami. Také samotné provádění testových plánů 
by zužitkovalo další funkce, jako např. plánování času testů, měření celkového času trvání 
testu. Řešení lze nalézt ve službě Atlassian Bamboo, která nabízí kompilovací a testovací 
server s možností vykonání testů na vzdálených zařízeních (tzv. agentech) [6]. Je možné 
importovat testy přímo z Robot Framework.  
7.1 Průběh testu v Bamboo 
Podobně jako při spouštění testů přímo z prostředí RIDE, i v Bamboo je nutné nastavit 
konfigurační proměnné důležité pro správné řízení manipulátoru, získávání zpětné vazby 
od senzoru vytištěných papírů a počtu iterací jednotlivých testových plánů. Dále se 
nakonfigurují jednotlivé fáze plánu, kterého se následně ujme některý z volných agentů. 
První fází je stažení nejnovější revize testů z Git serveru a následně nahrazení 
proměnných v konfiguračním souboru z RIDE proměnnými zadanými v nastavení 
Variables v Bamboo. Následně je spuštěn úvodní test plan, který zkontroluje, zda je 
manipulátor zapojen a správně nakalibrován. Pokud je vše připraveno, začne program 
probíhat ve smyčce, jejíž počet opakování je dán proměnnou Iterations. V ní jsou 
spouštěny testovací plány s daným tagem, v našem případě všechny testy označené 
RealUse. Poslední fází Bamboo plánu je shromáždění výsledných souborů ze všech 
iterací všech testů na jedno místo, aby bylo jednoduché je srovnat.  
Nevýhodou používání Bamboo agentů pro realizaci testů je dlouhodobé využívání 
sdíleného výpočetního výkonu, který v době provádění testů nemůže být využit k jinému, 
potenciálně důležitějšímu úkolu. Proto je nastaven čas začátku testu na 17:00 a běží až do 
ranních hodin, čemuž odpovídá zhruba 60 iterací zadaných testů. 
7.2 Kontrola výsledků 
S využitím služby Atlassian Bamboo byly v konkrétní aplikaci realizovány navržené 
testy a příklad jejich výstupů je zobrazen na obr. Při otevření stránky s Bamboo testem je 
na první pohled zřejmé, zda všechny provedené úlohy dopadly pozitivně, v takovém 
případě je záhlaví stránky zbarveno zelenou barvou, nebo v některé fázi došlo k chybě 
(červená barva). Díky shromáždění výsledných statistik lze vidět číslo iterace a testovou 
úlohu, v níž nastala chyba a její podstata, např. ztracené spojení od manipulátoru, 
neočekávaný počet papírů vyjetých z tiskárny nebo nesprávně zadaný tag tlačítka v testu. 
Pokud z logu není zřejmá podstata chyby, je možnost prohlédnout si fotky získané 
kamerou z kteréhokoliv okamžiku. Podle časového razítka u záznamu chyby i jména 
40 
 
fotky se snadno nalezne fotografie vztahující se k danému okamžiku a z ní je možné téměř 
vždy identifikovat příčinu selhání a provést příslušné kroky k jejímu odstranění. 
Na obr. 4 je příklad výstupního výpisu z Bamboo, vypsané testy jsou zbarveny zeleně, 
což znamená, že prošly bez problémů. Každý jednotlivý test lze na webové stránce 
rozkliknout a zjistit další podrobnosti.  
 
 
Obrázek 16 Příklad výsledku testu z Bamboo 
7.3 Zhodnocení systému při měření času tisku 
Na navrženém systému byl spouštěn test popsaný v kap. 6.5 v celkovém počtu 4337 
opakování a ze všech opakování je uložen naměřený čas tisku zaslané tiskové úlohy. 
Z takového počtu lze vyhodnotit úspěšnost a kvalitu manipulátoru, dalších komponent, 
ale také testovaného prostředí YSoft SafeQ. Ještě před zavedením systému zpracování 
obrazu se testy spouštěly bez zpětné vazby, ta byla přidána až později. Počet úspěšných 
opakování testu, tedy testů, které prošly bez problémů, byl roven 4184, neúspěšných testů 
bylo 153, což znamená celkovou úspěšnost 96.47%. Příčina neúspěšných testů byla 
většinou špatným pohybem robota, ale v 67 případech byla příčina na straně SafeQ a jeho 
komponent a byla zaznamenána, nahlášena a následně opravena. Jednalo se o chybu, při 
níž tzv. spooler nesprávně odesílal testové úlohy do prostředí MFD. 
Naměřené doby tisku mají při velkém množství opakování určitou vypovídací 
hodnotu, její průměrná hodnota je kolem 10 – 11 vteřin, přičemž v první polovině 
testování jsou vidět výrazné pravidelné odchylky až do dvojnásobku průměrného času. 
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Příčina těchto odchylek nebyla zjištěna. Nicméně tímto bylo demonstrováno, že 
manipulátor, spolu se svým řídicím programem a přidruženým testovacím prostředím, 
jsou využitelné pro různé druhy testování software YSoft SafeQ.   
 
Obrázek 17 Graf průběhu času tisku v počtu opakování
 






V této práci byla popsána problematika testování software a možnosti jeho 
automatizování. Dále byl stručně popsán předmět testování, produkt YSoft SafeQ a 
příklady možných scénářů, kterými se testuje jeho kvalita a použití. Dále je popsáno 
prostředí a zařízení, se kterými automatický tester přichází do styku a úskalí, které je 
nutné zohlednit a vyřešit při jeho návrhu. 
Následně bylo zvažováno několik návrhů konstrukce samotného testovacího zařízení 
a dospělo se k závěru, že nejvýhodnější je využití robotického manipulátoru, neboť je 
nejuniverzálnější, což je důležité pro testování mnoha různých multifunkčních zařízení. 
Pro další operace byl využit manipulátor již dříve vytvořený a byly popsány jeho atributy 
a možnosti při testování. 
Dále bylo popsáno testovací prostředí Robot Framework a způsoby vytváření 
testovacích plánů a klíčových slov. Jako příklad byl podrobně popsán jeden z testů, 
přičemž ostatní testy byly vytvořeny obdobným způsobem, ale již nebyly popisovány 
v této práci. 
Byly popsány navržené a implementované testovací knihovny, které slouží jako 
rozhraní mezi testovacím prostředím a testovacím nástrojem, tedy manipulátorem. 
Knihovny se ukázaly jako výrazné zlepšení a zjednodušení návrhu testů a zkvalitnění 
interakce mezi manipulátorem a multifunkčním zařízením. 
Nakonec byl testovací systém vyzkoušen na reálné aplikaci při měření doby tisku po 
několik tisíc opakování a lze jej zhodnotit jako velmi úspěšný a použitelný pro zařazení 
do dalších testovacích procesů. Dokonce už během zkušebního provozu byly díky 
systému odhaleny nedostatky v testovaném programu. Do budoucna stačí vytvořit více 
testovacích procedur v Robot Framework a program robotického manipulátoru spolu 
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