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Citaat: ‘No Silver Bullet’ 
 
The familiar software project, at least as seen by the non-technical manager, has something 
of this character: it is usually innocent and straightforward, but is capable of becoming a 
monster of missed schedules, blown budgets, and flawed products. So we hear desperate 
cries for a silver bullet--something to make software costs drop as rapidly as computer 
hardware costs do. 
But, as we look to the horizon of a decade hence, we see no silver bullet. There is no single 
development, in either technology or in management technique, that by itself promises even 
one order-of-magnitude improvement in productivity, in reliability, in simplicity. In this 
article, I shall try to show why, by examining both the nature of the software problem and 
the properties of the bullets proposed. 
Skepticism is not pessimism, however. Although we see no startling breakthroughs--and 
indeed, I believe such to be inconsistent with the nature of software--many encouraging 
innovations are under way. A disciplined, consistent effort to develop, propagate, and exploit 
these innovations should indeed yield an order of-magnitude improvement. There is no royal 
road, but there is a road. 
 
Computer Magazine; April 1987  
by Frederick P. Brooks, Jr.,  
University of North Carolina at Chapel Hill 
 
 
 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 3 
Voorwoord 
Hierbij het verslag van mijn afstudeerproject voor de masteropleiding Computer Science van 
de Open Universiteit Nederland. Toen ik eind jaren ’80 van de vorige eeuw met de studie 
aan de Open Universiteit begon heb ik niet kunnen vermoeden dat het mij uiteindelijk meer 
dan 20 jaren zou kosten om de eindstreep te behalen.  
Bij de start van het afstudeerproject had ik in mijn achterhoofd het idee om een ‘silver 
bullet’ te realiseren: een totaaloplossing waarmee het mogelijk wordt dat 
softwareontwikkeling voor administratieve toepassingen eenvoudig en snel wordt. 
Natuurlijk bleek al gauw, wat ik wel wist, dat de totaaloplossing onhaalbaar is. 
Allereerst heeft het zoeken naar een goede administratieve basis veel tijd gezocht. Pas na 
het kennismaken met het boek “Model-Driven Design Using Business Patterns” [HRU06] van 
Pavel Hruby en zijn vervolgonderzoek [HRU08] is geconstateerd dat er een algemeen 
toepasbare administratieve basis is, waarmee het afstudeerproject verder vorm gegeven kan 
worden. De tweede pijler waarop dit afstudeerproject doorbouwt is het framework-pattern. 
De gedachte om een generiek, in de zin van algemeen toepasbaar, applicatieframework te 
ontwikkelen, waarmee webgeoriënteerde administratieve toepassingen eenvoudig 
gerealiseerd kunnen worden.  
Allereerst wil ik het thuisfront bedanken voor de tijd die ze mij gunden om toch door te 
werken aan het afstuderen. Van de Open Universiteit allereerst Johan Jeuring bedankt voor 
de tijd en het geduld bij de eerste jaren van mijn afstuderen. Heel veel dank aan Lex Bijlsma, 
Marko van Eekelen en Bastiaan Heeren (in alfabetische volgorde) die mij de ondersteuning 
hebben gegeven en ook moed ingesproken om met het afstudeerproject door te gaan. 
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Samenvatting 
Onderhoudbaarheid is een belangrijk kwaliteitskenmerk voor software applicaties. In dit 
afstudeerproject wordt een bijdrage geleverd tot de realisatie van een krachtige 
programmeeromgeving voor de realisatie en onderhoud van administratieve toepassingen. 
Deze krachtige programmeeromgeving heeft als kenmerk dat applicaties snel en met weinig 
coderegels gerealiseerd kunnen worden. De kerngedachte is het toevoegen van functionele 
aspecten via configuratie aan een basis applicatiestructuur. Onderhoud van een applicatie 
kan zich dan beperken tot het ontwikkelen van op zichzelf staande functionele aspecten 
gerealiseerd in sofware componenten. De basis applicatiestructuur wordt gevormd door het 
Resource-Event-Agent (REA) datamodel: een algemeen model waarmee in principe alle 
administratieve processen op uniforme wijze gemodelleerd kunnen worden. Het technische 
fundament van de applicatiestructuur wordt gelegd met een modern Model-View-Controller 
(MVC) webapplicatie raamwerk. De programmeeromgeving ontstaat door het combineren 
van werkwijzen uit de vakgebieden Model Driven Engineering (MDE) en Aspect Oriented 
Programming (AOP) en de gedachten zoals verwoord wordt door Pavel Hruby in zijn boek: 
“Model-Driven Design Using Business Patterns”. Met behulp van een proof-of-concept 
applicatie wordt aangetoond dat deze programmeeromgeving bruikbaar is. 
 
Summary 
Maintainability is an important quality characteristics for software applications. This thesis 
will contribute to the realization of a powerful programming environment for the realization 
and maintenance of administrative applications. Such a powerful programming environment 
allows applications realization quickly and with few lines of code. The core idea is the 
addition of functional elements through configuration to a basic application structure. 
Maintenance of an application will be restricted to the development of stand-alone 
functional elements implemented in software components. The basic application structure is 
formed by the Resource-Event-Agent (REA) data model. According to REA all administrative 
processes can be modeled in a uniform manner. A modern Model-View-Controller (MVC) 
web application framework is the basis of the application structure. The programming 
environment is created by combining methods from the fields of Model Driven Engineering 
(MDE) and Aspect Oriented Programming (AOP) and the views as expressed by Pavel Hruby 
in his book: "Model-Driven Design Using Business Patterns". A proof of concept application 
shows the usefulness of this programming environment. 
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Lijst van Nederlands – Engels 
Hieronder een korte lijst van een aantal begrippen die in dit verslag, afhankelijk van de 
context, zowel in het Nederlands als in het Engels met dezelfde betekenis gebruikt worden: 
 
Afspraak  Commitment 
Beleid   Policy 
Bronobject  Resource 
Gebeurtenis  Event 
Gedrag   Behaviour 
Geld   Cash 
Handel   Exchange 
Instroom  Inflow 
Levering  Fulfillment 
Patroon  Pattern 
Productie  Conversion 
Raamwerk  Framework 
Toezegging  Commitment 
Uitvoerder  Agent 
Uitvoerend  Operational 
Uitstroom  Outflow 
Verantwoordelijkheid Responsibility 
 
Lijst van afkortingen 
Hieronder de lijst met de in dit afstudeerverslag veel gebruikte afkortingen: 
 
AOP  Aspect Oriented programming 
AOM  Active Object Model 
DSL  Domain Specific Language 
ERP  Enterprise Resource Planning 
ISP  Internet Service Provider 
MDA  Model Driven Architecture 
MDE  Model Driven Engineering 
MVC  Model View Controller  
ORM  Object Relational Mapping 
PHP  PHP – Hypertext Processor (programmeertaal) 
REA  Resource-Event-Agent 
SOA  Service Oriented Architecture 
SQL  Structured Query Language 
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1. Inleiding 
De aanleiding voor het afstudeerproject ligt in de dagelijkse werkomgeving van veel 
softwareontwikkelaars. Een tweetal probleempunten hierbij zijn: 1) software bouwen is 
vooral software aanpassen en 2) software bouwen is vaak herhalen van al wat eerder 
gebouwd is. 
Bij het eerste probleempunt geldt dat een groot gedeelte van het sofware ontwikkelen 
bestaat uit het aanpassen en uitbreiden van bestaande software op veranderende 
omstandigheden en inzichten. Uit onderzoek [SOM06, VLI01] op het gebied van software 
engineering blijkt dat bij de ontwikkeling van een nieuwe applicatie minimaal 50% van de 
tijd gaat zitten in het aanpassen van software op basis van de testresultaten. Na het in 
productie nemen van de applicatie blijkt dat, gedurende de onderhoudsfase, de hoeveelheid 
werk tot wel drie keer zoveel kan zijn dan de oorspronkelijke ontwikkeltijd [SOM06, VLI01]. 
Hoewel design-for-change al jaren een issue is binnen de software ontwikkeling [PAR72], blijkt 
in de praktijk dat veranderingen in de omgeving van de applicatie als gevolg heeft dat de 
software vaak ook ingrijpend aangepast moet worden. 
Het tweede probleem van het dagelijkse werk van de softwareontwikkelaar is dat software 
bouwen deels het herhalen is van software die al eerder gemaakt zijn. Een voorbeeld: in elke 
factureringsapplicatie is er wel een onderdeel voor het berekenen van BTW op de verkochte 
producten. Een ander voorbeeld: hoe vaak wordt binnen een softwareapplicatie de while-
structuur gebruikt voor het doorzoeken van een verzameling gegevens ?  
Oplossingen voor deze problemen worden gezocht in enerzijds hergebruik en anderzijds 
krachtigere programmeeromgevingen [MCI68], maar de problemen zijn nog niet opgelost. Een 
zoektocht naar nieuwe oplossingen voor deze beide probleempunten vormt de aanleiding 
van dit afstudeerproject.  
 
1.1. Omgeving 
De omgeving voor dit afstudeerproject is het bouwen en onderhouden van administratieve 
software voor de administratieve verwerking van het primaire bedrijfsproces [STA02] voor 
serviceverlenende bedrijven van 50 – 250 werknemers. Deze administratieve software heeft 
als doel om gegevens (data) te ontvangen, te verwerken en op te slaan en daarmee de 
primaire processen te sturen en te ondersteunen. Het primaire proces van 
serviceverlenende bedrijven is het continu leveren van een dienst. Bijvoorbeeld Internet 
Service Providers  (ISP’s) zorgen dat de internetverbinding actief blijft, 
telefoonmaatschappijen verzorgen de telefoonverbinding en nutsbedrijven zorgen voor de 
continue levering van gas, water en elektriciteit.  
Een algemeen kenmerk van deze dienstverlenende bedrijven is dat de productcomplexiteit 
en –diversiteit groot is. Doordat de producten niet fysiek bepaald zijn worden de diensten in 
allerlei variaties aangeboden. Deze varianten dienen administratief vastgelegd en 
onderscheiden te kunnen worden. Ook geeft deze variatie een grote verscheidenheid van de 
werkprocessen om de diensten te realiseren en te continueren.  
 
1.2. Probleem 
Naast het primaire bedrijfsproces kent elk bedrijf zijn secundaire processen zoals financiële 
administratie en personeelsadministratie [POR80]. Software voor deze secundaire processen 
zijn als standaardpakketten of services ruim verkrijgbaar. Ook voor de besturing van het 
primaire bedrijfsproces zijn standaard softwarepakketten onder de verzamelnaam van 
Enterprise Resource Planning (ERP)-systemen beschikbaar [KOE01]. Uit de praktijk blijkt dat 
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veel bedrijven voor de ondersteuning van hun primaire bedrijfsproces toch sofware in eigen 
beheer ontwikkelen en onderhouden. Bekend zijn de mainframe systemen bij banken en 
verzekeraars ter ondersteuning van hun primaire proces. Deze systemen, vaak nog 
geprogrammeerd in Cobol
1
, vormen de onvervangbare kern van het bedrijf. Ook bij de 
serviceverlenende bedrijven, waar dit afstudeerproject zich op richt, vormt het primaire 
proces het hart van het bedrijf. De wijze waarop dit proces is ingericht, bepaalt veelal het 
voordeel ten opzichte van de concurrent. Een standaard ERP systeem is daarbij meestal 
onvoldoende. Aanvullende functionaliteit in de vorm van maatwerk is vaak erg duur [BRE01]. 
In de praktijk wordt daarom in eigen beheer software ontwikkeld. Dit varieert van 
‘hobbymatig’ ontwikkelde toepassingen met officepakketten als Microsoft-Access, Apple-
Filemaker [KRA06] tot professioneel uitgevoerde software-applicaties met koppelingen naar  
de standaard financiële systemen.  
Het specifiek ontwikkelen en onderhouden van deze specifieke software kost veel tijd en 
geld. Vaak wordt vanuit het niets begonnen met het bouwen van de software en is men na 
de eerste oplevering van de software nog continu bezig met bijschaven en uitbreiden van de 
software. In de praktijk ontstaat dan na enige tijd een softwarebrij die moeizaam te 
onderhouden is.  
 
1.3. Oplossingsrichting 
De oplossing voor deze bovenstaande manier van software ontwikkeling wordt in dit 
afstudeerproject gezocht in een administratief raamwerk (framework) waarmee 
bedrijfsspecifieke software te bouwen is. Dit raamwerk dient enerzijds te bestaan uit 
algemene software componenten voor de gebruikersinterface, autorisatie, menusysteem, 
printen, enz. Anderzijds dient het raamwerk componenten voor standaard administratieve 
verwerkingen te bezitten. Het ontwikkelen van software voor de administratieve 
ondersteuning van een primair proces kan zich dan beperken tot het selecteren en 
configureren van de software componenten. Programmeren kan zich dan beperken tot de 
echt specifieke zaken, zoals speciale berekeningen en koppelingen met andere applicaties. 
Essentieel is dat de met het raamwerk ontwikkelde software eenvoudig uit te breiden is en 
eenvoudig is aan te passen aan de specifieke bedrijfs- en afdelingsprocessen. 
Een veelbelovende aanzet voor zo’n raamwerk wordt gegeven in het 
boek: Model-Driven Design Using Business Patterns van Pavel Hruby 
[HRU06]. Als basis voor het administratieve deel wordt gebruik gemaakt 
van de REA concepten [MCA82][GEE00]. Het REA (Resources, Events, Agents) 
model legt een basis voor de concepten die in vrijwel alle software voor 
administratieve toepassingen voorkomen. Uitgaande van het REA model 
worden door Hruby een aantal patronen onderscheiden waarmee de 
fundamentele administratieve concepten ingericht kunnen worden. 
Daarnaast onderscheidt Hruby patronen voor het flexibel inpassen van 
gebruikerswensen. 
 
1.4. Onderzoeksvraag 
De onderzoeksvraag luidt: in welke mate is het mogelijk om met het administratieve REA 
concept een software-raamwerk te realiseren waarmee administratieve toepassingen voor 
de besturing van het primaire bedrijfsproces van serviceverlenende bedrijven gebouwd 
kunnen worden. De vraag wordt toegespitst op: 1) hoe geschikt zijn de business patterns 
gebaseerd op het REA model zoals uitgewerkt door Hruby hiervoor en 2) in welke mate zijn 
                                                           
1
 “Cobol zal de komende decennia nog van groot belang zijn”, Ordina news http://www.ordina.nl/news, juni 2006 
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de business-patterns te implementeren binnen een reeds bestaand technisch framework 
voor webgeoriënteerde toepassingen ? 
De volgende aspecten dienen hierbij onderzocht te worden: 
- Het administratieve aspect: Wat is de algemene administratieve functionaliteit die het 
framework dient te ondersteunen en wat zijn de REA concepten daarin ? 
- Het software engineering aspect: welke bestaande patterns en practices uit de software 
engineering literatuur en praktijk kunnen dienen als het software technische fundament 
van het framework ?  
Enkele beperkingen voor de omgeving waarin dit onderzoek wordt uitgevoerd zijn: 
- Richten op de doelgroep: serviceverlenende bedrijven. 
- Realiseren in de programmeertaal PHP.  
Deze beperkingen waren opgelegd door het bedrijf: Solcon Internetdiensten BV waar de 
aanzet voor deze opdracht is gegeven.  
 
1.5. Onderzoeksgebied 
Het onderzoek valt binnen het gebied van de software engineering: het onderzoek naar de 
aspecten die een rol spelen bij de ontwikkeling, het gebruiken en het onderhouden van 
software. In dit afstudeerproject staat het software engineering begrip design for change 
[PAR72] centraal. Dit valt onder het kwaliteitsaspect maintainability (=onderhoudbaarheid) 
[ISO01], de mate waarin software onderhouden kan worden [GHE02]. Het onderhoud omvat 
correctief, adaptief en perfectief onderhoud. Het begrip design for change betreft vooral het 
adaptief en perfectief onderhoud, daar waar de software applicatie wordt aangepast aan 
veranderende omstandigheden en/of nieuwe inzichten.  
Naast dit kwaliteitsaspect maintainability heeft de ontwikkeling van het framework ook 
positieve effecten voor de kwaliteitsaspecten functionality en reliability [ISO01],  het 
framework biedt algemeen toepasbare functionaliteit respectievelijk de framework 
componenten zullen een betrouwbaar onderdeel van de applicatie uitmaken. Ook speelt het 
aspect herbruikbaarheid, het framework zal bestaan uit algemeen toepasbare 
softwareonderdelen, die vanuit het framework hergebruikt worden.   
 
1.6. Onderzoeksbelang 
Het onderzoek voor en de uitwerking van deze opdracht zal een bijdrage leveren in het 
ontwikkelen van krachtige programmeeromgevingen, die toegepast kunnen worden bij het 
realiseren van administratieve toepassingen in de praktijk. Het framework biedt een 
oplossing voor het op compacte wijze, dat wil zeggen zonder veel statements te hoeven 
schrijven, kunnen programmeren van veel functionaliteit. Het voorhanden hebben van 
generieke functies zorgt dat toepassingen sneller ontwikkeld kunnen worden, immers delen 
die al gemaakt zijn hoeven niet nieuw ontwikkeld te worden. Het framework zorgt ervoor 
dat de nieuwbouw en vooral het onderhoud van deze toepassingen vergemakkelijkt wordt. 
Dat dit zinvol is om hier aandacht aan te besteden blijkt uit de beweringen bij Software 
Engineering [VLI01, SCH01, SOM06] dat het aanvullend software onderhoud tussen de 50% en 
75% van de totale software ontwikkelingskosten van een toepassing omvat. 
 
1.7. Indeling 
In hoofdstuk 2 wordt de administratieve basis van het framework behandeld. Hoofdstuk 3 
omvat het onderzoek binnen het vakgebied van de software engineering: welke patterns en 
practices voor het framework nodig zijn. Hoofdstuk 4 beschrijft het functioneel ontwerp van 
de administratieve applicatie die met het framework gebouwd kan worden. Hoofdstuk 5 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 10
beschrijft de hoofdlijnen van het technisch ontwerp de delen die als proof of concept zijn 
gebouwd. Hoofdstuk 6 bevat de beschrijving en evaluatie van de bereikte resultaten.  
Hoofdstuk 7 sluit af met de conclusies. 
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2. Administratieve systemen 
Het doel van dit hoofdstuk is het bepalen aan welke administratieve eisen het te 
ontwikkelen framework moet voldoen. Met het te bouwen framework dient het 
administratieve systeem voor het primaire proces van middelgrote serviceverlenende 
bedrijven ontwikkeld en onderhouden te kunnen worden. Uitgaande van de casus uit het 
voorgaande hoofdstuk wordt in hoofdlijnen de gewenste algemene en administratieve 
functionaliteit beschreven. Hierna wordt het generieke administratieve model voor het 
framework beschreven.  
 
2.1. Definitie 
In het kader van dit afstudeerverslag wordt onder administratieve systemen verstaan de 
geautomatiseerde systemen die de administratieve afhandelingen rond het primaire 
bedrijfsproces verzorgen. Het primaire bedrijfsproces is dat deel van een bedrijf waarmee 
het bedrijf zijn toegevoegde waarde verkrijgt [STA02]. Bij een handelsbedrijf is dit het proces 
van inkopen, opslaan en verkopen van handelsgoederen. Bij een productiebedrijf bevat dit 
proces ook het produceren. Bij een serviceverlenend bedrijf is produceren het beschikbaar 
stellen en continueren van de service. Belangrijke subprocessen richting de klanten zijn 
hierbij het verkopen en in werking stellen van nieuwe service en het afhandelen van 
klantvragen door de supportafdeling.  
 
 
Figuur 2.1: omgeving van het primaire bedrijfsproces 
 
Figuur 2.1 geeft de softwareapplicaties weer die het primaire bedrijfsproces van een ISP 
ondersteunen. De softwareapplicaties hebben diverse belanghebbenden, zoals de interne 
gebruikers, de klanten en de leveranciers. Buiten het primaire bedrijfsproces zijn applicaties 
nodig voor de financiële administratie en ook voor de technische systemen die de services 
van de ISP aan haar klanten leveren. Verder wordt het bedrijf gekenmerkt door: 
dienstverlenend, klasse middenbedrijf (50 – 250 medewerkers), het hebben van een 
ingewikkelde productstructuur van samengestelde producten. Hierdoor en ook door de 
veelvuldige continue veranderingen in de mark is het bedrijf te specifiek voor een standaard 
ERP applicatie. 
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2.2. Gewenste functionaliteit 
Het bepalen van de gewenste functionaliteit voor een administratieve applicatie vindt plaats 
in de eisenanalyse bij een software project. Informatiebehoeften die door de applicatie 
vervuld moeten worden zijn verdeeld over de niveaus: strategisch, tactisch en operationeel 
[ESS89]. De applicaties waarvoor het framework ontwikkeld wordt richten zich op het 
vastleggen en beschikbaar stellen van de operationele gegevens en het kunnen beheersen 
van de operationele werkprocessen.  
De functionaliteiteisen voor deze administratieve applicatie zijn in drie categorieën te 
verdelen [ESS89, SUN02, MIC02]. Allereerst de functionele eisen die het administratieve proces 
stelt. Dit zijn de eisen van welke functies en gegevens de gebruikers bij processtappen nodig 
hebben, zoals het tonen van een overzichtelijk scherm met ordergegevens tijdens de 
orderacceptatie. Deze functionaliteit is veelal in de vorm van transactieschermen in de 
administratieve applicatie aanwezig. Verder dienen de gebruikers zoveel mogelijk gestuurd 
te worden in het uitvoeren van de verschillende processtappen. Ten tweede de 
functionaliteit die nodig is om ad hoc vragen te kunnen beantwoorden, zoals het kunnen 
opzoeken van klanten, status van lopende orders, in bedrijf zijnde service, etc. Als derde 
ondersteunende functionaliteit, zoals beveiliging, menusysteem, helpsysteem en 
printeraansturing die aanwezig verwacht wordt binnen elke applicatie. Een belangrijk 
onderdeel van deze ondersteunende functionaliteit wordt gevormd door het workflow 
systeem [AAL00]. Het doel van het workflow systeem is het bewaken van de uitvoering van de 
verschillende administratieve processen door het coördineren van langdurende, meerstaps 
verwerkingsprocessen bijvoorbeeld de stappen  voor de acceptatie van een verkooporder. 
Daarnaast is er functionaliteit [SUN02, MIC02] rond het technische beheer van applicatie- en 
databaseservers. Dit omvat o.a. zaken die bekend staan onder operational management, 
communications, data-auditing en backup. Veelal zijn dit standaard toepassingen die in het 
kader van het afstudeerproject buiten beschouwing blijven. 
 
2.3. ERP systemen 
Voor de automatisering van administratieve systemen wordt standaardsoftware geleverd 
onder de naam van Enterprise Resource Planning (ERP) systemen.  
 
 
Figuur 2.2: functionaliteiten van een ERP-systeem 
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ERP wordt gedefinieerd [KOE01] als “een standaard softwarepakket met een sterk 
geïntegreerde functionaliteit op vele gebieden, zodanig dat het veelal de gehele 
bedrijfsvoering van organisaties kan ondersteunen”.  
In figuur 2.2 worden de onderdelen van een ERP systeem weergegeven. Aan de linkerzijde 
zien we de leveranciers en aan de rechterzijde de klanten. Ter ondersteuning van het 
primaire bedrijfsproces bevatten ERP-systemen modulen als: inkoop, voorraadbeheer, 
productieplanning, verkoop en service. Ook de module financieel systeem is aanwezig voor 
het verwerken van de boekhouding. In Nederland worden op dit moment vooral de ERP-
systemen van SAP, Microsoft en Infor (Baan) gebruikt [BES06]. ERP systemen worden ook wel 
aangeduid met Enterprise Information Systems (EIS) [WOR03]. 
In het midden staan de belangrijkste functionaliteiten. Technisch gezien bestaan ERP 
systemen uit een centrale database, een applicatielaag die de functionaliteit aanbiedt en 
een sessielaag die de interactie met de gebruikers verzorgd [VAN06]. Hiernaast is er 
functionaliteit aanwezig in de vorm van autorisatie en authenticatie. ERP systemen 
ondersteunen met name de operationele en tactische onderdelen van het bedrijfsproces. 
Door middel van data warehouse functionaliteit worden managementrapportages op 
strategisch niveau verzorgd.  
Belangrijkste voordeel van een ERP-systemen is de grote hoeveelheid geïntegreerde 
functionaliteit die de gebruikers beschikbaar wordt gesteld [KOE02]. Nadelen van de ERP-
systemen zijn enerzijds de hoge kosten, vooral voor de implementatie, en anderzijds de 
beperkte aanpasbaarheid.  
Deze beperkte aanpasbaarheid is inherent aan de wijze hoe ERP systemen ontstaan: de 
functionaliteit van ERP-systemen is gebaseerd op de gemeenschappelijke wensen van de 
verwachte gebruikers [BAT02]. Hierbij wordt wel goed gekeken naar de huidige bekende 
informatiebehoeften, maar minder naar de toekomstige uitbreidingen [VAN06]. Door middel 
van configuratie is gedeeltelijk aanpassing van het ERP-systeem aan een specifiek bedrijf 
mogelijk. In de praktijk blijkt er toch meer nodig te zijn voor het specifieke karakter van het 
bedrijf en zijn aanpassingen in de vorm van maatwerk nodig [BRE01] [VAN06]. Naast dat dit erg 
duur is, blijkt dat dit ook een groot risico inhoudt van het beperkt of in het geheel niet 
lukken van de ERP-implementatie [BRE01].  
In de praktijk blijkt dat in bedrijven vaak eigen toepassingen worden ontwikkeld die het ERP-
systeem vervangen of aanvullen. Hulpmiddelen als Excel [KRA06] en Access worden veel 
gebruikt, vooral door eindgebruikers die de aanvullende functies nodig hebben voor hun 
dagelijks werk. Op zich is het niet verkeerd als gebruikers een deel van aanpassingen van 
systemen voor hun rekening kunnen nemen [DIT04], maar dat zouden deze aanpassingen wel 
geïntegreerd moeten zijn met het ERP-systeem en de overige zelf ontwikkelde aanvullingen.    
De huidige trend binnen administratieve systemen is dat het ERP-systeem op zich niet meer 
als de kern van de automatisering voor het bedrijf gezien wordt. De oplossing wordt meer en 
meer gezocht in een service gebaseerde architectuur (SOA) waarbij modulen van meerdere 
systemen met elkaar samenwerken en met elkaar communiceren via webservices [ERL05]. Een 
ERP-systeem kan daardoor geïntegreerd samenwerken met door het bedrijf zelf ontwikkelde 
deeltoepassingen. Hulpmiddelen in de vorm van applicatie frameworks als J2EE [SUN02], .NET 
[NET02] en open source [MCC05] bevorderen dit zelf ontwikkelen van de specifieke 
deeltoepassingen.  
Het in dit afstudeerproject ontwikkelde framework past in de trend van het zelf ontwikkelen 
van deeltoepassingen. Van de ERP systemen kan geleerd worden welke functionaliteit 
minimaal door het framework geleverd moet worden ter ondersteuning van het primaire 
bedrijfsproces. 
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2.4. Van ERP naar E-commerce 
Bedrijven staan niet alleen in de wereld maar wisselen ook gegevens uit met hun 
handelspartners. Aan de verkoopkant moeten klanten hun bestellingen kunnen plaatsen. 
Aan de inkoopkant moet een bedrijf zijn opdrachten bij leveranciers onderbrengen. De 
handelstransacties worden begeleidt door diverse papieren als orderbevestigingen en 
facturen. Deze papieren worden gegenereerd vanuit het administratieve systeem en daarna 
veelal handmatig overgenomen in het administratieve systeem van de handelspartner. Begin 
jaren ’90 zijn onder de noemer van Electronic Data Interchange (EDI) al initiatieven 
ontplooid om deze papierstroom ook geautomatiseerd uit te wisselen [KRE94]. Door de 
ingewikkelde en dure structuur is EDI uiteindelijk alleen door grote bedrijven toegepast. 
Door de toename van het internetgebruik is de ontwikkeling voor het elektronisch 
uitwisselen van handelsinformatie uitgemond in webservices [IBM04], [IBM07], [MIC07], [SAP07]. 
Webservices zijn een set van afspraken gebaseerd op het XML protocol waarmee 
koppelingen tussen geautomatiseerde systemen via het internet gerealiseerd kunnen 
worden [ERL05]. Deze standaards bevatten de afspraken voor het definiëren van een service,  
het publiceren van een service en het aanroepen van een service. Een voorbeeld van een 
service is een geautomatiseerd bestelformulier waarmee een bedrijf een order kan plaatsen 
bij zijn leverancier.  
Bij de ontwikkeling van het framework moet er rekening meegehouden worden dat het hele 
administratieve proces van plaatsen en afhandelen van de orders en betalingen via internet 
gaat verlopen [TUR00]. 
  
2.5. Administratieve Systemen Fundamenteel 
Hoewel standaard software op het gebied van administratieve systemen ruim verkrijgbaar is 
voor het marktsegment binnen dit afstudeerproject, blijkt uit onderzoek dat er een 
fundamenteel probleem ligt [MCA82]. Het eerste onderdeel van administratieve systemen dat 
geautomatiseerd werd waren de financiële systemen [BOL99]. Vrijwel alle standaard software 
is gebouwd op basis van de gebruikerswensen. De basis voor de financiële systemen wordt 
dan ook gevormd door het concept van dubbelboekhouden. Dit systeem voor het handmatig 
boekhouden is al in de 15
e
 eeuw beschreven door Pacioli [PAC1494]. Handmatig boekhouden 
volgens dit systeem kenmerkt zich door een grote mate van controleerbaarheid op 
handmatige fouten. In figuur 2.3 is onder klassieke boekhoudkundige verwerking weergeven 
dat de financiële mutaties stapsgewijs worden omgevormd naar de financiële rapportage als 
de jaarrekening. Financiële systemen die dit systeem hanteren zijn herkenbaar aan 
begrippen als dagboek, grootboek, journaalpost en het separaat boeken van debet- en 
creditbedragen.  
 
Figuur 2.3: boekhouden: klassiek versus REA  
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Echter de datamodellen die rechtstreeks afgeleid zijn uit dit systeem van dubbelboekhouden 
blijken te beperkt te zijn voor informatiebehoeften voor in- en externe verslaglegging die 
nodig is voor het nemen van managementbeslissingen [MCA82, BOL99]. In 1982 is door 
McCarthy [MCA82] een indrukwekkend artikel verschenen wat een universeel datamodel 
beschrijft voor financiële systemen zonder de specifieke financiële entiteiten als dagboek en 
grootboek. Dit model wordt het Resource-Event-Agent (REA) Accounting model genoemd. 
Uitgangspunt van REA is niet het bijhouden van de grootboektotalen, maar het registreren 
van de financiële gebeurtenissen (events). Verzamelen van informatie als grootboektotalen 
kan dan in een verwerkingsslag door de computer gebeuren. Een computer maakt, in 
tegenstelling tot handmatige verwerking, geen telfouten. Het registreren van de financiële 
gebeurtenissen kan dan ook met meerdere kenmerken als aantallen, bedragen en soort 
mutatie. Hieruit kan dan ook, naast de financiële bedragen, op andere dimensies, zoals 
aantallen, gerapporteerd worden op elk gewenst aggregatieniveau.   
In eerste instantie was het REA model opgezet voor het kunnen registreren van alle 
uitgevoerde bedrijfstransacties op financieel gebied. Nader onderzoek [MCA82, GEE00, GEE02, 
HRU06] heeft geleid tot een REA model waarmee de administratie van het gehele primaire 
bedrijfsproces verzorgd kan worden. Verkooporderbonnen, inkoopformulieren,  
productieopdrachten hebben de basis gevormd voor het datamodel en de huidige 
functionaliteit in de ERP-systemen. Net als bij de financiële systemen had dat als grote 
voordeel dat gebruikers zich herkenden in de  ERP-systemen, maar het nadeel was het 
ontstaan van allerlei specifieke bestanden voor verkoop, inkoop en productie. [HRU06]. 
Voortbordurend op het REA model bleek dat ook deze systemen vrijwel identieke 
verwerkingen kennen, zodat een algemeen model opgesteld kan worden die de inkoop, 
productie en verkoopprocessen administratief ondersteunen, waarbij de software op basis 
van een uniforme gegevensstructuur generiek ontwikkeld kan worden. 
 
2.6. Het REA model 
Het Resource-Event-Agent (REA) model is een inrichting- of datamodel wat de basis kan 
vormen voor een administratief systeem die het volledige primaire bedrijfsproces kan 
omvatten [HRU06]. Omdat vooraf nooit het volledige scala aan huidige en toekomstige 
gebruikerswensen voor zo’n administratief systeem overzien kan worden dient het 
datamodel zodanig opgezet te worden dat aanpassingen eenvoudig zijn te realiseren. Basis 
vormt het idee van het uniform gedetailleerd vastleggen van alle administratieve 
gebeurtenissen. Van daaruit kan met snelle computers geaggregeerde informatie naar alle 
inzichten gerapporteerd worden.  
Het REA basismodel (operationeel niveau), zoals weergegeven in figuur 2.4, onderscheidt 
drie verschillende entiteiten waarop alle financiële handelingen gebaseerd zijn [MCA82]: 
- Resource (bronobject): alle objecten die een economische waarde voor het bedrijf 
vormen. Bijvoorbeeld: voorraden, geld, machines en arbeid.  
- Event (gebeurtenis): alle bedrijfsactiviteiten die een direct effect hebben op de 
waardeverandering van bronobjecten. Bijvoorbeeld het verkopen van een artikel, 
het ontvangen van een betaling, etc 
- Agent (uitvoerder of verantwoordelijke): alle personen of groepen die extern of 
intern partij zijn in de economische gebeurtenissen. Bijvoorbeeld: klanten, 
leveranciers, verkoopmedewerkers 
Het vierde begrip wat tot de kern van het REA basismodel behoort is: 
- Duality (dualiteit): de onderlinge relatie tussen gebeurtenissen die aangeeft dat een 
economisch gebeurtenis die leidt tot een afname van een bepaald bronobject altijd 
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gekoppeld is aan een toename van een ander bronobject. Bijvoorbeeld: bij verkoop 
daalt het bronobject artikelen maar stijgt het bronobject geld. 
 
 
Figuur 2.4 het REA Model 
 
Bovenstaande vier begrippen zijn voldoende voor het voeren van een financiële 
administratie. Een volledige bedrijfsadministratie heeft hiernaast ook de behoefte tot 
registreren van de te verwachten gebeurtenissen. Verkoopprocessen in een winkel 
gebeuren direct, maar bij het kopen van een nieuwe auto moet na de bestelling de auto nog 
gemaakt worden. Het hele verkoop- en productieproces voorafgaande aan de 
waardeoverdrachtgebeurtenis moet bewaakt en gepland worden.  Door het toevoegen van 
twee kernbegrippen ontstaat het volledige REA model: 
- Commitment (toezegging): een belofte of overeenkomst tot het uitvoeren van een 
gebeurtenis in de toekomst. Bijvoorbeeld de verplichting tot leveren van een auto, 
of het doen van een betaling binnen 30 dagen. In het kader van een productieproces 
wordt in plaats van toezegging het begrip planning (schedule) gebruikt [HRU06] 
- Contract: het samenstel van beloften van toekomstige dualiteit. Bijvoorbeeld de 
levering van de auto heeft aan de andere kant de verplichting tot het doen van de 
betaling. 
Impliciet horen ook de relaties tussen de entiteiten tot het REA model: 
- Partij: de beide partijen bij een contract, leverancier en klant. 
- Clausule: de toezegging die bij het contract hoort zoals het leveren van goederen of 
het doen van de betalingen. 
- Participatie: de agent door wie een toezegging wordt gedaan, cq. de agent die de 
gebeurtenis verzorgd. 
- Reservering: het bronobject, bijv. artikel of geld waar de toezegging betrekking op 
heeft. 
- Reciprociteit: de onderlinge relatie tussen de toezeggen, bijv. bij de toezegging tot 
leveren van een artikel hoort de toezegging tot het doen van een betaling. 
- Fulfillment: de relatie tussen de toezegging en de uitgevoerde gebeurtenis, zoals de 
toegezegde levering die uitgevoerd is. 
- Mutatie: de wijziging in de hoeveelheid van een bronobject. 
Bij het opstellen van de ontologie van het uitgebreide REA model [GEE02] blijkt dat tezamen 
met de bovenstaande begrippen nog een belangrijk begrip ontstaat: 
- Type: aanduiding voor een administratieve beschrijving van een bronobject, 
gebeurtenis of agent in het kader van een verplichting. Bijvoorbeeld het fysieke 
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bronobject: auto is pas bij de gebeurtenis aflevering aanwezig. De specificaties van 
de nog te leveren auto bij een verplichting worden aangeduid met type.  
 
2.7. Het REA model in administratieve patronen 
Het REA model is vooral een datamodel. Daarnaast bestaat een administratieve applicatie 
uit functionaliteiten waarmee dit datamodel ontsloten wordt. Door Hruby [HRU06] is het REA 
model in de vorm van administratieve patronen (business patterns) beschreven. Deze 
patronen zijn gegroepeerd afgebeeld in figuur 2.5. 
  
 
Figuur 2.5 Hruby business patterns  
 
Hruby maakt onderscheid tussen drie groepen patronen. De basisgroep wordt gevormd door 
de patronen: REA handelsproces (exchange process), REA productieproces (conversion 
process) en REA waardeketen (value chain). Het REA handelsproces patroon omvat het in- 
en verkoopproces tussen een bedrijf en zijn partners. Het REA productieproces patroon 
omvat het voortbrengingsproces binnen een bedrijf waarbij producten uit goederen worden 
geproduceerd. Het REA waardeketen patroon vormt de verbindende schakels tussen de 
handels- en het productieprocessen, bijvoorbeeld geproduceerde producten die verkocht 
worden. Deze drie basispatronen omvatten de verschillende ordeningsmogelijkheden en -
regels van de drie REA basisbegrippen: bronobject, gebeurtenis en agent aangevuld met de 
regels rond de dualiteit. Deze eerste groep van patronen wordt aangeduid als de 
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operationele laag: het gaat om administratieve vastlegging van gebeurtenissen die 
plaatsgevonden hebben. 
De tweede groep van administratieve patronen beschrijft de algemene regels voor 
gebeurtenissen die wel of niet in de toekomst zouden moeten plaatsvinden. Hierin bevinden 
zich de business patterns toezegging, contract en planning die de regels uitwerken voor de 
overeenkomende begrippen uit het REA model van de vorige paragraaf. Deze groep wordt 
aangevuld met de business patterns: groepering (group), typering, voorwaarde (policy), 
structuur (linkage), bevoegdheid (responsibility) en verantwoordelijkheid (custody).  
- Group heeft als doel om verschillende ordeningen van REA entiteiten te kunnen 
specificeren, voorbeelden zijn het indelen van klanten in regio’s of  het indelen van 
klanten in grootte.  
- Type heeft als doel een specificatie of definitie van een bronobject, gebeurtenis, 
agent, verplichting of contract vast te leggen. Met een type van een resource wordt 
de reservering of planning vastgelegd.  In tegenstelling tot groep worden met type 
homogene verzamelingen aangeduid.  
- Policy is bedoeld voor het vastleggen van regels en beperkingen (constraints) bij 
handels- en productieprocessen. Voorbeeld is een regel waarmee verboden wordt 
om sigaretten (=bronobject) aan minderjarigen (=agent) te verkopen (=gebeurtenis).  
- Linkage geeft de mogelijkheid om hiërarchische structuren als stuklijsten te 
definiëren.  
- Responsibility legt de onderlinge, hiërarchische verhoudingen tussen agenten vast.  
- Custody is bedoeld om interne verantwoordelijkheden van agenten voor 
bronobjecten vast te leggen.  
 
De bovenstaande twee groepen vormen een complete definitie van alle administratieve 
patronen die nodig zijn als fundament voor hedendaagse administratieve applicaties. Deze 
basis is onafhankelijk van de functionaliteit: bedrijfs- en gebruikerswensen Voor een 
administratieve applicatie dient deze functionaliteit naar behoefte toegevoegd te kunnen 
worden. Voorbeelden zijn eisen ten aanzien van codering van resources als artikelnummers, 
klantcodes, eisen voor het kunnen vastleggen van kenmerken van producten of leveranciers 
of eisen voor het afdrukken van facturen. Al deze mogelijke aanpasbare functionaliteit kan 
beschreven worden door middel van gedragspatronen (behavioral patterns). Deze lijst van 
gedragspatronen is niet uitputtend, doordat er in de praktijk altijd weer nieuwe eisen en 
wensen ontstaan. Wel is het de bedoeling om, in de lijn van de basispatronen, ook deze 
gedragspatronen zo generiek mogelijk te definiëren, zodat door middel van parameters 
verschillende soorten wensen gerealiseerd kunnen worden.  
In het volgende hoofdstuk over software architectuur zal toegelicht worden dat deze 
basispatronen  van gewenste functionaliteit als aspecten in de applicatie ingepast dienen te 
kunnen worden. 
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3. Software architectuur 
In dit hoofdstuk wordt de software architectuur bepaald waaraan het te ontwikkelen 
framework dient te voldoen. Bij de beschrijving door Hruby [HRU06] van het REA model in de 
vorm van administratieve patronen worden indicaties voor mogelijke technische realisatie 
gegeven. Hierbij komen software engineering begrippen: patterns,  frameworks, aspecten en 
model-driven design aan de orde. In dit hoofdstuk worden deze begrippen nader verkend. 
Op basis van deze verkenning wordt de basis gelegd  voor de technische realisatie van het 
applicatieraamwerk (=framework) binnen dit afstudeerproject. Als laatste wordt kort 
gemotiveerd dat het Symfony framework [SYM06] een goede technische basis voor dit 
afstudeerproject vormt. 
 
3.1. Begrippenkader 
Software architectuur maakt deel uit het van het vakgebied software engineering. Software 
engineering kan gedefinieerd worden als de engineeringdiscipline die alle aspecten omvat 
van de software productie en gebruik, gedurende de gehele levenscyclus van een sofware 
applicatie [SOM07]. Deze aspecten variëren van organisatiezaken tot en met systeemzaken 
[FOS07].  Anderen benadrukken dat software engineering met name speelt bij de grotere 
software applicaties, die door multidisciplinaire teams worden ontwikkeld [BRU03, GHE02, VLI00]. 
Software engineering wil ervoor zorg dragen dat de software, die ontwikkeld wordt, voldoet 
aan de gestelde eisen en wensen van de gebruikers van de software. In relatie tot andere 
engineeringvakgebieden als bouwkunde, werktuigbouw en elektrotechniek is software 
engineering nog erg jong. Het mislukken van softwareprojecten komt nog steeds te veel 
voor.  Daarnaast verschilt software engineering ten opzichte van andere engineeringstudies 
op de factoren complexiteit en veranderlijkheid (change) [BRU03]. Complexiteit in de software 
is inherent aan de vrijwel oneindig aantal alternatieve oplossingsmogelijkheden voor elk 
deelprobleem. Veranderlijkheid in de zin van het anticiperen op verandering, omvat de 
verwachting dat software zich continu dient aan te kunnen passen aan veranderende 
omstandigheden. 
Voor het verminderen van de invloed van de factor complexiteit draagt het vakgebied zowel 
procesmatige als technische oplossingen aan. Procesmatig betreft dit o.a. organisatie, 
onderverdeling in processtappen en documentatie. Technisch zijn er o.a. technieken voor 
modellering (zoals UML), programmering en testen 
Het verminderen van de invloed van de factor change wordt aangeduid met design for 
change [PAR72]. De twee belangrijkste concepten zijn software modulering en hergebruik 
[BRU03]. Modulering technieken als koppeling en cohesie [VLI01] leiden tot software modulen of 
componenten die eenduidig een bepaalde functie verzorgen. Veranderingen zijn dan 
gemakkelijk door te voeren omdat duidelijk aanwijsbaar is waar iets veranderd moet 
worden. Hergebruik betreft het ontwikkelen van algemeen toepasbare software 
componenten. Door deze eenmalig te ontwikkelen en zorgvuldig te testen zijn het geen 
onzekere factoren meer in software projecten. Hergebruik beperkt zich niet alleen tot 
technische componenten maar vindt ook toepassing in software architectuur [SOM06]. 
Software architectuur, ook wel applicatie architectuur [SOM06] genoemd, is het deelgebied 
wat zich bezig houdt met het fundament of de basisindeling van een applicatie [AND05]. Dit 
fundament omvat de structuur waarbinnen de verschillende softwarecomponenten van de 
applicatie geplaatst worden. Dit fundament bestaat dan uit herbruikbare 
standaardcomponenten, waarvan duidelijk is hoe deze in een applicatie werken. 
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3.2. Van Design Patterns tot Framework 
Al jaren speelt het begrip design patterns in het softwareontwerp en het programmeren een 
rol. Wanneer in de softwareliteratuur gesproken wordt over design patterns wordt vrijwel 
altijd verwezen naar het boek: “Design Patterns, Elements of Reusable Object-Oriented 
Software” [GAM95]. Dit boek geeft een gestructureerd opzet van 
standaardoplossingen voor het ontwerpen van herbruikbare object 
georiënteerde software. Een informele omschrijving van een design pattern 
is ‘een standaardoplossing voor een algemeen probleem in een bepaalde 
context’ [BOO99]. Het voordeel van het hebben van een standaardoplossing 
voor deelproblemen is dat niet elk deelprobleem opnieuw uitgezocht, 
uitgewerkt en uitgetest hoeft te worden. Verder bieden design patterns 
een begrippenkader: het verwijzen naar de standaardoplossing geeft al voldoende 
informatie hoe een bepaalde oplossing geïmplementeerd moet worden. Zo is de trend 
ontstaan om bij het beschrijven van hulpmiddelen voor de softwareontwikkeling te praten 
over patterns en practices om aan te geven hoe de software het beste ontwikkeld kan 
worden. 
Een aanvulling op de toepassing van design patterns vormt het framework. Een framework is 
een herbruikbaar applicatieskelet waarvan de specifieke opvulling bepaald wordt door het 
bedrijfsproces waarvoor de applicatie dient [FAY97]. Naast de design patterns vormen ook 
componenten de onderdelen van een framework [JOH97]. Uit de verwijzing blijkt dat de 
theoretische basis voor een framework al een decennia geleden is gelegd. Component based 
development [BRO00] is de voorloper van Service Oriented Architecture (SOA), de huidige 
trend in de softwareontwikkeling [ERL05]. De ontwikkelomgevingen .NET [NET02] en Java/J2EE 
[SUN04] zeggen ook een framework te zijn, maar bieden de ontwikkelaars geen vastgestelde 
solide basis voor een applicatie. Binnen de open source wereld zijn frameworks afgeleid van 
Ruby-On-Rails [THO06] favoriet voor webdevelopment. 
Bij het vergelijken van deze ontwikkelomgevingen blijkt dat qua software architectuur deze 
ontwikkelingen leiden tot een standaard architectuur met de basiselementen 
lagenstructuur, model-view-controller (MVC) indeling en object-relational 
mapping (ORM) [FOW03]. ORM omvat de afbeelding van de 
applicatieobjecten op de relationele database structuur [KEL97]. De 
lagenstructuur deelt de applicatiestructuur in drie hoofdlagen: presentatie, 
applicatie of bedrijfsregels en data laag. De noodzaak van de scheiding 
tussen presentatielaag en applicatielaag is o.a. aangetoond in de paper: 
“Enforcing Strict Model-View Separation in Templated Engines” [PAR04]. De 
scheiding tussen bedrijfsregels en  datalaag wordt verzorgd door de ORM. 
Het MVC pattern betreft de verwerking van de gebruikersinteractie. Centraal hierbij is de 
controller, die allereerst de gebruikersinvoer opvangt, controleert, verwerkt en relateert aan 
het model en daarna de  vervolgview voor de gebruiker opbouwt. 
 
3.3. Model Driven Engineering (MDE)  
De belofte van model-driven engineering (MDE) is dat software met minder inspanning 
gemaakt en onderhouden kan worden wanneer de software gebouwd wordt op basis van 
modellen in plaats van met programmaregels [DEU07]. MDE is voortgekomen uit het initiatief 
van de object management groep voor model driven architecture (MDA) [SOL00]. MDA legt 
vooral de nadruk op het specificeren van platform onafhankelijke modellen, van waaruit de 
platform specifieke modellen worden gegenereerd. MDE richt vooral op het toepassen van 
MDA. Modellen definiëren wat variabel is in een applicatie. De ontwikkelaar ontwerpt door 
middel van de modellen. Deze modellen worden stapsgewijs automatisch omgezet naar een 
applicatie [FRA07]. De uitdaging is het ontwerpen van modellen die enerzijds alle aspecten van 
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de gewenste applicatie modelleren, maar die anderzijds ook onderling controleerbaar en 
consequent zijn. Onderzoek richt zich o.a. op formele talen en systematische model 
testtechnieken [FRA07]. 
Gerelateerd aan de modellen uit MDE zijn de domain specific languages (DSL). Domain 
specific languages zijn programmeertalen waarbij de notaties en concepten toegespitst zijn 
op een specifiek applicatiedomein, zoals bijv. YACC bij compilerbouw, SQL voor relationele 
database opdrachten en XSLT voor document transformatie. Domain specific language staan 
tegenover de general purpose languages (GPL) die in principe geschikt zijn voor alle 
applicaties. Bijvoorbeeld met de programmeertaal C worden zowel besturingssystemen als 
administratie applicaties geschreven. Elke DSL heeft een taalgrammatica en een basis 
raamwerk (framework) waarbinnen de DSL taalconcepten worden uitgevoerd, bijvoorbeeld 
elke SQL opdracht moet immers vertaald worden naar bewerkingen op de fysieke database.  
Daar waar modellen vooral geschikt zijn voor het beschrijven van structuren, zijn DSL’s 
geschikter voor het beschrijven van verwerkingslogica [DEU07].  
Op dit moment vindt er veel onderzoek plaats naar het realiseren van de beloften van MDE. 
De verwachting is dat de volledige realisatie van de beloften nog wel enkele jaren zal duren 
[FRA07]. Het raamwerk van dit afstudeerproject sluit wel aan bij de basisgedachten van MDE: 
door middel van een model het specificeren van de applicatiefunctionaliteit en het benutten 
van een applicatieframework waarbinnen de modellen omgezet worden naar een 
executeerbare applicatie. 
 
3.4. Aspect Oriented Programming 
In onderzoek naar model-driven engineering (MDE) wordt verwezen naar aspect oriented 
programming (AOP) als een oplossingsrichting voor het modelleren van de verschillende 
aspecten (concerns) van een applicatie [FRA07].  
 
Figuur 3.1 Basisprincipe van Aspect Oriented Programming (AOP) 
 
Aspect Oriented Programming is ontstaan vanuit het onderscheid wat gemaakt wordt bij het 
programmeren tussen de programmaregels die geschreven worden om de functionaliteit 
mogelijk te maken en de programmaregels die geschreven worden om overkoepelende 
aspecten als foutafhandeling, logging, beveiliging en programmatechnische optimalisatie te 
realiseren [KIC97]. De programmaregels voor de functionaliteit ontstaan vanuit het analyse en 
ontwerp van een applicatie, waarbij de totale functionaliteit door stapsgewijze verfijning 
wordt opgesplitst in eenduidige procedures, functies of klassen. De programmaregels voor 
aspecten als foutafhandeling ontstaan vanuit niet-functionele eisen zoals robuustheid of 
performance van de applicatie. Deze programmaregels komen in elke functionele module 
weer terug. Ze worden daarom ook wel cross-cutting concerns genoemd [SOM07]. Bij het 
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toepassen van AOP worden de programmaregels voor enerzijds de functionaliteit en 
anderzijds de niet-functionele eisen elk separaat ontwikkeld en tijdens compilatie of 
executie worden de programmaregels via een tool samen geweven tot de applicatie. In 
figuur 3.1 is dit principe in hoofdlijnen weergegeven. Links staan de geprogrammeerde 
functionaliteit modulen. Boven staan de aspecten. Bij compilatie worden de aspecten 
geplaatst in de functionaliteit, waarbij het geheel tijdens programma executie wordt 
gebruikt. 
Een onderzoek [KIC97] toonde aan dat voor een bepaalde applicatie het aantal 
programmaregels specifiek voor de functionaliteit minder dan 3% van het totaal aantal 
programmaregels bleek te zijn. Voor de implementatie van de niet-functionele eisen bleken 
de overige 97% nodig te zijn. Na toepassing van AOP kon deze verhouding weer 
teruggebracht worden naar ongeveer 17% : 83%. In de vorm van AspectJ [HUN06] worden de 
principes van AOP toegepast bij het ontwikkelen van applicaties in J2EE. In de eerste versies 
van J2EE betekende het feit dat een Java klasse als een EJB gebruikt moest worden dat er 
vele extra programmaregels voor de interfaces geschreven moesten worden. In de laatste 
versie van J2EE voldoet het toevoegen van een enkele annotatie. Deze annotatie wordt 
tijdens programmacompilatie omgezet naar functionele verwerkingen. 
AOP werd ontwikkeld voor de niet-functionele aspecten. Voortgaand onderzoek [HRU06, THA07] 
toont aan dat AOP ook toepasbaar is bij de functionele aspecten. De functionele aspecten 
van een applicatie kunnen onderverdeeld worden in structuuraspecten en gedragaspecten. 
De structuuraspecten omvatten de onafhankelijke onderdelen, bijvoorbeeld het vastleggen 
van een contract omvat het registreren van de contractpartners en contractkenmerken als 
identificatie en contracttermijn. Afhankelijk van de toepassing wordt bijvoorbeeld de 
identificatie van een contract met een oplopend volgnummer verzorgd of met een 
handmatig in te geven unieke code. Ditzelfde geldt ook voor de identificatie van een 
contractpartner. Deze alternatieve oplossingen worden gezien als de gedragaspecten 
waarmee de structuurelementen, in dit geval identificatie, vormgegeven worden. 
Bijvoorbeeld programmaregels voor het beheren van de volgnummers voor contracten of 
contractpartners kunnen immers hetzelfde zijn. Qua gedrag (ook wel implementatie 
genoemd) is het aan de gebruiker om te bepalen hoe de vormgeving is. Bijvoorbeeld de ene 
gebruiker wil dat contracten automatisch genummerd worden en de andere gebruiker wil  
zelf de nummering van de contracten beheren. 
 
 
Figuur 3.2 Aspect Oriented Programming volgens Hruby 
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Het onderzoek van Hruby (e.a.) naar het bouwen van flexibele en aanpasbare 
softwareapplicaties heeft geresulteerd in een patent toekenning [HRU08]. Dit bewijst de 
uniciteit van deze oplossing. In deze oplossing wordt een applicatie onderverdeeld in drie 
onafhankelijke onderdelen: business objecten, aspecten en events.  
- Business objecten vormen de real-world concepten zoals klant, order en artikel.  
- Aspecten vormen de configureerbare functionaliteit in vorm van algemeen 
toepasbare software oplossingen. Bijvoorbeeld identificatie: het bepalen van een 
nieuw nummer voor een order. 
- Events zijn de taken of situaties waarop een applicatie dient te reageren, 
bijvoorbeeld wanneer er een order binnenkomt van een nieuwe klant. 
Door middel van configuratie worden deze drie onderdelen samengevoegd tot een 
specifieke applicatie. Aspecten vormen de configureerbare functionaliteit in vorm van 
algemeen toepasbare software oplossingen. In figuur 3.2 is dit in hoofdlijnen weergegeven, 
in bijlage A wordt de oorspronkelijke figuur uitgewerkt. Binnen dit concept worden de 
business objecten samengesteld door deze te koppelen aan aspecten, bijvoorbeeld het 
object klant wordt gekoppeld aan de aspecten identification, via het nummer, en location, 
via het postadres. De events worden enerzijds gekoppeld aan de businessobjecten en 
anderzijds aan de aspecten die de functionaliteit uitvoeren. Bijvoorbeeld het event: nieuwe 
klant wordt gekoppeld aan het business object klant en aan het de aspect identificatie voor 
het uitgeven van een klantnummer. 
 
3.5. Keuze technisch framework 
Door het bedrijf, waar het afstudeerproject is opgestart, is het gebruik van de 
programmeertaal PHP [PHP08]  als voorwaarde gesteld voor de realisatie van het framework. 
PHP, een recursief acroniem voor PHP: Hypertext Preprocessor, is één van de populaire web 
programmeertalen [TIO08]. PHP is een scripting taal [OUS98] met als kenmerken: 
geïnterpreteerd en dynamisch getypeerd. Dynamische typering van variabelen houdt in dat 
variabelen niet vooraf gedeclareerd worden, maar dat de context waarbinnen de variabele 
wordt gebruikt het type bepaalt [SEB03]. Voordeel hiervan is dat gedurende de loop van het 
programma variabelen kunnen ontstaan en gebruikt kunnen worden afhankelijk van hun 
momentane typering. Nadeel is dat er vooraf (bij compilatie of inladen van het programma) 
geen typecontrole kan plaatsvinden, zoals bij programmeertalen als Java, C en Pascal wel het 
geval is. PHP is ontstaan als een imperatieve programmeertaal, maar vanaf versie 5.0 biedt 
PHP daarnaast ook de mogelijkheid om objectgeoriënteerd te programmeren.  
Een positief kenmerk van de scripting talen als PHP, Perl en Python is dat ze gebruik maken 
van uitgebreide standaard functiebibliotheken [CAR05] waarmee webgeoriënteerde 
applicaties in weinig programmeerregels gerealiseerd kunnen worden. Veel 
wetenschappelijk onderzoek naar de kwaliteit van de programmeertaal PHP heeft er niet 
plaatsgevonden. PHP wordt erkend als een taal, naast Perl, Python en Ruby die de trends in 
web application development bepalen [JAZ07]. Ook komt PHP naar voren toe als een 
bruikbare programmeertaal om beginners te leren programmeren [PAR06]. Nadelen kent PHP 
ook, de belangrijkste zijn: loose-typing en performance [WRI09]. Met name de afwezigheid van 
een typering van variabelen is een nadeel, omdat tijdens programma ontwikkeling foutief 
gebruik van variabelen niet geconstateerd kan worden. 
Voor de implementatie van een applicatiearchitectuur bestaande uit de basispatronen: 
model-view-controller (MVC) indeling en object-relational mapping (ORM) zijn er al vele 
open source oplossingen voorhanden [PAL06]. Criteria voor de keuze van het basis framework 
voor dit afstudeerproject zijn: mate van implementatie van de basispatronen, 
volwassenheid, uitbreidbaarheid en documentatie van het PHP framework. Met name door 
de kwaliteit van de documentatie [ZAN07], het bieden van de modelleringmogelijkheden en de 
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uitbreidbaarheid is er gekozen voor het Symfony framework. Symfony implementeert het 
MVC pattern gecombineerd met een front controller [FOW03], een routing mechanisme, een 
filter systematiek [ZAN07] en een meerniveau template afhandeling [FOW03] gebaseerd op het 
decorator pattern [GAM95]. In figuur 3.3 worden deze onderdelen weergegeven. Het routing 
mechanisme zorgt voor een vertaalslag tussen gebruikersvriendelijke URL’s en de interne 
applicatiestructuur. De filter systematiek implementeert aspect oriented principes (AOP) 
met mogelijkheden om bijvoorbeeld authenticatie en logging geheel onafhankelijk van de 
functionaliteit af te handelen.  ORM mapping van Symfony wordt gerealiseerd met doctrine 
[POT09][WAG09] , een ORM framework gebaseerd op  row-data-gateway  en table-data-gateway 
patterns [FOW03]. De volwassenheid van Symfony blijkt ook uit het aanwezig zijn van 
mogelijkheden als caching, debugging tools, logging, security en unit- en functional testing. 
Qua aanpasbaarheid en uitbreidbaarheid kent het Symfony framework de mogelijkheden 
van het factory pattern [GAM95] waarmee alle kern-klassen uitbreidbaar zijn. Ook biedt 
Symfony een plugin en event mechanisme. Het event mechanisme is gebaseerd op het 
observer pattern [GAM95]. De conclusie is dan ook dat het Symfony framework een bruikbare 
technische basis voor het administratieve raamwerk kan vormen. 
 
 
Figuur 3.3 De basiselementen van Symfony 
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4. Functioneel ontwerp 
In de voorgaande hoofdstukken is gemotiveerd dat er een raamwerk voor administratieve 
systemen ontwikkeld gaat worden dat wordt samengesteld uit de REA business patterns als 
administratief framework en design patterns voor webapplicaties, zoals geïmplementeerd in 
Symfony, als technisch framework. 
In dit hoofdstuk wordt de casus beschreven, die als referentie voor dit afstudeerproject met 
dit voorgestelde framework is gebouwd. Het doel is  valideren dat het mogelijk is dat met 
het framework een aanpasbare en uitbreidbare administratieve applicatie gebouwd kan 
worden. 
Allereerst zal de huidige situatie van de applicatie en de analyse van de problemen in deze 
applicatie uitgewerkt worden Dit vormt de aanzet tot het opstellen van de belangrijke 
functionele features van de gewenste applicatie. Op basis van deze applicatiescope zullen de 
REA business patterns bepaald worden, zowel door het toepassen van reeds bekende REA 
patterns als het samenstellen van nieuwe algemeen toepasbare REA patterns. 
 
4.1. Huidige situatie 
Het bedrijf waar de applicatie voor dit afstudeerproject zich op richt betreft een Internet 
Service Provider (ISP). Een ISP levert internetproducten aan particulieren en bedrijven. De 
ISP is de tussenschakel tussen haar klanten: particulieren en bedrijven en carrier service 
providers als KPN, Versatel en BBned. Naast doorlevering van de internettoegang verzorgt 
de ISP zelfstandig aanvullende internetproducten zoals e-mail, domeinregistratie en hosting. 
Daarnaast wordt ook digitale telefonie (Voice over IP, VoIP) als product geleverd. 
De ISP levert haar producten als services: de klant krijgt een aansluiting en 
internetmogelijkheden tegen betaling van een vast maand- of jaarbedrag. Verder vindt er 
aanvullende verrekening van het verbruik plaats voor dataverkeer, server ruimte of 
telefoongesprekken. Het productmodel komt deels overeen met nutsvoorzieningen als de 
levering van elektriciteit, gas, water, telefonie en kabeltelevisie. 
 
 
Figuur 4.1 Primaire bedrijfsproces van een Internet Service Provider (ISP) 
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In figuur 4.1 wordt in hoofdlijnen het primaire bedrijfsproces weergegeven. De interne 
organisatie van de ISP omvat de volgende afdelingen: 
- ISP Orderdesk: de taken van deze afdeling zijn: zorgen voor de telefonische verkoop 
van services, het aansturen van interne en extra partijen (zoals Carrier Services) die 
de services in werking moeten zetten, het verzorgen van de periodieke facturering 
en het controleren van de binnenkomende facturen van leveranciers van 
internettoegang. 
- NOC (network operation center): de taak van deze afdeling is het in werking zetten 
en in werking houden  van de services en de onderliggende technische 
infrastructuur. 
- Support: de eerste taak van deze afdeling is het zorgen voor de telefonische 
ondersteuning van klanten met problemen rond hun lopende services. Verder wordt 
aanvullende 2
e
 lijn support verleend voor het oplossen van problemen.  
- Staf (niet in de figuur genoemd): deze afdeling verzorgt de centrale boekhouding, 
personeelsadministratie, marketing, inkoop 
Externe partijen zijn: 
- Klant: de afnemer van de diensten van de ISP 
- Carrier Services: de leverancier van de netwerkverbinding 
De servicelevering wordt ondersteund door een in eigen huis ontwikkelde 
softwareapplicatie. Deze applicatie is sterk datagericht en omvat het kunnen vastleggen van 
relaties, diensten, orders, services en supportverzoeken. De applicatie ondersteunt ook de 
periodieke facturering van de services. De hoofdmoot van de relaties vormen de klanten. 
Diensten zijn de  productspecificaties, die door de ISP in de vorm van de services aan 
specifieke klanten daadwerkelijk geleverd worden. Services zijn de geleverde producten. 
Orders zijn de door de klanten geplaatste opdrachten voor het realiseren, veranderen of 
opheffen van de services. De orders omvatten ook de opdrachten naar de interne afdeling 
operations en naar de externe internetproviders (carrier services). Andere applicaties van de 
ISP zijn o.a. de systemen voor de realisatie van de e-maildiensten, domeinregistratie, hosting 
en VoIP. 
 
4.2. Knelpunten 
Het belangrijkste knelpunt van de huidige softwareoplossing is de beperkte aanpasbaarheid 
bij zowel grote als kleine veranderingen in het productaanbod van het bedrijf. Kleine 
veranderingen zijn bijvoorbeeld introductie van een nieuwe dienst, nieuwe leverancier of 
nieuwe features binnen het bestaande productportfolio. Deze veranderingen hebben vooral 
betrekking op het kunnen vastleggen van extra technische en/of commerciële kenmerken 
(attributen) bij bestaande diensten. Grote veranderingen zijn bijvoorbeeld de introductie 
van een nieuw productportfolio, bijvoorbeeld de introductie van VoIP (Voice over IP 
diensten) of zakelijke netwerkdiensten naast de reeds bestaande diensten. Een nieuw 
productportfolio betekent dat het vastleggen van andere diensten, orders en services met 
voor het productfolio benodigde eigen specifieke commerciële en technische kenmerken 
(attributen) mogelijk moet worden. 
De beperkte aanpasbaarheid van de applicatie is deels te herleiden tot de werkwijze bij het 
ontwikkelen van de softwareapplicatie. De applicatie is ontstaan binnen een kleine 
organisatie met een overzichtelijk productaanbod en werkwijzen. Bij de groei van de 
organisatie en vergroting van het productaanbod is ook de applicatie continu uitgebreid, 
zonder dat er nagedacht is over een goede algemene basisstructuur.  
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4.3. Ontwerp 
Het opstellen van het functioneel ontwerp binnen het kader van dit afstudeerproject bestaat 
uit het afbeelden van de ISP applicatiebehoeften op het REA model [HRU06]. De eerste stap 
hierbij is het bepalen van de REA waardeketen (value chain) in de bedrijfsprocessen. Hierna 
dient elk bedrijfsproces als handels- of productieproces gemodelleerd te worden naar REA 
structuurentiteiten. Tenslotte dient de gewenste functionaliteit in de vorm van 
gedragspatronen (behavioral patterns) bepaald te worden. 
 
4.3.1. Waardeketen 
Een waardeketen binnen een bedrijf is de keten van waardetoevoegende processen die de 
waarde van de te bewaken waardebronnen (=resources) wijzigen. Door het bedrijf dient zelf 
allereerst bepaald te worden welke waardebronnen bewaakt dienen te worden. Door de ISP 
worden de volgende waardebronnen belangrijk gevonden: de te verkopen services en de 
verleende hoeveelheid support. Voor de te verkopen service vindt de ISP het belangrijk om 
de directe interne werkzaamheden, het beslag op het interne computerpark en de 
ingekochte externe services te bewaken. Niet belangrijk wordt het gevonden om de 
indirecte kosten zoals loon overige medewerkers, gebouwhuur, afschrijving  en 
kantoorkosten continu te bewaken.  
De REA waardeketen voor de ISP is weergegeven in figuur 4.2. Binnen deze waardeketen 
worden de essentiële bedrijfsprocessen onderscheiden naar handel (exchange) en productie 
(conversion) processen. Handel processen voegen waarde toe door uitwisseling van rechten 
op waardebronnen. Conversie processen voegen waarde toe als gevolg van interne 
productie waarbij waardebronnen worden gebruikt of geconsumeerd en nieuwe 
waardebronnen worden geproduceerd.  
 
 
Figuur 4.2 ISP waardeketen 
 
In figuur 4.2 worden de volgende handel processen onderscheiden: 
- Service verkoop: het verkopen van de services aan de klanten. Dit omvat het 
verstrekken van de service en het ontvangen van periodieke betalingen voor de 
services van de klanten.  
- Support verlening: het verlenen van telefonische ondersteuning aan de klanten. Het 
recht op de ondersteuning is bij de verkoop van de service inbegrepen [NEW09]. 
- Inkopen: het inkopen van service, ondersteunende hardware (zoals modems) en 
netwerkapparatuur. De ISP wil deze drie inkoopstromen binnen zijn applicatie 
kunnen splitsen. 
Niet in de figuur weergegeven, maar wel aanwezig bij de ISP zijn de processen: 
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- BTW aangifte: het verzorgen van de maandelijkse BTW aangifte op basis van het 
verschil tussen de bij de verkopen ontvangen BTW en bij de inkopen betaalde BTW. 
- Arbeid verwerving: dit waardeproces is bedoeld voor het kunnen registreren van de 
directe werkzaamheden voor het verlenen van support en het inrichten en 
realiseren van de services. 
Het volgende productieproces wordt onderscheiden: 
- Inrichten services: dit omvat alle werkzaamheden om te zorgen dat een door een 
klant bestelde service ingericht wordt, zowel bij één van de leveranciers als in de 
interne systemen. 
 
4.3.2. REA model 
Hruby gaat er vanuit dat elk bedrijfsproces in principe als onafhankelijk software component 
geïmplementeerd zou kunnen worden [HRU06, p 64]. Voor het realiseren van de applicatie dient 
er een REA model opgesteld te worden voor elk bedrijfsproces. In dit afstudeerproject wordt 
alleen het opstellen van het REA model voor het belangrijke bedrijfsproces Service verkoop 
uitgewerkt. Allereerst geldt de constatering dat het REA model voor de Service verkoop 
betrekking heeft op de beide niveaus: beleid (policy) en uitvoerend (operational) [GEE06]. Op 
beleidsniveau vindt de verwerking van de opdracht van de klant plaats en op uitvoerend 
niveau de daadwerkelijke levering (fulfillment) van de service aan de klant.  
 
 
Figuur 4.3 REA model van het Service verkoop bedrijfsproces 
 
In figuur 4.3 is het REA model van het bedrijfsproces Service verkoop weergegeven. Op 
beleidsniveau zijn de REA entiteiten: contract, commitment en resource type aanwezig. Deze 
vertegenwoordigen de bestelling en ordervoorwaarden (via de claim relaties) van de klant 
aan de ISP voor de levering  van een bepaalde service. Op uitvoerend niveau staan de REA 
entiteiten: event en resource. Deze vertegenwoordigen de daadwerkelijke levering (via de 
fulfillment relatie) van de service aan de klant en de betaling voor deze service aan de ISP. 
Om tekentechnische redenen zijn hiervan de resource types op beleidsniveau niet 
weergegeven. De agents: Klant en ISP-medewerker met hun provide en receive relaties zijn 
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zowel op beleid- als op uitvoerend niveau weergegeven (om tekentechnische redenen zijn ze 
ook twee keer opgenomen in het diagram). 
 
4.3.3. Gebruikersfunctionaliteit 
De laatste stap in het functioneel ontwerp vormt de bepaling van de gewenste 
gebruikersfunctionaliteit in de vorm van gedragspatronen (behavioral patterns). Hruby heeft  
twaalf gedragspatronen beschreven [HRU06]. Door de algemene vorm van deze 
gedragspatronen is het aannemelijk dat deze gedragspatronen vrijwel allemaal ingepast 
worden voor de gewenste functionaliteit voor de ISP applicatie. Enkele voorbeelden: 
- Identification Pattern: het vastleggen van de identificerende sleutels voor de 
entiteiten zoals producten (resources) en relaties (agents) 
- Location Pattern: het vastleggen van de fysieke locatie van een service. 
- Materialized Claim Pattern: dit patroon kan gebruikt worden voor het opmaken en 
registreren van de rekeningen aan de klanten voor hun services. 
- Reconciliaton pattern: het vastleggen van deel-betaling van een service. 
- Due Date Pattern: de planning van de realisatie van services en het afgeven van een 
verwachte opleverdatum van een bestelde service. 
- Description Pattern: het vastleggen van de technische en commerciële 
productbeschrijvingen 
Bij het opstellen van het functioneel ontwerp van de applicatie vormen de 
gebruikerswensen de basis voor het bepalen op welke wijze en waar in de applicatie deze  
gedragspatronen gebruikt worden.  
 
4.3.4. Productkenmerken 
Voor het flexibel en aanpasbaar kunnen vastleggen van productkenmerken is er nog geen 
standaard patroon beschikbaar. Een eerste notie van de behoefte voor zo’n patroon is 
beschreven door Hruby [HRU06]. Maar het daar genoemde modelelement: economic resource 
specification wordt ingevuld door het modelelement: type begrip [GEE06], waarbij verwerking 
van de specificaties buiten beschouwing blijft. Een nadere uitwerking voor het flexibel en 
aanpasbaar vastleggen van eigenschappen (=properties) wordt gegeven door Jaquet en 
Osterbye [JAQ07]. Als oplossing wordt het Active Object-Model (AOM) [FOO98], [YOD01] 
aangewezen voor het flexibel en aanpasbaar vastleggen van alle attributen. Qua 
implementatie in de database betekent dit dat voor een gegevenstabel in feite geen 
attributen worden vastgelegd, maar dat de attributenverzameling als records in een nieuwe 
gegevenstabel ondergebracht wordt. 
 
 
Figuur 4.4: Oplossing volgens Active Object Model [YOD01] 
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Op functioneel niveau kan het AOM  als basis dienen voor de oplossing voor het flexibel en 
aanpasbaar kunnen vastleggen van productkenmerken. De uitwerking gebeurt met behulp 
van het Inventor’s Paradox Pattern [HRU06]. Dit patroon gaat uit van het mathematisch 
principe dat een oplossing vinden voor een algemeen probleem veelal eenvoudiger is als een 
oplossing voor een specifiek probleem [LIE97][POL82]. Het doel van dit patroon is het 
ontwikkelen van generiek toepasbare gedragspatronen. Voor dit project wordt dit patroon 
gebruikt om een oplossing voor het flexibel en aanpasbaar kunnen vastleggen van 
productkenmerken. Er wordt voldaan aan de voorwaarden voor het toepassen van het 
zogenaamde Inventor’s Paradox Pattern: 
- Er is sprake van een bedrijfsmatig probleem: het vastleggen van de 
productkenmerken is binnen elk bedrijf van belang om aan te geven welke 
verschillende producten het bedrijf levert. 
- Er is sprake van complexe functionaliteit: het vastleggen van de productkenmerken 
omvat verwerkingen rond het bepalen van de prijs, het bepalen van welke interne 
en externe services er besteld moeten worden en het verlenen van de juiste 
support.  
- Er is sprake van het beïnvloeden van meerdere structurele patronen: het vastleggen 
van de productkenmerken is van toepassing zowel bij orders (commitments), 
servicetypen (resource types) als serviceproducten (resources). 
Verder geldt dat een generieke oplossing voor het vastleggen van productkenmerken 
mogelijk ook gebruikt kan worden voor het generiek vastleggen van variabele kenmerken 
voor andere entiteiten als contract, commitment en event. 
Met behulp van het Inventor’s Paradox Pattern is een generieke oplossing onder de naam 
van specificatie patroon gevonden. In Figuur 4.5. wordt het ontwerp weergegeven. 
 
 
Figuur 4.5  Ontwerp van het Specificatie patroon 
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Figuur 4.5 geeft het ontwerp van het specificatie patroon weer. Het ontwerp bestaat uit 
twee niveaus: aspect type niveau en applicatie model niveau [HRU06]. Het aspect type niveau 
bevat de programmalogica en de configuratie parameters. Dit niveau moet worden ingevuld 
door de software ontwikkelaar. Het applicatie model niveau specificeert de gegevens die 
door de gebruikers van de applicatie beheerd kunnen worden.  
Op aspect type niveau specificeert Feature type de soortnaam van de specificatie en Feature 
groep de groeperingnaam. Op applicatie model niveau worden specificatiegroepen 
gekoppeld aan een Group element en de specificatiewaarden aan een REA entiteit. 
Voorwaarde is wel dat via het Group structuur patroon [HRUB06, p84] de REA entiteit en groep 
(=Group) aan elkaar gekoppeld zijn. 
Functioneel gezien geldt nu dat de REA entiteit gekoppeld kan zijn aan meerdere groups. 
Elke Group kan gekoppeld zijn aan één of meerdere Feature groups en via de Feature Group 
zijn één of meerdere Feature types gekoppeld. Hiermee wordt een heel flexibele inrichting 
bereikt van welke features er allemaal gekoppeld kunnen worden aan elke entiteit. 
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5. Technisch ontwerp 
Dit hoofdstuk omvat de toelichting over het technisch ontwerp voor het raamwerk waarmee 
de voorbeeldapplicatie: het administratieve systeem van de ISP, vormgegeven wordt. Er 
wordt begonnen met een uitleg van de programmeerprincipes van Symfony. Hierna worden 
de mogelijkheden om technische applicaties in het kader van de REA structuur te realiseren 
verkend. Daarna worden de hoofdlijnen van het technisch ontwerp voor inpassing in het 
Symfony framework beschreven. Het hoofdstuk wordt afgesloten met enkele voorbeelden 
van het gerealiseerde protoype. 
 
5.1. Symfony  applicaties bouwen 
Symfony is een webapplicatie framework [SYM09] voor de programmeertaal PHP. Bij 
webapplicaties wordt de userinterface met behulp van een browser (zoals Internet Explorer, 
Firefox of Safari) opgebouwd. De functionaliteit draait binnen een applicatieserver 
(bijvoorbeeld Apache of IIS). Symfony biedt een architectuur, componenten en een aantal 
tools waarmee webapplicaties snel en robuust gebouwd kunnen worden [ZAN07].  
Symfony gaat er vanuit dat het applicatie ontwikkelproces gebaseerd is op agile 
development principes zoals: Don’t Repeat Yourself (DRY), Keep It Simple Stupid (KISS) en 
Test Driven Development (TDD).  DRY uit zich daarin dat ontwikkelde modules altijd 
inpasbaar zijn binnen andere applicaties. KISS betekent dat het ontwikkelen van een 
prototype of eenvoudige applicatieonderdelen al met behulp van enkele 
programmastatements mogelijk is. Voor TDD biedt Symfony uitgebreide mogelijkheden om 
geautomatiseerde unit en functionele tests uit te kunnen voeren. 
 
 
Figuur 5.1 Applicatieinrichting in Symfony 
 
Symfony hanteert voor de inrichting van de webapplicaties de niveaus: project, applicatie, 
module en actie (zie figuur 5.1) Het project omvat de gehele set van applicaties gegroepeerd 
rond één gegevensset (of database). De applicatie omvat een groep functionaliteiten zoals 
een inkoop- of verkoopadministratie. De module omvat de functionaliteiten zoals deze nodig 
zijn voor één business object: bijvoorbeeld debiteur, verkooporder of factuur. De actie 
omvat één gebruikersfunctionaliteit zoals het toevoegen van een verkooporder. Naast deze 
basisindeling van de webapplicatie biedt Symfony ook mechanismen voor het aanbieden van 
generiek toepasbare functionaliteit over applicaties heen. Twee belangrijke onderdelen zijn 
het event-mechanisme en het plugin-mechanisme.  
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- Het event-mechanisme is een implementatie van het Observer-Pattern 
[GAM95][FOW03]. Binnen een Symfony applicatie worden zowel vanuit Symfony zelf als 
door programmeerinstructies events afgevuurd. De programmeur kan door middel 
van listeners extra functionaliteiten programmeren die uitgevoerd worden direct na 
het afvuren van het event.  
- Het Plugin mechanisme beidt mogelijkheden om functionaliteit herbruikbaar te 
groeperen. Voorbeeld is de functionaliteit voor gebruikersauthorisatie en 
authenticatie. Het Plugin mechanisme biedt mogelijkheden die vergelijkbaar zijn met 
Aspect Oriented Programming (AOP). 
Het bouwen van administratief gerichte applicaties met Symfony omvat de onderdelen: 
database schema vastleggen, het genereren van de modellen van de businessobjecten, het 
programmeren van de bedrijfsregels en –functionaliteiten als acties in de controllers en het 
declareren van de views in de presentatielaag. Voorafgaand aan deze onderdelen dienen 
enkele configuratiebestanden bijgewerkt te worden. Dit omvat o.a. de databaseconnectie 
gegevens en de te onderscheiden omgevingen. Standaard maakt Symfony al onderscheid in 
ontwikkel-, test- en productieomgeving, maar dit is naar wens uitbreidbaar. Symfony 
beperkt de noodzaak van configureren uitgaande van het Convention-over-Configuration 
principe: dat wat overeenkomt met de standaardinrichting hoeft niet geconfigureerd te 
worden. Zowel voor de configuratiebestanden als voor het vastleggen van het database 
schema maakt Symfony gebruik van het YAML formaat in plaats van het gebruikelijke XML. 
YAML heeft als voordeel boven XML dat de configuratie ook mensvriendelijk leesbaar is 
[YAM09]. Na het vastleggen van het database schema biedt Symfony tools voor het genereren 
van de SQL, het creëren van de databasetabellen en het genereren van een prototype 
applicatie met CRUD-functionaliteit. CRUD staat hiervoor Create, Read, Update en Delete 
functionaliteit. 
 
5.2. REA applicaties bouwen 
Het oorspronkelijk REA framework is een datagericht ontwerp [MCA82][GEE00]. Het doel van het 
REA framework is het structuren van de gegevensstructuur voor financiële systemen. De 
door McCarthy gebruikte referentie-implementatie Ventura Verhicles [MCA08] bevat een 
gevulde database waarmee de REA structuur bestudeerd kan worden. Programmastructuren 
voor het beheer van deze gegevens binnen een gebruikersomgeving zijn niet aanwezig. In de 
literatuur zijn een drietal ontwerpen beschreven om REA applicaties te bouwen:  
- In hoofdstuk 3 van Hruby [HRU06] wordt de applicatiebouw beschreven gebaseerd op 
het implementeren van het applicatiemodel. De basis wordt gevormd door de REA 
structuur af te beelden op abstracte klassen als: contracts, commitments, resources, 
events en agents. De hiervan afgeleide concrete klassen als product, verkoop 
gebeurtenis en klant bevatten de applicatiespecifieke functionaliteit en de gegevens. 
Deze concrete klassen worden ook afgebeeld op tabellen in de database.  
- In hoofdstuk 6 [HRU06] staat een beschrijving van de applicatiebouw gebaseerd op het 
implementeren vanuit de gebruikersspecifieke aspecten. De beschrijving beperkt 
zich echter tot één REA structuur element waarbinnen enkele aspecten worden 
gegroepeerd. Elk aspect wordt gerepresenteerd door een eigen klasse met de 
aspectspecifieke functionaliteit. De gegevens van de aspecten kunnen zowel worden 
geaggregeerd op het REA structuur element als zelfstandig worden beschouwd. 
Afbeelding op het REA structuur element en dus ook in de afgeleide database-tabel 
heeft als voordeel dat de gegevens ook buiten REA om herkenbaar blijven. Voordeel 
van het zelfstandig afbeelden van de aspecten is de flexibiliteit.  
- In de literatuur rond Model Driven Architecture (MDA) is een poging weergegeven 
om een REA applicatie te implementeren [BOR03]. De ontwikkelde tool betreft een 
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REA applicatie waarbij de functionaliteit beperkt is tot het beheren van de gegevens 
van basis objecten resources, events en agents en het weergeven van eenvoudige 
rapportages zoals openstaande posten. 
Bij geen deze drie ontwerpen wordt er aandacht besteedt aan het aanpassingsgerichte 
(adaptieve) aspect van applicaties. Met andere woorden er wordt geen rekening gehouden 
met het inbouwen van flexibiliteit waardoor gebruikerswensen eenvoudig realiseerbaar zijn. 
In hoofdstuk 3.4 van dit afstudeerverslag is uitgelegd dat verder onderzoek door Hruby 
aangeeft dat de essentie van adaptieve REA applicaties wordt gevormd door de aanname 
dat een administratieve applicatie uit drie onafhankelijke onderdelen bestaat: Aspecten, 
Events en Business objecten [HRU08]. Aspecten representeren onderdelen van 
geprogrammeerde functionaliteit: bijvoorbeeld de programmaregels voor het uitgeven van 
een uniek identificatienummer. Events representeren de gebeurtenissen, triggers of 
interacties waar op een administratie applicatie moet kunnen reageren, bijvoorbeeld het 
door een klant plaatsen van een opdracht. Business objecten of resources representeren de 
concepten of entiteiten die beheerd moeten worden. Bijvoorbeeld de gegevens over de 
openstaande opdrachten. De drie onderdelen: Aspecten, Events en Business objecten 
dienen gekoppeld te worden door middel van configuratie en niet door middel van 
programmeren. Deze theorie is veelbelovend omdat daarmee in feite de flexibiliteit op basis 
van gebruikerswensen buiten het programmeren wordt gelaten. In dit afstudeerproject 
wordt daarom een implementatie van deze gedachtegang gemaakt. 
 
5.3. Afbeelding van REA applicatie in Symfony 
Bij de afbeelding van REA applicaties in Symfony zijn er drie invalshoeken waarmee rekening 
gehouden moet worden: 
- De afbeelding van de onderdelen Aspecten, Events en Business Objecten waarmee 
de vorige paragraaf is afgesloten. Deze onderdelen dienen door middel van 
configuratie aan elkaar gekoppeld te worden.  
- De afbeelding van de vaste REA structuur en de variabele gebruikerswensen. 
- De afbeelding van een bedrijfsbrede administratieve applicatie, die volgens het REA 
model bestaat uit een aantal opeenvolgende waardeketens. Elke waardeketen bevat 
een volledige REA model met entiteiten als bijvoorbeeld contract en agent. 
Tussen deze drie invalshoeken zit een bepaalde overlap: 
- Business Objecten komen grotendeels overeen met REA entiteiten.  
- Een REA model met entiteiten komt overeen met de vaste REA structuur. 
- De configuratie, die onderdelen Aspecten, Events en Business Objecten aan elkaar 
koppelt, komt grotendeels overeen met de afbeelding van variabele 
gebruikerswensen. 
Binnen Symfony wordt de onderverdeling van een applicatie gemaakt in project, applicatie, 
module en action. Op grond van de symmetrie met de indeling van een bedrijfsbrede 
administratieve applicatie is de afbeelding van de REA applicatie in Symfony als volgt 
mogelijk (zie figuur 5.2): 
- De bedrijfsbrede administratie wordt afgebeeld op een Symfony project. Dit omvat 
de volledige applicatiedatabase met de REA entiteiten. Uitgangspunt is dat elk 
business object één keer afgebeeld op een tabel in de applicatiedatabase. 
- Een REA waardeketen (value chain) wordt afgebeeld op een Symfony applicatie. Dit 
omvat een samenstel van bij elkaar horende modulen van bijvoorbeeld de ISP 
Service verkoop. 
- De functionaliteiten van een entiteit worden afgebeeld op een Symfony module. Dit 
omvat de functionaliteiten voor het beheer van de entiteit en de daaraan 
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gekoppelde relaties, bijvoorbeeld de agent met zijn contracten. De Symfony module 
is de implementatie van een business object binnen een REA waardeketen. 
- Elke basisfunctionaliteit van een entiteit wordt afgebeeld op een Symfony action. Dit 
omvat bijvoorbeeld de functionaliteit voor het toevoegen van een contract. Hierbij 
komt de Symfony-action overeen met het begrip Event van de adaptieve REA 
applicatie (zie paragraaf 5.2) [HRU08]. Een Event is namelijk de representatie van een 
gebeurtenis waar de applicatie wat mee moet doen. Dit wordt aangestuurd via de 
user interface van de gebruiker en de interfaces met in- of externe applicaties. 
 
 
Figuur 5.2  Applicatie inrichting van Symfony afgebeeld naar een REA applicatie 
 
Naast de afbeelding van de business objecten en events dienen ook de aspecten (de 
geprogrammeerde deelfunctionaliteiten) ingebed te worden in Symfony. Hruby [HRU06][HRU08] 
maakt hierbij onderscheid tussen de vaststaande REA structuur binnen een REA 
waardeketen en het varieerbare gedrag (de specifieke gebruikersfunctionaliteiten).  
 
5.3.1. Afbeelding van Structuur en Gedrag 
Voor de afbeelding van de REA structuur in Symfony is gekozen voor een implementatie van 
alle mogelijke entiteiten van een REA waardeketen als overerfbare abstracte klassen. Het 
volledige model is in bijlage B weergegeven. Binnen de klasse zijn voor elke entiteit de 
basisdefinitie en de relaties met de overige entiteiten vastgelegd. Bijvoorbeeld er wordt 
vastgelegd dat een contract gekoppeld moet worden aan twee commitments en aan een lijst 
met contractvoorwaarden. Technisch gezien wordt deze verzameling abstracte klassen in 
een Symfony-plugin geprogrammeerd. Het plugin mechanisme van Symfony zorgt dat deze 
verzameling binnen elke te ontwikkelen applicatie beschikbaar komt. De invulling voor één 
specifieke REA waardeketen, zoals ISP Service verkoop, gaat door middel van 
configuratieparameters. Met behulp van deze parameters kan een deelverzameling van alle 
mogelijke entiteiten van een REA waardeketen toegewezen worden aan de specifieke REA 
waardeketen. Hiermee kan bijvoorbeeld aangegeven worden dat voor de specifieke 
waardeketen geen gebruik gemaakt wordt van contracten of dat voor de specifieke 
waardeketen het vastleggen van resourcetypen niet zinvol is. Tijdens de executie van het 
programma wordt bepaald welke entiteiten van de REA structuur er voor applicatie nodig 
zijn. Op basis daarvan worden de objecten van de concrete klassen tijdens de executie 
aangemaakt. Hiermee kan de tabel- en menustructuur van een specifieke REA waardeketen 
tijdens de executie opgebouwd worden. 
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Figuur 5.3 Realisatie in Symfony 
 
In figuur 5.2 wordt weergegeven hoe deze werkwijze is geïmplementeerd binnen het 
Symfony framework. Deze figuur is vergelijkbaar met figuur 3.1, waarin de werkwijze 
volgens Hruby wordt weergegeven.  
Voor de afbeelding van de aspecten (de geprogrammeerde deelfunctionaliteiten) wordt 
gebruik gemaakt van het Symfony plugin-mechanisme en het Symfony event-mechanisme. 
De functionaliteit van elk aspect of behavioral pattern [HRU06] wordt vastgelegd in een klasse 
bibliotheek (met programmastatements) en een configuratiebestand. Dit 
configuratiebestand bevat de parameters waarmee het aspect geconfigureerd kan worden. 
Bijvoorbeeld voor het description aspect kan vastgelegd worden wat de vorm is van het 
description veld: tekstregel, memoveld of bestandsnaam. Bijvoorbeeld voor het address 
aspect kan vastgelegd worden uit welke velden een adres bestaat afhankelijk het type adres: 
bijvoorbeeld postadres of emailadres. Deze parameters zijn uiteindelijk van invloed op de 
gegevensvelden die per entiteit van de REA structuur in de database vastgelegd moeten 
kunnen worden. Naast welke velden er zijn kan ook vastgelegd worden wat de GUI widget is 
en welke validatie er nodig is. Bijvoorbeeld voor een postcode veld van een Nederlands 
adres kan vastgelegd worden dat deze ingegeven moet worden in een tekstveld van 7 
posities en dat de eerste vier posities een waarde tussen de 1000 en 9999 moet hebben, dan 
een spatie en dan de laatste twee posities een waarde van AA tot/met ZZ. De koppeling van 
elk aspect aan één of meerdere entiteiten van een waardeketen wordt via 
parameterbestanden per Symfonie applicatie vastgelegd. In het parameterbestand wordt de 
specifieke configuratie vastgelegd. Tijdens executie van het programma worden door middel 
van de parameters de aspecten gekoppeld aan de objecten van de concrete entiteitklassen. 
Op dat moment worden bijvoorbeeld voor een GUI de juiste GUI widgets gegenereerd. De 
functionaliteit van de aspecten komt beschikbaar via het Symfony event-mechanisme. Alle 
aspecten die betrekking hebben op een bepaalde entiteit worden als listener aan de 
functionaliteiten van een entiteit gekoppeld. Binnen Symfony wordt elke functionaliteit via 
een action afgehandeld. Door het afvuren van events bijvoorbeeld bij aanvang en einde van 
een action worden alle aspecten geïnformeerd. Die aspecten die volgens het 
parameterbestand van toepassing zijn leveren de bijdrage. Bijvoorbeeld bij het opbouwen 
van de GUI voor het beheren van de gegevens van een REA agent worden alle GUI widgets 
van alle aspecten van deze REA agent opgehaald. Ook de validatie van de ingevoerde 
gegevens wordt volgens deze werkwijze uitgevoerd.  
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Op bovenstaande wijze is het bij een administratieve applicatie mogelijk om de REA 
structuur met daarvan onafhankelijk de gewenste gebruikersfunctionaliteiten af te beelden 
op een Symfony applicatiestructuur. 
 
5.3.2. Afbeelding van de productkenmerken 
Aanvullend voor de afbeelding van de productkenmerken is dat er extra gegevenstabellen 
nodig zijn. Omdat er bij elk nieuwe productgroep ook nieuwe kenmerken nodig zijn, is het 
onvoldoende om alleen configuratie via configuratiebestanden te benutten. Op basis van het 
functioneel ontwerp van de productkenmerken (zie paragraaf 4.3.4) is de gegevensstructuur 
uitgebreid met specificatiegroep en specificatie: zie figuur 5.4. Naast de vierkanten zijn 
voorbeelden uit het ISP domein gegeven. 
De bijbehorende functionaliteit is in een Symfony plugin ondergebracht. De koppeling van 
de specificaties met de resource – entiteit wordt geregeld via een configuratiebestand. In de 
database wordt de daadwerkelijk gegevenskoppeling gelegd. 
 
Figuur 5.4 Afbeelding van de productkenmerken 
 
 
5.4. Voorbeelden van het gerealiseerde proof-of-concept 
In deze paragraaf worden enkele kenmerkende voorbeelden van de gerealiseerde proof-of-
concept applicatie getoond op de drie hoofdonderdelen: afbeelding op de structuur, 
afbeelding van het gedrag en afbeelding van de productkenmerken. Voor een meer 
gedetailleerde beschrijving van de wijze van configureren wordt verwezen naar bijlage C. 
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5.4.1. Afbeelding op de structuur 
 
Figuur 5.4 Menu – systeem 
 
In figuur 5.4 wordt het menu van de REA applicatie ISP Service verkoop getoond. Dit menu is 
rechtstreeks afgeleid uit de ingestelde configuratieparameters waarbij de ISP Service 
verkoop applicatie wordt afgebeeld op de volledige REA structuur. 
 
5.4.2. Afbeelding van gedrag  
 
Figuur 5.5 Klant entiteit 
 
In figuur 5.5 wordt  de Klant entiteit van de ISP Service verkoop applicatie getoond. Aan deze 
entiteit zijn drie verschillende aspecten (of behavioral patterns) gekoppeld:  
- het Address-aspect,  
- het Description-aspect en  
- het Timestamp-aspect.  
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In de balk die begint met "Relations" wordt voor de entiteit de aanwezig relaties getoond. 
Deze informatie wordt getoond vanuit de REA structuur die voor de ISP verkoop applicatie is 
geconfigureerd. In figuur 5.6 wordt de Show GUI getoond. Daarnaast zijn er ook de GUI's 
voor List, Edit en Add in het prototype aanwezig.  
 
5.4.3. Afbeelding van productkenmerken  
 
Figuur 5.6 Beheer Feature groups 
 
Figuur 5.6 toont een door de Symfony-generator gegenereerd scherm voor het beheer van 
de Feature groups. In dit scherm zien we de koppelingen van feature groups met 
featuretypes en met productgroups. Verder zijn aan elke REA entiteit van het type Service 
één of meerder productgroepen gekoppeld: zie figuur 5.7. 
 
 
Figuur 5.7 Productgroepen 
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6. Resultaten 
 
De onderzoeksvraag van dit afstudeerproject luidt: in welke mate is het mogelijk om met het 
administratieve REA concept een softwareraamwerk te realiseren waarmee administratieve 
toepassingen voor de besturing van het primaire bedrijfsproces van serviceverlenende 
bedrijven gebouwd kunnen worden. De achterliggende doelstelling is het realiseren van een 
krachtige programmeeromgeving waarmee het mogelijk is om onderhoudbare 
administratieve applicaties te bouwen. 
Het resultaat van het afstudeerproject is een basis voor een applicatieraamwerk: 
- waarbij de basisstructuur voor elke administratieve applicatie is vastgelegd,  
- waarbij functionaliteiten in de vorm van op zichzelf staande componenten 
gerealiseerd en aangevuld worden,  
- waarbij een administratieve applicatie voor een specifieke situatie door middel van 
configuratie op zowel de basisstructuur als op de functionaliteitcomponenten wordt 
gevormd, 
- waarvoor met een proof-of-concept wordt aangetoond dat het model praktisch 
toepasbaar is.  
In dit afstudeerproject is aangetoond dat het applicatieraamwerk toepasbaar is, maar 
onderzoek naar de schaalbaarheid naar volledige enterprise applicaties moet nog 
aangetoond worden. 
Het resultaat van het afstudeerproject heeft betrekking op enerzijds het administratieve 
aspect en anderzijds het software architectuur aspect van het realiseren van applicaties. 
Deze aspecten worden hieronder beschreven. Daarna wordt het proof-of-concept prototype 
uitgewerkt. In het laatste deel van dit hoofdstuk worden aanbevelingen voor nader 
onderzoek gedaan.  
 
 
6.1. Aspect: administratieve applicatie 
Basis voor het afstudeerproject is het schrijven van software voor administratieve 
toepassingen. Zoals in hoofdstuk 2 beschreven is hiervoor al door diverse onderzoeken 
aangetoond dat de wijze van administreren volgens het REA model voldoende informatie 
biedt voor de ondersteuning van administratieve processen. Voor het in dit afstudeerproject 
gebruikte voorbeeld was de databehoefte van de bedrijfsprocessen van de ISP eenvoudig 
zijn om te zetten naar REA modellen. 
Het volledige REA model biedt de basisstructuur voor elke administratieve applicatie. Dit 
afstudeerproject laat als resultaat zien dat via configuratie alleen die delen van de 
basisstructuur die relevant zijn, in de specifieke situatie, geselecteerd kunnen worden. 
Voordeel is dat niet voor elke bedrijfsproces het volledige REA model geïmplementeerd 
behoeft te worden. Dit bevordert de overzichtelijkheid en daarbij de onderhoudbaarheid 
van de applicatie. 
Een nadeel van het REA model is dat het zich richt op de gegevenskant van een applicatie en 
niet op de proceskant. Hruby [HRU06] heeft geprobeerd om REA te laten evalueren van een 
datamodel naar een procesmodel. Bij dit afstudeerproject is gebleken dat zijn 
procesmodellen, daar waar die specifiek betrekking hebben op de relaties tussen de REA 
structuur elementen, verder veralgemeniseerd kunnen worden. In dit afstudeerproject zijn 
daarom de procesmodellen van Hruby niet één-op-één gevolgd, maar is het REA model 
omgezet in een meer algemene variant van een configureerbare basisstructuur.   
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In dit afstudeerproject is de basisgedachte van nader onderzoek door Hruby [HRU08] namelijk 
configuratie door middel van aspecten bruikbaar gebleken. Aangetoond wordt dat aan de 
REA basisstructuur de door de gebruikers gewenste functionaliteit van een administratieve 
applicatie door middel van configureerbare componenten toegevoegd kan worden. Door het 
met configuratie kunnen toevoegen van deelfunctionaliteiten (ook genoemd aspecten of 
gedrag) is het inderdaad mogelijk om flexibel gebruikersfunctionaliteit toe te voegen. 
Nieuwe functionaliteit moet in de vorm van een op zichzelf staande configureerbare module 
geprogrammeerd worden en kan dan aan een entiteit of verzameling entiteiten van een 
bedrijfsproces gekoppeld worden. Programmeren binnen de bestaande structuren is dan 
niet nodig. Naast flexibiliteit biedt deze werkwijze  voordelen op het gebied van 
onderhoudbaarheid: administratieve functionaliteit wordt op één plaats geschreven en 
onderhouden. 
 
6.2. Aspect: software architectuur 
Resultaat van het afstudeerproject is een ontwerp van een raamwerk van configureerbare 
componenten: de structuur gebaseerd op het REA model en de componenten die de 
gebruikersfunctionaliteit generiek implementeren. Voor een specifieke administratieve 
applicatie wordt door middel van configuratie een deel van het REA model geselecteerd en 
worden de relevante gebruikersspecifieke componenten toegevoegd. 
In hoofdstuk 2 is onderzoek gedaan naar software architectuur oplossingen die hiervoor 
mogelijkheden bieden: het toepassen van design patterns en frameworks, Model Driven 
Engineering (MDE) en Aspect Oriented Programming (AOP). Door het combineren van een 
de belangrijkste elementen uit deze software architecturen zijn de resultaten van dit 
afstudeerproject bereikt. 
Qua design patterns en frameworks is de oplossing gevonden in het toepassen van een 
technisch framework: Symfony, Open-Source PHP Web Framework. Symfony steunt op 
diverse design patterns waarvan Model View Controller (MVC) en Object Relation Mapping 
(ORM) de belangrijkste zijn. Gebleken is dat dit technisch framework voor de ontwikkeling 
van webgeoriënteerde applicaties een goede basis voor een administratief framework kan 
vormen. Voordeel van het gebruik van een bestaande basis is dat daarvan de bruikbaarheid 
in de praktijk aangetoond is. Nadeel kan zijn dat er te veel gefocust is op de specifieke 
mogelijkheden van Symfony.  Bij de keuze van Symfony is geprobeerd dit te ondervangen. 
Symfony is namelijk onderdeel van een grote famillie webgeoriënteerde 
ontwikkelomgevingen in verschillende programmeertalen die allen afgeleidt zijn van Ruby-
On-Rails.    
Model Driven Engineering (MDE) geeft aan dat de uitvoerbare applicatie via een aantal 
geautomatiseerde stappen uit een model ontstaat. Deze denkwijze is ook aanwezig in het 
gerealiseerde afstudeerproject. De configuratie instellingen vormen het model van de 
applicatie.  Vanuit de configuratie worden zowel de basisstructuur als de 
gebruikersfunctionaliteit afgeleidt. Voordeel van deze werkwijze is dat er hierbij geen 
softwareaanpassingen nodig zijn. Hierdoor kunnen er ook geen nieuwe fouten in de 
software geïntroduceerd worden. Anderzijds zijn er wel configuratiespecialisten nodig, die 
ook fouten kunnen maken. 
De wijze waarop de configuratie binnen de applicatie wordt aangebracht komt overeen met 
de inpassing van aspecten bij Aspect Oriented Programming (AOP). Daar waar AOP meestal 
uitgaat van het toevoegen van algemene aspecten als logging, benut het afstudeerproject 
aspecten in vorm van gebruiksspecifieke functionaliteit. Voordeel is dat functionaliteit, mits 
voldoende configureerbaar, op meerdere plaatsen op een uniforme wijze in de applicatie 
ingevoegd kan worden. Nadeel is het algemene probleem van AOP: ‘wat te doen als 
aspecten betrekking hebben op hetzelfde structuurelement’. In dit afstudeerproject is een 
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pragmatische regel bruikbaar gebleken: door de volgorde van de te configureerbare 
functionaliteiten aan te geven een bepaalde overeenstemming afgedwongen kan worden.  
 
6.3. Proof-of-concept prototype 
Bij dit afstudeerproject is een beperkt prototype gebouwd. Doel van het realiseren van het 
proof-of-concept prototype is dat er bewezen kan worden dat in essentie de denkwijze van 
het voorgestelde model ook praktisch uitvoerbaar is. Dit doel is inderdaad behaald. 
In het prototype is de basisfunctionaliteit van een administratieve applicatie verwerkt. Zaken 
als workflow, rapportage mogelijkheden en geautomatiseerde internetkoppelingen zijn niet 
onderzocht. Doordat deze niet de kern van de administratieve verwerkingen raken mag 
aangenomen worden dat deze functionaliteiten eenvoudig toegevoegd kunnen worden.  
Gegeven een specifiek bedrijfsproces wordt met het prototype aangetoond dat het mogelijk 
is om door middel van configuratie het relevante deel van de voorgeprogrammeerde REA 
structuur voor dit specifieke proces te selecteren. Ook de gebruikersfunctionaliteiten zijn in 
configureerbare componenten vastgelegd en worden naar behoefte toegewezen aan een 
specifiek bedrijfsproces. Doordat de gebruikersfunctionaliteiten onafhankelijk zijn van de 
componenten kan eenzelfde functionaliteit op meerdere plaatsen toegewezen worden. 
Tijdens het uitwerken van de software voor dit prototype bleek dat voor het realiseren van 
deze gebruikersfunctionaliteiten op een hoog abstractie niveau gedacht moet worden. Er 
wordt immers geen software voor een specifieke toepassing gemaakt, maar software die 
generiek inpasbaar moet zijn. 
De technische basis van het prototype is het Symfony-framework, waarbij PHP de 
programmeertaal is. Door middel van het event-handling mechanisme bleek het mogelijk 
om via de configuratie tijdens runtime de juiste componenten te selecteren. Doordat de PHP 
programmeertaal een scripting taal is, gebeurt de configuratie van de componenten tijdens 
de uitvoering van het programma. Het is niet nodig dat een applicatie eerst omgezet wordt 
naar source kode en daarna wordt gecompileerd naar een uitvoerbaar programma. 
Voordeel van de directe verwerking is dat de applicatie direct beschikbaar is met de 
gewijzigde functionaliteit. Nadeel is dat de PHP werkwijze de performance niet ten goede 
komt: immers elke keer moet de  PHP programmatuur samengesteld worden via de 
configuraties om pas daarna uitgevoerd te worden. Ook het ontbreken van statische analyse 
van de programmacode leidt ertoe dat programmeerfouten pas tijdens het testen 
gesignaleerd worden. 
Een nadeel van het gerealiseerde prototype is dat het configureren nog te foutgevoelig is. 
Het configureren van de applicatie omvat het instellen van parameters in 
configuratiebestanden, waarbij de controle op foutieve ingaven pas gebeurt bij de executie 
van het programma. Tools die deze controle vooraf doen zijn nog wel nodig. 
Daarnaast is er ook geen aandacht besteedt aan de gebruikersvriendelijkheid van de 
applicatie: dit bemoeilijkt de acceptatie bij mensen uit de dagelijkse praktijk. 
 
6.4. Aanbevelingen voor nader onderzoek 
Als vervolg op de resultaten van dit afstudeerproject zijn de volgende onderzoeken nog 
nodig om te bewijzen dat de veronderstelde werkwijze ook praktisch bruikbaar is. 
- Aanbevolen wordt om in een vervolg onderzoek de toepasbaarheid te onderzoeken 
in een volledige bedrijfsomgeving waarbinnen meerdere gekoppelde 
bedrijfsprocessen een rol spelen. In feite betreft dit een onderzoek op enterprise-
niveau waarbij de huidige aanpasbaarheid mogelijkheden van bestaande ERP-
pakketten tegenover de werkwijze in dit afstudeerproject afgewogen moeten 
worden. 
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- In dit afstudeerproject is een aanzet gedaan om productkenmerken flexibel te 
kunnen opslaan. Hierbij is er voortgebouwd op onderzoeken uit het verleden, maar 
er is nog meer onderzoek nodig om dit concept in zijn algemeenheid te kunnen 
toepassen. 
- Voor aspecten die tegenstrijdige eisen stellen bij de uitvoering van de applicatie is 
nog geen oplossing gevonden. Dit is een algemeen bekend probleem rond het 
Aspect Oriented Programming vakgebied. Ook hiervoor is nader onderzoek nodig. 
- Onderzocht dient te worden in hoeverre er tools ontwikkeld kunnen worden 
waarmee de softwareontwikkeling van de generieke gebruikerscomponenten 
ondersteund kan worden.  
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7. Conclusies 
 
Dit afstudeerproject levert een bijdrage aan de ontwikkeling van krachtige 
programmeeromgevingen waarmee administratieve applicaties met minder inspanning, dus 
goedkoper, gerealiseerd en onderhouden kunnen worden. 
In dit afstudeerproject is een basis ontwikkeld voor een applicatieraamwerk voor 
administratieve systemen binnen een webgeoriënteerde omgeving. Dit applicatieraamwerk 
heeft als hoofdonderdelen: het REA model als administratieve basis, 
gebruikersfunctionaliteiten in de vorm van op zichzelf staande componenten en een 
configuratiestructuur. Administratieve applicaties worden samengesteld op basis van 
configureren: afbakenen van het van toepassing zijnde deel van de administratieve basis en 
het toevoegen van de relevante componenten. 
Door het REA model als een configureerbare basis te gebruiken wordt de belofte van dit 
model, dat hiermee alle administratieve applicaties samengesteld kunnen worden, in de 
onderzochte situatie waargemaakt.  
Basis voor componenten voor de gebruikersfunctionaliteiten zijn de gedachten uit het boek 
“Model-Driven Design Using Business Patterns” van Hruby. De gebruikersfunctionaliteit 
wordt gevormd door op zichzelf staande configureerbare componenten. Door middel van 
configuratie worden de gewenste functionaliteiten ingevoegd in de administratieve 
applicatie. Deze werkwijze is afgeleid vanuit de theorie rond Model Driven Engineering 
(MDE) en Aspect Oriented Programming (AOP). Vanuit MDE  wordt de configuratie gezien als 
het applicatiemodel, vanuit AOP komt de gedachte om de functionaliteit te weven in de 
applicatie.  Geconcludeerd mag worden dat deze combinatie bruikbaar blijkt voor het 
opzetten van het administratieve applicatieraamwerk. 
Met een proof-of-concept applicatie is aangetoond dat het basisidee ook werkbaar is in de 
praktijk. Technische basis hiervoor wordt gevormd door het Symfony framework: een lid van 
de webgeoriënteerde ontwikkelomgevingen afgeleidt van Ruby-On-Rails. 
Eindconclusie is dat er een basis gelegd is voor een toepasbaar applicatieframework voor 
webgeoriënteerde administratieve applicaties. Wel is nader onderzoek naar de praktische 
toepasbaarheid nodig. 
  
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 45
Referenties 
 
De referenties worden in twee lijsten weergegeven. Allereerst de wetenschappelijke 
bronnen en daarna referenties naar overige bronnen. 
 
Wetenschappelijke bronnen 
 
[AAL00] Aalst WMP van der,  Barros AP, Hofstede AHM t, Kiepuszewski B, Advanced 
Workflow Patterns (CoopIS 2000), Springer-Verlag, 2000 
 
[AAL05] Aalst WMP van der, Lassen KB, TranslatingWorkflow Nets to BPEL, BETA Working 
Paper Series WP 145, Eindhoven University of Technology, 2005 
 
[AND05] Andersson J, Bosch J, Development and use of dynamic product-line architectures,  
IEE Proceedings, Software, February 2005, Volume 152, Issue 1, p. 15-28, 2005  
 
[BAT02] Batenburg R, Benders J, Heuvel N vd, Leisink P, Onstenk J, Arbeid en ICT in 
onderzoek, Utrecht: Lemma (pp. 109-122) ISBN 9059310314, 2002 
 
[BOR03] Borch S E, Jespersn J W, Linvald J, Oesterbye K, A Model Driven Architecture for REA 
based Systems, proceedings of the workshop on Model Driven Architecture: Foundations 
and Application” p 103- 107, University of Twente, 2003. 
 
[BRE01] Brehm L, Heinzl A M, Markus L, Tailoring ERP Systems: A Spectrum of Choices and 
their Implications, Proceedings of the 34th Hawaii International Conference on System 
Sciences , 2001 
 
[BRO87] Brooks, F P, No Silver Bullet: Essence and Accidents of Software Engineering, 
Computer, Vol. 20, No. 4 pp. 10-19, 1987 
 
[BRO00] Brown A W,  Large-Scale component-based development, Prentice Hall, ISBN: 
013088720X, 2000 
 
[BRU03] Bruegge B, Dutoir A H, Object-Oriented Software Engineering: Using UML, Patterns, 
and Java, Prentice Hall, ISBN: 0130471100, 2003 
 
[DEU07] Deursen A v, Visser E, Warmer J, Model-Driven Software Evolution: A Research 
Agenda, Report TUD-SERG-2007-006, ISSN 1872-5392, Serg, 2007 
 
[DIE99] Diestelkamp W, Lundberg L, Promis, a Generic Product Information Database 
System, Proceedings of the ISCA14th International Conference, Cancun Mexiko, April 7-9, 
1999. 
 
[DIT04] Dittrich Y, How to Make Use of REA: Questions from CSCW and HCI when 
operationalizing the REA ontology, Papers of the First International REA Technology 
Workshop Copenhagen, Denmark, 2004 
 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 46
[ERL05] Erl T, Service oriented architecture, concepts, technology, and design, Prentice Hall, 
ISBN 0131858580, 2005 
 
[ESS89] Essink L, Romkema H, Ontwerpen van informatiesystemen: een cursus gebaseerd 
op: ISAC, NIAM, Information Engineering, SA/SD, SDM(II), Academic Service, ISBN 
9062332803 
 
[FAY97] Fayad M, Schmidt D C, Object Oriented Application Frameworks, Communications of 
the ACM, Vol. 40, No 10 1997 
 
[FOO98] Foote B., Yoder J., Metadata and Active Object-Models. Proceedings of Plop98. 
Technical Report #wucs-98-25 URL: http://jerry.cs.uiuc.edu/~plop/plop98, 1998 
 
[FOS07] Briand L C, Wolf A L, Editors’ Introduction, Future of Software Engineering (FOSE’07) 
IEEE, ISSN 0769528295/07, 2007 
 
[FOW03] Fowler M. Patterns of Enterprise Application Architecture, Addison Wesley US, 
ISBN: 0321127420, 2003 
 
[FRA07] France R, Rumpe B, Model-driven Development of Complex Software: A Research 
RoadMap, Future of Software Engineering (FOSE’07) IEEE, ISSN 0769528295/07, 2007 
 
[GAM95] Gamma E, Helm R, Johnson R, Vlissides J ,Design patterns, elements of reusable 
object-oriented software, Gamma e.a. Addison Wesley, ISBN 0201633612, 1995 
 
[GEE02] Geerts, G.L., McCarthy, W.E.: An Ontological Analysis of the Economic Primitives of 
the Extended-REA Enterprise Information Architecture. International Journal of Accounting 
Information Systems 3, 2002 
 
[GHE02] Ghezzi C, Jazayeri M, Mandioli D, Fundamentals of Software Engineering, 2
e
 ed. 
Prentice Hall, ISBN 0133056996, 2002 
 
[HRU05] Hruby P, Ontology-Based Domain-Driven Design, Proceedings of the OOPSLA – 
Object-Oriented Programming, Systems, Languages, and Applications, 2005 
 
[HRU06] Hruby P, Model-Driven Design Using Business Patterns, Springer, ISBN 3540301542, 
2006 
 
[HRU08] Hruby, P, Nielsen M, Hmmer L, Scheller C V. System and method supporting 
configurable object definitions, United States Patent, 7353494, 2008 
 
[JAQ06] Jaquet M, A Property Driven Approach towards Describing Semantics of REA 
Entities, Proceedings of The 2nd International REA Technology Workshop 2006, 2006 
 
[JAQ07] Jaquet M, Osterbye K Property Driven Approach Towards Creating an Adaptive REA 
Framework, Proceedings of REA-25 Conference, Delaware, 2007 
 
[JAZ07] Jazayeri M, Some Trends in Web Application Development, Future of Software 
Engineering(FOSE'07) 0-7695-2829-5/07, 2007 
 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 47
[JOH97] Johnson R E, Components, Frameworks and Patterns, Communications of the ACM, 
vol 40, no 10, 1997 
 
[JON04] Jonkers H., Lankhorst M.M., Buuren R. van, Hoppenbrouwers S., Bonsangue 
M.,Torre, L. van der, Concepts for Modelling Enterprise Architectures, International Journal 
of Cooperative Information Systems (IJCIS ), special issue on Architecture in IT, 
TI/SS/2004/024, 2004 
 
[KEL97] Keller W,  Mapping Objects to Tables A Pattern Language,  Proceedings EuroPLoP, 
ook: http://www.objectarchitects.de/ObjectArchitects/orpatterns, 1997 
 
[KIC97] Kiczales G, Lamping J, Mendhekar A, Maeda C, Lopes C, Loingtier JM, Irwin J, Aspect-
Oriented Programming, Proceedings of the European Conference on Object- 
Oriented Programming. Vol.1241, pp.220-242, 1997 
 
[KRE94] Kreuwels C M A, Externe logistieke integratie en EDI (proefschrift), Kluwer techniek. 
ISBN 9055760013, 1994 
 
[MCA82] McCarthy W E, The REA Accounting Model: A Generalized Framework for 
Accounting Systems in A Shared Data Environment.,  The Accounting Review (July), pp. 554-
578, 1982 
 
[MCI68] McIlroy M D, Mass-Produced Software Components, Software Engineering, report 
on conference: NATO Scientific Affairs Division, Garmisch, p. 72,  1968 
 
[OUS98] Ousterhout J, Scripting: Higher Level Programming for the 21st Century. [Electronic 
Version] IEEE Computer, 3, 23-30. 1998 
 
[PAR72] Parnas, D L, On the criteria to be used in decomposing systems into modules Comm. 
ACM 15, 12, pp 1053-1058, 1972 
 
[PAR04] Enforcing Strict Model-View Separation in Template Engines, Parr T. ACM ISBN 
158113844X/04/005, 2004 
 
[PAR06] Kevin R. Parker K R, Ottaway T A, Chao JT, Criteria for the selection of a 
programming language for introductory courses, International Journal of Knowledge and 
Learning  Volume 2, Number 1-2, page 119-139, 2006   
 
[POL82] Polya G, How to solve it: a new aspect of mathematical method, Princeton 
university press, 1982 
 
[POR80] Porter M.,  Competitive Strategy: Techniques for analyzing Industries and 
Competitors. Free Press / Simon & Schuster, Inc. NY, 1980 
 
[SEB03] Sebesta RW, Concepts of Programming Languages, 6 edition,  Addison-Wesley 
Longman Publishing Co., ISBN 0321193628, 2003 
 
[SOM06] Sommerville I, Software Engineering, 8th edition, Addison-Wesley ISBN: 
0321313798, 2006 
 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 48
[STA02] Starreveld RW, Leeuwen OC van, Nimwegen H. van, Bestuurlijke 
informatieverzorging Deel 1: algemene grondslagen 5e Editie, Stenfert Kroese ISBN: 
9020730525, 2002 
 
[SUN04]: Singh I, Brydon S, Murray G, Ramachandran V, Violleau T, Stearns B, Designing Web 
Services with the J2EE 1.4 Platform, Addison-Wesley , ISBN 0321205219, 2004 
 
[THO06] Thomas D,  Heinemeier Hansson D, Agile Web Development with Rails: Second 
Edition, ISBN 9780977616633, zie ook http://www.rubyonrails.org,  2006 
 
[TUR00]: Turban E, Lee J, King H, Chung H M, Electronic commerce, a managerial 
perspective, Prentice Hall, ISBN 0139752840 , 2000 
 
[VLI00] Vliet H v, Software Engineering, Principles and Practices, John Wiley & Sons Ltd, ISBN 
0471975087, 2000 
 
[WOR03] Wortmann JC, Na de EIS-tijd, Drukkerij Lecturis Eindhoven, ISBN 9038611536, 2003 
 
[WRI09] Wrigstad T, Script to Program Evolution (STOP’09), Proceedings for the 1st 
workshop on Script to Program Evolution, ISBN 9781605585437, 2009 
 
[YOD01] Yoder J W, Balaguer F, Johnson R. Architecture and Design of Adaptive Object-
Models. j-SIGPLAN, 36(12):50–60, 2001. 
 
Overige bronnen 
 
[BES06] Besten A d, Benelux Finance & ERP markt wordt gedomineerd door enkele spelers. 
ComputerPartner Nr. 23-24, 2006 
 
[BOL99] Bollen, L.H.H, Het ontwerpen van accounting informatiesystemen, Maandblad voor 
Accountancy en Bedrijfseconomie, maart, 207-221, 1999 
 
[CAR05], Carlson K J, Comparing Web Languages In Theory And Practice, 
http://faculty.ed.umuc.edu/~meinkej/inss690/carlson.pdf, Bowie State University, 2005 
 
[GEE00] Geerts G L, McCarthy W E, The Ontological Foundation of REA Enterprise 
Information Systems, Working paper (alabama, tulana)., 2000 
 
[IBM04] Ang J, Arsanjani A, Chua S, Comte P, Endrei M, Krogdahl P, Luo H, NewlingT, 
Patterns: Service-Oriented Architecture and Web Services, 
http://www.redbooks.ibm.com/redbooks/pdfs/sg246303.pdf , 2004 
 
[ISO01] ISO/IEC 9126-1:2001 Software engineering -- Product quality, 2001 
 
[KOE01] Koedijk A, Verstelle A, ERP in Bedrijf, Tutein Nolthenius, ISBN 907219456x, 2001 
 
[KRA06] Krabbenborg G, ERP op basis van Excel, http://www.logistiek.nl/ 
dossierartikelen/id836-ERP_op_basis_van_Excel.html, 2006 
 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 49
[LIE97] Lieberherr K. Inventor's Paradox (IP) 
http://www.ccs.neu.edu/research/demeter/adaptive-patterns/AOP/IP.html, 1997 
 
[MCA08] McCarthy W E, personal homepage, case study called Ventura Vehicles 
https://www.msu.edu/~mccarth4/, 2008 
 
[MCC05] McCreesh J, Four Days on Rails,   
zie: http://www.rails4days.pwp.blueyonder.co.uk/Rails4Days.pdf, 2005 
 
[MIC07] Microsoft, Service Oriented architecture, http://msdn2.microsoft.com/en-
us/architecture/aa948857.aspx, 2007 
 
[NET02] Application Architecture for .NET: Designing Applications and Servicec – patterns & 
practices, Microsoft Press, ISBN 0735618372, 2002 
 
[NEW09] Newmark R, Sedbrook T. , Modeling support events at the value chain and business 
process levels of the REA Enterprise Ontology, presentation at the Workshop on Value 
Modeling and Business Ontologies (VMBO) Stockholm, 2009 
 
[PAC1494] Pacioli Luca, Summa de Arithmetica, Geometria, Proportioni et Proportionalita, 
1494 
 
[PAL06] Pallet D, Framework Comparison, http://www.phpit.net/article/ten-different-php-
frameworks/, 2006 
 
[PHP08] Olson, P (editor), PHP Manual version 2008-06-13, 
http://www.php.net/manual/en/manual.php , 2008 
 
[POT09] Potencier F, Practical Symfony Create professional web applications with PHP and 
symfony symfony 1.2 | Doctrine, Sensio SA, ISBN 9782918390015, 2009 
 
[SAP07] SAP – Business software Solutions Applications and Services,  www.sap.com, 2007 
 
[SOL00] Soley R, OMG Staff StrategyGroup,  Model Driven Architecture, Object Management 
group, White paper 3.2, 2000 
 
[SYM09] Symfony, Open-Source PHP Web Framework, diverse auteurs,  
zie: http://www.symfony-project.org/, 2009 
 
[THA07] Tharmarajah S, Aspect Oriented Programming in Domain Driven Design – Scriptie, 
Sogyo & Universiteit van Amsterdam, 2007 
 
[TIO08] TIOBE Programming Community Index for June 2008, 
http://www.tiobe.com/index.php/content/paperinfo/tpci/index.html,  2008 
 
[WAG09] Wage J H, Vesterinen K, Doctrine ORM for PHP, Sensio SA, ISBN 2918390038, 2009 
 
[WAR04] Warmer J, Kleppe A, Praktisch UML 3
de
 Editie, Pearson, ISBN 9043008125, 2004 
 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 50
[YAM09] Oren Ben-Kiki O, Clark Evans C, Net Ingy döt, YAML Ain’t Markup Language 
(YAML™) Version 1.2 3rd Edition (2009-07-21),  zie 
http://www.yaml.org/spec/1.2/spec.html, 2009 
 
[ZAN07] Zaninotto F, Potencier F, The Definitive Guide to symfony, APress, ISBN 
1590597869, 2007 
 
 
 
 
 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 51
Bijlagen  
 
De volgende bijlagen zijn aanwezig: 
A. Hruby model voor aanpasbare software 
B. Applicatiestructuur van het proof-of-concept 
C. Proof-of-concept details 
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A. Hruby model voor aanpasbare software 
In hoofdstuk 3, figuur 3.1 is een vereenvoudigde vorm weergegeven van het diagram van 
Hruby waarmee hij zijn model van applicatieconfiguratie weergeeft. In onderstaande figuur 
A.1 staat het oorspronkelijk diagram uit zijn publicaties [HRU05].  
 
Figuur A.1 Applicatie configuratie volgens Hruby 
 
Het uitgangspunt van Hruby is dat een applicatie ontstaat uit twee bronnen: 
- De object dimensie, die ontstaat uit de ontologie van een vastliggende structuur. In 
figuur A.1 zien we bovenaan dat vanuit het REA model er door middel van  
instantiatie een objectmodel van de applicatie wordt gemaakt. 
- De aspect dimensie, die de door de gebruikers gewenste functionaliteit omvat. In 
figuur A.1 zien we links de aspect categorieën, die toegepast worden op aspecten, 
die weer voorgesteld worden door attributen. 
Door middel van configuratie van zowel de object dimensie als de aspect dimensie ontstaat 
een door de gebruiker gewenste administratieve applicatie. 
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B.  Applicatiestructuur 
De gerealiseerde proof-of-concept applicatie is zo opgezet dat deze gebruik maakt van alle 
structuurmogelijkheden die het REA model biedt.  
 
Figuur B.1 Datastructuur van de proof-of-concept applicatie 
 
In figuur B.1 staat de datastructuur van de gerealiseerde applicatie. Met behulp van typering 
en kleuren wordt aangegeven welke structuren er afgebeeldt zijn. Ook zijn allen veel-op-veel 
relaties genormaliseerd naar één-op-veel relaties. 
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C.  Proof of concept details 
In deze bijlage worden een aantal technische details weergeven van het ontwikkelde 
framework en de daar mee ontwikkelde (deel-) applicatie. Eerst wordt uitgewerkt hoe de 
REA applicatie structuur afgebeeld wordt op de Symfony applicatiestructuur en wat de 
configuratiemogelijkheden zijn voor een specifieke applicatie. Hierna wordt hetzelfde 
gedaan voor gebruikersspecifieke functionaliteit. 
Symfony applicatie structuur 
In figuur C.1 wordt een beeld gegeven van de Symfony applicatiestructuur. Het bovenste 
niveau: ouafs is het project. Hierop wordt de bedrijfsbrede applicatie afgebeeld. Dit komt 
overeen met de applicatie voor alle bedrijfsprocessen 
van de ISP. Hieronder bevinden zich de applicaties. In 
figuur C.1 is dit de applicatie ispadmin, die het 
verkoopproces afbeeldt (zie paragraaf 4.3.2). Binnen de 
applicatie bevinden zich de modulen als slsCash, 
slsCustomer t/m slsService die de REA entiteiten van 
het verkoopproces vormen. Elke module bestaat uit 
- actions: de applicatie-events of  
functionaliteiten 
- forms: de GUI formulieren 
- templates: de GUI opmaak 
Binnen elke action zijn de symfony-events gedefinieerd, 
waarmee de voor elke entiteit relevante aspectfuncties 
worden geactiveerd (volgens het observer pattern). 
 
 
 
Figuur C.1 Symfony applicatiestructuur 
 
Implementatie van de REA structuur 
De REA structuur implementatie (zie figuur C.2) bestaat uit: 
- De generieke structuur  
- De applicatie specifieke configuratie 
De programmatuur voor de generieke REA structuur bevindt 
zich in de plugins/reaStructurePlugin. Dit omvat 
- reaStructure.yml: configuratiebestand met de 
definitie van alle REA entiteiten (bijv. resource, 
contract, event, etc) en hun vaststaande relaties (bijv. 
aan een event zit een resource en gekoppeld) 
- reaStructure.php: klasse met functies voor het 
verwerken van de reaStructure.yml 
De configuratie voor de specifieke applicatie ispadmin 
bevindt zich in apps/ispadmin/config en omvat: 
- reaStructure.yml: configuratie bestand met selectie 
van de voor ispadmin gewenste REA entiteiten.  
 
Figuur C.2  REA structuur-implementatie 
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Hieronder in figuur C.3 wordt de definitie van de generieke REA structuur met de entiteiten: 
agent, resource en event als voorbeeld weergegeven. Hierop worden afgebeeld voor het 
specifieke bedrijfsproces ispadmin, de agents  (isp en customer), de resources (service en 
cash), de events (delivery en payment) en de dualiteitsrelatie (dualdelpay).  
 
Generieke REA structuur  Specifieke applicatie: ispadmin 
reastructure: 
  process: 
    name: rea 
    desc: "value link" 
    role: [ exchange, conversion ] 
  general: 
    refid: { type: integer(8) } 
    entity: 
      actAs:   
        Timestampable: ~    
        SoftDelete: ~   
      columns: 
        id:{type: integer(8), 
            primary: true, 
            autoincrement: true } 
        created_at: {type: timestamp} 
        updated_at: {type: timestamp} 
        deleted: { type: integer(1)} 
  
    agent: 
      role: [ internal, external ] 
      # columns:  
 
    resource: 
      role: [ cash, product ] 
      # columns: 
         
    event: 
      role: [ increment, decrement ] 
      columns:  
        receive_id: {type:integer(8)} 
        provide_id: {type:integer(8)} 
        resource_id:{type:integer(8)} 
      relations: 
        receive: 
          class: receive 
          local: receive_id 
          type: one 
          foreign: id 
          foreignType: many 
          foreignAlias: receiveevents 
        provide: 
          class: provide 
          local: provide_id 
          type: one 
          foreign: id 
          foreignType: many 
          foreignAlias: provideevents 
        resource: 
          class: resource 
          local: resource_id 
          type: one 
          foreign: id 
          foreignType: many 
          foreignAlias: flowevents 
        duality: 
          class: event     
          refClass: duality 
          local: increment_id 
          foreign: decrement_id 
          foreignAlias: dualities 
reastructure: 
  process: 
    name:         sls 
    desc:         Service verkoop 
    role:         exchange 
 
  entities: 
    isp: 
      rea: agent 
      desc: ISP medewerkers 
      role: internal 
      model: agentIsp 
      type: false     
       
    customer: 
      rea: agent 
      desc: Klant 
      role: external 
      model: agentCustomer 
      type: customer 
 
    service: 
      rea: resource 
      desc: Service verlening 
      role: product 
      model: resourceService 
      type: item 
 
    cash: 
      rea: resource 
      desc: Betaling 
      role: cash 
      model: resourceCash 
 
   delivery: 
      rea: event 
      desc: Leveren service 
      role: decrement 
      model: eventDelivery    
      type: false 
      connects: 
        resource: service 
        provide: isp 
        receive: customer 
        duality:{refconn: dualdelpay} 
       
    payment: 
      rea: event 
      desc: Ontvangen betaling 
      role: increment 
      model: eventPayment     
      connects: 
        resource: cash 
        provide: customer 
        receive: isp 
        duality:{refconn: dualdelpay} 
       
    dualdelpay: 
      rea: duality 
      desc: Services betaling 
      model: dualDeliveryPayment     
      connects: 
        increment: payment 
        decrement: delivery       
Figuur C.3  REA structuur voorbeeld 
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Implementatie van de REA aspecten 
De REA aspecten (zie figuur C.4) implementatie bestaat 
uit: 
- De specifieke programmatuur en 
configuratiemogelijkheden van een aspect 
- De applicatie specifieke configuratie voor de 
afbeelding van de aspecten op de 
structuurentiteiten binnen een specifiek 
bedrijfsproces. 
De programmatuur voor het verschaffen van de 
functionaliteit en de configuratie mogelijkheden van elk 
aspect bevinden zich in plugins/reaAspectsPlugin. Dit 
omvat dit voor elk aspect een map met daarin:  
- reaAspect.yml: configuratiebestand met de 
definitie van de aspecttypen en toe te voegen 
velden met de GUI definities  
- reaAspect.php: klasse met functies voor het 
verwerken van symfony-events de 
reaStructure.yml 
Voor uitgebreide aspecten bestaat de mogelijkheid om 
die functionaliteit onder te brengen in een ‘eigen’ 
plugin. Als voorbeeld: reaFeaturePlugin die alle 
functionaliteiten voor de productkenmerken omvat. 
Figuur C.4  REA aspect-implementatie 
 
De configuratie voor de applicatie specifieke functionaliteiten voor de ispadmin applicatie 
bevindt zich in apps/ispadmin/config en omvat meerdere configuratiebestanden: 
- reaAspect_xxx.yml: configuratie bestand met afbeelding van de aspecten op de 
structuur binnen een specifiek bedrijfsproces. (Hierin is xxx de oplopende 
nummering per configuratiebestand.) 
 
Hieronder in figuur C.5 een voorbeeld van de configuratie van het Description aspect en de 
afbeelding hiervan op een agent en resource structuurelement. 
 
Definitie van het Description aspect Afbeelding voor het ISP service 
verkoopproces op de agent ISP en op de 
resource Service 
# default values 
raDescription: 
  # configuration properties 
  configuration: 
    name: raDescription 
 
  # schema aanvullingen 
  schema: ~ 
 
  # alle soorten typen 
  types:  
    DescriptionType: 
      SubType_1: 
        type: textual 
        name: "Descriptiontext" 
        connect: 
          description: 
            default: "Description" 
            crud:  
# default values 
reaAspect: 
  a_001_2: 
    aspect:       raDescription 
    configuration: 
      name:         "Description" 
    types: 
      DescriptionType: 
        type:         textual 
        name:         "Description" 
        entity:       customer 
        prefix:       ~ 
        connect: 
          description: 
            column: 
              name:   description 
 
 
 
26 mei 2010        Afstudeerverslag 
H vd Ridder,  Open Universiteit 57
              edit: true 
              list: true 
              show: true 
      SubType_2: 
        type: graphical 
        name: "Picture" 
      SubType_3: 
        type: webpage 
        name: "Webpage Address" 
        connect: 
          description: 
            column:  
              name: webpage 
            validator: 
              type: Url 
              options: 
                required: true 
   
      # general validation 
      validate: ~ 
      # general connect 
      connect:  
        description: 
          column:  
            name: description 
            type: "string(255)" 
            notnull: true 
          default: ~ 
          crud:  
            edit: true 
            list: true 
            show: true 
          label:  
            edit: Description 
            list: Description 
            show: Description 
          widget: 
            type: FormInput 
            options: 
              type: text 
              is_hidden: false 
          validator: 
            type: String 
            options: 
              required: true 
              min_length: 5 
 
reaAspect: 
  a_002_1: 
    aspect:       raDescription 
    configuration: 
      name:         "Description" 
    types: 
      DescriptionType: 
        type:         textual 
        name:         "Description" 
        entity:       service 
        prefix:       ~ 
        # hieronder alle  
        # uitzonderingen op het Type 
        connect: 
          description: 
            column: 
              name:   description 
            crud:  
              list: 
          "substr(\"%value%\",0,50)" 
Figuur C.5  Description-aspect configuratie 
 
