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HTTPS 
 
El Protocolo Seguro para la Transferencia de HiperTexto (Hypertext Transfer 
Protocol Secure, HTTPS, o Secure Hypertext Transfer Protocol, S-HTTP)  hace 
referencia a una comunicación segura de las transacciones entre el navegador y 
servidor web a través de mecanismos obtenidos al incluir un cifrado de 
comunicaciones SSL (Security Socket Layer) en el tradicional HTTP (HyperText 
Transfer Protocol). 
Es muy utilizado para conexiones en las que debemos poner datos especialmente 
sensibles como páginas de bancos, manejo de la bolsa, e-commerce o cualquier 
tipo de correos electrónicos, con el fin de que la información sea encriptada y no 
pueda ser leída por usuarios no autorizados;  para esto, el cliente envía 
directamente toda la información necesaria, entre las que se encuentran claves, 
certificados y códigos de integridad. Sin embargo, el usuario no necesita 
preocuparse por el manejo del protocolo, ya que esto es realizado por el 
navegador. 
 
HTTP 
 
Hypertext Transfer Protocol es el protocolo TCP/IP usado para la transferencia de 
documentos de hipertexto a través de internet, para esto define un conjunto de 
reglas necesarias para cada tipo de archivo enviado (Texto, imágenes, sonido 
videos, etc.). 
El puerto TCP estándar utilizado por este protocolo es el 80; 
El cliente realiza una petición al servidor y este le responde con el contenido que 
fue solicitado. Por ejemplo, al ingresar a una página web, el navegador realiza una 
petición HTTP al servidor de esa dirección, quien responde con el código HTML de 
  
la página. El cliente, una vez recibe el mensaje, lo interpreta y muestra en pantalla. 
Es por esto que, los clientes y servidores HTTP son los componentes básicos del 
World Wide Web. 
Los mensajes HTTP son los bloques de datos enviados a través de aplicaciones 
HTTP. Estos mensajes fluyen entre clientes, servidores y proxies. 
Están compuestos por : 
 
SSL 
 
Secure Socket Layer (SSL) es un protocolo que dispone un nivel seguro de 
transporte entre el servicio clasico de transporte en internet (TCP) y las 
aplicaciones que se comunican a través de el. 
Asegura: 
 Conexión privada: LA información se cifra utilizando criptografía de clave 
simétrica. 
 Autenticación: Usando criptografía de clave publica. 
 Integridad: Usando firmas digitales. 
Está compuesto por: 
 Handshake Protocol: Se encarga de establecer la conexión  y determinar 
los parámetros que se van a utilizar posteriormente, es decir, definir la 
clave simétrica que se utilizará para transmitir los datos durante esa 
conexión.  
El servidor envía al cliente su certificado y las preferencias en lo que a 
algoritmos de cifrado se refiere, como respuesta a una petición hecha por 
él. A partir de esto, el cliente genera una clave maestra y la cifra con la 
clave pública del servidor y se la transmite. El servidor recupera la clave 
maestra y se autentica respecto al cliente devolviendo un mensaje 
  
cifrado con la clave maestra. Los datos siguientes son cifrados con 
claves derivadas de esta clave maestra. 
 
 Record Protocol: Comprime, cifra y verifica la información que se 
transmite. 
 
Modo de funcionamiento 
 
Como se mencionó anteriormente, HTTPS es la versión de HTTP con manejo de 
seguridad y encriptación de los datos que fluyen entre el navegador y el servidor 
web, ya que incluye el cifrado de comunicaciones SSL. 
 
Los sitios web que usan en estándar HTTP transmiten y reciben datos de forma 
insegura, ya que es posible que alguien los intercepte cuando son enviados entre 
el usuario y el servidor web. Para esto, el protocolo HTTPS cifra los datos que se 
envían de ida y vuelta con el cifrado SSL,  de tal forma que si alguien los obtiene, 
estos estarán irreconocibles. Este consta de las siguientes fases: 
1. Establecer el “tunneling” de la conexión. 
2. Determinar un acuerdo entre el servidor y el navegador que permita recibir, a 
este último, un certificado legítimo del sitio web expedido por una Autoridad 
Certificada; además, con el fin de asegurar la conexión, definir cuáles son los 
parámetros de encriptación, tales como la llave primaria y la suite de cifrado. 
3. El flujo de datos encriptados circulan entre el navegador y el servidor. 
 
El tunneling de la conexión hace referencia a comunicaciones HTTPS a través de 
proxy HTTP. El navegador envía una solicitud de conexión HTTP al proxy, 
indicando el número del puerto y el nombre del servidor; por lo tanto, el proxy 
  
mantiene conexión TCP tanto con el navegador como con el servidor, y sirve de 
puente para el envío de los datos cifrados. (Ver figuras 2, 3) 
 
Esta comunicación se activa cuando un cliente envía una solicitud al servidor, 
mediante la especificación de una dirección URL en el protocolo HTTPS utilizando 
el puerto TCP 443, que es el puerto estándar para HTTPS.  
 
El servidor web, proporcionando un servicio HTTPS, responde al cliente 
enviándole un certificado; para esto, el browser indica una llave pública del 
servidor web que contiene el certificado. Esta clave se utiliza para codificar la 
información que el cliente envíe consecutivamente al servidor web. La información 
inicial que el cliente manda al servidor web contiene una clave de sesión, la cual 
será utilizada para los posteriores datos transmitidos entre el cliente y el servidor 
web. Además, el servidor web usa una clave privada para decodificar la 
información (clave de sesión) transmitida por el cliente. De esta forma la 
transmisión de los datos encriptados es segura, ya que el servidor web y el cliente 
son los únicos que entienden la clave de sesión. 
Las principales ventajas de HTTPS son su flexibilidad y su integración dentro de 
HTML. 
Entre sus debilidades podemos señalar los efectos derivados de mantener la 
compatibilidad hacia atrás y la necesidad de implementar servidores que soporten 
las extensiones a HTML aportadas por el protocolo HTTPS. 
  
  
 
Identificar páginas seguras 
Para verificar a través del browser si un servidor utiliza este protocolo, basta con 
mirar en la barra de direcciones. A diferencia de los que manejan HTTP,  
 Su dirección URL empieza por HTTPS:// 
 Del lado derecho de la barra de direcciones se muestra un candado. 
 Se puede ver el certificado de seguridad del sitio que se está viendo, al 
dar doble clic sobre el candado 
. 
 
 
Certificados digitales 
 
El cifrado se ofrece a través de un documento proporcionado por el sitio web que 
se denomina certificado. Su objetivo principal es verificar la identidad de una 
persona o dispositivo, autenticar un servicio o cifrar archivos; por eso cuando se 
envía información al sitio web, que se cifra en su equipo y se descifra en el sitio 
web, se requiere de un certificado.  
A los organismos encargados de emitir estos certificados se les conoce como 
Autoridad Certificadora (CA). Están encargadas de establecer y verificar la 
autenticidad de las claves públicas correspondientes a las personas o a otras 
autoridades de certificación, y verifican la identidad de una persona u organización 
que pide un certificado. 
Los certificados son almacenados en una Tabla de Certificados en los 
navegadores web, así cuando entramos a una página, el certificado que hay en 
ese servidor manda a nuestro navegador información acerca de ese certificado y 
  
el navegador lo valida de acuerdo a la tabla. De esta forma se establece entre 
ellos una comunicación segura de manera transparente para el usuario. 
Como se mencionó anteriormente, el certificado de seguridad de un servidor 
puede ser visto dando doble clic sobre el candado ubicado al lado derecho de la 
barra de direcciones. La dirección  ubicada en Identidad debe corresponder al sitio 
que se está visitando. 
 
 
Existen servidores que cuyo certificado no es legal, ya que no es emitido por una 
CA oficial, y por tanto requieren que el usuario acepte el certificado cuando 
ingresa a la página. Hay que tener claro cuál es el origen de este, ya que en 
muchas ocasiones sirven para encriptar las comunicaciones y hacerlas seguras, 
pero también se puede prestar para estafas. 
 
 
  
  
 
HTTP vs HTTPS 
 
HTTPS permite tanto a los navegadores como a los servidores registrar, 
autenticar, y encriptar el mensaje HTTP, es decir, los envía sobre una capa de 
transporte segura. Por tal motivo la forma de comunicación entre el servidor y el 
browser es diferente. 
Mientras que HTTP envía mensajes sin cifrar a TCP (Fig. 1.a), HTTPS primero los 
manda a una capa de seguridad que los encripta y remite a TCP (Fig. 1.b). 
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Figura 2: Manejo de puertos para HTTP y HTTPS. 
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1. Establecer la conexión TCP por el puerto 443 del servidor 
 
 
 
 
 
 
2. Acuerdo de parámetros de seguridad SSL 
2.1 Cliente envía las opciones de cifrado y de solicitud de certificación.  
 
 
 
 
 
2.2 Servidor envía el tipo de cifrado elegido y el certificado. 
 
 
 
 
2.3 Cliente y el servidor crean llaves.  
  
Cliente    Internet           Servidor 
Cliente    Internet           Servidor 
Cliente    Internet           Servidor 
 
Figura 3 Transacción HTTPS con encriptación. 
 
  
 
2.4 Cliente y servidor se dicen mutuamente que va a iniciar el cifrado. 
 
 
 
2.5 Ahora el cliente puede enviar solicitudes a la capa de seguridad, que 
los en cripta antes de enviarlos a TCP. 
  
Cliente    Internet           Servidor 
Figura 3 Transacción HTTPS con encriptación. 
 
  
 
SMTP 
El Protocolo Simple De Transferencia De Correo Electrónico (SMTP), provee los 
mecanismos para la transmisión de correos electrónicos desde la máquina cliente 
hasta el servidor. SMTP es independiente del servicio de transporte particular y 
sólo requiere un canal de flujo de datos ordenados confiable. Un servicio de 
transporte es un medio de comunicación entre procesos, que puede cubrir una 
red, varias redes, o un subconjunto de una red. El  
 
Si las maquinas de origen y destino no están conectadas al mismo servicio de 
transporte, se utilizan uno o más servidores SMTP para el reenvió. Para ser capaz 
de proporcionar la función de reenvío, se le debe suministrar al servidor SMTP el 
nombre de la máquina del destino final, así como el nombre del buzón de destino. 
Las aplicaciones de correo electrónico en Internet suelen utilizar una única 
conexión TCP establecida entre el puerto del proceso emisor y el puerto del 
proceso receptor, este puerto es el 25, para transferir los comandos de control y 
los datos del correo electrónico real. Puesto que los datos SMTP son sólo 
caracteres de 7-bit ASCII, pero TCP es enviado en bytes de 8 bits, SMTP 
transmite cada carácter como un byte de 8 bits con el bit ubicado más a la 
izquierda como cero. Existe un modelo preestablecido para el envío de mensajes 
de correo electrónico a través de Internet (RFC 822). Una aplicación SMTP debe 
adherirse a este estándar al momento de realizar el transporte de mensajes de 
correo electrónico a través de Internet. 
 
¿Cómo Funciona? 
Después de que un usuario ha escrito en un mensaje de correo electrónico y ha 
dado clic en enviar, la aplicación remitente de SMTP establece una conexión TCP 
full-dúplex con la aplicación receptora de SMTP. La aplicación remitente de SMTP 
  
genera y envía comandos en orden secuencial para la aplicación receptora de 
SMTP que responde a estos comandos enviando una respuesta a la aplicación del 
servidor SMTP como respuesta a cada orden recibida, como se muestra en la 
siguiente imagen. 
 
Secuencia de respuesta de comandos SMTP: 
1. Las aplicaciones remitentes y receptoras de SMTP establecen una 
conexión TCP y envían el saludo HELO y la respuesta. 
2. La aplicación remitente de SMTP envía un comando MAIL indicando el 
remitente del correo. 
3. Si la aplicación receptora de SMTP puede aceptar el correo electrónico, 
devuelve una respuesta OK y un código numérico. 
4. La aplicación remitente de SMTP envía un comando RCPT que identifica el 
destinatario del correo. 
5. Si la aplicación receptora de SMTP puede aceptar  el correo electrónico 
para el destinatario, devuelve una respuesta OK y un código numérico. Si 
no responde rechazando el destinatario pero no toda la transacción de 
correo. 
6. Si la respuesta de la aplicación receptora de SMTP es un OK, la aplicación 
emisora envía los datos del correo, terminando con una secuencia especial. 
Los datos del correo se basan en texto y puede contener cualquiera de los 
  
128 códigos de caracteres ASCII. Una línea que contenga sólo un punto, 
finaliza los datos del correo electrónico. Este es el fin de la indicación de los 
datos del correo electrónico. 
7. Si la aplicación receptora de SMTP procesa con éxito los datos del correo 
electrónico, responde con un OK y un código numérico. 
8. Para cerrar la conexión TCP, la aplicación emisora de SMTP envía el 
comando QUIT. 
9. La aplicación receptora de SMTP envía primero un OK  a la aplicación 
remitente de SMTP y luego cierra la conexión. 
Tenga en cuenta que las aplicaciones receptoras y emisoras de SMTP pueden 
negociar las solicitudes de varios destinatarios. Cuando el mismo mensaje es 
enviado a varios destinatarios, la aplicación  emisora de SMTP intenta transmitir 
sólo una copia de los datos para todos los destinatarios en la misma máquina de 
destino. 
En la siguiente imagen se mostrara el proceso básico de transferencia de correos: 
  
 
 
SMTPS 
Protocolo Simple De Transferencias De Correo Electrónico Seguro (SMTPS) es 
una variante del protocolo Simple De Transferencia De Correo Electrónico (SMTP) 
que al igual que este, permite el intercambio de mensajes de correo entre los 
distintos dispositivos pero mediante el uso de una conexión segura entre los 
clientes y el servidor protegiendo los datos mediante encriptación. Adicionalmente, 
permite usar mecanismos de prevención frente a ataques de SPAM, requiriendo 
de la autenticación del cliente para el envió de correos. A diferencia de SMTP la 
conexión en SMTPS se establece mediante el uso del puerto 465. 
  
La conexión segura entre los clientes y el servidor se establece mediante el uso de 
uno de los protocolos seguros, Secure Sockets Layer (SSL) o Transport Layer 
Security (TLS). Ambos protocolos proveen la encriptación de datos y la 
autenticación entre aplicaciones, aunque ambos protocolos utilizan el mismo 
esquema para  realizar la conexión segura, difieren en cosas que los hacen 
inoperables entre ellos mismos. La principal diferencia es que mientras, las 
conexiones SSL inician con seguridad y proceden directamente a comunicaciones 
seguras, las conexiones TLS inician con un “hola” inseguro para el servidor y solo 
cambian a una comunicación segura después que el apretón de mano 
(handshake) entre el cliente y el servidor sea haya hecho satisfactoriamente. Si el 
apretón de manos (handshake) TLS falla por alguna razón la conexión nunca se 
crea. En la imágenes siguientes se muestra el proceso que realizan los protocolos 
para conectarse de manera segura. 
 
  
  
SSL 
 
 
 
 
  
TLS 
 
  
  
 
SMTPS JSE 
Antes de hablar sobre el uso de SMTPS en Java, se hablara un poco de la API 
JavaMail de Java. 
 
JavaMail es una API opcional a la versión estándar de Java (J2SDK) que 
proporciona funcionalidades de correo electrónico, a través del paquete 
javax.mail. Permite realizar desde tareas básicas como enviar, leer y componer 
mensajes, hasta tareas más sofisticadas como manejar gran variedad de formatos 
de mensajes y datos, y definir protocolos de acceso y transporte. 
 
JavaMail soporta, por defecto, los protocolos de envío y recepción SMTP, IMAP, 
POP3 y las versiones seguras de estos protocolos SMTPS, IMAPS, POP3S (estos 
3 últimos a partir de la versión JDK 1.3.2), si bien puede implementar otros 
protocolos. El envío y recepción son independientes del protocolo, aunque 
podremos necesitar usar un protocolo u otro según nuestras necesidades. 
 
Este paquete va unido al uso del paquete JavaBeans Activation Framework (JAF), 
que es también un paquete opcional a la versión estándar de Java (J2SDK), 
aunque tanto éste como JavaMail vienen incorporados en la versión empresarial 
(J2EE). Este paquete es el que se encarga de la manipulación de los canales 
(streams) de bytes de los tipos MIME, que pueden incluirse en un mensaje. 
 
JavaMail está diseñada para facilitar las funcionalidades más comunes, si bien 
también posee características más avanzadas, que permiten sacar el máximo 
  
partido a los estándares de correo electrónico. Las funciones más importantes se 
detallan a continuación: 
 Escribir y enviar un mensaje: el primer paso que ha de realizar cualquier 
aplicación que pretenda enviar un correo electrónico es escribir el mensaje. 
Es posible crear un mensaje de texto plano, es decir, un mensaje sin 
adjuntos que contenga exclusivamente texto formado por caracteres ASCII; 
pero es igualmente sencillo escribir mensajes más completos que 
contengan adjuntos. También se pueden escribir mensajes que contengan 
código HTML e incluso imágenes embebidas en el texto. 
 Descargar Mensajes: se pueden descargar los mensajes desde la carpeta 
que se indique ubicada en el servidor que en ese momento se esté usando. 
Estos mensajes pueden ser de texto plano, contener adjuntos, HTML, etc. 
 Usar flags (banderas): se usan para indicar, por ejemplo, que un mensaje 
ha sido leído, borrado, etc., en función de cuáles de estos flags estén 
soportados por el servidor. 
 Establecer una conexión segura: actualmente algunos servidores de correo 
requieren de una conexión segura, ya sea para descargar el correo 
almacenado en ellos, o para enviar mensajes a través de ellos. JavaMail 
ofrece la posibilidad de establecer este tipo de conexiones, indicando que 
se trata de una conexión segura, además de poder indicar otros 
parámetros, en algunos casos necesarios, como el puerto donde establecer 
la conexión. Esta capacidad está disponible desde la versión de JDK 1.3.2. 
 Autenticarse en un servidor: ciertos servidores requieren autenticación ya 
no sólo para leer mensajes sino también para enviarlos. JavaMail ofrece 
también la posibilidad de autenticación a la hora de enviar un correo. 
 Definir protocolos: JavaMail soporta por defecto los protocolos de envío y 
recepción SMTP, IMAP, POP3, (y sus correspondientes seguros a partir de 
la versión de JDK 1.3.2), si bien puede implementar otros protocolos. Para 
usar otros protocolos, o desarrollar por nuestra cuenta soporte para algún 
protocolo no definido por defecto en JavaMail, podemos consultar la página 
de Sun, http://java.sun.com/products/javamail/Third_Party.html,  donde se 
  
detallan una serie de protocolos que podemos usar, y que no se ofrecen por 
defecto con JavaMail ya que no son estándares. 
 Manejar adjuntos: JavaMail ofrece la posibilidad de añadir adjuntos a los 
mensajes de salida, así como obtener y manipular los adjuntos contenidos 
en un mensaje de entrada. 
 Búsquedas: JavaMail ofrece la posibilidad de buscar mensajes dentro de la 
cuenta de correo en el propio servidor -sin necesidad de descargar todo el 
correo- que concuerden con un criterio de búsqueda previamente definido. 
Para ello dispone de varias clases que permiten buscar mensajes con un 
asunto determinado, un desde concreto, etc., devolviendo un array con los 
mensajes que cumplan estos criterios.  
 Acuse de recibo y prioridad: Se puede incluir un acuse de recibo en los 
mensajes de salida, para que el remitente sepa si un mensaje ha sido leído 
o no por el destinatario, si bien no todos los servidores soportan esta 
funcionalidad. Además se puede establecer la prioridad de un mensaje de 
forma muy sencilla. 
Como se dijo anteriormente, la API JavaMail soporta el uso del protocolo de envió 
de correos SMTP y su correspondiente versión segura SMTPS, esta versión se 
utiliza mediante conexiones seguras y estas conexiones son realizadas por medio 
del uso de los protocolos seguros SSL y TLS, los cuales son implementados a 
través de la API JSSE (Java Secure Socket Extension).  Enviar mensajes usando 
una conexión segura es muy similar a hacerlo de forma convencional.  
A continuación se describe como enviar mensajes usando una conexión segura 
mediante el uso del protocolo SSL: 
En primer lugar se deben importar los paquetes javax.mail y javax.mail.internet. 
El primer paquete contiene clases que modelan un sistema de correo genérico, es 
decir, características que son comunes a cualquier sistema de correo, como 
pueden ser un mensaje o una dirección de correo, y el segundo contiene clases 
específicas para modelar un sistema de correo a través de Internet, como por 
ejemplo clases para representar direcciones de Internet o usar características de 
  
las extensiones MIME. También es necesario usar las clases java.util.Properties 
y java.security.Security. La primera representa un conjunto de propiedades, y 
que permite establecer el servidor SMTP como una propiedad de la conexión y la 
segunda se encarga de centralizar todas las propiedades y los métodos más 
comunes relacionados con la seguridad. 
Una vez importados los paquetes y clases necesarias para el envió de mensajes, 
se debe añadir el proveedor de servicios criptográficos de Sun para SSL (aunque 
puede añadirse cualquier otro que pueda resultar conveniente). Un proveedor SSL 
se encarga de supervisar todas las operaciones que se realicen a través de este 
protocolo. Para añadir el proveedor de Sun se puede utilizar el método 
addProvider() de la clase java.security.Security. 
 Security.addProvider(new com.sun.net.ssl.internal.ssl.Provider()); 
 
El proveedor también puede añadirse estáticamente en el fichero de políticas de 
seguridad del JRE, denominado java.security (de hecho suele estar añadido por 
defecto), incluyendo una línea de la forma: 
 security.provider.2 = com.sun.net.ssl.internal.ssl.Provider 
En la que el número 2 es tan sólo un número en la secuencia de proveedores de 
servicios de seguridad que haya especificada en este fichero. 
El siguiente paso consiste en establecer las propiedades de la conexión. Primero 
se debe indicar el servidor SMTP que se va a usar para enviar el correo. Esto se 
hace añadiendo una nueva propiedad a las propiedades del sistema, que indicará 
que se quiere usar un servidor SMTP e identificará su correspondiente valor, es 
decir su dirección. 
 String smtpHost = "smtp.auna.com"; 
Properties props = System.getProperties(); 
props.put("mail.smtp.host",smtpHost); 
 
  
 La clase Properties contiene un conjunto de pares (clave, dato) que serán ambos 
de tipo String, y mediante un nuevo par es como se añade el servidor SMTP que 
se pretende usar a las propiedades. Con el método put es posible añadir otras 
propiedades referidas al correo electrónico, como el servidor para cada protocolo, 
el puerto de conexión, el nombre de usuario, etc. En la siguiente tabla se muestran 
algunas propiedades. 
NOMBRE  DESCRIPCION 
mail.debug 
 
Hace que el programa se ejecute en modo depurador, es decir, 
muestra por pantalla todas las operaciones que realiza y los 
posibles errores. Por defecto no está activada.  
mail.from 
 
Añade la dirección del remitente en el mensaje. 
mail.protocolo.h
ost 
 
Dirección del servidor para el protocolo especificado, es decir, el 
que se va a usar para enviar o recibir. 
 
mail.protocolo.p
ort 
 
Número de puerto del servidor que hay que usar. 
 
mail.protocolo.a
uth 
 
Indica que vamos a autenticarnos en el servidor. 
 
mail.protocolo.u
ser 
 
Nombre de usuario con que conectarse al servidor. 
 
 
Luego se deben añadir las propiedades necesarias para el uso de la conexión 
segura mediante el protocolo SSL, dado que se pretende utilizar el protocolo 
SMTP, deben añadirse las siguientes líneas de asignación de propiedades: 
 props.put("mail.smtp.socketFactory.class", 
"javax.net.ssl.SSLSocketFactory"); 
  
props.put("mail. smtp.socketFactory.fallback", "false"); 
props.put("mail. smtp.port", "465"); 
props.put("mail. smtp.socketFactory.port", "465"); 
 
 
 En la siguiente tabla se describen algunas de las propiedades de la conexión 
SSL. 
NOMBRE DESCRIPCION 
mail.protocolo.socketFactory.class Permite especificar qué clase es la 
encargada de manejar los sockets. Dicha 
clase debe heredar de 
javax.net.SocketFactory. En el caso que 
nos ocupa se usa SSLSocketFactory, que 
emplea sockets basados en SSL. 
mail.protocolo.socketFactory.fallback Esta propiedad adopta un valor booleano 
que indica al sistema si debe volver o no a 
una conexión no segura si falla la conexión 
segura. 
mail.protocolo.port Estas dos propiedades se añaden para 
indicar el número de puerto que usa la 
versión segura del protocolo. Ambos 
valores suelen ser iguales. 
mail.protocolo.socketFactory.port 
mail.protocolo.connectiontimeout Con esta propiedad se indica que si la 
conexión no se realiza en el tiempo 
especificado -en milisegundos-, ésta debe 
ser cancelada. 
 
A continuación es necesario crear una sesión de correo usando para ello un objeto 
de la clase Session; para ello hay que hacer uso del objeto de tipo Properties 
creado en anteriormente. Un objeto de la clase Session representa una sesión de 
correo y reúne sus principales características, de manera que cualquier operación 
  
posterior de envío o recepción de mensajes se hace en el contexto de una sesión. 
Dichos objetos se crean haciendo uso de dos métodos estáticos que devuelven un 
objeto de este tipo. 
El primero de ellos devuelve la sesión por defecto, siempre la misma cuantas 
veces sea invocado este método. Este método recibe como parámetro el objeto de 
tipo Properties creado anteriormente y un objeto de la clase Authenticator. 
 Session session = Session.getDefaultInstance (props, null); 
 
El segundo método es similar al primero con la diferencia de que las aplicaciones 
no comparten esta sesión, pues cada vez que se invoca retorna una sesión 
diferente. 
 Session sesion = Session.getInstance (props, null); 
 
Una vez especificado el servidor SMTP, la conexión SSL y creada la sesión de 
correo electrónico, ya se puede proceder a la creación del mensaje que se quiere 
enviar. Para modelar un mensaje de correo electrónico existe la clase Message 
del paquete javax.mail, pero al ser esta una clase abstracta es necesario crear 
una instancia de la única clase estándar que la implementa, la clase 
MimeMessage. Esta clase representa un mensaje de correo electrónico de tipo 
MIME y posee seis constructores, pero para esta guía usaremos uno que nos 
devolverá un mensaje vacio. El mensaje se crea de la siguiente forma: 
 Message mensaje = new MimeMessage (sesion); 
 
A continuación hay que proceder a rellenar los atributos (asunto, fecha de envío, 
remitente, etc.) y el contenido del mensaje. Existe una gran variedad de métodos 
para rellenar y obtener tanto estos atributos como el contenido en sí. Debe tenerse 
en cuenta que la clase MimeMessage no sólo hereda de Message sino que 
también implementa las interfaces Part y MimePart, por lo que puede usarse 
cualquier método de estas clases/interfaces. 
  
Así, lo más fácil es rellenar el asunto del mensaje usando el método setSubject 
qué recibe como parámetro la cadena que constituirá el asunto: 
 mensaje.setSubject("Hola Mundo"); 
 
El campo from hay que rellenarlo para que el receptor del mensaje sepa de quién 
proviene usando el método setFrom, que requiere como parámetro un objeto de 
tipo Address que modela una dirección cualquiera en el sentido más general. 
Como esta clase es abstracta hay que usar en su lugar alguna clase que la 
implemente como la clase InternetAddress. Esta clase representa una dirección 
de Internet que cumpla con la sintaxis especificada en el estándar RFC 822, y que 
suele ser de la forma usuario@máquina.dominio o bien simplemente usuario si, 
por ejemplo tanto el remitente como el destinatario poseen sus cuentas de correo 
en la misma máquina. 
 mensaje.setFrom(new InternetAddress(from)); 
 
A continuación se debe rellenar el atributo correspondiente al receptor del 
mensaje. Para ello se utiliza el método addRecipient de la clase Message al que 
se le pasan dos parámetros. El primero es un objeto del tipo 
Message.RecipientType (tipo de destinatario), que es una clase interna a la clase 
Message, que tiene tres constantes: TO, CC (Carbon Copy) y BCC (Blind Carbon 
Copy), que son los tres tipos de recipientes o destinatarios. Con esto se especifica 
si la dirección del destinatario se añade en el TO, el CC o el BCC del mensaje. El 
segundo parámetro es la dirección que se añadirá al recipiente y es del tipo 
InternetAddress, al igual que en el método setFrom. 
 mensaje.addRecipient(Message.RecipientType.TO, new 
InternetAddress(to)); 
 
Existe otro método que permite añadir varias direcciones de una sola vez en lugar 
de hacerlo de una en una. Para ello se utiliza un array de direcciones en lugar de 
una sola, y el método a emplear es addRecipients, en plural. Por ejemplo: 
  
Address [] direcciones = new Address []{ 
new InternetAddress ("juan15@gmail.com"), 
new InternetAddress ("migaro@hotmal.com"), 
}; 
mensaje.addRecipients(Message.RecipientType.TO, direcciones); 
 
Esta sección finaliza rellenando el contenido del mensaje, para lo que se usa el 
método setText de la clase Message. Este método además de establecer como 
contenido del mensaje el que se le especifique a través de un String, establece 
que el tipo de contenido es texto plano (text/plain). 
 mensaje.setText("Este es el cuerpo del mensaje"); 
 
Después de lo anterior, el mensaje ya está listo para ser enviado, lo que constituye 
el último paso del envió de correos. Para enviarlo se usa la clase Transport que 
se encarga de esto de una forma muy sencilla mediante sus métodos estáticos. En 
este caso se usara el método send:  
Transport.send (mensaje); 
 
Esta clase tiene sobrecargado el método send, de forma que también permite 
enviar un mensaje a varios destinatarios, mandándole a este método un array de 
direcciones. De esta forma se ignoran las direcciones que pudiesen estar definidas 
en el mensaje y se envía sólo y exclusivamente a las especificadas en el array. 
 Transport.send(String mensaje,Address [] direcciones); 
 
Para finalizar, hay que tener en cuenta que los métodos con los que se crea el 
mensaje, con los que se rellena y el método send que lo envía pueden lanzar 
excepciones por lo que es necesario capturarlas o relanzarlas.  
 
 
  
 
Ejemplo 
En el siguiente ejemplo, se muestra el código para enviar un correo simple por 
medio de una conexión segura usando JavaMail. 
import java.util.Properties; 
import javax.mail.*; 
import javax.mail.internet.*; 
 
public class EnviarCorreo { 
public static void main (String [] args) { 
 
// Se comprueba que el número de argumentos es el correcto 
if (args.length != 2) { 
System.out.println( "Ha de enviar dos parámetros \n" + "java 
EnviarCorreo fromAddress toAddress"); 
System.exit(1); 
} 
 
// Se obtienen el from y el to recibidos como parámetros 
String from = args [0]; 
String to = args [1]; 
 
// Añadir el proveedor SSL de Sun 
Security.addProvider(new com.sun.net.ssl.internal.ssl.Provider()); 
 
// Se obtienen las propiedades del sistema y se establece el servidor 
SMTP 
String smtpHost = "smtp.auna.com"; 
Properties props = System. getProperties(); 
props.put("mail.smtp.host", smtpHost); 
  
 
// Añadir las propiedades necesarias 
props.put("mail.pop3.socketFactory.class", 
"javax.net.ssl.SSLSocketFactory"); 
props.put("mail.pop3.socketFactory.fallback", "false"); 
props.put("mail.pop3.port", "995"); 
props.put("mail.pop3.socketFactory.port", "995"); 
 
// Se obtiene una sesión con las propiedades anteriormente definidas 
Session sesion = Session.getDefaultInstance(props,null); 
 
// Capturar las excepciones 
try { 
// Se crea un mensaje vacío 
Message mensaje = new MimeMessage(sesion); 
 
// Se rellenan los atributos y el contenido 
 
// Asunto 
mensaje.setSubject("Hola Mundo"); 
 
 
// Emisor del mensaje 
mensaje.setFrom(new InternetAddress(from)); 
 
// Receptor del mensaje 
mensaje.addRecipient( Message.RecipientType.TO, 
new InternetAddress(to)); 
 
// Cuerpo del mensaje 
mensaje.setText("Este es el cuerpo del mensaje"); 
  
 
// Se envía el mensaje 
Transport.send(mensaje); 
 
} catch (MessagingException e) { 
System.err.println(e.getMessage()); 
} 
} 
} 
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