Familiarity with a simulation platform can seduce modellers into accepting untested assumptions for convenience of implementation. These assumptions may have consequences greater than commonly suspected, and it is important that modellers remain mindful of assumptions and remain diligent with sensitivity testing.
Introduction
Modellers generally try to implement ecological concepts faithfully and completely, but there is inevitably a tendency for model implementation to be influenced by technology, both hardware and software. This tendency is often subtle, with small artefacts introduced into a simulator with little discussion, deemed prudent to achieve efficiency or expediency. Whilst modelling, like management, is usually a compromise to deliver timely and useful results, the danger of technological limitations is that they are often subtle, understated and untested. A search of the literature suggests that authors are more likely to discuss compromises made because of data limitations than those introduced because of software limitations, perhaps because of the ease of applying a familiar approach (i.e., a 'golden hammer ', Brown et al., 1998) . This is somewhat worrisome, because minor compromises introduced for convenience in implementation may introduce substantial and unsuspected effects into simulated predictions. Where such consequences are suspected, they may be remedied during model evaluation, but two dangers remain: firstly that many modellers do not suspect the extent to which their chosen software influences their implementation or the magnitude of the consequences that may arise; and as a result they tend not to discuss these assumptions in simulator documentation. Discussions informing this paper suggest that many modellers discount and dismiss these dangers and their consequences too readily, despite empirical evidence of their importance. This paper seeks to alert modellers to these dangers and to encourage greater reporting of assumptions and compromises in both model design and in their implementation in simulators (sensu Pretzsch et al 2002) .
This paper explores some aspects of compromises made during the implementation of a simulator, drawing on a published growth model for north Queensland rainforests (Vanclay, 1989a) . The mostwidely used version of this simulator was written in standard Fortran-77 and executed under Unix on a Vax 11-780 computer system, a platform relatively free of limitations and well understood by many modellers. This simulator was not naïve implementation, but was a deliberate decision informed by familiarity with Wirth's (1985) work on the importance of data structures, by knowledge of diverse programming languages (e.g., Fortran, Pascal, Simula, and Simscript), by feedback received through earlier publication of several forest growth models, and by familiarity with other modelling approaches (Vanclay, 1983) . The model was widely emulated (e.g., Ong and Kleine, 1996; Alder and Silva, 2000) , and was instrumental in informing changes in forest management (Preston and Vanclay, 1988; Vanclay, 1996a) . But a re-evaluation of the simulator as part of an undergraduate teaching program has revealed that some untested assumptions implicit in the Fortran implementation become more evident when the model is implemented in other platforms. This paper draws attention to two issues important in modelling: the need for critical review of assumptions implicit in model implementation, and the utility of considering alternative formulations to encourage explicit recognition of such assumptions.
Literature
Early models in the form of alignment charts (e.g., Reineke, 1927) were transparent in their application, if not their development, but the advent of statistical and computer-based models (e.g., Buckman, 1962; Clutter, 1963 ) commenced a subtle trend of incomplete disclosure of simulator details in published documentation. Whilst this is generally not deliberate, text-based publication of component functional relationships is rarely sufficient to reproduce a simulator (Robinson and Monserud, 2003) , because many details intimate to a particular implementation may affect predictions (Villa et al., 2009) . Guidelines (e.g., Pretzsch et al., 2002) have improved the standard of documentation, but there are limits on the extent to which text-based descriptions can adequately and efficiently describe computer-based implementations. Visual 'icon-based' modelling environments, typically based on system dynamics, can help to reveal model structure and reduce the 'black box' syndrome (Smith et al., 2005) . One key advantage of these visual modelling environments is that the diagram is both the model and the simulator, unlike some early applications where system dynamics flowchart was merely documentation about the model (e.g., Kalgraf 1979) . Unfortunately, the potential of these new tools for model design and simulator function has received little attention.
Researchers have investigated how simulation results may depend on the functional form of tree growth equations (e.g., Elkin et al., 2012) , but have not adequately addressed how simulators may also depend on host software used to implement the model. It is surprising that these potential dependencies have not been researched, because several popular modelling platforms have different unique features. For instance, Stella (Doerr, 1996; Eskrootchi and Oskrochi, 2010 ) has a conveyorstock that handles time-lags efficiently (e.g., Blackwell et al., 2001) , whilst Simile (Muetzelfeldt and Massheder, 2003; Muetzelfeldt, 2010) offers multiple-instance submodels that facilitate individualbased modelling, so it seems likely that these features may influence the implementation of models on respective platforms. Vanclay's (1989a) model for simulating growth and yield of tropical rainforest is widely cited and has provided the inspiration for several other forest growth simulators still in use today (e.g., Ong and Kleine, 1996; Alder and Silva, 2000) , but the traditional journal article presentation of this model remains silent about some key details concerning the design and implementation of this simulator.
Although this model has been superseded (Vanclay, 1994a) , it retains considerable utility for teaching because of its relative simplicity. An alternative implementation of this simulator using the visual modelling environment Simile is revealing, informative and more pedagogic than the original Fortran code and journal article. Although visual system-dynamics modelling tools have been available and used increasingly for over two decades (Bossel, 1991; Doerr, 1996; Garcia, 2013) , their role in informing and sharing information remains underutilized. This paper discusses new insights offered through the Simile presentation of this model, and refutes the assertion (Dufour-Kowalski et al., 2012) that visual modelling environments such as Simile are not well suited for forest growth modelling.
The best way to share information about a model is to share the simulator itself, in a form that is opensource and implemented in a generic easily-understood way. However, many useful computer languages are accessible only to a small number of practitioners, and important details of simulators coded in these languages may be hidden like the proverbial 'needle in a haystack' (Muetzelfeldt, 2004; Villa et al., 2009 ). Thus there is limited benefit in sharing proprietary computer code, unless the simulator is well documented and the language widely utilized and freely available. These hidden aspects of computer-based simulators may well be a 'skeleton in the closet': many experienced modellers have anecdotes about the importance of untested 'calibration factors' or about unintended consequences of particular data structures (e.g., Hamilton, 1994) , but these are rarely documented in the formal literature, allowing these oversights to be perpetuated.
Muetzelfeldt's interest in dynamic representation of ecological relationships (e.g., Muetzelfeldt et al., 1989) led to the development of Simile, a visual modelling environment useful for modelling ecological and agricultural systems (Muetzelfeldt and Taylor, 1997; Muetzelfeldt and Massheder, 2003) . Simile employs a declarative modelling approach and saves models as structured text files, able to be processed by other software (Muetzelfeldt, 2004) . It offers several constructs useful for modelling plant growth and related concepts Vanclay, 2006a) , as well as more abstract issues (e.g., Haggith et al., 2003) . Thus Simile provides an interesting vehicle to illuminate, compare and share existing models (Davey et al., 2009) . Simile is not unique in this ability, and
Vensim is an alternative that has been used to implement forest growth simulators (e.g., Garcia and Ruiz, 2003) .
Rainforests provide an informative case study because many of their characteristics pose challenges in modelling: the large number of species, the wide range of stem sizes and growth patterns, and the paucity of calibration data all amplify inherent challenges (Vanclay, 1991d; Clark and Clark, 1999; Picard and Franc, 2003 ). Vanclay's (1989a) model for Queensland rainforests is a frequently cited example, and illustrates several insights that may be gained by recasting a simulator from its original Fortran into a visual system dynamics representation.
Recasting the model in Simile
The essence of Vanclay's (1989a) forests (Weiskittel et al., 2011) . These data may be read from file by the growth model, with each input record forming one of many tree records or cohorts in the model, a technique used widely in forest growth modelling (Vanclay, 1994b; Porte and Bartelink, 2002) . These cohorts retain the species identity, and progressively increase tree size to reflect growth, and reduce stocking to reflect mortality. specific to each of a small number of species groups (e.g., Köhler and Huth, 1998) . Stand basal area (BA) is computed from the size and stocking represented by each tree record. A key concept is that BA is external to the Tree record submodel and can 'see' all the diameters, and thus computes the standlevel statistic, whereas Grow sees only the single Dbh within its own Tree record. Figure 2 also adds influences that denote how both growth and mortality depend on tree size and stand density. Thus although Figure 2 is a crude and partial approximation of Vanclay's (1989a) model, it gives a useful overview of much model detail and introduces concepts of Simile notation, most of which is standard system-dynamics notation. A reviewer asked whether the migration symbol ( ) could be changed from a bird to an icon that better represents tree dynamics: it can be, but such customization does not facilitate communication.
To take an example from Microsoft: a user may not like the scissors icon used to denote 'cut' in Microsoft software, but everyone understands what this icon denotes, and shared understanding should take precedence over personal aesthetics.
One aspect of many forest growth simulators that is often poorly documented is that of record splitting, a technique introduced to emulate growth variation, and avoid bias associated with Jensen's inequality (Jensen, 1906; Duursma and Robinson, 2003) . This is an established technique often known as a 'swindle' (Jacoby and Harrison, 1962; Stage, 1973; Simon, 1976; Hedayat and Su, 2012) employed in many simulators either as binary splitting (e.g., Alder and Silva, 2000; Ledermann and Eckmüllner, 2004) or as tripling (e.g., Stage, 1973; Crookston and Dixon, 2005) to attain more realistic projections, by simulating heterogeneous growth deterministically without the overheads of stochastic simulation. Despite the care with which modellers craft this splitting into their source code,
the resulting effects are rarely tested exhaustively, and may overlook serial correlation of growth (often handled implicitly via an estimate of one-sided competition, e.g., Cole and Stage, 1972) . This inequality has the potential to introduce considerable bias into estimates (Valle, 2011) . Simile Stems submodels which estimate diameter increment and mortality respectively. Between these are two variables, rate and split, that deal with serial correlation of increments and record splitting respectively. When a large cohort is split into two smaller cohorts with faster and slower than average growth, rate maintains this growth difference to preserve the serial correlation specified by the user. Figure 5 illustrates the recruitment submodel, which predicts regeneration within each species group, standardises it to the total expected recruitment (Vanclay, 1989a) , and adds the stem count to a tally of saplings (by species class). When one of these counts exceeds a user-specified threshold, recruitment to the main model is initiated. This Recruitment submodel is functionally similar, but does not exactly replicate the algorithm in the original Fortran model, which initiated five new records at each time step, and subsequently amalgamated them during the process of rationalizing the Tree list. The approach illustrated in Figure 5 accumulates saplings until one of the species groups exceeds the userspecified threshold of abundance, and then transfers members of that species group to the main tree list. This approach minimizes the housekeeping required within the main Tree list submodel, and reproduces the commonly-observed tendency for rainforest recruitment to be clustered in time and space (e.g., Okuda et al., 1997; Connell and Green, 2000; Nebel et al., 2001; Kariuki et al., 2006) . This alterative way to process recruitment illustrates one of the benefits of recasting models: advances in computer technology have created more revealing ways to represent concepts, and pose fewer restrictions on computational resources, allowing modellers to focus on good representations rather than computational efficiency (Vanclay, 2003) . The challenge is for modellers to break free of old paradigms and fully exploit these new opportunities, and not merely follow a well-trodden path without question. Leary (1985, p.47 contains a slider that enables users to adjust parameters that were deeply embedded in the original Fortran code, that control the frequency and variance of record splitting, the serial correlation of increments, and the granularity of the simulator. The ability to vary granularity was not available in Vanclay's (1989a) model which was aimed at estate-level planning, and was implemented only later (Vanclay, 1991a) . Granularity deals with the 'lumpiness' (cf. sugar lumps versus table sugar) of outputs and the use of stochastic functions. If a user stipulates a coarse granularity (e.g., 1.0), the simulator behaves as a single tree model with stochastic mortality of stems with frequency <1/ha so that individual tree records always represent at least 1 tree per hectare. In contrast, fine granularity (e.g., <0.01) ensures deterministic outputs with a resolution characteristic of estate-level averages.
In the original Fortran simulator, record splitting was hard-coded to assign 1.3 times the average increment to a quarter of the stems, whilst the remaining stems were assigned 0.9 times the predicted increment. In Figure 6 , these growth rates are under user control as an easily-accessible slider. The conditions for initiating record splitting and the degree of serial correlation of increments were hidden deep in the original Fortran code, but are under user control as a slider in Figure 6 . These controls could be shown explicitly as separate sliders, but for compactness are here compressed into a single vector.
The Parameters submodel ( Figure 6 , top right) contains parameters for diameter increment (Anon, 1987) , for mortality and recruitment (Vanclay, 1989a) , for volume estimation (Anon, 1981) , and for harvesting and logging damage (Preston and Vanclay, 1988) . The practice of collating all parameters into one submodel (rather than scattering them throughout the model) facilitates verification and maintenance of the simulator. The species grouping used in this model differs slightly from Vanclay (1989a) in using the same species groups for growth, harvesting and volume estimation, whereas
Vanclay's (1989a) model used a 3-digit species code, with each digit denoting the volume, harvesting or growth equation to be applied. These differences in the species grouping are minor, and the simplification employed here makes little practical difference and improves clarity for teaching.
The Simile implementation of this model encourages exploration of simulator assumptions not possible in the original version. For instance, a slider labelled Force BA (Figure 6 top left) allows users to over-ride the calculated stand basal area and thus to explore growth patterns and possible thinning regimes by holding standing basal area constant. Such experimentation is easy to implement within Simile, and can offer new insights and better understanding of a simulator.
Results
Alternative strategies of record splitting may have considerable influence on predictions. Whilst differences may appear rather small over a decade, they can accumulate to contribute substantial differences that may dramatically affect the timing of harvests which is typically influenced by the number of stems exceeding some threshold. This difference does not eventuate in the case of a single stem simulated as an individual tree model (granularity = 1), but can be substantial when cohorts of post-disturbance regeneration are simulated at the estate level (granularity <0.01). (Vanclay 2006b ). Whilst it would be possible to reconstruct a Fortran implementation from extant documentation, such reconstruction is unlikely to recreate an unbiased implementation given prior knowledge that the reconstruction would be used test for inadequate assumptions.
However, it is possible to demonstate that the Simile implementation offers reasonable growth predictions: Figure 7 illustrates that a 50-year simulation compares favourably with growth observations on one of the plots with the longest measurement history (Experiment 78, Plot 1, last harvested in 1943). This plot was selected for this and subsequent comparisons because of the long duration of observation, the absence of disturbance, and the frequency of remeasures. Whilst Figure 7 is insufficient to serve as a formal evaluation, it serves as a simple reality check prior to the current question surrounding the influence of implicit assumptions in constructing the simulator.
The simulator configuration presented in Figure 6 simplifies the testing of several assumptions: the threshold number of saplings for recruitment to be initiated, the magnitude of the swindle (i.e., the variance of growth rates), the duration of serial correlation in growth rates, the threshold difference for a cohort to be split, and the granularity of mortality (i.e., whether it emulates the individual tree or estate-level average). Most of these exhibit little sensitivity, and substantial changes in these parameters barely influence predictions likely to influence forest management -but two of these parameters have a substantial effect in the longer term: the magnitude of the swindle and the duration of serial correlation. developed during the 1980s, three successive non-decliming harvests were commonly accepted as a criterion for sustainability (Higgins, 1977; Preston and Vanclay, 1988; Botkin, 1993; Vanclay, 1996b) . Ironically, the harvest predicted for the third cycle depends heavily on untested assumptions regarding the swindle and serial correlation (Figure 8 ), both of which are rarely examined during the commissioning of a simulator. The consequences are counter-intuitive: one might expect that serial correlation might lead to larger harvests, but the faster-growing cohorts are harvested first, so that later harvests are depressed when serial correlation continues for longer durations. In this particular case, these consequences are minor, as the model was enhanced and refined (Vanclay 1994a) , and timber harvesting ceased (Vanclay 1996a) , but this example highlights the importance of comprehensive sensitivity testing of all model components. The lesson from this study is not the importance of serial correlation (which may be less in models that use basal area in larger trees to predict increment, Ledermann and Eckmüllner, 2004) , but of the possible consequences of untested assumptions.
This re-appraisal of an established simulator should remind readers of the importance of sensitivity testing of assumptions, both explicit and implicit. Clearly, the constructs offered in software, the operating system and the hardware available may all influence the representation, implementation and performance of a simulator. It remains instructive for all modellers to constantly question whether a representation is faithful to their imagination or slave to the technology available, and to be aware that seemingly innocuous assumptios may have significant consequences for predictions.
Discussion
Vanclay's (1989a) model was a proof-of-concept that signalled a change from long-established standtable projection approaches (Higgins, 1977) to dynamic simulation and yield scheduling (Vanclay, 1990 (Vanclay, , 1994a . Most of the embedded functional relationships were subsequently enhanced: site quality assessment (Vanclay, 1989b) , diameter increment (Vanclay, 1991a) , mortality (Vanclay, 1991b) , regeneration (Vanclay, 1992) , merchantability (Vanclay, 1991c) and harvesting (Vanclay, 1989c) functions were all subsequently revised to include more species groups and more variables.
However, the prototype simulator presented here in Simile offers pedagogic advantages as it embodies the design and structure of the operational version, without the additional complexity of many equations with multiple parameters (i.e., hundreds of species and dozens of equations, each with several parameters). Despite its comparative simplicity, the simulator involves assumptions that appeared innocuous in the Fortran implementation, but are now revealed in Simile to have substantial consequences for resulting predictions.
This practical example illustrates that the quality of a model cannot be judged independently of its implementation as a simulator, and that apparently minor assumptions made in implementing the simulator may have substantial influence on predictions. A motor car offers a familiar and pedagogic analogy: a perfect engine cannot perform well in an unroadworthy car, and the utility of the vehicle relies on its overall performance rather than its theoretical specifications. So it is with simulation models: the utility of a model depends in part on assumptions made during model implementation as a simulator, and it behoves modellers to reveal, document and test such assumptions. This requires some thoughtful reflection by the modelling team, as familiarity with a modelling environment may lead to the intuitive use of convenient constructs (e.g., arrays in Fortran; submodels in Simile) without a full appreciation of the consequences for predictions.
Other related experiences are also insightful: several colleagues have related anecdotes in which thoughtful bounding to avoid computation problems in a model (such as Y=max(βX, c)) has resulted in the use of the upper bound (c) in most simulations, rather than the intended function βX. Sadly, many such discoveries are discovered only accidentally and belatedly, and they are rarely reported in the literature.
This Simile representation makes the model accessible for teaching purposes, and encourages exploration into the consequences of implementation decisions such as record splitting that have received little consideration. Similar experiences have been reported during re-engineering of the landscape model LANDIS (Scheller et al., 2010) . Others have shared insights gained from converting a simulator from one computer language to another (e.g., Cumming and Burton, 1993) , or to a hybrid implementation combining both code-based and icon-based software (e.g., Smith et al., 2005; Lättilä et al., 2010) , but such conversion appears to offer fewer insights than re-engineering or recasting a simulator in visual environments.
Conclusion
Familiarity with a modelling platform, whether Fortran, Simile or otherwise, can be seductive, and can lure modellers into introducing untested assumptions for convenience of implementation. As demonstrated in this paper, such assumptions may have consequences greater than suspected.
Modellers should remain conscious of all assumptions, should consider alternative implementations that make assumptions evident, and should conduct sensitivity tests to inform decisions.
