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V modernem svetu se povečuje želja ter potreba po opravljanju lažjih del z roboti. V 
zaključnem delu smo se posvetili razumevanju strojno-programske opreme ROS (ang. Robot 
Operating System), simuliranju robotov znotraj simulatorja Gazebo, uporabi osnovnih 
paketov robota Turtlebot 2 ter razumevanju navigacije mobilnih robotov. Naredili smo 
program za robota Turtlebot 2, ki omogoča premikanje robota po želenih točkah. Primerjali 
smo dva različna načina načrtovanja lokalnih poti, TEB (ang. Timed Elastic Band) in DWA 
(ang. Dynamic Window Approach). TEB je lokalni načrtovalec poti optimiziran za umikanje 
oviram pri velikih hitrostih medtem, ko je DWA lokalni načrtovalec bolj zanesljiv. Rezultati 
potrjujejo predpostavko, da je TEB lokalni načrtovalec poti boljši za hitrostno umikanje 
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In modern world there is increasing desire to replace easier jobs with robots. In final work 
we dedicated ourselves to understanding system ROS, simulating with simulator Gazebo, 
use of basic packages for robot Turtlebot 2 and understanding the navigation of mobile 
robots. We made a program which enables us checkpoint-based movement of Turtlebot 2. 
We compared TEB and DWA local planners. TEB is a local planner made to finish the path 
as quick as possible meanwhile DWA local planner is made to be more reliable at achieving 
given goals. Results confirm our assumptions that TEB local planner is better at avoidance 
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1.1 Ozadje problema 
 
Tehnologija se razvija in s tem tudi je vedno večja zahteva po udobju. Roboti so ena 
izmed možnosti, ki nam omogočajo avtonomno izvajanje opravil. Želja je po tem, da bi 
izboljšali standard življenja s pomočjo robotov. Mobilni roboti se že uporabljajo v 
gospodinjstvih po svetu najbolj znan je sesalnik iRobot na trg pa vse več prihajajo roboti za 
lajšanje drugih hišnih opravil. Ena glavnih lastnosti mobilnih robotov je sposobnost 
premikanja. Za premikanje pa potrebujejo navigacijski sistem. Robot se mora znajti v 
prostoru ter najti cilj s pomočjo lastnih senzorjev ter programov za navigacijo. Glavna 
programa za navigacijo sta lokalni ter globalni načrtovalec poti. S pomočjo teh dveh 






Cilj zaključne naloge je sestaviti Turtlebota, ter vzpostaviti osnovne funkcije robota, 
kot sta premikanje in zaznavanje okolice. Po vzpostavitvi robota je bil cilj zagotoviti 
avtonomno vožnjo po prostoru. Za to je potrebna karta prostora. Karta je dokument, ki 
vsebuje podatke o zaznanih ovirah v prostoru. Cilj po narejeni zaključeni avtonomni vožnji 
robota je bila vožnja robota po definiranih točkah, ter da med vožnjo robot sporoča svoje 
stanje. Stanje nam pove v kateri točki izvajanja je določena akcija. Končni cilj praktičnih 
raziskav je primerjava med različnimi lokalnimi načrtovalci poti. Končni teoretični cilj pa je 
razumevanje upravljanja z  ROS-om. Pri doseganju praktičnih ciljev je nevarnost, da se ne 





2 Teoretične osnove in pregled literature 
2.1 ROS 
2.1.1 Osnove 
ROS [2] je odprto kodno okolje v katerem naredimo, da robot naredi nekaj. ROS 
temelji na konceptu delovanja veliko posameznih programov, kateri si med sabo izmenjujejo 
podatke. To je vsak-z-vsakim povezava med posamičnimi programi. To povzroči, da lahko 
vsak program obdelujemo najprej kot posamezni program, nato pa še program v sodelovanju 
s celoto. Zato je ROS bolj primeren za izdelavo večjega projekta, kot je izdelava robotskega 
sistema. Programi napisani v ROS-u, niso omejeni na en sam jezik. ROS omogoča 
izvrševanje programov v jezikih v katerih so bile do sedaj napisane knjižnice. Najbol 
popularna programska jezika sta C++ in Phyton. C++ je hitrejši medtem, ko Phyton omogoča 
hitrejšo in lažjo implementacijo. Programi napisani v ROS-u niso zelo zapleteni, saj jih je 
veliko in vsak upravlja eno funkcijo za razliko od drugih programskih okoljih. ROS je tudi 
lahek za uporabo. Veliko knjižnic je že napisanih katere je možno prilagoditi lastni potrebi. 
Knjižnice so odprto kodne. Tako ni potrebno vsakič programirati robota od začetka, kar 





Catkin [4] je sistem v ROS-u, ki omogoča gradnjo programov. V catkin-u se gradi 
skripte, programe, knjižnice ter ostalo kodo, ki jo bomo uporabili pri izdelavi robota z ROS-
om. Catkin pregleda CMake datoteke po mapi. CMake so datoteke v katerih so navodila za 
gradnjo programov. Po pregledu izvrši navodila CMake datoteke ter prevede in poveže kodo 




Roscore [4] je ena izmed glavnih delov potrebnih za delovanje ROS-a. Roscore je 
osrednji program, ki omogoča vsak-z-vsakim komunikacijo med programi. Programi znotraj 
ROS-a so lahko govorniki ali poslušalci. Program ki je govornik je lahko tudi poslušalec. 
Programi sami po sebi ne vedo za lokacijo drugih programov vedo pa za program roscore. 
Roscore skrbi zato, da programi najdejo želene programe. Programi ki so govorniki, govorijo 
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na določeno temo katero poslušalci poslušajo. Programi ki poslušajo pa so na želene teme 




Zagon ROS programov 
 
Rosrun [4] je en izmed pripomočkov, ki nam omogoča, da zaženemo program. 
Rosrun sam išče programe, ki so bili izdelani v delovnem okolju catkin z ukazom 
catkin_make. Zato ne zahteva, da se ob zagonu programa nahajamo v mapi v kateri je 
program. Ko zaženemo program z rosrun ukazom, mu lahko istočasno dodamo še parametre. 
Roslaunch [4] je ukaz, ki zažene celoten paket ali več paketov naenkrat. Za razliko 
od ukaza rosrun, roslaunch zahteva svojo obliko launch datoteke v kateri je napisano katere 
programe naj zažene in katere parametre naj programom dodeli. Launch datoteko 
prepoznamo po končnici .launch. Da lahko roslaunch datoteko zaženemo mora biti ta 
izdelana v delovnem okolju catkin. Roslaunch močno pripomore k enostavni uporabi  ROS-
a, saj je običajno potrebno mnogo manjših programov, da lahko robot izvede določeno 
funkcijo. 
 
2.1.2 ROS paketi 
ROS programi so združeni v pakete tako, da celotno funkcionalnost robota 
zapakiramo v en paket. Na primer celotno navigacijo robota zapakiramo v paket 
robot_navigacija. Tako je lažje najti ter dobiti želen paket iz interneta. Pakete dobimo 
največkrat iz githuba. Iz githuba naložiš želen paket tako, da v terminalu napišeš git clone 
<link od github repozitorija>. Pakete lahko ustvarimo tudi sami s pomočjo orodja catkin. To 
naredimo v delovnem okolju catkin s pomočjo ukaza catkin_create_pkg <ime paketa> 
<odvisnosti>. 
2.1.3 Orodja za vizualizacijo 
Rqt je ogrodje v ROS-u, ki vsebuje mnogo grafičnih vmesnikov ter pripomočkov. Je 
koristen, ker prikazuje trenutno stanje programov znotraj ROS-a. Poleg prikazovanja 
programov pa omogoča še rekonfiguracijo  parametrov programov, ki so trenutno zagnani. 
To naredimo z zagonom ukaza v terminalu rosrun rqt_reconfigure rqt_reconfigure. Znotraj 
rqt grafov je prikazan vsak program, ki trenutno je zagnan na robotu. Krogi so med seboj 
povezani s puščicami. Puščice kažejo kater program posluša in kater program sporoča. Na 
sliki 2.1 je prikaz rqt grafa za navigacijo robota po prostoru. Razvidno je da se programi 
ločijo na programe, ki zaznavajo okolico ter programe za nadzor premika robota. 
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Slika 2.1: Prikaz seznama programov ter tem, ki sodelujejo pri premiku robota z rqt grafom. 
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2.2 Turtlebot 2 
 
2.2.1 Splošno 
Turtlebot [1] je mobilni robot z diferencialnim pogonom. To pomeni, da ima le 2 
kolesi ter na vsako kolo pritrjen elektromotor. Baza mobilnega robota Turtlebot je iClebo 
Kobuki [16]. Kobuki ima priključke USB 2, Molex priključke za napajanje in vhod 
namenjen povezavi z računalnikom. Kobuki ima premer 351,5 mm, višino 124,8 mm in težo 
2,35 kg. Ima tudi LED lučke ki ponazarjajo stanje baze robota in 3 gumbe. Kobuki ima 
znotraj baze vgrajeno določeno senzoriko. Vsebuje kalibriran 1 osni žiroskop, 3 odbijače 
spredaj levo, spredaj desno in spredaj sredinsko. Ima tudi senzorje za zaznavo klifov ter 
senzor za zaznavo visenja koles. Kobuki je zmožen tudi generacije zvokov. Poleg Kobuki 
baze pa robot vsebuje še računalnik ter kamero. Možnost pa je dodatka robotske roke ter 
Lidarja. Kobuki ima luknje z navoji v katere je možnost navitja palic. Na palice privijemo 
dodatne platforme in s tem povečamo prostor za senzoriko ter računalnik, s tem pa povišamo 





Slika 2.2: Sestavljen Turtlebot 2. 
 
Na sliki 2.2 je prikazan sestavljen mobilni robot Turtlebot 2. Na dnu je s številko 1 označen 
iClebo Kobuki, ki služi kot baza. Dve plošči višje je s številko 2 označen računalnik Intel 
NUC nad njim pa je pritrjena Orbbec Astra kamera označena s številko 3. 
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2.2.2 Avtonomna vožnja po karti 
Za avtonomno navigacijo je potrebno najprej pridobiti karto. Karto lahko pridobimo 
z različnimi predizdelanimi ROS paketi. Najbolj razširjen algoritem za kartiranje je 
gmapping. Gmapping [17] izdeluje karto na podlagi laserskih zaznaval in izrisuje karto v 
2D. Gmapping pa od robota zahteva, da ima lasersko zaznavalo za razdaljo. Poleg laserskega 
zaznavala pa še zahteva, da ima robot možnost zaznavanje lastne odometrije. Odometrija je 
podatek o nahajanju robota glede na začetno lego s pomočjo senzorjev. Podatek o odometriji 
gmapping potrebuje, ker dobljene podatke transformira v »odom frame«. V robotiki so 4 
pomembni koordinatni sistemi base_link, odom, map, earth. Te koordinatni sistemi imajo 
lastnosti katere so podane v standardu REP 105 [6] . Base_link koordinatni sistem je 
pozicijoniran na robotu, lahko je orientiran v poljubni smeri dokler je izhodišče na robotu. 
Obstajajo nasveti za postavljanje koordinatnih sistemov za najboljše delovanje robota REP 
103 [7], a je robotov preveč zato ta standard ne zajema vseh robotov. Koordinatni sistem 
odom je svetovno-fiksni koordinatni sistem. Pozicija robota znotraj odom koordinatnega 
sistema se lahko zamakne skozi čas. Saj so podatki znotraj koordinatnega sistema odom 
zvezni in niso diskretni skoki. To naredi odom koordinatni sistem natančen za kratkočasne 
dejavnosti in slab za dolgotrajne dejavnosti. Map je koordinatni sistem je prav tako 
svetovno-fiksni le, da ta ne zdrsuje tako kot odom. Zato pa so podatki diskretni, kar lahko 
prikaže pozicijo platforme robota kot, da ta poskakuje. Ta koordinatni sistem torej ni dober 
za uporabo s programi, ki temeljijo na natančnih podatkih kot je na primer program za 
izmikanje oviram. Koordinatni sistem earth se uporablja, če naenkrat uporabljamo več 
robotov naenkrat, da roboti lahko zaznajo koordinatne sisteme base_link drugih robotov. 
Koordinatne sisteme lahko transformiramo. Koordinatni sistem odom lahko transformiramo 
v base_link s pomočjo informacije o odometriji robota. Da transformiramo koordinatni 
sistem map v base_link je potrebna najprej lokalizacija robota tako, da koordinatni sistem 
map najprej spremenimo v koordinatni sistem odom nato pa z informacijo o odometriji 
robota v base_link. Na sliki 2.3 je prikazana hierarhija koordinatnih sistemov. To nam pove, 
da je earth koordinatni sistem najbolj obsežen, saj so znotraj njega vsi koordinatni sistemi. 
Medtem, ko koordinatni sistem base_link ne vsebuje nobenega koordinatnega sistema poleg 
svojega. Tako s pomočjo koordinatnih sistemov pridemo do informacije o poziciji robota na 
karti. Ko imamo izdelano karto pa rabimo robota še premikati. To naredimo s pomočjo 
navigacijskega sistema. To je skupek programov ter parametrov, ki nam omogočajo 
premikanje robota. Če želimo lahko navigacijski sistem izdelamo sami ali pa uporabimo že 
obstoječega, če imamo potrebne komponente. Najpomembnejši program v navigacijskem 
sistemu je move_base.launch. To je program ki zažene ostale ROS programe in jim dodeli 
določene parametre. Velikokrat ne uporabljamo le move_base programa ampak poleg njega 














Move_base [5] je program, ki nam naredi akcijo premika robota. Za začetek premika 
potrebuje, da mu sporočimo cilj. Nato bo program s pomočjo ostalih programov kot so 
lokalni načrtovalec poti, globalni načrtovalec poti in karta s cenami probal doseči cilj. Karta 
s cenami je program, ki posluša vse senzorske teme ter jih z njimi naredi mrežo podatkov. 
Obstajajo 2D karte s cenami ter 3D. Vsaka celica na mreži karte s cenami je lahko 
zapolnjena, prosta ali neznana. Lokalni načrtovalec poti je program, ki se ravna glede na 
podatke karte s cenami in skrbi za izogibanje oviram katere niso bile kartirane ter 
spremembam karte. Lokalni načrtovalec poti izrisuje trajektorijo, ki se razlikuje od 
globalnega načrtovalca poti in ima višjo stopnjo prioritete. Globalni načrtovalec poti je 
program, ki nam naredi trajektorijo do izbranega cilja glede na karto. Lokalni in globalnih 
načrtovalcev poti je več. Določeni lokalni načrtovalci poti hitrejše dosežejo cilj drugi bolj 
efektivno uporabljajo elektromotorje. Če se robot zatakne preide iz normalnega delovanja v 
okrevalno obnašanje. To se pojavi ko robot ni sposoben najti pravilne poti do cilja. To se 
lahko zgodi tudi, če cilja ni mogoče doseči. Okrevalno obnašanje pri diferencialnih robotih 
opazimo tako, da se ta začne vrteti na mestu. Možno je tudi spreminjanje okrevalnega 
obnašanja. Slika 2.5 prikazuje sodelovanje programov ter zajemanje senzorskih informacij 
potrebnih za premik baze robota. Na puščicah so napisane teme katere programi poslušajo 





Slika 2.4: Shematski prikaz potrebnih programov za premik robota [2]. 
amcl 
 
Amcl [9] je program, ki probabilistično lokalizira premikajočega robota v 2D okolju. 
Večina robotov uporablja amcl kot program za lokalizacijo znotraj 2D prostora. Lokalizacija 
je proces določanja lokacije mobilnega robota glede na okolje. Amcl uporabi karto, ki je 
pridobljena z laserskim skenom med vožnjo in informacijo o transformacijah koordinatnih 
sistemov za delovanje. Amcl najprej pretvori lasersko sliko v koordinatni sistem odom. 
Potrebuje tudi transformacijo koordinatnega sistema laserskega senzorja v koordinatni 
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sistem base_frame. Slika 2.6 nakazuje lokalizacijo z odometrijo. Slika 2.7 pa nakazuje 
lokalizacijo z amcl algoritmom. Med uporabo amcl, ocenjuje prihodnji položaj glede na 
trenutno hitrost ter smer, kot tudi zdrs koordinatnega sistema odom. 
 
  
Slika 2.5: Prikazuje lokalizacijo s pomočjo odometrije [2]. 
 
 
Slika 2.6: Prikazuje lokalizacijo s pomočjo amcl [2]. 
 
2.2.3 Lokalni načrtovalci poti 
Lokalni načrtovalci poti so del navigacijskega sistema. Pri načrtovanju poti roboti 
znotraj ROSa uporabljajo 2 tipa načrtovalcev poti, lokalne ter globalne načrtovalce poti. 
Globalni načrtovalci poti skrbijo zato, da se robot premakne od začetka do cilja medtem, ko 
lokalni načrtovalci poti skrbijo, da se robot ne zaleti v oviro. Med lokalnimi načrtovalci poti 
prevladujeta dva načrtovalca DWA lokalni načrtovalec [2] poti ter TEB lokalni načrtovalec 
poti. Lokalni načrtovalci poti slonijo na informacijah dobljenih iz laserskih zaznaval. DWA 
je najbolj razširjen lokalni načrtovalec poti. Sloni na dinamičnem okenskem pristopu. To 
pomeni, da diskritizira prostor na dx,dy in dtheta, in za izbrane hitrosti simulira nadaljevanje 
po trajektoriji, če bi hitrost ostala. Vsaki simulaciji dodeli določeno število točk. Trajektorije 
so ocenjene glede na odmik od želene trajektorije, hitrost, oddaljenost od ovire, oddaljenost 
od želene točke. Trajektorije na katerih se robot zaleti jih DWA algoritem zavrže. To lokalni 
načrtovalec poti ponavlja dokler ne doseže cilja. Za kvalitetno uporabo lokalnih načrtovalcev 
poti je potrebno pravilno nastaviti parametre. Pomembni parametri so acc_lim parametri, ki 
določajo maksimalni pospešek v določeni koordinati in jih podamo v 𝑚/𝑠2, min_vel, ki 
določa minimalno hitrost robota in je podana v 𝑚/𝑠, max_vel, ki določa maksimalno hitrost 
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robota in je podana v 𝑚/𝑠 ter xy_goal_tolerance, ki nam določa maksimalno absolutno 
razdaljo med ciljem in robotom, katero sme robot jemati kot cilj. To so osnovni parametri 
za premikanje robota. Obstajajo še parametri za simulacijo, ki nam povejo koliko vzorcev 
bo simulacija zajela, kako dolgo bo ta trajala ter parametri za točkovanje trajektorij. Slika 





Slika 2.7: Trajektorije DWA lokalnega načrtovalca poti [2]. 
 
TEB lokalni načrtovalec poti [10], sloni na metodi imenovani časovni elastični trak. Ta 
metoda optimizira robotovo lokalno pot tako, da tem hitreje opravi pot okoli ovire. 
Velikokrat se zgodi, da lokalni načrtovalci poti obtičijo, ker  ne najdejo pravilne poti okoli 
ovire. TEB ima zato implementiran sistem, ki naredi več poti okoli ovire medtem, ko se pelje 
po glavni poti. Če glavna pot postane nedostopna zamenja z potjo, ki je najbolj verjetna, da 
bo lahko obšla oviro. TEB lokalni načrtovalec poti je veliko bolj časovno naravnan. To se 
kaže tudi v njegovih parametrih. Vsebuje skoraj vse parametre, ki jih ima DWA lokalni 
načrtovalec poti in še dodatne. Dodatni parametri so parametri robotove oblike, parametri 
ravnanja z oviro, parametri paralelnih poti. Ne vsebuje pa parametrov za točkovanje 
trajektorij, namesto tega daje uteži na poti, katere omogočajo največje hitrosti ter pospeške. 
 
 
Slika 2.8: Trajektorije TEB lokalnega načrtovalca poti mimo treh ovir. 
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Na sliki 2.8 je prikazano načrtovanje poti z TEB načrtovalcem poti. Z rdečimi puščicami 
po zeleni poti je označena glavna pot. Zelene linije so poti katere so preračunane, če robot 
nebi našel poti do cilja po glavni poti. TEB načrtovalec poti omogoča tudi izris pospeškov 




Slika 2.9: Prikazuje preračunan hitrostni profil za glavno trajektorijo iz slike 2.8. 
S pomočjo slike 2.9 je mogoča analiza parametrov robota glede na dane ovire in je dober 
približek realnemu potrebnemu času robota, da opravi pot. 
2.2.4 Globalni načrtovalci poti 
 
Globalni načrtovalci poti so del navigacijskega sistema, ki izrišejo trajektorijo od 
začetne točke robota do danega cilja glede na kartirano karto. Globalni načrtovalci poti 
uporabljajo različne algoritme za izračun poti. Najbolj razširjen je globalni načrtovalec poti 
navfn [15], ki uporablja algoritem Dijkstra [18]. Ta algoritem sloni na principu izračuna 
najkrajše poti med točkami. Uporabljen je tudi carrot_planner [15]. To je preprost globalni 
načrtovalec poti, ki po dobljenem cilju izriše vektor do cilja, nato sledi vektorju kolikor 
dolgo je to možno. Če naleti na oviro uporabi lokalne načrtovalce poti, da se ji izogne. Če je 
cilj postavljen na oviro se carrot_planner se robot premika med začetkom robota ter ciljem. 
Obstaja še splošni globalni načrtovalec poti kateremu je mogoče nastaviti poljubne 
algoritme. V večini pa uporablja algoritme A*, kvadratično aproksimacijo in mrežno pot. 
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2.2.5 Karta s cenami 
 
Karta s cenami [2] je osnovni del avtonomne navigacije robota. Karta s cenami vzame 
podatke zajete s senzorji in naredi 2D ali 3D mrežo. Karta s cenami dela mrežo med 
navigacijo. Če je ovira postavljena pred robota in jo senzorji zaznajo to pošlje informacijo 
karti s cenami, da začasno označi polja na karti kot zasedena. Karta s cenami vsaki celici 
znotraj svoje mreže dodeli vrednost. Vrednost nam pove s kakšnim naporom in kako vrjetno 
bo robot prevozil celico. Vsaka celica znotraj karte s cenami je lahko prosta, neznana ali 
zasedena. Vrednosti znotraj celic so lahko med 0 in 254. Vrednost 0 pomeni da je tam celica 
prosta. Če ima celica vrednosti med 1 in 127 se tam robot ne bo zaletel. Če ima celica 
vrednosti med 128 in 252 je verjetnost, da se bo robot zaletel. Vrednosti 253 in 254 pa 
pomeni, da se bo robot tam zaletel. Če vizualiziramo karto s cenami vidimo padajoč gradient 
intenzivnosti barve od ovire to je prikazano na sliki 3.2. Karta s cenami nato dodeli uteži 
trajektorijam lokalnega načrtovalca poti.
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3 Metodologija raziskave 
3.1 Eksperimentalni del 
V eksperimentalnem delu smo se posvetili testiranju navigacijskega sistema znotraj 
robota Turtlebot 2. Robota smo najprej sestavili nato vzpostavili navigacijski sistem v 
simulatorju Gazebo. V zadnjem delu smo vzpostavili navigacijski sistem na robotu Turtlebot 
2 ter ga preizkusili z različnimi parametri. 
3.1.1 Sestava robota Turtlebot 2 
Robot Turtlebot 2 je bilo treba najprej sestaviti. Kupljen je bil robot Turtlebot 2 od 
distributerja Robotnik. Robot je opremljen z intel NUC računalnikom, robotsko roko ter 
Orbbec Astra kamero. Pri sestavljanju robota smo naleteli na problem, da je za napajanje 
računalnika iz robota potreben Molex priključek. Molex priključka v Robotnikovem paketu 
ni bilo. Pojavil pa se je še problem, da je bil potreben tok za napajanje 3 A robot pa ima 
priključek s 2A, ki je mišljen za računalnik. Zato je bila potrebna predelava priključka za 
polnjenje računalnika. Po sestavi robota Turtlebot 2 je sledila namestitev programske 
opreme na računalnik. To je bil operacijski sistem Ubuntu, ROS ter osnovni paketi za 
Turtlebot. Oprema na Turtlebotu je bila v večini že kalibrirana. Potrebni so bili le lažji 
popravki pozicije kamere. 
 
3.1.2 Simulacija 
S simulacijami se najpogosteje začne v robotiki, saj imamo znotraj simuliranega 
sveta na voljo vse pripomočke tudi marsikatere, ki so v realnem svetu zelo dragi in 





Za začetek smo uporabljali simulator Gazebo, ki je zelo priročen. Gazebo [8] je 
simulator, ki simulira obnašanje robota in simulira okoliški svet. Gazebo preračunava ter 
simulira dinamično. Gazebo uporablja dinamiko togih teles, kar naredi v primeru kontakta 
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zahtevni in ne prikazujejo pravilne slike realnega obnašanja. Za začetek smo zagnali Gazebo 
s Turtlebotom. To se naredi z ukazno vrstico v terminalu roslaunch turtlebot_gazebo 
turtlebot_world.launch. To nam odpre program Gazebo s Turtlebotom v preprostem svetu z 
parimi objekti. Skupaj se zažene tudi roscore, ki nam omogoča rokovanje z robotom. Sedaj 
je sledila vožnja po prostoru. Zagnali smo program v novem terminalu, ki nam omogoča 
premikanja robota na razdaljo. Temu rečemo teleoperacija. Ukazna vrstica v terminalu se 
glasi a) roslaunch turtlebot_teleop keyboart_teleop.launch. Možnih je več različic 
programov za teleoperacijo. Drugi uporabljen program za teleoperacijo pa smo zagnali z 
ukazno vrstico b) roslaunch kobuki_keyop keyop.launch. Navedena programa nam 
omogočata nadzora premikanja robota s pomočjo tipkovnice. Za premikanje uporabljamo 
tipke i za naprej, l za obrat v desno, j za obrat v levo ter , za nazaj. Pri opciji a) je potrebno 
držanje tipk medtem, ko pri opciji b) pritisneš na tipko in robot se premika v tisto smer dokler 
ne pritisnemo tipke k, ki je zavora ali pa spremenimo smer premika. Hitrost robota 
kontroliramo lahko na več načinov. Najlažji način je s pomočjo tipk ki nam jih prikaže v 




Slika 3.1: Gazebo program, ko zaženemo turtlebot_gazebo turtlebot_world.launch. 
 
Na sliki 3.1 opazimo, da se spodnje številke spreminjajo. Za simulacije je 
pomembno, da potekajo tem bolj tekoče. Številka, ki nam pove kako gladko teče simulacija 
je Real Time Factor, ki je na sliki 0,96 to pomeni, da poteka čas znotraj simulacije za 4% 







 Za prikaz zaznav senzorjev smo uporabljali program Rviz. Rviz [4] programsko 
okolje ki vizualizira zaznave senzorjev v 3D okolju. Rviz posluša vse teme senzorskih 
zaznaval in vizualizira želene zaznave. Rviz zaženemo z ukazno vrstico rosrun rviz rviz. Ko 
se nam odpre grafični vmesnik dobimo prazno mrežo v katero je potreben vnos želenih tem. 
Ko so teme vnesene lahko določamo kako želimo, da so teme prikazane. Glavne teme so 
/map, /odom, /robot_model te teme nam postavijo robota v karto. Če želimo navigacijo 
dodamo še teme local_planner, global_planner ter costmap. Programi, ki pošiljajo 
informacije na teme morajo biti pred dodajanjem zagnani drugače v Rviz meniju njihove 
teme niso vidne. Rviz nam omogoča določitev začetne pozicije robota. Pozicija vsebuje 
informacijo o lokaciji ter orientaciji robota. Omogoča pa nam tudi pošiljanja cilja. Znotraj 




Slika 3.2: Program Rviz med uporabo robota za premikanje po želenih točkah. 
 
Na sliki 3.2 je z rdečo linijo prikazana globalna pot, z zelenimi puščicami so 
označene pozicije v katerih bi se robot lahko nahajal, z modro linijo je obarvan lokalna pot 
a se je ne vidi, ker na njej stoji robot. 
3.1.3 Upravljanje z robotom Turtlebot 2 
Po seznanitvi s simulatorji ter prikazom senzorskih zaznav smo začeli uporabljati 
mobilni roboto Turtlebot 2. Povezavo z robotom smo vzpostavili s pomočjo omrežnega 
protokola ssh, ki nam omogoča dalinsko upravljanje z računalnikom Turtlebota. Za 
povezavo z ssh je potrebno, da sta robot ter računalnik s katerim ga bomo nadzorovali na 
istem omrežju. Da lahko poganjamo programe iz našega računalnika do robota je bilo 
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potrebno nastaviti roscore, da sprejema poleg programov zagnanih na njegovem računalniku 
še programe zagnane na našem računalniku. Po nastavitvi je bilo potrebno zagnati programe, 
ki imajo grafični vmesnik na našem računalniku saj turtlebotov NUC računalnik ni bil 
povezan na monitor. Najprej smo zagnali ukazno vrstico turtlebot_bringup minimal.launch, 
kar je zagnalo robota. Nato smo zagnali ukazno vrstico turtlebot_teleop keyboard.lauch v 
novem terminalu, kar nam je dalo nadzor nad premikanjem robota. Sledilo je premikanje ter 
opazovanje robota. S samim premikanjem robot ni imel težav bila pa je opazna nerodnost 
delovanja z teleoperacijskim paketom. Za naslednji preizkus smo peljali robota tem bolj 
stran od oddajnika brezžičnega omrežja, da bi preverili doseg robota. Robot je po celotnem 
območju laboratorija LAKOS deloval brezhibno. Sledilo je kartiranje to smo naredili s 
pomočjo paketa gmapping. Kartiranje je bilo dolgotrajno ter počasno, saj smo želeli dobiti 
dobro karto za navigacijo. Nastal pa je problem saj kamera ni zaznala palic v železni ograji. 
Po narejeni karti smo uporabili ukazno vrstico turtlebot_navigation amcl_demo.launch 
map_file na robotovem računalniku, da smo zagnali program za navigacijo. Potreben je 
podatek o karti, da robot lahko izriše globalno pot. Na našem računalniku smo zagnali 
ukazno vrstico turtlebot_rviz_launchers view_navigation. To je paket, ki se poveže s 
programi ter temami potrebnimi za nadzor robota. Znotraj programa rviz smo pozicionirali 
našega robota ter mu nastavili cilj s pomočjo grafičnega vmesnika. Z temi paketi je bil 
pognan robot ki je imel DWA lokalnega načrtovalca poti in navfn globalnega načrtovalca 
poti. Navfn je globalni načrtovalec poti, ki uporablja algoritem Dijkstra. To je algoritem, ki 
najde najkrajšo pot med danimi točkami. Turtlebot 2 je prišel do cilja brez večjih težav. Bilo 
pa je vidno, da cilja ni skušal doseči z maksimalno hitrostjo. Zato smo uporabili ukazno 
vrstico rosrun rqt_reconfigure rqt_reconfigure na našem računalniku. S pomočjo grafičnega 
vmesnika rqt_reconfigure se je dalo nastaviti parametre DWA lokalnega načrtovalca poti, 
da je robot peljal hitreje. 
3.1.4 Načrtovanje poti po točkah 
Robotu Turtlebot 2 smo želeli omogočiti vožnjo po točkah. Vožnja po točkah 
omogoča robotu povezavo z drugimi objekti. Možna bi bila integracija robota v sistem 
robotov, kjer bi delovali za dokončanje določenega cilja. Za načrtovanje poti po točkah je 
bilo potrebno narediti program, saj nam grafični vmesnik rviz ne omogoča načrtovanja poti 
po točkah. Če bi v programu rviz dodelili vel ciljev bi veljal le zadnji dodeljeni cilj. Naredili 
smo program v jeziku C++, ki temelji na principu simple_navigation_goal. Program smo 
naredili v mapi catkin_ws/src, da smo lahko kasneje uporabili program s pomočjo rosrun 
ukaza. Najprej smo naredili paket znotraj catkin delovnega okolja s ukazno vrstico 
catkin_create_pkg simple_navigation_goals move_base_msgs actionlib roscpp. 
Catkin_create_pkg je ukaz ki naredi programski paket, simple_navigation_goals je ime 
paketa, move_base_msgs, actionlib in roscpp so pa odvisnosti do katerih bo imel paket 
dostop. Move_base_msgs je ime programa, ki zajema vsa sporočila paketa move_base. 
Actionlib je program, ki nam omogoča izvršitev akcije znotraj programa. Brez paketa 
actionlib ni možno izvest akcije možno je le izvedba storitve. Znotraj programskega okolja 
ROS so storitve [4] način pošiljanja informacij med programi. Storitve omogočajo 
programom klicanje funkcije znotraj drugega programa. Ko program zažene storitev z 
drugim programom začne drugi program opravljati želeno nalogo. Če bi poslali cilj kot 
storitev bi program move_base, ki je odgovoren za premik robota premaknil robota na želen 
cilj. Robot nebi vedel kdaj je na cilj prispel, kdaj se je storitev končala ali v katerem koraku 
premika je robot. Za rešitev tega problema pošljemo cilj kot akcijo. Akcija [4] znotraj 
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programskega okolja ROS je način komunikacije, kjer program ve za trenutno stanje dane 




Slika 3.3: Prikaz interakcije med odjemalcem ter strežnikom med akcijo znotraj ROSa [2]. 
 
Cilj pri premikanju robota je končna pozicija robota. Naenkrat ima lahko strežnik zadan le 
en cilj. Če zadamo nov cilj ta postane edini cilj. Odziv nam pove v kateri stopnji premika je 
robot, lahko vsebuje tudi informacijo o trenutni lokaciji robota. Rezultat nam pa sporoči 
strežnik, ko se cilj izvrši uspešno ali neuspešno. Rezultat je poslan le enkrat. S pomočjo 
povratne informacije, ki jo dobimo z odzivom ter rezultatom smo naredili program, ki 
premika robota po točkah v želenem zaporedju. Roscpp [2] je zadnja odvisnost in nam 
omogoča zagon programov napisanih v programskem jeziku C++. Program narejen za 
premik po zaporednih točkah potrebuje vzporedno delovanje programa rviz ter amcl, v kateri 
je definirana karta. Program najprej uvozi potrebne pakete. Nato naredi odjemalca ter 
strežnik za move_base program. S pomočjo while zanke naredimo, da program počaka na 
vzpostavitev strežnika. Nato podamo move_base strežniku cilj v katerem navedemo 
koordinatni sistem v katerem bomo podali koordinate za pozicijo ter orientacijo. Nato 
program zažene funkcijo s katero čaka na rezultat akcije. Z if stavkom naredimo preverbo 
rezultata, če je ta uspešen, navedemo nove koordinate ter pošljemo nov cilj. Po vsakem 
uspešnem dosegu cilja se poviša spremenljivka count za 1, kar nam omogoča določanje med 
katerima točkama se robot premika.. Med premikanjem robota lahko preverimo pozicijo 
robota s pomočjo poslušanja teme /amcl_pose, ki nam daje podatek o lokaciji robota znotraj 
koordinatnega sistema map. Če robotu ne uspe priti do cilja se izpiše v terminalu, da je bila 
akcija neuspešna. S tem se tudi prekine delovanje programa. Ko je program spisan ga je 
potrebno ustvariti z ukazno vrstico catkin_make. Nato ga pa lahko zaženemo z ukazno 
vrstico rosrun navigacija_po_točkah.cpp. S tem se bo robot premikal po danih točkah v 





4 Rezultati in diskusija 
Delo z robotom povzroča veliko težav, katere je težko predvideti med delom na 
simulatorju. Za odpravo teh težav je potrebno poznavanje delovanja programskega okolja 
ROS ter interakcije med programi. Najbolj pogosta težava je bila, da so določeni paketi 
zagnali isti program. To povzroči potrebo po preveritvi vsake .launch datoteke katere 
programe zažene. Parametri znotraj paketov so ključnega pomena. Dober primer je v 
lokalnih načrtovalcih poti lahko slabi parametri naredijo robota nezmožnega opraviti 
določene poti. To se je zgodilo, če je bila toleranca za dosego cilja premajhna. Če nastavimo 
hitrost robota na maksimalno, so težave pri računanju poti saj računalniškemu procesorju 
zmanjka moči. Zmožnosti robota so močno povezane z opremo, ki je na njemu. Le določen 
del lahko popravljamo ter prilagajamo z programi. Na primer, če nimamo laserskega sistema, 
imamo pa kamero lahko uporabimo program, ki spremeni sliko kamere v laserski sken.  
Za mobilne robote, ki zahtevajo zanesljivo umikanjem oviram to bolje zagotovi DWA 
lokalni načrtovalec. TEB lokalni načrtovalec je bolj primeren za robote, ki potrebujejo tem 
hitrejše umikanje oviram. TEB bi bil bolj priporočen pri avtonomnem avtomobilu medtem, 
ko DWA načrtovalec poti bi bil boljši za lažja vsakodnevna opravila. 
Program za navigacijo po točkah potrebuje poznavanje lastnega stanja akcije premika, 
ker parameter znotraj programa move_base/goals je lahko le en. Ko se ta akcija izvrši mu je 
potrebno tem hitreje podati nove ciljne koordinate ter ponovno zagnati akcijo premikanja 
proti novemu cilju. Če bi robotu podali samo vse točke, da bi se robot po njih premikal bi 
prišlo do napake, če bi robot prešel točko do katere smo kasneje želeli prispeti. Znotraj 
preizkusa navigacije je opazna tudi hitrost lokalizacije amcl. Robot postane veliko bolj gotov 
o svoji lokaciji, ko prispe na svoj prvi cilj.  




Slika 4.1: Začetna pozicija robota Turtlebot 2 pri avtonomni navigaciji po točkah. 
 
Na sliki 4.1 je prikaz začetne pozicije robota. Označene so tudi lokacije točk katere so 
podane s cilji. Številke nad označbo nam povedo zaporedje ciljnih točk. Zelene puščice na 
sliki 4.1 označujejo možne pozicije robota. 
 
 
Slika 4.2: Robot se premika proti prvi točki. 
Na sliki 4.2 je prikaz začetka premikanja robota proti točki 1. Vidimo izrisano globalno 
trajektorijo, ki je obarvana rdeče. Vidimo, da se puščice počasi nabirajo proti robotu torej 
robot je vedno bolj prepričan v pravilnost svoje pozicije. 
 




Slika 4.3: (a) Robot prispe na prvo točko. (b) Robot se začne premikati do druge točke. 
 
Na sliki 4.3 (a) robot prispe na svojo prvo ciljno točko. Sedaj vidimo, da je robot prepričan 
v svojo pozicijo z minimalno nesigurnostjo. To nam pove snop puščic, ki so zbrani ob 
robotu. S tem smo lahko prepričani, da lokalizacija deluje. Slika 4.3 (b) prikazuje premik 
robota med točko 1 in točko 2. Kar je posebno na tej sliki je to, da se je robot umaknil oviri, 




Slika 4.4: (a) Robot prispe na drugo točko. (b) Robot se začne premikati proti končni točki. 
Na sliki 4.4 (a) robot prispe na drugo dodeljeno točko. Na sliki 4.4 (b) se robot premika med 
drugo in tretjo točko. 




Slika 4.5: Robot prispe na končno točko. 
Na sliki 4.5 pa robot prispe na končno točko. Kot vidimo robot pride na končno točko kljub 
temu, da je na njej začel, kar je bil en izmed naših ciljev. Ko robot prispe na vsako točko se 




Slika 4.6: Poligon robota. 
 




Znotraj zaključne naloge je bil namen vzpostaviti navigacijski sistem robota Turtlebot 2. 
Cilji zaključne naloge so bili uspešno doseženi. V sklopu zaključne naloge smo ugotovili ter 
izvedli naslednje: 
1) Sestavili smo robota Turtlebot 2 ter nanj namestili programsko opremo potrebno za 
navigacijo. To je vsebovalo operacijski sistem Ubuntu, ROS ter osnovne pakete robota 
Turtlebot. 
2) Simulirali smo robota znotraj simulatorja Gazebo ter primerjali obnašanje med 
simuliranim robotom ter realnim robotom. Simuliran robot je deloval brezhibno, 
senzorji so zaznavali ravne in popolne stene, vožnja je gladka. V realnosti so zaznane 
stene nepopolne, vožnja robota je večinoma gladka z občasnimi zatiki in okrevalnimi 
obnašanji. Do razlik pride zaradi nepopolnih informacij senzorjev v realnem svetu. 
3) Vzpostavili smo navigacijski sistem na robotu Turtlebot 2. Navigacijski sistem vsebuje 
karto s cenami, lokalnega načrtovalca in globalnega načrtovalca poti ter programa 
move_base in amcl. 
4) Napisali smo program, ki omogoča premikanje robota po zaporednih točkah. Napisan 
program pošlje cilj kot akcijo ter spremlja njeno stanje. Ko se akcija uspešno zaključi 
pošlje naslednji cilj. Po dosegu zastavljenih ciljnih točk se izpiše sporočilo na terminalu. 
Za lokalizacijo med vožnjo uporablja program amcl. 
5) Primerjali smo TEB ter DWA lokalna načrtovalca poti. DWA lokalni načrtovalec poti 
se je izkazal za bolj učinkovitega ter zanesljivega. Umikanje oviram je delovalo brez 
težav. TEB lokalni načrtovalec poti se je v večini umaknil oviram z večjo hitrostjo imel 
pa je težavo pri prehodu čez ozke predele, kar je v večini sprožilo okrevalno obnašanje. 
6) Za boljše delovanje navigacijskega sistema smo optimizirali parametre lokalnega 
načrtovalca poti. Spremenili smo parametre za maksimalno hitrost iz 0,55 m/s na 0,7 
m/s kar je zmožnost robota. S tem smo izboljšali hitrost robota. Spremenili smo tudi 
parametre za toleranco cilja iz 0,1 m na 0,05 m, kar nam je izboljšalo natančnost robota.   
 
Predlogi za nadaljnje delo 
 
Robota je možno nadgraditi z robotsko roko. Možno je integrirati robota v sistem robotov, 
kjer sodelujejo en z drugim za dokončanje naloge. 
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