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Bakalářské práce se zabývá rozborem jednotlivých kryptografických algoritmů, které se 
využívají při zabezpečování komunikace. První část je věnována symetrickým 
kryptografickým algoritmům, asymetrickým kryptografickým algoritmům a hashovacím 
funkcím. Druhá část se zabývá bezpečností, stupni utajení a útoky, které se využívají při 
napadání kryptografických algoritmů a hashovacích funkcí. Třetí část se věnuje 
testování vybraného algoritmu RC4 a hashovací funkce MD5  za pomocí programu 
CrypTool. V závěrečné části jsou uvedeny a zhodnoceny výsledky testů algoritmu RC4 
a hashovací funkce MD5. 
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ABSTRACT 
Bachelor's thesis deals with analysis of the various cryptographic algorithms that are 
used for securing communications. The first part is devoted to symmetrical 
cryptographic algorithms, asymmetric cryptographic algorithms and hashing functions. 
The second part deals with the security classification and attacks that are used to attack 
cryptographic algorithms and hash function. The third part deals with the selected 
testing algorithm RC4 and MD5 hashed function for using CrypTool. The final section 
provides an evaluation and test results of algorithm RC4 and MD5 hashing function. 
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Kryptologie je věda, která se zbývá šifrováním a tím, co všechno je spojeno 
s tímto pojmem. Dělíme ji na dva vědní obory. Kryptografii a kryptoanalýzu. 
Kryptografie je část, která se zabývá šifrováním. Šifrování je proces, který převede 
srozumitelnou informaci do tajné, šifrované podoby pomocí „tajného klíče“. Abychom 
mohli šifrovanou informaci převést zpět na srozumitelnou, musíme použít dešifrování. 
Když máme potřebnou znalost, tak tím získáme původní srozumitelnou informaci. Ale 
co když tuto potřebnou znalost nemáme? Tady potom nastupuje druhá věda kryptologie 
a tou je kryptoanalýza. Kryptoanalýza se zabývá metodami, jak získat z šifrovaných 
informací informace nešifrované, když nemáme potřebnou znalost „tajného klíče“. 
Tomu se říká útok na šifru či prolamování šifry.   
Kryptologie nás dnes a denně obklopuje na každém kroku. Je to proto, že máme 
velké množství tajných informací a potřebujeme, aby tajnými zůstaly. Proto se 
kryptografie využívá v tak hojném množství. Dnes a denně lidé používají mobilní 
telefony, počítače, internet, e-maily, databáze, elektronické nákupy, bankomaty a další. 
Moderní kryptografie používá jak hardwarové, tak softwarové šifrování. Zde všude jsou 
používány kryptografické algoritmy.  
Proto je tato práce zaměřena na rozbor vybraných symetrických, asymetrických 
a hasí algoritmů, detailněji se zaměřuje na symetrický algoritmus RC4 a hashovací 
funkci MD5. Ukazuje jejich bezpečnost a z toho plynoucí možné použití či nepoužití. 
Zabývá se možnými typy útoků, které se dají použít na kryptografické algoritmy. 
Rozebírá informace, které může útočník využít při útoku na algoritmus a snaží se 















1 Kryptografické algoritmy 
1.1 Symetrické kryptografické algoritmy 
Symetrická šifra funguje na principu, že se používá pro šifrování i dešifrování 
stejný klíč (obr. 1.1). Matematicky se postupuje takto. Pro šifrování se použije funkce 
C = E (K, M) a k dešifrování funkce M = D (K, C). Strany, které spolu komunikují, si 
napřed musí sdělit, jaký klíč budou používat při své komunikaci. Největší důraz musí 
být kladen na bezpečnost šifrovacího klíče, protože právě ten potřebuje útočník. Pokud 
se stane, že je klíč vyzrazen, nastává stav, kdy je veškerá komunikace čitelná. 
Útočníkovi nepomůže znalost použitého algoritmu, aby bez toho, že nezná šifrovací 
klíč, získal zpět nezašifrovaný text. 
Symetrické algoritmy využívají principu substituce a transpozice. Obrovskou 
výhodou symetrických algoritmů je to, že dosahuje velké rychlosti oproti asymetrickým 
algoritmům. Nevýhodou je to, že potřebují velký počet klíčů a tím kladou velké potřeby 
na jejich správu.  Právě tady se objevuje problém při výměně klíčů mezi více uživateli. 
Proto je potřeba zajistit bezpečnou výměnu klíčů mezi uživateli, ale tento krok je nutné 
provést ještě před vzájemnou komunikací. Proto se problém řeší následovně. 
Symetrická šifra se použije ve spojení s asymetrickou šifrou a to tak, že otevřený text 
zašifrujeme symetrickou šifrou a náhodně vygenerovaným klíčem. Tento symetrický 
klíč se zašifruje pomocí veřejného klíče asymetrickou šifrou. Dešifrovat může jen ten, 
kdo má tajný klíč určené asymetrické šifry. 
Symetrické šifry jdou děleny na dva typy, proudové a blokové. Proudové šifry 
pracují tak, že šifrují po jednotlivých bitech a k tomu používají šifrovací klíč. 
Dešifrování probíhá také bit po bitu s využitím původního klíče. Výsledná dešifrovaná 
data se zpět složí do původní podoby. Blokové šifry rozdělují příchozí bity na bloky, 
které mají stejnou velikost, když je velikost posledního z bloků menší, tak jí vhodně 












































1.1.1 AES algoritmus 
AES (Advanced Encryption Standard) původně nazýván jako Rijdael, patří do 
skupiny symetrických algoritmů. Používá pevně danou velikost bloků o délce 128 bitů 
a klíč o velikosti 128, 192, 256 bitů. Je jedním z oblíbených symetrických algoritmů, 
který je ve velkém počtu rozšířen po celém světě. Stal se vítězem výběrového řízení 
NIST (National Institute of Standards and Technology), kterého se zúčastnilo 15 
algoritmů, byl v roce 2002 přijat jako standard v USA (United States of America). Je 
navržen tak, aby byl jednoduchý, rychlý, kompaktní, použitelný na běžných 
platformách a dokázal odolávat všem známým útokům. Jde efektivně použít jak 
v softwarových tak i hardwarových produktech. 
AES používá pevně dané kroky kol, které jsou stanoveny pro délku klíče 
(tab. 1.1) [28]. Klíč o velikosti 128 bitů má délku 10 kol. Využívá opakování části 
algoritmu v kolech. Během každého kola jsou vykonávány operace ve čtyřech stavech 








Obr. 1.2: Posloupnost probíhajících kol v AES algoritmu 
 
 
1. SubBytes - každý byte stavu je nahrazen jiným bytem podle přesně daného klíče 
pomocí osmibitového Rijndael S-Boxu. Tato operace je zavedena z důvodu, aby 
nedocházelo k lineárnosti šifry, a tím zabraňuje použití útoků založených na 
jednoduchých algebraických vlastnostech. 
2. ShiftRows - krok při kterém se každý řádek v matici pole přesune o určitou 
částku vlevo. 
3. MixColumns - krok při kterém dochází k prohazování sloupců a při tom se 
každý sloupec násobí stejným polynomem. 
4. AddRoundKey - každý byt se kombinuje se subklíčem, subklíč se získává 
z původního klíče pomocí Rijndaelovy tabulky, dále každý byt subklíče 
zkombinujeme s odpovídajícím bytem naší zprávy a dostaneme výslednou šifru.  
 
 
Tab. 1.1: Parametry AES 
 
Velikost klíče (slova/byty/bitů) 4/16/128 6/24/192 8/32/256 
Otevřené velikosti bloku (slova / byty / bitů) 4/16/128 4/16/128 4/16/128 
Počet kol 10 12 14 
Série klíčových velikostí (slova / byty / bitů) 4/16/128 4/16/128 4/16/128 
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1.1.2 DES algoritmus 
 DES (Data Encryption Standard) patří do skupiny symetrických algoritmů, je 
příkladem klasické blokové šifry. Pro svou práci využívá 64 bitový blok, z toho používá 
8 bitů pro kontrolu parity, ty se pak dál nepoužívají. Proto používá 56 bitový klíč. Když 
byl roku 1976 algoritmus přijat jako standart. Rychle se rozšířil do celého světa. V tu 
dobu byla NSA obviňována, že nevhodně zasahoval do algoritmu a to tím způsobem, že 
upravil S-boxy a délku klíče nastavil na 56 bitů. Postupem času přestal jako standard 
vyhovovat a proto se začal nahrazovat novějšími verzemi kryptografických algoritmů, 
jako je např. Triple DES a AES.   
DES, text o určité délce přetransformuje, za použití složitých operací do stejně 
dlouhé výstupní délky. Pro šifrování a dešifrování používá stejný klíč. Pracuje 
s kombinacemi substituce a transpozice. Nejdřív se vezme vstupní text, na který se 
aplikuje substituce a po ní následuje transpozice, pro DES je použit pojem permutace. 
Dál se provádí šestnáct kol, při kterých se použije šifrovací klíč, potom se rozdělí 64 
bitový blok na dvě stejné části o velikosti 32 bitů. Potom se provede šestnáct kol, ve 
kterých se kombinují data s hodnotou klíče. Na závěr se obě části o 32 bitech spojí zpět 
a jako poslední proběhne permutace, která je opačná proti té, která se použila na začátku 
a šifrovaní je dokončeno. 
Bezpečnost algoritmu je nejvíce ohrožena při útoku hrubou silou. Dále jsou 
známy tři další útoky. Diferenciální dešifrování, lineární dešifrování a Davies' útok. 
V praxi nemají moc velký význam a to z toho důvodu, že potřebují, obrovské někdy až 
nereálné množství informací např. plaintextu.   
1.1.3 IDEA algoritmus 
Algoritmus IDEA (International Data Encryption Algorithm) byl publikován 
v roce 1991. Jedná se o symetrickou blokovou šifru, která využívá délku bloku 64 bitů 
a používá klíč o velikosti 128 bitů. Vznikla úpravou šifry PES (Proposed Encryption 
Standard). V mnoha zemích je patentován, ale patent zanedlouho vyprší a to v letech 
2010-2011, pro nekomerční použití je dostupná volně. Název „IDEA“ je použit jako 
ochranná známka. Je implementována v rámci protokolu SSL nebo jako součást PGP 
(Pretty Good Privacy). Dále je také jedním z volitelných algoritmů používaných 
v OpenPGP. Pro svou funkci využívá řadu osmi stejných transformací a jedné výstupní 
transformace. Je odvozen ze tří odlišných grup. A to z násobení, modulárního sčítání 
a bitové nonekvivalence (XOR). Pojem grupa je převzat z matematické oblasti, jedná se 
o algebraickou strukturu, množinu s binární operací, která splňuje použité axiomy. 
Axiom je tvrzení, které se už nemusí dokazovat, už předem se bere za platné.  
IDEA je považována za bezpečnou šifru, protože nebyla zjištěna lineární nebo 
algebraická slabost, která by jí dokázala citelně oslabit. Déle je odolná i při nasazení 
diferenční kryptoanalýzy, ale jen za jistých předpokladů, což plyne z provedené 
analýzy, kterou udělali její návrháři. Nejlepší útok, který leze použít na všechny klíče je 
znám od roku 2004. Ale musí být použito jen pěti průchodů šifrou, jenže v tom je 




1.1.4 RC algoritmy 
• RC4 
Algoritmus RC4 (Rivest cipher) jedná se o proudovou šifru, která spadá do 
skupiny symetrických algoritmů, byla navržena v roce 1987 v laboratořích Ron Rivest 
pro RSA, zpočátku byla tajná. V roce 1994 byl anonymně zveřejněn na internetu na 
Cypherpunks anonymní skupinou lidí, která se zabývá ochranou soukromí 
a kryptografií. Následně byl popis rozšířen za pomocí internetu po celém světě. Což se 
RSA vůbec nelíbilo, údajně byla obava, že se šifra začne používat v konkurenčních 
aplikacích a to z toho důvodu, že nebyla v USA patentována, ale obavy se nepotvrdily. 
Ukázalo se, že je RC4 velice zajímavá po své konstrukční stránce a pro svoji 
jednoduchost. Tohle zveřejnění způsobilo to, že se doposud proprietární algoritmus dal 
lépe zkoumat a rozhodně tím byla ušetřena práce lidem, kteří se zajímali o její 
prolomení. Příčina utajení RC4 byla taková, že měla za úkol chránit citlivá data 
uživatelů, měla být považována za slabou, protože byla proprietární, ale opak byl 
pravdou. Název „RC4“ je ochrannou známkou.  
Jedná se o velice často používanou proudovou šifru. A to z toho důvodu, že je 
jednoduchá a přibližně desetkrát rychlejší než DES, což je velká výhoda této šifry, dá se 
jednoduše využívat jak softwarových, tak u hardwarových produktů a jde jednoduše 
rozšiřovat. Hodně proudových šifer se zakládá na principu lineárních zpětnovazebních 
posuvných registrů (LFSRs), ale u RC4 je to naopak u (LFSRs) se nevyužívá, proto je 
velice vhodný pro implementaci do softwarových produktů. Výhoda je v tom, že pro 
manipulace využije pouze jeden byte a pro pole S 256 bytů paměti. Může využívat 
velikost klíče  40–256 bitů.  
Hojně se využívá u aplikací Oracle SQL, Microsoft Windows a pro ochranu 
internetového provozu v SSL (Secure Sockets Layer) / TLS (Transport Layer Security). 
Také se využívá u WEP (Wired Equivalent Privacy) protokolu a novějšího nástupce 
WPA (WiFi Protected Access) protokolu, ty spadají do bezdrátových LAN a to zahrnuje  
standard IEEE 802.11. Déle se také může využít u SSH (Secure shell), šifrovaní PDF, 
Bittorrent protokolu. V algoritmu byly nalezeny slabiny, a proto je náchylný na útoky, 
příkladem je cryptosestem používaný u WEP. Algoritmus je velice hodně zranitelný při 
produkci key sreamu (konečného automatu), když produkuje proud náhodných nebo 
pseudonáhodných znaků, protože někdy použije nenáhodné, příbuzné nebo se může 
celý key steream použít i dvakrát.  
Princip funkce RC4 je takový, že vygeneruje pseudonáhodnou posloupnost bitů 
pomocí key streamu, ten vygenerované pseudonáhodné a náhodné znaky kombinuje 
s otevřeným textem (plaintext) za pomocí logické operace XOR (exclusive or) a tím 
vytváří šifrovanou zprávu (ciphertext) princip funkce znázorňuje (obr. 1.3). Dešifrování 
probíhá podobným způsobem, protože se jedná o symetrickou šifru, ta využívá 
k šifrování a dešifrování stejný klíč K, to znamená, že se musí použít stejná 
pseudonáhodná sekvence bytů.  
Známou slabinou RC4 je to, že na začátek náhodné sekvence obsahuje víc nul než 







Obr. 1.3: Grafické znázornění principu funkce proudové šifry 
 
K generování pseudonáhodných bytů pomocí key streamu, jsou využity dva stavy, které 
jsou utajené. Z toho vyplývá, že celé utajení plyne z funkce key streamu. Jeho vnitřní 
stav je složen ze dvou částí. První část je založena na permutaci všech 256 možných 
bytů. Druhá část obsahuje dva osmibitové rozcestníky. Při permutaci se používá klíč 
s pomněnou délkou, většinou o velikosti 40-256 bitů a při tom je využit klíčový 
plánovací algoritmus (KSA). Po dokončení permutace, se začíná s generováním 
pseudonáhodného proudu bitů, při tom se využívá pseudonáhodného generačního 
algoritmu (PRGA). Klíčový plánovací algoritmus (KSA) se používá pro inicializaci 
permutace v poli ,,S“. Počet bytů v klíči udává ,,key length“ a to v rozmezí 1≤ 256. 
Klíčové délce 40-128 bitů odpovídá hodnota ,,key length“ v rozmezí 5-16. Pole ,,S“ je 
naplněno čísly od 0 do 255. Dále se využívá šifrovacího klíče a ten je opakován tolikrát, 
až dokáže naplnit pole 256 bytů. Zvolí se počáteční permutace, která se promíchá za 
pomocí hodnoty K. Potom se provádí míchací kroky a v každém kroku se vymění prvky 
permutace S na pozicích i a j. Aby se odstranila periodičnost a bylo docíleno 
náhodnosti, tak míchací index j nezávisí nejen na K, ale také na tom co se odehrávalo 
a měnilo ve všech předchozích krocích. Z toho důvodu je míchací index j velice složitě 
závislý na klíči.   
  
Klíčový plánovací algoritmus (KSA) 
for i from 0 to 255 
    S[i] := i 
endfor 
j := 0 
for i from 0 to 255 
    j := (j + S[i] + K[i mod keylength]) mod 256 
    swap(S[i],S[j]) 
endfor 
 
Následující fází se generuje heslo a to tak, že se opět dál míchá, s každým krokem se 
vytvoří jeden byt hesla viz. (obr. 1.4). Je zajištěno, že se každá hodnota S změní 




Pseudonáhodný generační algoritmus (PRGA) 
i := 0 
j := 0 
while GeneratingOutput: 
    i := (i + 1) mod 256 
    j := (j + S[i]) mod 256 
    swap(S[i],S[j]) 




Obr. 1.4: Znázornění principu funkce pseudonáhodného generačního algoritmu 
 
RC4 je založena na principu konečného automatu a používá při své funkci míchání 
a tím dokáže generovat pseudonáhodná čísla. Vnitřní stav automatu charakterizují dva 
indexy i a j a ještě také obsah permutace S. Na základě každého vnitřního stavu se 
spočítá jeden byt hesla, přičemž automat mění svoje stavy z jednoho do druhého, při 
tom může nabít až 256*256*(1*2*…*256), tahle hodnota odpovídá maximální možné 
délce periody hesla. Tohle číslo přibližně odpovídá číslo 2n, kde n=1700. RC4 může 
z následujícího stavu přejít do stavu předcházejícího.  
Stavy mohou tvořit seskupení o různých délkách cyklů 1,2,…,2n. Všechny cykly 
jsou stejně pravděpodobné. Většinou se objeví jeden velký cyklus a mívá přibližně 
délku 2n-1 a zbytek je tvořen cykly menších délek. S toho vyplývá průměrná perioda a ta 
odpovídá hodnotě 2n-1, kde n=1700, potom tedy 21699, po výpočtu je to přibližně 
2,82*10511 a to je dostatečně velké číslo.  
RC4 již nedosahuje potřebných norem, které stanovují bezpečnou šifru, z tohoto 
důvodu se nedoporučuje používat v nových aplikacích. Pokud se k šifrování použije 
klíč, který se bude využívat delší dobu, tak to není vhodné z důvodu lehčího prolomení, 
proto je lepší generovat víc nových klíčů a ty používat kratší dobu, to znamená častěji 
měnit použitý šifrovací klíč K, což má za následek složitější a nákladnější zprávu klíčů. 
Nejdůležitější je, použít klíč s dostatečnou délkou např. 128 bitů, potom se většina 
známých útoků nedá použít.  
WEP se dá prolomit v řádu minut, prolomení WPA je v dnešní době taky možné, 
trvá to déle než útok na WEP. Jak již bylo řečeno, slabinou RC4 je, že na začátek 
náhodné sekvence obsahuje víc nul než jedniček. Předpojaté výstupy, které vznikají při 
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práci key streamu, popsal Mantin a Shamir a o tento základ se opírá jejich útok. 
Vychází z poznatku, že druhý výstupní byt šifry byl zaujat k nule s pravděpodobností 
1 / 128 (namísto 1 / 256). To je způsobeno tím, že pokud třetí byt původního stavu je 
nulový a druhý byte není roven 2, potom druhý výstupní byt je pokaždé nulový. Takové 
zkreslení lze zjistit pozorovat pouze 256 bytů [12].  
V roce 2001 Fluhrer, Mantin a Shamir (FMS) našli způsob, jak pomocí statistiky 
lze využít prvních pár bytů, co vystupují z keystreamu, ty jsou silně nenáhodné, a tím se 
dají zjistit informace o použitém klíči [11]. Pokud se tedy používá klíč dostatečně 
dlouho a počet zašifrovaných zpráv stejným klíčem je velký, dá se využít analýzy 
k odhalení klíče. Tyto poznatky pomohly k prolomení WEP. Proti takovému útoku je 
obrana taková, že se vypustí počáteční část výstupu key streamu. Upravený algoritmus 
se označuje RC4-drop(n), kde n udává počet počátečních bytů o které se key stream 
snížil. Výchozí hodnotou je n odpovídající hodnotě 768 bytů, ale častěji se využívají 
větší hodnoty např. 3072 bytů a to z důvodů větší bezpečnosti [26]. 
V roce 2005 byl publikován Andreasem Kleinem útok Klein, útok (PTW). Jedná 
se o analýzu, která se zakládá na lepším vztahu mezi key streamem a klíčem, který je 
použit. Na základě toho byl vytvořen aircrack-ptw. Zkratka ptw je poskládána ze jmen 
autorů Erik Tews, Ralf Weinman a Andrej Pyshkin. Tento nástroj dokáže prolomit 104 
bitový klíč, který je využíván u 128 bitového WEP, i pod minutu. Pravděpodobnost 
prolomení roste s počtem zachycených rámců. K pravděpodobnosti 50% je potřebných 
40 000 rámců, pokud máme k dispozici 85 000 rámců je pravděpodobnost 95% [25].  
• RC5 
Algoritmus RC5 je bloková šifra, publikovaná v roce 1994. Opět je velice 
používaný. Od svého předchůdce podědil jednoduchost. Využívá proměnlivé velikosti 
bloků 32, 64, 128 a 256 bitů velikost klíče je v rozsahu 0–2040 bitů. Pracuje s novým 
nápadem, používá rotací, které nejsou závislé na datech.  
• RC6 
Algoritmus RC6 je vylepšená verze RC5, publikovaná v roce 1998. RC6 byly 
přidány některé funkce například celočíselné násobení. Využívá velikost bloku 128 bitů 
a podporuje klíče o velikosti 128, 192 a 256 bitů, může být nastaven na podporu 
širokého spektra délky slov, velikostech klíčů a počtu kol. 
1.1.5 Blowfish algoritmus 
Blowfish je symetrickou blokovou šifrou. Je to obecný algoritmus a byl 
vytvořen jako náhrada za DES. Publikován byl v roce 1993. Algoritmus není 
patentovaný a můžou ho využívat všichni. Používá 64 bitů pro velikost bloku, délka 
klíče je proměnná od 32–448 bitů, má závislé S-boxy. 
1.1.6 Twofish algoritmus 
Twofish je symetrickou blokovou šifrou.  Odvozen je od Blowfish. Publikovaná 
v roce 1998. Využívá velikost bloku 128 bitů a délka klíče je proměnlivá až po 256 bitů, 
má závislé S-boxy. Není patentován, může být využíván všemi. Při šifrování pomocí 




1.2 Asymetrické kryptografické algoritmy 
Asymetrické algoritmy fungují na principu, že se používají odlišné šifrovací 
a dešifrovací klíče (obr. 1.5). Pro zašifrování se používá veřejný klíč, který vlastník 
zveřejní a tím se stane dostupný všem. Pokud chce spolu někdo komunikovat, musí 
získat veřejný klíč, který je dostupný pomocí certifikátů, tím se také zajistí identifikace 
a totožnost vlastníka klíče a ten použije k zašifrování. Když je komunikace zašifrována, 
tak už jí nerozšifruje ani ten, kdo jí zašifroval, protože nevlastní potřebný soukromý klíč 
toho s kým komunikuje. Komunikaci dokáže rozšifrovat příjemce, který vlastní 
požadovaný soukromý klíč. Tento klíč není veřejný a vlastník by si ho měl pečlivě 
hlídat. Tím se získá obrovská výhoda oproti symetrickým algoritmům, protože odpadne 
výměna tajného klíče a tím i náklady na jejich správu. Nevýhoda asymetrických 
algoritmů je v tom, že oproti symetrickým algoritmům jsou náročnější na výpočetní 
výkon, a tím jsou mnohem pomalejší. Proto se nepoužívá k zašifrování celé 
komunikace, ale častěji jen pro zašifrování klíčů a dál se využijí rychlejší symetrické 
algoritmy.  
Matematicky se postupuje takto. Pro šifrování se použije funkce C = E (K1, M) 
a k dešifrování funkce M = D(K2, C). Princip je založen na tom, že se použije 
jednocestná funkce. Ta se lehce spočítá v jednom směru. Pokud máme vstupní hodnotu, 
lehce vypočítáme hodnotu výstupní, ale pokud máme výstupní hodnotu a potřebujeme 
zjistit hodnotu na vstupu, pak nastává problém. Asymetrické algoritmy používají 
následující funkce:  
• Násobení: Součin dvou velkých čísel jde snadno a rychle spočítat, zato provést 
rozklad na prvočinitele je obtížné. Nejrychlejší postup pro rozložení velkého 
čísla na prvočinitele je faktorizace. 
• Rabinova funkce: Jde dokázat, že zjišťování druhé odmocniny modulo N je 
výpočetně ekvivalentní faktorizaci čísla N.  
• Umocňování nad konečným tělesem: Výpočet diskrétního logaritmu je pokládán 
za velmi náročnou úlohu. 
• Dalšími kandidáty se považují některé NP-úplné problémy. Problém batohu 







































1.2.1 RSA algoritmus 
RSA (iniciály autorů Rivest, Shamir, Adleman) je asymetrický algoritmus, který 
využívá veřejný a tajný klíč. Vydán a patentován byl v roce 1983. Patent byl vydán do 
roku 2000. Algoritmus našel uplatnění při výměně klíčů a tvorbě elektronického 
podpisu. Oproti DES je mnohem pomalejší až 1000 při hardwarové implementaci a 100 
při softwarové. Algoritmus funguje na složitosti faktorizace velkých čísel. Veřejný 
a tajný klíč se odvodí jako součin dvou velkých prvočísel n = p × q. Vytvoříme 
šifrovací klíč tak, že čísla E a (p-1) × (q-1) byla čísla nesoudělná. Dále vypočteme 
dešifrovací klíč D, E × D = 1(mod (p-1) × (q-1)) po tomto výpočtu už q ani 
p nepotřebujeme. Dále se zpráva dělí na bloky, které musí být kratší, než je n. Šifrování 
se provádí pomocí vztahu C = ME  × mod n, dešifrování se provádí M = CD × mod n. 
1.2.2 DSA algoritmus 
Algoritmus DSA (Digital Signature Algorithm) je určen pro digitální podpis. Byl 
vytvořen vládní agenturou NSA (National Security Agency). Je navržen pouze pro 
podepisování. DSA je při podepisování mnohem rychlejší než RSA. Protože je hodnota 
q nezávislá na zprávě, a proto je možno vytvořit sadu náhodných hodnot k a vypočítat si 
dopředu p-1 a q. Naopak verifikace je ve srovnání s RSA pomalejší (10-40krát).   
1.2.3 ECDSA algoritmus 
Algoritmus ECDSA (Elliptic Curve Digital Signature Algorithm) je podobný 
algoritmu DSA. Místo operací v podskupině řádu pracuje na eliptické křivce skupin. 
Eliptické křivky obecně, lze říci, že je zapotřebí velikost veřejného klíče přibližně 
dvakrát větší než úroveň zabezpečení v bitech.   
1.2.4 El-Gamal algoritmus 
Algoritmus byl popsán Dr. Taher Elgamal v roce 1984. Tato šifra je v podstatě 
analogií RSA, zakládá se na diskrétním logaritmu. Zabezpečení závisí na výpočtu 
diskrétního logaritmu. Využívá se ve volně šířitelném GNU(General Public License) 
Privacy Guard software, PGP a dalších systémech.  
1.2.5 Diffie-Hellman algoritmus 
Na počátku 70 let uveřejnili pánové Diffie a Hellman svou představu 
o možnostech šifrovaní veřejným klíčem. Výsledkem jejich snažení je DH funkce, která 
je stále používána v kryptosystémech. Jedná se o jednu z prvních metod, která je 
založena na problému složitosti výpočtu diskrétního logaritmu. Taková metoda řeší 
problém, jak tajně komunikovat v nechráněném prostředí (sítí), za účelem výměny 
tajného klíče, kterého se následně využije při symetrickém šifrování, protože 
neposkytuje ověřování komunikujících stran je náchylný na útok, který se jmenuje muž 





1.3 Hashovací funkce 
Hashovací funkce fungují na principu (obr. 1.6), že původní zpráva o libovolné 
délce se pomocí hashovaní funkce zmenší do přesně stanovené velikosti. Funkce je 
jednosměrná a formálně se dá zapsat jako h: X→Y , kde |X|>|Y| .Výsledek hashování je 
hash, který dále zastupuje původní zprávu. Někdy se můžeme také setkat s názvem otisk 





Obr. 1.6: Princip hashování 
 
Pokud potřebujeme jednoznačně identifikovat zprávu pomocí jeho hashe, musí 
být zvolená funkce rovnovážná, tím se snažíme předejít kolizím. Jestliže máme dva 
vstupy a na výstupu se po vykonání hashovací funkce objeví stejný výsledek, tak došlo 
ke kolizi. Existence kolizí je nevyhnutelná, vyplývá to z definice hashovaní funkce. 
Proto se snažíme kolizím předejít tím, že se snažíme zajistit, aby byl počet hashů 
(otisků) dostatečně velký. 
Požadavky na kvalitní hashovaní funkce jsou následující a určují, jak bude 
obtížné napadnout hashovací funkci: 
• Odolnost argumentu: Nalezení jakéhokoli argumentu x takového, že bude 
h(x) = y, pro původní hodnotu y, pro kterou předem neznáme odpovídající x.  
• Odolnost druhého argumentu: Pro zadané x nelze nalézt druhý argument x´≠ x 
a platí h(x) = h(x´) = y.  
• Odolnost kolizím: Je obtížné systematicky najít dvojici vstupů (x, x´), pro které 
je výsledný hash stejný h(x) = h(x´) = h(y).  
• Nekorelovatelnost vstupních a výstupních bitů, a tím znemožnění statistické 
kryptoanalýzy. 
• Odolnost vůči skoro-kolizím: Obtížně nalezneme x a y takové, že h(x) a h(y) se 
liší jen v malém počtu bitů. 
• Lokální odolnost vůči získání předlohy: Pokud známe h(x), je velmi obtížné 
najít i pouze část vstupní hodnoty x. 
Využití hashovacích funkcí je v počítačové technice obrovské. Slouží nám 
v mnoha odvětvích. Jsou využívány při vyhledávání, indexování, porovnávání, při 
kontrole integrity. V kryptografii jsou využívány u digitálních podpisů a také 













1.3.1 SHA Algoritmy 
• SHA-1 
Jedná se o jednocestnou hashovací funkci navrženou NSA (National Security 
Agency), publikována byla v roce 1995. Algoritmus opravuje bezpečnostní chybu  
SHA-0, ale stále má některé nedostatky. Stává se odolnějším proti útokům. SHA-1 je 
hojně používaný například v SSL, SSH, IPsec, PGP a dalších. Vstupní velikost je 160 
bitů, velikost bloku je 512 bitů. 
• SHA-2 
Jedná se o jednocestnou hashovací funkci navrženou NSA, publikována byla 
v roce 2001. Opravuje nedostatky SHA-1 (Secure Hash Algorithm), novější nedostatky 
zatím nebyly zjištěny. Je rozdělen na dva typy. První má vstupní velikost 256/224 bitů, 
velikost bloku je 512 bitů. Druhá má velikost 512/384, velikost bloku je 1024.  
1.3.2 MD algoritmy 
• MD4 
MD4 (Message Digest 4) je jednocestná hashovaní funkce, která se používá pro 
kontrolu integrity, publikovaná v roce 1994. Odstraňuje nedostatky svého předchůdce 
MD3. V dnešní době není MD4 bezpečný. Funkce zpracovává zprávy a dále je dělí na 
velikost 512 bitů a vytvoří blok o velikosti 128 bitů.  
• MD5 
Algoritmus MD5 (Message Digest 5) spadá do kategorie hashovacích funkcí. 
Patří k hojně používaným hashovacím funkcím a má velikost výstupního hashe 128 bitů 
a to je v dnešní době málo. Typickým znakem je to, že je vyjádřena pomocí 
hexadecimálního čísla. Byl navržen profesorem Ronaldem Rivestem v roce 1991. Jeho 
úkolem bylo nahradit předchůdce a tím byl algoritmus MD4, jelikož bylo zjištěno, že 
MD4 nemusí být bezpečný a to také později dokázal Hans Dobbertin. V roce 1992 se 
začal využívat algoritmus MD5, který opravoval nedostatky svého předchůdce, proto se 
stal bezpečnou náhradou za MD4. Oproti svému předchůdci se stal o něco málo 
pomalejším a neměl takové rychlostní koeficienty jako MD4, ale tím nabyl vlastnosti 
větší bezpečnosti. Navrhován byl tak, aby byl rychlý na 32-bitových strojích.  
Algoritmus MD5 je popsán internetovým standardem (RFC 1321), byl využíván v hojné 
míře u bezpečnostních aplikací i pro kontrolu integrity souborů.  V té době byl taky 
jedním z nejrychlejších algoritmů, byl o mnoho rychlejší, při softwarové implementaci 
než RSA algoritmus.  
V roce 1996 u něj byly zjištěny malé nedostatky, na které poukázal Hans 
Dobbertin, které vyplývaly z jeho návrhu, i když se rozhodně nejednalo o nějaké velké 
nedostatky, tak se kryptografikové shodnuli na tom, že bude lepší použít nějaký 
z novějších a bezpečnějších algoritmů a tím byl například SHA-1 nebo RIPEMD-160, 
protože byly v té době ještě považovány za nezranitelné a tedy bezpečnější oproti MD5. 
Dalším nástupcem z rodiny algoritmů MD byl algoritmus MD6, a jedním z vylepšení je 
to, že je odolný proti diferenciálnímu dešifrování. 
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Algoritmus MD5 funguje následovně. Na vstupu přijme zprávu o libovolné 
délce a z ní udělá hash („otisk“ či „výtah“) z původního vstupu, tím vzniká výstup, hash 
o velikosti 128 bitů. Doplňování bitů viz obr. 1.7. Pokud zpráva není dělitelná 512, tak 
jí vhodně doplní a to tak, aby byla dělitelná 512, tohle doplnění se provede pokaždé, 
i když délka zprávy splňuje podmínku (doplní celý blok) napřed přidá 1 bit a dále 




Obr. 1.7: Připojení doplňovacích bitů 
 
 
Připojování délky se provádí tak, že se ke zprávě připojí 64 bitová reprezentace 
její délky v bitech, viz obr. 1.8. Ovšem když je delší než 264 bitů, tak se využije jen 
nižších bitů. Po tomto doplnění získáme takový výstup, který je dělitelný 512.  
 
 
Obr. 1.8: Konečná podoba zprávy 
 
Provede se inicializace bufferu, který se naplní inicializačními hodnotami, které 
nejsou závislé na zprávě, která se má hashovat. Zpracují se všechny bloky o velikosti 
512 bitů a ty se dále dělí na menší 128 bitové. Takové bloky se dělí na ještě menší bloky 
tzv. slova, které jsou zastoupeny pomocnými písmeny A, B, C a D. Velikost těchto slov 
je 32 bitů. Schéma algoritmu a jednoho kola viz obr 1.9. 
Zpracovávání bloků, o šestnácti slovech. V tomto kroku se dokola zpracovává 
blok šestnácti slov A, B, C a D, které mají velikost 32 bitů a odpovídají slovům vstupní 
zprávy, načítají se postupně, inicializují se a vytvoří z nich pevné (fixní) konstanty. 
Zpracovává je ve čtyřech si podobných kolech, jedno kolo obsahuje šestnáct operací. 
Základem je buffer, vstupní blok a tabulka T. Tabulka T obsahuje 64 hodnot T[i] 
odvozených od násobku abs(sin (i))) a funkce (pro každou sérii 16 operací se používá 
jiná funkce). Výstupní hodnoty jsou zapisovány do bufferu a využívají se pro další blok.  
Existují čtyři možné funkce (F, G, H a I), v každém kole se používá jiná. 
 
F  (X, Y, Z)  =  (X ˄ Y) ˅ (¬ (X) ˄ Z) 
G (X, Y, Z)  =  (X ˄ Z) ˅ (¬ (Z) ˄ Y) 
H (X, Y, Z)  =  X ⊗ Y ⊗ Z 
I  (X, Y, Z)  =  Y ⊗ (X ˅ ¬ (Z)) 
 
˄ - AND (logický součin);  ⊗ - XOR (exkluzivní logický součet) 
˅ - OR (logický součet);   ¬  - NOT (negace) 
 
 
zpráva rozšíření reprezentace 
zpráva 1 000 ... 0 
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Operace prováděné v dané sérii mají tvar: 
a = b + ((a + fce(b, c, d) + X[k] + T[i]) <<< s), kde a, b, c, d jsou 32bitová slova 
obsahující slova bufferu. Kde X[k] je k-slovo vstupního bloku, T[i] je i-tá hodnota 
z tabulky T a s je parametr cyklického posunu vlevo. X, Y, Z jsou 32bitová slova 
a výsledkem těchto funkcí je vždy zase 32bitové slovo. Při tom se využívá nelineárnosti 
funkcí, modulárního součtu a levé rotace. To, co dál zůstane v blocích bufferu A, B, 
C a D na konci odpovídá konečnému výstupu.  
 
 
Obr. 1.9: Schéma algoritmu MD5 (vlevo) a jednoho kola algoritmu (vpravo) 
 
V dnešní době je MD5 zranitelný, dají se lehce generovat kolize. V roce 2004 
byl nalezen postup jak najít kolize obou řetězců. Funguje to tak, že program nám 
dokáže vygenerovat dva řetězce a ty budou mít úplně totožný hash, což je rozhodně 
nežádoucí jev. Ale těm, kteří mají nějaký hash a potřebují zjistit původní řetězec, tak 
tohle nepomůže. Tyto řetězce jsou dlouhé a většinou v nich najdeme znaky, které jsou 
netisknutelné. Původní metodou to trvalo přibližně 8 hodin, ale převrat nastal s objevem 
předního českého kryptoanalytika Vlastimila Klímy. Dokázal původní dobu 8 hodin 
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snížit a to přibližně na 1 minutu. Při tomto typu útoku využil metodu tunelování. 
Využívá se u souborových serverů nebo také pro ukládání hesel. Pokud se mluví 
o prolamování algoritmu např. MD5, tak to znamená hledání kolize dvou řetězců. 
Pokud máme, hash původního řetězce a chceme získat původní řetězec, tak potom 
máme k dispozici 4 možnosti jak toho docílit. 
Brute-force attack (útok hrubou silou) základ je takový, že testuje všechny 
možné řetězce o zvolené délce nad zvolenou sadou znaků. Znakovou sadu zastupují 
malá, velká písmena, číslice a speciální znaky. Zvolená délka vygenerovaného řetězce 
např. pro 7 znaků a jen pro velkou abecedu bude vypadat následovně 
261+262+263+264+265+266+267. Vznikne obrovské číslo a to byly použity jen znaky 
velké abecedy. Z každého vygenerovaného řetězce se dál udělá jeho hash a ten se 
porovnává s původním hašem co máme. Taková metoda se v praxi využívá pro hesla 
zastoupená maximálně 7 znaky. Čím je heslo delší, tím víc času potřebujeme na jeho 
prolomení. K tomu se dá využít například program Cain & Abel, který to dokáže.   
Dictionary attack (slovníkový útok) vychází z toho, že se již řetězce negenerují, 
ale jsou přímo předem vytvořeny ve slovnících. Slovník je většinou ve formě externího 
textového souboru a již předem vytvořen. Náš hledaný hash se porovnává se 
slovníkovými hodnotami a snaží se najít stejnou hodnotu.   
Rainbow tables jedná se o tabulky s předgenerovanými hashy. To znamená, že 
se hashe negenerují, ale už je přímo obsahuje tabulka a v této tabulce se jen vyhledává 
potřebný hash. Tabulky jsou vytvořeny v různých provedeních podle potřebných 
parametrů, rozsah typ hashe a znakovou sadu. Tabulky jsou velmi náročné na potřebné 
místo na pevném disku. 
Online MD5 cracking jedná se o spojení databáze hashů a Rainbow tabulky a za 
této pomoci se hledá původní řetězec, při tom vše funguje přes webový prohlížeč jako 
webová aplikace. Do této webové aplikace se vloží hash a aplikace se nám snaží vrátit 
výsledek, a tím je původní řetězec. 
1.3.3 HAVAL algoritmus  
HAVAL je kryptografická hashovaní funkce, publikovaná v roce 1992. HAVAL 
umí vygenerovat hashe o velikosti 128, 160, 192, 224 a 256 bitů, také umožňuje měnit 
počet kol, ve kterých bude generováno heslo. Bylo odhaleno mnoho nedostatků, 




2 Útoky na algoritmy 
2.1 Bezpečnost 
V kryptografii jsou používány tři stupně utajení. Tyto stupně nám poskytují 
informace o tom, jak jsou použité kryptografické systémy důvěryhodné, jaký mají 
stupeň utajení a jak jsou odolné proti kryptoanalytickým útokům. Stupeň utajení je 
závislý na počtu zpráv, které vznikají při jejich dešifrování, za předpokladu, že 
vyzkoušíme všechny možné klíče. V praxi se vyskytuje pouze jeden systém, který nám 
zaručí dokonalé utajení, a tím je dokonalá šifra. Ideální utajení se v praxi nepoužívá. 
Systémy s reálným utajením jsou teoreticky všechny luštitelné, pokud útočník vyzkouší 
všechny možné klíče. Používané klíče bývají tak dlouhé, že je tolik možných klíčů 
nereálné odzkoušet. Z toho plyne výpočetní náročnost a obrovská doba, která je k tomu 
zapotřebí.  
2.1.1 Dokonalé utajení 
Pokud neznáme potřebný klíč, tak šifrovanou zprávu nerozluštíme. To znamená, 
že je kryptoanalýzou zcela neprolomitelný, a to proto, že zašifrovaná zpráva mohla 
vzniknout pomocí úplně náhodné zprávy. Takový algoritmus je Vernam. Dokonalá šifra 
nám zaručí dokonalé utajení. Pokud nemáme klíč, pak šifru nedokážeme dešifrovat. 
Taková šifra se využívá jen pro velice bezpečné zprávy, protože jsou velké požadavky 
na její klíč, ten musí být úplně náhodný. Musí být tak dlouhý, jak je zpráva sama 
a může se použít jen jednou. Neprolomitelná je, protože ke každému šifrování se 
používá jiný klíč, který útočník nezná. Pokud odzkouší všechny možné klíče, získá 
všechny možné zprávy, ale nezjistí, která je ve skutečnosti ta pravá.  
2.1.2 Ideální utajení 
Pokud nemáme potřebný klíč, tak šifrovanou zprávu jednoznačně nerozluštíme. 
Pokud útočník vyzkouší všechny možné klíče, dojde na to, že zašifrovaná zpráva mohla 
vzniknout z jedné, z mnoha možných zpráv, ale u ostatních zpráv nemá jistotu, že tak 
zašifrovaná zpráva nemohla vzniknout. Neprolomitelnost udávají prostředky, které musí 
útočník využít. Bývá omezen velikostí potřebné výpočetní síly a časem k tomu 
potřebným.  
2.1.3 Reálné utajení 
Pokud neznáme potřebný klíč, tak můžeme šifrovanou zprávu jednoznačně 
dešifrovat. Pokud útočník vyzkouší všechny možné klíče, přijde na to, že zašifrovaná 
zpráva mohla vzniknout zašifrováním pouze jediné zprávy. Úspěšnost útoku závisí na 








2.1.4 Časové doporučení NIST pro používání algoritmů 
Souhrn časového doporučení NIST pro používání algoritmů shrnuje 
(tab. 2.1) [20]. Všechny velikosti klíčů jsou udávány v bitech, udávají minimální 
velikost pro bezpečnost. Hash (A) zahrnuje digitální podpisy a hash používaný pro 




Tab. 2.1: Časové doporučení NIST 
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2.1.5 Exportování šifer 
S šiframi se v mnoha zemích zachází, jako kdyby to byly zbraně. Proto se musí 
dodržovat Wassenaarská dohoda při jejich vývozu. USA přistupuje přísně k exportu 
šifrovacích algoritmů, které neobsahují “zadní vrátka”. Hranice je 40 bitové klíče pro 
symetrické algoritmy, asymetrické jsou omezeny velikostí klíče 512 bitů. Většina firem 
vytvářela své algoritmy mimo území USA. Pak je publikují jako literární dílo a teprve 
poté se přepíší a použijí. Takto to proběhlo i u známého PGP. Silné šifry jsou takové, 
které dokážou odolat všem kryptoanalytickým metodám kromě útoku hrubou silou. 
Obranou proti takovému útoku je zvětšit klíč, a to není povoleno. Žádné šifry ani 
software, který je využívá, nesmí být vyvážen do zemí, kam je export zakázán.  
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2.2 Kryptoanalytické útoky na algoritmy 
Kryptoanalýza je obor kryptologie a zabývá se metodami, jak získat 
z šifrovaných informací informace nešifrované, pokud nemáme potřebnou znalost 
„tajného klíče“. Útočník se snaží prolomit šifru, k tomuto účelu využívá mnoho různých 
metod. Snaží se o získání informací, které by mu pomohly. Pokud je útočník úspěšný 
a dokáže prolomit šifrovací algoritmus, tím získá tajný klíč, pak jsou následky 
katastrofální. Všechny minulé a budoucí šifrované zprávy, šifrované prolomeným 
klíčem jsou ohrožené. Může použít dva obecné způsoby, jak útok provést.  
 
• Kryptoanalytické útoky spoléhají na vlastnosti algoritmu a také na některé 
známé poznatky obecné charakteristiky, nebo dokonce některé na předem danou 
nezašifrovanou zprávu. Tento typ útoku se snaží těžit z vlastností algoritmu, 
pokouší se odvodit původní otevřený text nebo klíč, který byl použit pro 
šifrování.  
• Útok hrubou silou je založen na tom, že se útočník snaží odzkoušet všechny 
možné klíče a tím získat ze zašifrované zprávy zprávu původní. V průměru 




Tab. 2.2: Typy útoků na šifrované zprávy 
 
Typ útoku Znalosti, které má útočník k dešifrování 
Zašifrovaná zpráva                         
(ciphertext) 
1. Šifrovací algoritmus 
2. Ciphertext 
Známý otevřený text                      
(plaintext) 
1. Šifrovací algoritmus 
2. Ciphertext 
3. Jeden nebo více otevřených-ciphertextů dvojice 
tvořené tajným klíčem 
Zvolený otevřený text                            
(plaintext) 
1. Šifrovací algoritmus 
2. Ciphertext 
3. Otevřený text zprávy zvolený dešifrováním, spolu s 
odpovídajícím ciphertextem generovaný tajným 
klíčem 
Zvolený šifrovaný text                  
(ciphertext) 
1. Šifrovací algoritmus 
2. Ciphertext 
3. Domnělý ciphertext zvolený pro dešifrování, spolu s 
odpovídajícím rozšifrovaným otevřeným textem, 
generovaný tajným klíčem 
Zvolený text                                                     
(text) 
1. Šifrovací algoritmus 
2. Ciphertext 
3. Zvolený otevřený text zprávy, spolu s odpovídajícím 
ciphertextem generovaným tajným klíčem 
4. Domnělý ciphertext zvolený pro dešifrování, spolu s 
odpovídající rozšifrovaným otevřeným textem, 
generovaný tajným klíčem 
 
 
Souhrn různých typů kryptoanalytických útoků udává (tab. 2.2) [28]. Zakládá se 
na tom, jaké máme informace potřebné k dešifrování. Pokud známe pouze zašifrovanou 
zprávu je to nejtěžší. Někdy nezná útočník ani použitý algoritmus pro šifrování. Potom 
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jeden z možných útoků při daných informacích je použití útoku hrubou silou. Snaží se 
o prolomení algoritmu tím, že vyzkouší všechny možné klíče. Průměrnou dobu pro 
vyzkoušení všech možných klíčů udává (tab. 2.3) [28]. Když nastane situace, že je 
možných klíčů hodně, tak se útok stává nepraktickým. Potom se útočník musí zaměřit 
na jiné postupy. Jedním z jiných možných postupů je zaměřit se na různé typy analýz. 
K tomu je zapotřebí mít obecné představy o tom, jaké informace jsou přenášeny 
například jaký text je přenášen (v jakém jazyku), jaký typ souboru (exe, txt) a podobně.     
Nejjednodušší je bránit se útoku, kdy má útočník k dispozici pouze ciphertext 
a to z toho důvodu, že má útočník nejmenší množství informací, které pak využívá. 
Také nastávají situace, kdy má k dispozici některé informace navíc, má víc otevřených 
zpráv, ví, jaké se použilo kódování. Proto se útočník snaží zaměřit na obecně známé 
předpoklady a ty se snaží v informacích vyhledávat, protože mu mohou pomoc k tomu, 
že je schopen odvodit tajný klíč.   
 






Doba potřebná k jednomu 
dešifrování v (µs) 
Doba potřebná k 
dešifrování 106 v (µs) 
32 232 4,3 * 109 231 µs 35.8 minut 2.15 milisekund 
56 256 7,2 * 1016 255 µs 1142 roků 10.01 hodin 
128 2128 3,4 * 1038 2127 µs 5.4 * 1024 roků 5.4 * 1018 roků 
168 2168 3,7 * 1050 2167 µs 5.9 * 1036 roků 5.9 * 1030 roků 
192 2192 6,2 * 1057 2191 µs 9.9 * 1043 roků 9.9 * 1037 roků 
256 2256 1,2 * 1077 2255 µs 1.8 * 1063 roků 1.8 * 1057 roků 
26 znaků 
(permutace) 26! 4,0 * 10
26 2 * 1026 µs 6.4 * 1012 roků 6.4 * 106 roků 
 
 
Jen u relativně slabých algoritmů se může stát, že selžou a nevydrží útok, kdy je 
znám pouze ciphertext. V praxi jsou šifrovací algoritmy navrhovány tak, aby byly 
schopny odolávat známým útokům. Šifrovací systém musí zajišťovat, aby vytvořený 
ciphertext neobsahoval dost potřebných informací k tomu, že bude možné zjistit 
otevřený text z velkého počtu  ciphertextů. Je to dáno tím, že informace které útočník 
potřebuje, tam prostě nejsou. Také může nastat situace kdy, útočník nemá šanci. To je 
možné, když je použita dokonalá šifra. Dále si musíme uvědomit to, že není algoritmus, 
který by byl bezpodmínečně bezpečný. Za bezpečný šifrovací systém můžeme 
považovat ten, který splňuje aspoň jednu z následujících vlastností. Hodnota šifrované 
informace není vyšší než náklady potřebné k jejímu prolomení a čas potřebný 







2.2.1 Diferenciální dešifrování  
Právě tento typ útoku, jakým je diferenciální dešifrování (Differential 
cryptanalysis) je nejčastěji využíván a v posledních letech učinil největší pokrok. Je 
založen na tom, že se snaží najít vlastnosti, které při rozdílných vstupních hodnotách 
ovlivňují rozdíl hodnot na výstupu. Tyto vlastnosti se snaží využít při získávání tajného 
klíče. Takový princip dešifrování nachází využití u blokových šifer, proudových šifer 
a hash funkcí. Aby byl útočník schopen provést takový typ útoku, musí mít ciphertext 
k tomu odpovídající část otevřeného textu. Postup je takový, že útočník spočítá rozdíly 
v ciphertextu, a tím získá diferenciál. Statické vlastnosti, odpovídají použitým S-boxům, 
kterých bylo využito pri šifrování. Útočník provede analýzu pomocí diferenciálů 
Δx a Δy, kde Δy= S(X) ⊕ S(X⊕Δx)  pro každý použitý S-box. Tímto postupem se 
snažíme zjistit, co je časté a co je jen náhodné. Celá strategie je zakládána na těchto 
úvahách v jediném kole. Jsou známé i lepší metody, kterým postačují pouze znalost 
ciphertextu. Pokud takový útok použijeme na algoritmus DES, snížíme počet možných 
klíčů na 247. Algoritmus AES je odolný proti tomuto typu útoku. Vzhledem k tomu, že 
tento typ útoku je velice známý a moderní algoritmy jsou konstruovány tak, aby je útok 
neohrozil.  
2.2.2 Lineární dešifrování  
Tento typ útoku, jakým je lineární dešifrování (Linear cryptanalysis) je založen 
na tom, že vhodnou lineární funkcí otevřeného textu aproximujeme ciphertext. Takový 
typ útoku lze využít pro napadení blokových a proudových šifer. Lineární dešifrování je 
druhým nejpoužívanějším útokem na šifry. Dělí se na dva typy. Prvním typem je 
konstruování lineárních rovnic, druhým je odvození klíčových bitů. Pro konstrukci 
lineárních rovnic je výpočet aproximace pro každou šifru odlišný. Provedená analýza se 
soustředí na S-boxy, na nelineární část šifry. Všechny lineárními rovnice se dají popsat 
jen pro malé S-boxy a při použití hodnot vstupů a výstupů. Lineární aproximace S-boxů 
je svázána se šifrou, proto se využívá klíčové míchání, aby se mohla použít lineární 
aproximaci pro celou šifru. Odvození klíčových bitů, můžeme provádět, až získáme 
lineární aproximaci. Všechny soubory hodnot z klíčových bitů na pravé straně 
spočítáme a kolikrát se přiblíží odpovídajícím hodnotám, otevřený text a ciphertext, tím 
získáme částečný klíč, jehož hodnoty mají největší absolutní rozdíl se od poloviny počtu 
hodnot dvojice označují jako nejpravděpodobnější soubor hodnot, těchto klíčových bitů. 
Dá se předpokládat, že částečné klíče způsobí vysoké zkreslení, takové zkreslení je 
významné. Takový postup můžeme opakovat a dál provádět lineární aproximace. 
Získávat další klíčové bity, do té doby než klesne počet neznámých bitů na hodnotu, 
kdy se dá provést například útok hrubou silou. Pokud použijeme lineární dešifrování na 
DES algoritmus, snížíme počet možný klíčů na 243.  
2.2.3 Útok hrubou silou  
Útok hrubou silou (Brute Force Attack) zkouší všechny možné klíče tak, že 
využívá všechny možné kombinace znaků (malá a velká písmena abecedy, číslice 
a další symboly). Takový typ útoku je velice časově náročný. Čím větší je použitý klíč, 
tím roste náročnost útoku exponenciálně. Moderní algoritmy jsou odolné proti tomuto 
útoku, pokud není tento útok nějakým způsobem zvýhodněn. Hrubou silou nemůžeme 
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prolomit dokonalou šifru, která poskytuje dokonalé utajení. Tento typ útoku může být 
spojen se slovníkovým útokem.  
Slovníkový útok se snaží zmenšit časovou náročnost oproti použití útoku hrubou 
silou, tím že napřed vyzkouší slova, která má předefinované v použitém slovníku. 
S těmito slovy dokáže využít úkonů jako je například prohození písmen, změna malého 
za velké a naopak, doplnění číslic či znaků, aby mohl odzkoušet víc možných variant. 
Na internetu se dají stáhnout placené i neplacené připravené slovníky, které jsou určené 
například pro určitý typ jazyka (angličtina, němčina a další).   
Například algoritmy DES a RC5 byly prolomeny hrubou silou. DES používá 
56 bitový klíč. RC5 používá 64 bitový klíč. Pro tyto typy útoků jsou sestrojovány 
speciální kryptoanalytické stroje. Na prolomení DES algoritmu to byl DES cracker. Při 
prolamování RC5 se využilo například propojení obrovského množství počítačů 
propojených přes internet (Distributed.net) k prolamování šifer bylo využito paralelního 
zpracování dat. COPACOBANA (Cost-Optimized Parallel Code Breaker) je stroj, který 
je modernější a v dnešní době se využívá k prolamování. V současné době pro 
symetrické algoritmy postačuje klíč o velikosti 128 bitů v AES kvalitě. Pro vysoce 
citlivá data se požadují AES klíče o velikosti 192 a 256 bitů. Asymetrické algoritmy 
jsou na tom s délkou svých klíčů odlišně. RSA security udává následující, že 1024 
bitový RSA klíč je stejně silný jako 80 bitový symetrický klíč, 2048 bitový RSA klíč 
odpovídá 112 bitovému symetrickému klíči, 3072 bitový RSA klíč odpovídá 128 
bitovému symetrickému klíči a 15360 bitový RSA klíč je na stejné úrovni jako 256 
bitový symetrický klíč.  
2.2.4 Útok postranními kanály 
Postranní kanálový útok (Side channel attacks) je založen na principu získání 
informací od fyzického provedení cryptosystému. Do takových informací například 
patří, spotřeba energie, netěsnost elektromagnetického pole, časový harmonogram nebo 
světlo a zvuk může poskytovat potřebné informace. Tento typ útoků se opírá o velice 
dobré znalosti technického provedení a detailně zkoumá vnitřní fungování systému, na 
kterém je šifrování prováděno. Tyto útoky se zakládají na fyzických vlivech, které jsou 
způsobeny používáním cryptosystému. Útok postranními kanály se dá rozdělit na 
několik typů. 
Diferenciální chybová analýza (Differential fault analysis) má za úkol vyvolat 
nečekaný stav pomocí chyb, a potom se z toho snaží vytěžit informace o vnitřním stavu. 
Například vezmeme procesor a budeme se ho snažit úmyslně vystavovat vyšším 
teplotám, než pro které je určen, vyšším proudům, napětím a to ovlivní správný chod 
procesoru. Procesor začne dělat chyby. Těchto chyb se snaží popisovaná analýza využít. 
Tyto informace nám mohou pomoci při dešifrování. 
Akustické dešifrování (Acoustic cryptanalysis) je založeno na využití zvuků, 
které se vytvářejí před výpočtem během výpočtu a po jeho dokončení. Například pod 
pojmem zvuky před výpočtem si můžeme představit cvakání klávesnice. Na klávesnici 
zadáváme například tajný klíč, odposlechem je za určitých okolností možné zjistit nebo 
pravděpodobně odhadnout zadaný klíč pomocí vyhodnocení zvukové analýzy. Musíme 
mít dostatečné množství zvuků. Zvuky během výpočtu může vydávat šifrovací stroj. 
Výstupní zvuk může vydávat například tiskárna. 
Výkonová analýza (Power monitoring attack) při tomto typu útoku se snaží 
vyzkoumat spotřebu šifrovacího zařízení například použitých integrovaných obvodů. 
Jednoduchá výkonová analýza dokáže porovnat vizuální změny spotřebované energie 
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v závislosti na čase.  Například když procesor provádí rozdílné operace, tak při tom má 
různou spotřebu elektrické energie, v takových případech se může využít zobrazení na 
osciloskopech. Diferenciální výkonová analýza provádí analýzu měření spotřeby 
elektrické energie, při tom využívá chyby spotřeby procesorů.  
Časový útok (Timing attack) využívá přesného měření času potřebného pro 
operace se soukromým klíčem a těchto okamžiků využívá k napadení. Načasování je 
pro tento typ útoků velice důležité, protože se snaží zaměřit na skutečnost, že každá 
operace, která se provádí pomocí počítače, zabere nějaký čas na to, aby se daný úkol 
mohl provést. Při tomto typu útoku se útočník snaží využít různě daných časů, které 
jsou využívány nebo používány například v programech a s těchto informací se snaží 
těžit, například u SSL, CRC, MAC. 
2.2.5 Narozeninový útok a náhodné orákulum  
Narozeninový útok (Birthday attack) se opírá o matematiku, používá 
pravděpodobnost a využívá vlastnosti narozeninového paradoxu. Pro danou funkci 
f a se snažíme najít funkci, která má dva vstupy x1, x2 takové, že f (x1) = f (x2). Dvojicím 
x1, x2 se říká kolize. Takový útok je velice efektivní, protože existuje 50% 
pravděpodobnost, že bude mít získaná dvojice různé argumenty. Náhodné orákulum je 
založeno v matematické rovině.  Funguje tak, že zadané vstupní hodnotě přidělí úplně 
náhodnou výstupní hodnotu, tohle přidělení si uloží. Když pak ale orákulum má stejnou 
hodnotu vstupu, kterou už někdy mělo, tak se podívá do paměti a tuto hodnotu použije. 
Pokud tedy při útoku proti kolizím použijeme orákulum a současně narozeninový 
paradox, potřebná výpočetní síla se zmenší, tak že 2𝑥𝑥2 . Například hodnota 2160 se zmenší 
na 280 [18]. 
2.2.6 Preimage útok 
Jedná se o typ, který se snaží získat určitou hodnotu hash. První typ útoku se 
snaží získat takovou zprávu, že hash zprávy je roven funkci. Druhý typ se snaží najít 
jinou zprávu než původní, ale takovou aby se hash obou zpráv rovnal. 
2.2.7 Hash kolize 
Hash kolize nastává, pokud máme dvě různé hodnoty vstupu, provedeme 
hashovací funkci a dostaneme za výstupní hodnoty obě shodné. U většiny hashovacích 
funkcí se kolizím nedá zabránit, ale snažíme se jim předcházet. Je to proto, že velký 
počet vstupů odpovídá menšímu počtu výstupů.  
2.2.8 Rainbow tabulka 
Rainbow tabulka (Rainbow tables) je technika, která využívá předpočítaných 
tabulek pro lámání hesel. Tento typ útoku vymyslel Philippe Oechslin a vyniká velkou 
rychlostí. Využití nachází při lámání hesel hash algoritmů jako jsou například SHA-1, 
SHA-2, LM, NTLM, MD4, MD5, RIPEND-160, MSSQL. Útok se zakládá na 
speciálním druhu tabulky, která využívá operační paměť při obnově nezašifrovaného 
textu z textu šifrovaného pomocí hashovaní funkce. Princip spočívá v tom, že útok 
používá již předem předvypočítaná data, která jsou uložena v Rainbow tabulce a tyto 
předvypočítaná data následně využívá při vlastním útoku, tím dosahuje větší rychlosti 
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asi 100x proti útoku hrubou silou. Platí pouze za předpokladu, že je již tabulka 
předvypočítaná, protože vypočítat takovou tabulku zabere velice hodně času. Tento typ 
útoku si neporadí s hashem, který obsahuje tzv. soli (salted hash). Takový hash je hash 
hesla spojeného s nějakým řetězcem soli, přičemž hash se ukládá spolu s náhodně 
volenou solí. 
2.2.9 XSL útok 
Jedná se o útok, který napadá blokové šifry. Zpočátku se snaží o vnitřní analýzu 
a k odhalení šifry využívá systém kvadratických simulačních rovnic. Pokud takový útok 
použijeme na AES s délkou klíče 128 bitů, tak vznikne 8000 rovnic a 1600 
proměnných, je to velké množství rovnic. Proto byl navrhnut speciální algoritmus pod 
stejným názvem XSL (Extended Sparse Linearizace), který se využívá k řešení 
vzniklých rovnic k získání potřebného klíče. Takový útok byl prvně publikován v roce 
2002. Zpočátku bylo tvrzeno, že tokový typ útoku bude úspěšný a ohrozí bezpečnost 
algoritmu AES. V roce 2004 bylo dokázáno, že je popsaný útok neúspěšný. Je velice 
náročný, komplikovaný a pracný. Nedokáže ohrozit bezpečnost AES, jak bylo uváděno 
v roce 2002.  Takový útok není v reálném světě hrozbou.  
2.2.10 Integrální dešifrování  
Integrální dešifrování (Integral cryptanalysis) je typ útoku, který vytvořil Lars 
Knudsen. Integrální dešifrování se dá použít proti blokovým šifrám, které jsou založeny 
na principu substituce a permutace sítě. Integrální dešifrování používá sadu vybraných 
plaintextů (otevřených textů), a ty dělí na dvě části. Jedna část je konstantní, druhá část 
se mění a může nabývat všech možností.   
2.2.11 Interpolační útok 
Interpolační útok je založen na algebraických funkcích, které využívá při 
zástupu S-boxu. Při tom může využívat jednoduchých kvadratických, polynomových 
nebo racionálních funkcí. Koeficienty se určují pomocí interpolační techniky, pomocí 
plaintextů které známe a tím získáme datové body. Útok se dá provést, i když 
algebraický plaintext a ciphertext má malou velikost. 
2.2.12 Davies' útok  
Davies' útok (Davies' attack) je speciální útok na DES algoritmus, který využívá 
statistiky. Tento typ útoku je již znám od roku 1987 a publikoval ho Donald Davies. 
V roce 1994 byl původní návrh vylepšen. Opírá se o nerovnoměrnosti rozložení 
z výstupu sousedních dvojic S-boxů.  Pro svou funkci potřebuje mnoho známých 
a šifrovaných párů textů a s těchto informací se snaží vypočítat empirické rozdělení 
některých ukazatelů. Pokud je k dispozici mnoho známých párových dvojic, dají se 
klíčové bity odvodit a na zbytek potřebných bytů se použije útok hrubou silou. Vztah 
mezi počtem otevřených textů, které jsou potřebné, odpovídá počtu nalezených bitů 
z klíče. Pravděpodobnost úspěchu je taková, že při útoku je možné nalézt 24 bitů klíče, 




2.2.13 Modulo n dešifrování  
Modulo-n (Mod-n cryptanalysis) je typ útoku, který se používá na proudové 
a blokové šifry. Metoda byla navržena v roce 1999 a byla aplikovaná na algoritmus 
RC5P, kde byla nalezena analýza, která ukazuje chyby pro mod 3 a u M6 byla udělaná 
analýza, která byla nejúčinnější pro mod 5 a mod 257. Při dešifrování využívá 
nestejnosti, protože šifra funguje přes rovnocennost tříd (shod tříd) modula n.  
2.2.14 Muž uprostřed  
Typ útoku muž uprostřed (Man in the middle attack) se vyznačuje tím, že se 
z jednoho konce šifruje a z druhého konce dešifruje. Snažíme se nalézt takové hodnoty, 
které vznikají složením dvou funkcí a tyto hodnoty (mapuje), a tím si je připravuje na 
pozdější využití. První funkce je stejná jako inverzní obraz druhé funkce. Pokud tedy 
má útočník k dispozici otevřený a šifrovaný text, potom má znalost C a P. 
C = EK2 (EK1 (P)), kde E značí šifrovací funkci a K1 a K2 označuje dva různé klíče. 
Potom může útočník vypočítat EK (P) pro všechny možné klíče K a ukládat výsledky do 
paměti. Poté si může dešifrovat ciphertext (šifrovaný text) počítáním DK (C) pro každý 
klíč. Vypočítané páry mohou odhalit správné klíče a ty následně použít. K urychlení se 
dá využít toho, že šifrování uložíme do tabulky. Zjištěné hodnoty EK (P) provážeme 



















3 Praktické odzkoušení 
3.1 Použitý software 
Při testování jsem využil výukového freeware programu CrypTool, který se 
používá po celém světě.  Jedná se o program, který se využívá k různým druhům analýz 
kryptografických algoritmů. Dále se používá ve školách, univerzitách a školení pro 
bližší a názornější ukázky, jak fungují kryptografické metody a algoritmy. CrypTool byl 
vyvinut ve spolupráci firem a univerzit, aby poskytnul přiměřenou podporu výuky. 
Používá se také ke zvýšení povědomí o bezpečnosti IT v programech prováděných 
společností a pro koncového uživatele, aby získali hlubší pochopení pojetí bezpečnosti. 
Dalším cílem bylo ukázat kryptografických technik zaměstnaných v organizacích. Proto 
se CrypTool používá jako spolehlivá referenční implementace, pro možnost ověření 
funkčnosti jiných šifrovacích programů. 
 
3.1.1 CrypTool 1.4.21  
CrypTool 1.4.21 je napsán v jazyku C / C++ a to ve Visual Studiu 2003. 
Vyžaduje prostředí Win32. Jedná se o poslední stabilní verzi. Další stabilní verze bude 
představena v červenci 2009 a ponese označení 1.4.30. Poslední stabilní verze 1.4.21 
viz obr. 3.1  nabízí [9]: 
• Četné klasické a moderní šifrovací algoritmy (šifrování a dešifrování, klíčové 
generace, bezpečná hesla, autentizace, zabezpečené protokoly, atd…)  
•  Vizualizace několika způsoby (např. Caesar, Enigma, RSA, Diffie-Hellman, digitální 
podpisy, AES)  
•  Dešifrování některých algoritmů (např. Vigenère, RSA, AES)  
•  Crypt-analytických metod (např. entropie, n-gramů, autokorelace)  
•  Pomocné metody (např. primality testy, faktorizace, base64 kódování)  
•  Tutorial o teorii čísel  
•  Komplexní online pomoc  
•  Pomocné skripty a další informace o kryptologii 
 
Obr. 3.1: CrypTool 1.4.21 
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3.1.2 CrypTool 2.0 Beta 
CrypTool 2.0 Beta je napsán v jazyku C # za využití Visual Studia 2008. Jedná 
se o následovníka již dříve popsané verze CrypTool 1.4.21. Zatím se jedná pouze 
o testovací verzi Beta, která je průběžně aktualizována. Je vytvořena pro operační 
systémy Microsoft. Datum uvedení finální verze není známo. Aktuální verze je 
CrypTool 2.0 Beta (2.0.3377). Program umožňuje experimentování s různými 
kryptoanalytickými metodami, jedná se o klasické metody, symetrické, asymetrické 
šifrovaní, digitální podpisy a hash hodnoty [9].  
 
 




3.2 Použité technické vybavení 
 





Procesor Paměť Pevný disk 
Operační 
systém 
1 Osobní počítač 
Intel Celeron  
566 MHz 
448 MB 20 GB Windows XP    32bit SP2 
2 Notebook AMD Turion 64 X2 TL-52 1,6 GHz 
2048 





AMD Athlon XP  
 1,9 GHz 
1024 
MB 120 GB 
Windows XP    
32bit SP3 
4 Notebook AMD Turion 64 X2 RM-72 2,1 GHz 
4096 





AMD Opteron 144 
1,6 GHz  
2048 
MB 120 GB 
Windows XP     
32bit SP2  
3.3 Testování RC4 pomocí programu CrypTool 1.4.21 
Použité počítače využívaly operační systém Windows od firmy Microsoft. Do 
použitých počítačů jsem nainstaloval poslední stabilní verzi freewarového programu 
CrypTool 1.4.21. Který jsem stáhnul ze stránek http://www.cryptool.org/. Při instalaci a 
následném používání programu nedošlo k žádnému problému, program byl stabilní. Při 
práci jsem použil náhodné klíče, které jsem generoval pomocí stránky 
http://www.goodpassword.com/ viz tab. 3.2. Zjištěné výsledky jsou přehledně uvedeny 
v tabulce viz. tab. 3.3.  
 
3.3.1 Vlastní testování symetrického kryptografického algoritmu RC4 
Po spuštění programu jsem vytvořil textový soubor RC4.txt a do kterého jsem 
vložil text, který se bude používat při šifrování a uložil. Potom jsem tento soubor 
v programu otevřel, viz obr. 3.3 a zprávu zašifroval pomocí symetrického 




Obr. 3.3: Otevřená zpráva, která se využila při šifrování 
 
Volba délky klíče viz obr. 3.4. Takový postup jsem opakoval 16krát, ale pokaždé byla 
zvolena jiná délka klíče. Použil jsem klíče o velikosti 8, 16, 24, 32, 40, 48, 56, 64, 72, 
80, 88, 96, 104, 112, 120 a 128 bitů.  
 
 
Obr. 3.4: Výběr délky klíče a jeho hexadecimální hodnota 
 
Zašifrovaná zpráva viz obr. 3.5. Z obrázku je patrné, že byl použit klíč s délkou 24 bitů 







Obr. 3.5: Zašifrovaná zpráva pomocí klíče 42 31 21 
 
 
Následující krok spočíval v prolomení šifry, zjištění použitého klíče a získání ze 
zašifrované zprávy zprávu původní. Použit byl útok Brute-Force Analysis of RC4 viz 
obr. 3.6 a 3.7, jedná se o útok hrubou silou na algoritmus RC4. 
 
 





Obr. 3.7: Provádění útoku, zjišťování použitého klíče 
Tab. 3.2: Použité klíče 
 
Délka 
klíče Klíč (ASCII) Klíč (HEX) 
8 A 41 
16 A1 41 31 
24 A1! 41 31 21 
32 eE;f 65 45 3B 66 
40 a*Z-5 61 2A 5A 2D 35 
48 S29s$j 53 32 39 73 24 6A 
56 uK-@2P4 75 4B 2D 40 32 50 34 
64 Q=A)6v8F 51 3D 41 29 36 76 38 46 
72 x+4^o(k:G 78 2B 34 5E 6F 28 6B 3A 47 
80 aJ[6u%w;Uz 61 4A 5B 36 75 25 77 3B 55 7A 
88 r?8^%2bHk56 72 3F 38 5E 25 32 62 48 6B 35 36 
96 Pr%AWH^@sN82 50 72 25 41 57 48 5E 40 73 4E 38 32 
104 ah*]S5cVw8v(4 61 68 2A 5D 53 35 63 56 77 38 76 28 34 
112 PA3L6qMzCw#]DK 50 41 33 4C 36 71 4D 7A 43 77 23 5D 44 4B 
120 V+E8)]47BJ5H,fU 56 2B 45 38 29 5D 34 37 42 4A 35 48 2C 66 55 
























8 < 1 sekunda < 1 sekunda < 1 sekunda < 1 sekunda < 1 sekunda 
16 1 sekunda 3 sekundy <1 sekunda 1 sekunda 1 sekunda 
24 2,37 minut 10 minut 1,45 minut 2,40 minut 2,10 minut 
32 11,0 hodin 2,1 dnů 8,0 hodin 12,13 hodin 9,44 hodin 
40 133,6 dnů 1,5 roků 88,8 dnů 132,6 dnů 108,8 dnů 
48 93 roků 4,1 * 102 roků 66 roků 98 roků 81 roků 
56 2,5 * 104 roků 1,1 * 105 roků 1,7 * 104 roků 2,6 * 104 roků 2,1 * 104 roků 
64 6,4 * 106 roků 2,9 * 107 roků 4,6 * 106 roků 6,9 * 106 roků 5,6 * 106 roků 
72 1,7 * 109 roků 7,6 * 109 roků 1,2 * 109 roků 1,8 * 109 roků 1,5 * 109 roků 
80 4,5 * 1011 roků 2,0 * 1012 roků 3,2 * 1011 roků 4,8 * 1011 roků 3,9 * 1011 roků 
88 1,2 * 1014 roků 5,3 * 1014 roků 8,5 * 1013 roků 1,3 * 1014 roků 1,0 * 1014 roků 
96 3,1 * 1016 roků 1,4 * 1017 roků 2,2 * 1016 roků 3,3 * 1016 roků 2,7 * 1016 roků 
104 8,1 * 1018 roků 3,6 * 1019 roků 5,9 * 1018 roků 8,9 * 1018 roků 7,0 * 1018 roků 
112 2,1 * 1021 roků 9,1 * 1021 roků 1,5 * 1021 roků 2,6 * 1021 roků 1,8 * 1021 roků 
120 5,6 * 1023 roků 2,5 * 1024 roků 4,0 * 1023 roků 6,2 * 1023 roků 4,8 * 1023 roků 
128 1,5 * 1026 roků 6,5 * 1026 roků 1,1 * 1026 roků 1,6 * 1026 roků 1,3 * 1026 roků 
 























Útok hrubou silou na algoritmus RC4
PC 1 PC 2 PC 3 PC 4 PC 5
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3.4 Útok na WEP protokol pomocí CrypTool 2.0 Beta 
Při testu jsem použil notebook ve druhé hardwarové konfiguraci. Do notebooku 
jsem nainstaloval poslední verzi freewarového programu CrypTool 2.0 Beta. Který jsem 
stáhnul ze stránek http://www.cryptool.org/. Pro testování jsem využil již 
implementovaný plugin AttackWEP viz obr. 3.8. Tento plugin v sobě implementuje tři 
druhy útoků. A to PTW, KoreK a FMS. FMS útok a také KoreK útok používá pouze 
některé speciální šifrované datové pakety. FMS útok vyhledává speciální inicializační 
vektory (IV), KoreK útok má nějaké dodatečné podmínky, které rozhodují, zda paket 
slouží pro analýzu, nebo ne. Při PTW útoku se pro analýzu používá každý paket. Útoky 
mají různé základy a různé pravděpodobnosti úspěchu.  Všechny tři útoky jsem použil 
k prolomení WEP protokolu, který využívá algoritmus RC4. U každého útoku jsem 
použil dva klíče a dvě rozdílné délky klíčů. Zjištěné výsledky jsou přehledně uvedeny 
v tabulce viz. tab. 3.4. a 3.5. 
 
Obr. 3.9: Útok na WEP protokol 
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PTW KaReL 4B 61 52 65 4C 00:02:42.399 100 000 36 496 
KoreK KaReL 4B 61 52 65 4C 00:12:22.266 500 000 9 213 
FMS KaReL 4B 61 52 65 4C 00:13:51.751 600 000 2 527 
PTW a*Z-5 61 2A 5A 2D 35 00:02:15.737 100 000 37 766 
KoreK a*Z-5 61 2A 5A 2D 35 00:09:50.652 500 000 9 858 
FMS a*Z-5 61 2A 5A 2D 35 00:08:50.559 600 000 3 238 
 
 















4B 61 52 65 
4C 70 31 32 33 
34 21 2A 3F 
00:04:04.912 100 000 49 704 
KoreK KaReLp1234!*? 
4B 61 52 65 
4C 70 31 32 33 
34 21 2A 3F 
03:43:13.275 9 500 000 169 082 
FMS KaReLp1234!*? 
4B 61 52 65 
4C 70 31 32 33 
34 21 2A 3F 
01:30:15.534 1 200 000 9 680 
PTW ah*]S5cVw8v(4 
61 68 2A 5D 53 
35 63 56 77 38 
76 28 34 
00:03:38.643 1 200 000 58 159 
KoreK ah*]S5cVw8v(4 
61 68 2A 5D 53 
35 63 56 77 38 
76 28 34 
22:43:49.703 34 600 000 604 646 
FMS ah*]S5cVw8v(4 
61 68 2A 5D 53 
35 63 56 77 38 
76 28 34 





Obr. 3.10: Počet paketů které jsou potřebné při útoku na WEP protokol 
 
















































Obr. 3.12: Počet paketů které jsou potřebné při útoku na WEP protokol 
 














































3.5 Testování MD5 pomocí programu CrypTool 1.4.21 
Při testu jsem použil notebook ve druhé hardwarové konfiguraci. Pomocí 
programu CrypTool 1.4.21 jsem otestoval hashovaní funkci MD5. Použil jsem Attack 
on the Hash Value of the Digital Signature viz obr. 3.9. (Útok na hash digitálního 
podpisu) útok se snaží najít stejnou hodnotu hashe pro dvě odlišné zprávy viz obr 3.10. 
















Tab. 3.6: Výsledky útoku na hodnotu digitálního podpisu 
 
Klíč 8 bit [ 24 ] 
Čas výpočtu < 0,01 s 
Potřebné kroky 4742354359306682368 
Provedené hashovací operace 4629137466983448576 
Číslo běhu 01 
Kroky do kolize 4618441417868443648 
Kontrola kolize 4618441417868443648 
Celkem kroků 4622945017495814144 
Přidané byty do původní zprávy 6 
Přidané byty do podvržené zprávy 6 
Klíč 16 bit [ CF 6B ] 
Čas výpočtu < 0,01 s 
Potřebné kroky 4638003928749834240 
Provedené hashovací operace 4644776920376934400 
Číslo běhu 01 
Kroky do kolize 4637370610052235264 
Kontrola kolize 4621256167635550208 
Celkem kroků 4638003928749834240 
Přidané byty do původní zprávy 10 
Přidané byty do podvržené zprávy 10 
Klíč 24 bit [ C9 6A 4B ] 
Čas výpočtu 0.01s 
Potřebné kroky 4662600003863183360 
Provedené hashovací operace 4669072279060086784 
Číslo běhu 01 
Kroky do kolize 4660093117351854080 
Kontrola kolize 4655477367538450432 
Celkem kroků 4662600003863183360 
Přidané byty do původní zprávy 14 
Přidané byty do podvržené zprávy 14 
Klíč 32 bit [ 98 C9 3A 66 ] 
Čas výpočtu 0.48s 
Potřebné kroky 4686891411176423424 
Provedené hashovací operace 4693391114034479104 
Číslo běhu 01 
Kroky do kolize 4680125188417781760 
Kontrola kolize 4650573545678569472 
Celkem kroků 4680182706619809792 
Přidané byty do původní zprávy 02 
Přidané byty do podvržené zprávy 4679893260183797760 
Klíč 4679436069505073152 
Čas výpočtu 4684168264471805952 
Potřebné kroky 18 
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Provedené hashovací operace 18 
Klíč 40 bit [ B8 4E FA 7B 5B ] 
Čas výpočtu 4,17s 
Potřebné kroky 4700130884089544704 
Provedené hashovací operace 4706542626017378304 
Číslo běhu 01 
Kroky do kolize 4697003842955378688 
Kontrola kolize 4694250725968969728 
Celkem kroků 4700130884089544704 
Přidané byty do původní zprávy 22 
Přidané byty do podvržené zprávy 22 
Klíč 48 bit [ E3 B4 1A 0F 8A 03 ] 
Čas výpočtu 3m 35,23 s 
Potřebné kroky 4725998459910356992 
Provedené hashovací operace 4732059434543480832 
Číslo běhu 01 
Kroky do kolize 4721498309879922688 
Kontrola kolize 4721491410686050304 
Celkem kroků 4725998459910356992 
Přidané byty do původní zprávy 26 
Přidané byty do podvržené zprávy 26 
Klíče 56 bit [ 3C A0 EC 34 9A 76 85 ] 
Čas výpočtu 1 h 50 m 54.83 s 
Potřebné kroky 4748197651013435392 
Provedené hashovací operace 4754416781620150272 
Číslo běhu 01 
Kroky do kolize 4733981194524295168 
Kontrola kolize 4727345618345787392 
Celkem kroků 4735874496739672064 
Číslo běhu 02 
Kroky do kolize 4733565574884360192 
Kontrola kolize 4733072181422981120 
Celkem kroků 4737875234516893696 
Číslo běhu 03 
Kroky do kolize 4732423122878201856 
Kontrola kolize 4727540584091222016 
Celkem kroků 4734795209274032128 
Číslo běhu 04 
Kroky do kolize 4731086568549253120 
Kontrola kolize 4730851851774197760 
Celkem kroků 4735472809789095936 
Číslo běhu 05 
Kroky do kolize 4738274261934800896 
Kontrola kolize 4737067706853883904 
Celkem kroků 4742354359306682368 
Přidané byty do původní zprávy 30 




Cílem bakalářské práce byl teoretický rozbor jednotlivých kryptografických 
algoritmů. Přehled útoků, které mohou být použity k napadení a praktické testy 
vybraných algoritmů. V první části bakalářské práce jsou kryptografické algoritmy 
rozděleny do tří skupin na symetrické, asymetrické a hash funkce. Každá skupina se 
zaměřuje na některé z používaných algoritmů.  
Druhá část bakalářské práce se zaměřuje na bezpečnost a rozebírá různé typy 
útoků, které se dají použít k napadení kryptografických algoritmů. Všechny používané 
algoritmy jsou teoreticky luštitelné, pokud útočník vyzkouší všechny možné klíče. 
Používané klíče bývají ale tak dlouhé, že je tolik možných klíčů nereálné odzkoušet. 
Z toho plyne výpočetní náročnost a obrovská doba, která je k tomu potřebná.  
Cílem útoků, je počet možných klíčů snížit na takové množství, na které se dá 
následně aplikovat útok hrubou silou. V dnešní době jsou velice rozšířené útoky 
postranními kanály, ale využívají se i útoky, které jsou vytvořeny přímo pro konkrétní 
algoritmus a snaží se využít individuálních nedostatků algoritmu. Moderní algoritmy 
jsou vytvářeny s cílem, aby byly odolné proti známým útoků. Pokud algoritmus nemá 
nějaké závažné nedostatky v principu jeho funkce, tak se jeho bezpečnost odvíjí od 
velikosti použitého klíče, čím je použitý klíč větší, tím je větší jeho bezpečnost. 
Třetí část bakalářské práce se zaměřuje na praktické odzkoušení útoků. 
K napadení symetrického kryptografického algoritmu RC4 jsem použil útok hrubou 
silou. Podařilo se mi prolomit klíče o délce 8, 16, 24 a 32 bitů. Klíče o délce 40, 48, 56, 
64, 72, 80, 88, 96, 104, 112, 120 a 128 se mi prolomit nepodařilo. Protože s narůstající 
délkou klíče roste i čas potřebný k prolomení exponenciálně. Při útoku na WEP 
protokol jsem použil tři různé útoky PTW, KoreK a FMS. Otestoval jsem klíče o délce 
40 a 104 bitů, pro obě délky jsem použil dva různé klíče. Čas a použité pakety potřebné 
ke zjištění klíče jsou závislé na použitém klíči. Při útoku na 40 bitový klíč byl 
nejrychlejší útok PTW a při tom využil nejvíc paketů. Při hledání prvního klíče byl 
FMS nejpomalejší, ale při hledání druhého klíče to byl KoreK. Při útoku na 104 bitový 
klíč byl opět nejrychlejší útok PTW a nejpomalejší byl útok KoreK a při tom potřeboval 
použít i nejvíc paketů. Při testování hashovancí funkce MD5 jsem použil útoku na 
hodnotu digitálního podpisu, kdy jsem měl jednu zprávu původní a druhou podvrženou 
a snažil jsem se najít kolizi. To znamená, že podvrženou zprávu bude zastupovat stejný 
hash. Kolize se mi podařilo vygenerovat pro délku 8, 16, 24, 32, 40, 48, 56 bitů. Pro 
délky 64, 72, 80, 88, 96, 104, 112, 120 a 128 bitů se mi kolize vygenerovat nepodařilo a 
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Seznam použitých zkratek 
AES   Advanced Encryption Standard 
COPACOBANA Cost Optimized Parallel Code Breaker  
CRC   Cyclic redundancy check 
DES   Data Encryption Standard 
DSA   Digital Signature Algorithm 
ECDSA  Elliptic Curve Digital Signature Algorithm 
GNU   General Public License 
HMAC  Keyed-hash Message Authentication Code 
IDEA   International Data Encryption Algorithm 
IEEE   Institute of Electrical and Electronics Engineers 
IPsec   Internet Protocol security 
LFSR     linear feedback shift register 
LM   LAN Manager 
MD4   Message Digest 4  
MD5   Message Digest 5  
MD6   Message Digest 6  
MSSQL  Microsoft Server Structured Query Language 
NIST   National Institute of Standards and Technology 
NSA   National Security Agency 
NTLM   New Technology LAN Manager 
RSA   Rivest, Shamir, Adleman  
RC4   Rivest cipher 4 
RC5   Rivest cipher 5 
PES    Proposed Encryption Standard 
PGP   Pretty Good Privacy 
SQL     Institute of Electrical and Electronics Engineers 
SSL   Secure Sockets Layer 
SSH   Secure Shell 
SHA   Secure Hash Algorithm 
TLS      Transport Layer Security 
USA   United States of America   
WEP   Wired Equivalent Privacy 
WPA   WiFi Protected Access 
XSL   Extended Sparse Linearizace 
XOR    Exclusive OR 
 
 
 
