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Obsahem práce je seznámení se s technikou realistického vykreslování nazvanou sledování paprsku. 
Je uvedena její základní podoba, rozšíření a optimalizace. Tato technika vykresluje scénu tím 
způsobem, že skrz jednotlivé pixely vysílá do scény paprsky a zkoumá jejich šíření podle fyzikálních 
zákonů. Umožňuje tak zobrazovat přesně stíny, odrazy i průhlednost. Aby nebyla scéna příliš 
dokonale ostrá, používá se jako rozšíření distribuované sledování paprsku. To nahrazuje paprsky 
celým svazkem a umožňuje tak zobrazovat měkké stíny, matně průhledné materiály, hloubku ostrosti 
a odstraňovat aliasing. Jelikož s přibývajícím počtem paprsků roste časová náročnost, je uvedeno 
několik optimalizačních technik a nástrojů, které se pro to používají. Dále je popsán způsob využití 
této vykreslovací metody pro vizualizaci alkoholických nápojů. 
Abstract 
This work is about a realistic visualization technique called raytracing. It studies its original form, its 
extensions and optimizations. Raytracing casts rays through pixels and follows their propagation in 
the scene, according to the physical laws. It enables rendering of correct shadows, reflections and 
refractions. Distributed raytracing serves for better visualization and advanced effects. One ray is 
replaced with a beam of rays that allows soft shadows, fuzzy translucency, depth of field and 
antialiasing. With the increasing number of rays, the render time rises as well, so it is needed to use 
some optimization techniques and tools. A way of using this rendering method for visualization of 
alcoholic beverages is also described. 
Klíčová slova 
Distribuované sledování paprsku, raytracing, realistické vykreslování, Phongův model, šíření světla, 
Monte Carlo, alkoholické nápoje 
Keywords 
Distributed ray tracing, realistic visualization, Phong shading model, light propagation, Monte Carlo, 
alcoholic beverages 
Citace 
Fabík Jiří: Realistická vizualizace alkoholických nápojů pomocí distribuovaného sledování paprsku, 
diplomová práce, Brno, FIT VUT v Brně, 2013 
4 
 





Prohlašuji, že jsem tuto diplomovou práci vypracoval samostatně pod vedením Ing. Lukáše Poloka. 












Tímto bych rád poděkoval především Ing. Lukáši Polokovi za příkladné vedení, cenné rady a za čas, 
který mi věnoval při konzultacích jak osobních, tak i elektronických. Velký dík patří také rodině a 




















© Jiří Fabík, 2013 
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informačních 
technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění autorem je 




1 Úvod ............................................................................................................................................... 6 
2 Vykreslování sledováním paprsku ................................................................................................. 7 
2.1 Algoritmus .............................................................................................................................. 7 
2.2 Konstrukce scény .................................................................................................................... 9 
2.3 Fyzikální popis chování světla .............................................................................................. 10 
2.4 Výpočet průsečíku paprsku s objekty ................................................................................... 12 
2.5 Osvětlovací model ................................................................................................................ 14 
2.6 Texturování ........................................................................................................................... 15 
3 Distribuované sledování paprsku ................................................................................................. 17 
3.1 Generování svazku paprsků .................................................................................................. 17 
3.2 Vizuální efekty...................................................................................................................... 19 
4 Optimalizační techniky ................................................................................................................ 23 
4.1 Akcelerace adaptivním podvzorkováním ............................................................................. 23 
4.2 Obalová tělesa ....................................................................................................................... 24 
4.3 Paralelizace výpočtu ............................................................................................................. 25 
5 Návrh řešení ................................................................................................................................. 28 
5.1 Raytracer ............................................................................................................................... 28 
5.2 Uživatelské rozhraní ............................................................................................................. 29 
6 Implementace ............................................................................................................................... 31 
6.1 Programové vybavení ........................................................................................................... 31 
6.2 Lom paprsků ......................................................................................................................... 32 
6.3 Efekty distribuce paprsků ..................................................................................................... 37 
6.4 Použité optimalizační techniky ............................................................................................. 44 
6.5 Popis hlavních tříd programu ................................................................................................ 47 
7 Testování a výsledky .................................................................................................................... 51 
7.1 Rychlost výpočtu podle nastavení paralelizace .................................................................... 51 
7.2 Rychlost výpočtu s polygonálním modelem oproti CSG modelu ........................................ 52 
7.3 Časová náročnost vybraných scén ........................................................................................ 53 
7.4 Analýza kódu vhodného pro HW akceleraci ........................................................................ 53 





V počítačové grafice je jedním ze základních problémů vykreslování scény v takovém provedení, 
které by se co nejvíce přiblížilo reálnému světu. Scénu chápeme jako část tohoto světa, ve které se 
zpravidla nachází různé objekty, které jsou osvětleny světelnými zdroji. Vstupem algoritmů je tedy 
popis 3D scény (pozice kamery, světel, objektů, jejich materiály, atd.) a výstupem je 2D rastr se 
zobrazenou scénou z pohledu kamery. 
Dnes existuje několik metod, které fotorealistické scény umožňují zobrazit. Tyto metody se 
vyznačují hlavně tím, že se snaží věrohodně simulovat fyzikální zákony šíření světla ve scéně. 
Největší nevýhodou je doba samotného renderování, která se pohybuje přinejlepším v sekundách, 
většinou však v minutách nebo i hodinách a déle. Tento základní problém částečně řeší neustále se 
zvyšující výkon počítačů, hlavně ale různé optimalizační techniky. 
K nejznámějším metodám fotorealistického vykreslování patří radiozita (z angl. radiosity [7]) a 
sledování paprsku (dále také raytracing, z angl. ray tracing [24]). A právě o druhé zmíněné metodě 
pojednává tato práce. Raytracing, jak už název napovídá, využívá jako základní prvek paprsek. 
Z pohledu kamery jsou paprsky vysílány do scény a podle jejich fyzikálního šíření je nalezen průsečík 
s nejbližším objektem. Paprsky se mohou lámat nebo odrážet, přičemž na každém rozhraní nějakého 
objektu se počítá barva podle zvoleného osvětlovacího modelu. Distribucí těchto paprsků a dalšími 
modifikacemi můžeme v obraze simulovat také jevy jako měkké stíny, hloubku ostrosti nebo 
odstranění aliasu. S přibývajícími modifikacemi roste kvalita výsledku ovšem na úkor výpočetního 
času, který můžeme částečně redukovat různými optimalizacemi. 
Konkrétní náplní této diplomové práce je navrhnout a implementovat program pro vizualizaci 
alkoholických nápojů. Je tedy kladen větší důraz na zkoumání průchodu paprsků skrze průhledné 
materiály a řešení správného řazení průsečíků na jednotlivých rozhraních. Lom světla je ve 
skutečném světě ovšem velmi složitý jev, při kterém probíhá několik dalších procesů, které se 
v raytracingu zanedbávají. Při lomu nastává například rozklad světla na barevné složky, který sice lze 
simulovat pomocí distribuce paprsků, kvalitativní přínos ovšem není tak velký, a tak se zanedbává. 
Další je ohyb světla na překážkách, v jehož simulaci brání to, že při nalezení průsečíku neznáme jeho 
okolí. I bez těchto fyzikálních jevů však mohou výsledné obrázky vypadat zdánlivě jako skutečné 
fotografie. Velký podíl na realističnosti obrázku mají také zvolené materiály na objektech a vhodné 
osvětlení scény. 
Na práci bylo pohlíženo částečně ze dvou pohledů. První byl z pozice správného výpočtu 
obrázků, dodržování fyzikálních a matematických zákonů, řešení problémů hledáním v dostupných 
zdrojích a experimentování při implementaci. Druhý pohled byl potom spíše z pozice potenciálního 
zákazníka, který by chtěl aplikaci využít. Bylo tak navrhnuto uživatelské rozhraní, kde je přístupné 
relevantní nastavení raytraceru a částečně je možné upravit i vzhled scény. 
Následující kapitola se zabývá základním vysvětlením problematiky raytracingu. Je v ní 
stručně popsán algoritmus, konstrukce scény, šíření paprsků, výpočet osvětlení a texturování. 
V kapitole 3 je uvedena technika distribuovaného raytracingu, způsob výpočtu svazku paprsků a 
různé jevy, kterých lze díky ní dosáhnout. Čtvrtá kapitola se zabývá vybranými optimalizačními 
technikami jak přímo raytracingu, tak i obecné paralelizaci výpočtu. Následuje návrh řešení 
raytraceru a výsledné aplikace. Kapitola číslo 6 pojednává o způsobu implementace prezentované 
metody a uživatelského rozhraní a v poslední kapitole ještě před závěrem je práce také zhodnocena 




2 Vykreslování sledováním paprsku 
Metodou raytracing v počítačové grafice vykreslujeme scény, které se ve výsledku mohou velmi 
blízko přiblížit reálnému obrazu. Kvalita obrazu hodně závisí na použitých vykreslovacích 
technikách, které mohou výsledek vylepšit, výrazně však prodlužují dobu vykreslování. 
 Tato kapitola je zaměřena na základní algoritmus, modelování scény, šíření světelných 
paprsků, průsečíky s objekty a osvětlovací model. Pokročilejší techniky pro modelování složitějších 
jevů budou popsány v kapitole následující. 
2.1 Algoritmus 
Základní myšlenka raytracingu spočívá ve vysílání paprsků z pozice kamery skrze jednotlivé pixely 
plátna do scény a hledání průsečíků s objekty. Průsečík, který se nachází nejblíže ke kameře, určuje 
viditelný objekt, na němž se dále vyšetřuje výsledná barva pixelu. Do výsledku se zahrnuje osvětlení 
průsečíku ze světelných zdrojů, volitelně potom odraz a lom paprsku do stanovené hloubky zanoření. 
Jednoduché znázornění algoritmu je uvedeno na následujícím obrázku. 
 
Obrázek 2.1: Vysílání paprsků do scény skrze plátno, hledání průsečíků s objekty. 
 Po nalezení průsečíku s nejbližším objektem je třeba sledovat ještě několik dalších paprsků, 
aby byl obraz scény co nejpřesnější. Tyto paprsky jsou znázorněny na obrázku 2.2. Můžeme si je 
rozdělit podle jejich funkce do tří skupin: 
1. Primární 
Je základní paprsek vyslaný z pozice kamery přes pixel v plátně do scény. 
2. Sekundární 
Jsou paprsky, které se vytváří až při nalezení průsečíku primárního paprsku s nejbližším 
objektem ve scéně. Je to paprsek odražený a lomený, které je třeba vyšetřit stejným způsobem 
jako primární. Jejich výsledné barvy se potom promítnou do barvy počítaného pixelu. 
3. Stínový 
Je vysílán z místa průsečíku ke světelným zdrojům, aby se zjistilo, zda je objekt osvětlen 





Obrázek 2.2: Vyšetřování dalších paprsků v místě průsečíku. 
 Základem algoritmu raytracingu je tedy projít všechny pixely, vyslat skrz ně primární paprsek 
do scény, nalézt nejbližší průsečík a spočítat jeho barvu pomocí další paprsků. Pseudokód algoritmu 
by mohl mít následující podobu: 
 
Algoritmus 2.1: Pseudokód algoritmu sledování paprsku. 
for all pixely v obraze do 
Vytvoř paprsek z kamery směrem k pixelu plátna 
NejblizsiPrusecik := INFINITY 
NejblizsiObjekt := NULL 
 
for all objekty ve scéně do 
if (paprsek protíná objekt) then 
if (Vzdálenost průsečíku < NejblizsiPrusecik) then 
NejblizsiPrusecik := vzdálenost průsečíku 





if (NejblizsiObjekt = NULL) then 
Vyplň pixel barvou pozadí 
else 
Vyšli stínové paprsky ke světelným zdrojům 
if (povrch objektu je reflexivní) then 
Vyšli podle normály odražený paprsek 
end if 
if (povrch objektu je průhledný) then 
Vyšli podle zákona lomu lomený paprsek 
end if 










2.2 Konstrukce scény 
Před zahájením výpočtu podle algoritmu je třeba vytvořit zobrazovanou scénu. Tvoří ji především 
objekty, světla a kamera.  
Kamera představuje oko pozorovatele, které se dívá z nějakého místa na zbytek scény. Je tedy 
reprezentována bodem a směrovým vektorem. Abychom ale mohli počítat barvy jednotlivých pixelů 
plátna, musí být stanovena také pozice a naklonění projekční plochy, například určením bodu a 
směrového vektoru, který je kolmý k rovině oblohy.  
Světelných zdrojů může být ve scéně více. Jedná se o bodové světelné zdroje, čili jsou zadány 
souřadnicemi bodu, dále pak barvou, kterou světlo vyzařuje. Toto vyjádření světla způsobuje ve 
výsledných snímcích velmi nereálné ostré hrany stínů. 
Objekty ve scéně mohou být popsány matematickým vyjádřením (koule, válec, plocha) nebo 
se skládají z primitiv, například trojúhelníků. V případech, kdy je objekt složen z velkého množství 
primitiv, je více než vhodné implementovat tzv. obalové těleso (viz. kapitola 4.2), jež celý proces 
kontroly průsečíku značně urychlí. Každý objekt dále musí mít zavedeny materiálové vlastnosti, které 
určují jak jeho vzhled, tak i chování paprsků na jeho rozhraní. Řeč je zejména o barvě, odrazivosti a 
průhlednosti. 
 Konstruktivní geometrie 2.2.1
Konstruktivní geometrie (z angl. Constructive Solid Geometry [22], dále také CSG) byla původně 
navržena pro průmyslovou výrobu, své využití však našla například i ve stavebnictví a počítačové 
grafice. Princip je jednoduchý, pomocí známých geometrických útvarů a booleovských operací mezi 
nimi definujeme složitější útvary. 
Tělesa, ze kterých objekty skládáme, mají známý analytický popis jejich povrchu, který je pak 
použit při výpočtu průsečíku se složitějším tělesem. Nejčastěji používaná tělesa jsou koule, kvádr, 
válec, kužel, elipsoid a toroid. Často se také používá hraniční rovina (poloprostor) pro oříznutí 
objektu z některé strany. Pomocí operací sjednocení, průniku a rozdílu mezi tělesy pak dosáhneme 
definice složitějšího objektu. 
Těleso může být v CSG reprezentováno stromem, kde v listech se nachází primitivní tělesa a 
v uzlech booleovské operace. V souladu s tématem práce je na následujícím obrázku zobrazena 
jednoduchá sklenička vytvořena pomocí konstruktivní geometrie. 
 












 Polygonální modely 2.2.2
Modely popsané sítí polygonů jsou jedním z druhů hraniční reprezentace neboli B-rep (Boundary 
representation). Definují se seznamem vrcholů a polygonů, které tak ohraničují objekt v 3D prostoru. 
Někdy se pro definici mohou používat i hrany (úsečky). Pro usnadnění výpočtů jsou často s popisem 
povrchu uloženy i normálové vektory ve vrcholech objektu. 
Taková reprezentace objektů je při malém počtu polygonů velmi nepřesná a se zvyšujícím 
počtem se zvyšuje i časová náročnost hledání průsečíku s paprskem. Proto se často využívají obalová 
tělesa nebo dokonce i složitější hierarchické struktury. 
U polygonálních modelů je velmi důležité stínování povrchu, které se řídí především směrem 
normálového vektoru z daného bodu. Tento bod je vždy součástí některého z polygonů, jehož 
normála má po celé ploše stejný směr. Objekt potom vypadá hranatě, a v místech, kde se očekává 
kulatý tvar, působí velmi nereálně. Takto popsané stínování se jednoduše nazývá ploché. Chceme-li 
však, aby objekt vypadal hladce, zvolíme raději Phongovo stínování, které řeší problém hranatosti 
interpolací normálových vektorů po ploše polygonu. Pro výpočet interpolovaného normálového 
vektoru existuje několik postupů. V této práci se polygonální objekty skládají z trojúhelníků, proto se 
využívá systém barycentrických souřadnic. Jedná se o stejný princip jako při výpočtu průsečíku 
paprsku s trojúhelníkem a bude vysvětlen v kapitole 2.4.2. Porovnání plochého a Phongova stínování 
je uvedeno na následujícím obrázku. 
 
Obrázek 2.4: Porovnání plochého (vlevo) a Phongova stínování (vpravo). 
2.3 Fyzikální popis chování světla  
Vysoká kvalita výsledků raytracingu je dána především dodržováním zákonů geometrické optiky. 
Jedině správné šíření světla, odraz a lom umožní generování realisticky vypadajících obrazů. 
 Šíření světla 2.3.1
Jeden z pohledů na světlo říká, že je to příčné elektromagnetické vlnění, které se šíří optickým 
prostředím (vzduch, voda, vakuum, atd.). U raytracingu se počítá s tím, že světlo se šíří přímočaře a 
na své cestě od zdroje k pozorovateli se může odrážet nebo lámat. Ve skutečném světě ovšem dochází 
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k dalším světelným jevům, které by se složitě algoritmicky realizovaly, proto jsou v základním 
algoritmu zanedbány. Jde například o ohyb (difrakci), absorpci světla a rozptyl (disperzi).  
 Odraz světla 2.3.2
Směr odražených paprsků při raytracingu se počítá podle zákona odrazu, jenž může mít následující 
podobu: „Velikost úhlu odrazu se rovná velikosti úhlu dopadu“ [16]. Názorná ukázka je na obrázku 
2.5.  
 
Obrázek 2.5: Demonstrace zákona odrazu. 
Podle [19] z toho vyplývá rovnice pro výpočet směrového vektoru odraženého paprsku: 
  ⃗   ⃗   ( ⃗   ⃗) ⃗, (2.1) 
kde  ⃗ je směrový vektor dopadajícího paprsku a  ⃗ je normálový vektor objektu. 
 Lom světla 2.3.3
U průhledných objektů se dále vyšetřují také lomené paprsky, které se řídí Snellovým zákonem lomu: 
„Poměr sinu úhlu dopadu a sinu úhlu lomu světleného paprsku je roven převrácenému poměru indexů 
lomu daných optických prostředí“ [16]. 
 
Obrázek 2.6: Demonstrace zákona lomu. 
Na předcházejícím obrázku je znázorněn princip zákona lomu. Ve vzorci vpravo veličiny    a    
znamenají indexy lomu obou prostředí. Index lomu je bezrozměrná veličina, která v podstatě 
popisuje šíření světla v daném prostředí. Je přímo úměrná rychlosti světla ve vakuu   a nepřímo 
úměrná rychlosti světla v daném prostředí  . Platí tedy vztah:    / . 
V [19] je opět uvedeno odvození výsledného vzorce, který nás při raytracingu nejvíc zajímá, a 























𝑛 < 𝑛  
𝛼 > 𝛽 
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  ⃗  
  ( ⃗   ⃗ sin )
  
  ⃗   s  
  ( ⃗   ⃗( ⃗   ⃗))
  
  ⃗√  
  




   
(2.2) 
kde  ⃗ je hledaný směrový vektor,  ⃗ je směrový vektor dopadajícího paprsku,  ⃗ je normála povrchu a 
  ,    jsou indexy lomu prostředí. 
Úplný odraz 
V případě, že paprsek na rozhraní dopadá z prostředí opticky hustšího (větší index lomu) do prostředí 
opticky řidšího, může nastat jev zvaný úplný odraz. Jelikož se paprsek láme od kolmice, při malém 
úhlu dopadu se místo zlomení odrazí. Maximální úhel, při kterém ještě nastává lom paprsku, se 
nazývá mezní úhel. Při větších úhlech dopadu se paprsek odráží podle zákona odrazu. Na obrázku 
2.7 se černý paprsek láme do řidšího prostředí, červený paprsek dopadá pod mezním úhlem a zelený 
paprsek se už odráží. Například na rozhraní sklo/vzduch je mezní úhel 42°. Na tomto jevu je založena 
například technologie optických vláken [16]. 
 
Obrázek 2.7: Demonstrace lomu paprsku při přechodu z hustšího do řidšího prostředí. 
Z matematického hlediska se úplný odraz nachází také v naší rovnici pro směrový vektor 
lomeného paprsku (2.2). Je to právě člen pod odmocninou, který musí být kladný, aby se paprsek 
lomil, v opačném případě se odráží. Pro úplný odraz tedy platí: 
   
  




     
(2.3) 
kde  ⃗ je směrový vektor dopadajícího paprsku,  ⃗ je normála povrchu a   ,    jsou indexy lomu 
prostředí. 
2.4 Výpočet průsečíku paprsku s objekty 
Uvažujme nyní paprsek jako přímku v trojrozměrném prostoru a vyjádřeme si jej ve tvaru: 
  ( )      ⃗, (2.4) 
kde   je počáteční bod paprsku,  ⃗ je jeho směrový vektor a   (    ) je parametr určující 
vzdálenost od bodu  . Sledování každého paprsku tedy představuje problém najít nejbližší průsečík, 





𝑛  𝑛  
?⃗? 





 Průsečík paprsku s koulí 2.4.1
Koule se středem v bodě   (        ) a poloměrem   lze zapsat ve tvaru: 
 (    )
  (    )
  (    )
      . (2.5) 
Ve vektorové formě má potom tvar: 
 (   )  (   )      . (2.6) 
Nyní každý bod  , který splňuje rovnici, se nachází na povrchu koule. Za tento bod tedy můžeme 
dosadit rovnici paprsku, a přepsat na tvar: 
 ( ⃗   ⃗)     ⃗  (    ⃗   )  (   )  (   )      , (2.7) 
což je kvadratická rovnice s neznámou  . Při jejím řešení mohou nastat 3 případy. Když bude 
diskriminant záporný, znamená to, že paprsek kouli neprotíná. Nulový diskriminant určuje, že 
paprsek protíná kouli v jednom bodě, který hledáme, a při kladném diskriminantu jsou průsečíky dva, 
přičemž nás zajímá ten bližší. Výsledné   dosadíme do rovnice (2.4), a získáme tak nejbližší průsečík 
paprsku s koulí. 
 Průsečík paprsku s trojúhelníkem 2.4.2
Pro nalezení průsečíku paprsku s trojúhelníkem existuje několik způsobů. Uvážíme-li, že některé 
objekty se mohou skládat až z tisíců trojúhelníků, je vždy vhodné zamyslet se nad rychlostí 
vybraného algoritmu. Zde si popíšeme postup Möller-Trumbore [11], který využívá barycentrické 
souřadnice. 
Barycentrický souřadný systém má počátek v těžišti tělesa. Uvažme tedy trojúhelník s vrcholy 
 ,   a  , kde pro každý bod   uvnitř trojúhelníka platí následující rovnice: 
                           , (2.8) 
kde       jsou barycentrické souřadnice bodu  . Rovnice můžeme sloučit a dosadit rovnici paprsku: 
     ⃗     (   )   (   ), (2.9) 
kde se vyskytují neznámé     a  . Rovnici si můžeme rozepsat pro jednotlivé souřadnice jako 
soustavu tří rovnic o třech neznámých: 
 
           (     )   (     ), 
           (     )   (     ), 
           (     )   (     ). 
(2.10)  
Takovou soustavu můžeme vyřešit libovolnou metodou, například Kramerovým pravidlem. Získané 
výsledky kontrolujeme následovně: 
 Je-li    , nebyl nalezen vhodný průsečík (buď neprotíná, nebo leží na odvrácené straně 
pohledu) 
 Není-li   (   ), paprsek neprotíná trojúhelník 
 Není-li   (     ), paprsek neprotíná trojúhelník 
Jinak dosadíme   do rovnice paprsku a získáme tak hledaný průsečík 
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2.5 Osvětlovací model 
Nyní již známe, jakým způsobem pracuje algoritmus raytracingu, popis scény, principy šíření paprsků 
v ní a také dokážeme nalézt průsečíky paprsků s různými objekty. Posledním krokem k vytvoření 
výsledného obrázku je výpočet samotné barvy v místě průsečíku. Tato barva je výsledkem funkce 
zvoleného osvětlovacího modelu. 
Osvětlovací model definuje, jak povrch objektu odráží dopadající světlo. Existuje jich několik, 
nejznámější a nejpoužívanější jsou empirické (nezaložené na fyzice) modely Phongův a Lambertův. 
A právě těmto dvěma modelům budou věnovány následující odstavce. 
 Lambertův osvětlovací model 2.5.1
Lambertův model (podle Johanna Heinricha Lamberta) [8] počítá s ideálním difúzním odrazem, který 
závisí na úhlu dopadu světelného paprsku. Naopak nezávisí na směru pohledu, protože difúzní 
povrchy odráží světlo rovnoměrně do všech směrů. Výsledný vzorec pro výpočet barvy se nazývá 
Lambertův kosinový zákon: 
        ( ⃗   ⃗), (2.11)  
kde    je barva dopadajícího světla,    je odrazivý koeficient materiálu,  ⃗ je normála v bodě dopadu 
a  ⃗ směrový vektor světelného paprsku. 
 Phongův osvětlovací model 2.5.2
Jakousi nadstavbou Lambertova modelu je Phongův (podle Bui Tuong Phonga) [15]. Do celkové 
osvětlovací funkce přidává další dvě složky – okolní a lesklé světlo. Výpočtově není o moc složitější, 
ovšem o dost realističtější. 
Popišme nyní složky Phongova modelu: 
1. Okolní světlo (angl. Ambient light) 
Simuluje globální osvětlení ve scéně, které vzniká různými odrazy od všech objektů. Na 
objekt tedy dopadá ze všech směrů, a udává jeho konstantní barvu, kterou objekt vyzařuje, i 
když není přímo osvětlen. Toto je velmi důležité například ve scénách s jedním zdrojem 
světla, kde vzniká hodně neosvětlených míst, které by měly na obrázku souvislou černou 
barvu. Odraz okolního světla je dán vztahem: 
         , (2.12)  
kde    je barva okolního světla a    je koeficient odrazivosti okolního světla. 
2. Difúzní světlo (angl. Diffuse light) 
Tato složka je shodná s difúzním odrazem v Lambertově osvětlovacím modelu. Pro její 
výpočet tedy platí tentýž vztah (2.11). 
3. Lesklé světlo (angl. Specular light) 
Znamená odlesky světelných zdrojů, které vznikají v případech, kdy se světelný paprsek 
odráží od objektu přibližně směrem ke kameře. Tato složka tedy závisí na poloze a směru 
pohledu kamery. Lesklá složka se počítá následujícím vztahem: 
        ( ⃗   ⃗)
 , (2.13)  
kde    je barva odlesku,    je koeficient označující míru zastoupení barvy odlesků,  ⃗ určuje 
směr pohledu kamery,  ⃗ je směr odraženého světelného paprsku spočtený podle rovnice (2.1) 
a   znamená ostrost odlesku, tzn. čím je   vyšší, tím jsou odlesky menší, ale intenzivnější. 
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Výsledná osvětlovací funkce má potom tvar: 
            . (2.14)  
Pro potřeby raytracingu se do osvětlovací funkce dále zavádí dvě složky, které do výsledku 
dále přináší barvu odraženého (  ) a lomeného paprsku (  ). Potom lze osvětlovací funkci přepsat na 
tvar: 
                  . (2.15)  
Pro názornost je dále uveden obrázek 2.8. 
 
Obrázek 2.8: Světelné složky a jejich součet v Phongově osvětlovacím modelu. Převzato z [20]. 
2.6 Texturování 
Velmi důležitou technikou při vykreslování scény v počítačové grafice je nanášení textur. Kvalitní 
textury posouvají scénu velkým krokem blíže k reálnému obrazu. V případě raytracingu tomu není 
jinak, přičemž aby zůstal zachován správný jas textury, je třeba vhodně barvu rozložit mezi ambientní 
a difúzní složku. Výhodou je, že lze textury nanášet prakticky na všechny druhy objektů, jejich 
mapování je však na složitých objektech velmi komplikované. Hojně se v raytracingu využívá 
procedurálních textur, bitmapové ale najdou své využití také. 
 Procedurální textury 2.6.1
Texturám, které nemají předem někde uložený obraz, se říká procedurální. Procedurální proto, že se 
barva daného bodu generuje až za běhu programu podle nějaké funkce. Tyto funkce generují barvu 
v 3D prostoru, proto se také mluví o 3D mapování textur. Jejich největší výhodou je fakt, že nezáleží 
na rozlišení obrazu. Textura se vždy přizpůsobí a generuje tak stále ostrý obraz. Dále také šetří 
paměť, jelikož není nikde fyzicky uložena. Nevýhoda je oproti tomu taková, že některé materiály lze 
jen těžko vyjádřit pomocí matematické funkce. 
Procedurální textury se mohou použít pro vytváření pravidelných povrchů, u kterých se 
opakuje nějaký tvar nebo barva v podstatě do nekonečna stejně. Příkladem může být klasická 
šachovnice nebo třeba cihlová zeď. Dále se ovšem používají generátory souvislých povrchů, které 
nemají přesně daný opakující se vzor, jako je například dřevo, mramor nebo mraky. Tyto textury do 
své funkce zahrnují náhodnost nebo tzv. turbulenci, která pravidelné vzorky deformuje a dotváří tak 
nepravidelné tvary. Pro výpočet turbulence obecně slouží šumová funkce: například šum gradientů, 
hodnot nebo často využívaný Perlinův šum [14]. 
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 Rastrové textury 2.6.2
Oproti procedurálním texturám jsou rastrové textury pouze dvojrozměrné a musejí se tak na objekty 
tzv. potáhnut. Tento proces funguje na principu texturovacích souřadnic (   )  〈   〉, které jsou 
lokálními souřadnicemi v obrázku s texturou. Textura je tedy uložena v paměti jako rastrový obrázek. 
Objektu je tak třeba zadat správné pozice souřadnic a hodnoty mezi těmito souřadnicemi se pak 
interpolují. Na geometrické objekty se textury mapují různě, na polygonální objekty se většinou 
mapují tak, že v každém vrcholu je uložena jeho texturovací souřadnice. 
U rastrových textur je hodně důležité jejich rozlišení, aby při bližším pohledu byla dodržena 
potřebná detailnost zobrazení. Čím větší a detailnější je ale zdrojový obrázek, tím více náročný je 
program na paměť. V souvislosti s raytracingem je třeba dodat, že na texturovaných objektech není 
třeba provádět antialiasing, neboť se barva z textury interpoluje a nedochází tak k ostrým hranám. 
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3 Distribuované sledování paprsku 
Metoda, popsaná v předchozí kapitole, produkuje sice reálné obrazy, ale při bližším pohledu jsou až 
příliš dokonalé. Tím je myšleno, že přesnou simulací přímočarých nekonečně tenkých paprsků jsou 
způsobeny ostré a zubaté hrany na rozhraní objektů, jejich stínů i odrazů. Řešení přináší 
distribuovaný raytracing, který nahrazuje jeden paprsek celým svazkem paprsků. 
Pixel v obraze není nekonečně tenký bod, ale má určitou plochu. Svazkem paprsků tak 
dokážeme zachytit barvu v celé ploše pixelu. Jakým způsobem se tyto paprsky generují, počítá se 
výsledná barva a jakých efektů lze díky tomu dosáhnout bude obsahem této kapitoly. 
3.1 Generování svazku paprsků 
Základní raytracing vysílá jeden paprsek skrze střed pixelu a dále řeší pouze jeho přímé šíření. 
Naproti tomu distribuovaný raytracing jednotlivé paprsky nahrazuje svazkem, který by měl pokrýt 
celou plochu pixelu. Vzhledem k časové náročnosti však nelze plochu pixelu pokrýt celou, nýbrž je 
potřeba generovat rozumné množství paprsků. Generování paprsků není vždy rovnoměrné, ale řídí se 
podle takového rozdělení pravděpodobnosti, jaké je pro daný efekt vhodné. 
 Rozdělení pravděpodobnosti 3.1.1
Vzhledem k tomu, že řešíme určitou plochu, na které generujeme body, budeme pracovat se spojitou 
pravděpodobností. Generujeme tak na nějakém intervalu čísla, které se nazývají spojité náhodné 
veličiny X. Veličina X nemusí nabývat hodnot z intervalu se stejnou pravděpodobností, nýbrž je 
určena funkcí  ( ), které říkáme hustota. Přitom platí, že: 
 ∫ ( )       (3.1) 
Spojitou pravděpodobnost jevu, že veličina X nabude hodnoty z intervalu 〈   〉, kde    , 
definujeme jako integrál z hustoty: 
  ( )   (  〈   〉)  ∫  ( )  
 
 
  (3.2) 
kde funkci  ( ) se říká distribuční funkce. Tato funkce popisuje rozdělení náhodných veličin. 
Rovnoměrné rozdělení 
Nejjednodušší rozdělení, kde náhodná proměnná   nabývá všech hodnot z intervalu 〈   〉 se stejnou 
pravděpodobností. Funkce hustoty má tvar: 
  ( )  {
 
   
   〈   〉 
        
 (3.3) 




Graf 3.1: Rovnoměrné rozdělení pravděpodobnosti na intervalu 〈   〉. 
Normální rozdělení 
Normální rozdělení je pro popis náhodných veličin používané mnohem častěji než rovnoměrné. 
Někdy se mu také říká Gaussovo, neboť křivka hustoty má tvar Gaussovy funkce. Vzorec pro hustotu 
má tvar: 
  ( )  
 
√    
  
 
(   ) 
     (3.4) 
kde   je střední hodnota a    nazýváme rozptyl. Tyto dva parametry ovlivňují pozici a tvar křivky. 
Střední hodnota udává x-ovou souřadnici vrcholu, čili posouvá křivku hustoty po ose x. Rozptyl 
udává tvar křivky, čím je vyšší, tím výše má křivka vrchol a je užší. Vždy ale musí platit rovnice 
(3.1). 
 





























 Metoda Monte Carlo 3.1.2
V počítačové grafice se pro výpočty integrálů často využívá metoda Monte Carlo [3]. Zejména pro 
vícerozměrné integrály je efektivnější než ostatní metody. Monte Carlo je stochastická metoda, která 
se snaží pomocí pseudonáhodných čísel určit střední hodnotu veličiny, jež je výsledkem nějakého 
náhodného děje. Tento děj je simulován v počítačovém modelu a po proběhnutí dostatečného 
množství simulací se mohou data statisticky zpracovávat. Přesnost metody tak závisí hlavně na počtu 
provedených simulací. 
Obecný vzorec metody lze zapsat ve tvaru: 




 (  )





kde N je počet získaných dat, funkce  ( ) je model, pro který zjišťujeme střední hodnotu, funkce  
 (  ) je hustota pravděpodobnosti, se kterou nastává jev  (  ). 
Při distribuovaném sledování paprsku chceme generovat paprsky v ploše pixelu. Výsledná 
intenzita by tak měla mít hodnotu: 
  (   )  ∫ ∫  (   )    
     
     
     
     
  (3.6) 
kde     jsou souřadnice středu pixelu a funkce  (   ) je intenzita v daném bodě. Pomocí metody 
Monte Carlo lze výpočet přepsat na tvar: 
  (   )  
 
 




zde platí předpoklad, že paprsky jsou rovnoměrně rozloženy po ploše pixelu     a souřadnice       
se nachází uvnitř dané plochy. 
3.2 Vizuální efekty 
Jak bylo naznačeno na začátku této kapitoly, distribucí paprsků lze dosáhnou ještě o něco vyšší 
realističnosti, než základním sledováním paprsku. Jedná se výhradně o odstranění ostrých hran jak u 
objektů, tak i jejich stínů, realizace matných odrazů a lomů a zaostření pohledu na určitou rovinu ve 
scéně. 
 Antialiasing 3.2.1
Jev zvaný aliasing se projevuje na rozhraních objektů, zejména při vysoce barevně kontrastních 
přechodech. Způsobuje viditelně ostré a zubaté hrany, které vznikají proto, že se matematicky spojitě 
popsaný objekt převádí na diskrétní mřížku. 
 
Obrázek 3.1: Vykreslení objektu (vlevo) do mřížky pixelů (vpravo) bez antialiasingu. Převzato z [5]. 
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Odstranění aliasingu se nazývá Antialiasing, jehož můžeme dosáhnout například metodou 
nadvzorkování (z angl. supersampling). Metoda uvažuje pixel jako plochu, ve které vyšetřuje barvu 
na více místech, a průměrem těchto barev je pak výsledná barva pixelu. U sledování paprsku to 
znamená, že je třeba distribuovat primární paprsky, které jsou vysílány z kamery. 
 
Obrázek 3.2: Vykreslení objektu (vlevo) do mřížky pixelů (vpravo) s antialiasingem. Převzato z [5]. 
U nadvzorkování se plocha pixelu může rozdělit do rovnoměrné mřížky, např. 4×4 části nebo 
generovat náhodné vzorky rovnoměrným rozdělením pravděpodobnosti. Existuje také kombinovaný 
přístup, který rozdělí pixel na stejné bloky, ve kterých se následně generuje náhodný vzorek. Ukázky 
jsou na následujících obrázcích. 
 
Obrázek 3.3: Příklady generování paprsků v pixelu: a) Základní raytracing, b) rovnoměrná mřížka, c) 
rovnoměrně v rámci pixelu, d) náhodně v rámci buněk mřížky. 
Použití metody nadvzorkování s sebou nese poměrně velké zvýšení časové náročnosti, např. při 
generování 16 paprsků na jeden pixel vzroste výpočetní doba přibližně šestnáctkrát. Přitom většina 
pixelů neleží v blízkosti hran, tudíž by nebylo vůbec třeba nadvzorkovat. Algoritmus je tak dobré 
optimalizovat metodou adaptivního nadvzorkování, kde se nejdříve spočítá několik pixelů a 
v případě, že se jejich barva příliš neliší, spočítá se výsledek pouze z nich. 
 Měkké stíny 3.2.2
Problém ostrých stínů je způsoben tím, že uvažujeme světelné zdroje jako body. Klasicky je tak 
vyslán jeden stínový paprsek, který pouze zjistí, zda je bod osvětlen nebo ne. Ve skutečném světě 
však mají světla vždy nějaký tvar a plochu, a tak ozařují některá místa pouze z části. Toto lze 
simulovat pomocí rozšíření světel, například na kouli nebo obdélník. Poté se místo jednoho stínového 
paprsku posílá celý svazek paprsků. Ty jsou generovány rovnoměrně a pomocí metody Monte Carlo 
lze vypočíst výsledné osvětlení ze zdroje. 
Celou situaci znázorňuje obrázek 3.4, který je pro jednoduchost ve 2D. Z vyšetřovaného bodu 
jsou vyslány stínové paprsky, z nichž 4 ke světlu vlivem objektu nedorazí, a tak bude bod ozářen 




Obrázek 3.4: Ukázka distribuce stínových paprsků při řešení měkkých stínů. 
 Hloubka ostrosti 3.2.3
Hloubka ostrosti (angl. Depth of Field) je efekt, který obrázku nepřidává tolik na realističnosti, ale 
spíš na vizuální kráse. Často scénu tvoří nějaké objekty zájmu postavené v určité rovině a zbytek je 
pouze pozadí, které pozorovatele tolik nezajímá. Tento jev tak umožní simulovat vlastnosti čočky a 
zaostřit pouze na určitou vzdálenost. Čím vzdálenější pak budou objekty od této roviny, tím budou 
rozmazanější. 
V počítačové grafice se většinou kamera uvažuje jako nekonečně tenký bod, což způsobuje, že 
jsou objekty ve scéně všechny zobrazeny ostře. Ve skutečnosti však toto není možné, protože 
fotoaparát není schopen pořizovat snímky nekonečně tenkou dírkou. K tomu, abychom mohli 
vykreslit snímky s hloubkou ostrosti, nám opět pomůže distribuovaný raytracing. 
 
Obrázek 3.5: Znázornění výpočtu hloubky ostrosti distribucí paprsků. 
Na předchozím obrázku je znázorněno rozšíření raytracingu pro dosažení hloubky ostrosti. Na 
začátku máme zadánu vzdálenost zaostřené roviny a velikost clony. Vyšleme klasicky primární 


















v kruhu se středem ve středu pixelu a poloměrem o velikosti clony a vysíláme je směrem k 
zaostřenému bodu. Paprsky je třeba generovat rovnoměrně a v dostatečném množství. Můžeme říct, 
že body ve scéně se zobrazují jako kruhy, jejichž poloměr je ovlivněn velikostí clony. Potom platí, že 
hloubka ostrosti je rozsah vzdáleností, kde jsou tyto kruhy menší než pixel na projekční ploše (resp. 
kde jsou stále pozorovatelné jako body). Čím je velikost clony nižší, tím větší bude hloubka ostrosti. 
 Matná průhlednost 3.2.4
Lomené paprsky v základním raytracingu umožňují zobrazit pouze dokonale průhledné objekty, 
protože se lámou přímo, podle zákona lomu. Ve skutečnosti je ale povrch objektů nerovný, což 
způsobuje, že se paprsky lomí různými směry. Objekty by se tak správně měly zobrazovat do určité 
míry rozmazaně, podle toho jak moc je povrch matný. 
Řešením je distribuce lomených paprsků hned na rozhraní dopadajícího paprsku s matným 
objektem. Vycházející paprsky z objektu jsou dále navzájem rovnoběžné. Obrázek níže zobrazuje 
porovnání lomu světla na skutečném povrchu a povrchu vykreslovaném v distribuovaném 
raytracingu. Skutečný povrch je zobrazen v detailu, kde je ukázka možného zakřivení způsobujícího 
matnost. Vykreslovaný povrch je v normální velikosti a ukazuje, jak lze zakřivení simulovat 
distribucí paprsků. Podobná technika lze využít také pro odražené paprsky a vykreslovat tak matné 
odrazy. 
 




4 Optimalizační techniky 
Jelikož je raytracing jednou z metod, které jsou na výpočet časově vysoce náročné, k jejímu urychlení 
se používá vícero technik. Nejvíce je potřeba redukovat výpočetní náročnost často prováděných 
úkonů, jako je například výpočet průsečíku s objekty, zejména s trojúhelníkem. Další přístup je 
redukovat počet vyšetřovaných paprsků tím, že některé části obrázku stačí interpolovat nebo jinak 
rychleji spočítat. S urychlením výpočtu průsečíku souvisí také obalová tělesa, která často zajistí to, že 
se průsečíky vůbec nemusí počítat. Pokročilejší techniky urychlení jsou založené na hierarchickém 
dělení scény na podprostory, nejznámější je asi BSP (binary space partitioning). Poslední metodou, 
která spíše souvisí s architekturou počítače, je paralelizace výpočtu. 
4.1 Akcelerace adaptivním podvzorkováním 
Podstata adaptivního podvzorkování [17] spočívá v tom, že by se nemusely vyšetřovat všechny pixely 
plátna. Je třeba ovšem vymezit, které to jsou. Obecně jsou to takové pixely, které se od sebe příliš 
neliší a šly by dopočítat nějakou rychlejší metodou. Tato akcelerace je tak nejvíc účinná především ve 
scénách, kde velké části tvoří pozadí nebo se v nich nachází velké jednobarevné objekty (stěny, 
apod.). 
Algoritmus funguje tak, že se obrázek rozdělí na bloky daných rozměrů, ve kterých se 
vyhodnotí první pixel klasickým postupem. Potom se pro každý blok zkontroluje, zda vyhodnocený 
pixel uvnitř a tři z okolních bloků se (s určitou tolerancí) liší barvou. Někdy se také kontroluje, zda 
patří všechny shodnému objektu. Jsou-li pixely takto podobné, můžeme vnitřek bloku interpolovat, 
v opačném případě se blok rozdělí na čtvrtiny, dopočítají se potřebné pixely a rekurzivně se menší 
bloky znovu kontrolují. Takhle algoritmus pracuje až do velikosti bloku 1. 
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Obrázek 4.1: Grafická ukázka algoritmu adaptivního podvzorkování. Pozn. výplň neudává skutečnou 
barvu pixelu, slouží pouze ke zvýraznění. 
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Na obrázku 4.1 je znázorněn výřez plátna, kde při výpočtu byla zvolena počáteční velikost 
bloku 8x8 pixelů. Černé pixely byly spočítány klasickým raytracingem. Při vyhodnocování prvního 
bloku se zjistilo, že pixely okolních bloků 2, 3 a 4 nejsou podobné, proto byl první blok rozdělen na 
čtvrtiny. Pro další postup musely být vyhodnoceny červené pixely. V rekurzivním průchodu menšími 
bloky si pixel bloku c nebyl podobný s pixely d, e a 4, tudíž musel být dále rozdělen a musely být 
vyhodnoceny zelené pixely. V zelených blocích si nebyly podobné pixely h, i, j a 4, a tak byly dál 
rozděleny. Jelikož ale měly velikost 1x1 (modré pixely) byly vyhodnoceny raytracingem. Všechny 
ostatní (bílé) pixely byly dopočítány interpolací. 
V příkladu si můžeme tedy povšimnout, že z uvedených 256 pixelů (uvažujeme bloky 1-4) 
bylo raytracingem vyhodnoceno pouze 17 (6,64%), což by znamenalo výrazné zrychlení výpočtu. 
Tohle je samozřejmě pouze teoretický příklad, ale v nejlepších případech to takhle může fungovat. 
Nevýhody 
Podvzorkování neznamená jen urychlení výpočtu, existují samozřejmě i negativa této metody. 
Jedním z nich je viditelný úbytek kvality. Zvolením příliš velkých bloků se v obrázcích mohou 
objevovat hranaté artefakty v jinak hladkých přechodech. Na následujících dvou obrázcích je tento 
jev vidět na stínu bílého mramorového sloupu. 
         
Obrázek 4.2: Porovnání kvality obrázku s adaptivním podvzorkováním, blok 8x8 (vlevo) a bez něho 
(vpravo). 
Jak je možno si na obrázcích dále povšimnout, bez speciálního odladění si tato metoda 
neporadí s plynulým přechodem procedurálních textur. Takové textury, jako je výše uvedená, mají 
velkou pravděpodobnost, že se první pixely bloku trefí do míst, které mají barvu objektu. Ve 
skutečnosti by přes blok třeba prostředkem vedl reliéf textury, který je ale interpolací odmazán. 
Někdy se také může stát, že se adaptivní podvzorkování stane kontraproduktivním i v časové 
oblasti. Není-li scéna příliš složitá a obsahuje například i jiné urychlovací techniky, může se stát, že 
obsluha, různé kontroly a samotná interpolace zaberou více procesorového času, než samotný 
raytracing. Je tedy také potřeba se zamyslet, se kterými technikami je vhodné jej kombinovat. 
4.2 Obalová tělesa 
U každého paprsku vyslaného do scény se hledá průsečík s nejbližším objektem. K jeho nalezení je 
potřeba najít průsečík s každým objektem a porovnat jejich vzdálenosti. U objektů složených 
například z trojúhelníků, se tak hledá průsečík s každým trojúhelníkem, což výrazně přidává na době 
výpočtu. Proto byla zavedena metoda obalových těles, které jednoduše obklopují složitější objekty a 
v případě, že nejsou paprskem protnuty, není dále třeba řešit průsečík s objektem. Tímto se výrazně 
snižuje počet počítaných průsečíků s paprskem. 
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Obalové těleso by mělo být velmi jednoduché, aby test na průsečík byl rychlý. Zároveň je však 
dobré, aby objekt obklopovalo co nejtěsněji a optimalizovalo tak rychlost výpočtu co nejvíce. 
V případě, že se obalové těleso počítá až za běhu programu, měl by být výpočet také rychlý, aby se 
nestala metoda kontraproduktivní. Někdy se také využívá hierarchických obalových těles, kde 
složitější objekt obaluje jednoduché těleso a uvnitř je dál obalován více menšími tělesy, aby 
aproximovali tvar objektu co nejlépe. 
Typů obalových těles je několik, mezi nejpoužívanější patří koule, elipsoid, válec, kvádr nebo 
potom různé mnohostěny. Tělesa mohou být buď osově zarovnaná pro snazší počítání anebo jinak 
orientovaná v prostoru. 
 
Obrázek 4.3: Ukázky typů obalových těles (pro jednoduchost ve 2D): a) koule, b) osově souměrný kvádr, 
c) hierarchicky uspořádané orientované kvádry, d) mnohostěn. 
4.3 Paralelizace výpočtu 
Raytracing je metoda, která je vhodná pro optimalizaci výpočtu paralelním zpracováním. Pixely 
plátna se totiž vykreslují jednotlivě, nezávisle na sobě. Proces vykreslování se tak může rozdělit do 
více vláken, kde každé vlákno řeší buď jeden pixel, nebo postupně celý blok pixelů. Zároveň by bylo 
možné paralelizovat i výpočty jednotlivých sekundárních paprsků. Je nutné ještě dodat, že prudký 
rozvoj vícejádrových procesorů se pro paralelizaci náročných programů přímo nabízí. 
Většinou se paralelní výpočty řeší tak, že se obraz rozdělí na shodně velké bloky, stanoví se 
nějaký počet vláken a každé vlákno potom řeší jeden blok pixelů. Bloky tak tvoří frontu, ze které si 
vlákna po dokončení výpočtu žádají další blok až do jejich vyčerpání. Problém může nastat 
s přístupem do paměti. Je třeba vždy myslet na to, které sdílené prostředky budou vlákna využívat 
(popis scény, stav výpočtu, …) a zavést k nim výlučný přístup. 
Pro paralelizace je nejjednodušší použít existujících nástrojů. Dále tak budou popsány vhodné 
nástroje pro paralelizaci raytracingu na procesoru počítače. 
 OpenMP 4.3.1
OpenMP (Open Multiprocessing) [13] je API pro programování na víceprocesorových/vícejádrových 
počítačích se sdílenou pamětí. Lze jej využít na všech známých platformách prostřednictvím 
programovacích jazyků C/C++ nebo Fortran. Jeho hlavní části jsou direktivy překladače, knihovní 
funkce a proměnné prostředí. OpenMP je implementace multithreadingu, což je paralelizační metoda, 
kdy hlavní vlákno rozděluje úkoly mezi podvlákna, která pak běží paralelně (viz obrázek 4.4). 
Část kódu pro paralelní zpracování je ohraničena příkazy preprocesoru, které zajistí, že 
následující kód bude rozdělen danému nebo dostupnému počtu vláken. Vlákna mají svá ID, kde 
hlavní vlákno má ID rovno nule. V okamžiku, kdy vlákna dokončí práci, ukončí se a program 
pokračuje opět sekvenčně. 






Obrázek 4.4: Znázornění principu multithreadingu. Hlavní vlákno (Master Thread) rozděluje práci 
vláknům při jejich potřebě, jinak pracuje klasicky sekvenčně. Převzato z [13]. 
Pro potřeby raytracingu bude základem paralelizovat nějaký for-cyklus, který bude počítat 
bloky plátna, aby se tato operace prováděla paralelně. Budeme také určitě chtít, aby do některé sekce 
kódu smělo vstoupit pouze jedno vlákno současně. Ukázka kódu v C++, který pomocí OpenMP 
paralelizuje cyklus mezi dostupná vlákna a zabraňuje přístupu více vláken k některé části kódu, je 
uvedena níže. 
 
Algoritmus 4.1: Ukázka kódu C++ s využitím paralelizace v OpenMP. 
 MPI 4.3.2
MPI (Message Passing Interface) [9] je knihovna, která implementuje specifikaci (protokol) pro 
podporu paralelního řešení výpočetních problémů v počítačových clusterech. Jedná se opět o API, 
které je ale založené na zasílání zpráv mezi jednotlivými uzly. V MPI je podpora jak pro sdílenou 
paměť, tak pro distribuovanou paměť. MPI není přímo implementace, ale spíše síťový protokol, proto 
je platformě nezávislé. Známější implementace jsou v C/C++, Javě, Pythonu, Fortranu, a také přímo 
na úrovni hardware. 
MPI poskytuje technologie a funkce pro synchronizaci a komunikaci mezi skupinami procesů. 
Proces je nejlepší mapovat každý na jeden procesor, k čemuž dochází za běhu aplikace 
prostřednictvím agenta, který MPI program spustil. Skupiny procesů se nazývají komunikátory a dají 
int main(int argc, char *argv[]) { 
const int N = 100000; 
int i, a[N]; 
 
#pragma omp parallel for 
for (i = 0; i < N; i++) { 
a[i] = 2 * i; 
#pragma omp critical 
{ 







se dynamicky vyvářet. Vždy existuje skupina MPI_COMM_WORLD, která obsahuje všechny procesy 
aplikace. Procesy se identifikují podle čísla ve skupině – ranku. Komunikaci mezi procesy může být 
buď point-to-point, nebo hromadná mezi všemi. Zajišťuje ji sada funkcí, které tvoří velkou část 
celého balíku. 
Implementací MPI existuje celá řada, jedna z nich je Open MPI [12]. Jedná se o poměrně 
novou implementaci, která je zajímavá především tím, že spojuje starší implementace, ze kterých si 
vybírá pouze to nejlepší. Jejím vývojem se zabývá velké množství organizací, které tak daly vznik 
zcela nové implementaci MPI-2. 
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5 Návrh řešení 
Výstupem implementace by měl být praktický systém pro vizualizaci alkoholických nápojů. Aplikace 
by mohla být použitelná například pro různé bary, které budou chtít na své webové stránky nebo 
přímo do nápojového lístku umístit fotografie nabízených nápojů. Aby se mohly obrázky 
vygenerovat, bude nutné vytvořit alespoň jednoduché grafické uživatelské rozhraní (GUI). Poté by 
program mohl využívat i běžný uživatel. Z tohoto pohledu bude vhodné program rozdělit na dvě části, 
datovou vrstvu a vrstvu UI. Takový návrh i raytracing samotný si přímo vyžaduje využít techniky 
objektově orientovaného programování. 
Datová vrstva bude v podstatě raytracingový program, který poběží na pozadí, a bude 
komunikovat s vrstvou UI. Bude ho tvořit samostatná knihovna, aby bylo možné jej využít i v jiných 
projektech a testovat odděleně od GUI. Raytracer dostane vždy jeden požadavek s určitými parametry 
a začne vykonávat výpočet. Během generování bude zasílat progres o postupu, který bude zobrazován 
uživateli. Po dokončení se zobrazí výsledný obrázek a bude umožněno zadat další úkol. 
5.1 Raytracer 
Raytracer jako knihovna byla zkompilována až ke konci implementace, kdy se začalo s vývojem 
uživatelského rozhraní. Ovšem už i vývoj probíhal v duchu toho, že jako knihovna bude v konečném 
řešení fungovat. Její použitelnost v jiných projektech je podpořena vytvořením implementační 
dokumentace pomocí programu Doxygen [21]. 
Návrh raytraceru spočívá ve vytvoření základní kostry, která se pak postupně rozšiřuje o 
jednotlivé funkčnosti. Kostru tvoří implementace základních tříd pro vykreslení jednoduché scény. 
Bylo potřeba navrhnout samotnou třídu vykonávající algoritmus, která využívala ostatní třídy pro 
výpočet výsledného obrazu. Jednalo se především o vytvoření kamery, světla a jednoduchých 
objektů. Pro výpočet bylo dále potřeba vytvořit paprsek, vyslat ho do scény a zjistit nejbližší průsečík 
s objekty. Na průsečíku byl vyhodnocen osvětlovací model podle materiálu objektu a výsledná barva 
mohla být uložena do obrázku. Takto navržený raytracer je v objektově orientovaném programování 
snadno rozšířitelný o požadované funkce popsané v předchozích kapitolách. 
Vývoj raytraceru probíhal v několika fázích. Jako kostra projektu byl použit jednoduchý 
raytracer vytvořený v rámci předmětu PGR (Počítačová grafika), který byl následně rozšiřován o 
jednotlivé funkční bloky. Nejprve bylo potřeba vytvořit objekty, u kterých se předpokládalo, že 
budou využity ve výsledné aplikaci. Mimo jiné se jednalo o polygonální objekty tvořené 
trojúhelníkovými sítěmi. Jelikož vykreslení takových objektů značně zvýšilo časovou náročnost, což 
je pro vývoj a testování velký problém, další fází vývoje byly optimalizace. 
Vykreslení scény nejvíce urychlilo přidání obalového tělesa každému polygonálnímu modelu. 
Toto těleso je obyčejný kvádr, jehož rozměry se spočtou při načítání modelu. Další metoda, která 
dokáže výraznějším způsobem zrychlit vykreslování, je podvzorkování. Testování však ukázalo, že 
není příliš vhodné ji používat pro texturované objekty, proto ji uživatel nemusí použít. S použitím 
vícejádrového procesoru také nabyla velkého významu i paralelizace výpočtu. 
Nyní bylo potřeba připravený raytracer vylepšit o potřebné techniky pro realističtější vzhled. 
Tou základní, bez které by se tato práce neobešla, bylo správné zobrazení lomu na objektech. Nejprve 
se lom testoval na geometrických objektech, poté na polygonálních. Jelikož polygonální modely je 
potřeba tvořit na co nejnižší počet polygonů za účelem šetření rychlosti, objekty následně vypadají 
příliš ploše a hranatě. Bylo tak důležitým krokem interpolovat normálové vektory. Pro vyšší rychlost 
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a zároveň porovnání s polygonálními modely bylo vytvořeno ještě několik modelů pomocí CSG. 
Tímto byl hotový základní program, který dokázal zobrazit skleničku s nápojem ve scéně. 
Pro dosažení dodatečných efektů byly implementovány techniky distribuovaného raytracingu. 
Nejprve to byl antialiasing pro vyhlazení obrazu, měkké stíny pro realističtější zobrazení stínů, 
hloubka ostrosti pro zvýraznění zájmového objektu – skleničky a nakonec matná průhlednost pro 
možnost simulace matných (hrbolatých) skelných materiálů. 
Na závěr byla přidána možnost postavit skleničku do reálné scény, byla přidána možnost 
nastavení pozadí na libovolnou rastrovou texturu a podložka pod sklenici na některou 
z přednastavených procedurálních textur. 
5.2 Uživatelské rozhraní 
Pro demonstraci využití raytracingové knihovny bylo navrhnuto grafické uživatelské rozhraní, které 
umožňuje nastavit vykreslování scény za účelem vizualizace alkoholických nápojů. Tímto je 
myšleno, že knihovnu lze využít pro vizualizaci libovolných scén s geometrickými nebo 
trojúhelníkovými objekty. Z navržené aplikace ale vždy vzejde obrázek se zvolenou skleničkou, 
druhem alkoholu, pozadím a podložkou. 
Základem GUI je hlavní okno, ve kterém se nastavuje požadovaná scéna a zároveň se po 
dokončení výpočtu zobrazí výsledný obrázek. Uživatel má možnost výběru požadované skleničky ze 
seznamu, kde jsou jak polygonální, tak sestavené pomocí CSG. Pod seznamem skleniček se nachází 
dvě zatržítka. První umožňuje vypnout interpolaci normál u polygonálních skleniček, což umožňuje 
zobrazovat i ostře hranaté skleničky a mírně snižuje dobu výpočtu. Druhým zatržítkem se volí 
reflektivní paprsky, jejichž vypnutím se sníží doba výpočtu asi o třetinu.  
 
Obrázek 5.1: Screenshot uživatelského rozhraní. 
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Další seznam obsahuje jednotlivé druhy alkoholu. Nachází se zde přednastavené materiály 
jednobarevných typů alkoholu, ale i některé druhy koktejlů, jejichž barva je tvořena procedurální 
texturou. Většinou se jedná o přechod jedné barvy na druhou, což vytváří dojem dvou vrstvých 
nápojů. Poslední výběrový seznam obsahuje materiál podložky sklenice. 
Tlačítko Set zobrazí modální okno s nastavením efektů distribuovaného raytracingu (viz 
obrázek 5.2). V okně se pomocí zatržítek vybírají jednotlivé efekty a volí se počet paprsků na jeden 
vzorek. U hloubky ostrosti se dále volí vzdálenost, na kterou je zaostřeno a poloměr čočky, jež má 
vliv na míru rozostření pozadí a popředí. Po odsouhlasení volby parametrů se vedle tlačítka Set 
zobrazí ve zkratce zvolené nastavení. Například pro antialiasing je to AA-pocetVzorku;. Vypíše se 
tedy popisek s každým zaškrtnutým efektem a za pomlčkou počet vzorků. Jednotlivé efekty jsou 
odděleny středníkem. 
 
Obrázek 5.2: Dialogové okno s nastavením distribuce paprsků. 
Radiová tlačítka níže určují velikost strany bloku pro adaptivní podvzorkování. Výchozí výběr 
je 1, což znamená, že se podvzorkování nepoužije. Možnost velikostí bloků je pak 2, 4 a 8. 
Důležitými parametry jsou výška a šířka obrazu v pixelech, tedy rozlišení. Mělo by být voleno 
podle zvoleného pozadí tak, aby byl zachován poměr stran. Také je dobré si rozmyslet, kde bude 
obrázek použit, aby se negeneroval zbytečně ve vysokém rozlišení, a netrval tak výpočet příliš 
dlouho. 
Ve spodní části je ještě tlačítko s možností výběru obrázku na pozadí, který se po výběru ihned 
zobrazí v okně vpravo. V poslední řadě je pak tlačítko Render pro spouštění raytraceru, jehož aktuální 
stav se zobrazuje prostřednictvím ukazatele průběhu vpravo. Mezi ukazatelem průběhu a tlačítkem 
Render se nachází ještě tlačítko Fast preview, které má velice užitečnou funkci. Uživatel si totiž při 
jakémkoli nastavení může před spuštěním raytraceru nechat vykreslit aktuální skleničku s nápojem 
v nižší kvalitě. Toto vykreslení trvá velmi krátkou dobu, typicky okolo jedné sekundy, a má uživatele 
informovat o tom, jestli si zvolil přesně to, co očekává. Při náročnějším nastavení, zejména distribuce 
paprsků, trvá vykreslování dlouhou dobu a například při špatně zvoleném nápoji by se musel celý 
proces opakovat. 
V hlavním okně se při horním okraji nachází také nástrojová lišta, na které jsou tři tlačítka -  
jedno pro uložení obrázku a dvě pro přibližování/oddalování obrázku. Největší část hlavního okna 




Demonstrační program byl implementován podle návrhu objektově orientovaným přístupem v jazyce 
C++. Vývoj probíhal v prostředí Windows 7, později Windows 8 v jejich 64 bitových verzích. 
Výsledná aplikace je tedy určena pro použití na zmíněné platformě. Překladač i vývojové prostředí 
bylo použito Visual Studio 2010, později 2012 [10]. Uživatelské rozhraní bylo vytvořeno s pomocí 
knihovny Qt [2], kterou lze ve Visual Studiu využít prostřednictvím instalace pluginu. Vytváření 
modelů skleniček a ostatních předmětů probíhalo ve 3D vektorovém editoru Blender [1]. 
Aplikace byla implementována podle návrhu z předchozí kapitoly. K vytvoření raytraceru byly 
použity techniky popsané v kapitolách 2-4. Některé byly implementovány podle literatury, u 
některých byl zvolen trochu jiný přístup a jiné postupy byly nově navrhnuty. O použitých 
prostředcích pro vývoj a zajímavějších implementačních záležitostech pojednávají následující 
kapitoly.  
6.1 Programové vybavení 
V prostředí Windows je asi nejpoužívanějším vývojovým prostředím Visual Studio. Jeho široké 
možnosti využití, nejen pro jazyk C++, jej předurčují pro vývoj větších projektů, jako je tento. 
Původní návrh obsahoval využití knihoven .NET pomocí C++/CLI a vytvoření GUI jako Windows 
Forms aplikaci. Testování však ukázalo, že aplikace přeložené nad frameworkem .NET nejsou tak 
rychlé, jako holé C++, proto bylo od návrhu opuštěno. Jako optimální řešení se po objevení pluginu 
do Visual Studia jevila knihovna Qt v nejnovější verzi 5. Raytracer je tedy napsán pomocí 
standardních knihoven C++, GUI je vytvořeno s knihovnou Qt 5. 
 Microsoft Visual Studio 6.1.1
Tento velmi mocný a vysoce ceněný programátorský nástroj není jen pouhým vývojovým prostředím. 
Podporuje vývoj software od jejich návrhu, přes vývoj, testování až po nasazení na trh a údržbu. 
Cílovými platformami nejsou pouze systémy Windows, nýbrž i mobilní platformy, weby, cloud či 
vestavěná zařízení. Všechny své možnosti využití má navíc velmi dobře zdokumentované na svých 
webových stránkách. 
Mezi velké přednosti patří zejména podpora IntelliSense, které usnadňuje psaní kódu a 
urychluje tak samotný vývoj. Pro návrh GUI je vhodné používat vestavěný designer, který je 
dostupný jak pro desktopový vývoj, tak i pro webové aplikace. Snad nejvíce propracovaný oproti 
jiným nástrojům je ve Visual Studiu debugger, který například umožňuje vytvářet podmíněné 
breakpointy, měnit za běhu hodnoty proměnných nebo přímo samotný kód. 
Další velice silnou stránkou je možnost přidávání různých rozšíření. Ty nejlepší jsou sice 
placené, ale najde se mnoho velmi užitečných rozšíření zdarma. Jsou vydávány samotným 
Microsoftem, různými organizacemi anebo obyčejnými uživateli. Prostředí nabízí také podporu 
tvorby projektů v týmech včetně komunikace, správy verzí, rozdělení úkolů nebo sledování 
aktuálního stavu projektu. 
 Qt Framework 6.1.2
Knihovna Qt je sama o sobě soubor tříd pro vývoj především aplikací s grafickým uživatelským 
rozhraním. Je plně zdarma a volně dostupný je i její zdrojový kód. V práci byla použita verze Qt 
5.0.1, jejíž sestavení nebylo bohužel dostupné při verzi Visual Studia 2012, proto musela být 
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zkompilována na lokálním stroji. Společnost Digia nabízí s knihovnou také klasické vývojové 
prostředí Qt Creator, jež obsahuje ještě například program Qt Designer, který velmi usnadňuje práci 
s GUI. Jednou z velkých předností je také velmi dobře propracovaná dokumentace (on-line i off-line) 
a ukázkové demo příklady. 
V programech využívajících knihovnu Qt bývá využito objektově orientovaného 
programování. Objekty mezi sebou komunikují pomocí signálů a slotů. Signál je speciální metoda bez 
těla, která je zaslána na slot většinou po nějaké změně stavu objektu. Slot je metoda, která po 
obdržení příslušného signálu provede odpovídající činnost. Mimo jiné se slot dá zavolat jako běžná 
metoda. Signál může slotu také předávat libovolné parametry, jako například index položky 
v seznamu, na kterou se kliklo, atd. 
Jak již bylo řečeno, programy napsané v Qt se vyznačují hlavně bezproblémovou 
přenositelností mezi všemi běžně známými platformami (Windows, Linux, MacOS). Primárně je 
knihovna určena pro C++, je ovšem využitelná i ostatními programovacími jazyky, jako jsou Java, 
C#, Python, Perl, aj. 
Aplikaci sestavuje program qmake, který si nejdříve vytvoří konfigurační soubor, z něho dále 
makefile, který nakonec aplikaci sestaví. Konfigurační soubor (přípona .pro) je možné i samostatně 
vytvořit nebo jen upravit uživatelem, například pro nalinkování externích knihoven. 
 Blender 6.1.3
Blender je software s volně dostupným zdrojovým kódem pro vytváření 3D modelů a jejich 
vykreslování. Výstupem může být buď obrázek, nebo animace. V modelovacím rozhraní je scéna 
vykreslována pomocí OpenGL, výsledek potom využívá i další techniky jako raytracing, radiozitu 
nebo scanline rendering. Lze také pomocí pluginů připojit externí renderer. Poslední vydaná verze je 
2.66a, která je dostupná pro všechny běžně známé platformy. 
Modely v Blenderu mohou být reprezentovány standardními polygonálními sítěmi, 
parametrickými a implicitními plochami nebo tzv. subsurf plochami. Lze na ně nanášet různé 
materiály, textury nebo po nich jednoduše přímo v editoru kreslit. Propracovaný je také systém 
osvětlování, nastavení světa nebo velké množství modifikátorů, které usnadňují především práci při 
modelování. 
Za zmínku stojí také vestavěný game engine, který bez velké znalosti programování umožňuje 
vytvářet také interaktivní 3D aplikace. Součástí enginu je také simulátor dynamiky pevných a 
kapalných těles a částicový generátor pro vizualizaci plynných těles nebo třeba vlasů, trávy, apod. 
Možností využití Blenderu je nepřeberné množství, jejichž popis zdaleka přesahuje rámec této práce. 
6.2 Lom paprsků 
Vyšetřování lomených paprsků bylo implementováno tak, jak je popsáno v kapitole 2.3.3. Největší 
problém při implementaci představovalo řešení úplného odrazu ve skle, který byl částečně 
nerealisticky způsoben perspektivní projekcí. Pro věrohodnější vizualizaci bylo navrhnuto řešení stínů 
průhledných těles. Dále je popsán způsob vytváření polygonálních sklenic s nápojem. 
 Chování paprsku na rozhraní objektů 6.2.1
Metoda, která hledá nejbližší průsečík paprsku s objekty ve scéně, vrací také typ průsečíku, který nás 
při lomu bude zajímat. Mohou být 4 typy: 
 náraz do objektu zvenčí (ikInto), 
 náraz do objektu zevnitř (ikOutFrom), 
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 náraz do nápoje (ikIntoDrink) a 
 žádný náraz (ikNone). 
Tento způsob vyhodnocení byl zaveden proto, že potřebujeme vždy znát obě prostředí na rozhraní 
lomu. Dalším důvodem byla skutečnost, že vzduch je vlastě prostředí, se kterým počítáme, ale není ve 
scéně veden jako objekt, takže bychom nevěděli, jaké prostředí se za průsečíkem nachází. 
S uvážením, že vždy známe aktuální index lomu prostředí, mohou při vykreslování skleničky 
s nápojem nastat následující situace: 
 ikInto – paprsek dopadá na rozhraní vzduch/sklo, 
 ikOutFrom – paprsek dopadá na rozhraní sklo/vzduch a 
 ikIntoDrink – paprsek dopadá na rozhraní sklo/nápoj, nápoj/sklo, nápoj/vzduch nebo 
vzduch/nápoj. 
V posledním případě se mezi pořadím prostředí rozhoduje podle normálového vektoru, zda směřuje 
„do objektu“ nebo „ven z objektu“. 
Máme-li správně určeny indexy lomu obou prostředí, ověříme nejprve, zda nenastává úplný 
odraz. V případě že ano, vyšleme paprsek podle zákona odrazu, v opačném případě podle zákona 
lomu. V případě úplného odrazu může nastat také situace, která byla již zmíněna v kapitole 2.3.3. Je 
to právě jev využívaný v optických kabelech - paprsek se v hustším prostředí odráží stále pod 
velkými úhly a není tak schopen se z prostředí „zlomit ven“. V našem případě se toto stává na 
okrajích skleniček, kde kvůli perspektivní projekci paprsky dopadají pod nepatrně většími úhly než ve 
skutečnosti. 
 
Obrázek 6.1: Problém výsledné barvy pixelu při sérii úplných odrazů. 
Na předcházejícím obrázku lze při levém horním okraji pozorovat zmíněný jev úplného odrazu. 
Paprsek pod velmi velkým úhlem vstoupí do skla, zlomí se směrem do sklenice, ovšem vlivem 
zakulacení tvaru sklenice dopadne pod úhlem větším než 42° (úhel potřebný pro lom ze skla do 
vzduchu), a proto se pouze odrazí. Povšimneme si, že tento jev se už nestává v místech, kdy paprsek 
ze skla přechází do kapaliny. Výsledná barva pixelů je pak akorát součet barev skla při každé rekurzi. 
Situace je dále ilustrována na obrázku 6.2, kde je zobrazen řez skleničkou pohledem shora a zakreslen 




Obrázek 6.2: Pohled shora na výřez skleničky a zkoumání odrazů paprsku ve skle. 
 Stíny průhledných objektů 6.2.2
Klasický raytracer bez řešení průhledných objektů má jednoduchou strategii pro vyšetřování stínů. 
Jestliže stojí na trase průsečík-světlo nějaký objekt, bod je ve stínu. V opačném případě není, tudíž 
můžeme k osvětlovacímu modelu přičíst difúzní složku a odlesky. Při uvážení průhledných objektů 
ale světelné paprsky prostupují skrz objekty, a osvětlují tak i místa ve stínu. 
Vhodná metoda pro řešení stínů průhledných objektů a vůbec i celého osvětlovacího modelu se 
nazývá Photon mapping [23]. Tato metoda umožňuje věrohodně zobrazovat difúzní povrchy, 
subsurface scattering nebo také kaustiky způsobené právě průhlednými objekty. Kaustika je oblast 
velice jasného světla prostupujícího přes průhledný objekt, která se zobrazí na jiném objektu. Může 
vznikat také odrazem, ale vždy vzniká na zakřivených plochách, kde se více paprsků spojí do užšího 
svazku. Základem metody Photon mapping je, že se před vykreslováním scény vypočítá fotonová 
mapa, podle které se pak počítá osvětlovací model. Mapa je vlastně seznam fotonů, které byly 
vyslány do scény z pozice světla všemi směry a byly uloženy jejich pozice dopadu na difúzní 
materiály. Pro vyšetřovaný bod se pak v mapě hledají fotony v nějakém okolí a podle počtu a 
intenzity je stanoveno osvětlení. Tato metoda je velmi náročná na výpočetní výkon, často se při ní 
využívá hierarchického dělení prostoru na podprostory. 
V této práci byla navrhnuta nová, mnohem jednodušší metoda, která sice neumožňuje 
zobrazovat kaustiky, ale průhlednost stínů vypadá poměrně pěkně. Metoda vychází ze základního 
způsobu řešení stínů při raytracingu, čili je vyslán stínový paprsek směrem ke světlu. Tento paprsek 
však nemusí dorazit přímo ke světlu, nýbrž na rovinu kolmou k jeho směru. Při nárazu na průhledné 
objekty se paprsek láme podle zákona lomu a pokračuje případně až k příslušné rovině světla. Na 
konci je tak nalezen průsečík s rovinou, jehož vzdálenost od světla udává míru osvětlení bodu. 
Zároveň se také uvažuje ztrátovost osvětlení přes méně průhledné materiály, v našem případě nápoje. 




    
Obrázek 6.3: Ukázka řešení stínů průhledných objektů. Vlevo skleněná koule, vpravo sklenička s vodou. 
 Návrh modelů sklenic s nápojem 6.2.3
Při návrhu reprezentace sklenic s nápojem byl řešen jeden problém. Nápoj a sklo jsou totiž různé 
materiály, proto by měly být i různými objekty. Problém je ale v tom, že nápoj přiléhá na sklo tak, že 
tvoří jedno rozhraní. Přidání dvou objektů by tak způsobilo nalezení dvou průsečíků. Tento problém 
byl řešen jinak u polygonálních a jinak u CSG modelů. 
Polygonální modely 
Po otestování několika způsobů byla nakonec navrhnuta metoda, kterou je třeba se řídit už při 
modelování skleničky. Podrobný návod modelování je obsahem uživatelské příručky, která je 
umístěna na přiloženém CD, proto zde bude popsán jen základní princip. 
Jak bylo zmíněno výše, skleničku a nápoj by měly tvořit dva objekty. V této práci byl použit 
jiný přístup. Každý objekt přidávaný do scény obsahuje jako atributy dva materiály. Jeden je klasický, 
povinně zadaný materiál a druhý je materiál nápoje, který nemusí být zadán. Model objektu, který 
definuje jeho povrch, má pak atribut drinkShape, který udává, zda se má použít klasický materiál 
nebo nápojový. Jelikož polygonální objekty jsou složeny ze seznamu trojúhelníků, některé z nich tak 
ohraničují nápoj a některé sklo. Situace při výpočtu pak klasicky vypadá jako na obrázku 6.4, kde 
paprsek dopadá na skleničku zboku. Správně se tedy řeší průsečíky na rozhraní vzduch-sklo-nápoj-
sklo-vzduch. Možností průběhu paprsku může ale být samozřejmě více. 
 







Jak je popsáno v uživatelské příručce, polygonální skleničky s nápoji se vytvoří jako dva 
objekty, v programu jsou ale načteny do jednoho. Objekt má tedy dva materiály a trojúhelníky 
ohraničují buď sklo, nebo nápoj. Tímto vznikne správné řazení průsečíků s paprskem na rozhraních 
s objektem skleničky. Jak vypadá model vytvořený v programu Blender je zobrazeno na obrázku 6.5. 
Černě ohraničený je objekt definující sklo a žlutě objekt definující nápoj. Objekt ohraničující sklo 
není uzavřený, jeho vnitřní ohraničení je částečně tvořeno právě nápojem.  
 
Obrázek 6.5: Ukázka modelu skleničky s nápojem vytvořeným v programu Blender. 
CSG modely 
Modely sklenic tvořeny pomocí konstruktivní geometrie jsou vždy složeny z uzavřených 
geometrických objektů. Proto se v tomto případě nemůže použít metoda jako u polygonálních. 
Skleničku s nápojem nelze ani sjednotit, protože potom by zaniklo rozhraní sklo/nápoj. Nutně tedy 
musí být reprezentovány jako dva objekty. Zde alespoň můžeme využít toho, že geometrické objekty 
jsou přesnější, mají dokonale zaoblený tvar, a proto výpočet průsečíku u dvou stejných objektů dává 
shodný výsledek. Zamyslíme-li se nad algoritmem raytracingu, tak hledá právě první nejbližší 
průsečík. Stačí tedy přidat do seznamu objektů scény nejdříve nápoj a poté sklenici, jejichž hranice je 
částečně totožná, a výpočet proběhne v pořádku. 
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6.3 Efekty distribuce paprsků 
Distribuce paprsků sice výrazně prodlužuje dobu výpočtu, hraje však významnou roli v kvalitě 
obrazu. Dalo by se říct, že pro použitelnost aplikace v praxi by se generované obrázky alespoň bez 
antialiasingu a měkkých stínů neobešly. Jaký způsob generování paprsků byl zvolen, a dále popis 
jednotlivých výpočtů výsledné barvy popisují následující podkapitoly. 
 Řazení výpočtů 6.3.1
Při kombinaci více efektů s různým nastavením bylo potřeba se zamyslet nad správností pořadí 
výpočtů. V úvahu se musí také brát algoritmus adaptivního podvzorkování, aby byl správně zasazen 
do kontextu výpočtu. Následující pseudokód naznačuje výsledné řešení. 
 
Algoritmus 6.1: Algoritmus výpočty s přidanými efekty a adaptivním podvzorkováním. 
function SpoctiBarvuPixelu(x, y) 
begin 
Spočti průměrnou barvu antialiasingových paprsků  
begin 
Pro každý paprsek spočti průměrnou barvu paprsků hloubky ostrosti 
begin 
Pro každý stínový paprsek spočti průměrnou barvu paprsků pro měkké 
stíny 




Nastav barvu pixelu na příslušné pozici x, y 
end 
 
function SpoctiObsahBloku(x, y, blockSize) 
begin 
if (barvy v rozích jsou podobné and náleží témuž objektu) then 
Interpoluj obsah bloku 
else 





Rozděl blok na 4 a dopočítej barvy v rozích 





blockSize := velikost bloku podvzorkování  //1,2,4,8 
for (y := 0; y < vyskaObrazu; y += blockSize) do 
for (x := 0; x < sirkaObrazu; x += blockSize) do 
SpoctiBarvuPixelu(x, y)  
end for 
end for 
for (y := 0; y < vyskaObrazu; y += blockSize) do 
for (x := 0; x < sirkaObrazu; x += blockSize) do 






 Generování bodu v trojrozměrném prostoru 6.3.2
Pro generování paprsků v podstatě potřebujeme generovat bod, kterým paprsek bude procházet. Bod 
je buď počátkem paprsku, nebo určuje jeho směr. Jelikož pracujeme ve trojrozměrném prostoru, 
generujeme bod v rovině, která nemusí být kolmá k některé ze souřadných rovin. Můžeme však 
vygenerovat bod v jedné ze souřadných rovin a pomocí transformační matice jej přenést do 
požadované roviny. 
Řešíme tedy problém zobrazený na obrázku 6.6. Máme zadanou rovinu a v ní bod  , kolem 
kterého chceme generovat body  . Rovinu nám definuje normálový vektor a také víme, který směrem 
je nahoru. Postup by se dal shrnout do několika kroků: 
1. Vytvoříme matici pohledu pro zadaný bod v rovině. Tímto jakoby vytvoříme nový souřadný 
systém někde v prostoru. Tento systém je založen na ortogonální bázi, která je daná třemi 
vektory      . Pro získání vektorů a vytvoření matice potřebujeme znát střed systému  , 
směr pohledu  ⃗ a vektor určující směr nahoru  ⃗. Vektory báze získáme následovně 
(operace   značí vektorový součin): 
            ( ⃗)  (6.1) 
            ( ⃗   ⃗⃗⃗)  (6.2) 
    ⃗⃗⃗   ⃗⃗  (6.3) 
 
Obrázek 6.6: Generování bodu ve 3D rovině pomocí transformační matice. Transformace 
souřadnicového systému. 
2. Ze získané ortogonální báze definované vektory       vytvoříme rotační matici: 
   (
       
       
       
    














3. Vytvoříme matici posunu: 
   (
      
      
      
    
)  (6.5) 
4. Vynásobením matic získáme matici pohledu: 
       (
         
         
         
    
)  (6.6) 
 
5. Nyní jsme získali matici, která určuje nový souřadný systém    . Každý bod, který 
vynásobíme maticí  , se transformuje do prostoru    . My ovšem potřebujeme přesně 
opačný krok, což přesně nám umožní inverzní matice. 
              (6.7) 
6. Vygenerujeme bod podle zvoleného rozdělení ve zvolené oblasti kolem středu souřadného 
systému     s nulovou z-tovou souřadnicí. Generujeme tedy bod ve 2D buď v kruhu, nebo 
ve čtverci kolem středu. Tento bod vynásobíme maticí         a získáme tak bod 
v požadované rovině kolem požadovaného bodu. 
 Generování antialiasingových paprsků 6.3.3
V kapitole 3.2.1 bylo popsáno několik způsobů generování bodů pro antialiasingové paprsky. 
Jednotlivé typy generování bodů byly implementovány, načež se ukázalo, že výsledek je velmi 
podobný u generování rovnoměrné mřížky, rovnoměrně náhodně v rámci pixelu i náhodně v rámci 
buněk mřížky. Bylo testováno i normální rozdělení bodů v rámci pixelu, které se ale ukázalo pro 
antialiasing nevhodné. 
Pro výslednou aplikaci bylo zvoleno generování rovnoměrné mřížky, které je nejrychlejší a 
dává stejně kvalitními výsledky jako obě náhodná generování. Na obrázku níže je srovnán výsledek 
podle počtu generovaných paprsků. 
 
Obrázek 6.7: Porovnání části obrázku s antialiasingem o různém počtu paprsků - (zleva) 1, 4, 9, 16 a 25. 
Pro urychlení použití antialiasingu byl zaveden také adaptivní přístup, který se v generovaných 
scénách bohatě využívá. Velkou část výsledných obrázků totiž tvoří pozadí reprezentované 
obrazovou texturou. Barva průsečíku paprsku s plochou textury se z obrázku získává interpolací čtyř 
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nejbližších pixelů, mezi kterými průsečík leží, a tak by bylo naprosto zbytečné vysílat podobným 
směrem další paprsky. Interpolace bodu z obrázku sama zajistí hladký obraz bez ostrých hran. 
 Generování stínových paprsků 6.3.4
Stínové paprsky nahrazené svazkem zajišťují měkkost stínů, která je pro věrohodnost vizualizace 
velmi důležitá a neprodlužuje tolik dobu vykreslování. Testovány byly opět 4 základní metody 
generování bodů, oproti antialiasingu však byly rozdíly metod mnohem markantnější. 
4 vzorky/paprsek 9 vzorků/paprsek 16 vzorků/paprsek 
   
   
   
   
Tabulka 6.1: Ukázky generování paprsků měkkých stínů. Ve sloupcích jsou různé počty vzorků na 
paprsek, v řádcích metody generování. Shora jde o rovnoměrnou mřížku, náhodně v rámci buněk 
mřížky, rovnoměrným rozdělením v rámci pixelu i a normálním rozdělením v rámci pixelu. 
Světlo pro měkké stíny je reprezentováno čtvercem o dané ploše, na které se generují body 
podle počtu vzorků. V tabulce 6.1 jsou uvedeny výsledné obrázky pro jednotlivé druhy generování 
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bodů. Metody se viditelně liší při malém počtu vzorků, při větším počtu už rozdíly nejsou takové. 
Dalo by se říct, že všechny výsledky jsou vizuálně uspokojivé a použitelné, avšak při bližším pohledu 
a zamyšlení nejsou některé stíny správné. 
Jelikož se vždy při raytracingu zaměřujeme hlavně na rychlost, porovnáme nyní výsledky při 
použití 4 vzorků. Generování bodů rovnoměrné mřížky způsobuje na okrajích stínu mírné pruhování, 
které by při větších stínech bylo ještě více znatelné. U rovnoměrného rozdělení v rámci mřížky nejsou 
pruhy tolik znát, při větším počtu vzorků vypadá stín velmi dobře. Rovnoměrně generované body po 
ploše pixelu způsobuje zbytečně velké rozdrobení stínových bodů, a tak není stín moc rozpoznatelný. 
Nakonec normální rozdělení generuje ostřejší stíny, avšak už při čtyřech vzorcích reálně vypadající. 
Ve výsledné aplikaci je nakonec použito řešení na druhém řádku, a sice rovnoměrně 
generované body v rámci mřížky. Hlavním důvodem bylo, že i při malém počtu paprsků vypadají 
stíny dobře a oproti normálnímu rozdělení není stín tolik ostrý. U větších polygonálních sklenic, které 
byly kvůli úspoře času nalezení průsečíku navrhnuty z menšího počtu trojúhelníků, totiž stíny 
odhalují hranatost, která je na povrchu skryta interpolací normál. Situaci znázorňují následující dva 
obrázky. 
 
Obrázek 6.8: Porovnání stínu při 4 vzorcích na stínový paprsek generovaných rovnoměrným rozdělením 
v rámci mřížky (vlevo) a normálním rozdělením po ploše pixelu (vpravo). 
Tak jako u antialiasingu, plný počet stínových paprsků není vždy třeba vysílat. Jelikož je světlo 
čtvercového tvaru, vyšleme nejdříve 4 paprsky směrem do rohů světla, a jestliže všechny přímo 
dorazí, můžeme stanovit, že je bod plně osvětlen a ušetříme tak několik paprsků. Jelikož je 
takovýchto bodů v obraze velké množství, při zvolení vysokých počtů stínových paprsků se doba 
výpočtu může výrazně zkrátit. 
 Generování paprsků hloubky ostrosti 6.3.5
Efektu hloubky ostrosti dosáhneme generováním náhodné pozice kamery v kruhu kolem zadaného 
bodu. Rovina, ve které kruh leží, je rovnoběžná s projekční plochou. Pozice se generuje 
s rovnoměrným rozdělením a směrový vektor ukazuje přes vyšetřovaný pixel na zaostřenou plochu. 
V aplikaci si uživatel může hloubku ostrosti přizpůsobit prostřednictvím dvou parametrů. Lze 
zadat vzdálenost, na kterou bude zaostřeno a poloměr čočky, který ovlivňuje úroveň rozostření před a 
42 
 
za zaostřenou plochou. Testování různého počtu distribuovaných paprsků na primární paprsek a 
různého poloměru čočky je zobrazeno v následující tabulce. 
4 vzorky/paprsek 16 vzorků/paprsek 32 vzorků/paprsek 
   
   
Tabulka 6.2: Testování nastavení hloubky ostrosti na různě vzdálených objektech. Zaostřeno je vždy na 
zelenou kouli. Ve sloupcích různý počet distribuovaných paprsků, v řádcích úroveň poloměr čočky 
(shora) 0,05 a 0,1. 
Podle obrázků v tabulce můžeme říct, že čím větší je poloměr čočky, tím více bude potřeba 
vzorků na paprsek, aby nebyl obraz příliš zašuměný. Algoritmus hloubky ostrosti se nedá žádným 
způsobem udělat adaptivní, proto ze všech použitých efektů distribuce paprsků je časově 
nejnáročnější. Při zadávání efektů je také dobré si uvědomit, že tento efekt není vhodné příliš 
kombinovat například s antialiasingem, který by se uplatnil pouze na objektech přímo v zaostřené 
rovině. 
 Generování paprsků pro matnou průhlednost 6.3.6
Distribuce sekundárních paprsků pro průhlednost v raytracingu nahrazuje hrbolatost povrchů. Na 
hrbolatých površích se paprsky odráží různými směry. Toto je simulováno generováním svazku 
paprsků v kruhu s normálním rozdělením pravděpodobnosti. Střední hodnota rozdělení je ve středu 
kruhu a rozptyl určuje rozostření procházejících paprsků, tedy míru hrbolatosti. Následující tabulka 
naznačuje, jak obraz ovlivní počet vzorků a různě zadaný rozptyl. 
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4 vzorky/paprsek 8 vzorků/paprsek 32 vzorků/paprsek 
   
   
   
Tabulka 6.3: Testování nastavení matné průhlednosti na různě vzdálených objektech. Ve sloupcích různý 
počet distribuovaných paprsků, v řádcích nastavení rozptylu (shora) 0,2; 0,4 a 0,6. 
Z obrázků v tabulce opět vyplývá, že čím více chceme obraz za průhledným objektem rozostřit, 
tím více bychom měli použít distribuovaných paprsků. Ukázalo se, že pro uspokojivý výsledek je 
třeba použít nejméně 16 paprsků. 
Distribuce lomených paprsků probíhá pouze při vstupu do skla, tedy je-li průsečík klasifikován 
jako ikInto (viz. kapitola 6.2.1). Kolem směru, kterým by se měl lomit, je vygenerován příslušný 
počet paprsků, které jsou dále sledovány. 
44 
 
6.4 Použité optimalizační techniky 
Hned po započetí vývoje raytraceru bylo zřejmé, že bez alespoň základních optimalizací by byl 
program zcela nepoužitelný. Hlavně po přidání polygonálních modelů do scény vzrostla doba 
vykreslování ze sekund do desítek minut. A nejen výsledný program, ale i samotný vývoj, ladění a 
testování by jistě přesáhlo časové rozmezí, které je student schopen si pro diplomovou práci vyhranit. 
Z možností optimalizovat výpočet se nabízelo několik metod. Prodloužení doby hledání 
průsečíku s polygonálním modelem značně urychlilo použití obalového tělesa, snížení počtu paprsků 
při využívání distribuce paprsků snížilo zavedení adaptivních generování paprsků a nakonec využití 
plného výkonu vícejádrových procesorů urychluje aplikaci při každém vykreslování. 
 Adaptivní algoritmy 6.4.1
Vzhledem k vlastnostem předpřipravené scény v aplikaci byly pro urychlení výpočtu navrhnuty 
metody, které snižují počet paprsků vyšetřovaných ve scéně. Vedl k tomu hlavně fakt, že distribucí 
paprsků jejich množství rapidně stoupá a ne všechny jsou v pro požadovaný výsledek nutné. 
První optimalizací bylo nepočítání antialiasingu na obrazových texturách. Při použití 
antialiasingu se nejprve zjistí, zda primární paprsek nenarazil na obrazovou texturu, až poté se 
generuje celý svazek. Barva pixelu se z textury interpoluje, což v podstatě už je metoda pro 
odstranění aliasu, je tak zbytečné vysílat další paprsky. 
Druhou podobnou optimalizací jsou stínové paprsky. Zde se ovšem vysílají 4 paprsky do 
každého rohu čtvercového světla. Není-li v jejich cestě ke světlu žádný objekt, je jasné, že bod je plně 
osvětlen a není tak důvod generovat celý svazek. 
Do této kapitoly ještě zařadíme adaptivní podvzorkování, jehož adaptivnost nespočívá 
v urychlení výpočtu, ale ke zkvalitnění obrázku. Adaptivní zde znamená to, že ne všechny bloky se 
interpolují z okolních pixelů, ale jen ty, které přísluší stejnému objektu a barvy okolních pixelů jsou si 
podobné. Testováním ve výsledné aplikaci bylo zjištěno, že podvzorkování hodně snižuje kvalitu 
hlavně na texturách, které vlastně tvoří velkou část výsledku. Proto byla jejich adaptivnost 
„zpřísněna“, čímž se metoda stává méně efektivní. Své opodstatnění však našla například pro rychlý 
náhled během vývoje. 
 
Obrázek 6.9: Příklad nevhodného použití adaptivního podvzorkování. Vlevo scéna s podvzorkováním o 
velikosti bloku 8x8, vpravo bez podvzorkování. 
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Na obrázku 6.9 je uveden příklad nevhodného použití podvzorkování. Zatímco interpolace 
některých bloků na skleničce a na obrázku baru není takřka znatelné, procedurální texturu dřeva 
interpolace doslova zničila. Při výpočtu se totiž často stalo, že krajní pixely byly všechny mimo 
tmavý pruh a obsah se interpoloval pouze ze světlé barvy. 
 Generování obalových těles 6.4.2
Jak bylo řečeno v kapitole 6.2.3, modely nápojů jsou reprezentovány buď pomocí konstruktivní 
geometrie, nebo trojúhelníkovou sítí. Nalezení průsečíku paprsku s CSG modelem vyžaduje hledání 
průniku například s několika koulemi, plochami nebo válcem. Tyto operace nejsou příliš časově 
náročné, proto by použití obalového tělesa příliš velké urychlení nepřineslo. 
Na druhou stranu polygonální modely, u kterých se musí hledat průsečík třeba s 1500 
trojúhelníky, si vytvoření obálky přímo vyžadují. Uvážíme-li například skleničku s nápojem 
vytvořenou z 1000 trojúhelníků a 800×600 primárních paprsků, v klasickém výpočtu by se řešilo 
800×600×1000 krát hledání průsečíku s paprsku s trojúhelníkem. Přitom v nastavené scéně zabírá 
sklenička většinou okolo 14% z celkového počtu pixelů v obraze. Je tedy mnohem výhodnější pro 
14% pixelů počítat průsečík s obálkou a s 1000 trojúhelníky a pro zbytek pixelů pouze průsečík 
s obálkou. 
Jelikož se modely načítají za běhu z OBJ souborů, aby bylo možná je uživatelsky přidávat, 
počítá se při tom i obalové těleso. Tímto tělesem byl zvolen kvádr, především proto, že skleničky jeho 
tvar relativně přesně obaluje a výpočet průsečíku s kvádrem zahrnuje vlastně pouze výpočet šesti 
průsečíků s jeho hraničními rovinami. Pozice a velikost obalového kvádru se počítá jednoduše. Každý 
načtený trojúhelník ze souboru se kontroluje na nejvyšší a nejnižší souřadnici v každé ose, čímž 
získáme dva body v prostoru, které určují rohové body osově zarovnaného kvádru. Následující 
obrázek zobrazuje obalové těleso na jednom z modelů. 
 
Obrázek 6.10: Obalové těleso na modelu sklenice vizualizované v Blenderu. Souřadnice žlutě 
vyznačených bodů se počítají při načítání modelu. 
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 Paralelizace pomocí OpenMP 6.4.3
Další zvolenou optimalizací bylo využití knihovny OpenMP, které je již ve Visual Studiu vestavěné, 
pouze stačí v nastavení zapnout jeho podporu a přilinkovat příslušnou knihovnu v kódu. Paralelizace 
byla využita na jednom místě a to hned u základního cyklu pro procházení jednotlivých pixelů plátna. 
Paralelizujeme tedy výpočet po řádcích, čili jednotlivá vlákna počítají každé svůj řádek. 
 
Algoritmus 6.2: Přidání základních direktiv OpenMP k cyklu výpočtu. 
Takto jednoduše, jako je uvedeno v předchozím pseudokódu, bychom ovšem nedosáhli 
optimálního využití výkonu procesoru. Uvedené nastavení paralelizace cyklu je výhodné pouze tehdy, 
je-li každá smyčka přibližně stejně časově náročná. Vybavíme-li si ovšem již několikrát ilustrovanou 
scénu, pixely, které nezasáhnou obalové těleso skleničky, budou vyšetřeny mnohem rychleji, než ty, 
co zasáhnou. 
Každý paralelní cyklus řídí plánovač, který jednotlivým vláknům přiděluje práci. Jak se 
ukázalo, na nastavení plánovače hodně záleží právě tehdy, když smyčky cyklu nejsou rovnoměrně 
časově náročné. Další vliv na rychlost výpočtu a efektivnost využití procesoru mělo nastavení počtu 
vláken, mezi které se práce rozdělovala. 
V OpenMP existují 3 možnosti plánování: 
1. Statické – každé vlákno dostane na začátku stejný počet iterací. Lze uvést také parametr, 
který určuje, po kolika iteracích se má práce rozdělovat. Není-li uveden, rozdělí se 
rovnoměrně všechny iterace. 
2. Dynamické – vláknům je přidělena další iterace až v okamžiku, kdy dokončí předchozí práci. 
Může se tak stát, že některá vlákna vykonají více iterací, než jiná. I zde lze uvést, po kolika 
iteracích se má vláknům přidělovat. 
3. Řízené – podobné jako dynamické, akorát přiřazuje iterace po čím dál menších počtech. 
Konkrétně počet přidělených iterací klesá exponenciálně. 
Při zadání paralelizace podle algoritmu 6.2 je výchozí nastavení statické plánování. To lze pro 
výpočet raytracingu využít jen v případě zadání vyššího počtu vláken nebo stanovení nízkého počtu 
přidělování iterací. Jinak se totiž stane, že například pro 4 vlákna dostane jedno vlákno horní čtvrtinu 
obrazu, kde je pouze textura, která je během chvilky spočítaná a po zbytek výpočtu je tak vlákno 
nevyužité. O něco výhodnější se ukázalo dynamické plánování, které bez dalšího nastavení dokáže 
využít plný výkon procesoru po celou dobu výpočtu. Do zapsané direktivy je tedy třeba doplnit, že 
požadujeme dynamické plánování s přidělováním iterací postupně po jednom řádku. 
 
Algoritmus 6.3: Nastavení dynamického plánování přidělování iterací. 
#pragma omp parallel for 
for (y := 0; y < vyskaObrazu; y += blockSize) do 
for (x := 0; x < sirkaObrazu; x += blockSize) do 
SpoctiBarvuPixelu(x, y)  
end for 
end for 
#pragma omp parallel for 
for (y := 0; y < vyskaObrazu; y += blockSize) do 
for (x := 0; x < sirkaObrazu; x += blockSize) do 








Dále byly při nastavení zohledněny využívané proměnné ve smyčce – sdílené a soukromé a také 
sekce, do kterých mohli přistupovat vlákna pouze po jednom – kritické sekce. Za kritickou sekci byl 
označen kód, kde se v každé iteraci inkrementuje počítadlo vyšetřených pixelů. Tato proměnná slouží 
primárně jako procentuální postup, podle kterého se nastavuje ukazatel průběhu v GUI. Jedinou 
soukromou proměnnou je index sloupce a sdílené proměnné jsou zmíněný počet, kamera, nastavení 
scény, světla a rozměry obrázku. Konečná podoba nastavení paralelního cyklu tedy vypadá 
následovně.  
 
Algoritmus 6.4: Výsledné nastavení paralelizace pomocí OpenMP. 
6.5 Popis hlavních tříd programu 
Program i knihovna byly navrhnuty co možná nejjednodušeji, ale zároveň efektivně podle zvyklostí 
objektového programování. Celkově je program vytvořen z 54 tříd a struktur, z nichž 49 patří do 
knihovny RayTracer a 5 tvoří GUI. Některé třídy byly implementovány podle popisu v dostupné 
literatuře, jiné byly vytvořeny nově tak, aby správně zapadly do kontextu kostry raytraceru. Některé 
významné třídy, od kterých se odvíjí hlavní běh programu, budou stručně popsány v následujících 
dvou kapitolách. 
 Knihovna RayTracer 6.5.1
Kompletní implementační dokumentace je přiložena na CD, proto zde budou popsány jen krátce 
některé důležité třídy. Přehled téměř všech tříd je zobrazen na diagramu tříd (Obrázek 6.11). 
RayTracer 
Stejnojmenná třída jako celá knihovna je základem řízení výpočtu. Pro využití knihovny v jiných 
aplikacích stačí přilinkovat právě tuto třídu. RayTracer si udržuje soukromé proměnné, které definují 
scénu a udržují nastavení renderování. Jsou to instance tříd Image – výsledný obrázek, Camera, 
ObjectGroup – scéna, LightSet, strukturu DistrParams, kde je uloženo nastavení distribuovaného 
raytracingu, blockSize – velikost bloku pro podvzorkování, countDone – počet vypočítaných pixelů 
(pro ukazatel průběhu) a booleovskou proměnnou canceled, která se nastavuje při zrušení při právě 
probíhajícím vykreslování. 
Instanci třídy vytvoříme pomocí konstruktoru, kde stačí zadat rozměry obrázku, velikost bloku 
a parametry distribuovaného raytracingu. Následně se očekává volání metody Render, kde je třeba 
zadat v parametrech objekty Camera, ObjectGroup a LightSet. Tato metoda vykoná výpočet podle 
prezentovaného algoritmu a výsledek uloží do objektu Image. Připravená metoda GetPixmap potom 
vrací pole unsigned char*, kde jsou přímo uloženy barvy pixelů. Ve třídě jsou také implementovány 
metody pro interpolaci boků při podvzorkování. 
Camera 
Reprezentuje kameru, z jejíž pozice se daným směrem do scény vysílají paprsky. Je definována pozicí 
a několika vektory, které jsou potřeba pro výpočet směru paprsků. Je to směr pohledu do scény, 
vektory udávající směr vpravo a nahoru. Dále je uložena také pozice cíle, kam směřuje pohled 
kamery a parametry pro hloubku ostrosti – poloměr čočky, vzdálenost zaostření a matice pro 
generování bodů v prostoru. 
#pragma omp parallel for shedule(dynamic)  




Kameru lze vytvořit pouze volitelným zadáním poloměru čočky a vzdálenosti zaostření, její 
pozice, bod pohledu a směrový vektor vzhůru jsou zadány až v metodě LookAt. Objekt kamery se 
využívá pro generování paprsků, k čemuž slouží dvě metody GetRay a GetRandomRay. První metoda 
podle zadaných souřadnic vrátí paprsek směřující z pozice k pixelu, druhá metoda se využívá při 
simulaci hloubky ostrosti, kde se pozice kamery generuje náhodně v kruhu kolem skutečné pozice. 
Paprsek je instance třídy Ray, která udržuje jeho výchozí bod a směr. Umožňuje také spočítat bod 
ležící na přímce paprsky v zadané vzdálenosti od jeho počátku. 
 
Obrázek 6.11: Diagram tříd knihovny RayTracer 
LightSet 
Jak samotný název napovídá, třída udržuje přidaná světla do scény. Je to vlastně jen seznam objektů 
Light*, do kterého je možné objekty přidávat a procházet ho. Třída Light reprezentuje jedno světlo 
dané jeho pozicí a barvou záření. 
Image 
Třída Image slouží pro uchování dat generovaného obrázku a zároveň se do ní načítají obrazové 
textury. Vytváří se s parametry šířka a výška obrazu v pixelech, podle kterých se vytvoří pole objektů 
Color, kde jsou uloženy jednotlivé barvy. Třída umožňuje přístup k datům pomocí dvou metod, které 
vrací pole unsigned char* buď ve formátu RGB nebo BGR. Barvy jsou v poli uloženy po 8 bitech, 
tedy v číselném rozsahu 0-255. Je také možné přímo uložit obrázek do souboru ve formátu BMP. 
Načtení obrázku pro použití obrazových textur probíhá ze stejného pole, dále je nutné ještě 
zadat parametr bpl (bytes per line), který udává počet barev v řádku. Podle dokumentace totiž třída 
QImage, kterou je obraz načítán, ukládá data po blocích 4 bytů. Stává se tedy, že je pro řádek 




Abstraktní třída, ze které dědí všechny objekty přidávané do scény. Má v sobě uložené dva materiály, 
jeden klasický a druhý, který se využívá jako materiál nápoje. Konstruktor s parametry materiálů je 
možné využít pouze u potomků, kde je dále nutné implementovat virtuální metodu Intersect a 
destruktor. Metoda Intersect vrací instanci třídy HitInfo, která obsahuje potřebné informace o 
průsečíku objektu s paprskem. 
Ze třídy Object dědí třída ObjectGroup, která představuje seznam objektů a využívá se pro 
reprezentaci scény a třída ShapeObject. Druhá zmiňovaná má uloženu instanci třídy Shape, což je 
útvar, který definuje povrch objektu. 
Shape 
Tato třída v programu představuje to, co je v práci nazýváno objekt, model nebo útvar. Je to třída, 
která definuje povrch objektů pomocí geometrických útvarů, CSG nebo trojúhelníkové sítě. Má dvě 
booleovské proměnné, které určují, zda reprezentuje nápoj, a zda má matnou průhlednost. 
Třída Shape je abstraktní, pouze tedy určuje šablonu, podle které se musí objekty vytvářet. 
Obsahuje několik virtuálních metod, z nichž je povinné implementovat akorát metodu Intersect, která 
vrací intervaly vzdáleností na paprsku, jež objekt protínají. Dále je důležitá metoda IntersectFirst, 
která vrací strukturu Intersection obsahující druh průsečíku, jeho vzdálenost a zasažený objekt. 
V knihovně je implementováno několik tříd, co dědí z třídy Shape a proto je možné je 
libovolně přidávat do scény. Jsou to: 
 Plane – definuje rovinu, 
 Rect – obdélník, 
 Triangle – trojúhelník, 
 Box – kvádr, 
 Sphere – koule, 
 Cylinder – válec o nekonečné výšce, 
 IntersectionShape – průnik objektů pro CSG, 
 Inverse – inverse objektu pro CSG, 
 Union – sjednocení objektů pro CSG, 
 Difference – rozdíl objektů pro CSG a 
 TriangleShape – polygonální model, tedy seznam trojúhelníků. 
Material 
Další abstraktní třída, která slouží pro definici materiálu objektů. Zděděné třídy musí povinně 
implementovat destruktor a metodu GetPhongInfo. PhongInfo je třída obsahující definici 
osvětlovacího modelu na objektu, podle které se počítá výsledná barva. Každý materiál tedy ze svých 
vlastností musí umět vypočítat barvy a koeficienty pro výpočet Phongova osvětlovacího modelu. 
Základem je nastavení ambientní, difúzní a lesklé barvy, míru odlesků, odrazivost a průhlednost. 
Materiálů je v knihovně dostupných několik. Je to klasický Phongův materiál definující 
jednobarevné objekty, dále různé procedurální textury jako dřevo, mraky, mramor nebo šachovnice, 
které se také dají vložit do šumové funkce, která způsobí nepravidelnosti v textuře. Poslední je 
materiál pro obrazové textury, které lze přiřadit pouze obdélníkům, a mají definovanou pouze difúzní 
složku. 
ObjectReader 
Statická třída ObjectReader pro načítání 3D objektů ze souborů OBJ. Má jednu veřejnou statickou 
metodu Read, které se mimo jiné zasílá cesta k OBJ souboru, pozice, kde bude objekt ve scéně 
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umístěn a parametry, zda bude požadována interpolace normál a matná průhlednost na skle. Formát 
OBJ je textový, načítá se po řádcích a postupně vytváří trojúhelníky, které se ukládají do objektu třídy 
TriangleShape. Za zmínku také stojí, že během načítání se hledají také souřadnice pro definici 
obalového tělesa. Struktura formátu OBJ je krátce popsána v uživatelské příručce. 
 Aplikace RTDrink 6.5.2
Aplikaci tvoří převážně kód pro vytvoření a ovládání uživatelského rozhraní, které je propojeno 
s instancemi tříd z knihovny RayTracer. Třídy pro GUI jsou zděděné třídy z Qt knihovny doplněné o 
potřebnou funkčnost. Dále jsou přidány dvě statické třídy, které obsahují definice použitých materiálů 
a vytvořené CSG modely. 
RTDrink 
Třída implementující hlavní okno programu, která rozšiřuje třídu QMainWindow. Pro vytvoření 
vzhledu rozhraní byl použit nástroj Qt Designer, který podle designu generuje samotný C++ kód. 
Události, jež v rámci GUI probíhají, jsou napojeny na odpovídající metody (sloty) pomocí signálů. 
Navíc je zde několik metod pro inicializaci rozhraní, vytvoření scény a práci s obrázkem. 
Pro udržení kontextu nastavení je ve třídě dostupných několik proměnných, ke kterým je 
potřeba přistupovat z více míst. Jedná se o objekty pro měření času renderování, položky do seznamu 
tvarů sklenic, obrázek výsledku a pozadí a instanci třídy QFutureWatcher, která umožňuje průběh 
výpočtu v jiném vlákně. Vytvořeny jsou také objekty ImageScrollArea pro zobrazení obrázku a 
DSettingsDialog pro zobrazení dialogu s nastavením distribuovaného raytracingu. Dále jsou ve třídě 
globálně dostupné objekty z knihovny – základní RayTracer, potom nastavení světel, kamery, scény, 
textura pozadí a parametry distribuce paprsků. 
Po stisku tlačítka Render se spustí stejnojmenná metoda, ve které se buď ukončí běžící proces 
vykreslování, nebo započne nový. Při novém výpočtu se nejprve načtou rozměry obrazu, velikost 
bloků a další nastavení, vytvoří se scéna a spustí se výpočet. Po dokončení nebo i při stornování dojde 
k zobrazení času, po který výpočet trval, uloží se vygenerovaný obrázek a smažou se některé objekty, 
které se vytváří znovu při dalším renderování. 
DSettingsDialog 
Tato třída dědí ze třídy QDialog a má jedinou funkčnost – udržovat data pro distribuovaný raytracing. 
Okno se zobrazuje po kliknutí na tlačítko Set a změny mohou být buď potvrzeny, nebo stornovány. 
Podle toho se pak nastavuje striktura DistrParams, která je veřejná a obsahuje zmíněné informace. 
ImageScrollArea 
Pro možnost přibližování nebo oddalování obrázku byla zděděna třída QScrollArea, které byla 
přepsána metoda wheelEvent pro doplnění zmíněné funkčnosti. Ze třídy je poté vyslán příslušný 
signál, ten zachytí hlavní okno a provede odpovídající činnost. 
GlassLibrary 
Třída GlassLibrary poskytuje veřejné metody, které vrací předdefinované CSG modely sklenic 
s nápoji. 
MaterialsLibrary 
Poskytuje předpřipravené materiály pro všechny objekty kromě pozadí s obrazovou texturou. Jsou to 




7 Testování a výsledky 
Prostřednictvím vytvořené aplikace RTDrink byla otestována především rychlost vykreslování 
raytraceru. V porovnání s volně dostupnými nástroji pro vykreslování pomocí raytracingu na 
internetu je jistě pomalejší, pro daný účel je však jeho rychlost dostačující. 
Program byl vyvíjen i otestován na notebooku od firmy MSI, model CX70. V notebooku je 
následující hardwarové vybavení (uvedeno jen podstatné pro výpočet): 
 CPU: Intel Core i5-3230M, 2.6 - 3.2GHz (2 jádra, 4 thready) 
 RAM: 8GB, DDR3, 1600MHz 
 HDD: 750GB, 5400 RPM 
7.1 Rychlost výpočtu podle nastavení paralelizace 
Testování rychlosti podle nastavení OpenMP proběhlo na scéně zobrazené na obrázku 7.1. Ve scéně 
jsou umístěny polygonální modely: sklenička s nápojem (204 trojúhelníků), lžička (464) a kostka ledu 
(96). Podstavec je obdélník s procedurální texturou a pozadí obdélník s rastrovou texturou. Scéna je 
osvětlena dvěma světly. Obrázek se generoval pro rozlišení 500×500, na skleničce se neinterpolují 
normály, hranatý tvar je požadovaný. 
  
Obrázek 7.1: Scéna pro testování nastavení paralelizace. Primitiva ve scéně: 764 trojúhelníků a 2 
obdélníky. Rozlišení 500×500. 
Testovalo se hlavně nastavení plánovače s různým počtem přidělování počtu iterací a také 
nastavení počtu použitých vláken. Výsledky měření jsou shrnuty v tabulce 7.1. Z nich celkem jasně 
vyplývá, že pro algoritmus raytracingu je nejvhodnější plánování dynamické s přidělováním po jedné 
iteraci a s využitím pouze počtu vláken procesoru. Využít by se dalo i statické plánování, bylo by 
ovšem potřeba dělit práci po více iteracích nebo povolit více vláken, aby došlo k jejich 
rovnoměrnějšímu využití. Řízené plánování se ukázalo jako nejméně efektivní, pouze s více vlákny 




Tabulka 7.1: Naměřené časy při různém nastavení paralelizace. 
7.2 Rychlost výpočtu s polygonálním modelem 
oproti CSG modelu 
Zajímavé srovnání časové náročnosti nabízí také volba druhu modelu skleničky. Zatímco CSG 
modely jsou tvořené kombinací několika 3D objektů, polygonální jsou obvykle z několika set 
trojúhelníků. Tento velký nepoměr částečně redukuje použití obalového tělesa na polygonálních 
modelech, prakticky však není možné, časově modely vyrovnat. 
Na druhou stranu lze z trojúhelníkové sítě vytvářet složitější a ne tak pravidelné modely. Další 
výhodou je to, že si uživatelé sami mohou ve svém oblíbeném programu model vytvořit, uložit jako 
OBJ a aplikace jej sama nabídne ve svém seznamu sklenic. Možné řešení by bylo například 
kombinovat oba přístupy nebo návrh sklenic pomocí křivek. 
Pro testování byla vybrána jednoduchá sklenička, která byla shodně navrhnuta pomocí 
konstruktivní geometrie i jako trojúhelníková síť. V CSG je tvořena rozdílem dvou válců, které jsou 
ořezány dvěma rovinami shora a zdola. Polygonální model ohraničuje 642 trojúhelníků. Ve scéně je 
tedy sklenička s nápojem, obrázek na pozadí, podložka s procedurální texturou a vše je osvětleno 
dvěma bodovými světly. 
 
Obrázek 7.2: Ukázka scény pro testování rychlosti vykreslování CSG modelu oproti polygonálnímu. Ve 
scéně je zapnut antialiasing (4 vzorky) a matná průhlednost (16). 







Po 1 iteraci 1:25:975 0:51:583 1:31:064 
Po 10 iteracích 0:51:498 0:53:257 1:16:979 
Po 20 iteracích 0:56:364 0:55:488 1:18:692 




Scéna byla otestována i pro různá nastavení. Rozlišení obrázku bylo vždy nastaveno na 
800×600 a pro úsporu času byly vypnuty odrazy. Z výsledků jasně vyplývá, že polygonální modely 
časově zaostávají, přičemž výsledný obrázek byl vždy prakticky totožný. Vykreslování vždy trvalo 
okolo 7,8 – 8,6 krát déle než u CSG modelu. 
 
Tabulka 7.2: Naměřené časy vykreslování scény pro testování druhů modelů. 
7.3 Časová náročnost vybraných scén 
V této kapitole budou podány informace o několika vytvořených scénách, které jsou dostupné 
v přílohách. Tyto scény byly vytvořeny v aplikaci RTDrink, přídavné objekty byly ovšem přidány 
ručně v kódu. Obrázky by měli reprezentovat nejzdařilejší výstupy této práce a zároveň ukázat, jak by 
mohly obrázky reálně vypadat, v případě dalšího vývoje především uživatelského rozhraní. 
V první scéně je postaven nápoj Martini Bianco s olivou na párátku (viz. příloha B1). Obrázek 
se generoval na rozlišení 800×600, byly zapnuté interpolace normál, odrazy, antialiasing a měkké 
stíny po 4 vzorcích. Ve scéně je sklenička (752 trojúhelníků), párátko (32), oliva (352) a podložka s 
pozadím. Scéna se generovala 17 minut a 56 sekund. 
Druhá scéna zobrazuje míchaný nápoj Pina Colada (viz. příloha B2), kde je navíc brčko, 
ananas a paraplíčko. Přidané objekty mají vytvořené jednoduché materiály, proto jejich vzhled není 
úplně dokonalý, obrázek je spíše pro ukázku toho jakým směrem by se program mohl vyvíjet. 
Obrázek má rozlišení 640×480, samozřejmě jsou zapnuté interpolace normál i odrazy. Navíc je dodán 
efekt hloubky ostrosti s 8 vzorky na paprsek. Ve scéně je tedy sklenička (1712 trojúhelníků), brčko 
(400), paraplíčko (168), kousek ananasu (198) a klasicky dva obdélníky. Výpočet obrázku trval 52 
minut a 19 sekund. 
Dále byla ještě vygenerována scéna s hranatou skleničkou s nápojem Cuba Libre (viz. příloha 
B3). Obrázek byl generován v rozlišení 800×600, byly vypnuté interpolace normál, zapnuté odrazy a 
antialiasing (4 vzorky). Sklenička ve scéně je složena z 204 trojúhelníků, v ní se nachází lžička (464), 
12 kostek ledu (každá 96 trojúhelníků) a brčko (400). Scéna se renderovala 28 minut a 14 sekund. 
7.4 Analýza kódu vhodného pro HW akceleraci 
Program byl v konečné fázi testován na rychlost výpočtu v jednotlivých funkcích, aby se mohla 
detekovat ta část kódu, která by byla vhodná pro hardwarovou akceleraci. Pro jednodušší měření 
časové náročnosti byla použita metoda profilování, konkrétně vestavěný nástroj Visual Studia 
nazývaný Performance Analysis. Tento nástroj nabízí hned několik druhů profilování, například 
mapování využití CPU, paměti nebo paralelního zpracování. 
Zde byla zvolena metoda Instrumentation, která detailně zpracovává a monitoruje čas 
procesoru strávený ve funkcích nebo i na jednotlivých řádcích. Analýzu je možné spustit přímo 
v prostředí Visual Studia, kde se poté zobrazí výsledné statistiky. Analyzátoru lze nastavit, kdy se má 
spustit, a kdy vypnout, aby neprobíhala analýza aplikace v nečinném stavu. Byly provedeny dvě 
Scéna / model CSG Polygonální 
Měkké stíny (9) 0:11:911 1:41:010 
Zapnuté odrazy 0:15:090 2:09:214 
Hloubka ostrosti (24) 0:39:418 5:20:775 
Antialiasing (4)* + Matná průhlednost (16) 3:07:942 24:35:495 




měření, kde první bylo pro scénu s polygonálním modelem skleničky a druhé s CSG modelem. Obě 
měření byly pro obrázek v rozlišení 1024×768. 
První měření zatížení procesoru bylo pro jednoduchou skleničku vytvořenou z 642 trojúhelníků 
bez nastavení distribuce paprsků. Výpočet trval necelých 9 sekund, přičemž bylo zjištěno, že nejvíce 
času tráví procesor v metodě, jež počítá průsečík s trojúhelníkem. Tento výsledek byl očekávaný, 
jelikož byla pro výpočet zvolena běžná metoda bez optimalizací. Zároveň má vysoké vytížení 
výpočet interpolované normály, kde se užívá podobné metody. Výsledek profilování scény je 
znázorněn v grafu 7.1. 
 
Graf 7.1: Procentuální zastoupení úkonů vykonávaných procesorem během výpočtu obrázku s 
polygonálním modelem. 
Druhé měření bylo využito pro průzkum zbytku kódu, když se neprovádí složité výpočty 
s trojúhelníky. Byla testována scéna se dvěma plochami a CSG skleničkou poskládanou stejně jako na 
obrázku 2.3. Výpočet trval okolo 2 sekund. Z geometrických objektů se nejdéle počítal průsečík 
paprsku s koulí, projevila se také doba zpracování průsečíků v metodách pro booleovské operace 
mezi objekty. Je ale na první pohled znát, že využití procesoru je rozloženo více rovnoměrně, než 
v předchozím testu. 
Je nutné připomenout, že jednotlivé úkony zobrazené v grafech se do sebe zanořují. To 
znamená, že jedna funkčnost se volá z druhé. Procentuální časové vytížení je ale uvedeno pouze pro 
vykonání kódu v těle funkce, volání jiné monitorované funkce se do součtu nezahrnuje. Je-li tedy 
například volána metoda pro nalezení průsečíku s rozdílem dvou koulí, v těle se volají metody pro 
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Graf 7.2: Procentuální zastoupení úkonů vykonávaných procesorem během výpočtu obrázku s CSG 
modelem. 
Na závěr je tedy potřeba dodat, že optimalizovat nebo urychlovat v hardware by se měli hlavně 
operace hledání průsečíku, zvláště pak s trojúhelníkem. Podobná akcelerace by se potom využila i při 
výpočtu interpolovaného normálového vektoru. Časová náročnost těchto operací je způsobena 
složitým výpočtem, ale hlavně také velmi častým voláním těchto funkcí. Například v testované scéně 
s polygonálním modelem se při daném rozlišení volala metoda pro nalezení průsečíku se skleničkou 
186146 krát. Nebýt obalového tělesa, řešil by se průsečík paprsku s trojúhelníkem 186146×642 krát, 
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sjednocením v CSG (2,55%)




V této práci byly shrnuty poznatky o algoritmech spojené s metodou sledování paprsku, které byly 
využity při implementaci realistické vizualizace alkoholických nápojů. Jedná se o samotný algoritmus 
sledování paprsku (kapitola 2), jeho rozšířenou verzi o distribuované paprsky (kapitola 3) a 
optimalizační techniky (kapitola 4). Dále byla podle prezentovaných algoritmů navržena (kapitola 5) 
a implementována (kapitola 6) knihovna, která by obecně mohla sloužit pro generování obrázků 
pomocí raytracingu. Demonstrace použití této knihovny je předvedena na aplikaci pro generování 
alkoholických nápojů, kde lze si nejen zvolit skleničku s nápojem, ale i ovlivnit nastavení raytraceru 
podle vlastních požadavků. Na závěr byla aplikace testována z několika pohledů, které se týkali 
časové náročnosti (kapitola 7). 
Navržená aplikace RTDrink by ve výsledku mohla být i reálně použitelná. Kdybychom ovšem 
uvažovali o skutečném nasazení na trh, byl by asi problém v tom, že by podniky využívající aplikaci 
měly stejné nebo dost podobné obrázky nápojů. Částečně je toto řešeno zavedením určité 
„customizace“ ze strany zákazníka, který může obrázek ovlivnit přidáním například fotografie svého 
baru na pozadí scény nebo vytvořit vlastní typ sklenice. Dalším řešením by bylo vytvoření rozsáhlé 
knihovny s různými modely skleniček a dalšími objekty, které by se dali přidat do scény jako 
doplňky. Několik takových objektů bylo vytvořeno a použito ve scénách, které jsou pro ukázku 
zobrazeny v přílohách. 
Dosažené výsledky odpovídají zadání a jejich kvalita přibližně rozsahu této práce. 
Implementovaný raytracer pracuje správně podle fyzikálních i matematických zákonů, většina technik 
byla použita tak, jak uvádí literatura, některé byly vymyšleny na základě konzultací nebo během 
experimentování při vývoji. Co se týče grafického rozhraní programu, bylo navrženo co možná 
nejjednodušeji a nejpřehledněji. Téměř veškerá činnost se odehrává v hlavním okně, kde je vše 
potřebné nastavení i výsledek. 
V případě dalšího vývoje programu by se dala více propracovat demonstrační aplikace, našla 
by se však i možná vylepšení raytraceru. V aplikaci by bylo vhodné přidat navíc vlastní vytváření 
materiálů pro nápoje i pro podložky. Do scény by mohlo být možné přidat i další objekty, především 
pro tvorbu míchaných nápojů a koktailů, jako jsou paraplíčka, led, brčko, lžička, atd. Možná by 
některý uživatel využil i možné nastavení pozice a směru pohledu kamery nebo třeba vlastní 
nastavení pozic a barev světel. Implementovaný raytracer je připravený pro vykreslování prakticky 
jakýchkoliv scén, pracovat by se dalo hlavně na jeho urychlení nebo přidání dalších technik pro 
zvýšení kvality. Vzhledem k analýze nejpomalejších částí kódu by mohl být zvolen rychlejší 
algoritmus pro hledání průsečíku s trojúhelníkem nebo zvolit právě HW akceleraci. Pro zvýšení 
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Příloha A. Obsah přiloženého CD 





Příloha A. Obsah přiloženého CD 
 bin – Adresář se spustitelnou aplikací RTDrink pro platformy Windows. 
 doc – Adresář s dokumentací knihovny RayTracer. 
 examples – Adresář s ukázkami vygenerovaných obrázků. 
 lib – Adresář s knihovnou RayTracer. 
 src – Adresář se zdrojovými texty programu. 
 text – Adresář se zdrojovým tvarem textu diplomové práce. 
 technicka zprava.pdf  - Text diplomové práce. 




Příloha B. Ukázkové obrázky. 
B1. Martini Bianco s olivou na párátku. 
 




B3. Cuba Libre se lžičkou, brčkem a ledem. 
 
