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1. PRESENTACIÓN DEL PROYECTO 
 
1.1 INTRODUCCIÓN 
 
En el presente documento se observa el proceso que llevó a la definición de una 
arquitectura Restful orientada al recurso en la construcción de un Web service que 
aloja algoritmos solucionadores (solvers) orientados a problemas de programación 
lineal, los cuales pueden ser consumidos como servicios Web; además en el desarrollo 
de este proyecto, se podrá analizar fases llevadas a cabo, presentando el diseño un 
servicio Web siguiendo la arquitectura Restful orientada al recurso, y la demostración 
del funcionamiento de la arquitectura implementada en el servicio Web mediante un 
caso práctico. 
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1.2 PLANTEAMIENTO DEL PROBLEMA 
 
En el marco de la investigación que hace referencia a este proyecto, uno de los 
componentes vitales es la búsqueda de herramientas (llamase aplicación software) ya 
sea en ambiente de escritorio o web que permita brindar un marco de referencia y 
contextualización a la misma. De este modo, dicha búsqueda se enfoca en encontrar 
software que permita resolver problemas de Optimización de Funciones de 
Programación Lineal y analizar sus atributos.  
 
AMPL 
 
Es un lenguaje de modelado algebraico para problemas de programación lineal, no 
lineal y entera (integer programming) (AMPL, 2010).  
 
Como dato puntual, AMPL no incorpora los solvers necesarios para resolver problemas 
de optimización. Sin embargo, sí provee la interfaz necesaria para hacer uso de estos 
servicios, para ello ofrece tres categorías: Comprar los solvers directamente de AMPL 
(Buy solvers directly from us), descargar los solvers con licencia open-source 
(Download open-source solvers) y adquirir los solvers directamente de los 
desarolladores (Acquire solvers directly from developers). Donde, para efectos de este 
proyecto se analizó la segunda opción. 
 
Descargar los Solvers con Licencia Open-Source (Download open-source solvers) 
 
Una aclaración importante que se hace al ingresar a esta opción radica en que los 
algoritmos que allí se ofrecen no son recomendables para proyectos que se requiera 
un rendimiento intensivo o de gran escala (AMPL OPEN SOURCE SOLVERS, 2013). 
Esta sección se divide en algoritmos solvers lineales, solvers no lineales y solvers de 
programación con restricciones. 
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Solvers lineales 
• CBC1  
• GLPK (GNU Linear Programming Kit)2 
• lpsolve Mixed Integer Linear Programming (MILP) solver3 
• Ipopt (Interior Point OPTimizer)4 
• Bonmin (Basic Open-source Nonlinear Mixed INteger programming)5 
• Couenne (Convex Over and Under ENvelopes for Nonlinear Estimation)6 
 
Solvers de programación con restricciones 
• GECODE (Generic Constraint Development Environment)7 
• JaCoP (Java Constraint Programming)8 
 
 
OPL (Optimization Programming Language) 
 
OPL es un lenguaje de modelado para la optimización combinatoria9 cuyo objetivo es 
simplificar la resolución de problemas de optimización (IBM, 2015). A diferencia de 
AMPL, este cuenta con un componente denominado Motor de Soluciones (solving 
engine) el cual utiliza un resolutor denominado CPLEX (para programación matemática 
continua y entera) que integra un conjunto de algoritmos de optimización matemática 
(simplex, punto interior, red, B&B, etc.) Del mismo modo, también cuenta con un 
módulo destinado a la programación con restricciones (CP – Constraint Programming) 
(Master Universitario en Ingeniería de Sistema y de Control, 2015). 
 
En la siguiente figura se puede observar la arquitectura que posee OPL por medio de 
un diagrama de bloques. 
 
 
  
                                            
1 https://projects.coin-or.org/Cbc 
2 http://www.gnu.org/software/glpk/ 
3 https://sourceforge.net/projects/lpsolve/ 
4 https://projects.coin-or.org/Ipopt 
5 https://projects.coin-or.org/Bonmin 
6 https://projects.coin-or.org/Couenne 
7 http://www.gecode.org/ 
8 https://osolpro.atlassian.net/wiki/display/JACOP/JaCoP+-+Java+Constraint+Programming+Solver 
9 Es una rama de la Optimización de las matemáticas aplicadas en el cual el espacio de soluciones 
posibles es discreto (Modelado Mediante Optimización Combinatoria, 2016). 
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Figura 1. Arquitectura por bloques del lenguaje de modelado OPL 
 
Fuente: (Master Universitario en Ingeniería de Sistema y de Control, 2015) 
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AIMMS 
 
Es un lenguaje de modelado matemático que incluye algoritmos resolutores (solvers) 
para problemas lineales, no lineales y enteros mixtos. Algunos de estos algoritmos 
son: BARON (Branch-And-Reduce Optimization Navigator), CONOPT, Gurobi, 
CPLEX, KNITRO, SNOPT y XA. (AIMMS The User's Guide, 2017) 
 
LINGO 
 
LINGO es una herramienta construida para resolver modelos matemáticos de 
optimización de manera fácil y eficiente. (LINGO The Modeling Language and 
Optimizer, 2016). Así mismo, al ser instalado puede ser invocado desde cualquier 
aplicación que se haya creado; tal es el caso de un macro en Excel o una base de 
datos. 
 
Del mismo modo, LINGO incorpora paquetes de algoritmos resolutores (solvers) que 
permiten resolver problemas de optimización lineal, no lineal (convexo y no convexo), 
cuadráticos y enteros. A continuación, se enumeran dichos paquetes: 
 
• Solucionador General No-lineal (General Nonlinear Solver) 
• Solucionador Globar (Global Solver) 
• Solucionador multistart (Multistart Solver) 
• Solucionador de barreras (Barrier Solver) 
• Simplex Solvers 
• Solucionador de Enteros Mixtos (Mixed Integer Solver) 
• Solucionador Estocástico (Stochastic Solver) 
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Ahora, como factor común que presentaron las herramientas software ya 
mencionadas, se puede notar que todas ellas han sido desarrolladas como soluciones 
orientadas a escritorio y presentan como característica que son de licenciamiento 
propietario. Por tal motivo, con el fin de proporcionar un enfoque distinto se encontró 
necesario efectuar una nueva revisión buscando alternativas en este caso para un 
ambiente web. 
 
PHPSimplex 
 
Es una herramienta online para resolver problemas de programación lineal. Su uso es 
libre y gratuito. PHPSimplex es capaz de resolver problemas mediante el método 
Simplex, el método de las Dos Fases, y el método Gráfico, y no cuenta con limitaciones 
en el número de variables de decisión ni en las restricciones de los problemas (Granja 
& Ruiz, 2017). A continuación, se presentan cada una de las pantallas de la aplicación.  
 
Figura 2. Elección método gráfico 
 
Fuente: (Granja & Ruiz, 2017) 
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Figura 3. Definición de la función a optimizar y sus restricciones 
 
Fuente: (Granja & Ruiz, 2017) 
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Figura 4. Solución gráfica por método simplex 
 
Fuente: (Granja & Ruiz, 2017) 
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Finite Mathematics & Applied Calculus Resource For Students 
 
En este sitio se puede encontrar la sección Finite mathematics utility: simple method 
tool. El cual presenta una aplicación en línea para resolver problemas de programación 
lineal. Como se puede observar en la figura 5, en la sección superior se ingresa la 
función a optimizar y sus restricciones. Así también, en la sección denominada Solution 
se puede encontrar el valor de cada una de las variables. 
 
Figura 5. Definición de la función a optimizar y sus restricciones 
 
Fuente: ( Finite mathematics & Applied calculus Resources for students, 2016) 
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Online Numerical Calculators COMNUAN.COM 
 
Este es un sitio web que ofrece aplicaciones que permiten realizar cálculos 
numéricos en línea (on-line).  Allí se pueden encontrar:  
 
• Solucionador de ecuaciones no lineales (Nonlinear Equation Solver) 
• Solucionador para optimización sin restricciones (Unconstrained 
Optimization Solver) 
• Calculadora de gradientes (Gradient Calculator) 
• Calculadora de Jacobiano (Jacobian Calculator) 
 
No obstante, para el caso que compete este proyecto se selecciona para el análisis la 
Calculadora destinada para problemas de programación lineal.  Como se observa en 
la figura 6, en las dos primeras áreas de texto solamente se ingresan los valores de 
las constantes de la función a optimizar (primer recuadro) y los valores de las 
constantes de las restricciones. 
 
A continuación, se muestra el planteamiento de la función modelada. 
 
 
Ecuación 1. 
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Figura 6. Definición de la función a optimizar y sus restricciones 
 
Fuente: (Comnuan, 2016) 
 
Como se puede observar en las soluciones web ya expuestas, se puede notar que 
ellas poseen una funcionalidad básica, es decir, la construcción de las mismas está 
orientada netamente a ofrecer un servicio de resolución de las ecuaciones sin ofrecer 
mayores prestaciones. 
 
NEOS Server  
 
El Instituto de Wisconsin ofrece el Servicio Web denominado NEOS Server, el cual es 
un “servicio gratuito de Internet para resolver problemas de optimización numérica” 
(NEOS Server: State-of-the-Art Solvers for Numerical Optimization, 2017) 
 
Este Servicio Web ofrece una serie de interfaces que permiten acceder a diferentes 
algoritmos (solvers), y tareas que se ejecutan en  máquinas distribuidas de alto 
rendimiento (distributed high-performance) que cuentan el software llamado 
HTCondor10. 
 
                                            
10 HTCondor (high-throughput computing): https://research.cs.wisc.edu/htcondor/description.html 
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1.3 JUSTIFICACIÓN 
 
Como se ha observado en la revisión efectuada, tanto las aplicaciones de escritorio 
como las desarrolladas para ambiente web tienen sus ventajas y desventajas. Sin 
embargo, es importante señalar que el recurso principal que ellas utilizan son los 
algoritmos solucionadores (solvers).   
 
Por otro lado, las características que presentan cada uno de los enfoques de desarrollo 
hacen que dichos algoritmos estén embebidos en las propias aplicaciones sin 
proporcionar un medio o interfaz por la cual la aplicación o los algoritmos que ella utiliza 
puedan integrarse con un software externo. 
 
De esta manera, cada vez que se requiera construir una aplicación software que haga 
uso de dichos algoritmos, estos deberán ser desarrollados e integrados las veces que 
sean necesarios realizando así un trabajo repetitivo. Sumando a esto, servicios como 
NEOS Server, requieren que para su utilización se necesite cierto grado de experticia 
en el ámbito de lenguajes de programación, siendo así una barrera para aquellos 
profesionales pertenecientes a las ramas de la Ingeniería Industrial, Ingeniería  
Química, Administración Financiera y Negocios Internacionales, los cuales dentro de 
su que hacer necesitan plantear modelos para problemas de optimización pero 
carecen de la formación en el ámbito de ciencias de la computación para consumir 
este tipo de tecnologías. 
 
Por tal motivo, en el presente proyecto de investigación se plantea definir una 
arquitectura que permita acceder a un Servicio Web (Web Service) donde se 
encuentren alojados los algoritmos de resolución empleados para resolver problemas 
de optimización de funciones, y estos sean consumidos través de una interfaz sencilla 
que permita plasmar un modelo de optimización. 
 
 
1.4 OBJETIVO GENERAL Y ESPECÍFICO 
 
Objetivo general: Definir una arquitectura Restful orientada al recurso (Resource-
Oriented Architecture - ROA) en la construcción de un Servicio Web que aloja 
algoritmos solucionadores (solvers) orientados a problemas de programación lineal 
como servicios 
 
Objetivos específicos: 
1. Identificar el o los recursos que estarán disponibles en el Servicio Web 
aplicando las directrices de un Arquitectura Orientada al Recurso (ROA). 
2. Seleccionar el framework web que permita la construcción y parametrización de 
un Servicio Web  
3. Diseñar las rutas URI que permitirán acceder al recurso. 
4. Diseñar la arquitectura que permita relacionar tanto el Servicio Web como los 
módulos que alojarán los algoritmos solucionadores de problemas de 
programación lineal (Simplex). 
5. Integración de los módulos de la arquitectura. 
6. Realizar pruebas que permitan corroborar que el recurso alojado en el Servicio Web 
pueda ser consumido a través de la URI diseñada 
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2. MARCO REFERENCIAL 
 
Tomando como referencia el Servicio Web NEOS Server, es importante describir la 
dinámica de su funcionamiento para encontrar de esta manera un factor diferenciador 
con el presente proyecto de investigación. 
 
Como se mencionó previamente, NEOS Server hace uso de una infraestructura 
distribuida orientada al alto desempeño (high-performance) la cual esta soportada por 
el software HTCondor. Por lo tanto, para lograr acceder a dichos recursos se debe 
seguir los siguientes pasos (NEOS Server: State-of-the-Art Solvers for Numerical 
Optimization, 2017): 
 
1. Seleccionar un algoritmo solucionador adecuado para el problema de 
optimización. 
2. Seleccione un formato de respuesta apropiado. 
3. Seleccione un método de envío para su trabajo. 
4. Envíe su trabajo a NEOS Server 
5. Y por último, se obtienen los resultados 
  
 
Al analizar el primer punto, se puede notar que el usuario del servicio debe conocer 
cual es el algoritmo requerido, esto significa que él debe contar con algún tipo de 
formación en ciencias de la computación y sus afines. Aunque dentro del sitio web de 
NEOS Server se encuentra una ayuda para identificar estos algoritmos, no deja de ser 
una barrera para otro tipo de usuario (como se mencionó en el apartado de 
Justificación)  
 
Así mismo, en el tercer punto el usuario debe seleccionar el método de envío del 
modelo de su problema de optimización, dentro de las cuales se tiene por medio de 
una Interfaz Web, Interfaz por Email o Interfaz XML-RPC. 
 
Si el usuario decide emplear la Interfaz por Email, este debe enviar un correo 
electrónico a la dirección neos@neos-server.org, de esta forma NEOS Server acepta 
el trabajo enviado. No obstante, es necesario emplear el formato XML (figura 7) para 
describir el modelo a procesar. Este mismo formato es requerido si se decide utilizar 
la Interfaz XML-RPC. 
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Figura 7. Formato XML empleados por NEOS Server 
 
Fuente: (NEOS Server: State-of-the-Art Solvers for Numerical Optimization, 
2017) 
 
Como se puede ver, aunque este Servicio Web cuenta con funcionalidades 
importantes, es difícil de manipular para un usuario que no posea bases en la 
tecnologías ya mencionadas. 
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3. MARCO TEÓRICO 
 
3.1. REST Y SUS COMPONENTES PRINCIPALES 
 
Este apartado pretende dar a conocer los conceptos más relevantes de la arquitectura 
REST y que se consideran vitales para la realización del proyecto de investigación. 
 
El término REST (Representational State Transfer) fue propuesto por Roy Fielding en 
su tesis doctoral llamada “Architectural Styles and the Design of Network- based 
Software Architectures”11  
 
En ella se propone a REST como un estilo arquitectónico para sistemas distribuidos 
hipermedia (Fielding, 2000), tal como lo es la World Wide Web. No obstante, es 
importante definir qué es un estilo arquitectónico en software. Según (Garlan & Shaw, 
1994), “un estilo arquitectónico determina el vocabulario de los componentes y 
conectores que se pueden utilizar en instancias de dicho estilo, junto con una serie de 
restricciones sobre cómo se pueden combinar”. 
 
Es decir, (Leonar & Sam, 2007) “REST no es una arquitectura: es un conjunto de 
criterios de diseño” que describen la organización de los elementos que hacen parte 
de un sistema desde el punto de vista arquitectónico, donde dichos elementos se 
definen como: componentes, conectores, configuraciones y restricciones (los cuales 
se abordaran en las siguientes secciones).  
 
Por tanto, a lo largo del documento se hará referencia al estilo REST como 
simplemente REST. 
 
Ahora, como ya se mencionó REST es un estilo arquitectónico aplicado a sistema 
distribuido hipermedia, donde este está conformado por componentes que se 
comunican a través de protocolos que permiten ofrecer y consumir recursos entre 
ellos. Un ejemplo de ello se puede observar cuando se solicita información por medio 
de un enlace (link) de una página web. Al realizar esta acción, la información debe 
trasladarse desde el lugar o localización donde se encuentra almacenada hacia dónde 
será empleada (generalmente por una persona). Esto implica que el dato como tal 
debe poseer información (metadatos) que permita al receptor interpretarlo de forma 
correcta y coherente. A continuación, se muestran los elementos que conforman un 
dato en REST. 
 
 
 
 
 
 
 
 
 
 
                                            
11 Estilos Arquitectónicos Y El Diseño De Arquitecturas De Software Basadas En La Red 
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Tabla 1. 
Elementos de datos en REST (Fielding, 2000). 
 
 
 
Recursos E Identificadores De Recursos 
 
Como se mencionó anteriormente, a través de un sistema distribuido es posible 
compartir y consumir recursos. De esta forma, en REST cualquier tipo de información 
se denomina recurso (resource). 
 
Por consiguiente, cuando se habla de recurso se está haciendo referencia a un 
principio fundamental dentro de esta arquitectura, y por medio de este término se hace 
una abstracción del significado que habitualmente se le da al termino información. De 
tal manera, un recurso en REST puede ser “un documento o una imagen, un servicio 
del meteorológico (por ejemplo, “el clima hoy en Los Angeles”), una colección de otros 
recursos” (Fielding, 2000). 
 
Por otro lado, existe el identificador de recursos (resource identifier) cuyo objetivo es 
la identificación de los “recursos que estén particularmente involucrados en la 
interacción entre componentes” (Fielding, 2000). 
 
 
Representaciones y Tipos de Medios (Media Types) 
 
Para dar un contexto simple del término llamado representación (representation) se 
puede observar la aplicabilidad de este en elementos como lo es un documento, un 
archivo o un mensaje HTTP. Es importante remarcar que, aunque estos elementos 
puedan tener distintos nombres, su esencia es la representación de datos. 
 
De tal forma, una representación según (Fielding, 2000) “es una secuencia de bytes, 
más los metadatos de representación (representation metadata) para describir esos 
bytes”. 
 
Así mismo, las representaciones son usadas por los componentes que hacen parte de 
REST como medio de comunicación. Donde los mensajes de respuesta que se 
originan entre ellos “pueden incluir tanto metadatos de representación y metadatos de 
recursos: información acerca del recurso que no es específica de la representación 
87
data with a rendering engine and send both to the recipient; or, 3) send the raw data to the
recipient along with metadata that describes the data type, so that the recipient can choose
their own rendering engine.
Each option has its advantages and disadvantages. Option 1, the traditional client-
server style [31], allows all information about the true nature of the data to remain hidden
within the sender, preventing assumptions from being made about the data structure and
making client implementation easier. However, it also severely restricts the functionality
of the recipient and places most of the processing load on the sender, leading to scalability
problems. Option 2, the mobile object style [50], provides information hiding while
enabling specialized processing of the data via its unique rendering engine, but limits the
functionality of the recipient to what is anticipated within that engine and may vastly
increase the amount of data transferred. Option 3 allows the sender to remain simple and
scalable while minimizing the bytes transferred, but loses the advantages of information
hiding and requires that both sender and recipient understand the same data types.
REST provides a hybrid of all three options by focusing on a shared understanding of
data types with metadata, but limiting the scope of what is revealed to a standardized
interface. REST components communicate by transferring a representation of a resource
in a format matching one of an evolving set of standard data types, selected dynamically
based on the capabilities or desires of the recipient and the nature of the resource. Whether
the representation is in the same format as the raw source, or is derived from the source,
remains hidden behind the interface. The benefits of the mobile object style are
approximated by sending a representation that consists of instructions in the standard data
format of an encapsulated rendering engine (e.g., Java [45]). REST therefore gains the
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separation of concerns of the client-server style without the server scalability problem,
allows information hiding through a generic interface to enable encapsulation and
evolution of services, and provides for a diverse set of functionality through downloadable
feature-engines.
REST’s data elements are summarized in Table 5-1.
5.2.1.1 Resources and Resource Identifiers
The key abstraction of information in REST is a resource. Any information that can be
named can be a resource: a document or image, a temporal service (e.g. “today’s weather
in Los Angeles”), a collection of other resources, a non-virtual object (e.g. a person), and
so on. In other words, any concept that might be the target of an author’s hypertext
reference must fit within the definition of a resource. A resource is a conceptual mapping
to a set of entities, not the entity that corresponds to the mapping at any particular point in
time.
Mor  precisely, a resource R is a temporally va ying membership function MR(t),
which for time t maps to a set of entities, or values, which are equivalent. The values in the
set may be resource representations and/or resource identifiers. A resource can map to the
Table 5-1. RES  Data Elements
Data Element Modern Web Examples
resource the intended conceptual target of a hypertext reference
resource identifier URL, URN
representation HTML document, JPEG image
representation metadata media type, last-modified time
resource metadata source link, alternates, vary
control data if-modified-since, cache-control
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suministrada” (Fielding, 2000). Ahora, el formato de datos que conforman las 
representaciones son conocidas como media type. 
 
Ahora, recordando que una representación es en esencia una secuencia de bytes, esta 
puede ser incluida dentro de los mensajes que son enviados entre componentes, de 
modo que cada receptor puede interpretar y procesar el mensaje de pendiendo de la 
naturaleza que dictamine su media type. 
 
Componentes (Components) del estilo REST 
 
Durante el documento se ha hecho referencia al término componente de una manera 
poco definida, esto se hizo a propósito ya que el lector podría realizar alguna relación 
con un artefacto en particular, afectando de este modo el ejercicio de abstracción que 
se pretende realizar detallando la arquitectura REST. Por lo tanto, este apartado está 
destinado a dar una definición precisa de los componentes (components) que 
conforman esta arquitectura. 
 
Tabla 2.  
Componentes del estilo REST (Fielding, 2000) 
 
 
 
Agente de Usuario (User Agent) 
 
“Un agente de usuario utiliza un conector de cliente para iniciar una solicitud y se 
convierte en el destinatario final de la respuesta” (Fielding, 2000). 
 
Servidor de Origen (Origin Server) 
 
Un servidor de origen hace uso de un artefacto llamado “conector de servidor 
(connector server), esto con el fin de administrar los nombres de sus recursos 
(namespaces) para cualquier solicitud que se realice” (Fielding, 2000). Un ejemplo de 
un servidor de origen es Microsoft IIS (como se muestra en la tabla) el cual permite 
alojar sitios web, servicios (como emplear el protocolo FTP) y aplicaciones12. 
 
Un ejemplo de un conector de servidor se puede ver en la siguiente figura, donde el 
contenedor Generic Server posee un componente denominado Connnector Server el 
cual se conforma por dos componentes que permiten consumir diferentes servicios. 
                                            
12 https://msdn.microsoft.com/es-es/library/hh831725(v=ws.11).aspx 95
been obtained by a new request. REST attempts to balance the desire for transparency in
cache behavior with the desire for efficient use of the network, rather than assuming that
absolute transparency is always required.
A cache is able to determine the cacheability of a response because the interface is
generic rather than specific to each resource. By default, the response to a retrieval request
is cacheable and the responses to other requests are non-cacheable. If some form of user
authentication is part of the request, or if the response indicates that it should not be
shared, then the response is only cacheable by a non-shared cache. A component can
override these defaults by including control data that marks the interaction as cacheable,
non-cacheable or cacheable for only a limited time.
A resolver translates partial or complete resource identifiers into the network address
information needed to establish an inter-component connection. For example, most URI
include a DNS hostname as the mechanism for identifying the naming authority for the
resource. In order to initiate a request, a Web browser will extract the hostname from the
URI and make use of a DNS resolver to obtain the Internet Protocol address for that
authority. Another example is that some identification schemes (e.g., URN [124]) require
an intermediary to translate a permanent identifier to a more transient address in order to
access the identified resource. Use of one or more intermediate resolvers can improve the
longevity of resource references through indirection, though doing so adds to the request
latency.
The final form of connector type is a tunnel, which simply relays communication
across a connection boundary, such as a firewall or lower-level network gateway. The only
reason it is modeled as part of REST and not abstracted away as part of the network
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infrastructure is that some REST components may dynamically switch from active
component behavior to that of a tunnel. The primary example is an HTTP proxy that
switches to a tunnel in response to a CONNECT method request [71], thus allowing its
client to directly communicate with a remote server using a diff rent protocol, such as
TLS, that doesn’t allow proxies. The tunnel disappears when both ends terminate their
communication.
5.2.3 Components
REST components, summarized in Table 5-3, are typed by their roles in an overall
application action.
A user agent uses a client connector to initiate a request and becomes the ultimate
recipient of the response. The most common example is a Web browser, which provides
access to information services and renders service responses according to the application
needs.
A  origin r er us s a server con ector to govern the namespace for a requested
resource. It is the definitive source for representations of its resources and must be th
ultimate recipient of any request that intends to modify the value of its resources. Each
Table 5-3. REST Components
Component Modern Web Examples
origin server Apache httpd, Microsoft IIS
gateway Squid, CGI, Reverse Proxy
proxy CERN Proxy, Netscape Proxy, Gauntlet
user agent Netscape Navigator, Lynx, MOMspider
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Por un lado, está el conector Solaris Connector que permite hacer la conexión a un 
servidor Solaris (Solaris Server) utilizando el protocolo Telnet y por otro lado se 
encuentra el conector CSVFile Connector que permite consumir el servicio para 
exportar archivos (hr-export.csv) en formato csv, donde este servicio puede ser 
solicitado empleando el protocolo TCP. 
 
 
Figura 8. Conector de servidor 
 
Fuente: (midPoint, 2017) 
 
 
Proxy 
 
El proxy “es un intermediario seleccionado por el cliente para proporcionar un 
encapsulamiento de la interfaz con otros servicios” (Fielding, 2000), así como también 
traducción de datos, mejora de rendimiento o protección.  
 
Gateway 
 
Un Gateway “es un intermediario impuesto por el servidor de red o de origen para 
proporcionar un encapsulamiento de la interfaz con otros servicios, para la traducción 
de datos, la mejora del rendimiento o el refuerzo de la seguridad” (Fielding, 2000). 
 
La diferencia que existe entre un proxy y un gateway radica en que es el cliente quien 
determina cuando utilizará el proxy. 
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3.2. PROTOCOLO HTTP Y SU RELACIÓN CON LA ARQUITECTURA REST 
 
Como se mencionó anteriormente el estilo de arquitectura REST describe la estructura 
de un sistema distribuido hipermedia, donde el ejemplo más conocido es la World Wide 
Web. De esta forma, y siguiendo con el objetivo del presente proyecto es conveniente 
hacer la relación entre los términos ya expuestos y la tecnología que se usará en la 
investigación. 
 
Por tanto, al recapitular se tiene que REST está compuesto por una serie de 
componentes que se comunican a través de mensajes, donde estos poseen metadatos 
que permiten la interpretación del mismo por el componente receptor, permitiendo 
realizar una representación de dicho mensaje identificando el recurso que se desea 
consumir. 
 
Ahora, ya que el desarrollo de la presente investigación está enmarcado en un 
ambiente web, el estilo de arquitectura REST se presta de forma conveniente para 
dicho objetivo. Acentuando que una de las tecnologías compatible con REST y al que 
mismo tiempo es utilizada ampliamente por los Web Services es el protocolo HTTP. 
 
Por tanto, HTTP se define como un “protocolo basado en documentos, donde el cliente 
coloca un documento en una especie de sobre o envoltura y este es enviado al 
servidor. El servidor por su parte retorna la petición colocando la respuesta en otro 
sobre y enviándolo hacia el cliente” (Leonar & Sam, 2007).   
 
Expresado de otra forma, esto significa los mensajes que se envían entre los 
componentes que conformar la red poseen un arreglo estrictamente definido, donde el 
término “sobre” o “envoltura” es empleado para referirse a la estructura que es 
compuesta no solo por el documento (datos) enviado en el mensaje sino a la 
información complementaria para su interpretación (metadatos). En la siguiente figura 
se puede observar una red de característica cliente-servidor con sus correspondiente 
petición y respuesta. 
 
Figura 9. Cliente Web y servidor 
 
Fuente: (David & Brian, 2002) 
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being destroyed, duplicated, or distorted in transit. You can focus on programming
the distinguishing details of your application, without worrying about the flaws and
foibles of the Internet.
Let’s look more closely t how HTTP transports the Web’s traffic.
Web Clients and Servers
Web content lives on web servers. Web servers speak the HTTP protocol, so they are
often called HTTP servers. These HTTP servers store the Internet’s data and provide
the data when it is requested by HTTP clients. The clients send HTTP requests to
servers, and servers return the requested data in HTTP responses, as sketched in
Figure 1-1. Together, HTTP clients and HTTP servers make up the basic compo-
nents of the World Wide Web.
You probably use HTTP clients every day. The most common client is a web
browser, such as Microsoft Internet Explorer or Netscape Navigator. Web browsers
request HTTP objects from servers and display the objects on your screen.
When you browse to a page, such as “http://www.oreilly.com/index.html,” your
browser sends an HTTP request to the server www.oreilly.com (see Figure 1-1). The
server tries to find the desired object (in this case, “/index.html”) and, if successful,
sends the object to the client in an HTTP response, along with the type of the object,
the length of the object, and other information.
Resources
Web servers host web resources. A web resource is the source of web content. The
simplest kind of web resource is a static file on the web server’s filesystem. These
files can contain anything: they might be text files, HTML files, Microsoft Word
files, Adobe Acrobat files, JPEG image files, AVI movie files, or any other format you
can think of.
However, resources don’t have to be static files. Resources can also be software pro-
grams that generate content on demand. These dynamic content resources can gen-
erate content based on your identity, on what information you’ve requested, or on
Figure 1-1. Web clients and servers
HTTP request
“Get me the document called /index.html.”
Client Server
www.oreilly.com
HTTP response
“Okay, here it is, it’s in HTML format and is 3,150 characters long.”
www.it-ebo ks.info
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Así mismo, es importante recordar que a través de dichos mensajes se pueden realizar 
solicitudes para consumir los recursos (como anteriormente se definió) que pueden 
ofrecer otros componentes de la red, en este caso el servidor web almacena u hospeda 
lo que es denominado como un recurso web, el cual “puede ser en su forma más simple 
como un archivo estático en el sistema de archivos de un servidor web. Estos archivos 
pueden ser de cualquier tipo: ello puede ser archivos de texto, archivos HTML, archivos 
Microsoft Word, archivos Adobe Acrobat, imágenes JPEG, archivos AVI de películas o 
cualquier otro formato que se pueda pensar” (David & Brian, 2002). 
 
 
3.2.1. Estructura de un Mensaje de Petición y Respuesta en el Protocolo HTTP 
 
 
Según (David & Brian, 2002), “los mensajes HTTP son bloques de datos enviados 
entre las aplicaciones HTTP. Estos bloques de datos comienzan con un texto 
destinado a meta-información que describe el contenido y el significado del mensaje, 
seguido de datos opcionales. Estos mensajes fluyen entre clientes, servidores y 
proxies” 
 
En la siguiente figura se muestra la sección de destinada a la meta-información de una 
petición HTTP dirigido sitio web oreilly.com. 
 
Figura 10. Petición HTTP 
 
Fuente: (Leonar & Sam, 2007) 
 
 
A continuación, se definirán los atributos más relevantes de esta sección. 
 
Método HTTP (HTTP Method) 
 
Un método HTTP se puede definir como (David & Brian, 2002) “la acción que el cliente 
desea que el servidor realice en el recurso”. Para contextualizar esta definición es 
conveniente enumerar y definir los métodos HTTP (que también pueden ser llamados 
verbos HTTP). 
 
Inicialmente, es importante saber que dentro de una petición la primera línea está 
destinada al método HTTP, el cual es que le dice al servidor la acción que este debe 
realizar en relación con el recurso solicitado. Por ejemplo, en la figura 9 la primera línea 
es GET /index.html HTTP/1.1, donde el método HTTP es GET, esto significa que el 
the homepage of oreilly.com. I’ve truncated two lines to make the text fit on the printed
page.
Example 1-5. An HTTP GE  request for http://www.oreilly.com/index.html
GET /index.html HTTP/1.1
Host: www.oreilly.com
User-Agent: Mozilla/5.0 (X11; U; Linux i686; en-US; rv:1.7.12)...
Accept: text/xml,application/xml,application/xhtml+xml,text/html;q=0.9,...
Accept-Language: us,en;q=0.5
Accept-Encoding: gzip,deflate
Accept-Charset: ISO-8859-15,utf-8;q=0.7,*;q=0.7
Keep-Alive: 300
Connection: keep-alive
In case you’re not familiar with HTTP, now is a good time to point out the major parts
of the HTTP request. I use these terms throughout the book.
The HTTP method
In this request, the method is “GET.” In other discussions of REST you may see
this called the “HTTP verb” or “HTTP action.”
The name of the HTTP method is like a method name in a programming language:
it indicates how the client expects the server to process this envelope. In this case,
the client (my web browser) is trying to GET some information from the server
(www.oreilly.com).
The path 
This is the portion of the URI to the right of the hostname: here, http://www.oreil
ly.com/index.html becomes “/index.html.” In terms of the envelope metaphor, the
path is the address on the envelope. In this book I sometimes refer to the “URI” as
shorthand for just the path.
The request headers 
These are bits of metadata: key-value pairs that act like informational stickers
slapped onto the envelope. This request has eight headers: Host, User-Agent,
Accept, and so on. There’s a standard list of HTTP headers (see Appendix C), and
applications can define their own.
The entity-body, also called the document or representation
This is the document that inside the envelope. This particular request has no entity-
body, which means the envelope is empty! This is typical for a GET request, where
all the information needed to complete the request is in the path and the headers.
The HTTP response is also a document in a envelope. It’s almost identical in form to
the HTTP request. Example 1-6 shows a trimmed version of what the server at
oreilly.com sends my web browser when I make the request in Example 1-5.
Example 1-6. The response to an HTTP GET request for http://www.oreilly.com/index.html
HTTP/1.1 200 OK
Date: Fri, 17 Nov 2006 15:36:32 GMT
6 | Chapter 1: The Programmable Web and Its Inhabitants
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cliente (es decir el Web Browser) le está indicando al servidor: “necesito obtener el 
documento index.html”. 
 
En la siguiente tabla se enumeran los siete métodos que se utilizan en el protocolo 
HTTP. 
 
Tabla 3.  
Métodos HTTP (David & Brian, 2002). 
 
 
Cabe aclarar que no todos ellos son implementados, siendo los métodos GET, POST, 
PUT y DELETE los más empleados tanto por los Web Services como los frameworks 
Web (Ruby on Rails, Django, Laravel, entre otros) encontrados en la actualidad. 
 
 
Ruta (Path) 
 
Como ya se ha mencionado, la comunicación entre dos componentes está orientada 
a consumir algún tipo de recurso. Por lo tanto, es necesario especificar dentro de los 
metadatos que conforman el mensaje el lugar o localización del recurso a consumir. 
 
En pocas palabras la ruta, es la dirección hacia donde se dirige el mensaje, donde para 
el presente la solicitud del recurso está dirigida hacia http://www.oreilly.com/ la cual se 
transformaría en index.html en la interpretación del servidor. Del mismo modo, en esta 
instancia se hace referencia al concepto conocido como Identificador de Recursos 
Uniforme o URI (Uniform Resource Identifier) el cual está relacionado con lo ya 
expuesto en el apartado Recursos E Identificadores De Recursos. 
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Request line
Request messages ask servers to do something to a resource. The start line for a
request message, or request line, contains a method describing what operation the
server should perform and a request URL describing the resource on which to per-
form the method. The request line also includes an HTTP version which tells the
server what dialect of HTTP the client is speaking.
All of these fields are separated by whitespace. In Figure 3-5a, the request method is
GET, the request URL is /test/hi-there.txt, and the version is HTTP/1.1. Prior to
HTTP/1.0, request lines were not required to contain an HTTP version.
Response line
Response messages carry status information and any resulting data from an opera-
tion back to a client. The start line for a response message, or response line, contains
the HTTP version that the response message is using, a numeric status code, and a
textual reason phrase describing the status of the operation.
All these fields are separated by whitespace. In Figure 3-5b, the HTTP version is
HTTP/1.0, the status code is 200 (indicating success), and the reason phrase is OK,
meaning the document was returned successfully. Prior to HTTP/1.0, responses were
not required to contain a response line.
Methods
The method begins the start line of requests, telling the server what to do. For exam-
ple, in the line “GET /specials/saw-blade.gif HTTP/1.0,” the method is GET.
The HTTP specifications have defined a set of common request methods. For exam-
ple, the GET method gets a document from a server, the POST method sends data to
a server for processing, and the OPTIONS method determines the general capabili-
ties of a web server or the capabilities of a web server for a specific resource.
Table 3-1 describes seven of these methods. Note that some methods have a body in
the request message, and other methods have bodyless requests.
Table 3-1. Common HTTP methods
Method Description Message body?
GET Get a document from the server. No
HEAD Get just the headers for a document from the server. No
POST Send data to the server for processing. Yes
PUT Store the body of the request on the server. Yes
TRACE Trace the message through proxy servers to the server. No
OPTIONS Determine what methods can operate on a server. No
DELETE Remove a document from the server. No
www.it-ebo ks.info
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Encabezados de la solicitud (Request Headers) 
El encabezado de solicitud de un mensaje está compuesto por una o más cabeceras 
donde “cada una tiene un nombre, seguido por dos puntos (:) (tal como se muestra en 
la figura 10), seguido por un espacio en blanco opcional, seguido por un CRLF13. Los 
encabezados se terminan con una línea en blanco (CRLF), marcando el final de la lista 
de encabezados y el comienzo del cuerpo de la entidad” (David & Brian, 2002), así 
como se puede observar en la figura 11. 
Figura 11. Ejemplo de una cabecera de solicitud de recurso por el método 
HTTP GET 
 
Fuente: (David & Brian, 2002) 
 
Es importante señalar que “las cabeceras HTTP siempre deben terminar con una línea 
en blanco, incluso si no existen cabeceras e inclusive si no existe un cuerpo de entidad. 
Históricamente, sin embargo, muchos clientes y servidores (erróneamente) omiten al 
final los caracteres CRLF cuando se presenta el caso de no incorporarse un cuerpo de 
entidad” (David & Brian, 2002). 
Así mismo, como se puede observar en la figura 10 los encabezados son metadatos 
con la forma de pares llave-valor, entre ellos se puede encontrar Host, User-Agent, 
Accept-Language, Accept-Encoding y así sucesivamente como tantos tenga el 
mensaje. 
 
Cuerpo de entidad (entity-body), también llamado documento(document) o 
representación(representation) 
 
Este es el documento que se encuentra dentro del “sobre” del mensaje. Para la petición 
en particular que se muestra en la figura 11, no existe un cuerpo de entidad como tal, 
puesto que en dicho ejemplo la petición se hace a través del método GET y como se 
puede observar en la tabla 3 en la columna Cuerpo del Mensaje (Message Body), al 
emplear este método en la cabecera del mensaje, no se requiere que este tenga un 
cuerpo de mensaje puesto que toda la información requerida dentro de esta solicitud 
yace en la ruta (path) y los encabezados (headers). 
 
No obstante, cuando se hace referencia al mensaje de respuesta generado por el 
servidor se puede identificar no solo el cuerpo de entidad que contiene la información 
solicitada, sino además dos nuevas cabeceras llave-valor dentro de la sección que 
                                            
13 Se refiere a la combinación de las siglas Retorno de Carro (CR – Car Return) y Salto de Línea (LF –  
Line Feed) 
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reason-phrase
A human-readable version of the numeric status code, consisting of all the text
until the end-of-line sequence. Example reason phrases for all the status codes
defined in the HTTP specification are provided later in this chapter. The reason
phrase is meant solely for human consumption, so, for example, response lines
containing “HTTP/1.0 200 NOT OK” and “HTTP/1.0 200 OK” should be
treated as equivalent success indications, despite the reason phrases suggesting
otherwise.
headers
Zero or more headers, each of which is a name, followed by a colon (:), fol-
lowed by optional whitespace, followed by a value, followed by a CRLF. The
headers are terminated by a blank line (CRLF), marking the end of the list of
headers and the beginning of the entity body. Some versions of HTTP, such as
HTTP/1.1, require certain headers to be present for the request or response mes-
sage to be valid. The various HTTP headers are covered later in this chapter.
entity-body
The entity bo y c ntains a block of arbitrary da a. Not all messages contain
entity bodies, so sometimes a message terminates with a bare CRLF. We discuss
entities in detail in Chapter 15.
Figure 3-5 demonstrates hypothetical request and response messages.
Note that a set of HTTP headers should always end in a blank line (bare CRLF), even
if there are no headers and even if there is no entity body. Historically, however,
many clients and servers (mistakenly) omitted the final CRLF if there was no entity
body. To interoperate with these popular but noncompliant implementations, cli-
ents and servers should accept messages that end without the final CRLF.
Start Lines
All HTTP messages begin with a start line. The start line for a request message says
what to do. The start line for a response message says what happened.
Figure 3-5. Example request and response messages
GET /test/hi-there.txt HTTP/1.1
Accept: text/*
Host: www.joes-hardware.com
HTTP/1.0 200 OK
Content-type: text/plain
Content-length: 19
Hi! I’m a message!
Start line
Headers
Body
(a) Request message (b) Response message
www.it-ebo ks.info
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conforma los metadatos (content-type y content-length) y el código de respuesta HTTP 
(HTTP response code), tal como se muestra en la siguiente figura. 
 
Figura 12. Respuesta a una petición HTTP POST al recurso 
http://www.oreilly.com/index.html 
 
Fuente: (David & Brian, 2002) 
 
 
Código HTTP de respuesta (The HTTP response code) 
 
“Este código numérico le dice al cliente si su solicitud fue exitosa o fallida”, es decir, el 
cliente solicita un recurso al servidor por medio del método GET y es el servidor que 
por medio del código HTTP de respuesta informa si dicha solicitud ha sido 
exitosamente atendida o no. De obtener una respuesta afirmativa se añade al mensaje 
de respuesta el documento o representación solicitada junto con el código de 
respuesta asociado.  
 
En la figura 11 se detalla la primera línea (HTTP/1.1 200 OK) que indica por medio por 
medio del número 200 (que es el código de respuesta) que la operación solicitada por 
el método GET se ha realizado satisfactoriamente. 
 
A continuación, se muestran los códigos más comunes: 
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Tabla 4. 
Código HTTP de respuesta (Leonar & Sam, 2007) 
 
Código HTTP de respuesta Significado 
200 (“OK”) Si existe un documento en el cuerpo de 
entidad, es la representación de algún 
recurso. 
400 (“Solicitud incorrecta – Bad 
Request”) 
Si existe un documento en el cuerpo de 
entidad, es un mensaje de error. 
500 (“Error Interno del Servidor - Internal 
Server Error”) 
Existe un problema del lado del servidor. 
Si existe un documento en el cuerpo de 
entidad, es un mensaje de error. 
 
Tipo de Contenido (content-type) 
 
Como se menciona en (Leonar & Sam, 2007) “la cabecera de respuesta content-type 
indica el tipo de medio (media type) del Cuerpo de entidad (representación)”. En el 
caso particular de la figura 12 el tipo es text/html, el cual le está indicando al cliente 
(Web Browser) que el cuerpo de la entidad lo debe de interpretar como un documento 
HTML, es decir una página web. Los tipos de medio más comunes son: 
 
• Documentos textuales (text/html) 
• Documentos de datos estructurados (application/xml) 
• Imágenes (image/jpeg) 
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4. WEB SERVICES Y LA ARQUITECTURA RESTFUL ORIENTADA AL 
RECURSO (RESOURCE-ORIENTED ARCHITECTURE) 
En el anterior capítulo se realizó un compendio de los conceptos fundamentales que 
propone REST y que serán empleados en el presente proyecto de investigación. Como 
es conocido, toda aplicación software posee una arquitectura que permite que sus 
módulos puedan interactuar de forma coherente, así también lo requiere una 
infraestructura destinada a ofrecer servicios web. 
En este capítulo se definirá lo que es un Servicio Web y cómo el estilo de Arquitectura 
Restful Orientada al Recurso se ajusta a las restricciones que plantea REST. 
 
4.1. WEB SERVICES 
Un Servicio Web se define como “un sistema de software diseñado para soportar la 
interacción interoperable máquina-máquina en una red” (W3C, 2004) donde cada una 
de dichas máquinas es un componente que requiere de una (Roberto & Michel, 2008) 
interfaz y los mecanismos de interacción que la arquitectura define; para de esta forma 
acceder a los recursos que poseen cada una de dichas máquinas. 
Por tanto, el término recurso también puede definirse como (Leonar & Sam, 2007) 
“algo” que puede ser almacenado en un computador y ser representado como un flujo 
de bits, tal es el caso de un registro en una base de datos o el resultado de un algoritmo 
en ejecución (como es el caso que se presenta al emplear un algoritmo de resolución 
de problemas de programación lineal).  
No obstante, en este punto surgen una serie de preguntas acerca de la forma o 
mecanismo por el cual el cliente puede revelar o transmitir sus intenciones sobre el 
recurso que se aloja en el servidor, es decir, ¿cómo un servidor distingue si la solicitud 
de consulta, actualización o eliminación de un dato en particular? ¿Por qué se debe 
realizar dicha acción y no otra? 
Una forma de abordar la solución a estas preguntas es por medio de los métodos de 
información (Tabla 3) que ofrece el protocolo HTTP ya que estos proveen un estándar 
de comunicación entre componentes y son base fundamental en la creación y 
funcionamiento de un Servicio Web. Por ejemplo, el método GET indica que se quiere 
consultar o extraer un dato, DELETE declara que se requiere borrar este mismo dato 
y PUT ayuda a señalar que se desea actualizar este mismo; donde la definición de 
dichos métodos se realiza dentro de la cabecera del mensaje enviado por el cliente al 
servidor (como ya se mencionó en el apartado 3.2.1). 
De esta forma, a medida que los mensajes (datos) de petición van llegando al servidor 
este ejecuta un análisis (parse) sobre los mismos realizando los siguientes pasos 
(David & Brian, 2002): 
1. Analiza la línea de solicitud buscando el método de solicitud, el identificador de 
recurso especificado (URI) y el número de versión *, cada uno separado por un 
solo espacio, y terminando con una secuencia CRLF (carriage-return line-feed). 
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2. Lee los encabezados de los mensajes, cada uno terminado en CRLF. 
3. Detecta la línea en blanco al final de encabezado terminado en CRLF (si está 
presente). 
4. Lee el cuerpo de la solicitud, si lo hay (está determinado por la longitud 
especificada por el encabezado Content-Length). 
Además, es crucial tener en cuenta que al implementar un (Leonar & Sam, 2007) 
“Servicio Web siguiendo los lineamientos que enmarca REST se le está dando a los 
clientes14 un Servicio Web que se comporta exactamente como un sitio web”. Esto se 
puede entender que tanto un sitio como un servicio web emplean de la misma forma 
el protocolo HTTP para acceder a diversos recursos, teniendo en cuenta que, aunque 
los dos suministran recursos (que son especificados a través de los métodos y las URI) 
como páginas de texto, imágenes y multimedia, el segundo también ofrece acceso a 
diversos tipos aplicaciones (programas ejecutables, bases de datos, etc). 
Consultando los Recursos de un Servicio Web (Scoping information) 
Una vez especificado el tipo de operación que se desea ejecutar en el servidor 
mediante los métodos HTTP ya mencionados, las preguntas que surgen son ¿de qué 
manera el cliente logra comunicarle al servidor cuál es el conjunto de datos sobre el 
cual desea operar? ¿cómo el servidor determina cuál es el dato que el cliente modificar 
(ya realizando una operación de eliminación o actualización)? 
Al hablar de REST y la necesidad de consumir un servicio en específico surge el 
termino denominado Identificador de Recurso Especificado (URI - Uniform Resource 
Identifier) el cual está relacionado con el concepto Identificadores De Recursos 
(abordado en el apartado 3.1). No obstante, al hacer la revisión bibliográfica referente 
al protocolo HTTP el termino URL (Uniform Resource Locators) es uno de los más 
empleados. Por tanto, es conveniente hacer una distinción entre los dos términos. 
 
Según (David & Brian, 2002), URL “es el nombre estandarizado para los recursos de 
Internet. Las URL apuntan a piezas de información electrónica, indicando dónde se 
encuentran y cómo interactuar con ellas”. Así mismo, URL se puede considerar como 
un subconjunto generalizado de lo que se denomina como URI, sin embargo, las 
especiaciones que dicta el protocolo HTTP utilizan el concepto más general de URI 
como identificador de recursos. 
 
Ahora, un Servicio Web que es diseñado siguiendo el enfoque REST, utiliza las 
secciones que conforman la ruta (path) para conocer cuál es el recurso a consumir y 
qué parámetros (si es el caso) se emplearan para una consulta determinada.  
 
Un ejemplo de ello es la dirección http://flickr.com/photos/tags/penguin (que hace 
referencia el sitio web Flickr15), la cual a través de su segmento “photos/tags/penguin” 
está indicando el alcance de la información (scoping information) a consultar, la cual 
                                            
14 Entiéndase como clientes del servicio. 
15 Es un sitio web que permite compartir videos y fotografías 
(http://www.20minutos.es/noticia/742307/0/flickr/fotos/venta/). 
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puede interpretarse como: “obtener todas las fotos que tengan la etiqueta ‘pingüino’” 
(figura 13) 
 
Figura 13. Resultado de la búsqueda con alcance de la 
información. 
 
 
En esta instancia es importante recordar que “un Servicio Web debe comportarse 
exactamente como un sitio web”, tal y como se citó anteriormente. Esta afirmación 
sirve como punto de partida para introducir el siguiente ejemplo, donde se hace uso 
del término URI, pero en este caso no apuntando hacia un Sitio sino a un Servicio Web, 
aplicando de esta forma el concepto ya mencionado. Para este caso particular se utiliza 
el navegador web Google Chrome. 
 
Figura 14. Consulta en Google Chrome. 
 
 
 
 
Suponga que desea hacer una búsqueda sobre los temas que están relacionados al 
tema “REST” (figura 14). Como resultado se obtiene la dirección 
http://www.google.com/search?q=REST, esto significa que “el cliente emitiría una 
solicitud GET de protocolo de transferencia de hipertexto (HTTP)” (DZone, 2016) 
especificando al mismo tiempo el alcance (scoping information) o espacio de la 
información (information space) que señala el recurso a consumir, como se puede ver 
en el fragmento “/search?q=REST”. Así mismo, (David & Brian, 2002) se puede notar 
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que se tiene un nuevo carácter; el signo de interrogación (?). Este carácter es llamado 
componente de consulta (query component), el cual hace parte de la URI y como su 
nombre lo indica permite especificar los parámetros que serán empleados para 
especificar el recurso a consultar, en este caso “q=REST”. Como se puede observar, 
estos componentes poseen la estructura nombre=valor los cuales serán empleados 
por el recurso “search”. 
 
Por tanto, (Leonar & Sam, 2007) la dirección http://www.google.com/search?q=REST 
se puede interpretar como: “el navegador Web está tratando de obtener (GET) una 
lista de los resultados de la búsqueda sobre REST”. 
 
Analizando la Respuesta de un Servicio Web 
Una vez solicitado el recurso y este haber sido identificado por parte del servidor, el 
siguiente paso es la construcción del mensaje de respuesta. Tenga en cuenta que este 
proceso implica la creación de las cabeceras junto con el Código HTTP de respuesta 
(apartado 3.2.1) y el cuerpo de entidad.  
Así mismo, tal y como se menciona en (Leonar & Sam, 2007) la dinámica de 
funcionamiento de un Servicio Web consta de tres pasos según: 
 
1. Se requiere los datos que van dentro de la solicitud HTTP: el método HTTP, la 
URI y las cabeceras HTTP, y (esto en caso de emplear los métodos PUT o 
POST) cualquier documento que necesite alojarse dentro del cuerpo de entidad 
(entity-body) que sirve a la solicitud. 
 
2. Dar un formato de petición HTTP a los datos y enviarlos al servidor HTTP 
apropiado. 
 
3. El cliente (Navegador Web) analizar los datos de respuesta – el código de 
respuesta, los encabezados y el cuerpo de entidad – convirtiéndolos en los tipos 
de estructuras que el resto del programa (el cual yace del lado del cliente) 
necesita. 
 
Ahora, a lo largo del presente documento se han analizado pasos 1 y 2. Por tanto, en 
esta sección se describirán los estándares que son empleados para construir la 
información que yace en el cuerpo de entidad y que es parte del mensaje de respuesta 
del servidor. 
 
A lo largo de los años una de las principales tecnologías empleadas en la construcción 
del cuerpo de entidad en el mensaje de respuesta proveniente de un Servicio Web ha 
sido XML16 (Lenguaje de Marcado Extensible - EXtensible Markup Language).  
 
Básicamente, como se menciona en (Zunke & D’Souza , 2014) “un documento XML 
consta de marcas bien definidas llamadas etiquetas, y los datos incluidos dentro de 
                                            
16 Extensible Markup Language (XML), https://www.w3.org/XML/ 
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ellas”, las etiquetas juegan el papel de contenedores que se emplean para describir 
los datos que albergan y también lo organizan, tal como se muestra en la figura 15. 
 
Figura 15. Documento XML 
 
Fuente:  César Manuel Castillo Rodríguez 
 
Como se puede observar, la palabra “Hola Mundo” está enmarcada dentro de las 
etiquetas denominadas en esta caso como “saludo”, las cuales son los llamados 
contenedores. Así mismo, un documento puede presentar un estructura más compleja 
puesto que permite representar la información retornada por el servidor por medio de 
una estructuras de datos anidados, este estilo es llamado estrategia de estilo de árbol, 
tal como se muestra en la siguiente figura. 
 
Figura 16. Documento XML con estructura anidada. 
 
Fuente: (Leonar & Sam, 2007) 
 
Por consiguiente, un documento de este tipo requiere ser procesado a través de un 
analizador (o parser, empleando un termino apegado al vocabulario computacional) 
utilizando las etiquetas y los datos que estas encierran para de esta forma obtener una 
interpretación de la información que se aloja en el documento. 
 
No obstante, aunque la estrategia de estilo de árbol es una de las mas empleadas (por 
ejemplo en las arquitecturas SOA17), su mayor defecto consiste en que se tiene que 
tratar al documento como conjunto, esto significa que debe ser analizado en su 
totalidad de modo que el producto final del análisis sea una estructura jerárquica (un 
árbol, que da nombre al estilo). Por lo tanto, esto implica almacenar todo el documento 
en memoria lo cual es ineficiente si se esta tratando con aplicaciones donde el servidor 
retorna estructuras de datos simples (números, arreglos, hashes, etc), como puede ser 
el resultado de una operación ejecutada por un algoritmo; el cual es el caso que se 
presenta en este proyecto. 
 
Por otro lado, aunque XML permite poseer cierta expresividad en la respuesta a través 
de sus marcadores no siempre es la mejor opción, especialmente con el arribo de la 
notación JSON (JavaScript Object Notation - Notación de objetos JavaScript). 
 
                                            
17 Service Oriented Architecture - Arquitectura orientada a Servicios 
<?xml = ”1.1”? >
< saludo > HolaMundo < /saludo >
<!  Comentarios >
1
many langu ges, and I refer y u to that site rather than mentioning a JSON library for
every language.
JSON is a simple and language-independent way of formatting programming language
data structures (numbers, arrays, hashes, and so on) as strings. Example 2-11 is a JSON
representation of a simple data structure: a mixed-type array.
Example 2-11. A mixed-type array in JSON format
[3, "three"]
By comparison, Example 2-12 is one possible XML representation of the same data.
Example 2-12. A mixed-type array in XML-RPC format
<value>
 <array>
  <data>
   <value><i4>3</i4></value>
   <value><string>three</string></value>
  </data>
 </array>
</value>
Since a JSON string is nothing but a tightly constrained JavaScript program, you can
“parse” JSON simply by calling eval on the string. This is very fast, but you shouldn’t
do it unless you control the web service that served your JSON. An untested or un-
trusted web service can send the client buggy or malicious JavaScript programs instead
of re l JSON structures. For the JavaScript examples in Chapter 11, I use a JSON parser
written in JavaScript and available from json.org (see Example 2-13).
Example 2-13. A JSON demo in JavaScript
<!-- json-demo.html -->
<!-- In a real application, you would save json.js locally
     instead of fetching it from json.org every time. -->
<script type="text/javascript" src="http://www.json.org/json.js">
</script>
<script type="text/javascript">
 array = [3, "three"]
 alert("Converted array into JSON string: '" + array.toJSONString() + "'")
 json = "[4, \"four\"]"
 alert("Converted JSON '" + json + "' into array:")
 array2 = json.parseJSON()
 for (i=0; i < array2.length; i++) 
 {
   alert("Element #" + i + " is " + array2[i])
 }
</script>
The Dojo JavaScript framework has a JSON library in the dojo.json package, so if
you’re using Dojo you don’t have to install anything extra. A future version of the
JSON Parsers: Handling Serialized Data | 45
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Como se define en (ECMA Standards@Internet Speed, 2013), “JSON es un formato 
de texto que facilita el intercambio de datos estructurados entre todos los lenguajes de 
programación. La sintaxis de JSON se compone de llaves ({ }), corchetes ([ ]), dos 
puntos (:) y comas (,) que es útil en muchos contextos, perfiles y aplicaciones”. Del 
mismo modo, JSON permiten realizar representaciones complejas de estructuras de 
datos como lo son los arreglos anidados o los árboles, tal como se puede ver en la 
siguiente figura donde se hace una comparación entre una estructura construida en 
JSON (a) versus XML (b), donde se representa la respuesta de un Servicio Web al 
consultar su base de datos sobre un hotel en particular. 
 
Figura 17. JSON vs XML  
 
 
a b 
Fuente: (Zunke & D’Souza , 2014)  
 
Observe que la representación ofrecida por JSON posee un formato llave-valor, el cual 
permite que dentro de una llave se almacene otra estructura, tal como se puede notar 
en la llave nombrada como “food”, la cual tiene asignado un arreglo que describe el 
nombre de una comida, su precio y las calorías que contiene. 
 
Es importante señalar que cada navegador web posee pequeñas diferencias en lo que 
respecta a sus analizadores (parser) de XML, pero JSON al ser una representación de 
un objeto estrictamente definido en JavaScript se ofrece como un estándar y funciona 
de la misma manera en todos los navegadores.  
Para concluir, una de las ventajas que ofrece JSON es su simplicidad en la 
representación de datos. No obstante, es importante tener en claro cuál es el tipo de 
respuesta que se pretende retorna desde el servidor para así seleccionar la mejor 
opción. Por lo tanto, (Leonar & Sam, 2007) “XML y HTML están especializados para 
representar documentos (…) JSON es útil cuando se necesita describir una estructura 
de datos que no encaja fácilmente en el paradigma de documentos: una lista simple, 
por ejemplo, o un hash”. 
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2. Marshalling from Java object to a buffered 
memory stream with compression 
3. Unmarshalling from a buffered memory stream to 
Java object. 
 
The tool used to achieve this was Caliper [4], an open 
source framework made and maintained by Google for 
making Java Micro benchmarks. The source code and 
documentation for the tool can be accessed on Google’s 
website. The marshalling tool used for XML was JAXB 
API [6]. JAXB (JSR 222) [10] is the standard marshal-
unmarshalling toolkit recommended by Oracle and 
distributed with the standard version of the JDK 
distribution.The Jackson API for JSON [5] which is a high 
performance [9] JSON processor and a de-facto standard 
used across the industry. 
 
The project setup was a simple Maven exoskeleton project 
and the data used for performing these experiments was a 
Java object with fixed length strings and fixed digit 
numerical data types which were randomly generated at 
runtime. The project setup had minimal code and was set 
up for having a deterministic memory allocation [4] and 
measured work pattern for every run with almost zero 
variance. The compression tool used was GZip [7], the 
standard open source zip library that is bundled with any 
Java distribution package. 
 
The benchmark ran 100 sample sets for each experiment 
and 100 instances of every experiment. Measurements 
were made across each sample set aggregating them into 
the final result for one instance of an experiment. These 
results were subsequently aggregated to get the final result 
for a set up. This ensures normalization of underlying 
factors such as OS latency, processor contention and any 
undulation the JVM may encounter while running the 
benchmarks. 
 
 
 
 
 
 
 
3.2 The First Benchmark – Marshalling Without Zip 
 
The first run of the benchmark made was for marshalling 
of Java objects into streams (uncompressed) of formatted 
data which were buffered for performance optimization. 
The results of the benchmark run can be accessed here:  
https://microbenchmarks.appspot.com/runs/1c2ab2c3-
7aca-4df6-b9ab-899064e28212  
 
 
 
 
The results show that there is an evident performance 
difference between the marshalling times favoring the 
JSON format, both in terms of memory usage as well as the 
runtime. The following observations were made during the 
run of the experiment: 
• Stream size for JSON = 137 bytes 
• Stream size for XML = 279 bytes 
• Stream size ratio JSON/XML = 0.491 
• Memory footprint of JSON = 15% of the memory 
footprint of XML 
• Marshalling runtime of JSON = 49% runtime of 
XML 
 
3.3 The Second Benchmark – Marshalling With Zip 
 
The second run of the benchmark made was for 
marshalling of Java objects into streams (compressed) of 
formatted data which were buffered for performance 
optimization. The results of the benchmark run can be 
accessed here:  
{"hotelID":80814, 
"hotelName":"glovcnbwaviboawddgvx", 
"menu": 
{"food":[{"name":"fprgunyzwvjkruwalbny" 
,"price":63463,"calories":95471}]}} 
<?xml version="1.0" encoding="UTF-8" ?> 
<Hotel xmlns="http://www.example.org/Hotel"> 
  <hotelID>15013</hotelID> 
  <hotelName>rhhjwhuqabhpitcewkrc</hotelName> 
  <menu> 
    <food> 
       <name>wdppncqtkhubtvkagpvm</name> 
       <price>48161</price> 
       <calories>49311</calories> 
    </food> 
  </menu> 
</Hotel> 
Figure 3: Sample randomly generated XML file 
Figure 4: Sample randomly generated JSON file 
Figure 5: First Benchmark Results 
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4.2. RESTFUL ORIENTADA AL RECURSO (RESOURCE-ORIENTED 
ARCHITECTURE - ROA) 
 
Como se mencionó anteriormente, un estilo de la arquitectura de software se encarga 
de definir el vocabulario de los componentes y conectores que conforman un sistema, 
así como también las restricciones que se definen entre ellos. De esta forma, un estilo 
de la arquitectura de software se puede ver como un enfoque arquitectónico 
conceptual que permite categorizar a ( Shaw & Garlan , 1996) “una familia de sistemas 
en términos de un patrón de organización estructural”. 
 
Por tanto, REST al estar catalogado como un estilo arquitectónico de software 
determina las directivas que deben seguirse para construir un sistema. Así pues, ROA 
aparece como una arquitectura de software concreta que aplica los criterios 
enmarcados en dicho estilo. 
 
ROA posee cuatro principios que se ajustan a los criterios REST y permiten construir 
de esta forma Servicio Web. 
 
 
Recursos 
 
A lo largo del documento se ha dado un contexto sobre de lo que significa el termino 
recurso (apartado 3.1 sección Recursos E Identificadores De Recursos) dentro de 
REST y por consiguiente esta misma definición es utilizada en una arquitectura ROA.  
Como ya ha hecho mención, un recurso puede ser un documento (página HTML 
generalmente), una imagen o hasta de una aplicación software. Es decir, (Leonar & 
Sam, 2007) “un recurso es cualquier cosa que es lo suficientemente importante para 
ser referenciado” por lo tanto este debe tener un Identificador Uniforme de Recursos 
(Uniform Resource Identifier – URI).  
 
 
Nombre De Los Recursos (URIs) 
 
En la sección Consultando los Recursos de un Servicio Web (apartado 4.1) se mostró 
cómo a través de la URI que posee un recurso este puede ser consumido. Por otro 
lado, se señaló que dentro de la estructura que conforma una URI se puede agregar 
el símbolo denominado componente de consulta (query component) el cual permite 
especificar determinados parámetros que podrán ser utilizados dentro del recurso para 
realizar algún tipo de operación, como por ejemplo buscar las fotografías que tengan 
una etiqueta en particular (tal como se muestra en los ejemplos de dicha sección). 
 
Sin embargo, es importante señalar que al momento de construir un Servicio Web y 
especificar la estructura y los nombres que poseerán las URIs es imperativo que estas 
tengan nombres que sean descriptivos, tal y como debe pasar cuando se codificando 
un algoritmo. De tal manera que el propio nombre de la ruta (es decir, la URI) que 
apunta al recurso ofrezca información clara.  
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Representación 
 
Como ya se ha mencionado en la sección Representaciones y Tipos de Medios (Media 
Types) (apartado 3.1) cada vez que el cliente hace una petición al Servicio Web en 
búsqueda de un determinado recurso, el mensaje de respuesta que emite el servidor 
contiene en su cuerpo de la entidad la representación del recurso solicitado. Donde la 
representación de dicho recurso puede llegar a ser un documento XML o HTML, un 
texto separado por comas o una estructura JSON. Esto significa que el recurso en si 
es un conjunto de datos. 
 
Por otro lado, un recurso también puede ser un objeto físico que por obvias razones 
no puede ser reducido a un conjunto de bytes. Es allí donde el concepto de 
representación que se amplía, y se puede definir que (Leonar & Sam, 2007) “una 
representación es cualquier información útil sobre el estado de un recurso”. 
 
Para comprender mejor esta definición es apropiado hablar un poco sobre un nuevo 
concepto que ha surgido llamado Internet de las Cosas (Internet of Things) donde 
(Parlamento Europero, 2015) la define como “una red distribuida que conecta objetos 
físicos capaces de detectar o actuar sobre su entorno y capaz de comunicarse entre 
sí, con otras máquinas u ordenadores”. Sobre esta premisa en el artículo (Wilde, 2007)  
se propone que lo que allí ha sido denominado como “Cosas” (u objetos, para una 
mejor interpretación) sea integrada a la Web. Del mismo modo, en este texto se acuña 
el termino “Web de las Cosas” (Web of Things) el cual es un enfoque donde los 
recursos son accesibles a través de los mecanismos estándares de la Web (como lo 
es el protocolo HTTP). Como por ejemplo en una red de sensores, en donde cada 
sensor tiene una URI (es un recurso) y puede ser consultada para recuperar las 
lecturas realizadas (tiene un estado que se puede recuperar accediendo al recurso), 
donde dicho estado puede ser representado a través de los metadatos que describen 
la situación o comportamiento del recurso (en este caso el sensor) en este instante. 
 
 
Enlaces (Links) y conectividad entre las representaciones 
 
Generalmente las representaciones que se emplean en la respuesta de un Servicio 
REST esencialmente son documentos hypermedia (documentos que contienen no sólo 
datos, sino enlaces a otros recursos.) Un buen ejemplo de esto lo ofrece el navegador 
web Google Chrome.  
 
Cuando se realiza una búsqueda con este navegador la respuesta que este emite 
consta de un documento HTML compuesto de un conjunto de enlaces que dan acceso 
a otros recursos. Algunos de estos recursos se encuentran dentro de Google como 
"servicio web" y otros apuntan externamente a la Web.  
 
Un ejemplo ello se muestra en (Leonar & Sam, 2007) donde expone una serie de 
enlaces que son el resultado de la búsqueda de los contenidos relacionados con la 
palabra medusa (jellyfish) , tal como se muestra a continuación: 
 
• Este caso se observa un enlace que lleva a una página web externa que habla 
sobre tema consultado: http://www.aloha.com/~lifeguards/jelyfish.html. El 
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objetivo principal de este servicio web, por supuesto, es presentar enlaces de 
este tipo. 
 
• Aquí se observa un enlace a la caché proporcionada por Google relacionada 
con una página externa (el enlace "En caché"). Estos enlaces siempre tienen 
URIs extensas que apuntan a direcciones IP de propiedad de Google, como 
http:// 209.85.165.104/search?q=cache:FQrLzPU0tKQJ… 
 
 
Una Única Interfaz 
 
Antes de empezar a hablar sobre las características que debe presentar una interfaz 
implementada para los componentes que conforman una arquitectura ROA, es 
conveniente remitirse al contexto presentado en REST, donde (Fielding, 2000) señala 
que “la característica principal que distingue el estilo arquitectónico REST de otros 
estilos basados en la red es su énfasis en una interfaz uniforme entre componentes. 
Aplicando el principio de ingeniería de software de Generalidad a la interfaz del 
componente la totalidad de la arquitectura del sistema es simplificada y la visibilidad 
de las interacciones se mejora” 
 
Esto implica que al seguir este estilo de arquitectura es necesario emplear un estándar 
que permita comunicar los componentes que conforman el sistema distribuido. Ya que 
el presente proyecto se enfoca en la creación de un Servicio Web empleado una 
arquitectura ROA para el consumo de recursos, es imperativo emplear el protocolo 
HTTP para tal fin. 
 
Tal y como se menciona en (Guinard, Vlad, & Erik, 2010)  donde especifica que “los 
recursos deben estar disponibles a través de una interfaz uniforme con una semántica 
de interacción bien definida, como lo es el Protocolo de Transferencia de Hipertexto 
(HTTP)” donde dicha interfaz consiste en los métodos HTTP (expuestos en la sección 
Método HTTP apartado 3.2.1) 
 
No obstante, es importante considerar que el estilo de arquitectura REST no señala la 
utilización de una interfaz en particular, sino que hace hincapié en la uniformidad, de 
tal forma que cada servicio utilice la interfaz HTTP de la misma forma. 
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5. DISEÑANDO UN SERVICIO WEB SIGUIENDO LA ARQUITECTURA RESTFUL 
ORIENTADA AL RECURSO 
 
A lo largo del documento se ha dado una contextualización de lo que es un Servicio 
Web y lo que implica la construcción del mismo desde el punto de vista del estilo de 
arquitectónico REST así como también la elección de la arquitectura ROA, la cual se 
ajusta a las necesidades que enmarcan el presente proyecto. 
 
Como ya se ha mencionado, el objetivo principal de esta investigación es ofrecer en la 
forma de recurso alojado en un Servicio Web aquellos algoritmos de resolución 
enfocados en problemas de programación lineal.  
 
Ahora, al iniciar la construcción e implementación de un Servicio Web este no difiere 
del proceso que debe seguir cualquier otra aplicación software, es decir, que las fases 
de análisis, diseño, codificación, etc. también se encuentran en este proceso.  Por 
tanto, en esta sección se mostrará el proceso concerniente a las fases iniciales de 
análisis y diseño. 
 
Del mismo modo, es importante que durante estas fases se tenga afianzado la 
definición de recurso (definida en la sección Recursos apartado 4.1) ya que al diseñar 
un Servicio Web se manipulan diversos contextos relacionados con los enfoques de 
su construcción y de esta manera crear algún tipo de confusión sino se tiene apropiado 
este concepto. 
 
 
Descubriendo los datos 
 
El concepto principal de todo Servicio Web es exponer un conjunto de datos para su 
consumo. Sin embargo, es imperativo definir el contexto de los recursos que se 
emplearán. Por ejemplo, Google Maps es un servicio que está orientado al manejo de 
información relacionada exclusivamente con posiciones geográficas. Esto significa que 
dicho servicio tiene delimitado la características de los datos que almacena y el 
contexto en el cual se desempeña. 
 
Por tanto, al iniciar la construcción de un Servicio Web es imperativo definir el objetivo 
o el enfoque de este y del mismo modo los datos o recursos que alojará. Ahora, como 
se ha mencionado a lo largo del documento un recurso puede llegar a ser un 
documento (XML o HTML), una imagen o una aplicación software, es decir, cual 
elemento que sea lo suficientemente importante como para ser referenciado a través 
un enlace de hipertexto (link) o URI. 
 
Por consiguiente, tomando las características que enmarcan el presente proyecto los 
recursos que serán consumidos se pueden categorizar como aplicaciones software 
(algoritmos solucionadores para problemas de programación lineal). 
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Dividiendo un conjunto de datos en recursos 
Una vez se haya determinado las características de los datos que se desean exponer 
(ya sea una base de datos con contenga los registros de la producción cafetera o como 
es en este caso una serie de algoritmos), el siguiente paso es decidir cómo exponer 
dichos datos como una serie de recursos empleando el protocolo HTTP. 
Pues bien, como se menciona en (Leonar & Sam, 2007) los Servicios Web suelen 
exponer tres tipos de recursos: 
• Recursos únicos predefinidos para aspectos especialmente importantes de la 
aplicación 
 
Un ejemplo común de este tipo de recurso se puede observar en los sitios Web 
que cuentan con una pagina principal como único acceso, donde no importa 
que dirección se ingrese en el navegador siempre habrá un redireccionamiento 
hacia el punto principal del sitio para poder consumir las otras funcionalidades 
que ofrece. Esto significa que existe una URI reconocida, que actúa como un 
portal para otros recursos. 
 
Una muestra de ello son los servicios de Google para todos aquellos que tiene 
una cuenta de correo. Para poder acceder a los servicios de Google Drive, 
Gmail y Google Docs es imperativo registrarse a través de un login de lo 
contrario regresará a la misma página principal como punto de acceso para 
poder consumir sus otros recursos.  
 
• Un recurso para cada objeto expuesto a través del servicio 
Un Servicio Web puede exponer diferentes tipos de objetos, cada uno con su 
propio conjunto de recursos. Donde la mayoría de los servicios ofrecen un buen 
número de dichos recursos. 
 
Un ejemplo de este tipo de servicio es Amazon’s Simple Storage Service (S3). 
S3 es una forma de almacenamiento de datos. Permite mantenerlos de forma 
privada o hacerlos accesibles a cualquier persona con un navegador web o 
cliente de BitTorrent.  
 
S3 se basa en dos conceptos (Amazon Web Services, 2003): S3 "cubos" y S3 
"objetos". Un objeto es una pieza de datos que consta de algunos metadatos 
acompañantes. Un cubo es un contenedor para estos objetos. Una analogía 
que se puede hacer para comprender estos conceptos es que el cubo se puede 
relacionar con un sistema de archivos de un disco duro y un objeto representa 
uno de los archivos de este sistema. 
 
Cada cubo S3 se expone como un recurso. Se pueden crear hasta 100 cubos, 
y ser nombrados como se desee. Al ser un Servicio Web es posible obtener 
(GET) o eliminar (DELETE) estos recursos, pero una vez que se han creado no 
se pueden ser modificarlos directamente:  solamente a través de los objetos que 
dichos cubos contienen. Del mismo modo, cada objeto S3 que se crea también 
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es expuesto en forma de recurso. A diferencia del cubo, este no solo puede ser 
consultado o eliminado sino que también permite ser actualizado (PUT). 
 
Ahora, aplicando el concepto de scoping information (apartado 4.1) se observan 
dos ejemplos de URI’s  empleadas en S3: 
 
ü Para hacer referencia a un cubo en particular la URI de este tendría la 
siguiente estructura (https://s3.amazonaws.com/{nombre-del-cubo}/). 
Donde esta solamente puede haber 100 recursos de este tipo. Por lo 
tanto, el nombre del cubo debe ser único.  
 
ü Para hacer referencia a un objeto S3 en particular y que se encuentra 
dentro de un cubo S3 determinado, la estructura de su URI sería 
(https://s3.amazonaws.com/{nombre-del-cubo}/{nombre-del-objeto}).  
 
 
Por consiguiente, cuando se dice que un Servicio Web puede exponer 
diferentes tipos de objetos, cada uno con su propio conjunto de recursos (tal 
como se dijo al principio de este apartado). Significa que un Servicio Web ofrece 
a través de una URI específica el acceso a un determinado recurso (cubo) 
donde a través de este es posible acceder a otros recursos que están asociados 
a este (objetos).  
 
• Recursos que representan los resultados de los algoritmos aplicados a un 
conjunto de datos 
  
Como ya se ha mencionado a lo largo del texto, un Servicio Web no se restringe 
exclusivamente a ofrecer recursos en la forma de imágenes o documentos; 
estos también tiene la facultad de exponer recursos algorítmicos. Donde el 
resultado de aplicarlos es una colección de recursos que usualmente es el 
producto de una consulta (el termino query suele ser aplicado al ambiente 
computación), ejemplo de ello es un navegador web. 
 
Suponga que se desea utilizar el motor de búsqueda de Google para realizar 
las consultas relacionadas con las palabras REST y XML. Para el primer caso 
la URI resultante sería http://google.com/search?q=REST, esto significa que 
existe un “directorio de recursos acerca de la palabra REST” de la misma 
manera sucedería con la palabra XML, donde la URI resultante sería 
http://google.com/search?q=XML REST, esto significa que existe un “directorio de 
recursos acerca de la palabra XML” (apartado Enlaces (Links) Entre Las 
Representaciones sección 4.2). Tenga en cuenta que ninguno de estos 
recursos se definieron explícitamente con anterioridad. 
 
Al digitar las palabras que se desean buscar Google traduce cualquier URI de 
que tenga la estructura http://google.com/search?q={query} en recurso 
algorítmico, empleando el parámetro q={query} para realizar la búsqueda y de 
esta forma generar como resultado un “directorio de recursos sobre query” que 
generalmente tiene la forma de un documento HTML compuestos de enlaces 
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hacia otros recursos (sección Enlaces (Links) y conectividad entre las 
representaciones apartado 4.2). 
 
No obstante, pensar en un algoritmo como recurso causa confusión. Sin 
embargo, para cambiar esta perspectiva es necesario dejar de ver al algoritmo 
como una acción (por ejemplo, “realizar un búsqueda sobre la palabra REST”) 
y comenzar a observarlo en términos de los resultados de dicha acción (por 
ejemplo, “la lista de artículos de revistas que concuerdan con el criterio de 
búsqueda que es la palabra REST”) 
 
Ahora, una vez expuesto los tres tipos de recursos que puede ofrecer un Servicio Web 
se considera que la tercera opción (Recursos que Representan los Resultados de los 
Algoritmos Aplicados a un Conjunto de Datos) es la que mejor se ajusta para lograr el 
objetivo general de esta investigación. 
 
 
Nombrando los Recursos 
 
Como se mencionó al principio de este capítulo el desarrollo de un Servicio Web puede 
compararse con la creación de una aplicación donde las fases que enmarca la 
ingeniería de software son aplicadas a este contexto. 
 
Así mismo, como en toda aplicación donde su código fuente debe seguir ciertos 
principios de buenas prácticas, como lo es el uso de nombres descriptivos tanto para 
las variables como las funciones, también el diseño de una URI para un recurso debe 
seguir ciertas normas. 
 
Por lo tanto, la presente sección se enfoca en el diseño de URIs para un Servicios Web 
RESTful. 
 
Generalmente, un usuario no debe preocuparse por la estructura que posee un URI 
para acceder al servidor. Sin embargo, (Subbu, 2010) seguir determinadas 
convenciones al diseñar URIs tiene varias ventajas: 
 
• Las URIs que soportan convenciones suelen ser fáciles de depurar y 
administrar. 
• Los servidores pueden tener fragmentos de código especializa en extraer datos 
de las URI de solicitud. 
• Particionar los URI del servidor a través de dominios, subdominios y rutas ofrece 
flexibilidad operativa para la distribución de la carga, la supervisión, el 
enrutamiento y la seguridad. 
 
Ahora, uno de los principios fundamentales cuando se adopta la arquitectura ROA 
consiste en cada URI debe contener toda la información (scoping information) que 
ayude definir con exactitud qué recurso se consumirá y los parámetros (de ser 
necesarios) que se emplearán para alguna acción determinada. 
 
Existen (Subbu, 2010) tres reglas básicas para el diseño de URI:  
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1. Utilice el separador de barra diagonal (/) en la parte de ruta de acceso del URI 
para indicar una relación jerárquica entre recursos: /padre/hijo 
 
2. Utilice la coma (,) y el punto y coma (;) para indicar elementos no jerárquicos 
en la parte de ruta de acceso del URI: /padre/hijo1/hijo2 
 
3. Utilice el signo ampersand (&) para separar los parámetros en la parte de 
consulta del URI. 
 
Sumado de esto, se puede añadir una nueva regla propuesta en (Leonar & Sam, 2007) 
la cual se ajusta a las necesidades de la presente investigación: 
 
• Utilizar variables de consulta para incluir entradas en un algoritmo, por ejemplo: 
/buscar?q=REST&start=20 
 
Como se puede observar esta URI apunta hacia el recurso que tiene como nombre 
“buscar” y recibe como parámetro la palabra “REST” y el número 20 dentro de las 
llaves “q” y “start”, respectivamente. 
 
Así mismo, la estructura que tendrá la URI para el consumo de los recursos del Servicio 
Web referentes al presente proyecto se mostrará en los siguientes apartados junto con 
el diseño de la arquitectura que lo apoya. 
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6. DEFINICIÓN DE LA ARQUITECTURA RESTFUL ORIENTADA AL RECURSO 
(RESOURCE-ORIENTED ARCHITECTURE - ROA) EN LA CONSTRUCCIÓN DE 
UN WEB SERVICE QUE ALOJA LOS ALGORITMOS SOLUCIONADORES 
(SOLVERS) ORIENTADOS A PROBLEMAS DE PROGRAMACIÓN LINEAL 
COMO SERVICIOS 
 
Una vez definidos en la fase de diseño los conceptos que han de aplicarse, en la 
siguiente etapa referente a la arquitectura ROA se selecciona la herramienta software 
que servirá para la construcción del Servicio Web y del mismo modo la disposición de 
cada uno de los elementos con que se conformará el sistema. 
 
Así pues, al momento de realizar tanto el diseño y la definición de la arquitectura se 
define que los recursos que ofrecerá el Servicio Web son los algoritmos solucionadores 
que permitirán resolver problemas de programación. Por lo tanto, se selecciona el 
framework llamado Ruby on Rails, el cual es orientado a la programación web y se 
ajusta a las necesidades del proyecto. Además, Rails adaptó el diseño RESTful como 
una convención desde la Rails 1.2 en adelante (actualmente se encuentra en su 
versión 5.1.3). 
 
Como es sabido Ruby on Rails sigue el patrón de diseño Modelo Vista Controllador, 
sin embargo la característica principal que motivo su elección es el manejo de 
peticiones HTTP a través de su enrutamiento. Como (Ruby, Thomas, & Heinemeier 
Hansson, 2008) hace mención, “en una aplicación de Rails, las peticiones (requests) 
entrantes se envían primero a un enrutador, el cual determina a donde se debe enviar 
la petición en la aplicación y cómo se analiza la solicitud en sí. En última instancia, esta 
fase identifica un método en particular (llamado acción en la jerga de Rails) dentro del 
código del controlador”. 
 
Así mismo, cada acción es representada mediante una URL. Por lo tanto, es necesario 
que posea un nombre apropiado puesto que este será ofrecido como un recurso (tal y 
como se mencionó en la sección Nombrando los Recursos). 
 
 
Enrutamiento de recursos en Ruby on Rails 
 
Una de la principales características de Rails es su paquete llamado Action Pack el 
cual incluye un componente especializado llamado enrutador, el cual es el responsable 
de diseccionar la URL entrante y delegar el control al controlador y la acción 
apropiados. 
 
Así mismo, a través del enrutador es posible escribir las reglas que dictaminan cómo 
cada URL es diseñada. En la siguiente figura se puede observar el proceso de petición 
y enrutamiento que sucede en dentro de una aplicación construida con Rails. 
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Figura 18. Ciclo de petición en una aplicación Rails. 
 
Fuente: (Gamble, Carneiro Jr, & Al Barazi, 2013) 
 
El (Gamble, Carneiro Jr, & Al Barazi, 2013) ciclo de peticiones consiste en los 
siguientes pasos: 
 
1. Rails recibe una petición desde el exterior de la aplicación (usualmente un 
navegador web). 
2. El componente enrutador analiza la URL de la petición y determina el 
controlador y la acción a invocar. 
3. Un objeto controlador es instanciado (tenga en cuenta que Rails emplea el 
paradigma orientado a objetos y por lo tanto cada controlador es una clase, mas 
adelante se podrá observar el código fuente del proyecto). 
4. El controlador interactúa con el modelo (generalmente ejecutando operaciones 
CRUD). 
5. La respuesta se retorna al navegador ya sea por medio de una representación 
o redireccionando hacia algún otro sitio o aplicación web. 
 
No obstante, en el presente proyecto se realizó una modificación a este ciclo. En el 
paso 4 se hace referencia al acceso que tiene la aplicación a la modificación del 
modelo (el cual es la representación del modelo de la base de datos). Sin embargo, 
para la creación del Servicio Web las operaciones CRUD se eliminaron del controlador 
y se agregaron las acciones (recursos) relacionadas con el acceso a los algoritmos 
solucionadores, los cuales yacen en el componentes llamados SolverServiceNoLP y 
SolverServiceLP (como se mostrará mas adelante en el Diagrama de Componentes) 
que serán consumidos en la forma de Objetos Servicio. Del mismo modo, el 
componente de la Vista también se ha eliminado puesto que no se necesita 
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representaciones como documento HTML, en lugar se diseña una respuesta en 
formato JSON para que sea procesado por el propio cliente que generó la petición. 
 
Diagrama de Caso de Uso 
 
Figura 19. Diagrama de Caso de Uso 
 
Fuente: César Manuel Castillo Rodríguez 
 
Como se puede observar, en la figura anterior el Servicio Web ha sido diseñado para 
permitir a los actores consumir los recursos (en forma de algoritmos) y resolver de esta 
manera problemas de programación tanto Lineal como No Lineal. Aunque el objetivo 
general del presente proyecto se enfoca en los algoritmos de tipo Lineal, la arquitectura 
se ha planteado de forma que es escalable, por lo tanto, agregar nuevos algoritmos 
por medio de los componentes destinados para tal fin, no presentará mayor problema. 
 
Así mismo, los actores que interactúan con el Servicio Web son de dos tipos. El primero 
toma la forma de un Lenguaje Específico de Dominio (Domain Specific Language), el 
cual por medio de la sintaxis de su lenguaje anfitrión podría realizar peticiones HTTP 
conectándose de esta forma con los recursos ofrecidos. Por otro lado, se tiene el actor 
Aplicación Web (Web Application) el cual también puede realizar sus peticiones a 
través del protocolo HTTP.  
 
No obstante, se debe tener presente que estos dos actores deben enviar en formato 
JSON la estructura que describe la función a optimizar, así como también las 
restricciones pertinentes. 
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Diagrama de Componentes e Implementación 
 
Figura 20. Diagrama de Componentes e Implementación 
 
Fuente: César Manuel Castillo Rodríguez 
 
A continuación, se explicará a la funcionalidad de cada uno de los componentes. 
 
SolverController 
 
Siguiendo el diseño que presenta Rails, se crea un controlador que tiene el papel de 
ser el punto que ofrece el recurso. Desde este lugar se invoca al servicio 
ExpressionParseService que a través de su método interfaz expression_parse permite 
acceder al componente ExpressionParserState para analizar y verificar la estructura 
JSON que se emplea para enviar el modelo del problema a optimizar. 
 
Figura 21. Código Fuente SolverController 
 
Fuente: César Manuel Castillo Rodríguez 
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Routing (Enrutador) 
 
El componente Routing contiene la configuración de las URI de los recursos 
disponibles. De esta forma, a través del comando resources (figura 22) se pueden 
definir las operaciones HTTP relacionadas con el controlador :solvers (figura 23). 
 
Figura 22. Código Fuente Componente Routing 
 
Fuente: César Manuel Castillo Rodríguez 
 
 
Figura 23. Direcciones URI generadas por Rails 
 
Fuente: César Manuel Castillo Rodríguez 
 
ExpressionParserState (Analizador de Expresiones) 
 
Este componente tiene la misión de analizar la estructura JSON enviada por el cliente, 
la cual contiene la función a optimizar y sus restricciones.  Este análisis permite 
determinar si la expresión matemática de dicha función es de carácter lineal o no lineal, 
de manera que se puede determinar el tipo de algoritmo solucionador a ser invocado. 
 
A continuación, se muestra un ejemplo de la estructura JSON requerida por el Servicio 
Web planteando un problema.  
 
 
 
Ecuación 2. 
 
 
El análisis que se realiza sobre dicha estructura se enfoca principalmente en encontrar 
las llaves que se utilizan para especificar cada componente, es decir, la función a 
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optimizar, si se pretende maximizar o minimizar dicha función y así sucesivamente (el 
significado de cada campo se definirá la siguiente sección). Para lograr dicho análisis 
se utilizó el patrón de diseño State el cual permite controlar las fases de verificación y 
así modificar el estado de cada una. En la siguiente figura, se muestra el diagrama de 
clases del componente ExpressionParserState que consta de la implementación 
Patrón de Diseño State. Así mismo, en la figura 25 se observa la implementación del 
método next_state que permite cambiar el estado de las fases de análisis.  
 
Figura 24. Diagrama de Clases Componente ExpressionParserState. 
Implementación Patrón de Diseño State. 
 
Fuente: César Manuel Castillo Rodríguez 
 
Figura 25. Implementación del método next_state. 
 
Fuente: César Manuel Castillo Rodríguez 
 
Del mismo modo, en la figura 26 se puede observar la estructura del componente 
ExpressionParserState dentro de la aplicación.   
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Figura 26. Estructura del componente ExpressionParserState dentro de la 
aplicación. 
 
Fuente: César Manuel Castillo Rodríguez 
 
Por otro lado, en la tabla 5 se muestra las palabras reservadas dentro de la estructura 
JSON (figura 27) para definir el problema de optimización a solucionar.  
 
Figura 27. Estructura JSON para el envío del problema de optimización. 
 
Fuente: César Manuel Castillo Rodríguez 
 
Tabla 5. 
Palabras reservadas para la estructura JSON 
 
Palabra Reservada Definición 
optimization_function Indica el inicio de la expresión 
type Indica el objetivo que se desea con la 
función a optimizar. Solo admite los 
valores max o min. 
subject_to Se utiliza para indicar las funciones que 
se usarán como restricciones. 
less_than (<) 
greather_than (>) 
less_equal_than (<=) 
greather_equal_than (>=) 
 
Se utiliza para indicar el carácter de la 
inecuación de la ecuación de restricción.  
Fuente: César Manuel Castillo Rodríguez 
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SolverServiceNoLP y SolverServiceLP  
 
Estos dos componentes alojan los algoritmos solucionadores que serán invocados una 
vez el componente ExpressionParserState haya realizado el análisis respectivo (la 
figura 28 muestra la configuración de estos dentro de la aplicación), Así mismo, por 
razones de escalabilidad el componente SolverServiceNoLP ha sido definido de modo 
que pueda alojar futuros algoritmos. Como se puede observar, en el componente 
SolverServiceLP se ha implementado el algoritmo simplex18 con el fin de validar la 
arquitectura presentada en este proyecto. 
 
Figura 28. Estructura del componente ExpressionParserState dentro de la 
aplicación. 
 
Fuente: César Manuel Castillo Rodríguez 
 
Por otro lado, se crea el servicio SolverService (en el archivo solver_service.rb como 
aparece en la figura 28) que ofrece el método interfaz simplex que permite acceder al 
algoritmo solucionador (figura 29). Este método es invocado en el controlador, tal y 
como se muestra en la figura 21. 
 
Figura 29. Implementación del método simplex. 
 
Fuente: César Manuel Castillo Rodríguez 
 
                                            
18 Algoritmo obtenido de https://github.com/danlucraft/simplex 
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7. DEMOSTRACIÓN DEL FUNCIONAMIENTO DE LA ARQUITECTURA 
IMPLEMENTADA EN EL SERVICIO WEB MEDIANTE UN CASO PRÁCTICO 
 
En el presente capítulo se plantea un caso de estudio donde se requiere optimizar una 
función y posteriormente se hará uso del Servicio Web para obtener la solución a dicho 
problema. 
 
Caso de Estudio: Suponga que se desea maximizar la producción de pinturas.  
Después de un detallado análisis el modelo resultante que permite alcanzar este 
objetivo es el siguiente: 
 
Maximizar: 
  z=x+y 
 
Sujeto a las restricciones: 
      2x +  y < 4 
       x + 2y < 3 
 
La estructura JSON que se debe de emplear para consumir el recurso del Servicio 
Web tiene la siguiente forma: 
 
 
Ecuación 3. 
 
No obstante, es necesario utilizar una herramienta que funciona como cliente y realice 
las peticiones requeridas. En este caso empleamos la extensión de Chrome llamada 
Postman. 
 
En primer (figura 30) lugar se debe indicar la dirección URI donde se encuentra el 
recurso e indicar el método HTTP (que en este caso es POST), así como también el 
campo Content-Type indicando que se realiza un petición JSON con el parámetro 
application/json. 
 
Figura 30. Postman configuración de peticiones. 
 
Fuente: César Manuel Castillo Rodríguez 
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Del mismo modo, en la pestaña body se registra la estructura JSON (figura 31). 
Figura 31. Postman configuración de la estructura JSON. 
 
Fuente: César Manuel Castillo Rodríguez 
 
Una vez se haya especificado estos parámetros se puede enviar la petición, 
obteniendo la respuesta que se observar en la parte inferior de la figura 32. 
 
Figura 32. Envío y respuesta de petición JSON empleando Postman. 
 
Fuente: César Manuel Castillo Rodríguez 
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Así mismo, se realizan pruebas para comprobar el funcionamiento del componente 
ExpressionParserState. En la siguiente imagen se reemplaza la llave subject_to por 
foo, de forma que el Servicio Web responda con un mensaje detectando el error. 
 
Figura 33. Envío de petición JSON con llave errónea en subject_to. 
 
Fuente: César Manuel Castillo Rodríguez 
 
Del mismo modo, se hace una prueba cambiando la palabra reservada less_than por 
foo. Se espera detección del error en la especificación de la inecuación en la restricción 
restricción_1. 
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Figura 34. Envío de petición JSON con llave errónea en la restricción. 
 
Fuente: César Manuel Castillo Rodríguez 
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CONCLUSIONES 
 
 
De acuerdo a la la búsqueda de diferentes aplicaciones software, ya sea en ambiente 
de escritorio o web, que permitan resolver problemas de Optimización de Funciones 
de Programación Lineal y analizar sus atributos; se identificaron varias soluciones 
Web, donde se puede notar que estas poseen una funcionalidad básica, es decir, la 
construcción de las mismas está orientada netamente a ofrecer un servicio de 
resolución de las ecuaciones sin ofrecer mayores prestaciones. 
 
Se observa como una de las características de Rails, un paquete llamado Action Pack, 
donde se incluye un componente especializado llamado enrutador, el cual es el 
responsable de diseccionar la URL entrante y delegar el control al controlador y la 
acción apropiados, se determina un ciclo de peticiones, el cual en el presente proyecto 
se realizó una modificación a este ciclo, donde para la creación del Servicio Web las 
operaciones CRUD se eliminaron del controlador y se agregaron las acciones 
(recursos) relacionadas con el acceso a los algoritmos solucionadores, los cuales 
yacen en el componentes llamados SolverServiceNoLP y SolverServiceLP, 
presentándose los resultados esperados de acuerdo al cliente que generó la petición. 
 
El Servicio Web presentado en este proyecto, ha sido diseñado para permitir consumir 
los recursos (en forma de algoritmos) y resolver de esta manera problemas de 
programación tanto Lineal como No Lineal. Aunque el objetivo general del presente 
proyecto se enfoca en los algoritmos de tipo Lineal, la arquitectura se ha planteado de 
forma que es escalable, por lo tanto, agregar nuevos algoritmos por medio de los 
componentes destinados para tal fin, no presentará mayor problema. 
 
En el presente proyecto de investigación se define una arquitectura que permite 
acceder a un Servicio Web (Web Service) donde se encuentren alojados los algoritmos 
de resolución empleados para resolver problemas de optimización de funciones, y 
estos son consumidos través de una interfaz sencilla que permita plasmar un modelo 
de optimización. 
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