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Abstract—Software systems have a strong impact on the energy consumption of the hardware they use. For this reason, software 
developers should be more aware of the energy consumed by their systems. Moreover, software systems should be developed to be able 
to adapt their behavior to minimize the energy consumed during their execution. This paper illustrates how to address the problem of 
developing self-adaptive energy-efficient applications using the HADAS approach. HADAS makes use of advanced software engineering 
methods, such as Dynamic Software Product Lines and Aspect-Oriented Software Development. The main steps of the HADAS 
approach, both during the design of the application and also at runtime are illustrated by applying them to a running case study. 
Keywords—energy-efficient applications, self-adaptation, HADAS, Dynamic Software Product Lines, Aspect-Oriented Software 
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I.  INTRODUCTION 
The percentage of global emissions attributable to Information Systems is expected to further increase in the coming years, due 
to the proliferation of Internet-connected devices omnipresent in our daily lives [1]. Although software systems do not directly 
consume energy, they strongly affect the energy consumption of the hardware [2]. So developers should be more aware of the 
energy consumed by these systems during their usage, and try to develop energy-efficient applications that adapt their behavior to 
minimize the energy consumed during their execution, i.e., develop self-greening applications [3,4].  
Regrettably, there is a narrow view of developers and users about their responsibility for the energy consumed during 
application execution. They rarely address energy efficiency as some recent studies show [3,4], principally due to a lack of 
appropriate methodologies and tools which would help them to produce self-adaptable green software at runtime. Therefore, 
although software energy efficiency is becoming increasingly important, development processes of self-greening systems supported 
by tools are still in their infancy. There are plenty of approaches that present experimental results about how to optimize energy 
consumption at design time [5,6,7], but little effort has been made to explore reusable solutions of runtime energy optimizations.  
Indeed, once deployed, the energy consumed by a system depends on several factors, determined mainly by the usage context 
[8]. It depends, for example, on the amount of data the system needs to store, transfer or query, or on how the user interacts with the 
system. So, the user behavioral pattern impacts very strongly on the final energy expenditure of applications. Therefore, 
applications should not only be prepared at design time to be energy-efficient; they also need to be self-adaptable to the runtime 
context usage.  
This paper illustrates how advanced software engineering methods, such as Dynamic Software Product Lines (DSPLs) [9] and 
Aspect-Oriented Software Development (AOSD) [10], can help address the problem of developing self-adaptive energy-efficient 
applications. Concretely, we present the HADAS approach for the analysis and development of self-adaptive energy-efficient 
applications. HADAS proposes to collect energy-related information at design time and use it at runtime to adapt the application 
behavior to the real energy consumption. HADAS bases on the concepts of runtime energy hotspot and energy consuming 
concerns. A runtime energy hotspot is a point in the application that under certain conditions can consume much energy and, if 
these conditions change at runtime it is possible to reduce this energy consumption by modifying the application components. The 
energy consuming concerns are the concerns that model the runtime energy hotspots at design time. They could be designed in different 
ways, with different energy consumption that depends on some input parameters such as size of type of data. All the alternative design 
solutions for every energy consuming concern are stored in HADAS so that at design time application developers can perform a 
sustainability analysis of the different variants. HADAS then generates the initial application configuration. This sustainability analysis 
will also help to identify those situations where the energy expenditure strongly depends on some parameters that can vary at runtime. This 
information will be used by the developer to specify the self-greening rules that will trigger a reconfiguration at runtime. 
After this introduction, in Section II we discuss the main challenges that arise in the development of our approach. Then, in 
Sections III, IV and V we describe how HADAS addresses these challenges. Finally, our conclusions are presented in section VI. 
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