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 5 Abstrakt 
Abstrakt 
 
 Bakalárska práca rieši problém nekompatibility komunikácie medzi mobilnými 
zariadeniami a mikrokontrolérmi. Úlohou je navrhnúť a prakticky overiť riešenie, ktoré 
funguje na mobilných zariadeniach s operačným systémom Android a ľubovoľným 
mikrokontrolérom. 
 Výsledkom práce je aplikácia sprostredkujúca komunikáciu medzi vysoko-





 The Batchelor's thesis deals with communication incompatibility between 
mobile devices and microcontrollers. The task is to design and test a solution that works 
on mobile devices with Android operating system and any microcontroller. 
 The outcome of the thesis is an application enabling communication between 
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 15 1 Úvod 
  
 1  Úvod 
 
 Bakalárksa práca pojednáva o nekompatibilite v komunikačných štandardoch 
medzi mikrokontrolérmi a mobilnou spotrebiteľskou elektronikou. Tento problém je 
úzko spojený s veľmi rýchlym vývojom hardware-u na strane mobilnej elektroniky, 
zatiaľ čo mikrokontroléry týmto tempom nenapredujú. Neustále sa meniaci hardware a  
s ním komunikačné štandardy preto vytvárajú medzi danými zariadeniami priepastné 
rozdiely a ich vzájomné prepojenie sa stáva obtiažnym. Tento problém pretrváva aj 
napriek tomu, že prepojenie oboch typov zariadení je stále veľmi žiadúce. 
 Zatiaľ čo silnou stránkou mikrokontrolérov je všestrannosť, miniatúrne rozmery 
a nízka cena, postrádajú to, v čom mobilné zariadenia vynikajú, predovšetkým 
prepracované užívateľské rozhranie a výpočetný výkon. Preto spojením oboch typov 
zariadení je možné dosiahnúť unikákne vlastnosti a predčiť mnohé zariadenia z jednej a 
druhej kategórie zvlášť. 
 V práci je preto uvedený výčet možností realizácie komunikácie medzi 
mikrokontrolérom a mobilným zariadením a možnosť implementácie pre operačný 
systém Android. Výsledkom práce je voľba najvýhodnejšej z možností a následne  
vyhotovenie aplikácie, ktorá by zodpovedala za komunikáciu medzi mobilným 
zariadením a ľubovoľným mikrokontrolérom a to tak, aby všeobecne spĺňala 
kvalitatívne nároky kladené operačným systémom Android. Výsledná aplikácia je 
prispôsobená a implenetovaná v rámci projektu semi-autonómneho konvoja, kde tvorí 
premostenie medzi vysoko a nízko-úrovňovou výpočetnou jednotkou. 
 Práca je rozdelená na dve časti, rešeršnú a praktickú.  
 Keďže je celá práca v konečnom dôsledku aplikovaná spolu s ďalšími prácami v 
rámci jedného projektu, je na úvod popísaný projekt semi-autonómneho konvoja v 
kapitole 2, kde sú zároveň stanovené cieľe, v závislosti na danom projekte.  
 Rešeršná časť ďalej oboznamuje čitateľa predovšetkým s technólogiami a 
pojmami nutnými pre pochopenie problematiky komunikácie medzi zvolenými 
zariadeniami.  
 Konkrétne kapitola 3 ponúka stručné všeobecné informácie o operačnom 
systéme Android, na ňu neskôr naväzuje kapitola 7, ktorá definuje základné pojmy  
aplikované v praktickej časti.  
 Kapitola 4 všeobecne pojednáva o možnostiach komunikácie mobilných 
zariadení a vyberá navhodnejší spôsob pre komunikáciu s mikrokontrolérom. Kapitola 5 
priamo naväzuje na predošlú kapitolu a popisuje konkrétny hardware, ktorý je použitý v 
koncovej aplikácií. 
 Obsahom kapitoly 6 je stručný popis komunikačného rozhrania na strane 
miktrokontroléra, slúži na oboznámenie čitateľa s obmedzeniami, ktoré sú na aplikáciu 
kladené. 
 Praktická časť je zhrnutá v kapitole 8, kde je vysvetlený spôsob fungovania 



























 17 2  Popis problematiky autonómnych vozidiel 
  
 2  Popis problematiky autonómnych   
  vozidiel 
 
 S rýchlo sa rozvíjajúcim automobilovým priemyslom stúpa aj miera 
automatizácie moderných vozidiel. Technológie ako napríklad sledovanie jazdných 
pruhov (tzv. LDWS - lane departure warning system), pokročilý pohotovostný brzdný 
systém (AEBR - advanced emergency breaking system) zvyšujú komfort a bezpečnosť, 
tým, že z vedenia volzidla pomaly vylučujú  možnosť chyby spôsobenú vodičom[1].  Z 
čisto technickeho pohladu je ideálnym riešením plne autonómne vozidlo, s úplným 
vylúčením ľudského faktora. Aj keď dnešné technológie spĺňajú predpoklady na to, aby 
vozidlá tohto typu boli zavedené do bežnej prevádzky, vyvstáva konflikt s legislatívou. 
Podľa Viedenskej konvecnie musí mať vodič kontrolu nad vozidlom v každej situácií 
[2], čo je v priamom rozpore so zámerom autonómneho vozidla. Logickým riešením je 
preto kompromis medzi mierou autonómneho riadenia  a možnosťou kontroly vozidla 
operátorom vo forme semi-autonómneho konvoja. 
 
2.1  Rozbor semi-autonómneho konvoja 
 
 Podstata daného konvoja spočíva v prenechaní zodpovednosti na operátora 
ovládajúceho vedúce vozidlo nasledované niekoľkými semi-autonómnymi vozdilami. 
Úlohou vedúceho vozidla je určovat primeranú rýchlosť a prípadnú reakciu na 
neobvyklé situácie. Uloha autonómnych vozidiel je potom redukovaná na sledovanie a 
predikciu trasy vedúceho vozidla. Toto riešenie okrem zvýšenia bezpečnosti  znižuje aj 
spotrebu paliva a množstvo miesta na ceste jednoducho tým, že vozidlá môžu medzi 
sebou udržiavať rádovo menšie vzdialenosti.  
 Cieľom projektu semi-automobilného konvoja je vytvorenie modelu vyššie 
popísaného konvoja v mierke 1:10, aplikovanie  komponentov nutných pre jeho 
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2.2  Rozbor mobilnej jednotky konvoja 
 
 Každé vozidlo v konvoji, až na vedúce, je vybavené hardwearom a softwarom 
zabezpečujúcim jeho samostatnú funkčnosť. Obrázok 2.1 schématicky znázorňuje  







Obrázok 2.1- Schéma mobilnej jednotky 
 
 Každé vozdilo je možné rozdeliť na 3 navzájom prepojené hardwarové vrstvy.  
Základom konštrukcie mobilného vozdila je platforma obsahujúca batériu, pohon a 
výkonovú elektroniku. 
 Druhá vrstva je nízko-úrovňová výpočetná jednotka, v tomto prípade 
reprezentovaná mikrokontrolérom typu ARM. Jej úlohou je komunikácia so senzormi, 
vysoko-úrovňovou výpočetnou jednotkou a generovanie signálu pre výkonovú 
elektroniku. Na tejto úrovni sa nachádza ultrazvukový senzor pre meranie vzdialenosti a 
senzor na meranie stavu batérie. Všetky dáta sú odosielané do vysoko-úrovňovej  
výpočetnej jednotky. 
 Vysoko-úrovňová výpočetná jednotka pozostáva z mobilného zariadenia s 
operačným systémom Android. Najpodstatnejšou úlohou je ovládanie a navigácia celej 
platformy. To je dosiahnuté vďaka dátam  získaných z nízko-úrovňovej výpočetnej 
jednotky, dát generovaných spracovaním obrazu z kamery prítomnej v rámci mobilného 
zariadenia a dát zo senzorov taktiež prítomných v rámci mobilného zariadenia. Ďalej 
vysoko-úrovňová výpočetná jednotka je kompletne zodpovedná za komunikáciu. Tá sa 
delí na komunikáciu s nízko-úrovňovou výpočetnou jednotkou a vzájomnú 
komunikáciu medzi všetkými vozidlami v rámci konvoja. Komunikácia prebieha 
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2.3  Popis navigácie vozidla 
 
 Princíp orientácie vozidla v priestore je založený na snímaní prostredia kamerou 
a dátach zo senzorov. Obraz z kamery je kontinuálne spracovávaný v reálnom čase. V 
prípade, že v zornom uhle sa nachádza vedúce vozidlo nesúce rozpoznávaciu značku, je 
určená vzájomná poloha a natočenie. Ultrazukový merač vzdialenosti poskytuje 
nezávisle meranie relatívnej vzdialenosti od vedúceho vozidla a senzory vo vysoko-
úrovňovej výpočetnej jednotke sprostredkúvajú dáta o rýchlosti a natočení.   
 Dáta zo všetkých zdrojov sú následne poskytnuté plánovaču cesty, ktorého 
úlohou je rekonštrukcia trajektektórie vedúceho vozidla. Jeho výstupom sú dáta, ktoré 
údávajú momentálnu rýchlosť a smer vozidla. 
 Z vysoko-úrovňovej výpočetnej jednotky sú dáta odoslané do nízko-úrovňovej 
výpočetnej jednotky, ktorá zodpovedá za spracovanie daných dát. Jej výstupom je 
PWM signál pre výkonovú elektroniku ovládajúcu otáčky motora a natočenie servo 
motora ovládajúceho prednú náparavu. 
 Okrem komunikácie medzi jednotlivými komponentami v rámci jedného vozidla 
prebieha paralelne bezdrôtová komunikácia medzi všetkým vozidlami. Vozidlá takto 
zdieľajú vzájomnú polohu medzi sebou, čím sa predchádza kríženiu trajektórií a 
následnej havárií. 
 
2.4  Definícia cieľov práce 
 
 V rámci projektu semi-automobilného konvoja je v tejto práci spracovaná 
problematika komunikácie medzi vysoko-úrovňovou výpočetnou jednotkou s 
operačným systémom Androida a nízko-úrovňovou výpočetnou jednotkou 
reprezentovanou ARM mikrokontrolérom. Cieľom práce je navrhnúť a zrealizovať 
komunikáciu, ktorá by spĺňala nasledovné požiadavky: 
 A) dáta sú prenášané cez komunikáčné rozhranie vhodné pre mikrokontrolér 
 B) komunikácia prebieha na malú vzdialenosť (do 5 cm) 
 C) minimálna rýchlosť 4800 baud 
 D) nízky čas odozvy 
 E) nenáročnosť na výpočetný výkon  
 F) spolahlivosť 
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 3  Základné oboznámenie so systémom   
  Android 
 
 Android je operačný systém pre širokú paletu mobilných zariadení. Určený je 
predovšetkým na použitie na "smart" telefónoch, tabletoch a ďalších podobných, bežne 
dostupných zariadeniach. Jadro Androidu je spravované spoločnosťou Google, ktorá ho 
distribuje pod Apache license, čo znamená, že zdrojový kód je voľne prístupný 
vývojárom a pri zachovaní "copyright" je možné ho modifikovať. Práve vďaka tejto 
možnosti ho množstvo výrobcov nasadilo na svoje zariadenia v modifikovaných 
verziách, čo dopomohlo jeho rozmachu. Dnes je najrozšírenejším mobilným operačným 
systémom. Nachádza sa na 78% existujúcich mobilných zariadeniach , pričom 
najbližšia konkurencia je Apple s iOS s podielom len 15% [3].  
 Medzi  jeho ďalšie nezanedbateľné výhody patrí podpora zo strany Google, 
ktoré vytvorilo a zdarma poskytuje nástroje na tvorbu aplikácií pre Android. Medzi ne 
sa radí Android Software Developement Kit (skrátene Android SDK), ktorý spolu s 
programovacím rozhraním Eclipse, umožňuje vytvárať plnohodnotné aplikácie. Vďaka 
tomuto kroku sa okolo Android-u vytvorila nezanedbateľná komunita, ktorá sa vo 
významnej miere podiela na tvorbe aplikácií pre Google play [5]. 
  Aby Android zvládal rapídny rast rôznorodosti mobilných zariadení a držal si 
pozíciu multiplatformového operačného systému, jeho vývojový cyklus je veľmi rýchly. 
Od uvedenia na trh v roku 2009 boli vydané 4 verzie Androidu, pričom každá má 
niekoľko medzistupňov. Aktuálna verzia je 4.4 so pseudonymom Kitkat. 
 Rovnako rýchlo ako sa prispôsobuje Android požiadavkam trhu, musí sa 
aktualizovať aj Android SDK. Tu vývoj napreduje rovnakým tempom a prebieha vo 
forme vydávania knižníc tzv. Application Programming Interface (skrátene API), ktoré 
sú integrované v rámci SDK. Tieto knižnice majú za úlohu poskytnúť vývojárom 
prístup k novým hardware-ovým funkciám a zároveň udávať trend programovania a to 
tak, aby bol čo v najširšej miere spätne kompatibilný s predošlými verziami a staršími 
zariadeniami [6]. 
 Aplikácie sú písané v objektovo orientovanom programovacom jazyku Java, 
ktorá je podporovaná celá, až na niektoré grafické súčasti, ktoré Google nahradilo 
svojimy vlastnými. Pre zachovanie multiplatfomovej kompatibility sú aplikácie 
kompilované do bytového kódu. Kód je potom na konkrétnom zariadení vykonávaný na 
platformovo nezávislej štruktúre, takzvenej Dalvik Virtual Machine (skrátene Dalvik 
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3.1  Štruktúra systému Android 
 
 Android sa bežne označuje ako operačný systém pre mobilné zariadenia. Je ale 
nutné podotknúť, že Android presahuje svojou funkcionalitou možnosti samotného 
operačného systému. Bližší pohľad na štruktúru odhaľuje jednotlivé vrstvy, pričom 
každá z nich vykonáva svoju úlohu a podopiera ďaľšiu vrstvu nad sebou. Operačným 
systémom je nazývaná základná vrstva, ich prepojenie a spektrum, koré navzájom tvoria 
je obecne nazývané "software stack". Nasledovný obrázok ilustruje relatívnu polohu 
každej z vrstiev [5]. 
 
Obrázok 3.1- Štruktúra Android-u [5] 
 
3.1.1  Linux Kernel 
 Linux kernel je zodpovedný za komunikáciu medzi hardware-om zariadenia a 
použitým software-om, plní tzv. funckiu driver-ov. Pri mobilných zariadeniach ide 
predovšetkým o komunikáciu s perifériami daného zariadenia. Medzi ne sa napríklad 
radia senzory polohy a pohybu alebo periférie zodpovedné za sprostredkovanie 
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3.1.2  Native Libraries 
 
 Sú knižnice umožňujúce prístup Android Runtime k informáciam od Linux 
Kernel. Tieto knižnice sprostredkúvajú medzi iným aj: [4] 
  - prehrávanie videa a zvuku 
  - prístup k ovládaniu obrazovky 
  - spravovanie 2D a 3D grafiky (knižnice SGL a OpenGL) 
  - podpora databázií SQLite 
  - integrovaná podpora prehliadania intrnetu a internetovej bezpečnosti 
 
3.1.3  Runtime 
 
 Runtime je zdpovedný za aktuálne bežiace aplikácie. Jeho úlohou je 
prerozdelenie zdrojov zariadenia (pamäť RAM a výkon procesoru), spúšťanie a 
ukončenie jednotlivých komponentov aplikácií [4]. 
 Dalvik VM je obdoba Java VM, ktorá vďaka úpravam od Google spadá pod 
otvorenú licenciu. Úlohou Dalvik VM je kompilácia kódu, zapnutie a beh každej 
spustenej aplikácie. Tieto procesy sa líšia od pôvodnej Java VM, ktorá vyžadovala na 
spustenie aplikácie kód vo forme Java class. Dalvik VM používa vlastný kód, takzvaný 
"byte code" vo forme balíkov Dex (Dalvik Executable). Jeho hlavnou výhodou je 
optimalizácia kódu, kompresia dát a spôsob akým spravuje jednotlivé aplikácie. Každá 
aplikácia má vyhradenú práve jednu instanciu Dalvik VM, čím sa v prípade problémov 
s danou aplikáciou predchádza ovplyvneniu ďalších aplikácií [5]. 
 Okrem Dalvik VM je na zariadeniach s verizou 4.3 a vyššie možnosť spúšťania 
aplikácií s Android RunTime (skrátene ART). Rozdiel je v procese, akým sa kompiluje 
kód. Dlavik VM kompiluje kód po častiach počas behu, tak ako ich aplikácia 
momentálne vyžaduje. ART kompiluje celý kód počas inštalácie, čím sa aplikácia stáva 
počas behu plynulejšou. Nasadenie ART namiesto Dalvik VM je ovplyvnené 
výkonnejším hardware-om, ktorý ponúka dostatočné množstvo pamäte RAM pre 
uchovanie celej aplikácie. [6] 
 
3.1.4  Java SDK 
 
 Obsahom Java SDK sú API, ktoré tvoria základ pre tvorbu aplikácií. Prístup je 
garantovaný každej aplikácií bez výhrady, čím Android dosiahol rovnosť medzi 
aplikáciami vytvorenými Google a aplikáciami tretích strán. V API sa konkrétne 
nachádzajú nástroje na vytvorenie a obsluhu aplikácie počas celého jej životného cyklu, 
správa vlákien (vedľajších procesov aplikácie), sprostredkovanie komunikácie medzi 
aplikáciou a perifériami zariadenia (získavanie dát zo senzorov, odosielanie dát cez 
komunikačné protokoly), komunikácie s daľšími aplikáciami alebo ich komponentov, 
prístup k internetu a iné [4].  
 
3.1.5  Applications 
 
 Je posledná vrstva, ktorá je v priamej interakcii s užívateľom. Pozostáva 
predovšetkým z grafického rozhrania, ktoré sprostredkúva informácie a ovládanie 
aplikácií a systému samotného [5].  
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 4  Dostupné komunikačné periférie   
  zariadení s Adnroid OS 
 
 V nasledujúcom texte sú stručne popísané a zhodnotené komunikačné periférie bežne sa 
nachádzajúce na zariadeniach podporujúcich Android OS. Taktiež je pri každej z 
vymenovaných periférií zhodnotený spôsob, akým daná periféria môže komunikovať s ARM 
mikroprocesorom obmedzeným na komunikovanie len cez sériovú linku. 
 
4.1  Near Field Communication 
 
 Skrátene NFC je štandard umožňujúci bezdrôtovú interakciu na malé 
vzdialenosti (4 cm a menej) pomocou generovania magnetického poľa. Podporované sú  
dva režimy komunikácie [7].  
 Prvý režim je určený na komunikáciu medzi aktívnym a pasívnym zariadením. 
V tomto prípade je možná obojstranná komunikácia, no iniciovaná môže byť len zo 
strany aktívneho zariadenia. 
 Preto spadá do úvahy druhý režim komunikácie medzi dvoma aktívnymi 
zariadeniami. Vysoko-úrovňová výpočetná jednotka je pre tento druh komunikácie 
kompletne vybavená po hardwarevej aj softwarovej stránke. Operačný systém Android 
má plnú podporu NFC komunikácie vo forme samostatnej knižnice [7]. 
 Na strane nízko-úrovňovej výpočetnej jednotky by bol nutný dodatočný 
hardware, ktorý by spracovával NFC protkol a výstupom by bola sériová linka. Tento 
hardware je možné zaobstarať len vo forme samostatného modulu [8]. 
 
4.2  Bluetooth 
  
 Je protokol na bezdrôtovú komunikáciu v pásme 2.4 GHz. Jeho úlohou je 
nahradiť komunikáciu vyžadujúcu káble na malú vzdialenosť (do 10 metrov) [13]. 
Najčastejšie sa využíva v kancelárskej technike, hands-free pre mobilné telefóny alebo 
pri perifériach pre osobné počítače. 
 Využitie tohto typu komunikácie vyžaduje modul, ktorého výstupom by bola 
sériová linka pre nižšiu výpočetnú jednotku. 
 Na strane vyššej výpočetnej jednotky je Bluetooth plne podporovaný po 
hardware-ovej aj software-ovej stránke [5].  
 
4.3  Wifi 
 
 Wifi je v porovnaní s predošlými protokolmi vysokorýchlotný štandard určený 
na vytvorenie bezdrôtovej siete medzi viacerými zariadeniami. Dosah signálu závisí od 
použitej antény a spôsobu šírenia, rádovo sa pohybuje v desiatkách metrov [7]. 
 Kvôli predošlým charakteristikám je komunikácia cez wifi vyhradená na 
zdielanie dát medzi všetkými vozidlami v semi-automobilnom konvoji. V prípade 
dodatočného využitia na komunikáciu s nižšou výpočetnou jednotkou by bolo nutné 
použiť príslušný hardware na spracovanie a prevod signálu na sériovú link [10].   
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 Na strane vyššej výpočetnej jednotky je Wifi plne podporovaná po hardawrovej 
aj softwarovej stránke [11].  
 
4.4  Universal Serial Bus 
 
 Skrátene USB je jediným z protokolov komunikujúcim cez kábel priamo 
pripojený na zariadenie. Rovnako ako pri predošlých alternatívach je nutné použiť 
prevodník signálu z USB na sériovú linku pre nízko-úrovňovú výpočetnú jednotku. 
 V tomto prípade nie je možné priamo využiť Adnroid API na ovládanie 
komunikácie medzi zariadeniami, lebo medzi vysoko a nízko-výpočetnou jednotkou je 
nutný prevodník USB-sériová linka, ktorý používa uzatvorený štandard definovaný 
výrobcom [14]. 
 
4.5  Zhrnutie technických parametrov periférií 
 
 Výber periférie použitej na komunikáciu, musí spĺňať kritéria uvedené v rámci 
podkapitoly 2.4 Definovanie cieľov práce. Pre prehľad a porovnanie dostupných 
periférií slúži tabuľka 4.1. 
 
 
Tabuľka 4.1 - Technické parametre 
 
 Maximálna rýchlosť 
   Podľa bodu D) v podkapitole 2.4 každá z periférií disponuje dostatočnou 




  Periférie NFC, Bluetooth a Wifi vyžadujú hardware, ktorý je možné 
 zakúpiť len vo forme hotového modulu. Toto je v porovnaní s jedno-čipovým 
 prevodníkom pri použití USB značná nevýhoda. Moduly by výrazne zvýšili cenu 
 celej aplikácie a ich umiestnenie by vyžadovalo extra priestor. 
 
 Maximálny dosah 
  Podľa bodu C) v podkapitole 2.4 je dosah periférií Wifi a Bluetooth 
 rádovo väčší ako požadovaná vzdialenosť a ich využitie by preto nebolo 












NFC 424 kbit/s [1] modul s anténou bezdrôtové 4 [cm] ano 
Bluetooth 1,5 Mbit/s* [7] modul s anténou bezdrôtové  10 [m] ano 
Wifi 300 Mbit/s *[8] modul s anténou bezdrôtové  10-100** [m] ano 
USB 12 Mbit/s *[9] prevodník (čip) káblom [-] nie 
* uvedené rýchlosti sú teoretické rýchlosti pre protokoly Bluetooth v4.0, Wifi 802.11n, USB 2.0 full speed  
** konkrétna vzdialenosť značne závisí na použitej technológií 
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 Adnroid API 
  Pordpora zo strany SDK vo forme API veľmi uľahčuje vývoj celej 
 aplikácie. Taktiež to znamená kvalitnú dokumentáciu a v prípade núdze 
 možnosť priamej komunikácie s developermi. V tomto prípade je výnimkou len 
 USB prevodník, kde softwarova podpora záleží priamo na konkrétnom 
 výrobcovi. 
 
4.6  Výber periférie 
 
 Pre výslednú aplikáciu je najvhodnejšie použitie periférie USB s prevodníkom 
alebo NFC s modulom. Obe periférie spĺňajú všetky požadované nároky do rovnakej 
miery.  
 Hlavným kritériom výberu je cena použitého hardware-u, preto je v práci 
použitý USB prevodník od firmy Future Technologu Device International Ltd. a je mu 
venovaná nasledujúca kapitola, v ktorej je podrobnejšie rozobraný problém so software-
ovou podporou. 
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 5  Prevodník USB - sériová linka 
  
 Prevodník použitý v tomto projekte je od firmy Future Technology Device 
International Ltd (skrátene FTDI).  Dôvodom voľby je široký sortiment a dobrá 
softwarová podpora vo forme knižnice určenej na Android.  
 FTDI ponúka čipy podporujúce nasledovné sériové rozhrania, USB-I2C 
(master), USB - SPI a USB - UART, ktoré sú často doplnené rozširujúcimi funkciami. 
Periférie integrované na čipe prevodníka zahŕňajú generovanie PWM signálu, analóg-
digitálny prevodník a ovládanie output/input pinov prítomných priamo na čipe. Pre 
potreby projektu bol zvolený čip FT232RL [14]. Obrázok 5.1 zobrazuje púzdro čipu a 
vnútorné schématické usporiadanie. 
 












Obrázok 5.1 - SSOP 28 obal (na ľavo), Schéma FT232TL (v pravo) [15], [16] 
 
 FT232RL je prevodník z protokolu USB na protokol UART. Protokol UART 
bol zvolený kvôli pomerne jednoduchej štruktúre a ľahkému implementovaniu na strane 
mikrokontroléra. Jeho vlastnostiam sa venuje kapitola 6. 
 Obrázok 5.2 poskytuje zjednodušený pohľad na vnútro FT232RL prevodníka a 
zároveň poskytuje predstavu o približnom zapojení čipu v rámci nízko-úrovňovej 
výpočetnej jednotky. Medzi základné charakteristiky prevodníka patrí: 
 
 USB protokol 
  Je spracovaný priamo na prevodníku v rámci bloku "USB    
 Engine", bez nutnosti dodatočného programovania [15]. 
 
 Baudrate Generátor 
  Generovanie baudrate je možné v rozmedzí 300 - 3 000 000 baud [15].  
 
 Receive & Transmit Buffer 
  Oba typy buffer-ov zabezpečujú hladký chod komunikácie a   
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 Konfigurácia rozhrania UART 
  Prevodník je možné nastaviť pre komunikáciu cez rozhranie UART s  
 nasledovnými parametrami [15]: 
   - počet odoslaných bitov 7 alebo 8 
   - počel stop bitov 1 alebo 2 
   - kontrola parity 
 
 Knižnica D2XX 
  Je základný nástroj pre komunikáciu s FTDI zariadeniami zo strany  
 vyššej výpočetnej jednotky, je jej venovaná nasledujúca podkapitola  
 5.2 Štruktúra knižnice D2XX. 
 
 
5.2  Štruktúra knižnice D2XX 
 
 Knižnica D2XX slúži ako "driver" pre sprostredkovanie komunikácie medzi 
pripojenými FTDI prevodníkmi a vyššou výpočetnou jednotkou. Pre operačný systém 
Android je knižnica D2XX nadstavbou USB Host API na Androide, ktorá sa stará o 
komunikáciu cez USB rozhranie.  Knižnica má niekoľko základných tried, ktorých 
instancie a metódy sprostredkúvajú priamy prístup k pripojenému FTDI prevodníku 





 Je trieda, koterej instancia slúži na spravovanie všetkých pripojených FTDI 
zariadení. Jej úlohou je poskytnúť informacie o všetkých rozpoznaných zariadeniach 
pripojených k vyššej výpočetnej jednotke. Okrem toho, obsahuje zoznam hodnôt, ktoré 
sú parametrami pre metódy na konfiguráciu zariadenia. Nasledovný zoznam obsahuje 
metódy použité vo výslednej aplikácií: 
  
 public int createDeviceInfoList(Context parentContext) 
   Metóda vytvorí zoznam všetkých rozpoznanýchn a pripojených  
  FTDI zariadení. Návratová hodnota informuje o celkovom počte   
  pripojených zariadení [14]. 
 
 public FT_Device openByIndex(Context parentContext, int index)  
   Zo zoznamu zariadení  sa touto metódou otvorí konkrétne   
  zariadenie podľa indexu, pod ktorým sa v zozname nachádza. Návratová  
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 5.2.2 FT_Device 
  
 Instancia tejto triedy reprezentuje konkrétne zariadenie a jej úlohou je 
sprostredkovanie konfigurácie a komunikácie s týmto zariadením. Pre získanie instancie 
tejto triedy sú nutné informácie o pripojenom zariadení, ktoré sprostredkováva 
D2xxManager.  
 Nasledujúci výčet zhŕňa metódy v triede FT_Device, ktoré sú použité v 
aplikácií.  
 public boolean isOpen() 
   Metóda vracia boolean, ktorý potvrdzuje alebo vyvracia, či je  
  zariadenie zodpovedajúce danej instancií aktívne pripojené [14]. 
 public int read(byte[] data, int length) 
   Zodpovedá za získavanie dát z receive buffer-u. Prvých "length"  
  bytov z bufferu je zapísaných do bytového pola "data". Návratová  
  hodnota informuje o počte úspešne prečítaných bytov do buffer-a [14]. 
 public boolean setBaudrate(int baudrate) 
   Metóda zodpovedá za nastavenie baudrate generátora. Návratová  
  hodnota informuje o tom, či metóda úspešne nastavila požadovanú  
  hodnotu baudrate [14]. 
 public boolean setDataCharacteristics(byte dataBits, byte stopBits, byte parity)  
   Slúži na konfiguráciu rozhrania UART, bližšie informácie o  
  parametroch sú obsiahnuté v kapitole 6. Návratová hodnota informuje o  
  úspešnom nakonfigurovaní požadovaných parametrov [14]. 
 public int write(byte[] data, int length)  
   Metóda zapisuje dáta do transmit buffer-a, jej parametrami je pole 
  bytov a jeho velkosť. Návratová hodnota informuje o počte úspešne  
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 6  UART 
  
 Je skratka odvodená od názvu hardware-ovej periférie Universal Asynchronous 
Receiver/Transmitter. Úlohou UART-u je konverzia sériovej linky na paralelnú a 
opačne. Okrem konverzie je daná periféria zodpovedná aj za spracovanie protokolu na 
strane sériovej linky, ktorej logika zodpovedá komunikačnému protokolu RS232. 
 
6.1  Porovnanie UART s obdobnými komunikačnými 
 rozhraniami  
 
 Periféria UART je pomerne bežná pre širokú škálu mikrokontrolérov a je 
prítomná aj na ARM mikrokontroléri v nízko-úrovňovej výpočetnej jednotke. V 
porovnaní s ďalšími bežne dostupnými perifériami na mikrokontroléroch ako I2C a SPI, 
je UART jediné rozhranie, pracujúce asynchrónne. 
 Asynchrónny chod znamená, že prepojené zariadenia nezdielajú medzi sebou 
informáciu o časovaní pre odosielanie dát vo forme hodinového signálu. Namiesto toho 
je každé zariadenie pred začiatkom komunikácie nakonfigurované na určitú prenosovú 
rýchlosť, takzvanú baudrate. Na základe rovnako nastavenej prenosovej rýchlosti sú 
zariadenia zosynchronizované. Detailnejšie informácie sú obsahom podkapitoly 6.2 
Protokol RS232 [17]. 
 Pri synchrónnych rozhraniach je za generovanie hodinového signálu zodpovedné 
tzv.  host zariadenie. Zariadenie, ktoré sa generovaným signálom riadi, je tzv. slave 
zariadenie. Rozdelením zariadení na host a slave vzniká hierarchia, v ktorej má host 
zariadenie prednosť. Tento fakt sa potom premieta do logiky zabezpečujúcej 
komunikáciu, ktorá sa tým komplikuje. Keďže asynchrónna komunikácia nevyžaduje 
generovanie hodinového signálu, sú komunikujúce zariadenia navzájom rovné. Preto 
logika komunikácie je značne jednoduchšia [17]. 
 Nevýhodou UART-u je nízky počet navzájom prepojených zariadení a relatívne 
nižšia prenosová rýchlosť. Pretože UART primárne nepodporuje adresovanie zariadení 
je možné vzájomne prepojiť len 2 zariadenia [17].  
 Prenosová rýchlosť závisí predovšetkým na použitom hardware-i 
komunikujúcich zariadení, no v porovnaní so synchrónnymi protokolmi je nutnosť 
vzorkovoania signálu pri prijímaní dát vyššia, detailnejšie informácie sú v nasledujúcej 
podkapitole. 
 
6.2  Protokol RS232 
 
 Protokol RS232 je štandard zahŕňajúci definície a pomenovanie signálov na 
prenos dát, elektrické charakteristiky daných signálov a mechanické špecifikácie 
vrátane pomenovania pinov na zariadeniach. Pre potreby tejto práce je nasledovná 
podkapitola obmedzená len na najpodstatnešie charakteristiky tohto protokolu a to len 
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 6.2.1  Definícia signálov & pomenovanie pinov 
  
 RS232 definuje spolu 25 typov signálov, pričom veľká väčšina zariadení 
využíva len 9 z týchto signálov. Každý typ signálu má priradený vlastný pin na 








Obrázok 6.1 - 9 pinový konektor pre RS232 [18] 
 













Tabuľka 6.1 - prehľad pinov na 9 pinovom konektore RS232 [17] 
 
  Protokol RS232 v zásade definuje 2 typy prenášaných signálov, dátové signály 
a signály zodpovedné za zdielanie informácií ohľadne stavu zaridenia. Zariadenia 
využívajúce perifériu UART na komunikáciu, ďalej redukujú počet signálov len na 3 
nevyhnutné. Sú to signály RX, TX a SG.  
 Signál TX slúži na posielanie dát zo zariadenia a na druhom zariadení sa pripája 
na pin RX. Pin RX slúži na príjem dát. Vďaka fyzicky rozdielnym spojeniam na prenos 
dát každým smerom, ide o full-duplex komunikáciu, teda vysielanie dát nie je závislé na 
prijímaní dát a oba deje môžu prebiehaťparalelne [17]. 
 Signál SG je nutný z technických dôvod a slúži na zdielanie referencie s ktorou 
je porovnávaná hodnota napätia signálov TX a RX. Často slúži na zdieľanie nulového 









pin 1 CD status/kontrola 
pin 2 RX dáta 
pin 3 TX dáta 
pin 4 DTR status/kontrola 
pin 5 SG status/kontrola 
pin 6 DSR status/kontrola 
pin 7 RTS status/kontrola 
pin 8 CTS status/kontrola 
pin 9 RI status/kontrola 
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6.2.2  Prenos dát cez RS232 a UART 
 
 Pred odoslaním dát je nutné nakonfigurovať zariadenia na oboch koncoch. 
Konfigurácia musí byť pri oboch zariadeniach zhodná a obsahuje nasledovné údaje. 
 V prvom rade ide o baudrate, ktorej maximálna a minimálna hodnota záleží 
predovšetkým od zariadenia a aplikácie. Táto hodnota určuje, v akých časových 
intervaloch bude hodnota signálu RX, resp. TX zodpovedať prijatému, resp. 
odoslanému bitu.  Má priamy vplyv na rýchlosť prenosu dát. Čím vyšší baudrate, tým je 
počet prenesených bitov na jednotku času väčší. Príliš vysoký baudrate ale môže byť 
dôvodom pre nežiadúce fyzikálne javy [17].  
 Ďalej je nutné určiť počet stop bitov, ten môže byť 1 alebo 2. Vyšší počet stop 
bitov spomaľuje komunikáciu ale predchádza chybám, zapríčinených nezachytením 
stop bitu na konci prenosu [17]. 
 Nastavenie parity nie je povinné. Ide ale o najjednoduchšiu formu zisťovania 
správnosti odoslanej informácie. Nastavenie má 3 módy, "odd", "even" a "none". Pri 
"odd" móde sa za odoslané dáta pridáva bit, tzv. parity bit, ktorý určuje, či je odoslaný 
počet logických 1 v odoslaných dátach nepárny. Ak je počet párny, je za dáta pridaný 
bit s hodnotou 0, ak je nepárny tak parity bit nadobúda hodnotu 1. Pre "even" mód je 
postup rovnaký, ale invertovaný. Pre "none" nastavenie sa parity bit nepridáva. Toto 
nastavenie tak isto spomaľuje komunikáciu medzi zariadeniami, lebo pridáva 
nadbytočné bity [17]. 
 Nakoniec je nutné nastaviť počet bitov, ktoré resprenzujú odoslané dáta. Dáta 
zvyčajne obsahujú 5 až 8 bitov. Najčastejšie sa dáta posielajú ako oktet, teda 8 bitov 
alebo 1 byte. 
 Nastavenie pre 8 bitov dát, parity "none" a 1 stop bit sa potom skrátene označujú 






Obrázok 6.2 - Prenos dát cez UART s parametrami 8-N-1 
 
6.2.3  Elektrické charakteristiky RS232 a UART 
 
 Prokotol RS232 využíva na úrovne signálu napätia v rozmedzí -15V a 15V. 
Signál nesúci logickú hodnotu 1 musí zodpovedať napätiu v intervale -3V až -15V. 
Signál s hodnotou logická 0 je v intervale 3V až 15V [17].  
 Keďže protokol RS232je určený na prenos dát na relatívne veľké vzdialenosti 
(do 30 metrov), majú intervaly napätí použitých na prenos dát značnú rezervu. Týmto 
opatrením sa predchádza znehodnoteniu dát šumom alebo úbytkom napätia pri prenose. 
 UART nie je určený na také vzdialenosti ako RS232 a rozpätie napätí v ktorom 
funguje je často previazané s napájím celého zariadenia. V mnohých aplikáciach sa 
preto využíva hodnota napätí TTL v rozmedzí 0V až napájacie napätie (3,3V až 5V).  
 Hondota signálov pre logickú 1 a logickú 0 je v prípade UART-u invertovaná v 
porovnaní s RS232. Porovnanie napäťových úrovní RS232 a UART sú znázornené v 
obrázku 3 [17]. 
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 7  Základné pojmy v programovaní pre  
  Android 
 
 Úlohou tejto kapitoly je definícia základných pojmov, ktoré sú nutné pre 
porozumenie pri tvorbe aplikácií pre operačný systém Android. Nasledovný výčet 
obsahuje pojmy, ktoré sa vzťahujú k tvorbe aplikácií zodpovednej za komunikáciu 
medzi vyosoko-úrovňovou a nízko-úrovňovou výpočetnou jednotkou, kedy na vysoko-
urovňovej výpočetnej jednotke beží operačný systém Android. Rýchly rozvoj Androidu 
a s ním spojené rozsiahle zemny, sú dôvodom použitia najnovšej verzie Adnroid 4.4.2 a 
aktuálnej verzie API 19. 
 
7.1  Aplikácia 
  
 Aplikácie majú na zariadeniach s OS Android úlohu sprostredkovať interakciu 
užívateľa so zariadením. Sú reprezentované súborom typu Android Package s príponou 
".apk". Balík daného typu  obsahuje kompletnú aplikáciu, ktorá pozostáva z 
kompilovaného kódu a zdrojových súborov (obrázky, zvuky a iné). Aplikácie sú 
distribuované v rámci systému Google Play ale ich inštalácia je možná aj bez tejto 
služby, len s balíkom Android Package. 
 Základnými stavebnými blokmi aplikácie sú komponenty, ktoré sa delia na 4 
kategórie. Ide o Activity (podkapitola 7.3), Broadcast receiver (podkapitola 7.5), 
Content Provider a Service (podkapitola 7.6). Aplikácia, ktorá je výsledkom tejto práce 
využíva alebo interaguje so všetkými typmi komponentov až na Content Provider. 
Úlohou komponentu Content Provider je sprostredkovanie prístupu k dátam. Radia sa 
sem dáta z web-u, databáz alebo iných úložíšť, ktoré práve navrhnutá aplikácia 
nevyužíva [20]. 
 Spustené aplikácie sú navzájom oddelené procesy, ktoré existujú len v rámci im 
pridelenej instancie Dalvik VM. Funkcia Dalvik VM a jej novšej obdoby ART bola 
stručne spomenutá v kapitole 3.1.3 Runtime. Existencia aplikácie len v rámci jedného 
procesu zvyšuje bezpečnosť tým, že k dátam danej aplikácie nemá bez vedomosti 
užívateľa prístup žiadná ďalšia aplikácia. Prístup aplikácie k dátam a komponentom, 
hoci aj vlastným musí byť spísaný v doumente Manifestu [20]. 
 
7.2  Manifest 
 
 Je základným dokumentom každej aplikácie. Jeho úlohou je predať kľúčové 
infpormácie o aplikácií systému, na ktorý sa aplikácia inštaluje. Obsahuje unikátne 
meno aplikácie,  informáciu o minimálnej verzii API, ktorá musí byť na zariadení 
prítomná, zoznam komponentov používaných danou aplikáciou a jednotlivé definice 
opravnení pre pristup k interným funkciám systému, ktoré je nutné potvrdiť zo strany 
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7.3  Activity 
 
 Úlohou aktivity je sprostredkovanie grafického rozhrania pre užívateľa. Vo 
väčšine prípadov zaberá aktuálne zvolená aktivita celú obrazovku, v rámci ktorej sú 
vykrelené graficke ovládacie a informačné prvky (tlačítka, boxy s editovateľným 
textom, a iné). Počet aktivít v rámci aplikácie je teoreticky neobmedzený. Pre viac 
aplikácií spustených zároveň je bežné, aby užívateľovi bolo k dispozícií viac aktivít 
naraz. Android tento problém rieši tým, že jednotlivé aktivity zo všetkých zapnutých 
aplikácií "ukladá" na seba, čim tvorí tzv. "back stack". Priebeh ukladania aktivít na 
"back stack" je ilustrovaný na obrázku 7.1. Týmto postupom sa predchádza dlhému 










Obrázok 7.1 - "back stack" [22] 
 
 Pre efektívnu funkciu "back stack", je nutné aby bol výkon sústredený vždy len 
na aktivitu, ktorá je momentálne v popredí, teda tú, ktorá sa nachádza najvyššie na 
"back stack". Preto má každá aktivita predpísané funkcie, ktoré riadia jej životný 





















Obrázok 7.2 - Životný cyklus aktivity [22] 
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 Každá aktivita má 3 štádiá existencie, aktívna v popredí, neaktívna v rámci 
"back stack"-u a vypnutá. Pri prechode medzi jednotlivými štádiami sú spustené 
funckie, ktoré udávajú správanie aktivity v danom štádiu. Ich úlohou je buď obmedziť 
výkon nutný na chod aktivity alebo aktualizovanie zobrazovaných údajov. Podkapitoly 
7.3.1 až 7.3.3 približujú deje, ktoré prebiehajú v aktivite počas jej životného cyklu. 
 
7.3.1  Aktivita v popredí 
 
 Aby sa aktivita dostala do prvej pozície na "back stack", je nutné, aby prešla 
nasledovnými fázami, ktoré sa začínajú volaním týchto metód. 
 onCreate() 
   Je metóda, ktorá prebieha len pri prvom spustení aktivity (resp.  
  pri jej znova vykreslení), slúži na vykreslenie gafiky a ovládacích  
  prvkov [22].  
 onStart () 
   Metóda je volaná vždy, keď sa daná aktivita dostáva do popredia 
  Jej úlohou je zapnutie všetkých komponentov, ktoré boli kvôli šetreniu  
  výkonu vypnuté. Medzi tieto komponenty sa radia predovšetkým Servisy 
  a Broadcast Receiver-e, ktorých činnosť nie je nevyhnutná, ak aktivite  
  nie je venovaná pozornosť zo strany užívateľa [22].  
 onResume() 
   Zatiaľ čo pri metóde onStart() sa stáva aktivita viditeľnou pre  
  užívateľa, až po zavolaní metódy onResume() je možná interakcia s  
  aktivitou. Táto situácia môže nastať, ak sa pred aktivitou objaví   
  informačný text (tzv. dialóg) [22]. 
 Pre práve spustenú aplikáciu je nutné, aby si aktivita prešla všetkými 3 
metódami. Až potom sa stáva celkom prístupnou užívateľovi so všetkými svojimi 
komponentmi. Daná aktivita má maximálnu prioritu a je jej venovaná dostatočná časť 
zdrojov zariadenia (pracovná pamäť a výpočetný výkon). Aktivity nachádzajúce sa 
nižšie na "back stack" majú pre systém menšiu prioritu, čo v praxi znamená, že v 
prípade nedostatku zdrojov pre aktivitu v popredí, sú neaktívne aktivity odstránené z 
"back stack", teda sú vypnuté [22]. 
 
7.3.2  Neaktívna aktivita v rámci "back stack"-u 
 
 Ide o aktivitu, ktorá momentálne nie je pre užívateľa viditeľná, ale je uchovaná v 
pracovnej pamäti zariadenia, aby sa pri jej opätovnom otvorení predišlo čakaniu na jej 
grafické vykreslenie. Aktivita sa do tohto štádia dostane po tom, ako prejde 
nasledovnými metódami [22]. 
 onPause() 
   S aktivitou nie je momentálne možné interagovať zo strany  
  užívateľa, no je viditeľná. Táto situácia môže nastať, ak sa pred aktivitou  
  v popredí objaví informačný text (tzv. dialóg).Pre kativitu v tomto štádiu  
  je nutné, aby komponenty zodpovedné za aktualizáciu zobrazovaných  
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 onStop() 
   Spustením tejto metódy sa aktivita dostáva na nižšiu pozíciu  
  "back stack"-u a užívateľ s ňou stráca vizuálny kontakt. Preto je nutné,  
  aby aktivita v tejto fázi čo najviac obmedzila využívanie zdrojov   
  (pracovná pamäť a výpočetný výkon). Často to býva vypnutie Broadcast  
  Receivrov a Servisov, ktoré sú zodpovedné za aktualizáciu   
  zobrazovaných údajov [22]. 
   
 Pre opätovné zobrazenie aktivity je nutné, aby si aktivita prešla metódou 
onRestart(), onStart() a onResume v ktorých sa jednotlivé komponenty znova zapnú. 
 
7.3.3  Vypnutá aktivita 
 
 Aktivita v tomto štádiu sa nenechádza na žiadnej pozícií v rámci "back stack"-u. 
Táto situácia môže nastať pri vypnutí aplikácie v rámci ktorej je aktivita spustená alebo 
v prípade, že je nutné uvoľniť zdroje pre aplikáciu, ktorá je momentálne v propredí. 
Pred vypnutím si aplikácia prejde poslednou metódou [22]. 
 onDestroy() 
   Ide o metódu, ktorá je volaná tesne pred zatvorením aktivity. Jej  
  úlohou je dať aktivite poslednú mznosť na korektné vypnutie všetkých  
  komponentov. Po tomto procese je možné sa k aktivite vrátiť len jej  
  opätovným spustením cez metódu onCreate() popísanú v odstavci  
  7.3.1 Aktivita v popredí [22]. 
 
7.4  Intent 
 
  Intent je základným nástrojom pre komunikáciu v rámci Android OS. Ide o 
veľmi versatilný nástroj ktorý sprostredkúva komunikáciu medzi aktivitami, 
komponentmi a systémom. Okrem toho je základným nástrojom pre spúšťanie 
komponentov, ako bude v nasledujúcom texte vysvetlené. 
 
7.4.1  Štruktúra intentu 
 
 Intent musí v prvom rade obsahovať informáciu o tom, aká je jeho úloha. Preto 
základom intentu je akcia, ktorá prezentuje úlohu, ktorá má byť vykonaná, alebo cieľ, 
kam má byť intent doručený. V prvom prípade ide o akcie, ktorými sa napríklad 
spúšťajú a vypínajú jednotlivé komponenty aktivity. Vo výslednej aktivite sa týmto 
spôsobom obsluhuje servis zodpovedný za komunikáciu. 
 V druhom prípade je intent použitý na doručenie informácií, ako bolo spomenuté 
v úvodnom odstavci. V oboch prípadoch je možné k intentu pripojiť dáta, ktoré sú nutné 
pre správne vykonanie akcie. Pre prijímanie intentov je použitý Broadcast receiver, 
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7.5 Broadcast Receiver 
 
 Je základným prvkom, nutným pre prijímanie správ v podobe intentov. Ide o 
triedu, ktorá obsahuje metódu schopnú zachytávať intenty. Intenty môžu mať pôvod v 
systéme, kedy je napríklad ohlásené pripojenie zariadenia na nabíjačku alebo môžu 
pochádzať z aplikácie a jej komponentov [24]. 
 V tomto prípade je broadcast receiver použitý na zachytávanie správ 
generovaných pri zmene stavu pripojeného FTDI prevodníka na vysoko-úrovňovú 




 Až do tohto bodu bol výsledok tejto práce nazývaný ako výsledná aplikácia. 
Predpokladalo sa totiž, že čitateľ nie je oboznámený s vnútornou štruktúrou Android 
aplikácií. Pretože na tomto mieste je možné zaviesť spávne názvoslovie, bude sa ďalej 
správne označovať výsledok tejto práce ako Servis. 
 
7.6.1  Úloha servisu 
 
 Úloha servisu spočíva v obsluhe aplikácie. Pod servisom je často označované 
rozhranie, s ktorým aktivita komunikuje. Toto rozhranie má za úlohu sprostredkovať 
aplikácií informácie a to spôsobom, ktorý nezaťažuje aktivitu momentálne prezentovanú 
užívateľoví. Preto sa využitie servisov sústredí na činnosti, ktoré vyžadujú mnoho času. 
Ide napríklad o sťahovanie dát z internetu, prehrávania hudby alebo dlhé výpočty a 
procesy, pri ktorých je nutné čakať. Úlohu servisu je možné zhrnúť aj pojmom 
multitasking, kedy servis umožňuje aplikácií vykonávať viac vecí zároveň, bez 
ovplyvnenia plynulosti z pohľadu užívateľa [25]. 
 
7.6.2  Servis ako nástroj na zjednodušenie implementácie 
 
 V podkapitole 7.1 Aplikácia, bol servis uvedený ako jeden zo základných 
komponentov aplikácie. Rozdelenie aplikácie na komponenty a zavedenie hierarchie do 
veľkej miery zjednodušuje proces, s akým sa jednotlivé komponenty dajú použiť v 
ďalších aplikáciach. 
 Pri tvorbe výsledného Servisu bolo dbané na to, aby celý Servis ostal ako 
samostatný balík a žiadnu svoju časť neintegroval do aplikácie. Týmto sa zaručilo, že 
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7.7 Intent Service 
 
 Intent servis je podtriedou nachádzajúcou sa v rámci nadradenej triedy servis 
Jeho úlohou je spracovanie asynchrónnych požiadaviek zo strany aplikácie, čím 
umožňuje vytvoriť paralelne bežiace procesy, teda multitasking. V rámci Androidu 
existujú ďalšie možnosti ako dosiahnúť multitasking, pre výsledný Servis bol ale 
použitý intent servis z nasledovných dôvodov [26]. 
 Jenoduché spustenie 
   Intent servis sa spúšťa cez intent nesúci informáciu vo forme  
  akcie o spustení intentu a prípadné dáta, ktoré majú byť spracované. 
 Samostatná obsluha 
   Po spustení intent servisu sa vytvorí vedľajšie vlákno, na ktorom  
  je vykonaná požadovaná úloha. Po dokončení úlohy sa vlákno samo  
  ukončí. 
 Pôvodne bol celý projekt založený na vytváraní jednotlivých vlákien, pri ktorých 
bolo nutné riadiť ich správne vytvorenie a ukončenie. Výhodou vlákna oproti intent 
servisu je prehľadnosť životného cyklu vlákna a taktiež možnosť existencie viacerých 
rovnakých vlákien zároveň. Intent servis nemôže existovať naraz vo viacerých kópiách, 
čo prináša niektoré výhody a obmedzenia. Dôvodom voľby intent servisu pred vláknom 


















 43 8 Praktická časť 
 
 8 Praktická časť 
 
 Kapitola obsahuje rozbor základných blokov servisu, ich vzájomné prepojenie a 
príklad komunikácie s aplikáciou. Na koniec kapitoly sú popísané merania, ktorými 
bola komunikácia testovaná pri nasadení v projekte semi-autonómneho konvoja a 
interpretácia dosiahnutých výsledkov. 
 
8.1 Štruktúra Servisu 
  
 Kód servisu je logicky rozdelený do tried, ktoré slúžia na zlepšenie čitateľnosti a 
jednoduchú orientáciu v programe. Triedy je možné rozdeliť na 3 základné typy, v 
závislosti na funkcii, akú v servise zastávajú.  
 V prvom rade ide o triedy obsahujúce bloky, ktoré sú zodpovedné za vykonanie 
úloh zaberajúcich veľa času. Tieto triedy sú postavené na intent servisoch, aby sa 
predišlo zaťaženiu nadradnej aplikácie. Ide o triedy zabezpečujúce pripojenie a 
následnú klomunikáciu s FTDI zariadením. 
 Ďalším typom sú triedy obsahujúce definície metód. Tieto metódy sú volané 
naprieč celým servisom a zabezpečujú vykonanie väčšiny jednorázových procesov. 
Delia sa na metódy súvisiace s obsluhov pripojeného FTDI zariadenia a  metódy použité 
v rámci servisu. 
 V poslednom rade ide o triedy uchovávajúce globálne premenné a metódy. 
 
8.1.1 Trieda typu service 
 
 Ide o jedinú triedu tohto typu s názvom FtdiService.java. Jej úloha spočíva v 
reprezentácií celého servisu z pohľadu nadradenej aplikácie. Daná trieda zodpovedá za 
štart, ukončenie a vnútornú logiku celého servisu. Tá spočíva vo vytvorenom broadcast 
receiver-y, ktorý zodpovedá za obsluhu intent servisov zabezpečujúcich pripojenie a 
komunikáciu. Tento konkrétny broadcast receiver sa kvôli zachovaniu prehľadnosti v 
rámci nasledujúceho textu bude označovať ako "hlavný broadcast receiver". Jeho 
funckia  bude bližšie vysvetlená ďalej. 
  
8.1.2 Triedy typu intent service 
 
 V rámci celého servisu existujú 4 triedy tohto typu. Reprezentujú kroky nutné 




   V rámci tejto triedy prebieha inicializácia D2XXManager-u,  
  ktorej výsledkom je instancia D2XXManager-a. Dôvodom pre oddelenie  
  tohto procesu od ďalších naväzujúcich procesov je vyčlenenie času pre  
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 ConnectionIS.java 
   Má podobnú úlohu ako predošlá trieda, jej výsledkom je instancia 
  FT_Device. Zároveň v rámci tohto procesu prebieha konfigurácia  
  zariadenia pre komunikáciu cez UART so štandardnými hodnotami  
  baurate 9600 a nastavením 8-N-1. Tieto nastavenia je možné   
  zmeniť počas behu servisu z  nadradenej aplikácie. 
 
 SendingIS.java 
   Trieda je zodpovedná za odosielanie dát. Intent servis obsahuje  
  slučku, v ktorej sa dáta postupne odosielajú. Týmto spôsobom nie je  
  nutné vytvárať nový intent servis pre každé dáta zvlášť, čo vo veľkej  
  miere zvyšuje  priepustnosť komunikácie. 
 
 ListeningIS.java 
   Je obdobná trieda k SendingIS.java. Jej úlohou je čítať buffer  
  pripojeného FTDI zariadenia, kde sa nachádzajú dáta prijaté cez UART z 
  nízko-úrovňovej výpočetnej jednotky. 
 
 Každý z vyššie spomenutých intent servisov spätne komunikuje s hlavným 
broadcast receiver-om, tento proces je popísaný v nasledujúcej podkapitole. 
 
8.1.3 Triedy uchovávajúce premenné 
  
 V rámci projektu sú definované dve triedy obsahujúce premmenné. Trieda 
Var.java obsahuje premmné, ktoré sú prístupné nadradenej aplikácií. Ide napríklad o 
špecifické akcie intentov pri komunikácií Servisu s aplikáciou. Druhá trieda FTDI.java 
obsahuje premenné použíté v rámci Servisu.  
 Trieda Method.java obsahuje metódy, ktoré sú bližšie popísané v podkapitole 
8.3 Komunikácia medzi servisom a aplikáciou. 
 
8.2  Hlavný broadcast receiver 
 
 Hlavný broadcast receiver vzniká a zaniká spolu s celým servisom. Jeho 
základnou úlohou je riadiť vnútornú logiku servisu, ktorá spočíva v spúšťaní intent 
servisov spomenutých v predošlej podkapitole. Každý z týchto intent servisov má 
spätnú väzbu na hlavný broadcast receiver, kde informujú o úspešnosti vykonania svojej 
úlohy. Ak dôjde k chybe alebo zlyhaniu, je o ďalšom postupe rozhodnuté centrálne, len 
z hlavného broadcast receiver-u. Nalsedujúci diagram 8.1 schématicky znázorňuje 















































Diagram 8.1 - Interná Logika 
 
 
8.3 Komunikácia medzi servisom a aplikáciou 
 
 Servis sa navonok javí ako samostatne stojaci komponent, s vlastnou internou 
komunikáciou znázornenou v predošlej podkapitole. Rozhranie medzi Servisom a 
nadradenou aplikáciou sa považuje za externú komunikáciu, ktorá je riadená metódami 
definovaných v rámci Servisu. 
 Pre externú komunikáciu slúži trieda Method.java, ktorá obsahuje nasledovné 
metódy:  
 
 46 8 Praktická časť 
 public static void startFtdiService(Context context) 
   Úlohou funkcie je zapnutie triedy FtdiService.java    
  prostredníctvom intentu. Parameter Context slúži pre zaregistrovanie  
  vytvoreného servisu v kontexte aplikácie, ktorá ho používa. Návratová  
  hodnota je void, lebo po vytvorení servisu a zapnutí hlavného broadcast  
  receiver-u je nadradenej aplikácií zaslaný intent, informujúci o statuse  
  servisu. 
   Spustenie servisu musí zodpovedať špecifickej fáze životného  
  cyklu, v ktorej sa aktivita nachádza, tak aby servis pracoval len v čase,  
  kedy je to žiadúce. Preto je servis zapnutý v onStart() metóde, počas  
  inicializovania aktivity, tesne pred tým, ako je aktivita zobrazená   
  užívateľovi. 
 
 public static void stopFtdiService(Context context) 
   Daná funckia má za úlohu správne ukončiť servis. V rámci  
  aktivity je volaná vždy, keď sa aktivita nachádza na nižšej úrovni v "back 
  stack"-u, teda v rámci metódy onStop(). 
   Pri nezavolaní tejto funckie zostáva Servis aktívny v rámci  
  aplikácie aj po ukonačení aktivity, ktorá ho vytvorila. Aplikácia preto  
  ostáva otvorená, často bez možnosti komunikácie s užívateľom.  
 public static void setParams (int baudRate, int dataBits, int stopBits, ... 
     String parity,String flowControl) 
   Metóda slúži na nakonfigurovanie rozhrania UART zo strany  
  vysoko-úrovňovej výpočetnej jednotky. Jej parametrami sú: 
  int baudrate 
   Hodnota vyjadrujúca konkrétny baudrate (napríklad 9600). 
  int dataBits 
   Počet prenesených data bytov v rámci jedného prenosu, hodnota  
   sa pohybuje medzi 5 až 8. 
  int stopBits 
   Počet stop bitov za každým prenosom, je možné nastaviť 1 až 2  
   stop bity. 
  String parity 
   Označuje tri módy sledovania parity, parameter môže   
   nadobudnúť hodnotu "none", "odd" a "even". 
  String flowControl 
   Nastavuje flowControl, podporované módy sú "none",   
   "CTS/RTS", "DTR/DSR" a "XOFF/XON". 
 
 public static boolean sendMessageString(String message) 
   Metóda slúži na odosielanie správ vo forme String-u o   
  maximálnej dĺžke 256 bytov. Návratová hodnota informuje o úspešnosti  
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8.4  Príklad implementácie Servisu v aplikácií 
 
   Pre správnu implementáciu Servisu v rámci aplikácie je nutné vykonať 
nalsedovné kroky. Schéma implementácie je znázornená na oblázku 8.1.  
 
8.4.1 Spustenie Servisu 
  Servis by mal byť inicializovaný po štarte aplikácie, tak aby   
 sprostredkoval kounikáciu v momente, keď je daná aktivita prístupná   
 užívateľovi. Preto je metóda startFtdiService() volaná v onStart() metóde  
 aktivity zabezpečújúcej rozhranie s užívateľom. 
    
8.4.2 Ukončenie Servisu 
  V rámci semi-automobilného vozidla je v popredí jediná aktivita,   
 ktorá vykonáva rozpoznávanie obrazu. Preto v prípade, že táto aktivita v   
 popredí nie je, je nutné aby sa vozidlo nepohybovalo. Z toho dôvodu je   
 metóda stopFtdiServis() volaná v rámci metódy onStop(). 
 
8.4.3 Odosielanie dát a nastavenie parametrov 
  Odosielanie dát, ktoré prebieha volaním metódy     
 sendMessageString(...) a nastavovanie parametrov prostredníctvom   
 metódy setParam(...), môže prebiehať kedykoľvek v rámci celej    
 spustenej aplikácie, za predpokladu, že je Servis plne inicializovaný.  
 
8.4.4 Prijímanie dát a správ zo Servisu 
  Pre príjem dát je nutné, aby v rámci každej aktivity, ktorá má dáta  
 prijať, bol zaregistrovaný Broadcast receiver, ktorý zachytáva intent   
 obsahujúci zo strany Servisu. Daný intent je vyslaný s akciou    
 "INTENT_BY_SERVICE", ktorej hodnota je definovaná v rámci Var.java.  
  Pre určenie, či intent odoslaný Servisom obsahuje dáta alebo   
 informáciu o stave, sa z intetu získa hodnota MESSAGE alebo INFO   
 (obe hodnoty sú definované v rámci triedy Var.java) zavolaním metódy   
 intent.getIntExtra("COMMAND", 0). Dáta je možné z intentu získať   










Obrázok 8.1 - Externá komunikácia 
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8.5 Priebeh a testovanie komunikácie 
 
 Úlohou predošlých častí tejto práce bolo systematicky utriediť poznatky o 
riešenom probléme a z dostupných možností vybrať tie riešenia, ktoré zodpovedali 
požiadavkam definovaných v podkapitole 2.4 Definícia cieľov práce. Táto kapitola má 
overiť správnosť predošlých krokov a meraním potvdiť spolahlivosť výsledného 
riešenia. Nasledujúci text opisuje sériu meraní, v ktorých sa testovala kvalita a 
spolahlivosť komunikácie v podmienkach zodpovedajúcim pri nasadení v projekte 
semi-autonómneho konvoja. 
 
8.5.1  Praktický experiment 1 - Príjem dát 
 
 Prvé meranie spočívalo v porovnaní kvality medzi odoslanými dátami a dátami, 
ktoré boli prijaté vysoko-úrovňovou výpočetnou jednotkou. Pojem kvalita prenosu 
označuje zhodu medzi odoslanými a prijatými dátami. Pod nezhodou sa označuje zmena 
prenášanej informácie, jej strata alebo naopak vnik rušenia.Nasledovný text popisuje 
metodiku a výsledky merania. 
 
 Podmienky a nastavenia pri meraní 
   Vysoko-úrovňová jednotka bola umiestnená na aktivovanú  
  mobilnú jednotku, odosielanie dát zabezpečoval osobný počítač s   
  USB adaptérom na sériovú linku. Parametre UART zodpovedali   
  zvolenému štandardu, baudrate 9600, 8-N-1. 
   Odosielané dáta mali podobu štandardných paketov. Skladali sa  
  zo 14 bytov a pre prehľadnosť niesli hodnotu zloženú len zo znakov 'A' a 
  'U'. Znak 'A' označoval začiatok a koniec paketu, znak 'U' vyplnil   
  zvyšných 12 bytov. Nepredpokladá sa, že zvolené hodnoty mohli mať  
  vplyv na priebeh a výsledok merania.  
   Schéma na obrázku 8.2 zazorňuje spôsob merania.  














Tabuľka 8.1 - Výsledky, Praktický experiment 1 
 
 Vyhodnotenie výsledkov  
   Meranie potvrdilo 100% zhodu medzi všetkými odoslanými a  
  prijatými paketmi. Pri prenose sa prenášané dáta nezmenili. 
Počet  
odoslaných paketov 1000 
prijatých paketov 1000 
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8.5.2  Praktický experiment 2 - Odosielanie dát 
 
 Úloha daného merania spočíva v zmeraní kvality s akou sú generované dáta zo 
strany vysoko-úrovňovej výpočetnej jednotky. 
 
 Podmienky a nastavenia pri meraní 
   Vysoko-urovňová výočetná jednotka je umiestnená na aktivovanú 
  mobilnú jednotku. Parametre UART sú zhodné o s predošlým   
  praktickým experimentom. Odosielané pakety majú rovnaký charakter  
  ako v praktickom experimente 1. Príjem dát je zabezpečený osobným  
  počítačom s USB adaptérom na sériovú linku. 
   Schéma na obrázku 8.2 zazorňuje spôsob merania.  












Obrázok 8.3 - Schéma merania, Praktický experiment 2 
 
Počet  
odoslaných paketov 1000 
prijatých paketov 1000 
 
Tabuľka 8.2 - Výsledky, Praktický experiment 2 
 
 Vyhodnotenie výsledkov  
   Meranie potvrdilo 100% zhodu medzi všetkými odoslanými a  
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8.5.3  Praktický experiment 3 - Simultálny prenos dát 
    
 Tretie meranie spočívalo v simultálnom generovaní a príjme dát v rámci vysoko-
úrovňovej výpočetnej jednotky. Meranie testovalo čas odozvy. 
 Čas odozvy označuje časový úsek, ktorý sa začína v momente odoslania dát a 
končí sa v momente, kedy sú dáta prijaté. Spôsob merania spočíva v uchovaní času 
odoslania v rámci odoslaných dát. Tento čas je následne porovnaý s časom prijatia.  
 Meranie je možné len v rámci dvoch časovo synchronizovaných zariadení, alebo 
jedného s jediným zdrojom času. V tomto prípade prebehlo meranie len v rámci 
vysoko-úrovňovej výpočetnej jednotky.  
 
 Podmienky a nastavenia pri meraní 
   Podmienky merania boli zhodné s predošlými testami. Parametre  
  UART boli 9600 baud, 8-N-1. Vysoko-úrovňová jednotka sa nachádzala  
  v rámci aktívnej mobilnej jednotky. Prenášané dáta mali podobu 14  
  bytových paketov. Počet prenesených paketov bol 1000. 
   Tento test je špecificky závislý na výkone zariadenia, ktoré  
  reprezentuje vysoko-úrovňovú vúpočetnú jednotku. Použitým zariadením 
  bol tablet Nexus 1. generácia. V rámci zariadenia bola spustená len  
  nadradená aplikácia, použitá pri reálnom nasadení. 
   Schéma na obrázku 8.3 znázorňuje zapojenie, Tabuľka 8.3  
  obsahuje vyhodnotené výsledky pre 1000 odoslaných a prijatých   










Obrázok 8.4 - Schéma merania, Praktický experiment 3 
 





Tabuľka 8.3 - Výsledky, Praktický experiment 3 
  
 Vyhodnotenie výsledkov  
   Meranie potvrdilo 100% zhodu medzi všetkými odoslanými a  
  prijatými paketmi. Pri prenose sa prenášané dáta nezmenili. 
   Čas odozvy je dostatočne nízky pre splnenie účelu. Priemerná  
  hodnota je 18 [ms]. Keďže nadradená aplikácia zaberá väčšinu zdrojov v  
  rámci  zariadenia, nie je táto hodnota stabilná. Maximálna zmeraná  
  hodnota času odozvy 74 [ms] nie je v rámci projektu zdrojom problémov.  
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8.5.4  Praktický experiment 4 - Skreslenie generovaného signálu 
  
 Posledný test spočíval vo vyhotovení oscilogramu, ktorý by znázornil vnik 
prítomného rušenia.  
 
 Podmienky a nastavenia pri meraní 
   Vysoko-úrovňová jednotka sa nachádzala v  rámci aktívnej  
  mobilnej jednotky. Parametre UART boli 9600 baud, 8-N-1. Oscilogram  
  bol vyhotovený pri prenose 1 bytu s hodnotou 0b01010101. Hodnota  
  bola zvolená kvôli maximálnemu počtu nástupných a vzostupných hrán.  





















    Obrázok 8.5 - Oscilogram 
 
 Vyhodnotenie výsledkov  
   V oscilograme sa nechádzajú výrazné známky šumu. Nástupné a  
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8.6  Výsledky experimentov 
 
 Komunikácia medzi vysoko-úrovňovou a nízko-úrovňovou výpočetnou 
jednotkou bola meraná v podmienkach, ktorým bude vystavená počas reálnej prevádzky 
v projekte semi-autonómneho konvoja. Merania potvrdili, že teoretické údaje z 
rešeršnej časti, na ktorých bol založený výber konkrétneho hardware-u a spôsob 
aplikácie, je dostatočný a spĺňa všetky nároky, ktoré su naň kladené. 
 Z meraní ďalej vyplýva, že komunikácia v daných podmienkach je dostatočne 
kvalitná na to, aby bola prevádzkovaná bez použítia bezpečnostných opatrení. Pod tieto 
opatrenia patrí už spomenutá kontrola parity alebo použitie CRC kódov (Cyclic-
Redundancy-Check). Preto na základe meraní bol navrhnutý formát, v akom budú 
správy posielané, tzv. paket. 
 
8.6.1 Formát paketov 
  
 Správy medzi vysoko-úrovňovou a nízko-úrovňovou výpočetnou jednotkou sú 
posielané po uzatvorených celkoch, ktoré majú definovanú štruktúru. Každý paket 
obsahuje informácie o smere rýchlosti (vpred/vzad), veľkosti rýchlosti, smer natočenia 
prednej nápravy (doľava/ doprava) a uhol natočenia. Dáta sú spracované nízko-
úrovňovou výpočetnou jednotkou, ktorá na ich základe generuje PWM signál. 
 Formát paketov vzikol na základe meraní z podkapitoly 8.3. Každý paket sa delí 
na 3 časti zobrazené na obrázku  8.6.  
 
 Preamble 
   Je konštanta skladajúca sa z 3 bytov, každý obsahujúci hodnotu  
  0xF0 (hexadecimálny tvar). Slúži na označenie začiatku správy. 
 Dáta 
   Prenášané dáta sú definované na poli 10 byte-ov.  
  Prvých 5 byte-ov slúži na prenos hodnoty rýchlosti, posledných 5 byte-ov 
  prenáša hodnotu natočenia. 
 Postamble 
   Byte ukončujúci správu, nesie hodnotu 0xFC  











Obrázok 8.6 - Paket 
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 9 Záver 
 
 Zámerom práce bolo vytvoriť komunikačné rozhranie medzi mobilným 
zariadením a mikrokontrolérom. Postup návrhu je opísaný v rámci práce a je rozdelený 
do dvoch častí.  
 Prvá časť mala za úlohu uviesť čitateľa do problematiky celej práce, na čo slúžili 
kapitoly venované popisu semi-autonómneho konvoja, Android operačného systému a 
komunikačných periférii pri bežne dostupných mobilných zariadeniach. V rámci tejto 
časti boli uvedené nároky, ktoré musia byť splnené pre nasadenie v projekte semi-
autonómneho konvoja a obmedzenia kladené dostupnými technológiami na trhu. V 
rámci tejto časti je zvolený hardware, ktorým je USB-UART prevodník od firmy FTDI, 
ako najefektívnejšie riešenie z ekonomického a technického hľadiska.  
 Druhá časť sa odvoláva na výsledné praktické riešenie, ktoré má formu servisu 
pre zariadenia s operačným systémom Android. Úlohou bolo čitateľovi priblížiť 
vnútornú štruktúru a spôsob funkcie servisu. V rámci tejto časti je zahrnutý aj spôsob 
implentácie v rámci nadradenej aplikácie použitej v projekte semi-autonómneho 
konvoja. Keďže má riešenie podobu servisu, je postup pre jeho implementáciu rovnaký 
pre akúkoľvek inú aplikáciu a to bez nutnosti dodatočného programovania. Taktiež 
kvôli obmedzenému výkonu mobilných zariadení je servis navrhnutý tak, aby zaberal 
čo najmenej výkonu a nevplyvňoval tým chod nadradenej aplikácie.  
 Práca je zakončená praktickým otestovaním  servisu prostredníctvom série 
experimentov, prebiehajúcich v podmienkach zhodných s podmienkami pri nasadení v 
projekte semi-autonómneho konvoja. Výsledky experimentov potvrdili údaje o 
komunikácií, ktoré boli výsledkom rešeršnej časti práce a otestovali spoľahlivosť a 
kvalitu komunikácie, ktoré záviseli na konkrétnom prevedení servisu. Výsledný servis 
splnil bez problémov všetky nároky naň kladené a je nasadený na každej mobilnej 
jednotke semi-autonomneho konvoja, kde sprostredkuje komunikáciu medzi vysoko-
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