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 Aquest Projecte té en compte aspectes mediambientals:   x Sí    No    
 
PROJECTE FI DE CARRERA 
 
 




La finalidad de este proyecto final de carrera es crear un videojuego arcade de 
naves 2D que tenga modos de un jugador y multijugador cooperativo en LAN. 
 
El juego se basa en que el jugador controlará una nave espacial que deberá 
llegar hasta el final de la zona eliminando o eludiendo a los enemigos.  
Un nivel tiene unas 3 zonas, y mi objetivo en este proyecto final de carrera es al 
menos crear un nivel entero con sus 3 zonas. 
 
El juego ha sido creado usando XNA, que se trata de una serie de 
herramientas que facilitan la creación de videojuegos.  
Este entorno se basa en el lenguaje C# y en el entorno VisualStudio de 
Microsoft. 





Paraules clau (màxim 10): 
 
Videojuego XNA C# Visualstudio 
Arcade 2D Naves XML 
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Capítulo 1. Introducción 
 
esde que era pequeño siempre me ha gustado el mundo de los videojuegos, desde que jugué por 
primera vez en la NES (Nintendo Entertaintment System). 
 
Desde hace algunos años siempre me habría gustado crear mi propio juego.  
Lo más parecido a la creación de juegos que he hecho ha sido usar el editor de misiones del Operation 
Flashpoint, el editor de mapas de juegos de estrategia como el Tzar o el  Age of Empires, e incluso 




Aun así, nunca me he enfrentado a la creación de un juego desde cero, es decir, lo único que me he 
dedicado ha sido coger elementos ya hechos de un juego (modelos, terrenos, texturas, colisiones…) y 
hacer mi propias misiones dentro de los límites del lenguaje script que me ofrece el editor del juego. 
 
1.1.  Objetivos 
 
Como dije en la introducción, la temática de los videojuegos me ha gustado desde que era pequeño y 
siempre me habría gustado crear mi propio videojuego. 
 
Mi principal objetivo del proyecto es crear un videojuego de naves 2D que tiene 1 nivel
2
, con varios 
enemigos, terrenos y un enemigo final. También me gustaría añadir un modo de juego cooperativo en 
LAN e intentar que todas las tareas puedan realizarse en tiempo real.  
 
Además, también salgo ganando respecto a conocimiento del entorno VisualStudio de Microsoft, 
conocer con profundidad el lenguaje de programación C# y cómo funciona la estructura de un 




















                     
1
 El Hammer es un editor de mapas creado por Valve Corporation© para editar mapas a partir del Source© SDK. 
 
2
 Más adelante hay un apartado en el que hablo con más detalle acerca del videojuego y explicaré cómo funciona el 
sistema de niveles. 
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1.2.  Justificación 
 
Cuando empecé a empezar a pensar qué tipo de proyecto haría, pensé que hacer un videojuego sería 
una buena idea por varios motivos: 
 
- Explotaría muchas áreas de las que he hecho en la carrera 
 
- Como dije, desde que era pequeño me han gustado los videojuegos y también crear mis 
propios juegos, así que al crear el proyecto tendría un plus de motivación debido a que la 
temática me gusta. 
 
- La industria del videojuego es actualmente la industria de entretenimiento que más dinero 
genera. Y mis perspectivas de futuro apuntan a poder entrar en ella algún día. 
 
- La mejor manera de aprender a hacer videojuegos es haciéndolos. La mejor manera de 
aprender a hacer videojuegos es empezando a crear videojuegos en 2D. 
 
Cuando tocaba plantearse qué tipo de juego hacer, me acordé de un juego de naves que jugué cuando 
tenía la Nintendo Entertaintment System: El Gradius [2]. Así que básicamente mi videojuego arcade 
2D de naves tiene bastantes similitudes con el Gradius.  
 
El juego contiene una campaña con varios tipos de enemigos que harán variar la estrategia del jugador, 
















Capítulo 2. Detalles Previos 
 
ntes de profundizar en la temática de mi proyecto sería interesante explicar en qué consisten los 
videojuegos, a quien va dirigido y los detalles sobre su creación para así conocer algunos detalles 
respecto al mundo de los videojuegos. 
 
2.1. Definición de videojuego 
 
Un videojuego es un software creado para el entretenimiento en general y basado en la interacción 
entre una o varias personas, donde este software esta ejecutado en un aparato electrónico. [4] 
 
Un videojuego puede tener varios géneros:  
 
 
 Plataformas: El personaje debe saltar de plataforma en plataforma 
 
 Acción: Se basa en disparar tiros a los enemigos. 
 
 RPG (Role Playing Game): consiste en jugar una aventura e ir haciendo quests (encargos o 
misiones), tomar decisiones y enfrentarse en combate contra los enemigos. 
 
 Aventura Gráfica: Se basa en interactuar con el escenario, resolviendo puzles, conversando 
con la gente y pensar cómo actuar. 
 
 Deportivo: Se basa en jugar cualquier tipo de videojuego basado en algún deporte, como el 
futbol, el básquet o el tenis. 
 
 Lucha: Consiste en luchar contra el oponente, ya sea con artes marciales o como el boxeo. 
 
 Conducción: Se basa en competir contra tus oponentes en una carrera tanto de coches como 
de motos. 
 
 Arcade: Se trata de un tipo de género “multigénero”. Cuando digo “multigénero” lo digo 
porque puede abarcar varios géneros, desde arcade de conducción
4
 hasta arcade de disparar. 
 











                     
4
 Se parece al género de conducción pero su diferencia es que en el arcade de conducción no es tan realista y, además, 





2.2. Perfil Jugadores 
 
Un videojuego puede ser orientado a 3 tipos de personas: 
 
 Gamer: Se trata de un tipo de jugador experimentado, el cual lleva jugando durante bastantes 
años dedicando bastante tiempo jugando. Suelen ser compradores bastante frecuentes y suelen 
estar bastante informados. 
 
 Casual: Un jugador casual es un tipo de jugador nuevo en el mundo de los videojuegos. Este 
tipo de jugador no suele dedicarle muchas horas a la semana. Normalmente no suelen estar 
informados y buscan juegos sencillos y fáciles. 
 
 Progamer: Se trata de un jugador profesional que se dedica a jugar videojuegos por dinero en 
campeonatos oficiales o trabajando como beta-testers
5
 de empresas desarrolladoras. 
 
2.3. Los videojuegos comerciales 
 
Hoy en día en un videojuego comercial se invierte mucho dinero. Para haceros una idea: GTA IV, el 
videojuego más caro de la historia de los videojuegos, costó acerca de 100 Millones de dólares. [5] 
 
Para crear un videojuego hoy en día se requiere un grupo grande de personas. Por ejemplo, Resident 
Evil 5  participaron en el proyecto más de 100 empleados. [6] 
 
No obstante, aunque hacer un videojuego tiene unos costes bastante grandes, también hay que decir 
que el mundo de los videojuegos se mueve mucho dinero, más que la música y el cine juntos. 
 
En España el mercado de los videojuegos supone el 57% total del ocio audiovisual, por lo que se 
convierte en un mercado suculento para los trabajadores y emprendedores que quieran entrar en el 
sector. [7] 
 
La mayoría de videojuegos están creados a partir de un motor gráfico 3D, como pueden ser el Unreal 
Technology ©, el Source ©, el IDTech ©, entre otros.  
 
2.4. Los videojuegos indie 
 
Los videojuegos indie son vulgarmente conocidos como videojuegos independientes, es decir, que se 
tratan de videojuegos amateur, hechos por gente aficionada al mundillo pero no de forma estrictamente 
profesional como las grandes desarrolladoras. [8] 
 
Normalmente este tipo de videojuegos no disponen de la inversión de una distribuidora (hay algunos 
que si disponen de esta inversión, pero no es una cantidad considerable) y normalmente están hechos 
por grupos de gente de no más de 10 personas. 
 
Actualmente, gracias a la distribución digital de la mano de Steam de Valve en PC, o al XBOX Live 
de Microsoft, la tienda de la Wii de Nintendo y al PlayStation Network de la mano de Sony en 
consolas, los desarrollos de videojuegos indie han crecido y ya han encontrado una manera efectiva de 
vender sus juegos. 
 
El proyecto que estoy realizando sería un buen ejemplo de videojuego indie, ya que no lo hago con el 
soporte financiero de ninguna distribuidora. 
                     
5
 Un beta-tester es una persona que se dedica a jugar los juegos en fase beta (aun en desarrollo) para la detección de 




2.5. Desarrollo de un videojuego 
 
Diseñar un videojuego abarca muchos sectores y cada empleado desarrolla una tarea de forma 
jerarquizada. El diseño de un videojuego esta supervisado por el desarrollador/es del videojuego, que 
viene a ser el/los jefe/s de todas las ramas y el que establece las pautas de cómo debe desarrollarse el 
videojuego. [9][10] 
 
Las características que debe tener un videojuego es la capacidad de ensamblar todos los elementos que 
cada sector realiza, es decir, capaz de ejecutar la lógica del juego, de dibujar los modelos y el terreno, 
de reproducir la música y los sonidos realizados, y de mostrar la historia si es que el juego la tiene.  
 





Como se ha dicho antes, en el mundo de los videojuegos cada empleado desarrolla una función en el 
proyecto de manera jerarquizada. Aquí se explicarán los roles de cada uno de ellos: 
 
 Jefe de proyecto: Coordina el trabajo de los demás diseñadores y es el que aporta las ideas 
sobre el juego. Se asegura de la comunicación entre el equipo, toma decisiones considerables 
acerca del diseño y presenta el diseño al público. Por norma general, el jefe de proyecto suele 
ser el fundador de la empresa desarrolladora o bien es enviado por la distribuidora. 
 
 Diseñador de la mecánica del juego: Suele diseñar cómo funciona la jugabilidad6 del juego. 
 
 Diseñador de niveles: Es el responsable de crear los mapas7, el ambiente y las misiones. 
 
 Guionista: Es el que establece el guión del juego, es decir, el que crea la historia, los diálogos, 
la narrativa de las escenas cinematográficas, etc. Normalmente suele trabajar con los 
principales diseñadores. 
 
 Artista 2D: Son los encargados de dibujar en 2D, hay de varios tipos: 
 
o Artista Conceptual: Es el encargado de dibujar personajes y ambientes de acuerdo 
con el diseñador y la historia del juego. 
 
o Dibujante de Sprites: Se dedica a dibujar objetos y personajes 2D animados. 
 
o Dibujante de Texturas: En caso de que el juego sea en 3D, el dibujante se dedica a 
dibujar las texturas de los personajes y objetos  
 
o Dibujante de Mapa: Se dedica a dibujar las texturas del mapa si es en 3D, o sino 
directamente se dedica a dibujar el fondo. 
 
o Dibujante de interfaces: Se dedica a dibujar las interfaces8 del juego y de los menús. 
 
                     
6
 La jugabilidad de un videojuego es la mecánica que sigue, es decir, cómo debe jugarse. Por ejemplo, uno de 
conducción debe acelerarse y hacer giros. 
 
7
 Un mapa es el nivel de un juego, es decir, el entorno que rodea al jugador. 
 
8




 Artista 3D: Son los encargados en el arte en 3D. Algunos se dedican a modelar personajes y 
objetos, otros se dedican a crear las animaciones, otros el ambiente y la luz, y también hay que 
se dedican a dibujar las escenas cinematográficas.  
 
 Músicos: Son los que se encargan de crear la banda sonora del videojuego. 
 
 Técnicos de sonido: Se dedican a crear los efectos de sonido del videojuego. 
 
 Programadores: Son la parte principal para la creación del videojuego, puesto que sin ellos 
crear el videojuego sería imposible. Hay de varios tipos: 
 
o Programadores de IA: Se dedican a crear la inteligencia artificial de los personajes 
del juego movidos por la máquina. 
 
o Programadores de gráficos: Crean el motor gráfico del videojuego, capaces de 
dibujar los modelos 3D y las texturas de los artistas. 
 
o Programadores de la lógica del juego: Programan todos los scripts y eventos que 
ocurren durante el juego y la mecánica en cada nivel. 
 
o Programadores de sonido: Crean la parte auditiva del videojuego. Hoy en día el 
sonido es en 3D y se aseguran de que el sonido suene en la dirección que debe. 
 
o Programadores de interfaz: Se dedican a dibujar la interfaz de los menús y 
elementos del juego. 
 
o Programador de red: Si el juego dispone de un modo de juego online, deberá haber 




 y las salas de 
espera
11
 si las hay. 
 
o Programador de físicas: Se dedica a programar las físicas del juego, es decir, intenta 
hacer que la interacción entre los objetos y personajes del juego actúen según las leyes 




La pre-producción es la fase más temprana de la creación del juego, y es lo que vulgarmente se le 
llama “idea sobre papel”. Eso quiere decir que esta fase consiste más en documentarse e ir escribiendo 
las ideas que en diseñar e implementar. 
 
Esta etapa consiste en la creación de documentos explicativos donde el desarrollador presenta a la 
distribuidora las características importantes del proyecto, el calendario aproximado para realizar las 




                     
9
 Un servidor es un ordenador que, conectado a otro ordenador, puede procesar de manera remota las instrucciones que 
le da el usuario desde su ordenador. 
 
10
 Un cliente es el ordenador del usuario que accede a una red y se conecta a un servidor. 
 
11
 Una sala de espera viene a ser como una especie de menú donde varios jugadores (sean amigos o no) se reúnen para 






La producción es la parte más importante del proyecto, ya que es donde se diseña el software, se 
implementa el juego y se procede el proyecto tras el visto bueno de la distribuidora. 
 
La producción consta de varias secciones: 
 
 Diseño: En esta etapa se diseña el contenido y las reglas del juego, donde se precisan 
habilidades artísticas y de escritura. 
 
 Programación: Esta etapa es la más duradera del proyecto. El diseñador implementa y 
modifica el diseño del juego según los avances que el vea. Muchas de las características y 
niveles son modificados o eliminados. 
 
 Creación de niveles: Casi siempre el primer nivel del mapa es el que más se tarda en 
desarrollar. Los diseñadores de niveles y artistas usan las herramientas necesarias para la 
construcción de niveles según la idea del diseñador. 
 
 Diseño artístico: El diseño artístico es supervisado por el director de arte asegurándose de que 
todo lo que se dibuje sea de su agrado. El diseño artístico tiene varias variantes, desde el 2D 




 Producción de audio: La producción de audio consiste de varias partes, como la música y los 
efectos sonoros. La música debe estar acorde con los momentos del juego, es decir, cuando 
hay acción debe ser frenética y cuando hay sigilo o calma debe ser tranquila. 
 
 Testeo: Cuando un juego no está terminado a menudo suelen ocurrir bugs13 durante el juego 





La post-producción consiste en dar soporte al videojuego una vez lanzado al mercado. Los 












                     
12
 Un modelo 3D es un dibujo geométrico en 3 dimensiones de algún objeto. 
 
13
 Un bug es una determinada acción o evento que ejecuta el juego y no debería hacerlo. Un ejemplo de bug es que el 
personaje principal por causas desconocidas salga fuera del mapa. 
 
14
 Un mod es un contenido extra del juego creado por gente normal independientemente de la desarrolladora donde 
pueden ser misiones, campañas o mapas nuevos. 
 
15
 Un DLC (Download Content) se trata de un contenido descargable del juego, es decir, algún extra del juego (como 






El testeo es la fase de pruebas donde se comprueba que el juego funcione bien y donde se corrigen los 
bugs. [11] 
 
Un videojuego consta de 3 etapas: 
 
 Fase Alpha: Es la fase donde los propios desarrolladores del videojuego se dedican a corregir 
los bugs más graves. 
 
 Fase Beta: Ya avanzado bastante el desarrollo del juego, un grupo de personas externas a la 
propia empresa se dedican a probar el videojuego e informar a los desarrolladores a medida 
que van encontrando bugs. 
 
 Fase Gold: El juego oficialmente está listo para poner a la venta y en teoría la gran mayoría 
de bugs están corregidos. No obstante, si apareciese un bug que es muy común entonces los 
desarrolladores se dedicarían a lanzar una actualización del producto. 
 
2.6. Detalles del videojuego 
 
En este apartado se realiza una descripción del videojuego y sus características. Vendría a ser la pre-
producción del proyecto. 
 
2.6.1. Ficha técnica 
 
Nombre: Cyruss-X03 




2.6.2. Descripción del producto 
 
Cyruss-X03 es un videojuego de naves 2D donde deberás destruir a tus enemigos para conseguir llegar 
hasta el final del nivel.  
 
Este videojuego está orientado en Scroll-Horizontal
16
. El jugador deberá moverse en todas las 
direcciones y disparar al enemigo si éste está enfrente de él para así poder eliminar a los enemigos y 




Estamos en el año 2345, la Humanidad ha colonizado todo el Sistema Solar y ha enviado una pequeña 
flota de naves experimentales ideadas para grandes viajes espaciales para explorar el espacio más allá 
del cinturón de Kuiper.  
 
Sin embargo, 10 años después de la salida de esta flota (en el año 2335), una raza alien conquista a 
toda la Humanidad en todo el Sistema Solar, pero se olvidaron de eliminar a la pequeña flota que se 
dirigió hacia los confines del Sistema Solar. 
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Después de duras batallas, solo quedan pocos modelos de esas naves experimentales, más conocidas 
como Cyruss, cuyo número de serie iba separado con una X.  
En un intento desesperado para liberar a la humanidad de los aliens, se decide enviar al Cyruss-X03 
con la misión de eliminar a todo rastro alien teniendo en cuenta el factor sorpresa… 
 
2.6.3. Requisitos recomendados 
 
Procesador: Pentium 4 a 1,5 GHz 
Tarjeta gráfica: Cualquiera de las actuales puede valer 
Sistema Operativo: Microsoft Windows XP o superior 
DirectX: 9c o superior 
Memoria Ram: 512 mb o más 
Pantalla: Monitor que soporte una resolución de 1024x768 píxeles. 
Dispositivo de entrada: Teclado y ratón 
 
2.6.5. Detalles técnicos 
 
El videojuego está compuesto por niveles. Cada nivel tiene un número determinado de zonas 
(normalmente suelen ser 3) donde el ultimo nivel se encuentra el Jefe de final de nivel. 
 
Cada zona del juego se carga desde un fichero. Ese fichero contiene todos los datos de una zona, es 
decir, la textura de fondo que se usara, la velocidad de scroll, los objetos que contiene, etc.  
 
Al principio de cada nivel se mostrará el informe de misión donde al jugador se le dará un informe 
sobre la misión que debe cumplir, información sobre el planeta que se encuentra y permitir al jugador 
comunicarse con los personajes. 
 
2.6.6. Herramientas de desarrollo 
 
Este videojuego ha sido desarrollado en XNA, basado en la plataforma VisualStudio y usado para el 
lenguaje de programación C# y XML, por tanto, el juego es exclusivo del Sistema Operativo 
Windows. 
 
























2.6.6.1 Ogre 3D 
 
 
Figura 2.1. Logo de OGRE3D 
 
Ogre3D es acrónimo de Object-Oriented Graphics Rendering Engine, y se trata de un motor de 




- Especializado en 3D (no interesa, debido a que queremos hacer un juego en 2D). 
 




- Usa un diseño en Singleton17. 
 
- Difícil para renderizar18 en 2D y para renderización primitiva (polígonos, líneas…) 
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Figura 2.2. Imagen del logo SDL 
 
LibSDL significa Library Simple Directmedia Layer. SDL es una librería multimedia multiplataforma, 
es decir, que puede funcionar con diversos sistemas operativos como Windows, Linux… [13] 
 




- Especializado en 2D 
 
- Multiplataforma, usa Windows, Linux y otros S.O. 
 
- Proporciona todo lo necesario para crear un videojuego. 
 





- Escasa documentación. 
 
























Figura 2.3. Imagen del logo de Pygame 
 
Pygame es un conjunto de módulos para Python cuya función es permitir la creación de videojuegos. 




- Especializado en 2D 
 
- Multiplataforma, usa Windows, Linux y otros S.O. 
 
- Proporciona todo lo necesario para crear un videojuego. 
 




- No permite crear juegos en 3D al ser hecha en SDL. 
 































Figura 2.4. Logo de XNA 
XNA es un conjunto de herramientas con un entorno de ejecución administrado proporcionado por 




 Facilidades para desarrollar videojuegos. 
 
 Proporciona todas las herramientas necesarias para gestionar la lógica del juego, el dibujo y 
los sonidos, incluyendo clases auxiliares para realizar dichas tareas. 
 
 Basado en el lenguaje C#, un lenguaje de programación sencillo como el java e incluso más 
robusto y no tan tosco. 
 




 …mientras que desarrollar para XBOX360, deberás subscribirte al XNA Creators Club 
pagando una cuota. 
 
 C# al ser un lenguaje de alto nivel no te deja gestionar la memoria según tus conveniencias. 
 
 Al ser tecnología de Microsoft, no puedes crear juegos para Mac o Linux (hay rumores que 
dicen que se puede en Linux si se usa el entorno Mono). 
 
Viendo todas las ventajas y desventajas que me ofrecen las posibles alternativas de XNA, el hecho de 
2 de ellos poder ser multiplataforma era una oferta suculenta, pero XNA me ofrecía lo siguiente: 
 
- El tiempo que he invertido en la creación del proyecto en XNA me hubiera durado bastante 
más tiempo si lo hubiera hecho con los anteriores. 
 
- XNA contiene mucha documentación y tutoriales por la red. 
 
- Se aprende fácilmente. Microsoft hizo XNA precisamente para que la gente normal pudiera 
hacer juegos para PC, XBOX360 y Zune con bastante facilidad. 
 
- Al utilizar C# es más sencillo de programar y, al ser parecido al Java, ya estoy habituado a 
programar en este lenguaje de programación. 
 
Lo que me ha llevado a tomar la decisión de usar esta plataforma para crear el videojuego es 
básicamente por la sencillez y el ahorro de trabajo que supone al hacer ciertas tareas y porque solo 







En este apartado se centrará en explicar cómo funciona el entorno de desarrollo de XNA y saber la 
estructura básica de la librería y el entorno Visual C# Express. 
 
2.7.1. Estructura básica 
 
El entorno que se usa para programar XNA es el VisualStudio. Visualstudio es de pago, pero se puede 
usar Visual C# Express que es gratuito y te otorga opciones similares a la versión de VisualStudio. 
 
 
Figura 2.5. Estructura de VisualC# Express usando XNA 
 
El entorno en el cual se programa está dividido en 4 sectores, tal como veis en la ilustración. 
 
1. La barra de arriba es la barra de herramientas, y te ofrece la oportunidad de crear un nuevo 
proyecto, guardarlo, cargarlo, compilarlo, etc. 
 
2. El segundo recuadro marca el editor de texto, que es donde se va a implementar el juego. 
 
3. Es el informe de errores y avisos, aquí cada vez que haya algún error de compilación, algún 
aviso (como cuando existe una variable que no se usa) o algún mensaje. 
 
4. El cuarto recuadro indica el explorador de soluciones y sus propiedades. Básicamente en esta 















2.7.2. El explorador de soluciones 
 
 
Figura 2.6. Explorador de soluciones de XNA 
El explorador de soluciones contiene todos los recursos utilizados por el programa, es decir, sonidos, 
imágenes, referencias… 
 
En la carpeta references se incluyen todas las referencias, es decir, todas las clases externas al 
programa que se han importado para usarlo para poder programar con ellas. 
La gran mayoría que se usan en XNA ya vienen incluidas de serie, pero se pueden importar clases 
hechas externamente al programa en formato DLL, TLB, OLB
19… 
 
En la carpeta content se incluyen todos los recursos que usa el juego, como SpriteFont (ya se 
explicará luego lo que es), imágenes, sonido, videos… 
 
Debajo del explorador de soluciones se encuentra la pestaña propiedades, que indica el tipo de archivo 
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2.7.3. Ciclo de vida de XNA 
 
El siguiente esquema mostrará el ciclo de vida de un juego programado con XNA. 
 
Figura 2.7. Diagrama del ciclo de vida de un juego en XNA 
 
El ciclo de vida es así: 
 
1. Inicialize(): Antes de todo deben inicializarse los atributos y los datos del juego. 
 
2. LoadContent(): Después se cargan los contenidos necesarios para el juego (imágenes, textos, 
videos…). Solo se llama una vez durante el juego. 
 
3. Update(): Su función es procesar la lógica del juego, leer la entrada del teclado y realizar todas 
las funciones necesarias durante el juego. 
 
4. Draw(): Dibuja los elementos del juego (texturas, textos, modelos 3D…) 
 
5. UnloadContent(): Todo el contenido cargado en el LoadContent() es borrado. 
 
 
Los métodos Update() y Draw() se van alternando las llamadas el uno con el otro durante el juego, 













Capítulo 3. Planificación 
 
ara realizar la gran mayoría de proyectos informáticos se precisa de antes planificar un calendario 
de cómo estructurar el trabajo y calcular los costes que puede suponer el trabajo.  
 
3.1. Estudio de Mercado 
 
El negocio de los videojuegos hoy en día supera al del cine y la música juntos, ocupando más del 50% 
del mercado de ocio. 
Los videojuegos indie suelen venderse bastante, incluso alguno podríamos decir más que los 
comerciales. 
  
Como solamente lanzaremos el videojuego en PC y no usaremos ninguna distribuidora que nos 
financie el proyecto, lanzaremos el videojuego en formato digital, bien por vía web o bien por vía de 
alguna plataforma digital como podría ser Steam. 
 
3.2. Tareas a realizar 
 
Para crear el videojuego necesitaremos crear las siguientes tareas: 
 
1. Estudiar el mercado. 
 
2. Dibujar los Sprites de las naves. 
 
3. Dibujar personajes. 
 














11. Escribir la documentación 
 
3.3. Recursos Humanos 
 
Para realizar cada tarea necesitaremos: 
 
- 2 programadores: Uno para la lógica del juego y la red, y otro para recrear los niveles y los 
menús. 
 
-  1 analista de proyectos para diseñar el software y el juego. 
 





3.4. Coste estimado del proyecto 
 
Para calcular los costes necesitaremos saber cuánto nos costará pagar a los empleados y el software 




Aquí se muestra la tabla aproximada del cálculo de los costes por empleado: 
 
CANTIDAD           EMPLEADO  SUELDO (€/hora) 
1 Analista de proyectos 25 
2 Programador 20 
1 Artista 2D 18 
 TOTAL 83 




En esta tabla se mostrará el software que por ahora tenemos planeado utilizar y su coste: 
 
SOFTWARE FUNCIONALIDAD COSTE (€) 
Microsoft Visual C# Express Programar 0  
Microsoft XNA Programar 0  
Microsoft Windows XP Profesional Sistema Operativo 123,5 
Gimp Dibujo 0  
Inkscape Dibujo 0  
Microsoft Office  Redactar documentación Incluido en el SO 
MicrosoftVisio 2010 Dibujar diagrama de Grantt 119,9 
TOTAL  243,4  
Tabla 3.2. Tabla de coste de software 
 




- Se trabajará de lunes a viernes 8 horas 
 
- No se contabilizarán los días festivos ni los puentes. 
 
Diagrama de Gantt: 
 











3.6. Previsión total de costes 
 
Observando el diagrama de Gantt podremos saber cuánto cobrará cada empleado durante la duración 
de todo el proyecto. 
 
Recordemos: Se trabajan 5 días a la semana y cada día de trabajo son 8 horas. 
 












Analista de proyectos 5,6,7,8 59 18 41 8200 
Programador Juego 9 41 16 25 4000 
Programador 
secundario 
9 41 16 25 4000 
Artista 2D  2,3,4 55 17 38 5472 
TOTAL     21672 




Costes Adicionales (€) Sueldos (€) Total (€) 
243,4 21672 21915,4 




























Capítulo 4. Especificación 
 
a etapa de especificación es la etapa preliminar antes de ponerse a fondo con el proyecto.  
En esta fase el objetivo es analizar los requisitos funcionales y no funcionales que debe cumplir el 
proyecto para que funcione como es debido, y planificar como funcionaran las diversas clases y 
como se comunican entre ellas. 
 
Esta fase es el inicio de la planificación sobre cómo resolver los problemas a los que nos enfrentamos 
al crear el proyecto. Solo me centraré en la interactuación entre las interfaces y la base de datos. La 
conexión, la lógica del juego y el funcionamiento del juego son tareas que se realizan automáticamente 
y asíncronamente y no creo que sean necesarias para hacer una especificación. 
 
4.1. Especificación de requisitos 
 
La especificación de requisitos es la parte donde se van recopilando los requisitos que debe cumplir el 
producto para que éste sea satisfactorio.  
 
Hay de 2 tipos: Los funcionales, que describen como funciona el programa y sus operaciones; y los no 
funcionales, que son aquellos requisitos que piden cualidades que debe cumplir el sistema, es decir, 
que no se realizan operaciones con ellos pero exige que las operaciones de los funcionales las 
cumplan. 
 
4.1.1. Requisitos funcionales 
 
Los requisitos funcionales que debe cumplir el sistema son los siguientes: 
 
R1. El programa debe permitir al usuario jugar al juego con el dispositivo de entrada e interactuar con 
la interfaz. 
 
R2. El sistema debe cargar los ficheros correspondientes satisfactoriamente. 
 
R3. Se debe proporcionar una inteligencia artificial que sirva de oponente del jugador. 
 
R4. En caso de que el jugador quiera abandonar la partida, se deberá en todo momento permitirle que 
el jugador la abandone. 
 
4.1.2. Requisitos no funcionales 
 
Los requisitos no funcionales que debe cumplir el sistema son los siguientes: 
 
R1. El sistema debe ser optimizado de tal manera que todas las tareas las haga a tiempo real y sin 
ralentizaciones. 
 
R2. El interfaz de los menús debe ser intuitivo y sencillo para el usuario. 
 




 debe mostrarse en todo momento durante la partida y debe ser intuitivo. 
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 Del inglés “Head-Up Display” es la información que se le muestra al jugador en todo momento durante la partida. 





4.2. Diagrama de clases 
 
El diagrama de clases es un diagrama que muestra las clases con sus atributos, funciones y relaciones 
entre ellas. 
 
Dividí el proyecto en 2 subsistemas: Uno realiza los cálculos y procesa los datos, y el otro gestiona la 
interfaz. 
Debido a que el proyecto en total contiene más de 40 clases, creí oportuno solo centrarme en la gestión 
de la base de datos para realizar la especificación. Así pues, habrá 3 diagramas de clases a mostrar: La 
totalidad del proyecto con todas las clases, el diagrama de la interfaz y la parte que interesa mostrar 
para la especificación. 
 
4.2.1. Diagramas del proyecto principal 
 
En la siguiente página se puede comprobar el diagrama de clases del juego: 
 
 




Debido a la gran envergadura del proyecto, para verlo más claro y de tal manera que en cada clase se 






















4.2.2. Diagrama de la interfaz 
 
A continuación se muestra el diagrama de clases del proyecto de la interfaz: 
 
 




























4.3. Árbol de menús 
 
La estructura de los menús es jerárquica, es decir, que se puede dibujar un árbol. Cada nodo del árbol 
es un menú, y puede tener un número indefinido de hijos.  
 
Cada submenú debe poder acceder a su padre debido a que el usuario en un menú puede ir al menú 
anterior. Todos los menús que hay en el juego (exceptuando los menús de Pausa y de Muerte del 
jugador) deben ver a su padre para poder dar marcha atrás. 
 
La raíz del árbol es el menú principal, puesto que es el primer menú que debe mostrarse cuando se 
ejecuta el juego y el último que debe verse antes de salir del juego. 
 
 
























4.4. Diagrama de estados de los menús 
 
El juego tiene varios estados que representan un menú o la partida. A continuación se mostrará el 




Figura 4.7. Diagrama de estados de los menús 
Observaciones acerca del diagrama: 
 
 El menú principal es el estado de inicio y también el estado final. 
 
 Cada transición de estado va en función del elemento del menú seleccionado. Cada elemento 
viene identificado por un prefijo que es el acrónimo del nombre de su menú (por ejemplo, el 
menú multijugador su tercer elemento aparecerá como mm_elem==3). Por tanto, cada estado 
tendrá el siguiente formato: 
 
acrónimo_elem==número de elemento 
 
 Hay casos en que solo sale exit. Esto es debido a que solo hay un elemento para seleccionar la 













4.5. Casos de uso 
 
Un caso de uso es una técnica para la captura de requisitos potenciales de un nuevo sistema o una 
actualización del software. Cada caso de uso proporciona uno o más escenarios que indican cómo debe 
el sistema interactuar con el usuario. 
 
A continuación se muestra el diagrama de casos de uso: 
 
 















4.5.1. Jugar Campaña 
 
CASO DE USO  Jugar Campaña 
ACTORES Usuario 
DESCRICPION Crea una nueva partida de un jugador 
PRECONDICIONES Los ficheros del nivel deben existir. 
POSTCONDICIONES 
1. Se ha creado una nueva campaña 




1. El usuario selecciona en el menú la opción 
de jugar campaña. 
 
 2. El sistema carga el nivel. 





2. Los ficheros no se encuentran en el directorio. En este caso el sistema informa al usuario del 
error. 
 
4.5.2. Siguiente Zona 
 
CASO DE USO Siguiente Zona 
ACTORES Sistema 
DESCRICPION 
1. El sistema necesita cargar la siguiente zona 
2. Debe haber un nivel activo 
PRECONDICIONES El archivo de zona debe existir 
POSTCONDICIONES Se ha creado una nueva zona 
 
SISTEMA 
1. El sistema carga la zona una vez 
terminada su predecesora 
  
CURSO ALTERNATIVO 
1. El fichero de nivel no existe, en tal caso el sistema devolverá al jugador en el menú principal y 














4.5.3. Cambiar Settings 
 
CASO DE USO Cambiar Settings 
ACTORES Usuario 
DESCRICPION 
Cambia los parámetros de configuración de la pantalla y el volumen del 
sonido y la música 
PRECONDICIONES Ninguna 
POSTCONDICIONES Se han cambiado las opciones. 
 
USUARIO SISTEMA 
1. El usuario accede al menú opciones y 
decide cambiar los valores oportunos. 
 
 2. El sistema guarda el valor. 
  
CURSO ALTERNATIVO 
2. El fichero Settings.ini no se encuentra en el directorio. En este caso el sistema crea uno nuevo. 
 
4.5.4. Cambiar Controles 
 
CASO DE USO Cambiar Controles 
ACTORES Usuario 
DESCRICPION Cambia los controles del juego. 
PRECONDICIONES El fichero Controles.opt o el fichero Default.opt deben existir 
POSTCONDICIONES Se han cambiado las opciones. 
 
USUARIO SISTEMA 
1. El usuario accede al menú de cambio de 
controles y decide cambiar alguna/s tecla/s o 
poner los valores por defecto. 
 
 2. El sistema guarda los controles. 
  
CURSO ALTERNATIVO 
















4.5.5. Crear Perfil 
 
CASO DE USO Crear Perfil 
ACTORES Usuario 
DESCRICPION El usuario crea un nuevo perfil de jugador online 
PRECONDICIONES 
1. El nombre de usuario no puede estar vacío 
2. El nombre no debe ser repetido 
3. El usuario debe escoger un color 
POSTCONDICIONES Se ha creado un nuevo perfil 
 
USUARIO SISTEMA 
1. El usuario selecciona la opción de crear un 
perfil online en el menú multijugador 
 
 
2. El sistema muestra el menú de crear un 
perfil 
3.  El usuario introduce el nombre y 
selecciona el color. 
 
 4. El sistema crea el nuevo perfil. 
  
CURSO ALTERNATIVO 
4. El nombre de usuario está repetido, en ese caso el sistema le comunica el error. 
4. El nombre está vacío y el sistema informa al usuario. 
4. El usuario no ha escogido color y el sistema le dice que escoja uno. 
 
4.5.6. Cargar Perfil 
 
CASO DE USO Cargar Perfil 
ACTORES Usuario 
DESCRICPION El usuario selecciona un perfil de jugador. 
PRECONDICIONES Ninguna. 
POSTCONDICIONES Se ha cargado un perfil. 
 
USUARIO SISTEMA 
1. El usuario selecciona la opción 
seleccionar perfil en el menú multijugador. 
 
 
2. El sistema muestra el menú de cargar 
perfil. 
3. El usuario selecciona el perfil que desee.  











4.5.7. Borrar Perfil 
 
CASO DE USO Borrar Perfil 
ACTORES Usuario 
DESCRICPION El usuario borra un perfil que ya creó con anterioridad. 
PRECONDICIONES Ninguna 
POSTCONDICIONES Se ha borrado el perfil 
 
USUARIO SISTEMA 
1. El usuario selecciona la opción cargar 
perfil en el menú multijugador 
 
 
2. El sistema muestra el menú de cargar 
perfil 
3. El usuario selecciona el perfil a borrar y 
decide borrarlo. 
 
 4. El sistema borra el perfil. 
 
4.5.8. Crear Partida 
 
CASO DE USO Crear Partida 
ACTORES Usuario 
DESCRICPION Se crea una nueva partida online como host 
PRECONDICIONES El usuario debe haber iniciado sesión con un perfil 
POSTCONDICIONES 
1. Se ha creado una sala de espera de jugadores. 
2. Se ha creado un nuevo punto de conexión como host. 
 
USUARIO SISTEMA 
1. El usuario selecciona la opción de crear 
una partida online en el menú multijugador 
 
 2. El sistema crea una sala de espera. 
  
CURSO ALTERNATIVO 
















4.5.9. Unirse a una partida 
 
CASO DE USO Unirse a una partida 
ACTORES Usuario 
DESCRICPION El usuario se une a una partida online con otro jugador. 
PRECONDICIONES 
1. El usuario debe haber iniciado sesión con un perfil. 
2. El jugador debe haber escrito una IP adecuada. 
3. Se debe haber escrito un número de puerto correcto. 
4. La partida con la IP y el puerto introducidos debe estar en juego. 
POSTCONDICIONES 
1. Se ha unido a una sala de espera de jugadores 
2. Se ha creado un nuevo punto de conexión como cliente. 
 
USUARIO SISTEMA 
1. El usuario selecciona la opción de unirse 
una partida online en el menú multijugador 
 
 2. El sistema inicia el menú unirse a partida. 
3. El usuario introduce una IP y un puerto.  
 
4. El sistema se une a la partida con la IP y 
el puerto correspondientes. 
  
CURSO ALTERNATIVO 
2. El usuario no ha iniciado sesión, en tal caso el sistema muestra un mensaje. 
4. No se ha escrito una IP correcta, en tal caso el sistema informará al usuario. 
4. El puerto introducido no es correcto y el sistema le dirá al usuario el error. 


























4.6. Diagramas de secuencia 
 
Un diagrama de secuencia muestra una secuencia temporal de eventos entre 2 objetos. Las líneas 
verticales representan el tiempo transcurrido y las horizontales la comunicación entre los objetos. 
 




Crea una nueva partida si esta no existe, y se crea el nivel y todos sus 
elementos (zona, informe de misión…) 
PRECONDICIONES 
1. Todos los archivos de nivel deben existir. 
2. El nivel introducido debe ser correcto. 
POSTCONDICIONES 
1. Se ha creado una nueva campaña y un nuevo nivel con todos sus atributos 
(zona, informe de misión…) 
2. El sistema muestra en pantalla la campaña y permite jugar la partida al 
jugador. 
COMENTARIOS 
Por defecto al escoger en el menú principal la opción “Jugar Campaña”, 
automáticamente el parámetro nivel tiene valor 1 (porque es el nivel 1). Por 
eso en el diagrama se ve un 1 como parámetro. 
La precondición 2 siempre se cumple debido a que al llamar este método el 




















Crea una nueva partida si esta no existe, y se crea el nivel y todos sus 
elementos (zona, informe de misión…) 
PRECONDICIONES 
1. Existe un l:nivel activo 
2. La zona actual no debe ser menor que 0 ni mayor que el numero de zonas 
que tiene el nivel. 
3. El archivo de zona debe existir. 
POSTCONDICIONES 
1. Se ha cargado la nueva zona. 
2. Se ha incrementado la zona actual en 1. 
COMENTARIOS 
El nivel al terminarse, el sistema llama la función next().  
La zona actual se incrementará, y si la zona actual equivale al total de zonas 
que tiene el nivel, se volverá al menú principal.  
En caso contrario, se comprobará si existe el fichero.  
En caso de que exista el fichero, se carga la zona, en caso contrario, se 




















4.6.3. Cambiar Settings 
 
OPERACION UpdateOpciones() 
RESPONSABILIDAD El sistema muestra el menú opciones. 
PRECONDICIONES Debe existir un c:Controles no vacío. 
POSTCONDICIONES El sistema permite al usuario cambiar de menú 
COMENTARIOS 
Al principio, al construir el menú principal, se inicializará el atributo 
Controles. Este atributo tomará los valores del archivo Controles.opt.  
Si este archivo no existe, entonces se procederá a cargar el archivo 
Default.opt.  
Si tampoco existiera, entonces se daría el caso de error y no permitiría al 
usuario entrar a cambiar las opciones hasta que no se encontrara ninguno de 
los 2 archivos. 
 
Los archivos Controles.opt y Default.opt no intervienen en este caso de uso, 
pero es necesario incluir su comprobación debido a que el submenú Controles 
del menú Opciones necesita al menos uno de esos 2 archivos. 
 
OPERACION CambiarPantalla() 
RESPONSABILIDAD El sistema cambia de pantalla completa a ventana o viceversa. 
PRECONDICIONES Ninguna 
POSTCONDICIONES El sistema ha cambiado la configuración a la opción seleccionada 
COMENTARIOS 
Cuando se selecciona esta opción, el sistema cambia el valor de pantalla 
completa a su valor contrario. Una vez hecho esto, el juego asigna el valor 
para mostrar al usuario el resultado de su decisión. 
 
OPERACION CambiarVolumen(valor) 
RESPONSABILIDAD El usuario cambia uno de los volúmenes de música o sonido 
PRECONDICIONES Ninguna 
POSTCONDICIONES El sistema ha cambiado el valor del volumen 
COMENTARIOS 
El usuario cambia el valor de volumen de cualquiera de los canales de audio 
(música o sonido). Por cada canal hay un método, dependiendo del canal, así 
que solamente se hará un diagrama que valdrá para ambos canales de sonido. 
 
OPERACION SaveSettings(pantalla,música,sonido) 
RESPONSABILIDAD El sistema guarda los cambios. 
PRECONDICIONES Ninguna. 
POSTCONDICIONES 
1. El sistema guarda los cambios realizados. 
2. En caso de que el archivo Settings.ini no existiera, se crearía uno de nuevo. 






Figura 4.11. Diagrama de secuencia de “Cambiar Settings” 
4.6.4. Cambiar Controles 
 
OPERACION CambiarTecla(tecla,valor) 
RESPONSABILIDAD El sistema permite cambiar el valor de una tecla 
PRECONDICIONES Debe existir un c:Controles no vacío. 
POSTCONDICIONES El sistema ha cambiado de valor la tecla actual. 
COMENTARIOS 
El usuario de todas las teclas que puede ver en el menú, selecciona aquella que 
le apetece cambiar. Entonces le aparecerá un mensaje que le indica que pulse 
una tecla en el teclado para asignar la tecla pulsada. Una vez hecho esto se 
guarda el valor. 
 
OPERACION ValoresPorDefecto() 
RESPONSABILIDAD El sistema establece el valor de c:Controles con los valores predeterminados. 
PRECONDICIONES 
1. Debe existir un c:Controles no vacío. 
2. Debe existir el archivo Default.opt. 
POSTCONDICIONES El sistema ha cambiado los valores de c:Cotroles. 
COMENTARIOS 
Si el usuario decide poner todos los valores de los controles por defecto, debe 
simplemente pulsar sobre el botón de “Valores por defecto” y el sistema 




El sistema permite guarda los controles en el fichero Opciones.opt. En caso de 
que no existiera se crearía un archivo nuevo. 
PRECONDICIONES El parámetro c:Controles no debe ser vacío. 
POSTCONDICIONES El sistema ha guardado los cambios. 
COMENTARIOS 
Una vez finalizado de cambiar las opciones, el usuario guarda los cambios y 
vuelve al menú anterior. En caso de que no existiera el archivo Opciones.opt, 






Figura 4.12. Diagrama de secuencia de “Cambiar Controles” 
4.6.5. Crear Perfil 
 
OPERACION Crear Perfil(nombre,color) 
RESPONSABILIDAD El sistema guarda un nuevo perfil 
PRECONDICIONES 
1. El nombre debe estar lleno. 
2. El nombre no debe ser repetido 
3. El color debe tener un valor.  
POSTCONDICIONES El sistema guarda el perfil en un archivo. 
COMENTARIOS 
El usuario debe introducir un nombre de perfil y luego seleccionar el color que 
desee. Finalmente debe pulsar sobre el botón de guardar. 
 
En caso de que no se cumplan las precondiciones, el sistema informará al 







Figura 4.13. Diagrama de secuencia de “Crear Perfil” 
4.6.6. Seleccionar Perfil 
 
OPERACION Seleccionar Perfil(nombre). 
RESPONSABILIDAD El sistema asigna un perfil actual. 
PRECONDICIONES Ninguna.  
POSTCONDICIONES 
1. El sistema crea un nuevo perfil a partir de los datos. 
2. El sistema crea un j:jugador con los atributos del perfil (nombre y color) 
COMENTARIOS 
El sistema muestra los perfiles que hay guardados. Entonces, el usuario deberá 
seleccionar uno de los que hay en la lista. 
Si el usuario no selecciona ningún perfil, entonces no se asignará ningún perfil 
actual. 
En cambio, si el usuario selecciona un perfil existente, entonces el sistema 







Figura 4.14. Diagrama de secuencia de “Seleccionar Perfil” 
4.6.7. Borrar Perfil 
 
OPERACION Borrar Perfil(nombre). 
RESPONSABILIDAD El sistema borra un perfil existente. 
PRECONDICIONES Ninguna.  
POSTCONDICIONES El sistema borra el p:perfil donde p.nombre = nombre 
COMENTARIOS 
Si se decide borrar el perfil, en el menú de “Selección de perfil”, el usuario 
deberá seleccionar un perfil de los que le muestra el sistema y luego deberá 
pulsar el botón de “Borrar”. 
Si no hubiera ningún perfil seleccionado, entonces no se haría nada. 
 
 




4.6.8. Crear Partida 
 
OPERACION Crear Partida(Jugador). 
RESPONSABILIDAD El sistema crea una nueva partida online. 
PRECONDICIONES Se debe haber iniciado sesión con algún p:perfil.  
POSTCONDICIONES 
1. El sistema crea un nuevo l:lobby (sala de espera de jugadores). 
2. El sistema crea una nueva conexión como host. 
COMENTARIOS 
El usuario decide crear una nueva partida. Si no se ha iniciado sesión, se le 
mostrará un error. 
Si ha iniciado sesión, se creará una nueva sala de espera de jugadores para 






























4.6.9. Unirse a Partida 
 
OPERACION Unirse a Partida (ip,puerto). 
RESPONSABILIDAD El sistema crea un nuevo lobby (sala de espera) y una conexión como cliente 
PRECONDICIONES 
1. Se debe haber iniciado sesión con algún p:perfil.  
2. La IP introducida debe ser correcta. 
3. El puerto introducido debe ser correcto. 
4. La partida coincidente con la IP y puerto debe estar activa. 
POSTCONDICIONES 
1. El sistema crea un nuevo l:lobby (sala de espera de jugadores). 
2. El sistema crea una nueva conexión como cliente. 
COMENTARIOS 
El usuario introducirá una IP con el formato n . n . n . n donde n representa un 
número natural entre 0 y 255. 
Luego el usuario escribirá un número de puerto comprendido entre 1024 y 
65535. 
Finalmente el usuario intentará unirse a la partida. Si no se cumple alguna de 





















Capítulo 5. Diseño 
 
l diseño es un proceso de aplicar varias técnicas o principios para lograr hacer un sistema con 
suficiente detalle como para poder realizar su implementación. 
 
El diseño consiste en documentar todo el proceso que no depende de ningún lenguaje de programación 
y establecer las conexiones entre los diversos componentes. 
 
Un componente es un objeto que participa en nuestro sistema y se le realizan varias peticiones y 
operaciones que pueda requerir nuestro programa. 
 
5.1. Arquitectura utilizada 
 
El modelo arquitectónico escogido es la arquitectura en 3 capas. Cada capa realiza una función, y los 
cambios en una capa no afectan a la otra.  
 
Las 3 capas son las siguientes: 
 
 Capa de presentación: Es la capa que se muestra al usuario, también conocida como interfaz 
gráfica y captura la entrada del usuario. 
 
 Capa de negocio: Es la capa que procesa la información introducida por el usuario, y se 
encarga de dar la orden de mostrarle la información. También es donde se siguen las reglas 
establecidas por el diseño y la comunicación entre componentes, y si fuera necesario, y hacer 
peticiones a la base de datos. 
 
 Capa de datos: Es donde residen todos los datos y se encarga de acceder a los mismos. 
Procesa las peticiones de almacenamiento o recuperación de información proveniente de la 
capa de negocio. 
 
5.2. Diagramas de colaboración 
 
A partir de los casos de uso y los diagramas de secuencia anteriores, se debería establecer una 




El controlador es un componente cuya función es hacer de intermediario entre la interfaz (y, por tanto, 
entre el usuario) y nuestro sistema. 
 
Al iniciar el programa, el intermediario entre el usuario y el sistema es el componente Juego. Éste 
componente contiene las funciones necesarias para capturar la entrada (Update()) y mostrar la 
información al usuario (Draw()).  
 
Cada menú tiene su método Draw() para dibujar la información y Update() para procesar datos. Cada 













Queremos dibujar y procesar los datos del menú multijugador. 
 
Observando el árbol de menús en el apartado 4.3 y el diagrama de estados del apartado 4.4, el 




Figura 5.1. Diagrama del ejemplo 
Es importante fijarse en el diagrama de estados del apartado 4.4 para entender cómo funciona este 
diagrama.  
 
Al llamar a los métodos Draw() y Update() del juego automáticamente llama a los del menú principal. 
Observando el diagrama de estados, el usuario al seleccionar la opción de menú multijugador 
(elem=3), el estado del menú principal pasa a llamar a Draw() y Update() del menú multijugador.  
 
5.2.2. Gestor de ficheros 
 
Este es uno de los componentes más importantes junto al controlador, debido a que su función 
principal es gestionar los ficheros, tanto la entrada como la salida. Es un intermediario entre la capa de 
negocio y la capa de datos. 
 
5.2.3. Jugar Campaña 
 
El controlador en este caso es el menú principal, puesto que la operación que deseamos realizar se 






Figura 5.2. Diagrama de colaboración de LoadCampana 
El usuario al pulsar el botón de jugar nueva campaña, automáticamente el programa llama al método 
de JugarCampaña(1). El motivo por el cual se pasa por parámetro un 1 es porqué al ser una nueva 
campaña, el nivel tiene que ser necesariamente el nivel 1, pero si por ejemplo fuera el nivel 2, se le 





Luego la campaña genera un nivel llamando al método LoadLevel(1). El nivel entonces le pide al 
gestor de ficheros que busque el archivo de su zona, por eso le pasa por parámetro el número de su 
zona y luego el número de la zona que necesita (en este caso el 0, que es la primera zona del nivel). 
 
El gestor de ficheros busca el archivo que coincida con los datos recibidos y luego carga los datos en 
una zona. Finalmente, el nivel crea una nueva zona a partir de los datos obtenidos. 
 
5.2.4. Siguiente Zona 
 






Figura 5.3. Diagrama de colaboración de Next 
El nivel dado el caso oportuno, decidirá cargar la siguiente zona. Entonces incrementa el número de 
zona actual (z) en 1 unidad, y luego el nivel solicita al gestor de ficheros que le busque la zona que 
coincida con el número de zona. Finalmente se crea la nueva zona. 
 
5.2.5. Cambiar Opciones 
 
En este caso de uso hay 3 controladores. La razón es porque hay 3 menús que intervienen. El primero 
es el menú principal, y éste comprueba que todo esté en orden para poder pasar al menú opciones. El 
segundo es el menú opciones que permitirá cambiar la configuración de audio y pantalla. Por último se 
encuentra el menú controles, submenú de opciones, que simplemente se dedica a modificar los 


























Figura 5.4. Diagrama de colaboración de UpdateOpciones 
El usuario decide entrar en el menú opciones, pero antes de entrar el menú principal comprueba que 






Figura 5.5. Diagrama de colaboración de CambiarPantalla 
El usuario hace constar al menú opciones de que quiere cambiar las opciones de configuración de 
pantalla. Entonces el menú opciones hace que el juego cambie los parámetros de pantalla debido a que 










El usuario decide cambiar el volumen de uno de los canales de sonido. Acto seguido el controlador 





Figura 5.7. Diagrama de colaboración de SaveSettings 
El usuario ha terminado con las opciones y decide guardar las opciones. Entonces el controlador indica 
al gestor de ficheros que guarde los cambios en el fichero. 
 
5.2.6. Cambiar Controles 
 






Figura 5.8. Diagrama de colaboración de CambiarTecla 






















Figura 5.9. Diagrama de colaboración de ValoresPorDefecto 








Figura 5.10. Diagrama de colaboración de SaveControles 
El usuario decide guardar los controles, así que el menú guarda los controles que tiene como atributo y 
le indica al gestor de ficheros que le guarde los valores en el fichero. 
 
5.2.7. Crear perfil 
 
En este caso de uso el controlador será el menú de crear perfiles, donde el usuario introducirá los datos 









5.2.8. Seleccionar perfil 
 
En este caso el controlador es el menú de selección de perfil. El propósito es que el sistema mostrará al 







Figura 5.12. Diagrama de colaboración de SeleccionarPerfil 
El usuario al entrar en el menú de selección, escoge el nombre de perfil que prefiera. Acto seguido, el 
controlador busca el perfil que coincida con el nombre y guarda el valor del color. Finalmente, se crea 
un nuevo perfil con el nombre y el color correspondientes. 
 
5.2.9. Borrar perfil 
 
Aquí el controlador también es el menú de selección de perfil, dado que la función de borrar el perfil 










5.2.10. Crear Partida 
 
El controlador es el propio menú multijugador, porque contiene los datos del perfil iniciado (es un 






Figura 5.14. Diagrama de colaboración de CrearPartida 
El usuario decide crear una partida multijugador como host. Acto seguido, el controlador crea un 
nuevo NetworkManager como host. El NetworkManager es el gestor de red, así que al crearse una 
partida online se crea un componente de este tipo. Despues se crea el lobby (sala de espera de 
jugadores) pasándole el NetworkManager creado anteriormente como parámetro. 
 
























5.2.11. Unirse a Partida 
 








Figura 5.15. Diagrama de colaboración de UnirsePartida 
El usuario antes de crear partida introduce la ip y el puerto del servidor donde se va a conectar. Acto 
seguido, se crea un nuevo NetworkManager a partir de los datos introducidos. Luego se crea un nuevo 
Lobby pasando por parámetro el NetworkManager yfinalmente se añade el jugador en la lista de 
jugadores del Lobby. 
 
5.3. Diagrama de visibilidades 
 
Una vez terminados los diagramas de colaboración se debe analizar el tipo de visibilidades que tiene 
un componente con los demás. 
 
Hay 3 tipos de visibilidad: 
 
 De atributo: Quiere decir que un componente A tiene como atributo el componente B. 
 
 De parámetro: El componente A ve al componente B cuando le pasan por parámetro en 
alguna función del componente A. 
 
 Local: Al llamar a una función, el componente A requiere usar una variable de tipo B dentro 
de esa función. 
 





Figura 5.16. Diagrama de visibilidades 
 
La mayoría de visibilidades se pueden apreciar con los diagramas de colaboración anteriores, pero hay 
algunas que no se muestran en los diagramas, como la visibilidad de atributo entre el menú 
multijugador y el prefil. Esto es debido a que el proyecto en sí los ve como atributos, pero en los casos 











Capítulo 6. Implementación 
 
a implementación es la fase de programación, es decir, una vez desarrolladas todas las ideas del 
proyecto sobre el papel, entonces es cuando el equipo se dedica a programar el código con el 
lenguaje y la plataforma acordados. 
 
6.1. Gestión de ficheros 
 
Para empezar explicaré cómo funciona el sistema de almacenamiento. 
 
Una gran parte de las clases que debo usar requieren un sistema de almacenamiento externo, o sea, que 
no use memoria RAM, sino que se guarde en un dispositivo de almacenamiento, en este caso un disco 
duro. 
 
Las 2 opciones de diseño eran claras: Usar ficheros o usar bases de datos, cada uno con sus ventajas e 
inconvenientes. 
 
Al final decidí escoger ficheros por 2 motivos: 
 
1. Al no requerir una conexión para acceder a los datos no considero necesario usar una base de 
datos. 
 
2. Una clase o una struct pueden ser “serializados” en un fichero. 
 





La “serialización” consiste en la codificación de un objeto o clase en un medio de almacenamiento 
(archivo o buffer de memoria).[16] 
 
Mi intención es coger las clases que necesito guardar en un fichero y serializarlas. 
Entonces la estrategia es la siguiente: Crear una “tupla puente” entre el objeto del proyecto y el fichero 
donde lo guardo. 
 
Por empezar, antes de nada, la función de guardar y cargar ficheros prefiero asignarla una clase que se 
dedique a hacer este tipo de tareas; le he llamado “GestorFicheros” puesto que su función es gestionar 
los ficheros. 
 
















El siguiente esquema mostrará más o menos la idea que quiero llevar a cabo: 
 
 
Figura 6.1. Esquema de entrada y salida en la serialización 
 
6.1.2. Ficheros que son usados 
 
En el siguiente punto estudiaremos que ficheros necesitaremos: 
 
1. Las opciones: En este fichero se me guardarán las opciones del juego, que básicamente los 
componen los controles de jugador y la pantalla completa. Lo guardo en 2 ficheros, 1 para los 




Figura 6.2. Árbol del directorio de la carpeta opciones 
 
Controles.opt: Es un fichero XML (aunque de extensión .opt) que guarda los controles. 
 
Default.opt: Es otro fichero XML que me guarda los controles por defecto. 
 
Settings.ini: Fichero de configuración. Te guarda el valor de si el juego se ejecuta en pantalla 






2. Las zonas: Explicaré como viene estructurado: Cada nivel tiene varias zonas, entonces cada 
nivel lo compone una carpeta llamada “LevelN” donde “N” es el número de nivel de la 
campaña.  
 
Dentro de esta carpeta hay los siguientes elementos: 
 
1. Un archivo por zona, llamadas “Zona0”,”Zona1”….”ZonaN” donde N representa el total de 
zonas que hay. 
2. Un archivo llamado Briefing.XML, donde se guardan todos los textos del briefing (datos, 
información, objetivos…) y su respectiva información. 
 
Figura 6.3. Árbol del directorio de niveles, los hijos del árbol y los ficheros 
 
Zone0.zn, Zone1.zn, Zone2.zn: Son ficheros XML (aunque de extensión .zn) que almacenan 
las zonas. 
Cada uno de estos ficheros me almacena los objetos que hay en la zona (enemigos, etc), la 
topografía (las áreas de colisión básicamente, los puntos de los polígonos que las forman), la 
velocidad de fondo entre otras propiedades de cada zona.  
En el siguiente apartado veremos lo que contienen los ficheros. 
 
Briefing.xml: Fichero XML que me guarda los textos necesarios y los datos en cuanto al 





6.1.3. Ficheros XML 
 
Este apartado lo dedicaré para que se pueda ver el contenido de los ficheros y como estos se conectan 
con el programa. 
 
Omitiré enseñar el Settings.ini porque solo guarda un valor (True o False) y el Default.opt porque es 






Figura 6.4. Fichero XML que guarda las teclas 
 
Como se puede ver, es un fichero XML donde guardan los valores de las teclas. Teclas es una lista de 
“Keys” (etiqueta usada para referirse a una tecla), y dentro de cada “Keys” hay el valor que usa el 
teclado.  











Figura 6.5. Fichero XML que guarda toda la información del briefing 
 
Básicamente este archivo consta de 4 elementos: 
 
 Briefing: Muestra el informe principal de la misión. 
 
 Info: Contiene la información del planeta. 
 
 Data: Contiene los datos del planeta (Día, translación…). 
 
 Mensajes: Muestra todos los mensajes en las conversaciones. 
 
Un mensaje está compuesto por un personaje, un tiempo y el mensaje. 
 
El atributo psj hace referencia al personaje que habla. El atributo time especifica el tiempo (en 




















El archivo que se muestra aquí es una zona de ejemplo, concretamente mostraré la zona 2, puesto que 
es la más completa, ya que contiene áreas, objetos y todos los datos necesarios. El archivo contiene lo 
siguiente: 
 
- La información general de la zona y el fondo: 
 
 
Figura 6.6. Fragmento de fichero XML que muestra los atributos de id, tipo, velocidad y fondos 
 
La id hace referencia al identificador de zona (en este caso 1).  
El tipo se refiere al tipo de zona que es (si es 0 tiene scroll horizontal, si es 1 scroll vertical arriba, si es 
2 scroll vertical abajo, si es 3 va por libre).  
La velocidad hace referencia la velocidad de movimiento del fondo de la zona (en píxeles).  
 
Luego están los fondos. Una zona está compuesta por varios fondos (son imágenes estáticas) de forma 
correlativa. Cada fondo está compuesto por la textura (imagen) correspondiente (en este caso se puede 


















- La información correspondiente con los objetos: 
 
 
Figura 6.7. Fragmento de fichero XML que muestra los objetos que contiene el nivel 
 
Hay 2 tipos de objeto, que son el/los jugador/es y las naves movidas por la IA. 
 
El atributo player hace referencia al objeto que será movido por el jugador.  
El objeto de personaje está compuesto por el bando al que pertenece (0=Aliado, 1=Alien), el tipo de 





Los objetos de la IA (están dentro de la etiqueta objetos) están compuestos básicamente por lo mismo, 
pero se le añade una etiqueta llamada waypoints. Esta etiqueta guarda una lista de posiciones que 
deberá recorrer la nave que la contiene. 
 





Figura 6.8. Fragmento de fichero XML que muestra las áreas que contiene el nivel 
Si una zona tiene áreas de colisión, el propio archivo de la zona guarda todas las áreas de colisión. Un 
área de colisión es un triángulo donde si la nave choca contra él, entonces ésta se destruye. 
Cada área guarda 3 puntos, que son los puntos que forman el triángulo. 
 
6.1.4. Structs Puente 
 
En el apartado anterior se vieron los ficheros. En este se verán las structs puente que conectan el 
programa con los ficheros. 
 
1. Struct Teclado  
 




Esta struct es la conexión entre los ficheros Opciones.opt y default.opt con la clase Controles (que 
representan las teclas a pulsar durante el juego). 
 
Tenemos tres funciones que nos facilitan la conexión, 2 de entrada (carga) y 1 de salida (guardar). 
 
a. SaveControles(Controles c): Operación que sirve para guardar las teclas. Se pasa por 
parámetro los controles, luego creamos una struct donde los guardamos y finalmente 
llamamos a una función que guarda en el fichero el contenido de la struct. 
 
b. LoadControles(): La struct recoge los datos del fichero “ocpiones.opt” y luego los carga en los 
controles. 
 
c. LoadDefault(): Hace lo mismo que LoadControles() pero con el fichero “Default.opt” 
 
 
2. Struct Profile 
 
Figura 6.10. Struct puente que guarda el perfil de jugador: nombre y color 
 
Profile guarda los perfiles online de jugador, que constan de nombre y color de nave. 
 








El briefing está formado por varios structs.  
 
 La struct principal que guarda todos los datos del briefing es la struct “Datos”. Contiene los 
textos del informe (briefing), los datos de la zona (data) y la información de la zona (info).  
 
Luego tiene 2 listas de Structs: mensajes y objetivos. 
 
 La struct de los mensajes (MSJ) guarda todos los mensajes de la conversación del briefing. 
Están formados por el identificador de personaje (psj), el tiempo de espera hasta borrarse el 
mensaje (time) y el contenido del mensaje (mensaje). 
 
 La struct de objetivos (Objetivo) contiene los datos de un objetivo, que son el estado en el que 
se encuentra (status) y el texto (name). 
 
En el proyecto solo nos interesa cargar el contenido del Briefing, así que solo se usa un método para 
cargarlo. 
El método se llama LoadBriefing(int l, Campana mn). El primer parámetro hace referencia al número 
de nivel que queremos cargar, y luego la partida. La partida es la que se encarga de cargar los niveles y 
las zonas, así que una vez llame al método, la campaña irá cargando los datos de la partida. 
 
4. Struct Zona 
 
 








La zona está formada por 4 structs.  
 
 ,La struct principal que guarda todos los datos es la struct Zone. Contiene el número de zona 
(id), el tipo (int tipo, que dice que tipo de scroll tiene), la velocidad de la zona (float 
velocidad) y 2 FObjetos que hacen referencia a los jugadores de la partida. 
 
Además de los anteriores datos, la zona contiene: 
 
 ,Varios structs FObjeto que hacen referencia a los objetos controlados por la IA en la zona. 
Cada FObjeto contiene el bando que pertenece, el tipo de objeto que es, la ruta donde se 
encuentra la textura del objeto (texture), las coordenadas de la posición, una lista de vectores 
que indican los puntos donde debe moverse (waypoints, son para la IA) y un booleano que 
indica si el objeto está activo o no. 
 
 Una lista de structs tipo Area. Cada Area está formada por 3 puntos dado que es un triangulo. 
 
 Varios structs tipo ZFondo. Un ZFondo guarda una porción del fondo de tamaño 1024 por 
768. Esta struct contiene un string (fondo) que indica la ruta de la textura de su imagen y 2 
enteros que indican en qué posición se encuentra la imagen. 
 
Esta serie de structs se realiza una operación de carga dividida en 2. 
 
- La primera función que se llama es LoadZona(Level l, int i, int mode). Éste método es el 
encargado de recoger los datos del fichero XML. El entero i es el que nos sirve para saber qué 
zona del nivel cargar (recordemos: un nivel está formado por varias zonas, cada una con un 
identificador). El parámetro mode hace referencia al modo de juego que tratamos (cooperativo 
o un jugador). 
 
- El siguiente método es llamado desde la función anterior. El método es LZona(Level l,Zone 
z,int mode). Al llamar a esta función, lo que se hace es que al nivel que le pasamos por 
parámetro, se le cargan todos los objetos que contiene la zona (áreas, naves, fondos…) y éste 
los carga en su zona actual. El único parámetro que le pasamos diferente al anterior es el 
parámetro Zone z.  
 
La variable z es una variable tipo struct Zone que contiene todos los datos a cargar en la zona 
























Todo el contenido del juego debe ser mostrado en pantalla y, por tanto, debe ser dibujado, tanto los 
textos como las imágenes. 
 
En los siguientes apartados se explicará cómo se dibujaran los textos y las imágenes. 
 
6.2.1. ¿Cómo se dibuja? 
 
Para dibujar todos los elementos del juego se deberá usar el método Draw, que dura mientras el juego 
está en ejecución así como el método Update().  
 
El método Draw tiene como parámetro una variable tipo GameTime que indica el tiempo de ejecución 
de la aplicación, aunque en éste método no se ha usado mucho. 
 
Al ejecutar la aplicación, el método Draw del juego llama al método Draw del menú principal y luego 
éste llama al método Draw del submenú actual o de la partida. 
 
 
Figura 6.13. Imagen del método de dibujo del menú principal 
En la imagen se puede ver que según el estado en el que se encuentre el menú principal, se llama al 
Draw del elemento activo. 
 
La gran mayoría de objetos que requieren ser dibujados en pantalla deben tener el método Draw, al 
igual que objetos que no requieren directamente ser dibujados, sino que se dibujan los objetos que 
contiene (un ejemplo sería la clase Zona). 
 
Para dibujar los objetos requeridos se usará la clase SpriteBatch. 
 
El SpriteBatch es una clase que se dedica a dibujar texturas y letras. Para iniciarlo se deberá llamar 
antes al método “begin()”, dado que lo que hace éste método es preparar al SpriteBatch para dibujar 
los contenidos que se le invoquen. Luego al finalizar se deberá llamar al método “end()”, que lo que 
hace es borrar todo lo que se ha dibujado. 
 
El SpriteBatch dibuja mediante lo que se llamaría el método del pintor. Normalmente el algoritmo del 





En este caso, el método del pintor se llama así puesto que realiza lo mismo que hace un pintor al pintar 
un cuadro, es decir, primero se dibuja el fondo, y luego se va dibujando los planos más cercanos, de tal 
manera que lo que esté más cerca del observador es lo último que se deberá pintar. 
 
 
Figura 6.14. Imagen del método del pintor. 1. Se dibuja el fondo, 2. Se dibuja el suelo, 3. Se dibujan los elementos cercanos 
6.2.2. El fondo 
 
Lo primero que se debe dibujar es el fondo, puesto que si se dejara éste para el final, no se verían los 
demás elementos dibujados. 
 
Cargar una textura de alta resolución en una tarjeta gráfica en un equipo sencillo normalmente suele 
traer problemas, y cómo los mapas del juego normalmente suelen ser más grandes que la resolución 
del monitor, pues intentar cargar la imagen del fondo entera podría resultar un problema. 
 
Así pues, para evitar esto lo que he debido hacer es partir la imagen del fondo entera en recuadros del 
tamaño del monitor.  
 
 
Figura 6.15. Imagen del fondo del nivel 1 partido por partes iguales 
 
En la imagen de encima es el fondo de la zona 1 del primer nivel. La imagen en total ocupa 5120x768 
píxeles. Como se trata de una imagen a una resolución enorme, entonces decidí partir la imagen en 
partes iguales.  
Una vez partido se puede ver cada parte separada por unas líneas rojas que representan la separación 
entre cada imagen, y ahora cada parte mide 1024x768 píxeles. 
 
El fondo puede ser de 2 maneras: Estático (es decir, que no se mueve) y dinámico (es decir, que se ve 
cómo se va moviendo). 
En caso de que se trate de un fondo dinámico, se tratará de un fondo con Scroll Horizontal, es decir, 
que se mueve horizontalmente. 
 
Entonces tenía 2 caminos a seguir para decidir cómo hacer el movimiento del fondo. La primera 
manera consistía en crear como una especie de cámara que se va moviendo a cierta velocidad y 
mientras se mueve se va mostrando el fondo.  
El segundo método consiste en mover el fondo y todo el contenido de la zona a una determinada 
velocidad. Yo escogí el segundo método por comodidad y porqué me resultaba más sencillo de 
implementar. 
 
Entonces la idea es bien simple: Cada trozo de imagen debo colocarla en la posición consecutiva 
respecto del anterior. Por ejemplo, si la primera está en la posición (0,0), entonces la siguiente estará 






Figura 6.16. Imagen anterior mostrando el scroll lateral. 
 
La imagen de arriba muestra lo que deseo hacer: Las líneas en rojo son las separaciones de la imagen, 
el recuadro amarillo es el recuadro que se dibuja actualmente en la pantalla, y en azul están escritas las 
posiciones de cada imagen. 
Entonces, en la parte de abajo muestra lo que pasa cuando el fondo se ha movido, en este caso 1024 
píxeles.  
El primer recuadro pasa de estar en la posición 0 a la -1025, la segunda de la 1025 a la 0, y así 
sucesivamente. 
 
6.2.3. Los sprites 
 
Muchas veces, para poder dibujar algún objeto en el juego se necesitan imágenes en movimiento para 
mostrar más realismo o, simplemente, hacer el juego más vistoso. 
 
El ojo humano puede percibir imágenes en movimiento a una velocidad de 16 frames por segundo y 
en un máximo de unos 60 [17]. Si la velocidad de los frames (imágenes) por segundo es menor de 16, 
se pueden percibir “parones”, es decir, que no se ve el movimiento fluido, y si es superior a 60 ya no 
se notará la diferencia. 
 
Entonces, la idea de crear un sprite es la siguiente: Debemos tener una imagen fija con todos los 




Figura 6.17. Imagen de un sprite con sus separaciones. 
 
Tal como se ve en la imagen, se ha cogido un trozo de sprite sheet de tal manera que se vea una 
animación de la nave. Cada línea roja separa un frame de otro. A cada cierta velocidad de fotogramas, 








Figura 6.18. Imagen de un sprite en función del tiempo. 
Cada fila representa un momento determinado en el tiempo y el recuadro amarillo representa el frame 
actual que se dibuja. Pasados 50 milisegundos (1000 milisegundos es un segundo) desde que la 
imagen se empezó a dibujar, se pasó a dibujar el siguiente frame. Luego pasados 100 se dibuja el 
tercer frame y así sucesivamente. 
Viendo el tiempo se puede deducir que la velocidad del sprite es de 20 fps (frames por segundo), 
puesto que si se dibuja 1 frame cada 50 milisegundos, si lo multiplicamos por 20 nos dará 1000 
milisegundos, que son 1 segundo en total. 
 
A diferencia del fondo, esta vez cargo el sprite sheet entero puesto que no ocupa una resolución fuera 
de lo normal. Para poder dibujar la parte de sprite que me interesa, debo tener en cuenta 2 variables: 
1. Qué animación me interesa dibujar. 
 
2. Qué parte de la animación me gusta dibujar. 
 








Figura 6.19. Imagen del spritesheet de la nave principal. 
Cada fila es una animación según el estado en el que esté la nave. La primera fila está en estado 
normal, la segunda cuando la nave tiene el escudo en perfecto funcionamiento, la tercera es cuando el 
escudo empieza a fallar, la cuarta es cuando la nave ha recibido un impacto de un disparo EMP
21
 y la 
última es cuando está en visión infrarroja.  
 
Entonces, los atributos esenciales de la clase Sprite son los siguientes: 
 
1. Un float que me indique la velocidad en Frames por segundo 
 
2. Un Rectangle (clase auxiliar de XNA) que solo permita dibujar la parte de sprite que me 
interesa 
 
3. Un int que guarde el frame actual, otro que guarde el total y finalmente el que me indica la 
posición Y donde debe dibujarse. 
 
6.2.4. Dibujar strings 
 
Una de las tareas más importantes es el dibujo de textos que permitan comunicarse con el usuario y 
aportar información. 
 
Para dibujar un texto se debe llamar, en la clase SpriteBatch, el método DrawString. El método 
DrawString consta de los siguientes parámetros: El SpriteFont, que es la fuente de la letra. Luego el 
texto, la posición y el color del texto. 
 
El SpriteFont es un archivo en XML que contiene los datos referentes a la fuente de letra del texto que 
queramos escribir. 
                     
21
 EMP viene de las siglas ElectroMagnetic Pulse (Pulso Electromagnético)cuyo efecto hace que los aparatos 





Figura 6.20. Fichero XML donde se guarda un SpriteFont. 
En la figura anterior se pueden ver los diferentes parámetros XML. 
 
FontName: Es el nombre de la fuente utilizada (Arial, Times New Roman…). 
 
Size: Tamaño de letra. 
 
Spacing: Es el espacio que hay entre carácter y carácter. 
 
UseKerning: Se asegura de que los espacios entre caracteres sean equitativos. 
 
Style: Se trata del estilo de letra. Regular es normal, Bold es negrita, e Italic es en cursiva. 
 
Luego abajo del todo se puede ver el atributo CharacterRegion, que indica que caracteres en código 
ASCII van a ser utilizados. Por defecto están entre el 32 y el 126, pero yo he aumentado el máximo a 
255 porque si no podrían surgir problemas con los acentos y la letra Ñ. 
 
Una vez hecho esto, se debe dibujar usando el método DrawString de la clase SpriteBatch así: 




6.3. Lógica del juego 
 
La lógica del juego gestiona todos los eventos y movimientos del juego. Gestionar el movimiento de 
las naves, la entrada del teclado, la IA y las colisiones son algunas de las tareas que se gestionan con la 
lógica del juego. 
 
6.3.1. El método Update 
 
Update és, junto al método Draw, un método que simula un bucle de juego. Por parámetro se le pasa 
una variable tipo GameTime que indica el tiempo de ejecución de la aplicación. Su tarea principal es 
actualizar el estado del juego, los eventos, la IA… 
 
Al empezar el juego, el método Update del juego invoca al método Update del menú principal, luego 




Figura 6.21. Método Update del menú principal 
En la imagen de arriba se puede comprobar cómo funciona en el menú principal: Dependiendo del 
estado en que se encuentre, se invoca al método Update del estado activo. 
 
La gran mayoría de los objetos del juego tienen método Update. Los menús lo usan para capturar la 
entrada del teclado y actualizar su estado, la zona para actualizar los eventos y Updates de los objetos 
que contiene, las naves lo usan para actualizar la IA, etc.  
 
Resumiendo, todo objeto que se requiera que se actualice su estado durante la partida y requiera ser 












6.3.2. La Inteligencia Artificial 
 
Es prácticamente la parte más importante de la lógica del juego, porque es la que determina el nivel de 
diversión o aburrimiento que pueda tener el usuario.  
 
Para determinar que una IA es buena deben seguirse estas sugerencias: 
 
 Si la IA es demasiado facilona y tiene comportamientos irracionales el usuario se aburrirá 
puesto que le resulta demasiado fácil el juego. 
 
 Si la IA es demasiado dura y difícil de vencer, el usuario acabará frustrándose y dejará el 
juego de lado debido a la alta dificultad que supone. 
 
El objetivo de crear una buena IA es el equilibrio. La IA no debe ser fácil de vencer, pero tampoco 
invencible.  
 




Para empezar, se debe definir un comportamiento. En la gran mayoría de videojuegos comerciales 
usan FSM
22
, aunque yo no creí necesario utilizarlos por el tipo de juego que estoy realizando. Cada 
objeto con IA que esté fuera de la pantalla se encuentra en un estado “congelado”. 
 
Cuando el objeto se encuentra en éste estado, no puede ni moverse (salvo para irse acercando 
lentamente hacia la pantalla si su posición X es superior a 1024) ni atacar ni recibir daños. Una vez 
dentro de los límites de la pantalla, el objeto pasa a otro estado que le permite moverse, atacar y recibir 
daños.  
 
El único objeto que difiere ese modelo de IA es el jefe final, que al ser en una pantalla estática (es 
decir, sin scroll) no está en estado “congelado”. Sin embargo, tiene 2 estados: 
 
1. Cuando la salud le es superior al 50% el jefe se mueve arriba y abajo a una cierta velocidad y 
dispara una serie de proyectiles a una velocidad concreta. 
 
2. Cuando su salud es inferior, la nave se mueve más rápidamente y dispara proyectiles a una 




En el proyecto hay 3 tipos de naves enemigas que tienen diversos ataques: 
 
1. La nave ligera: La nave ligera ataca mediante proyectiles, disparando justo en la posición 
donde se encuentra el objetivo. 
 
2. La nave kamikaze: La nave kamikaze tiene una forma peculiar de atacar. Su ataque consiste 
en acercarse hacia el jugador inmolándose. Al principio se mueve normal y luego se encoge 
preparando para explotar cuando está cerca del objetivo. Encima de la nave hay un 
temporizador que indica el tiempo en el que explotará independientemente si toca al jugador o 
no. 
 
                     
22 Acrónimo de Finite-State Machine o máquina de estados finitos, se trata de un modelo matemático que realiza 





Figura 6.22. Imagen del spritesheet de la nave kamikaze en sus 2 estados 
3. El jefe final: El jefe final ataca simplemente disparando hacia delante cada cierto tiempo, sin 




Todo objeto debe presentar un movimiento. Para hacer eso, lo básico es hacer que un objeto describa 
una trayectoria desde el punto de origen hasta el punto de destino. 
 










X=Destino (en píxeles) 
X0=Origen (en píxeles) 
V=Velocidad (en píxeles/segundo) 
T=Tiempo (en segundos) 
 
En la ecuación anterior se ha usado la ecuación de la coordenada X, pero también puede ser aplicable a 
la coordenada Y.  
 
Mi intención para cambiar la posición de la nave es cambiar su posición actual e incrementarla o 
reducirla según en la dirección donde se mueve. 
 
Para saber a qué velocidad y qué movimiento describe la nave, debemos averiguar una serie de 
parámetros ilustrados en la siguiente figura: 
 
 
Figura 6.23.  Imagen que muestra matemáticamente como se calcula la ruta de la nave 
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Como se puede ver en la figura anterior, para calcular la trayectoria de la nave hacen falta 3 variables a 
tener en cuenta: 
 
 La posición de origen (posición actual de la nave) 
 
 La posición de destino 
 
 El ángulo que forman el origen con el destino 
 
Para calcular el ángulo se ha hecho servir la función Atan2(y,x) incluida en la librería Math. 




Figura 6.24. Función Atan2 [19] 
El resultado de esta operación devuelve resultados en el rango entre -π/2 y π/2. 
En caso de que X e Y sean igual a 0, el resultado es indefinido (es decir, que no existe). 
 
Para actualizar la posición de la nave se llama a la siguiente función: 
 
setPos(pos.X + velocidad*cos, pos.Y + velocidad*sin) 
 
La función setpos asigna una posición al objeto, donde el primer parámetro es la posición X y el 
segundo la posición Y. Si la coordenada es X, se le suma la velocidad multiplicada por el coseno del 
ángulo, y si la coordenada es Y se le suma la velocidad multiplicada por el seno. 
 
Los proyectiles siguen el mismo algoritmo a la hora de moverse, solo que salen del punto de destino 




















4. Algoritmos de ruta 
 
Un algoritmo de ruta es un algoritmo que se utiliza para que la inteligencia artificial encuentre un 
camino hacia un destino evitando obstáculos. 
 
Hubo muchos planteamientos para encontrar la manera de indicar una ruta a la inteligencia artificial: 
 
 En un principio pensé en utilizar el algoritmo A*24, ideal para encontrar el mejor camino entre 
2 puntos. No obstante había 2 problemas: El primero era que solo se usaría para un camino 
muy corto (recordemos, 1024 píxeles de ancho máximo) y el otro era que todas las naves 
seguirían el mismo recorrido, algo que se notaría mucho que lo mueve una máquina. 
 
 
Figura 6.25. Ilustración de A*. Cada línea de color representa la ruta que seguiría la nave que tiene el mismo color. 
 Entonces pensé en utilizar el algoritmo de Flocking25. El problema era que para usar el 
flocking es necesario usar escuadrones, y eso para las naves kamikaze no es buena idea, y 
como pasaba con A*, consideré que para tan poco espacio que se movían las naves, no era 
necesario usar este algoritmo. 
 
 Finalmente encontré un método que encajaba perfectamente con el proyecto, el método de 
waypoints
26
. Cada nave tiene una serie de waypoints, y debe ir siguiendo uno a uno cada 





                     
24 El algoritmo A* (A estrella) es un algoritmo de búsqueda de grafos que encuentra, siempre y cuando se cumplan 
unas determinadas condiciones, el camino de menor coste entre un nodo origen y uno objetivo. [20] 
 
25
 Algoritmo basado en el movimiento de las bandadas de pájaros. Se basa en controlar grupos de objetos que deben 
cumplir 3 características: Separación, Alineamiento y Cohesión.  [21] 
 





Figura 6.26. Ilustración de waypoints. Cada punto naranja representa un waypoint y la línea representa la ruta. 
Cada objeto controlable por la IA (que no sea el jefe final de nivel) guarda una lista de puntos que 
marcan la ruta que debe seguir la nave. 
 
Dependiendo de la nave que use los waypoints, se trata la ruta de diferente manera. 
 
 La nave ligera simplemente va de waypoint a waypoint, es decir, va al siguiente punto de la 
lista de waypoints hasta llegar al final. Entonces, la nave se quedará quieta. 
 
 La nave kamikaze usa una metodología diferente. Si la lista de waypoints está vacía o ha 
llegado a su final, la nave kamikaze va a donde está el jugador. Si la nave se encuentra en una 
distancia corta del jugador, ésta va a donde está el jugador. En caso contrario a los anteriores, 
la nave sigue la ruta. 
 
 
6.3.3. Gestión de colisiones 
 
En un juego es imprescindible tener alguna metodología para hacer que el sistema detecte cuando ha 
habido una colisión entre 2 objetos para así poder hacer los daños. He tenido las siguientes 
consideraciones: 
 
1. AABB (Axis-Aligned Bounding Box) 
 
El método AABB consiste en hacer que cada objeto y proyectil tengan un cuadrado o rectángulo sin 
girar, es decir, orientado a los ejes cartesianos. En XNA ya hay una clase predeterminada que se llama 
Rectangle que representa un rectángulo. Ésta se construye (se crea) a partir del punto superior 
izquierdo, la altura y la anchura. Incluye un método llamado Instersects donde se le pasa un rectángulo 
por parámetro y te indica si hay colisión con ese rectángulo. 
 
 






 Calcula muy rápido las colisiones 
 
 Es fácil de implementar 
 




 No es muy preciso 
 
 Si el objeto gira, la caja debe ser más grande de lo normal y perjudicaría la precisión 
 
2. OBB (Oriented Bounding Box) 
 
OBB es lo mismo que un AABB pero la única diferencia es que el cuadrado o rectángulo que rodea el 




Figura 6.28. Ilustración de un OBB de nave y proyectil. Franja morada es colisión. 
Pros: 
 
 Calcula muy rápido las colisiones 
 
 Es fácil de implementar 
 





 Aun así, tampoco es muy preciso 
 
 Es más costoso de calcular que el AABB 
 
 
3. Colisión Per-Pixel 
 
El nombre ya lo explica prácticamente todo. El método consiste en comprobar píxel a píxel si un sprite 






Figura 6.29. Ilustración de colisión per-pixel. Punto morado es colisión. 
Pros: 
 




 Es muy costoso de calcular 
 
4. Colisión de polígonos 
 
Finalmente de todas las decisiones opté por la colisión de polígonos. Para las naves y poryectiles 
decidí usar AABB y para las áreas preferí subdividirlo en triángulos. 
 
 
Figura 6.29. Ilustración de colisión per-pixel. Punto morado es colisión. 
 
Para calcular la colisión entre 2 polígonos he usado un algoritmo llamado Separating Axis  
Theorem [23]. El teorema dice que 2 polígonos convexos
27
 no intersecan si y sólo si no hay una línea 
de separación (eje de separación) entre ellos. 
                     













Figura 6.31. Ejemplo de porqué este teorema solo funciona con polígonos convexos. 
El algoritmo dice que si 2 polígonos no intersecan, debe haber como mínimo un eje que no indique 
intersección. Esto supone que lo que se debe hacer es comprobar los ejes uno a uno hasta encontrar 
alguno que no interseque. Si no se encontrara, entonces hay intersección. 
 
Para definir un eje se debe encontrar todas las normales de los lados de cada polígono, es decir, el eje 
perpendicular al lado que queremos conseguir su eje. 
 
 




Una vez encontrados los ejes, entonces debemos encontrar para cada polígono su punto máximo y su 
punto mínimo en cada eje. Si no se intercalan los puntos, entonces no hay intersección para ese eje. 
 
 





Figura 6.34. Aplicación del teorema en el caso en que haya colisión. 
5. Optimizaciones 
 
Calcular las colisiones se hace continuamente mientras el juego está ejecutándose, y comprobar uno a 
uno todos los polígonos de la zona es muy costoso. Por eso, para optimizar el coste es solamente 
comprobar las colisiones de los objetos dentro del área de dibujo, es decir, la pantalla. Eso disminuye 



















Para capturar la entrada del teclado uso el método KeyBoardState, que me indica el estado del teclado 
en pulsarse una tecla, y MouseState es lo mismo pero con el ratón. 
 
Sin embargo, hay veces que me interesa que solo me lea la entrada del teclado solo una vez al pulsarse 
una tecla (por ejemplo, si pulso la tecla „e‟ me puede leer el teclado “eeeeeeeeeeeeeeeeee”, y 
solamente me interesa que me lea “e”). Para hacer eso necesitaré 2 estados del teclado y del ratón, es 
decir, 2 KeyBoardState y 2 MouseState, 1 estado antiguo y 1 nuevo. 
 
 
Figura 6.35. Imagen del Update del menú principal. 
Cuando se llama al método Update(), por parámetro se le pasan los estados antiguos del teclado y el 
ratón por referencia. Eso quiere decir que el mismo estado se va pasando a medida que se van 
cambiando de menús y vaya guardando la modificación.  
 
La idea de tener un estado antiguo y uno nuevo para cada entrada es para que al pulsarse una tecla en 
ese mismo instante entonces me diga que he pulsado esa tecla una sola vez, y eso se detecta mirando 
que anteriormente (en el estado anterior) la tecla hubiera estado sin pulsar y entonces acceder a hacer 
la acción al pulsarse la tecla en ese mismo momento (en el estado actual). 
Pero si anteriormente la tecla estuviera pulsada y ahora me la detectara como pulsada, entonces 
asegurarme de que no volviera a hacer la acción que se hace al pulsar la tecla. 
 
Para gestionar la entrada del ratón y del teclado hay 2 maneras dependiendo del caso: 
 
1. Se gestiona directamente en el menú correspondiente 
 
2. Se controla desde la clase InputManager (se utiliza solamente cuando se juega la partida) 
 
1. Entrada en un menú cualquiera 
 
En cada menú hay 2 formas de seleccionar la opción deseada, que son mediante el ratón o el teclado.  
Para detectar la entrada y las opciones seleccionadas del menú habrá un método que capture la entrada 






Figura 6.36.  Fragmento de la entrada en un menú concreto. 
En la parte de keyboard miro la entrada del teclado. Si se pulsara la flecha arriba entonces iría a la 
opción anterior del menú, y si se pulsa la flecha abajo iría a la siguiente opción del menú. 
 
Con el ratón funciona diferente. En cada opción del menú hay un hitbox (rectángulo) que me ayuda a 
detectar si el ratón está situado dentro de los límites de la opción del menú o no. Por eso lo que hago 
es comprobar en todas las opciones del menú si el ratón está dentro o no, y si lo está seleccionar el 
elemento donde se encuentra el ratón. 
 
Luego al pulsar la tecla Enter o el botón izquierdo del ratón, compruebo qué elemento está activo y 




Figura 6.37.  Fragmento de la entrada en un menú concreto. 
 
Lo que se puede ver en la imagen es como compruebo el elemento activo en el menú principal al 
presionar Enter o el botón izquierdo del ratón. 
 
Entonces hago un switch-case con el elemento actual del menú y cambiar el estado del menú, iniciar la 
partida o terminar el juego. 
 




2. La clase InputManager 
 
La clase InputManager gestiona la entrada del teclado durante el juego. 
 
 
Figura 6.38.  Atributos del InputManager. 
En la imagen de arriba se pueden ver los atributos. Los controles almacenan todas las teclas que se 
usan durante el juego, el jugador es el jugador que controlamos nosotros, old es el estado anterior del 
teclado, mode es el modo de juego (SINGLE o CLIENTE, definiendo si se juega online o se juega el 
modo para un solo jugador), ultimotiro es el que me mide el tiempo para decirme cuando disparé el 
último tiro y esperar en función de la cadencia y pause me indica si el juego está en pausa o no. 
 
 
Figura 6.39.  Asignacion de los controles. 
Encima se puede apreciar como guardo los controles en la clase Controles. Esta clase almacena todas 
las teclas que se usan para jugar. Se guardan en una lista de teclas, y en este caso se modifican los 
controles (se pueden modificar desde el menú de cambio de controles, submenú de Opciones). La 
función de cada tecla se puede deducir por el nombre, aunque hay otras que debido a falta de tiempo 
no las he podido llevar a cabo. 
 
Dependiendo de si se juega en jugador individual o multijugador, la función al pulsarse una tecla 
puede variar. En modo individual cada tecla pulsada hace que la nave realice la acción debida. En 
cambio, cuando se es cliente en alguna partida, lo que se hace es enviar la acción que debe asignar el 
servidor a nuestra nave. 
 
Por este motivo, tengo dividido en 2 el Update del InputManager: 
 
 




6.4. Gestión del sonido 
 
Todo videojuego actual debe tener sonido, es una de las partes más esenciales puesto que ayuda al 





El XACT (Cross-platform Audio Creation Tool) es una librería de programación de audio diseñada 




Para crear un proyecto en XACT, deberemos usar el Microsoft Cross-platform Audio Creation Tool. 
Una vez abierto debería verse esta pantalla: 
 
 
Figura 6.41.  Interfaz del XACT. 
En un principio está dividido en 4 sectores: 
 
1. La barra de tareas, que permite crear un nuevo proyecto, un nuevo Wave Bank, un nuevo 
Sound Bank y reproducir sonidos. 
 
2. Es el área de trabajo, donde se modifica y se edita el proyecto. 
 
3. Muestra el árbol del proyecto, donde se pueden ver los Sound Banks, Wave Banks, las 
categorías y las variables que te permiten modificar los parámetros del audio y sus 
propiedades. 
 
4. Es el área de propiedades donde dado un elemento (Sound Bank, Wave Bank…) se pueden 
                     
28 DirectX es una colección de API‟s (Aplication Programming Interface) que está diseñada para crear videojuegos en 




comprobar o cambiar. 
El XACT está formado por varias variables: 
 
 Wave: Se trata un archivo de audio usado independientemente o como un bloque para crear 
efectos de sonido. 
 
 Wave Bank: Contiene múltiples archivos wave que son agrupados lógicamente en un único 
fichero. 
 
 Sound Bank: Almacena  varios wave banks y cues lógicamente unidos 
 




Figura 6.42.  Esquema de la estructura del Wave Bank y el Sound Bank 
1. Creación de un proyecto XACT 
 
Antes de nada, sería conveniente guardar los archivos de audio en la misma carpeta Content del 
proyecto XNA para evitar problemas. 
 
En mi caso, he creado una subcarpeta en Content llamada Sonido y he guardado ahí los sonidos que 





Figura 6.43.  Imagen del directorio donde se guarda el proyecto XACT 
Una vez organizados los directorios, entonces se procede a crear un proyecto XACT en la carpeta 
Sonido. Para crearla se va a la barra de tareas, File -> New Project.  Una vez creado el proyecto, se 
verá un archivo llamado Proyecto.xap. 
 
2. Importar archivos de sonido 
 
Antes de importar archivos se deben crear los wave banks. Yo he creado 2 wave banks, 1 por canal 
(FX y Musica). No es necesario separar los wave banks para cada canal, pero así se tienen los archivos 
de sonido más organizados. 
 
 




En la imagen anterior se puede apreciar un wave bank (en el ejemplo Music). En el área de trabajo hay 
una ventana llamada Music (Wave Bank); en esta ventana se deben arrastrar los archivos de sonido 
para que los lea el programa (también se puede ir al menú, luego Wave Banks y por último Insert 
Wave File(s). 
En la ventana del área de trabajo veréis nombres de archivos de color verde. AL principio cuando se 
importan aparecen de color rojo, pero cuando se enlazan con el sound bank se vuelven de color verde. 
La ventana con tiene información sobre el archivo, como el nombre, el tamaño (en kilobytes) entre 
otros datos. 
 
Una observación también es que mirando la sección de propiedades, se puede ver 2 recuadros de color 
verde que dice Type. Estos recuadros te permiten reproducir directamente el sonido desde la memoria 
o bien usando Streaming
29
. El streaming en mi opinión solo sería aconsejable cuando se trataran de 
archivos de sonido grandes o cuando deben enviarse por red, puesto que al usarlo puede darse un 
retraso entre el momento que debe reproducirse y cuando se reproduce. 
 
Al finalizar automáticamente se crea un enlace de extensión xwb. 
 
3. Enlazar wave banks con sound banks 
 
Una vez creado el wave bank se debe enlazar con un sound bank. 
 
Figura 6.45.  Pantalla de XACT con la ventana Sound Bank abierta 
He creado 2 sound banks, uno por cada canal para tenerlo todo más organizado. Si os fijáis en el área 
de trabajo hay una ventana llamada Musica (Sound Bank). Está dividida en 4 sectores, pero los que 
importan son los 2 de la izquierda: 
 
 En el de arriba aparecen los nombre de los wave banks, su categoría (útil para clasificar los 
wave banks, aunque no es necesario) y su prioridad en caso de que la lista de reproducción sea 
ordenada (se reproduce secuencialmente). 
 
 En el de abajo solamente aparece Cue Name, que es el nombre del cue que emplearemos para 
reproducirlos en el juego. 
                     
29 El streaming consiste en la distribución de audio o video por internet. En mi opinión debo añadir que el streaming es 




La idea para enlazar los wave banks con los sound banks es arrastrar todos los archivos del wave bank 
(las letras en rojo en la ventana del wave bank) hacia el sector de abajo (Cue Name). De esta manera, 
se crean los cues, que son las entidades que deberá usar el programador para reproducir los sonidos. 
 
Una vez terminado para cada sound bank se creara un enlace llamado xsb. 
 
3. Integración en el proyecto (clase SoundManager) 
 
Antes de nada se debe integrar el proyecto XACT en XNA. Importé el archivo Audio.xap en la carpeta 
Sonido dentro de Content, donde tengo guardados los archivos de sonido originales. 
 
Decidí crear una clase que sea la encargada de gestionar el audio del proyecto llamada SoundManager 
que se dedica a reproducir y pausar sonidos y música cuando se le diga. 
 
Todo elemento que requiera de usarse un sonido deberá tener como atributo a esta clase. Un ejemplo 
serían los objetos puesto que la disparar se debe reproducir un sonido, o los menús porque al elegir 
una opción debe reproducirse un sonido. 
 
 
Figura 6.46.  Atributos de la clase SoundManager 
 
Arriba figuran los atributos de SoundManager. Los siguientes atributos son: 
 
 El atributo audioEngine representa el proyecto XACT que se hizo anteriormente 
 
 Wave Banks música y fx, que representan los Wave Banks del proyecto XACT. 
 
 fxsb y musicsb son los Sound Bank. De estos extraeremos los Cue para poder reproducir los 
sonidos que queramos. 
 
 El atributo mcue es el cue de la música (solo se usará 1 cue para la música debido a que solo 
queremos reproducir una sola canción, no varias). 
 
 SongActual es un string que nos dice la canción actual que se está reproduciendo, para así 






Figura 6.47.  Funcion PlayMusic 
La función PlayMusic lo que hace es reproducir la canción que se le indique por nombre. 
 
Si la mcue (el Cue de la música) está nulo, entonces creo uno nuevo y reproduzco.  
En caso de que exista un mcue, si no está reproduciéndose directamente reproduzco la canción. Y si se 
está reproduciendo el mcue y no es la canción que me interesa, entonces la paro para luego reproducir 
la canción que se debe reproducir. 
 
 
Figura 6.48.  Funciones PlaySound, PauseMusic y Update 
En la imagen anterior se ven los siguientes métodos: 
 
 PlaySound(String m): Reproduce el sonido que se le indica. 
 
 PauseMusic(): Pausa la música si se está reproduciendo y pone el play si la música está 
pausada. 
 







En el apartado de red se tratará los métodos escogidos y realizados para realizar una conexión entre 2 
computadores. 
 
6.5.1. Conceptos básicos 
 





 Capa de aplicación: Es donde se utilizan las aplicaciones que requieren el uso de la red y 
donde el usuario usa los protocolos para comunicarse. 
 
o Protocolos: HTTP, FTP… 
 
 Capa de transporte: Se realiza el transporte de datos de ordenador a ordenador. 
 
o Protocolos: TCP, UDP… 
 
 Capa de red: Enrutado de datagramas desde la fuente hasta el destino. 
 
o Protocolos: IPv4, IPv6… 
 
 Capa de enlace: Transferencia de datos entre elementos de la red vecinos. 
 
o Protocolos: PPP, Ethernet… 
 
 Capa física: Es la transmisión de bits a través de algún dispositivo físico (cable). 
 
 
                                                              Figura 6.49.  Imagen de las capas OSI 
 
 
                     




6.5.2. Comunicaciones en red 
 
Las comunicaciones en red se realizan entre 2 o varios ordenadores. Normalmente suelen haber 2 tipos 
de entidades: cliente y servidor o host. 
 
El cliente se conecta a un cierto ordenador que hace de servidor, y entonces dependiendo de la 
aplicación el cliente le realiza peticiones al servidor y éste le responde. 
 
El servidor es el que atiende todas las peticiones que le hacen los clientes que están conectados con él. 
 
6.5.3. TCP vs UDP 
 
A la hora de implementar una conexión en línea, la capa que se programa es la capa de aplicación. Los 




El protocolo TCP (Transmission Control Protocol) es un protocolo de transporte que garantiza la 
fiabilidad de que todos los paquetes que se envíen llegarán a su destino, además garantiza que éstos 




o Garantiza la transmisión fiable de datos, de tal manera que nunca se perderá un 
paquete. 
 
o Todos los paquetes llegarán en orden y no se repetirán. 
 
o Las redes no se congestionan, es decir, que la tasa del servidor siempre será la 





o Es un proceso muy lento, se tiene que conectar, y luego si se pierde un paquete éste se 























El protocolo UDP (User Datagram Protocol) es un protocolo de transporte de datos no orientado a 
conexión. La idea es bien simple, solo se basa en enviar datos a un punto de conexión 








o No garantiza la fiabilidad de nada, ni la llegada de los paquetes, ni que lleguen en 
orden, ni controla la congestión. 
 
o El programador debe realizar algún protocolo si desea que todos los paquetes lleguen 
en condiciones. 
 
o Si se conecta con otro ordenador a través de una red, hay que usar algún protocolo 
para evitar la NAT
32
. Así pues, se requeriría alguna técnica, como por ejemplo el uso 




El protocolo escogido es el UDP. A simple vista parece que el TCP sea el mejor, pero se debe recordar 
una cosa: en los objetivos del proyecto uno de ellos incluye la aplicación de un videojuego que en 
tiempo real se procese toda la información.  
 
Si se usara el protocolo TCP, podría ir a “tirones”, es decir, que el juego iría a parones, se pararía cada 
cierto tiempo debido a alguna recuperación de algún paquete. Es por eso que el protocolo TCP no es el 
adecuado para usar en juegos, y es por eso que debe usarse el UDP. Si se perdiera un paquete no 
pasaría nada, debido a que ya llegaría otro paquete que daría la información actualizada. Además, 
















                     
31 LAN (Local Area Network) es la interconexión entre varios ordenadores situados en un mismo edificio o en una 
distancia muy corta (1 kilometro como máximo). 
 





6.5.4. Estructura del paquete 
 
El paquete de conexión está estructurado de la siguiente manera: 
 
BYTES 0-3 (4) 4-7(4) 8-11(4) 12-15 (4) 16-255 
(240) 
CONTENIDO ID_Protocolo ID_Paquete Tamaño 
(Bytes) 
Tipo de datos Datos 
Tabla 6.1.  Tabla del paquete de comunicaciones 
 
ID_Protocolo: Nos asegura que el paquete sea un paquete del juego y no sea uno que no tiene nada que ver. 
Será el protocolo 2358410237 (El motivo que sea un numero grande es para evitar que de por casualidad 
aparezca un paquete incorrecto con esta ID de protocolo). 
ID_Paquete: Nos dice la ID del paquete. Va de 0 a 100 y luego se reinicia la cuenta. 
Tamaño: Numero de bytes que se envían (solo cuenta los datos, las cabeceras no las cuenta). 
Tipo de datos: Nos indica que tipo de datos envía: 
ID de tipo Tipo 
0 Solicitud/Respuesta (Int) 
1 Mensaje de chat (String) 
2 Objeto (id+posición+salud) 
3 Accion (int) 
4 Jugador(nombre+color) 
5 Proyectiles(id+id de 
dueño+posición+angulo+tipo) 
6 Puntos de jugador 1 y jugador 
2 
Tabla 6.2.  Tabla del paquete de comunicaciones 
 Tipo 0: Al producirse alguna situación donde se necesite comunicar algún mensaje, entonces 
dependiendo de la situación se envía un código u otro. 
ID_Mensaje Tipo de mensaje 
1 Empezar partida 
(salir de la sala de 
espera) 
2 Empezar partida (en 
el briefing) 
3 Pausar/Despausar 
4 Reiniciar zona 
5 Finalizar zona 
6 Siguiente zona 
7 Desconectar 
Tabla 6.3.  Tabla de mensajes 
 Tipo 1: Mensaje de chat que envía un usuario a otro. Está formado por 2 Strings, que son el nombre 





 Tipo 2: Se envía un objeto conformado por su identificador de objeto, posición donde se encuentra y 
su salud actual.  
 
 Tipo 3: El cliente envía al servidor la acción que realiza, es decir, movimientos o disparos que hace. 
En esta tabla se verán las acciones disponibles: 
 






4 Diagonal Arriba 
izquierda 
5 Diagonal Arriba 
derecha 
6 Diagonal Abajo 
izquierda 
7 Diagonal Abajo 
derecha 
8 Disparo 
Tabla 6.4.  Tabla de movimientos 
 Tipo 4: Se envían los datos del jugador, que son el color y el nombre que tiene para establecer una 
conexión. 
 
 Tipo 5: Son los proyectiles del juego. Se envía la id del proyectil, la posición donde se encuentra, el 
dueño del proyectil (el objeto que lo ha disparado), el tipo de proyectil que es y el ángulo que forma 
(para dibujarlo hay algún caso en que el proyectil se debe girar). 
 
 Tipo 6: El servidor envía los puntos que están consiguiendo los jugadores. 
 
6.5.5. Como se establece una conexión 
 
Para establecer una conexión se usa un protocolo parecido al TCP, que es un acuerdo entre los 2 usuarios. El 
encuentro es bien simple: El cliente envía su jugador, luego el servidor envía el suyo si hay huecos y 





Figura 6.50.  Imagen de conexión satisfactoria 
6.5.6. Sockets 
 
En C# un socket puede ser de varios tipos, puede ser orientado a TCP, a UDP o a otro protocolo. Para cada 
socket también se establece como son enviados los paquetes, si por streaming (es decir, en un “canal” de 
bytes, o bien por datagramas (paquetes UDP) o de otras maneras) y por último como se deben enviar (a un 
punto remoto, usando 
33broadcasting…). 
 
En este caso se ha creado un socket de tipo UDP y que permita enviar datagramas. Al ser una conexión 
orientada a LAN, no hace falta preocuparse por la NAT. 
 
6.5.7. Sockets síncronos vs sockets asíncronos 
 
Existen 2 tipos de sockets: Sockets síncronos y sockets asíncronos. Los sockets síncronos van sincronizados 
con el otro socket, es decir, que envían datos y permanecen bloqueados hasta que reciben datos desde el otro 
punto de conexión. 
 
Como lo que importa es que se hagan envíos y recibos simultáneamente sin que se bloquee ningún socket, 
entonces se decidió usar sockets asíncronos debido a que no permanecen bloqueados. 
La clase socket de C# contiene una serie de métodos asíncronos que permiten realizar una conexión 
asíncrona.  
 
6.5.7.1. Recepción de datos 
 
Para recibir datos primero hay que llamar un método llamado BeginReceive si es cliente o 







                     
33 Broadcasting es un método de de transmisión de datos que se basa en enviar información a varios puntos de 




El método para recibir del cliente es el siguiente: 
 
BeginReceive (buffer de entrada, indice inicial, tamaño de datos, SocketFlags, 
AsyncCallback(método),Object). 
 
Los parámetros son: 
 
 Buffer de entrada: Es un vector de bytes que contiene los datos que nos interesan. 
 Índice inicial: De todo el buffer indica en qué posición inicial se encuentran los datos que interesan. 
 Tamaño de datos: Indica cuantos bytes ocupan los datos que nos interesan. 
 SocketFlags: Son ciertos parámetros que podríamos hacer que usara el servidor. No se precisó usar 
ninguno. 
 AsyncCallback: Representa una clase que lo que hace es llamar un método para realizar las 
operaciones oportunas. 
 Object: Es un objeto cualquiera que pueda precisarse en el método que se llama al hacer el 
AsyncCallback. No se precisó usar ningún objeto. 
 




Este método permite recibir datos de forma asíncrona. El IAsyncResult que se le pasa por parámetro es un 
objeto que debe contener un método asíncrono llamado por un AsyncCallback. A partir del IAsyncResult se 
puede conseguir el objeto que se pasa al final del BeginReceive. 
 
Finalmente se utiliza el método siguiente que nos permitirá obtener los datos que se reciban: 
 
EndReceive (IAsyncResult ar) 
 
Éste método devuelve un numero entero que indica el tamaño de bytes recibido. Si es 0 significa que no se 
ha recibido ningún byte, pero si es más grande de 0 significa que se han recibido datos. Por parámetro se le 
pasa el IAsyncResult que tiene el método Recibir por parámetro. 
 
El método recibir sigue un ciclo, que es llamar al método EndReceive y luego llamar otra vez al método 
BeginReceive para que se sigan recibiendo datos (el socket siempre debe estar pendiente de los datos que se 
reciben). 
 
El servidor en vez de llamar a BeginReceive y EndReceive llama a los métodos BeginReceiveFrom y 
EndReceiveFrom que varían ligeramente del anterior. 
 
Simplemente lo único que cambia es que en BeginReceiveFrom contiene un parámetro más que hace 
referencia a un punto de conexión remoto que es el cliente. De esta manera el servidor solamente escucha al 
cliente. 
 
6.5.7.2. Envío de datos 
 
Al enviar datos, a diferencia del recibir, solo se hace cuando se es necesario y no debe estar activo 
continuamente. Para eso, cuando se quieren enviar datos simplemente se llaman a los métodos BeginSendTo 








Para enviar datos se llama al método: 
 
 enviar_datos(byte[] salida) 
 
Donde el parámetro es un vector de bytes que representa el buffer de salida de datos. 
Acto seguido se llama al siguiente método: 
 
BeginSendTo(datos, índice inicial, tamaño de datos, SocketFlags, Endpoint, AsyncCallback (método), 
Object). 
 
Si se observa bien, los parámetros de éste método son los mismos que los parámetros de BeginReceive, salvo 
por una diferencia: Hay un parámetro llamado EndPoint que representa el punto remoto de conexión donde 
se envían los datos, puesto que necesitamos saber a dónde enviamos los datos que queremos. 
 




El contenido de este método es bien simple, solo se llama al método EndSendTo(ar), que cuya función es 
enviar el paquete al ordenador que especificamos.  
 
6.5.8. La clase NetworkManager 
 
Esta clase es fundamental, puesto que es la que permite gestionar la conexión. Su función es empaquetar y 
desempaquetar los datos, y decirle al socket correspondiente que los envíe. 
 
6.5.8.1. Estados y modos 
 
NetworkManager tiene 2 modos para actuar: Modo host y Modo cliente. El modo host es cuando se trata de 
una conexión donde se usa el socket de servidor, y esto se produce cuando el usuario crea una partida. 
El otro modo es el modo cliente, que es cuando un usuario quiere unirse a una partida que ya está abierta 
para ser jugada. 
 
NetworkManager tiene 4 estados según en la situación en que se encuentre: 
 
 Menú Conectar: Este estado solo se usa con el cliente y es cuando se muestra el menú donde el 
cliente debe introducir la IP del host y el puerto. 
 
 Lobby: Es cuando ambos usuarios se encuentran dentro de la sala de espera para entrar en la partida. 
La sala de espera se usa para que el usuario que crea la partida espere a que su compañero se una a 
ella. 
 
 Briefing: Al empezar la partida, primero se muestra el informe de misión, donde ambos usuarios 
podrán ver la información que crean necesaria y podrán usar también un chat para comunicarse entre 
ellos. 
 
 Partida: Representa toda la partida en su conjunto, que son la zona, el menú al ser destruidas las 
naves y el menú de pausa. 
 
En cada estado se usaran un tipo de operaciones. Por ejemplo, en el lobby solo se podrá usar el chat y las 
requests (Solicitud y respuesta). En la partida ya se actualizan las posiciones de los objetos, los proyectiles, 






6.5.8.2. Empaquetando datos 
 
Para cada tipo de datos que queremos enviar, previamente hay un método para cada tipo para empaquetar los 
datos. Por ejemplo, para enviar un mensaje de chat debemos pasar por parámetro el nombre de usuario y el 
mensaje. 
 
En cada método de envío se codifican las cabeceras y los datos, de tal manera que se convierten en bytes. 
 
Los datos pueden codificarse de 2 maneras: Usando un atributo tipo BitConverter o usando un 
ASCIIEncoder. 
 





 Los enteros de 32 bit se codifican como un Int32. 
 
 Los longs se codifican como un Int64. 
 
 Los float se codifican como un Single. 
 
Una vez hecho esto, entonces se proceden a empaquetar, es decir, a construir el paquete juntando las 
cabeceras y los datos, y finalmente se envían. 
 
A continuación se mostraran unas tablas que mostraran como se empaquetan los datos: 
 
Tipo 0. Solicitud/Respuesta: 
 
Este caso es bien simple. El número de solicitud que se trate simplemente se codifica como un Int32 y 
después se adjunta con las cabeceras. 
 
Tipo 1. Mensaje de chat: 
 
El mensaje de chat se compone por nombre de usuario y mensaje. Ambos textos se adjuntan separándolos 
por los 2 puntos „:‟. 
 
Tipo 2. Objeto: 
 
Este caso es más complejo y se requiere ver en una tabla como se organiza. 
 
BYTES 0-3 (4) 4-7(4) 8-11(4) 12-15 (4) 
CONTENIDO ID Objeto Salud Posición 
X 
Posición Y 
Tabla 6.5.  Tabla de codificación de Objeto 
Todos los elementos de esta tabla son de tipo Int32. Un int32 ocupa 4 bytes, por eso se estructuran de esta 
forma. 
 
Tipo 3. Acción: 
 
Ocurre lo mismo que el tipo 0, simplemente se codifica el número de acción y se adjunta con el paquete. 
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 Acrónimo de American Standard Code for Information Interchange, es un código de caracteres basado en el alfabeto 




Tipo 4. Jugador: 
 
Se codifican 2 tipos de datos, que son el nombre y el color. A continuación se mostrará la tabla: 
BYTES 0-[X-1] (X-1) X-[X+4](4) 
CONTENIDO Nombre Color 
Tabla 6.6.  Tabla de codificación de Jugador 
Arriba donde dice los Bytes se puede ver que aparece un término llamado X. Éste término equivale 
a “Nombre.Length”, es decir, es el tamaño de bytes que ocupa el nombre. No se sabe cuántos bytes 
ocupará el nombre porque el tamaño del string es impredecible, así que lo que ocupen los datos 
dependerá de lo que ocupe el nombre. 
 
Color no es una variable tipo color, sino que se trata de un entero que indica que color debe 
asignarse al jugador. Es por eso que solo ocupa 4 bytes. 
 
Tipo 5. Proyectiles: 
 
Este es el caso más complejo de todos, porque es el que se requiere obtener más información. 
 



















Tabla 6.7.  Tabla de codificación de Proyectil 
Todos los valores son Int32 excepto el ángulo que se trata de un float, así que cada dato ocupa 4 bytes. 
 
Tipo 6. Puntos: 
 
Es un caso simple puesto que se usan 2 longs. A continuación se ve la tabla: 
 
BYTES 0-7 (8) 8-15 (8) 
CONTENIDO Puntos 1 Puntos 2 
Tabla 6.8.  Tabla de codificación de Puntos 
Los puntos al ser variables tipo long ocupan cada uno 8 bytes porque son enteros de 64 bits. 
 
6.5.8.3. Desempaquetando datos 
 
Este es el proceso inverso de empaquetar datos, ahora se deben convertir los bytes en datos que nos puedan 
ser útiles. 
 
El proceso es bien simple: Primero se comprueba que la cabecera protocolo contenga el valor 
correcto. Si no fuera así, el paquete directamente sería desechado. 
 
Después se mira el tipo de datos que es para saber cómo deberíamos decodificarlos. Para eso se usa 
un método que lo que hace es un switch-case del tipo de datos y dependiendo del valor que tenga se 





Finalmente se dividen los datos en subcadenas de bytes para ir cogiendo los bytes para cada tipo de 
datos que usamos.  
Dependiendo del estado en el que nos encontremos entonces se procede a pasar los datos donde 
interesan (si es estado Lobby, se pasa en el lobby; si es en Partida se pasan a la zona, etc.) 
 
6.6. GUI (Guide User Interface) 
 
La GUI es la interfaz de usuario, uno de los componentes más útiles en cualquier proyecto. 
 
Desgraciadamente en XNA no existe ninguna ayuda para usar GUI’s, salvo algún Windows forms, 
pero debido a que no admite ventanas prácticamente llego a la conclusión de que no hay GUI. 
Entonces hay 2 opciones para usar una GUI: 
 
1. Se usa una librería personalizada por algún usuario (puede tener derechos de autor y podría 
comprometer el proyecto, así que descarté esta idea). 
 
2. Que uno mismo cree la GUI (opté por esta opción). 
 
Analizando todas las interfaces necesarias había varios elementos que tuve en cuenta (botones, 
listas…). Consideré crear una librería aparte para hacer la GUI, puesto que consideré que un problema 




La clase GUI es la clase principal de la interfaz, ya que guarda todos los elementos de la interfaz de 
algún elemento (generalmente un menú o una ventana informativa).  
Una GUI obligatoriamente debe contener al menos 1 botón para interactuar (una interfaz debe tener 
botones de interactuación). 
 
La GUI principalmente puede contener estos elementos: 
 
 Un fondo para que sea visualmente agradable. 
 
 Imágenes variadas como elemento decorativo. 
 
 Textos que informan al usuario de ciertas acciones que debe realizar. 
 




El ítem es la clase generalizada de todos los elementos de la interfaz que son interactivos. Un elemento 
interactivo debe tener las siguientes características: 
 
 Debe tener 4 estados:  
 
o Estado Normal: Es cuando no está seleccionado pero cuando es seleccionado puede 
leer la entrada del ratón o del teclado. 
 
 








Figura 6.52.  Botón en estado Seleccionado 
o Estado inactivo: El objeto no está activo, es decir, que al ser seleccionado si el usuario 
lo ejecuta, no hará nada. 
 
 
Figura 6.53.  Botón en estado Inactivo 
o Estado inactivo seleccionado: Es el elemento actual de la interfaz, pero al ser inactivo 
no responde a la entrada del usuario. 
 
 
Figura 6.54.  Botón en estado Inactivo Seleccionado 
o Estado oculto: No se dibuja, es invisible. Tampoco responde a la entrada. 
 
 
 Un hitbox para el ratón (si el puntero está dentro, se pone seleccionado). Está basado en el tipo 
AABB (véase en colisiones). 
 
 Un tipo de ítem, para saber qué tipo es.  
 
 Elementos básicos (posición, identificador, anchura, altura…). 
 
6.6.3. Tipo 0: TextButton 
 
TextButton es un tipo de botón que se basa en un texto.  
 
Se compone de los siguientes elementos: 
 
 El texto a dibujar 
 
 La fuente de letra 
 
 Varios colores en función del estado en el que se encuentre. Hay un color llamado “actual” 
que te guarda el color en función de su estado actual. 
 
 









6.6.4. Tipo 1: Button 
 
Es como el TextButton pero en vez de mostrarse un texto se muestra una imagen. 
 
Se compone de varias imágenes en función del estado en el que se encuentre. Hay una imagen llamada 
“actual” que guarda la imagen a mostrar. 
 
 
Figura 6.56.  Imagen de Button 
 
6.6.5. Tipo 2: Choice 
 
Es una especie de interfaz donde tienes que escoger un valor entre los varios valores que se van 
mostrando en la lista. Debido a la complejidad de este ítem, se ha debido usar un objeto llamado 
ChoiceItem que representa uno de los elementos del Choice. 
 
Se compone de: 
 
 Dos estados, abierto y cerrado. En estado cerrado se ve el valor seleccionado por el usuario, y 
en estado abierto es cuando el usuario podrá seleccionar el valor que crea conveniente. 
 
 Varios ChoiceItem que lo forman. Hay uno que es el que está seleccionado actualmente y éste 
es el que se dibujará cuando esté cerrado. 
 
 Fuente de letra para los ChoiceItem. 
 
 Elemento actual y elemento seleccionado (la diferencia es que el elemento actual es el que ya 
estaba seleccionado por el usuario antes, y el elemento seleccionado es el que el usuario está 
escogiendo cuando el Choice está abierto). 
 
Puesto que éste elemento tiene una especie de submenú, requiere de métodos que puede tener 
cualquier menú como anterior, siguiente y forzar un seleccionado actual. 
 
 
Figura 6.57.  Imagen de Choice en estado Cerrado 
 






ChoiceItem actua igual que un botón cualquiera de la interfaz, aunque tiene solo 2 estados: Normal y 
Seleccionado.  Se compone por: 
 
 Un texto que contiene el nombre del ChoiceItem. 
 
 La posición, que va en función del Choice. Cuanto más alto sea el índice que se encuentra, 
más bajo estará situado. 
 
 Un AABB para que me detecte cuando el ratón está situado encima. 
 
 Color de fondo (para el rectángulo) y color de letra, que varían en función de su estado. 
 
 Altura y anchura, normalmente la misma que la que tiene el Choice. 
 
6.6.7. Tipo 3: TextField 
 
Este ítem sirve para capturar la entrada del teclado y enviar un texto escrito. Se compone de: 
 
 El máximo de caracteres admitido y un contador de teclas que hay escritas actualmente. 
 
 Un color de letra y un color de fondo. 
 
 Una fuente de letra y un texto. 
 
 Un KeyboardState para leer la entrada del teclado. 
 
El TextField tiene ciertas características que podrían no tener los campos de texto comunes: 
 
 Solo admite caracteres sencillos (A-Z exceptuando la Ñ, independientemente de si es en 
mayúscula o minúscula) y los números. 
 
 Se admite poner mayúsculas. 
 
 No lee el teclado númerico (salvo para usar las flechas). 
 
 Admite la tecla Espacio y admite borrar con la tecla Retroceso y Suprimir. 
 
 El cursor que marca la posición actual es el carácter „_‟. 
 
 Se puede usar el punto „.‟ para poder introducir una IP. 
 
 






6.6.8. Tipo 4: TextArea 
 
La función de este ítem es mostrar textos de gran envergadura. El propio TextArea al añadir un texto 
automáticamente intenta ajustarlo de tal manera que se muestre el texto sin salir de un área concreta. 
 
 
Figura 6.60.  Comparación de un texto sin TextArea y con TextArea 
Un TextArea se compone de: 
 
 Una lista de Strings que representan líneas de texto. 
 
 Una fuente de letra 
 
 Un número de líneas que se mostraran en el TextArea y un número llamado actual que dice 
cual es la primera línea que se mostrará. 
 
 Color de texto. 
 
 Alineación (Central, Izquierda y Derecha) 
 
 Un ScrollBar (más adelante se explicará que es) 
 
 Un booleano que indica si se quiere que la letra tenga una sombra que le de relieve. 
 
Para ajustar un texto cualquiera a un TextArea se deben seguir los siguientes pasos: 
 
PASO 1: Comprobar si el texto cabe dentro 
 
Si la longitud del texto es menor que la del recuadro, entonces se añade directamente a la lista de 






PASO 2: Reestructurar el texto 
 
En caso de que la estructura del texto no se ajuste al área, entonces se deberá realizar una 
reestructuración. 
 
La idea es recortar el texto en tantos trozos como haga falta de tal manera de que como máximo cada 




Queremos introducir el siguiente texto: 
 
“Este es el texto que queremos introducir dentro del área para que se pueda visualizar. Para evitar 
que el texto no se salga del área se deberán crear trozos para que se vea todo dentro del área.” 
 
Como el ancho del área se mide en píxeles, debemos encontrar alguna manera para medir en píxeles el 
texto. 
 
El SpriteFont contiene un método que devuelve un Vector2 cuyos componentes son la anchura y la 
altura respectivamente. El método es MeasureString(String_a_medir). 
 
Lo que hace es medir el texto a introducir y también mide el ancho del carácter alfanumérico más 
largo, que es éste: „_‟. 
 
Luego debo encontrar el número de trozos con el que se debe partir el texto, dividiendo el ancho del 




Para saber en qué sector del texto debo recortar cada trozo, es decir, el número de caracteres que debe 




Y entonces se podrá recortar el texto e ir añadiendo tantas líneas como números de trozos que tenga el 
texto. 
 
Basándonos en el ejemplo anterior quedaría separado así suponiendo que la k es 20: 
 
Este es el texto que 
queremos introducir 
dentro del área par 
a que se pueda visua 
lizar. Para evitar q 
ue el texto no se sa 
lga del área se debe 
rán crear trozos par 
a que se vea todo d 
entro del área. 
 
También hay una opción para el chat que, dado un nombre de usuario, un texto y un número, permite 




Como las líneas solo admiten un texto, hay que meter unos caracteres auxiliares que permitan cambiar 
de color solo un fragmento de la línea. 
 
Por eso he decidido en poner unos caracteres especiales en función del color. Tiene el siguiente 
formato: 
 
^Numero/ Nombre_de_usuario /Numero^ : Mensaje 
 
Por ejemplo, tengo asignado el número 1 como color azul, si supongamos tenemos esto: 
 
^1/Usuario/1^ : Mensaje a mostrar 
Se vería algo así: 
 
Usuario: Mensaje a mostrar 
 
PASO 3: Mostrar texto oculto 
 
Si el número de líneas en la lista es mayor que el número de líneas que admite el TextArea, se deberán 
mostrar solo desde el índice actual hasta el número de líneas del TextArea, y todas las demás líneas 
permanecerán ocultas. 
 
Para eso se usa un ScrollBar que permita escoger que parte del texto se quiere ver. Va por páginas, es 
decir, si por ejemplo el número de líneas a mostrar es 20, y tenemos en total unas 55, habrá 3 páginas. 
La primera tendrá 20 líneas, la segunda otras 20, y la tercera 15. 
 
 










6.6.9. Tipo 5: ScrollBar 
 
En realidad ScrollBar no es directamente un ítem, aunque tiene botones que sí lo son. Un ScrollBar 
tiene 3 elementos: 
 
3. 2 botones, uno arriba y otro abajo. 
 
4. Un indicador de páginas (actual/total). 
 
Contiene los siguientes elementos: 
 
 Página actual y total de páginas. 
 
 Botones del ScrollBar. 
 
 Posición (basándose en el centro del ScrollBar). 
 
 Booleano para cambiar el estado de un ScrollBar. 
 


















6.6.10. Tipo 6: SList 
 
Este ítem lo bauticé como SList por Selection List, es decir, lista seleccionable. Un SList es un caso 
similar al Choice, puesto que contiene una lista de elementos a mostrar y uno es seleccionado. 
 
Al igual que el Choice, tuve que crear una clase para los elementos del SList. Es exactamente igual que 
el ChoiceItem, contiene prácticamente los mismos atributos y las mismas funciones. 
 





Figura 6.63.  Imagen de un SList 
6.7. Los Menús 
 
Los menús son las interfaces con las que el usuario podrá interactuar con el juego. En este apartado se 
explicaran los tipos de menú que hay y como el usuario interactúa entre ellos. 
 
6.7.1. El menú corriente 
 
Es el tipo de menú más común. Cada menú independientemente del tipo que sea tiene una GUI para 
mostrar los elementos necesarios para que el usuario interactúe con ellos.  
 
El menú contiene lo siguiente: 
 
 Un ContentManager para cargar todos los recursos necesarios (fuentes, imágenes, audio…). 
 
 Un gestor de audio, para los sonidos de los botones y la música. 
 





 El puntero del ratón para dibujarlo cuando sea visible. 
 
 2 estados: Normal y Error. 
 
 El menú corriente también suele tener una imagen de fondo. 
 
6.7.2. El menú ingame 
 
Es el tipo de menú que se muestra mientras se está jugando. Cuando se deba pausar el juego o cuando 
muere el jugador, entonces deberá mostrarse un menú. Las características de este menú son las mismas 
que el menú corriente pero difiere en 2 aspectos: 
 
 El menú no tiene fondo, es transparente. 
 
 El menú deberá bloquear el juego, de tal manera que solamente se pueda actualizar el menú 
activo. 
 
6.7.3. La ventana 
 
La ventana es un tipo de menú especial. Se comporta básicamente como un menú (es decir, que 
interactúa con los dispositivos de entrada), salvo que su única función es mostrar un mensaje y tiene 
un botón para ocultarse. 
 
La idea es que al mostrarse una ventana se debe bloquear el menú donde se está interactuando. Por 
eso, cada menú contiene 2 estados: Estado Normal y Estado Error. 
 
Si el menú está en estado normal, la ventana no se muestra y no se interactúa con ella. Sin embargo, si 
el menú recibe un código de error, entonces el menú se bloquea y se muestra la ventana informando al 
usuario que ha ocurrido un error. 
 
 







Capítulo 7. Balance Final 
 
quí  se explicarán el balance económico y planificado que se ha realizado al final durante el 
proyecto. Se podrán apreciar algunas diferencias respecto a la planificación inicial del proyecto. 
 
El coste de los empleados y el coste del software se mantienen iguales que en la planificación inicial. 
Sin embargo, la reestructuración de las tareas ha hecho que haya modificaciones en los costes finales 
respecto de la planificación inicial. 
 
7.1. Diagrama de Gantt y tiempo 
 










7.2. Coste real del proyecto 
 
A continuación se verá el coste real del proyecto. 
 
Recordemos: Se trabajan 5 días a la semana y cada día de trabajo son 8 horas. 
 












Analista de proyectos 5,6,7,8 36 16 20 4000 
Programador Juego 9,10 62 30 32 5120 
Programador 
secundario 
9,10 62 30 32 5120 
Artista 2D  2,3,4 55 17 38 5472 
TOTAL     19712 




Costes Adicionales (€) Sueldos (€) Total (€) 
243,4 19712 19955,4 
Tabla 7.2. Tabla de coste real total 
 
7.3. Conclusiones  
 
Al final el proyecto resultó ser más barato de lo que se esperaba, puesto que el analista de proyectos 
tuvo que trabajar menos tiempo del que se creía necesario.  
 
En cambio, los programadores tuvieron que trabajar más tiempo del previsto, no obstante al ser más 
barato su sueldo y contando que hay más días festivos por en medio, se llega a la conclusión que la 













Capítulo 8. Conclusiones 
 
n este apartado se explicarán las conclusiones a las que he llegado al finalizar el proyecto y todos 
los detalles que se han considerado mientras se estaba realizando. 
 
8.1. Conclusiones  
 
En la realización de este proyecto fin de carrera he llegado a las siguientes conclusiones: 
 
 La creación de un videojuego es una tarea muy engorrosa, debido a que un juego puede 
abarcar muchas áreas de desarrollo (IA, red, geometría…). 
 
 El crear un videojuego tiene un factor que lo hace todavía más complicado que un proyecto 
cualquiera, y es que todos los procesos y tareas deben realizarse en tiempo real, así que un 
programador de videojuegos debe tener muy en cuenta el coste que supone cierta operación e 
intentar optimizar al máximo los recursos. 
 
 En el juego he podido hacer uso de casi todas las áreas de la carrera: Inteligencia artificial para 
los enemigos, geometría para las rutas de los enemigos y para las colisiones entre polígonos, la 
red para crear el cooperativo, ingeniería del software para las interfaces, ficheros, etc. 
 
 El proceso de creación de un proyecto es un ciclo, quiero decir, que a medida que se va 
avanzando en el proyecto al final siempre te encuentras un problema que te obliga a 
replantearte de nuevo todo lo que has hecho y modificarlo otra vez de tal manera de 
resolverlo. 
 
 He aprendido bastante muchas técnicas mientras hacia el proyecto y como buscarme la vida 
cuando no sabía realizar ciertas tareas. 
 
 Se ha aprendido a usar el entorno .NET, un entorno muy demandado por las empresas hoy en 
día, así que esto podría suponer un punto más para mi experiencia. 
 
 He aprendido 2 lenguajes nuevos, C# y XML. Todo y que tenía un conocimiento de XML 
anteriormente, esta vez ya conozco estos 2 lenguajes bastante bien y ahora sé cómo tratarlos. 
 
8.2. Futuras ampliaciones 
 
Cuando empecé a hacer este videojuego tenía muchas ideas en mente para mejorarlo.  
 
Lo más evidente es acabar con todos los niveles, es decir, terminar con las zonas que quedan en el 
juego (en el planetario se pueden apreciar todas las zonas que tenía pensado hacer). 
 
En las nuevas zonas, para evitar la repetitividad incluiría algunos retos que supusieran una novedad y 




 En Neptuno me gustaría incluir una zona que fuera su satélite de Tritón donde la nave tuviera 






 Añadir algún temporizador para realizar alguna misión en contrarreloj (en el proyecto hay una 
clase no utilizada que se llama temporizador). 
 
 Añadir nuevos tipos de naves (naves invisibles, naves que tiran proyectiles teledirigidos, etc.) 
 
Después me gustaría añadir perks, es decir, mejoras de la nave para ciertas ocasiones. En el principio 
de cada nivel habría una tienda, donde con los puntos que se ganan en cada nivel podrías ir comprando 
mejoras, como regeneración de vida, inmortalidad temporal, visión infraroja, mejores proyectiles… 
 
También me gustaría añadir un modo llamado “Resistencia” donde van viniendo hordas y hordas de 
naves y el jugador debería destruir todas las hordas de naves hasta que se destruyera la nave. 
 
Y finalmente me gustaría añadir un nuevo modo de juego multijugador de 8 personas (4 por cada 
bando) donde deberían competir por capturar puntos y quien tuviera más puntos ganaría. También me 
gustaría hacer que al jugador a medida que va ganando puntos de experiencia, con esos puntos pudiera 




Un proyecto de software es difícil que tenga alguna repercusión negativa sobre el medio ambiente, 
pero analizando ciertos puntos hay varias razones para pensar que el juego tiene ciertos beneficios para 
el medio ambiente. 
 
 El juego suele usar fondos oscuros, por lo que eso implica que se consuma menos energía que 
si se usara con fondos claros. Una pantalla cuando usa un fondo blanco puede consumir 75 
vatios mientras que un fondo oscuro consume 60 vatios. 
 
 El juego puede ser distribuido online mediante descarga. Esto supone un ahorro de recursos en 
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Apéndice I: Manual de usuario 
 
ste apéndice vendría a ser el manual de usuario de la aplicación, donde se explica paso a paso 
como jugar o como moverse por los menús. 
 
AP1.1. Menú Principal 
 
Al ejecutar el juego, se verá el menú principal: 
 
 
Figura AP1.1.  Menú principal 
 
Continuar: Carga una partida guardada (no disponible). 
 
Campaña: Inicia una nueva partida (desde el nivel 1). 
 
Planetario: Escoge el nivel que te apetezca jugar (solo disponible Plutón). 
 
Multijugador: Por si se desea jugar con otros jugadores. 
 
Opciones: Cambia los parámetros del juego. 
 







Si se selecciona “planetario” en el menú principal, se podrá ver la siguiente pantalla: 
 
 
Figura AP1.2.  Planetario 
 
 
Menú planetario, para poder escoger el nivel deseado. Se deben usar las teclas flecha derecha y flecha 
izquierda para moverse por el escenario. Si se desea jugar el planeta actual, pulse Enter. En caso de 



















Si se escoge el apartado “Opciones” del menú principal se debería ver esta pantalla: 
 
 
Figura AP1.3.  Menú opciones 
 
 
Pantalla Completa: Establece si el juego debería verse en pantalla completa o solo en ventana. Al 
lado se ve la opción actual seleccionada. 
 
Modificar Controles: Por si se desea modificar las teclas durante el juego. 
 
Volumen: Cambia el volumen de un canal de audio. Al lado aparece el porcentaje de volumen 
asignado. Para incrementarlo se debe pulsar el cursor derecha del teclado o el botón izquierdo del 
ratón. Para decrementarlo, se debe pulsar el cursor izquierdo del teclado o el botón derecho del ratón. 
 
Aceptar: Guarda los cambios y vuelve al menú principal. 
 








AP1.4. Cambiar Controles 
 
Menú para cambiar los controles del juego. Cada tecla esta asignada a la acción escrita a la izquierda. 
Por tanto el formato es: 
 
Acción a realizar : Tecla asignada 
 
Si se desea cambiar cualquier acción, simplemente pulse el ratón sobre ella o pulse Enter sobre la 




Figura AP1.4.  Menú controles 
 
 
Valores por defecto: A todas las acciones se le asignan todas las teclas que tenían al principio. 
 
Aceptar: Guarda los cambios y vuelve al menú opciones. 
 








AP1.5. Modo Individual 
 
A continuación se mostraran los pasos para jugar una partida en modo individual. 
 
AP1.6. Informe de misión 
 
Contiene el informe de misión, la información de la zona, los objetivos y las comunicaciones. En el 
caso de la foto está seleccionado el apartado de la misión. 
 
 
Figura AP1.5.  Informe en modo 1 jugador 
 
Misión: En la pantalla izquierda muestra el informe actual de la misión y en la pantalla derecha se 
muestran los objetivos. 
 
Comunicación: Sirve para comunicarse con los expertos. En la izquierda se muestra el contenido del 
mensaje y a la izquierda se muestra el nombre y el avatar del personaje. 
 
Info zona: Informa sobre el planeta en que se encuentra. A la izquierda muestra la información 
general sobre el planeta y a la derecha la información sobre sus días, años, etc. 
 






AP1.7. En juego 
 
A continuación se muestra una captura durante el juego: 
 
 
Figura AP1.6.  Partida en modo 1 jugador 




1. Es el jugador que se controla. 
2. Un proyectil enemigo. 
3. Un enemigo tipo nave ligera. 
4. Proyectil disparado por nuestra nave. 
5. Enemigo tipo kamikaze. Está en estado de explotar. 




7. Puntuación que obtiene el jugador al matar un enemigo. 
8. Salud del jugador (en %). 
9. Carga del disparo destructor. 
10. Pantalla de mensajes. 




AP1.8. Menu de muerte 
 
Al morir el jugador debería aparecer este menú: 
 
 
Figura AP1.7.  Menú de muerte 
 
Reinicar: Reinicia el nivel. 
 



















AP1.9. Menu de pausa 
 
Al pulsar la tecla de pausa (por defecto Escape) se puede ver el siguiente menú: 
 
 
Figura AP1.8.  Menú de pausa 
 
Continuar: Reanuda la partida. 
 
Ver informe: Permite volver a ver el informe de misión. 
 
















AP1.10. Modo Cooperativo 
 








Figura AP1.9.  Menú multijugador 
 
Crear nuevo perfil: Crea un nuevo perfil multijugador. 
 
Seleccionar un perfil: Asigna al jugador un perfil actual. 
 
Unirse a un host: El jugador se une a una partida existente. 
 
Crear una partida: El jugador crea una nueva partida multijugador. 
 
Salir: Vuelve al menú principal. 
 
Arriba a la derecha aparece el nombre de jugador asignado. Si no se hubiera seleccionado ningún 




AP1.12. Crear nuevo perfil 
 
Crea un nuevo perfil para jugar online. 
 
 
Figura AP1.10.  Creación de perfil 
 
Nombre: Introduce el nombre que desees usar en multijugador (no puede ser repetido ni tampoco 
vacío). 
 
Color: Asigna un color de jugador. 
 
Aceptar: Guarda los cambios 
 













AP1.12. Seleccionar perfil 
 
Selecciona un perfil ya creado para poder jugar online. 
 
 
Figura AP1.11.  Selección de perfil 
 
Escoge el perfil pulsando click sobre él o bien moviendo los cursores superior e inferior. Debajo se 
verá el nombre del perfil seleccionado. 
 
Borrar: Borra el perfil seleccionado. 
 
Aceptar: Sale y selecciona el perfil actual. 
 













AP1.13. Conectarse a una partida 
 
Suponiendo que queremos entrar como clientes en una partida ya creada, debemos ir a Unirse a una 
partida. Debería aparecer este menú: 
 
 
Figura AP1.12.  Conectarse a una partida 
 
Como se podrá ver, hay 2 campos de texto: 
 
IP de servidor: Introduce la IP en formato *.*.*.* donde cada * representa un número entre 0 y 255. 
 
Puerto: Si se usa un puerto específico diferente del 7890, debes introducir un número entre 1024 y 
65535. En caso de dejar este cuadro de texto vacío se asignará el puerto por defecto. 
 
Aceptar: Entra en la partida. 
 










AP1.14. Sala de espera 
 
Una vez dentro de la sala de espera debería aparecer esta pantalla: 
 
 
Figura AP1.13.  Sala de espera 
 
Mapa: Aparece el nombre del mapa que se jugará (opción no disponible). 
 
Host IP: Representa la dirección del host que aloja la partida. El formato es IP : Puerto, donde IP es 
una secuencia de 4 números separados por puntos y el puerto es un número. 
 
Area de texto 1: Se muestran los mensajes de chat 
 
Area 2: Se escribe el mensaje de chat que se desea enviar. 
 
Area 3: Son los jugadores activos en la partida. El que está encima de todo es tu jugador. 
 
Aceptar: Solo el host puede pulsar este botón, que permite empezar la partida. El cliente verá este 
botón de color rojo, señal de que no podrá usarlo. 
 
Salir: Sal de la partida. 
 




AP1.15. Informe de misión 
 
Al empezar la partida se muestra el informe de misión en cooperativo. 
 
 
Figura AP1.14.  Briefing en modo cooperativo 
 
Básicamente la estructura es la misma que en modo individual, pero hay varias diferencias: 
 
Ver Chat: Si se da a este botón, entonces se podrá ver los mensajes de chat como se muestra en la 
imagen de arriba. 
 
Debajo de los 4 botones (misión, comunicación, info zona y desplegar) hay un pequeño campo de 
texto donde se escribirán los mensajes de chat. 
 
Enviar: Permite enviar el mensaje de chat que se está escribiendo. 
 












En cooperativo se debería ver esta pantalla cuando se juega: 
 
 
Figura AP1.15.  Partida 




1. Es el jugador que se controla. 
2. Es el compañero (para distinguirse, el host será de color azul y el cliente de color rojo. 
También te puedes fijar en que el que lleva el nombre encima no es el que tú controlas). 
3. Un enemigo tipo nave ligera. 
4. Proyectil disparado por nuestra nave. 
5. Proyectil enemigo. 
6. Enemigo tipo kamikaze. 
 
HUD: 
7. Puntuación que obtiene el jugador al matar un enemigo. 
8. Salud del jugador (en %). 
9. Carga del disparo destructor. 
10. Pantalla de mensajes de chat. 






Se pueden ver los marcadores si se pulsa la tecla de marcador (por defecto „Tab‟): 
 
 
Figura AP1.16.  Marcadores 
 
1. En esta columna aparecen los nombres de los jugadores. 
 
2. Se muestra la salud actual de cada jugador. 
 

















Apéndice II: Instalación 
 
quí se explicará las diversas maneras que hay para instalar la aplicación. Como hay diversos 
caminos, los explicaré todos y el usuario escogerá el que crea conveniente.  
 
 
AP2.1. Carpeta raíz de instalación 
 
Esta es la carpeta que contiene los archivos de instalación: 
 
 
Figura AP2.1.  Carpeta raíz 
 
Codigo fuente: Incluye el proyecto entero con su código. Si se usa .NET entonces se podrá abrir el 
archivo de dentro con extensión *.sln. Si no lo recomendable sería abrir los archivos *.cs uno a uno 
para ir viendo el código. 
 
Fuentes: Dentro están las fuentes que se usan para el juego. En teoría no son necesarias, pero si 
hubiera algún error al ejecutarse el juego podría ser que la falta de fuentes fuera la causa, por lo que 
sería conveniente instalarlas. 
 
Juego: Incluye el ejecutable del juego. 
 





Leeme: Es un manual de instalación, pero más breve que este. 
 
License: Dentro está escrita la licencia del proyecto. 
 
required_links.ini: Dentro están los links donde se encuentran los archivos requeridos para 
descargarlos. En teoría no deberían hacer falta usarlos porque están dentro de la carpeta required. 
 
Setup.exe: Ejecutable del instalador. 
 
splash.bmp y top_image.bmp: Son imágenes decorativas del instalador. 
 
AP2.2. Camino 1: Usar el instalador (no se instala el código fuente) 
 
Si se desea usar el camino más cómodo para instalar el ejecutable del juego en el disco duro, entonces 
se debería ejecutar Setup.exe. Una vez hecho aparece la siguiente pantalla: 
 
 
Figura AP2.2.  Pantalla instalación 1 
 















A continuación aparece la siguiente pantalla: 
 
 
Figura AP2.3.  Pantalla instalación 2 
 




Figura AP2.4.  Pantalla instalación 3 
Esta pantalla te permite instalar los componentes deseados. El Juego es el ejecutable del juego y no 













Figura AP2.5.  Pantalla instalación final 
 
Esta es la última pantalla de instalación, donde se especificará en qué carpeta se deberá instalar el 
juego. Una vez hecho, se le da a instalar y cuando finalice el progreso el juego estará instalado en esa 
carpeta. 
 






Figura AP2.6.  Directorio de instalación 
 
Esta es la carpeta donde se instaló el juego. Los archivos que nos van a interesar son 2: 
 
CyrussX03_evolved.exe: Es el ejecutor del juego. 
 
Uninstall.exe: Desinstala el juego. 
 
AP2.3. Camino 2: Copiar y pegar 
 
Este es un método muy conocido, simplemente se copia la carpeta juego y se pega en el lugar que se 
desea.  
 
Notas recomendables de éste método: 
 
 Aún haciendo esto se deben instalar los programas en required si no están instalados. En este 
caso se debería ir dentro de esa carpeta e ir ejecutando los instaladores que sean convenientes. 
 
 El propio ejecutable se puede ejecutar directamente desde la carpeta juego, pero aún así se 
requiere instalar los programas de required. 
 
 Para borrarlo simplemente se envía la carpeta a la papelera de reciclaje o cuando esté 





AP2.4. Instalar el código fuente 
 
Irremediablemente para instalar el código fuente se deberá seguir el camino del copiar y pegar. 
 
Dentro de la carpeta código fuente incluye lo siguiente: 
 
 
Figura AP2.7.  Código fuente 1 
 
El archivo CyrussX03_evolved.sln es el archivo de proyecto. Si se abre se podrá ver todo el proyecto, 
como las clases y los recursos. 
 






Figura AP2.8.  Código fuente 2 
 
Cada archivo de extensión *.cs es una clase usada. 
