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Simulace robota je v současné době nezbytná část v robotickém vývoji a výběr simulátoru
hraje důležitou roli. Cílem práce bylo zdůraznit proč je simulace důležitá a zobrazit její
výhody a nevýhody. Další cíl bylo zmapovat přehled současných simulačních nástrojů pou-
žívaných v robotice. Cílem práce bylo navrhnout několik experimentů, které porovnávají
prostředí Gazebo a Microsoft Robotics Developer Studio se zaměřením na porovnání fyzi-
kálních vlastností simulátoru. Nakonec bylo zahrnuto vyhodnocení daných experimentů a
praktické zkušenosti s danými dvěma nástroji.
Abstract
Robot simulation is currently an essential part of robotic development and selection of the
simulator plays an important role. The aim was to highlight why it is important simulation
and show its advantages and disadvantages. Another objective was to map overview of
current simulation tools used in robotics. The aim was to propose a number of experiments
that compare the environmental Gazebo and Microsoft Robotics Developer Studio with a
focus on comparing the physical properties of the simulator. Finally, it was included in the
evaluation of the experiments and practical experience with the two instruments.
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V dnešnej dobe sa roboti vyskytujú ako humanoidný roboti, roboti s diferenčným moto-
rom, hračky, automatické vysávače, lietajúci roboti, podvodný roboti, robotické rameno a
mnoho ďalších. Roboti sa dostávajú čoraz častejšie do popredia záujmu ľudí a to nielen
v oblasti robotického výskumu, ale aj študentov, nadšencov, programátorov. Lenže návrh
a stavba robota nie je jednoduchá záležitosť. Robotika zasahuje do viacero vedeckých a
inžinierskych disciplín pri konštrukcii robota. V dnešnej dobe ale existuje mnoho robotic-
kých nástrojov, vrátane simulátorov, ktoré dovoľujú rýchlo navrhnúť robota alebo použiť
už vopred pripravených robotov.
Táto práca si kladie za cieľ zmapovať a porovnať dnešné simulačné nástroje, ktoré sa
používajú v robotike. Práca popisuje problematiku simulácie a dôvody prečo je simulácia
v robotike dôležitá. V dokumente je predstavených niekoľko nástrojov, ktoré sa aktuálne
používajú pre robotickú simuláciu. Ďalším hlavným cieľom je porovnať kvalitu fyziky v si-
mulácii pre dve konkrétne prostredia: Gazebo a Microsoft Robotics Developer Studio. Pre
porovnanie fyzikálnych enginov je navrhnutá a vypracovaná sada experimentov, kde sú po-
písané dosiahnuté výsledky a rozdiely medzi dvoma prostrediami. Jednotlivé experimenty
testujú fyzikálne vlastnosti ako pád, pružnosť, trenie a kolízie robota s odolnými objektmi.
V závere práce sú zobrazené praktické skúsenosti pri práci s danými dvoma nástrojmi, ich
slabé a silné vlastnosti a možnosti, ktorými sa môžu dané nástroje vylepšiť.
V kapitole 2 sú popísané vlastnosti simulácie a jej výhody a nevýhody. Prehľad aktu-
álnych simulačných nástrojov a jednoduché porovnanie je popísané v kapitole 3. Kapitoly
4 a 5 popisujú dôkladne nástroje Gazebo a Microsoft Robotics Developer Studio, ktoré
boli vybrané pre porovnávanie. Návrh a vyhodnotenie experimentov je obsiahnuté v kapi-
tolách 6 a 7. Záverečná kapitola 8 obsahuje praktické skúsenosti pri práci s danými dvoma
nástrojmi. Príloha A obsahuje tento dokument a konfiguračné súbory pre jednotlivé expe-




Simulácia bola rozpoznaná ako dôležitý výskumný nástroj od začiatkov 20. storočia. Zo
začiatku bola simulácia iba vedecký nástroj využívaný pre výskum. S vývojom počítačov
sa simulácia dostáva do popredia ako silný nástroj pre dizajn, analýzu, plánovanie a roz-
hodovanie v rozličných miestach výskumu a vývoja. Samozrejme robotika ako moderná
technologická veda nie je výnimkou.
2.1 Potreba simulácie
Simulácia je proces navrhovania modelu skutočného, alebo teoretického systému, prevedenia
modelu a analýza výstupov. Aktuálne sa simulácia bežne vyskytuje v našich životoch, bez
toho aby sme si to uvedomovali. Snažíme sa pochopiť realitu a jej komplexnosť a tak sa
pokúšame vytvárať model systému, o ktorom máme málo znalostí a snažíme sa naučiť niečo
nové. A práve princíp učenia je dôležitý v simulácii. Používaním simulácie sa učíme niečo
nové a menením pravidiel môžeme pozorovať zmeny, ktoré sa uskutočnili.
Byť schopný simulovať problém otvára široké spektrum možností ako sa dá riešiť.
Môžeme vyšetrovať, dizajnovať, vizualizovať a testovať veci, ktoré možno ani neexistujú.
Môžeme vidieť výsledky ešte predtým, než je samotný systém skonštruovaný. Simulácia
nám dokonca umožňuje pracovať vo štvrtej dimenzii. Môžeme pozorovať behom pár oka-
mžikov ako sa systém správa s dlhým postupom času, alebo keď potrebujeme rýchly proces
spomaliť, aby sme boli schopný pozorovať detaily. Všetky tieto veci nám uľahčujú prácu a
robia život jednoduchším.
Simulácia je veľmi interdisciplinárna oblasť, keďže sa široko používa vo všetkých výskum-
ných oblastiach od počítačovej vedy až po ekonómiu a spoločenské vedy[14]. Samozrejme
simulácia bola rozpoznaná ako dôležitý nástroj v robotike: dizajnovanie nových produk-
tov, skúmanie ich výkonnosti a dizajnovanie aplikácii pre tieto produkty. Vďaka simulácii
môžeme študovať štruktúru, charakteristiku a funkčnosť robotického systému v rozličných
pohľadoch na detaily, ktoré sú pre nás dôležité.
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Obrázok 2.1: Simulovaný a reálny Eddiebot, prevzaté z [10]
2.2 Výhody robotickej simulácie oproti realite a jej nevý-
hody
V práci sa zameriavam na robotickú simuláciu, ktorá je v robotike dôležitá, poskytuje
prostriedky, ktoré nám pomáhajú s robotickým vývojom. Simulácia má mnoho výhod a
užitočností. Medzi kľúčové vlastnosti patrí:
• Ako prvá vlastnosť je schopnosť prototypovať nových robotov, vrátane vzhľadu a
funkcionality. V simulácii sa dá jednoducho vykonať zmena v dizajne robota, nakoľko
v realite by podobná zmena v dizajne predstavovala zmeniť skutočný hardware ro-
bota. Väčšina robotických nástrojov umožňuje veľmi rýchle prototypovanie robota.
Vďaka tomu sa môžu vývojári sústrediť na vývoj aplikácií bez nutnosti vlastniť drahý
hardware.
• Simulácia umožňuje rýchlo a ľahko vytvárať a ladiť aplikácie. V realite je obtiažne
ladiť robota, keďže nie je jednoduché určiť, kde v danej aplikácii nastal problém. V si-
mulačnom prostredí sa dá jednoducho nastaviť zarážka v programe, ktorý kontroluje
pohyb robota. Napríklad pri náraze robota do steny sa dá pomocou programových za-
rážok a ladiacich informácií zistiť, kde nastala chyba. Akonáhle je program vyladený,
dá sa potom ľahko aplikovať na skutočného robota v praxi.
• Pri vývoji v tíme je simulátor užitočný, pretože robot je väčšinou jeden prototyp
k dispozícii. Toho dovoľuje väčšej skupiny ľudí pracovať na programoch a testovať
algoritmy v simulátore a vyladené programy aplikovať na reálneho robota.
• Ďalšia dôležitá vlastnosť je, že v simulácii odpadáva riziko poškodenia robota v dôsledku
chýb v programe. V realite je robot často veľmi nákladný a neadekvátny pohyb by
mohol spôsobiť vážne škody na robotovi (napríklad náraz robota vo vyššej rýchlosti do
steny v dôsledku chyby spracovávania dát zo senzorov). Taktiež je tu príjemná vlast-
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nosť, že robot v simulácii nespotrebováva batérie, tak je možné simulovať chovanie
po dlhší časový úsek.
• V neposlednej rade je simulátor vhodný pre výučbu a výskum v oblasti robotiky. Keď
niekto chce začať stavať a programovať vlastného robota, simulátor poskytuje všetko,
čo je na začiatok potrebné.
Bohužiaľ simulácia nie je dokonalá a má aj určité nedostatky. Medzi hlavné nevýhody
patria:
• Hlavný problém je, že v simulácii je všetko dokonalé. V realite sa často stáva, že
dáta zo senzorov nie sú presné, pohyb robota sa môže niekedy prekĺznuť a skutočná
kamera dáva obrazy so šumom. Simulačný svet často býva veľmi zjednodušený. Preto
môže nastať problém, kedy aplikácie v simulácii fungujú bezchybne, ale v realite daný
program nefunguje, nakoľko nedokáže správne interpretovať dáta zo senzorov. Preto
aplikácie by mali byť prispôsobené na určité nepresnosti, ktoré normálne nastávajú
v skutočnom svete. Riešením často býva programovanie simulačných senzorov tak,
aby dokázali zahrnúť šum do senzorov. Ďalšia možnosť je vložiť skutočné dáta priamo
do simulácie, ale táto možnosť je závislá na danom nástroji.
• Fyzikálny engine je pozoruhodne výkonný na riešenie dynamiky objektov a kolízií.
Skutočný svet, je ale veľmi komplikovaný a je možné definovať simulačnú scénu, ktorú
fyzikálny engine nemusí stíhať spracovávať v požadovanom čase. Ďalšia vec je, že
scéna býva často zjednodušená oproti realite. Objekty zložené z mnoho častí sú pre
fyzikálny engine zjednodušené na geometrické objekty typu kváder, guľa (znázornené
na obrázku 2.2). Fyzika v simulácii nedovoľuje deformovať objekty, všetko spočíva vo
výpočte kolízií objektov pri náraze.
• Počítať s tím, že simulácia beží na výkonom hardware, kde oproti realite robot môže
byť limitovaný pomalším hardwarom. Procesor v robotovi bude pravdepodobne po-
malší. Simulovaná kamera podáva 60 fps, kde reálna kamera môže dávať 5 fps. Treba
limitácie v hardwari zvážiť pri dizajnovaní algoritmov.




Simulačné nástroje v robotike
Simulátory v robotike sa dajú rozdeliť do 3 hlavných skupín:
• Univerzálne - simulácia obvodov a mikrokontroléru (napríklad MATLAB - Simulink)
• Roboticky špecifické - simulácia robota vo virtuálnom prostredí (napríklad Gazebo)
• Špecifické pre robota - simulácia konkrétneho robota (napríklad Khepera Simulator)
Na začiatku robotického projektu sa rozhoduje, či je simulátor potrebný. Zistí sa, že je
potreba počítačový model reálneho robota, ktorý sa chová rovnako ako svoja reálna pred-
loha a poskytuje rovnakú funkcionalitu. Lenže výber simulátoru je dôležitý práve podľa
toho, čo od simulácie očakávame. Keď navrhujeme napríklad obvody pre kontrolu robotic-
kého motora, potrebujeme univerzálny simulátor na obvody. V prípade, že je treba navrh-
núť robota, ktorý ma v sebe robotické rameno na uchopenie objektov, tak siahneme po
robotickom simulátore, ktorý dovoľuje ľahko pridať robotické rameno k robotovi. Niekedy
existujú aj nástroje, ktoré dovoľujú simulovať iba práve konkrétneho robota, jeho senzory,
plánovanie trasy, navigáciu a podobne. V mojej práci som sa zameral práve na robotické
simulátory, ktoré dovoľujú použiť už existujúcich robotov, definovať prostredie a simulovať
pohyb robota.
Pokiaľ budeme používať iba robotické simulátory, môžeme ich rozdeliť na 2 základné
skupiny:
• Open-Source (Gazebo, USARSim) [13]
• Komerčné (Microsoft Robotic Developer Studio, Webots) [12]
3.1 Gazebo simulátor
Gazebo simulátor vznikol v roku 2003 ako nadstavba terajšieho projektu Player/Stage/Gazebo
[1]. Z pôvodného projektu Player/Stage sa ďalej Gazebo vyvíjalo popri projekte ROS (Ro-
botics Operation System[10]) a bolo integrované priamo do ROSu ako vstavaný simulátor.
Ovládanie samotného robota je možné pomocou programového rozhrania, ktoré podporuje
ROS, Player a API pre vlastné rozhrania.
Ako open-source projekt, Gazebo je schopné simulovať jednoduché, vnútorné aj von-
kajšie prostredia. Dovoľuje simulovať viacero robotov súčasne. Gazebo poháňa Object-
Oriented Graphics Rendering Engine [6] (OGRE), ktorý má na starosti 3D rendering a
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Open Dynamics Engine [2] (ODE), ktorý zastupuje fyzikálny engine. Toto dovoľuje re-
produkovať dynamické 3D prostredia a robotov. Všetky simulované objekty majú váhu,
trenie, koeficient reštitúcie a počet ďalších atribútov, ktoré im dovoľujú chovať sa realis-
ticky. Gazebo podporuje široké spektrum senzorov, vrátane laser range finder, 2D kamera,
kinect senzor, nárazové senzory a Radio-Frequency IDentification (RFID) senzory. Ďalej je
podpora robotických platforiem: PR2, Pioneer2 DX, iRobot Create, TutleBot a generické
robotie ramená.
Gazebo má širokú komunitu ľudí, ktorý sa aktívne zapájajú do budúceho vývoja, pri
riešení problémov, vytváraní nových doplnkov do simulácie. Vďaka práve aktívnej komunite
sa Gazebo, ktoré je vo vývoji viac ako 10 rokov stále aktívne vyvíja a prináša nové, moderné
trendy.
Obrázok 3.1: Gazebo simulátor verzia 1.6.3, prevzaté z [4]
3.2 Microsoft Robotic Developer Studio
Microsoft Robotic Developer Studio (MSRDS, zobrazené na obrázku 3.2) vzniklo v roku
2008 ako robotický framework postavený na Windows platforme. Nástroj ako jeden z mála
nie je open-source, je ale k dispozícii zdarma na komerčné a nekomerčné použitia. MSRDS
je zložené zo 4 hlavných častí: multitasking, decentralizované služby, simulačné prostre-
die a vizuálny programovací jazyk. Decentralizované služby sú zvláštnosťou pre MSRDS,
nakoľko popri naprogramovaní chovania sa dajú ovládať priamo cez Web, kde sú dané slu-
žby spustené. Toto dovoľuje vzdialene monitorovať a kontrolovať robota pomocou HTML
a JavaScriptu priamo cez Web. Ďalšia zaujímavá vlastnosť je, že služba, ktorá kontroluje
ovládanie robota podľa vstupov zo senzorov sa dá programovať pomocou Visual Program-
ming Language (VPL) v podobe data–flow diagramov. VPL dáva možnosť ľahko a rýchlo
programovať chovanie štýlom drag and drop. V prípade, že potrebujeme detailnejšie napro-
gramovať chovanie, VPL dovoľuje vygenerovať C# kód, ktorý sa dá ďalej upravovať.
Ako jeden z frameworkov má v sebe integrovaný vlastný simulátor postavený na DirectX
a PhysX enginoch [11]. Práve PhysX dovoľuje veľmi realistickú fyziku v simulácii, ktorá môže
byť akcelerovaná hardwarovo1. Nástroj priamo podporuje Kinect [3], taktiež aj Kinect SDK,
1V prípade grafickej karty NVIDIA
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s ktorým spolupracuje. Microsoft vytvoril robotický dizajn: reference platform (zobrazený
na obrázku 3.2), minimálny set hardwarových komponentov a asociovaných softwarových
služieb, ktoré dovoľujú používateľovi začať používať MSRDS s relatívne malým úsilím.
Obrázok 3.2: Microsoft Robotics Developer Studio a reference platform
3.3 Unified System for Automation and Robot Simulation
Unified System for Automation and Robot Simulation (USARSim, obrázok 3.3) je fyzikálne
založená simulačná platforma postavená na Unreal Developers Kit (UDK) od Epic Games
[7]. USARSim bol spočiatku dizajnovaný pre simuláciu pátracích a zachraňovacích robotov
v mestskom prostredí. Bol určený ako výskumný nástroj pre študovanie interakcie medzi
človekom a robotom. Aby simulátor mohol poskytovať, validnú simuláciu pre zadaný účel,
musel simulátor obsahovať modely šumu pre senzory, ktoré musia byť validné. USARSim
poskytuje platformu, ktorá dovoľuje simulovať šum pre senzory. USARSim používa PhysX
fyzikálny engine a renderovací engine Unreal Engine 3, ktorý je dizajnovaný pre verzie
DirectX 9-11. Vysoko kvalitný simulátor za nízku cenu vývoja je možný vďaka tomu, že
simulácia je postavená na hernom engine, ktorý preberá špecifické úlohy ako prvotriednu
vizuálnu stránku a fyzické modelovanie. Vďaka tomu môže byť úsilie pre vývoj špecializo-
vané pre modelovanie robotických platforiem, ovládacích systémov, senzorov a prostredí.
Tieto úlohy sú zvládnuté pokročilým editovaním vo vývojovom prostredí, ktorým disponuje
herný engine.
USARSim bol zo začiatku zameraný na robotov s diferenčným motorom. Možnosti open–
source frameworku dovoľovali komunite vypracovať viacero rozličných robotických platfo-
riem ako humanoidný roboti, pojazdné plošiny, robotické ramená. Roboty sú postavené na
fyzickom CAD modeli reálneho robota.
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Obrázok 3.3: Unified System for Automation and Robot Simulation verzia 1.3
3.4 Virtual Robot Experimentation Platform
Virtual Robot Experimentation Platform (V-Rep, obrázok 3.4) je moderná robotická plat-
forma zameraná na simuláciu. V-Rep dáva k dispozícii simulátor, ktorý dovoľuje jednoducho
a rýchlo vytvoriť simulačné prostredie priamo v užívateľskom rozhraní. Platforma je naviac
vytvorená tak, aby sa dala simulácia alebo samotný simulátor rozšíriť. Rozšírenia sú možné
pomocou Lua skriptov, add-onov, pluginov, ROS uzlov. Naviac je k dispozícii C/C++
API, ktoré dovoľuje ovládať simuláciu alebo simulátor pomocou externých programov. Pre
simuláciu fyziky V-Rep dáva možnosť vybrať si medzi dvomi simulačnými enginmi, Open
Dynamics Engine a Bullet physics engine [5]. Navyše je podpora simulácie dynamických
častíc ako vody.
K dispozícii je veľa neštandardných robotov, kde implementácia robotov ponúka už
naprogramované chovanie. Simulátor je stavaný na jednoduché drag and drop ovládanie
[9], kde sa dá jednoducho vložiť robot a spustiť simuláciu. Pre tvorbu vlastného robota sú
k dispozícii naprogramované senzory. Simulácia senzorov ponúka 3D zobrazenie priestoru,
ktoré daný senzor monitoruje. V-Rep má navyše podporu plánovania trasy pre robotov.
Ďalšia špeciálna vlastnosť V-Rep je to, že dokáže do simulácie vložiť stojaceho, sediaceho
alebo pohybujúceho sa človeka, ktorý sa môže dynamicky pohybovať. Toto je vlastnosť,
ktorá sa v robotických simulátoroch nevyskytuje.
Obrázok 3.4: Virtual Robot Experimentation Platform verzia 3.0.3
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3.5 Webots
Ďalší robotický simulátor, ktorý začal v roku 1996, sa počas dlhého vývoja transformoval na
profesionálnu komerčnú platformu, ktorá sa aktívne vyvíja dodnes. Vďaka dlhému vývoju
nástroj disponuje kvalitnou dokumentáciou vrátane užívateľskej príručky, referenčného ma-
nuálu, tutoriálu a veľkej kolekcii ukážok, vrátane zdrojových kódov. Webots ponúka rýchle
prototypovanie prostredia a disponuje obsiahlou knižnicou interaktívnych objektov ako sú
steny, dvere, okná, stoly, stoličky, atd. . .
Prostredie Webots (obrázok 3.5) dáva k dispozícii okrem klasických robotov na kolesách
aj robotov humanoidných alebo lietajúcich robotov. K dispozícii je aj tak široké spektrum
komerčných robotov. Programovanie robota je možné pomocou silného API, ktoré je do-
stupné v 6 jazykoch: C, C++, Java, Pyhton, Matlab, URBI. Robota je ďalej možné ovládať
pomocou kontroléra priamo v Matlabe alebo pomocou Robot Operation System (ROS).
Prostredie ponúka kvalitné užívateľské rozhranie, vrátane plného editora simulačnej scény,
integrovaného editora zdrojového kódu. Nástroj dáva možnosť vytvárania videí a obrázkov
priamo zo simulácie [13].
Obrázok 3.5: Simulačné prostredie Webots
3.6 Zhrnutie robotických nástrojov
V tabuľke 3.1 sú zhrnuté hlavné vlastnosti open-source a komerčných simulátorov. Nástroje
sú porovnané podľa nasledujúcich vlastností:
• OS - podporovaný operačný systém robotickým softwarom.
• Licencia - dostupná licencia k softwaru.
• Programovací jazyk - zoznam jazykov, v ktorých je možno programovať v danom
nástroji.
• Dokumentácia - popisuje úroveň dostupnej dokumentácie k robotickým nástrojom.
• Tutoriál, ukážky - robotický nástroj má k dispozícii podrobný tutoriál, kde krok
po kroku ukazuje na vzorových príkladoch používanie softwaru. Áno znamená, že je
tutorial a príklady k dispozícii. Limitovaný znamená, že základný tutoriál existuje,
ale neobsahuje dostatok detailov a príkladov.
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• Framework - robotický simulátor umožňuje popri simulácii ovládať a programovať
reálnych robotov.
• Senzory - zoznam podporovaných senzorov. Zoznam zahrňuje len všeobecné senzory.
• Fyzikálný engine - názov implementovaného fyzikálného enginu.
• Renderovací engine - názov renderovacieho enginu.
• Užívateľské rozhranie - simulátor má možnosť meniť objekty a vlastnosti prostredia
počas behu simulácie priamo v užívateľskom rozhraní.
Gazebo MRDS USARSim V-Rep Webots






































Dokumentácia Detailná Detailná Základná Detailná Detailná
Tutoriál,
ukážky
Áno Áno Limitovaný Áno Áno




















































GUI Áno Áno Nie Áno Áno
Tabuľka 3.1: Tabuľka porovnania simulačných nástrojov
2Open Dynamics Engine




Gazebo existuje v troch distribúciách:
• Súčasť projektu Player/Stage/Gazebo [1].
• Integrovaný do Robotics Operation System ako ROS/Gazebo [10].
• Ako samostatný simulátor Gazebo [4]. Ovládanie robota je možné pomocou ROS a
Player pluginov, na viac vlastné API rozhranie.
4.1 Player/Stage/Gazebo
Player/Stage/Gazebo je open-source projekt, ktorý sa skladá z troch nástrojov. Hlavný
nástroj Player je klient/server, ktorý poskytuje transparentné ovládanie robota cez sieť.
Player poskytuje pripojenie viacerých klientov (napríklad ovládacích programov) na jeden
alebo viac zariadení (napríklad robotické platformy, senzory, kamery) cez TCP/IP sokety.
Toto umožňovalo klientom, že môžu byť naprogramovaní v ktoromkoľvek programovacom
jazyku, ktorý poskytuje prístup k TCP soketom. Knižnice pre klienta a API boli vyvinuté
pre viacero všeobecných jazykov (vrátane C, C++, Python, Java, Lisp, Matlab a ďalšie)
a komunitou vytvorené knižnice, ktoré poskytovali programovanie v netradičných jazykoch
ako Ada, GNU Octave. Množstvo robotických platforiem a senzorov bolo podporovaných
v projektu Player. Prvá oficiálna verzia vnikla v robu 2001 a posledná verzia 3.0.2 bola
vydaná v roku 2010.
Druhý nástroj Stage 4.1 bol vyvinutý ako 2D simulátor k projektu Player. Stage posky-
toval výpočetne rýchle riešenie na simuláciu viacerých robotov súčasne (potenciálne stovky
až tisíce). Všetky funkcie používané v Player bolo možné použiť v Stage simulátore bez
modifikácie. Simulačné prostredie sa popisovalo vo world súbore. Vizualizácia bola zo zači-
atku vykresľovaná pomocou PNG obrázkov, ktoré sa prekresľovali cez seba, aby bolo vidieť
prekážky v simulačnom prostredí. Neskôr bola vizualizácia implementovaná pomocou 3D
depth-map. Podobne ako Player, prvá verzia Stage bola vydaná v roku 2001 a posledná
verzia 4.0.0 bola vydaná v roku 2010.
Posledný projekt Gazebo bol už plnohodnotný 3D simulátor vyvíjaný ako doplnok pro-
jektu Player/Stage. Podobne ako Stage, všetky funkcie používané v Player/Stage bolo
možno použiť v Gazebu bez akýchkoľvek modifikácii. Ako už bolo spomenuté v kapitole 3.1,
Gazebo používa na 3D renderovanie OGRE a ODE knižnice. Fyzikálna knižnica ODE po-
skytuje simuláciu dynamiky tuhých telies a zahrňuje funkcie ako jointy, detekcia kolízie,
hmotnosť, trenie. OGRE knižnica slúži na renderovanie modelov, prostredia a objektov
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Obrázok 4.1: 2D simulátor Stage, prevzaté z [1]
v simulácii. Telesá sú skonštruované generovaním a skladaním primitívnych telies ako kvá-
dre, gule, valce, kde telesá majú priradenú hmotnosť, koeficient trenia, farbu a textúru.
Gazebo sa začalo vyvíjať koncom roka 2002 ako súčasť projektu Player/Stage/Gazebo.
V roku 2009 sa Gazebo integrovalo do ROSu, kde začalo ako jeden z primárnych nástrojov
používaných v ROS komunite. Koncom roka 2011 sa z Gazeba stal samostatný projekt,
ktorý je už ako samostatný simulátor používaný v robotike a robotických aplikáciách.
4.2 ROS/Gazebo
Robot Operating System (ROS) je open–source projekt, ktorý poskytuje hardwarovú abs-
trakciu, nízkoúrovňové ovládanie zariadení, posielanie správ medzi procesmi a správu ba-
líkov. ROS bol vytvorený ako nástupca projektu Player, ktorého úlohou bolo práve zvýšiť
abstrakciu medzi komunikáciou v štýle klient–server. Preto ROS prichádza s vlastným kon-
ceptom a filesystémom, ktorý dovoľuje prehľadnú správu balíkov a služieb. Nakoľko ROS bol
robotický framework s absenciou simulátoru, Gazebo bolo pridané ako plnohodnotný 3D
simulátor. Gazebo integrované do ROSu má svoje výhody, nakoľko už existujú naprogramo-
vané balíky robotov, senzorov, sú už pripravené k priamemu spusteniu. Pretože kombinácia
ROS/Gazebo bola použitá pre vypracovanie experimentov, bolo nutné sa zoznámiť s RO-
Som bližšie a naštudovať ako sa s daným frameworkom pracuje.
ROS sa aktuálne nachádza vo viacero distribučných vydaniach. Verzia, ktorá bola pou-
žitá pre vykonanie experimentov bola ROS-Electric, ktorá bola vydaná v auguste roku
2011. Táto verzia bola zvolená z dôvodu stability prostredia a simulátoru Gazeba. V ná-
stroji ROS-Electric sa nachádza Gazebo vo verzii 0.10.0, ktoré používa pre konfigurovanie
scén starší formát Gazebo, ktoré dovoľuje dôkladné nastavenia. Počas vykonávania práce
vznikla nová verzia ROS-groovy, ktorá disponuje simulátorom Gazebo vo verzii 1.3, ktoré
používa pre konfigurovanie scén sofistikovanejší formát SDF. SDF je skratka pre Simu-
lation Description Format, ktoré má podobný formát ako starší gazebo formát, ale dovoľuje
nastaviť simulačnú scénu prehľadnejšie.
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4.2.1 ROS koncept
Organizácia v ROSu je znázornená nasledovne:
• Stacks - organizuje balíky, ktoré spolu súvisia do logického celku.
◦ Packages - obsahuje uzly, služby, správy, ktoré dokopy dávajú jeden celok.
 Nodes - uzol, v ktorom sa vykonáva priamo výpočet.
 Service - služby, ktoré fungujú na princípe vzdialeného volania procedúr.
 Messages - správy, pomocou ktorých môžu jednotlivé uzly komunikovať.
 Topics - zbernica, kde sa združujú správy.
Základným pilierom sú packages. Balíčky obsahujú naprogramované uzly, konfiguračné
súbory, knižnice, akýkoľvek program alebo čokoľvek čo súvisí s daným modulom. Balíčky
môžu byť závislé na iných balíkoch. Práve skupina balíkov, ktoré logicky tvoria celok sa
organizujú do stacks. Stacky podobne ako balíky môžu byť závislé na iných stackoch. Pre
balíky a stacky musí v ROSu existovať manifest, čo je XML konfiguračný súbor, ktorý špe-
cifikuje daný balík alebo stack. Balík, ako už bolo spomenuté, môže obsahovať uzly, služby
a definované správy. ROS nodes je základný program, ktorý prevádza priamo výpočet. Aby
uzly mohli spolu komunikovať sú k dispozícii topics, na ktoré sa môže daný uzol prihlásiť
k odberu alebo posielanie správ.
Koncept ďalej obsahuje ROS Master, poskytujúci pomenovanie a registráciu uzlov v ROS
systéme. Ďalej sleduje odberateľov a poskytovateľov k topicom a službám, ktoré sú k dis-
pozícii. Master dovoľuje individuálnym uzlom aby boli schopné sa nájsť.
4.3 Samostatné prostredie Gazebo
V roku 2011 bol vývoj Gazeba finančne podporený, vďaka čomu sa Gazebo v dnešnej dobe
aktívne vyvíja samostatne popri projekte ROS. Simulátor je aktuálne vo verzii 1.6.3, ktorý
poskytuje modely šumu pre kameru, lúč a imu (Inertial measurement unit, zariadenie, ktoré
oznamuje rýchlosť, orientáciu ). Pridáva sa integrácia druhého fyzikálneho enginu Bullet [5]
popri ODE. Samostatné prostredie Gazebo nie je integrované do žiadneho frameworku a tak
samo o sebe poskytuje simulátor, ale nedisponuje kontrolnými programami pre ovládanie
robotov. Gazebo preto obsahuje ROS a Player a naviac API pre vlastné rozhrania.
4.4 Open Dynamics Engine
Open Dynamics Engine (ODE) je open-source knižnica pre simulovanie dynamiky tuhých
telies. Engine je založený na modele popísanom fyzikálnymi rovnicami a ich následnou
aproximáciou. Engine používa Eulerový integrátor prvého radu a pevné časové posuvy,
alebo iteratívneé QuickStep posuvy [2]. Ponúka nastavenie statického a dynamického trenia
a koeficientu pružnosti. Knižnica bola portovaná na viacero platforiem. Pre simulovanie
















Microsoft robotics developer studio
Microsoft robotics developer studio (MSRDS) ako robotický framework bol primárne vytvo-
rený na ovládanie robotov. K frameworku bol navyše pridaný vlastný simulátor. Framework
je založený na 4 hlavných častiach, ktoré sú popísané nižšie.
5.1 Koncept robotics developer studia
Microsoft robotics developer studio koncept je postavený na 4 základných častiach [12],
ktoré tvoria:
• CCR (Concurrency and Coordination Runtime) - kľúčový komponent MRDS, ktorý
zabezpečuje súbežnosť viacerých procesov. Každá časť kódu môže byť spustená súčasne
a asynchrónne, kde nie je potreba riešiť synchronizáciu, o ktorú sa stará sám fra-
mework. CCR je úplne transparentné pre užívateľa frameworku, nie je treba progra-
movať synchronizáciu procesov alebo spracovávanie chýb.
• DSS (Decentralized Software Services) - decentralizované služby, ktoré rozširujú kon-
cept CCR naprieč procesmi a dokonca aj na iné počítače. Aplikácia postavená na DSS
je zložená z viacerých nezávislých služieb, ktoré sú spustené paralelne. Každá služba
má svoj stav, ktorý sa mení s príchodom správ a posiela ďalšie správy ostatným slu-
žbám. Software naprogramovaný v CCR a DSS sa rozumie ako nezávislé časti kódu,
ktorý spracováva správy asynchrónne.
• VSE (Visual Simulation Environment) - simulačné prostredie integrované do fra-
meworku. Simulátor sa správa ako DSS služba, čo zľahčuje programovanie simulácie.
Simulátor je postavený na vlastnom XNA frameworku a fyzikálnom engine PhysX.
• VPL (Visual Programming Language) - vizuálny programovací jazyk slúžiaci pre
tvorbu orchestration služieb, ktoré kontrolujú chovanie robota. Programovanie je
možné vďaka kresleniu data–flow diagramu, kde sú umiestené služby a ich prepojenie,
kalkulácia, podmienky alebo zanorený ďalší diagram. VPL umožňuje skonštruovať slu-
žbu bez napísania jedného riadku kódu. V prípade pokročilej editácie VPL umožňuje
vygenerovať zdrojové súbory danej služby v jazyku C#.
Pre prácu v danom nástroji bolo nutné pochopiť prácu s DSS službami, z ktorých sú
zložené samotné aplikácie alebo simulácia.
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5.2 NVIDIA PhysX
Samotný simulátor má v sebe integrovaný fyzikálny engine PhysX, ktorý bol spočiatku
vyvíjaný firmou Ageia, aktuálne firmou NVIDIA. V dnešnej dobe je engine najviac rozšírený
v hernom biznise, kde je zastúpený vo veľkom počte počítačových hier. Ale výpočet fyziky
je výpočetne náročná záležitosť, tak býva často fyzika v hrách v omezenej miere, toto
samozrejme platí aj pre PhysX v hrách. Pre simuláciu, kde sa fyzika neobmedzuje je daný
engine priamo určený, nakoľko v dnešnej dobe poskytuje najviac pokročilých funkcií. Jedna
z hlavných predností je hardwarová podpora, ktorá prenáša výpočet na grafickú kartu, čím
sa zrýchľuje výpočet.
Nakoľko je engine komerčne vyvíjaný, jeho implementačné detaily sú neznáme. Pre en-
gine je ale možné nastaviť pevné a premenlivé časové posuvy. Engine podporuje nastavenie
statického koeficientu trenia, dynamického trenia a koeficient pružnosti(restitution koefici-
ent). Fyzikálny engine ďalej podporuje mnoho jednoduchých geometrických útvarov, z kto-









Z pomedzi niektorých pokročilých funkcií ako reprezentácia vozidiel, aproximácia tekutín
a látky je PhysX ako jeden z najviac pokročilých fyzikálnych enginov v súčasnej dobe. Je




Hlavným cieľom práce je porovnať kvalitu fyziky v daných dvoch simulačných nástrojoch:
Gazebo a MSRDS. Pre porovnanie fyziky v simulačných nástrojoch boli navrhnuté expe-
rimenty. Jednotlivé experimenty si dávajú za úlohu otestovať dôležité aspekty fyzikálneho
enginu. Prví experiment je zameraný na porovnanie kvality pádu veľkého počtu kociek
s cieľom vizuálne porovnať pád a kolízie, ktoré pri páde nastávajú. Druhý experiment je
zameraný na aproximáciu pružnosti, ktorá sa vo fyzikálnych enginoch nastavuje pomocou
koeficientu. Tretí experiment má za úlohu zobraziť ako jednotlivé prostredia aproximujú
statické trenie, ktoré sa tiež nastavuje pomocou daného koeficientu. Posledný experiment
je navrhnutý ako praktický test, pri ktorom sa s daným robotom musí prejsť cez prekážky,
kde sú hlavne sledované kolízie. Experimenty boli z časti navrhnuté podľa podkladu, ktorý
prezentuje porovnanie viacero fyzikálnych enginov [8].
6.1 Experiment č. 1 - pád a kolízie
Kolízie a pády objektov sú dôležité pre simuláciu. Pre testovanie kolízií bol navrhnutý
jednoduchý experiment. Box kociek o rozmere 5 x 5 x 5 kociek bol skonštruovaný 1 m nad
zemou. Rozmer kocky bol nastavený na 10 cm a váha bola nastavená na 1 kg. Gravitácia
bola nastavená 9,81 m/s2. Naskladanie kociek je znázornené na obrázku 6.1. Experiment
predpokladá, že kocky po páde z výšky 1 m sa nebudú vyskytovať ďalej než zasahuje polomer
2-3 m od stredu dopadu. Cieľom experimentu je vizuálne porovnať polohu kociek po náraze
a vyhodnotiť, ako fyzikálne enginy zvládajú mnohonásobné kolízie.
19
Obrázok 6.1: Experiment č. 1 - súhrnný pád 5 x 5 x 5 kociek
6.2 Experiment č. 2 - restitution koeficient
Materiálne vlastnosti sú ďalším fyzikálnym nastavením objektov v scéne. Materiálne vlast-
nosti nastavujú koeficient pružnosti, ktorý môže nadobúdať hodnoty od 0 do 1. Pričom
hodnota 0 znamená, že teleso je dokonale nepružné a hodnota 1 znamená dokonale pru-
žné teleso. V realite telesa nadobúdajú hodnôt (0;1), kde krajné hodnoty sa nevyskytujú.
V simulácii je často koeficient nastavený na 0, kde sa objekty po páde neodrážajú. Pre
vyhodnotenie ako nástroje počítajú koeficient pružnosti bol navrhnutý jednoduchý experi-
ment. Kocka o rozmere 1 m bola postavená na zem a guľa s polomerom 0,5 m bola umiestená
1 m nad kockou.
Obrázok 6.2: Experiment č. 2 - restitution koeficient
Boli zvolené tri koeficienty pružnosti pre tento experiment: 0, 1; 0, 5 a 0, 9. Koeficienty








Kde CR je koeficient pružnosti, h je výška odrazu a H je výška pádu. Po dosadení





koeficienty. Cieľom experimentu je zistiť, či dané nástroje sa dokážu priblížiť k ideálnej
výšky odrazu.
6.3 Experiment č. 3 - trenie
Nasledujúca vlastnosť, ktorá je dôležitá pre kvalitné simulovanie fyziky v simulácii je trenie.
Koeficient trenia udáva pomer trecej sily a kolmej tlakovej sily medzi telesami pri trení.
Koeficient je udávaný pri akých materiáloch nastáva dotyk. Koeficient pre väčšinu kombi-
nácií suchých materiálov je udávaný od 0,3 do 0,6. Pre testovanie ako jednotlivé simulačné
prostredia modelujú trenie bol navrhnutý jednoduchý experiment. Bola skonštruovaná plo-
cha o rozmeroch 5 x 5 x 0,01 m, ktorá bola umiestená 1 m nad zemou. Približne 10 cm
nad plochou bol umiestený kváder o rozmeroch 1 x 1 x 0,2 m s hmotnosťou 1 kg. Pre danú
plochu a kváder bol potom nastavovaný koeficient trenia v rozmedzí od 0,1 do 0,7 s inter-
valom 0,1. Plocha následne bola pootočená v Z súradnici o 0,1 až 0,7 rad s intervalom 0,05
rad. Cieľom experimentu bolo sledovať pri akom náklone s daným koeficientom sa začne
kváder po kontakte s plochou posúvať. Pri koeficiente 0,1 by malo posúvanie začať presne
pri náklone 0,1 rad [8]. Znázornenie experimentu je zobrazené na obrázku 6.3.
Obrázok 6.3: Experiment č. 3 - koeficient trenia
6.4 Experiment č. 4 - kolízie
Posledný experiment je zameraný na otestovanie kolízií robota s objektmi v simulácii. Pre
experiment bolo vytvorené simulované bludisko, kde bolo vložených niekoľko prekážok v po-
dobe kvádra, kociek a gulí. Schéma bludiska je znázornená na obrázku 6.4. Prekážky sú
rozdelené farebne na 4 časti: zelený kváder, žlté kocky a gule, červená guľa a modré kocky
a gule. Cieľom experimentu je manuálnym ovládaním robota prejsť cez prekážky, ktoré sa
musia kolíziami posúvať. Experiment navyše kladie dôraz na úspešnosť a neúspešnosť dosi-
ahnutia cieľa v oboch nástrojoch. Je predpoklad, že robot v oboch prostrediach bude mať
rovnaké problémy dosiahnutia cieľa bludiska.
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Obrázok 6.4: Experiment č. 4 - bludisko a znázornená cesta
Objekty v scéne mali nastavené iba hmotnosť, kde steny boli nastavené na 50000 kg,
čím bolo neumožnené ich posunutie. Zelený kváder mal nastavenú hmotnosť 1 kg, červená




Pre vyhodnotenie experimentov boli vybrané 2 simulačné nástroje ROS/Gazebo a Microsoft
Robotics Developer Studio. Tieto nástroje sú v súčasnosti už dlhšiu dobu vo vývoji a aktívne
sa stále vyvíjajú. Tieto nástroje boli zvolené najmä preto, lebo sú robotické frameworky,
ktoré dokážu naprogramovať a ovládať reálnych robotov.
Pre experiment, kde je potreba ovládať robota, bol zvolený pre simuláciu robot iRobot
Create. Tento robot je odľahčená verzia vysávacieho robota Roomba, určeného na výskum a
vzdelávanie. Daný robot je obsiahnutý v oboch simulačných nástrojoch vrátane základného
ovládania pohybu. Robot bol na viac zvolený preto, lebo má jednoduchý tvar, ktorý dovoľuje
ľahko posúvať objekty.
Vyhodnotenie experimentov bolo uskutočnené najmä vizuálne, boli vložené obrázky
znázorňujúce začiatok a koniec experimentu. Kde bolo možné, snažil som sa uviesť metriky,
ktoré porovnávajú vlastnosti medzi danými dvomi nástrojmi.
7.1 Experiment č. 1 - pád a kolízie
Pre experiment boli zhotovené scény pre obidve simulačné prostredia. Na obrázkoch 7.1 a
7.2 sú znázornené pripravené scény pre oba nástroje.
Obrázok 7.1: Pripravená scéna pre MSRDS
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Obrázok 7.2: Pripravená scéna pre Gazebo
Experimenty boli spustené viacero krát pre každé prostredie, pričom výsledky pádov
boli takmer vždy rovnaké v rovnakom prostredí. MSRDS pád kociek simuloval vierohodne
(obrázok 7.3), po páde sa kocky okamžite stabilizovali, neboli prítomné žiadne anomálie,
teda žiadna kocka sa extrémne nevychýlila od ostatných. Gazebo pád simuloval veľkým
nárazom, kde sa všetky kocky rozleteli na všetky smery, navyše bolo spozorované, že niektoré
kocky sa 15 sekúnd po páde stále pohybovali. Výsledok pádu je zobrazený na obrázku 7.4.
Obrázok 7.3: Výsledok pádu MSRDS
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Obrázok 7.4: Výsledok pádu Gazeba
Pre nástroj Gazebo bola scéna poopravená, nakoľko bol výsledok experimentu chybný.
Úprava spočívala vložením dosky o rozmere 2 x 2 m. Experiment bol vykonaný dvakrát a
to nastavením váhy dosky. Najprv bola nastavená váha na 100 kg, na druhý pokus bola
nastavená váha na 0,5 kg. Výsledky sú znázornené na obrázkoch 7.5 a 7.6. Nastavením váhy
100 kg malo za následok, že náraz nebol taký prudký a kocky sa nachádzali bližšie k stredu
dopadu. Výsledok pádu bol viac–menej rovnaký ako pád na zem. Ak bola hmotnosť dosky
nastavená na 0,5 kg, výsledok pádu bol približne rovnaký ako v nástroji MSRDS. Bola
ale spozorovaná anomália, keď sa všetky kocky nachádzajúce sa na doske konštantke chveli.
Ak pominieme chvenie kociek na doske (pravdepodobne spôsobené chybnou implementáciou
ODE alebo Gazeba), pád bol po úprave vierohodný a chovanie bolo podobné ako v MSRDS.
Obrázok 7.5: Pád kociek na dosku o váhe 100kg
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Obrázok 7.6: Pád kociek na dosku o váhe 0, 5kg
Pre tento experiment bol stopovaný čas potrebný na výpočet pádu a kolízií. Čas bol
nameraný od začiatku pádu po ustálenie kociek. Test bol vykonaný 5–krát pre 125 kociek




















Graf 7.7: Čas potrebný na výpočet pádu 125 a 512 kociek
Po vykovaní času bolo spozorované rozdielne chovanie výpočtu fyziky v prostredí MSRDS.
Čas na pád 125 kociek a 512 kociek bol približne rovnaký. Toto chovanie je spôsobené tým,
že simulačné prostredie má nastavený pomer simulačného času ku reálnemu 1:1. Simulátor
sa snaží zachovať túto mieru za každých okolností, takže pri náročnej simulácii dynamicky
zväčšuje kroky fyzikálneho enginu.
7.2 Experiment č. 2 - restitution koeficient
Pre testovanie restitution koeficientu boli vytvorené jednoduché scény pre obe prostredia,
kde bola sledovaná výška po odraze gule od kocky. Simulačná scéna je znázornená na
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obrázku 7.8 pre nástroj MSRDS. Experimenty boli vykonané pri nastavení koeficientu 0, 1,





100 . Priebeh skákania je znázornený výškou medzi kockou a guľou v čase.
Jednotlivé výšky boli získavané zo simulačného prostredia s intervalom 0,01 sekundy.
Obrázok 7.8: Pripravený experiment v nástroji MSRDS
Pre nastavené koeficienty na kocku a guľu 0,1 by maximálna výška odrazu mala byť
0,01 m. MSRDS dosiahlo výsledku, ako bol ideálny predpoklad. Prostredie Gazebo podalo
nekorektné výsledky. Dosiahnutá výška v prostredí Gazebo bola niekoľkonásobne vyššia než
predpokladaná výška odrazu. Priebeh odrazu je znázornený v grafu 7.9. Z grafu je vidieť,






















Graf 7.9: Výška odrazu pre koeficient 0,1
Pre nastavený koeficient 0,5 podali obidve prostredia približne rovnaké výsledky, kde
mali odchýlku maximálne 5% oproti ideálnej výške 0,25 m. Oproti koeficientu 0,1 sa pri
tomto experimente guľa odrazila práve 2-krát v oboch nástrojoch, kedy MSRDS dosiahlo
























Graf 7.10: Výška odrazu pre koeficient 0,5
Testovaním koeficientu 0,9 sa ukázalo, že MSRDS s fyzikálnym enginom PhysX podal
korektné výsledky. Guľa sa pri danom koeficiente odrazila 9-krát od kocky, kde pri prvom
odraze dosiahla presne ideálnu výšku 0,81 m. Nástroj Gazebo dával veľmi nepresné výsledky,
nakoľko výška bola nízka, taktiež guľa sa od kocky odrazila len 2-krát. Priebeh je opäť



























Graf 7.11: Výška odrazu pre koeficient 0,9
Experimenty ukázali, že fyzikálny engine PhysX podáva veľmi korektné výsledky ako bol
daný predpoklad. Prostredie Gazebo pre vysoký a nízky koeficient poskytoval nekorektnú
aproximáciu. Výsledky boli pri všetkých koeficientoch približne rovnaké. Nie je jasné, kde
bol problém s aproximáciou, či bola chybná implementácia fyzikálneho enginu ODE v pro-
stredí Gazebo, alebo sa chyba vyskytuje v knižnici ODE.
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7.3 Experiment č. 3 - trenie
Podľa návrhu, boli skonštruované scény (obrázok 7.12), v ktorých bol postupne menený
koeficient trenia od 0,1 do 0,7 s intervalom 0,1. Pri aktuálne nastavenom koeficiente sa
ďalej nastavoval náklon plochy, kde zo začiatku plocha bola naklonená 0,1 rad. Postupne
bola spúšťaná simulácia a bolo sledované, či sa kváder po dopade bude ďalej posúvať.
Pokiaľ áno, zvýšil sa koeficient trenia a experiment sa zopakoval. Keď sa kváder po dopade
nepohyboval ďalej, zvýšil sa náklon plochy a kvádru o 0,05 rad. Týmto postupom bol
experiment vypracovaný a zistený náklon pri ktorom sa kváder začal pohybovať.
Obrázok 7.12: Pripravená scéna v prostredí Gazebo
Do vyhodnotenia bol tiež zahrnutý ideálny náklon, pri ktorom sa kváder mal začať
pohybovať [8]. Prostredie Gazebo experiment aproximoval veľmi blízko ideálnemu náklonu,
malé odchýlky sa prejavili až pri vyšších koeficientoch. MSRDS naopak aproximoval trenie
nepresne, kváder sa začal pohybovať pri nižšom náklone. Graf 7.13, na ktorom je znázornený



































Graf 7.13: Náklon plochy, pri ktorom sa kváder začal pohybovať pri danom koeficiente
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7.4 Experiment č. 4 - kolízie
Podľa návrhu na obrázku 6.4 boli pripravené scény s robotom iRobot Create, ktorý sa ovlá-
dal manuálne. V nástroji Gazebo bolo pre ovládanie použitý ROS uzol turtlebot_teleop,
ktorý v terminálu čaká na stlačenie kláves, ktorými sa ovláda pohyb vpred/vzad a otočenie
robota. Pre MSRDS bolo použité ovládanie cez predprogramovanú službu simple_dashboard,
pomocou ktorého sa ovládal robot myšou. Na obrázkoch 7.14a a 7.14b sú zobrazené pripra-
vené scény.
(a) Pripravené bludisko v nástroji Gazebo (b) Pripravené bludisko v MSRDS
Obrázok 7.14: Pripravené scény
Robot sa manuálnym ovládaním, pre každé vyhodnotenie experimentu, má dostať na
koniec. Robot musí posunutím odtlačiť zelený kváder, následne sa otočiť vpravo a začať
posúvať žlté kocky. Posúvaním žltých kociek sa rozpohybujú všetky žlté gule, ktoré sa
posunuli doprava. Nie všetky gule sa posunuli a často 1 až 3 gule zostali pri žltých kockách,
ktoré následne komplikovali cestu ďalej. Robot sa pri problematickom posúvaní žltých kociek
často dostával nad kocky a gule, čím sa úplne znemožnil pohyb ďalej. V realite by sa
skutočný robot pravdepodobne nikdy nedostal na gule, ktoré sú približne rovnako vysoké
ako samotný robot, t.j. 10 cm. Pokiaľ robot úspešne prekonal žlté kocky, mohol pokračovať
ďalej posunutím červenej gule. Posledná prekážka v podobe kombinácie modrých kociek a
gulí. Robot si v občasných prípadoch zablokoval cestu modrými kockami spolu so žltými,
ktoré sa posunuli až sem.
Samotné chovanie robota pri nárazoch bolo odlišné v daných nástrojoch. V prostredí
Gazebo posúvanie kociek vizuálne nevyzeralo hladko, kocky nadskakovali pri posúvaní.
Kolízie na robota nemali príliš veľký vplyv, robot si viacmenej zachoval svoje natočenie.
V prostredí MSRDS sa robot pri kolízii s objektmi často otáčal, čo sťažovalo pohyb. Robot
sa musel pravidelne zastaviť a otočiť sa požadovaným smerom. Posúvanie kociek sa chovalo
hladko, kocky nenadskakovali. Tabuľka 7.1 obsahuje popis prípadov, kedy sa s robotom
dosiahlo cieľa alebo kedy experiment zlyhal. Prípad, keď robot došiel úspešne do cieľa je
v tabuľke napísaný slovom OK, v opačnom prípade zlyhania je opísaný slovom Fail.
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Test č. Gazebo MSRDS
1.
zaseknutie sa na žltých
kockách
Fail




robot došiel do cieľa so
žltými kockami na sebe
OK
robot sa dostal nad zelený
kváder, čim znemožnil pohyb
Fail
3.
robot bez problémov došiel
do cieľa
OK




zaseknutie sa na žltých
kockách a guliach
Fail
robot sa dostal nad zelený
kváder, čím znemožnil pohyb
Fail
5.
zaseknutie sa na modrých
kockách a guliach
Fail




robot sa dostal nad guľu, čím
sa zasekol
Fail




žlté kocky zablokovali posun
ďalej









robot sa dostal nad dve gule,






robot bez problémov došiel
do cieľa
OK




robot bez problémov došiel
do cieľa
OK




robot bez problémov došiel
do cieľa
OK




robot bez problémov došiel
do cieľa
OK




robot bez problémov došiel
do cieľa
OK




robot pri kolízii s kockou
vyletel do vzduchu
Fail
robot mal problém prejsť
modrými kockami, ale došiel
do cieľa
OK
16. zaseknutie sa na žltej kocke Fail
robot sa skoro zasekol na




robot došiel do cieľa, ale pri
kolízii vyletela žltá kocka do
vzduchu
OK




robot bez problémov došiel
do cieľa
OK robot sa zasekol o žlté kocky Fail
19.
robot došiel do cieľa, ale pri
kolízii vyletela žltá kocka do
vzduchu
OK
robot bez problémov došiel
do cieľa
OK
20. robot sa zasekol o žltú kocku Fail
robot bez problémov došiel
do cieľa
OK
Tabuľka 7.1: Tabuľka výsledkov vykonaného experimentu
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Experiment bol vykonaný 20krát pre obidve prostredia. V prostredí Gazebo sa podarilo
dosiahnuť cieľa v 50% prípadov, v prostredí MSRDS sa experiment vydaril v 55% prípadov.
Roboti sa najčastejšie blokovali na žltých kockách, kedy sa robot dostal predom nad kocku.
Z počiatku boli experimenty neúspešné, ale po zistení častých problémov sa s robotom po-
darilo dosiahnuť cieľa častejšie. V nástroji Gazebo bola spozorovaná naviac anomália, kedy
pri kolíziách robota s kockami vyletel robot prudko do vzduchu. Anomália bola spozorovaná
aj pri ďalších dvoch pokusoch, kedy jedna žltá kocka pri náraze vyletela prudko do vzduchu.
Na nasledujúcich obrázkoch 7.15 a 7.16 sú zobrazené časté zlyhania v nástroji Gazebo a
v prostredí MSRDS.
(a) Pokus č. 4 (b) Pokus č. 6
(c) Pokus č. 7 (d) Pokus č. 9
Obrázok 7.15: Neúspechy v nástroji Gazebo
(a) Pokus č. 2 (b) Pokus č. 4
(c) Pokus č. 6 (d) Pokus č. 8
Obrázok 7.16: Neúspechy v nástroji Microsoft Robotics Developer Studio
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Po prevedení experimentu sa dá povedať, že nástroj MSRDS s fyzikálnym enginom
PhysX aproximuje kolízie kvalitnejšie, nárazy a posuvy boli hladké, nebolo zaznamenané
žiadne chybné správanie. Prostredie Gazebo ponúka relatívne kvalitné kolízie, ale boli spo-
zorované chyby pri nárazoch, kedy kocka a robot prudko vyleteli do vzduchu. Obrázky





V tejto kapitole chcem popísať skúsenosti, ktoré som získal pri práci s oboma nástrojmi.
Chcem sa zamerať na obtiažnosť inštalácie a konfigurácie daných nástrojov, prípravy simu-
lačných scén a ich následná konfigurácia, spúšťanie a práca so simulátorom. V poslednej
kapitole som navrhol vylepšenia pre dané nástroje.
8.1 Inštalácia a konfigurácia prostredia
Pre prostredie ROS/Gazebo vo verzii ROS-Electric bola nutná inštalácia linuxového ope-
račného systému Ubuntu 11.10. Inštalácia nástroja prebehla jednoducho pomocou deb-
balíčkov, ktoré sú priamo pripravené pre danú verziu operačného systému. Po inštalácii je
nutné iba vytvoriť lokálne prostredie, v ktorom sa bude pracovať. Pre nástroj Gazebo bolo
nutné tiež stiahnuť príslušné balíky a následne bolo možné spustiť simulátor Gazebo.
Microsoft Robotics Developer Studio podporuje iba jedinú platformu Windows. MSRDS
inštalácia vyžaduje naviac stiahnutie a inštaláciu dodatočných nástrojov. Ide konkrétne
o programovacie prostredie Visual Studio, bez ktorého sa nedá programovať robotické apli-
kácie. Naviac je nutná inštalácia Microsoft Silverlight 4.0 SDK a Kinect for Windows SDK
V1. Po inštalácii nie je nutná žiadna ďalšia konfigurácia, je možné spustiť predpripravené
simulačné scény.
8.2 Navigácia a spúšťanie simulácie
Navigácia a orientácia v prostredí ROS je možná len cez linuxový terminál. Nakoľko je pre
spustenie simulácie nutné spustenie viacerých uzlov, ROS má možnosť spúšťať programy
pomocou konfiguračných launch súborov. Pomocou nich sa dá spustiť viacero uzlov súčasne.
Ukážka konfiguračného súboru, ktorý spúšťa samotný simulátor Gazebo s prázdnym svetom
je nasledovná:
<launch>
<node name="gazebo" pkg="gazebo" args="-u $(find simulation_experiments)/
worlds/box.world" output="screen" respawn="false" />
</launch>
Konfiguračný súbor 8.1: Launch súbor spúšťajúci simulátor Gazebo
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V nástroji MSRDS sa simulácia spúšta cez program DSS Manifest Editor, ktorý spúšta
a edituje konfiguračné súbory DSS služieb. V danom programe sa dá štýlom drag–and–
drop vložiť služby, nastaviť ich počiatočný stav a v prípade simulácie nastaviť priradenie
jednotlivých simulačných entít k daným službám, ktoré ovládajú daný motor alebo senzor.
8.3 Konfigurácia simulácie
V prostredí Gazebo sa konfiguruje simulácia v XML konfiguračnom súbore. Súbor obsahuje
nastavenia simulátoru: nastavenia renderingu ODE, nastavenia grafického užívateľského roz-
hrania, nastavenie fyzikálného enginu a XML popis objektov s simulácii. Pre Gazebo verzie
0.10.0, ktoré bolo použité na vypracovanie experimentov sa simulácia nastavuje v gazebo
formáte. Tento formát je už čiastočne neaktuálny, nakoľko nebolo možné dohladať jeho
kompletnú špecifikáciu. Po preskúmaní ukážok, ktoré boli priložené k nástroji Gazebo bolo
zistené ako sa dané parametre simulácie nastavujú. Ukázka konfiguračného súboru pre pro-




<xyz>0 0 0</xyz> <!-- Súradnice kde má byť umiestený objekt -->
<body:plane>
<geom:plane>
<size>0.1 0.1 0.1</size> <!-- Rozmery kvádru -->





Konfiguračný súbor 8.2: Súbor, ktorý definuje kocku pre nástroj Gazebo
Prostredie MSRDS konfiguruje simuláciu tiež pomocou XML súboru, ktorý ale obsahuje
kompletne serializované objekty zo simulačného prostredia. Daný súbor je preto generovaný
automaticky a nie je prispôsobený na manuálnu úpravu, nakoľko jednoduchá simulačná
scéna je obsiahnutá na niekoľko tisíc riadkov súboru. Preto pre vytvorenie objektov pre
simuláciu je poviné vytvoriť DSS projekt v programe Visual Studio. Ukázka zdrojového
súboru, ktorý vkladá so simulácie kocku je následovná:




new Pose(), // Relatívna póza
new Vector3(0.1f, 0.1f, 0.1f))), // Rozmery kocky
new Vector3(0, 0, 0)); // Súradnice objektu
Zdrojový súbor 8.3: C# kód, ktorý definuje kocku v simulácii
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8.4 Praktické skúsenosti
Všetka práca s nástrojmi ROS/Gazebo spočívala v editácii konfiguračných súborov a šp-
úšťanie launch súborov, ktoré sa spúšťajú priamo v terminály. Pre simuláciu a ovládanie
robota je nutné mať spustených viacero ROS uzlov súčasne. Z toho dôvodu je nutné mať
v jednom terminály spustený simulátor Gazebo a druhom terminály spustený uzol na manu-
álne ovládanie robota. Práca bola trocha chaotická, nakoľko som sa musel vedieť orientovať
súčasne v jednotlivých termináloch a samotnom simulátore.
Práca v nástroji MSRDS bola prehľadnejšia, nakoľko simulácia sa programovala v C#
jazyku v prostredí Visual Studio. Po preložení programu bolo nutné program spustiť pomo-
cou DSS Manifest Editoru. Tento postup sa musel opakovať vždy, keď sa menila simulačná
scéna.
8.5 Možnosti vylepšenia simulácie alebo simulátoru
Ako jeden z hlavných nedostatkov simulácie je absencia šumu pri senzoroch. Ako jedno
z možných vylepšení je práve pridanie modelov šumu, ktoré sa dajú nastaviť pre dané
senzory. Toto lepšie pripravuje algoritmy testované v simulácii pre reálne dáta. Ako možné
modely by sa dali použiť normálne, Gaussovo a exponenciálne rozdelenie.
Druhý návrh vylepšenia simulácie spočíva v pridaní dynamicky sa pohybujúcich ľudí,
čo je aspekt, ktorý sa tiež v oboch simulačných nástrojoch nevyskytuje. Túto vlastnosť
aktuálne umožňuje prostredie V-Rep, ktoré dovoľuje pohyb človeka v simulácii dynamicky
meniť.
Ďalší návrh spočíva vo vylepšení prostredia tak, aby bolo možné jednoducho vložiť
predpripravené statické objekty (napríklad: stôl, stoličky, steny. . . ). Prostredia disponujú
možnosťou editácie a vymazanie objektov zo simulačnej scény. Nástroj Gazebo umožňuje
pridávanie nových objektov do bežiacej scény pomocou terminálových príkazov. V prostredí




Táto práca mala za cieľ zmapovať simulačné nástroje, ktoré sa dnes používajú. V práci bolo
prezentovaných 5 najznámejších nástrojov v robotike. Ku každému nástroju boli krátko
zhrnuté jeho prednosti a špeciálne vlastnosti, ktoré vybočujú z radov ostatných nástrojov.
Nástroj s najlepšou vizuálnou a fyzikálnou stránkou bolo prostredie USARSim, ktoré ale ako
zápor malo nedostatočnú dokumentáciu, čo sťažuje prácu s nástrojom. Ďalší nástroj, ktorý
zaujal bolo prostredie V-Rep, ktoré disponovalo zaujímavými vlastnosťami ako dynamický
pohyb ľudí, silná rozšíriteľnosť prostredia, dva fyzikálne enginy, z ktorých sa dá vybrať.
Z pomedzi zmapovaných nástrojov bolo vybrané prostredie Gazebo a MSRDS, pre ktoré
ďalej boli navrhnuté experimenty so zameraním na porovnanie fyzikálnych vlastností simu-
látoru. Bol testovaný pád kociek, pružnosť, trenie a kolízie robota s objektmi. Po vykonaní
všetkých experimentov sa dá povedať, že fyzikálny engine PhysX disponuje presnejšou a
kvalitnejšou aproximáciou fyziky v prostredí. V jednotlivých experimentoch dokázal podať
najvierohodnejšie výsledky oproti fyzikálnemu enginu ODE.
Na záver práce boli ešte zdokumentované praktické skúsenosti pri práce s obidvoma
nástrojmi. Bolo popísané, ako prebiehalo vytvorenie simulačných scén, ako sa pracovalo so
simulátorom a vlastnosti grafického užívateľského rozhrania simulátoru. Bolo navrhnutých
niekoľko vylepšení pre simuláciu a simulátor, ktoré by skvalitnili prácu v danom nástroji.
Práca, nakoľko nie je svojím rozsahom obsiahla, neobsahuje všetko, čo sa dá v daných
nástrojoch testovať. Pre budúce rozšírenie práce by bolo možné vypracovať viacero expe-
rimentov so zameraním na porovnanie grafickej stránky simulácie, kvalitu simulovaných
senzorov oproti reálnym senzorom, implementácia jednoduchého algoritmu pre ovládanie
robota. Práca sa dá ďalej rozšíriť zmapovaním ďalších menej známych nástrojov, vykonať




CCR Concurrency and Coordination Runtime
DSS Decentralized software services
IMU Inertial measurement unit
LRF Laser rangefinder
MSRDS Microsoft Robotics Developer Studio
ODE Open Dynamics Engine
OGRE Object-Oriented Graphics Rendering Engine
RFID Radio-frequency identification
ROS Robot Operating System
VPL Visual Programming Language
VSE Visual Simulation Environment
V-Rep Virtual Robot Experimentation Platform
UDK Unreal Developers Kit
USARSim Unified System for Automation and Robot Simulation
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