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Resum
Aquest projecte tracta sobre la introducció del robot Staubli RX60b dins de ROS-Industrial i
posteriorment l'inserció en MoveIt i Gazebo d'aquest robot en una cel·la de treball.
Per comprovar que les diferents eines funcionen correctament, al ﬁnal del projecte s'ha realitzat
una demostració amb la cel·la de treball.
La primera part del projecte, tracta sobre l'estudi de les especiﬁcacions mínimes i desitjables
que cal complir per tal que el controlador del Staubli es pugui considerar que forma part de
ROS-Industrial. En la implementació s'ha intentat que aquest obeís el màxim d'especiﬁcacions
possibles i per acabar s'han realitzat les corresponents veriﬁcacions.
En la segona part del projecte, s'ha desenvolupat el model de la cel·la industrial i el programari
per tal d'introduir-la dins de MoveIt i de Gazebo. Amb aquest objectiu, es vol facilitar la pla-
niﬁcació dels diferents robots que formen part d'aquesta i la realització de diferents simulacions
a través del Gazebo. Per tal de facilitar la planiﬁcació, simulació i execució de la cel·la, s'ha
creat un node de ROS per tal de poder controlar els diferents robots que la conformen amb
més facilitat. Per tal d'evitar col·lisions amb l'escena de treball, s'insereix aquesta en el MoveIt
a través d'un altre node, així aquestes restriccions seran utilitzades en les planiﬁcacions.
Per últim, s'han demostrat els avantatges que proporciona ROS-Industrial a partir d'una de-
mostració on s'ha utilitzat el planiﬁcador de trajectòries MoveIt i el simulador Gazebo. El
procés realitzat ha constat de dues parts, la primera consisteix en la cerca d'un cargol i una
femella a través d'una càmera, gràcies a la biblioteca d'OpenCV; i la segona part, la realització
dels moviments necessaris per collar-los.
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Capítol 1
Prefaci
1.1 Origen del projecte
Fa molts anys que s'utilitzen robots en l'industria però durant aquests últims la robòtica ha
anat prenent més protagonisme. Això és degut a les grans evolucions que s'han produït en
aquest camp i també a la forma com han evolucionat els processos de fabricació cap a la fabri-
cació ﬂexible. Es preveu que en els pròxims anys la revolució digital, que ens afecta a la vida
quotidiana, comenci a entra en el sector industrial.
Aquesta revolució impulsarà l'industria i farà que estigui totalment connectada entre si i con-
juntament amb els treballadors, els quals treballaran mà amb mà amb els robots, provocant un
canvi en el teixit productiu tal i com el coneixem avui en dia.
La fàbrica del futur serà automatitzada i robotitzada, el qual permetrà tindre una alta ﬂexibi-
litat, sent capaç de re-conﬁgurar les màquines i les plantes provocant una millora en l'eﬁciència
i productivitat d'aquestes. També seran intel·ligents amb sistemes que les permetran ser sensi-
bles a les variacions del entorn, això farà que els robots o màquines puguin treballar juntament
amb el personal de la factoria i fent un ús racional dels diferents recursos. Per últim, la fàbrica
del futur estarà connectada amb tot l'entorn com els clients, col·laboradors, treballadors...
L'origen del projecte rau en la voluntat d'adaptar els robots industrials actuals a aquesta forma
d'interactuar que hi haurà en el futur entre els robots, la fàbrica i tot el seu entorn, per part
del Institut de Robòtica i Informàtica Industrial del consell de la Universitat Politècnica de
Catalunya (IRI, CSIC-UPC).
La implementació es realitzarà a partir d'un braç robot Staubli RX60b i de ROS-Industrial.
Aquest últim és un projecte de codi obert que amplia les avantatjoses capacitats de ROS (Ro-
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bot Operating System) cap aplicacions industrials. ROS és un sistema meta operatiu obert
per robots que proporciona tots els serveis que es poden esperar d'un sistema operatiu incloent
una abstracció de maquinari, el control de dispositius de baix nivell, la implementació de la
funcionalitat d'ús comú, el intercanvi de missatges entre processos i un gestor de paquets.
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Capítol 2
Introducció
2.1 Objectius del projecte
En aquest projecte es realitzarà un estudi de les especiﬁcacions de ROS-Industrial i es crearà
el controlador pel robot Staubli Rx 60 B. Es deﬁnirà el model d'una cel·la industrial, amb
dos braços robótics, i el programari necessari per tal de poder planiﬁcar diferents trajectòri-
es i posteriorment poder-les simular en MoveIt i Gazebo respectivament. Es demostrarà els
avantatges de tindre la cel·la implementada en ROS-Industrial i poder usar el planiﬁcador de
trajectòries MoveIt i el simulador Gazebo a partir d'un procés industrial, on es cercaran els
objectes ha manipular a través d'una càmera i se'ls hi realitzarà un procés.
2.2 Abast del projecte
A l'hora de realitzar el controlador s'intentarà complir el màxim possible les especiﬁcacions que
imposa ROS-Industrial i especialment les capacitats essencials. Així es podrà tindre una bona
compatibilitat entre diferents plataformes, proporcionant en els diferents usuaris una interfície
tant de control com de feedback comuna per tots els robots de ROS-Industrial i al programador
li serà molt més pràctic.
La demostració tindrà la ﬁnalitat de simular una part d'un procés de fabricació ﬂexible, aquesta
es realitzarà a partir de dos robots STAUBLI RX60b i una càmera. La primera part consistirà
en detectar un cargol i una femella per tal de posteriorment poder-los subjectar amb les pinces
dels robots. A partir d'aquí es cargolarà el cargol amb la femella, i aleshores es deixarà la peça
resultant per tal que pugui continuar el procés. La part de visualització per computador es
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realitzarà a partir de la llibreria de OpenCV, la planiﬁcació dels moviments s'obtindrà a partir
dels diferents planiﬁcadors de moviments, que ens proporciona el MoveIt, i també es simularà
a partir del Gazebo. Per tal de transmetre la informació entre els diferents dispositius com són
la càmera els dos braços, les seves corresponents pinces i els diferents programes, s'utilitzarà
ROS-Industrial.
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Capítol 3
Plataforma d'experimentació
La plataforma d'experimentació estarà formada per dos parts clarament diferenciades com són
el Hardware i el Software, que a continuació seran explicades.
3.1 Hardware
La part de hardware té varies capes que serviran per poder intercanviar informació entre el
programa principal, els actuadors i els sensors. En aquesta part es descriuen els diferents
dispositius del hardware, i uns diagrames on es veuen com estan interconnectats amb el software.
3.1.1 Braç robot
El primer mòdul que hi ha és el braç robot, que juntament amb la pinça i el robot XY seran
els actuadors.
El braç que s'utilitzarà es caracteritza per formar part de l'àrea de robots manipuladors i ar-
ticulats. Aquests són uns dels més útils en l'àmbit industrial ja que són capaços de realitzar
diferents operacions d'assemblatges, soldadura, mecanitzat, pintura, entre d'altres. A causa
de la facilitat de realitzar diferents tipus de trajectòries i a la seva gran accessibilitat i manio-
brabilitat. El braç robot STAUBLI RX60b [22] es caracteritza per estar format per diferents
membres enllaçats entre si a través d'articulacions, amb les quals genera els moviments a partir
de servomotors sense escombretes i acoblats a resòlver1 per tal de poder conﬁrmar les seves po-
sicions. El braç també està compost pels frens, els mecanismes de transmissió dels moviments,
el col·lector de cables, els circuits neumàtics i elèctrics que poden ser utilitzats pels dispositius
1El resòlver, és un sensor de posició
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inserits en el braç.
Els diferents membres que composen el robot són, el peu (A), l'espatlla (B), el braç (C), el
colze (D), avantbraç (E) i el puny (E), com es poden veure en la ﬁgura 3.1.
Figura 3.1: Parts del Staubli RX60B, reproduït de [22]
Eix 1 2 3 4 5 6
Amplitud [ o ] 320 255 269 540 230 540
Distribució de l'amplitud [ o ] ±160 ±127.5 ±134.5 ±270 +120.5 -109.5 ±270
Velocitat nominal [ o/s ] 287 287 310 410 320 700
Resolució angular [ 10-3] 0.724 0.724 0.806 1.177 1.953 2.747
Taula 3.1: Característiques de les articulacions
Les caractrístiques del braç robot són les següents:
• Tipus de conﬁguració cinemàtica: robot articular.
• Nombre de graus de llibertat: 6 graus de llibertat.
• Tipus de articulacions: totes les articulacions son de rotació.
• Característiques de les articulacions: s'observen en la taula 3.1.
• Tipus de motors en les articulacions: electromagnètics.
• Espai de treball: es pot observar en la taula 3.2 i en la ﬁgura 3.2
1. Zona d'accés de l'alliberament dels frens
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2. Zona accessible en conﬁguració de dretes.
Volum de treball
R.M. radi de treball màx. entre eixos 2 i 5 600 mm
R.m. radi de treball mín. entre eixos 2 i 5 233 mm
R.b. radi de treball entre eixos 3 i 5 310 mm
Taula 3.2: Espai de treball
Figura 3.2: Espai de treball, reproduït de [22]
• Ambient de treball: temperatura ambient entre -5oC i 40oC, humitat del 30% al 95% i
sense condensació, i altitud màxima 2000 m.
• Carga suportable: 2.5 Kg a velocitat nominal i 4.5 Kg a velocitat reduïda.
• Pes del braç: 44 kg.
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3.1.2 Armari de control
El següent mòdul és el controlador que s'encarrega de governar de forma directa el braç, a
partir de les indicacions que li arriben a través de la xarxa o que se li donen directament des
del mateix controlador. L'armari de control [22] està format per 4 parts principals (ﬁgura 3.3)
que són els ampliﬁcadors de potència(1), el bloc de potència(2), la targeta USBI(3) i el calcu-
lador(4). I aquests estan interconnectats com s'explica a continuació.
El calculador s'encarrega de guiar el robot a partir de les indicacions rebudes, a través d'am-
pliﬁcadors de potència numèrics del qual n'hi ha un per cada eix del braç. També tenim el
bloc de potència que adaptar les tensions per cada element a partir de la xarxa trifàsica de la
xarxa elèctrica, i en la targeta USBI hi ha les diferents funcions de seguretat elèctrica. Tots
aquests elements estan tancats en un armari, per tal de controlar la temperatura s'utilitza un
intercanviador aire-aire.
Figura 3.3: Armari de control, reproduït de [22]
El controlador també té el MCP o terminal de comandament del robot, ﬁgura 3.4, amb el qual es
pot controlar la potència, els moviments del braç a partir de diferents funcions de programació
i també realitzar la supervisió dels diferents moviments que realitzar.
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Figura 3.4: Terminal de commandament del robot, reproduït de [22]
3.1.3 Pinça
Per tal de subjectar el cargol i la femella s'utilitzarà una pinça, aquesta serà una shunk MEG
50 EC [21] (ﬁgura 3.5).
S'ha seleccionat aquesta pinça perquè utilitza un motor pas a pas que permet controlar amb més
precisió els moviments ha realitzar si es compara amb les de sistemes hidràulics i pneumàtics.
Un altre beneﬁci que ens proporciona, és el moviment lineal que es realitza al tancar i obrir els
dits, i en el nostre cas és avantatjós ja que permet una millor subjecció.
Figura 3.5: Shunk MEG 50 EC, reproduït de [21]
Les característiques principals de la pinça shunk MEG 50 EC es poden veure en la taula 3.3:
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Característiques
Carrera per dit [ mm ] 8
Força de la pinça [ N ] 60 - 120
Pes de la peça de treball [ Kg ] 0.5
Velocitat màxima [ mm/s ] 6.8 - 8.2
Pes [ kg ] 0.71
Màxima longitud del dit [ mm ] 50
Temperatura ambient mínima [ o ] 5
Taula 3.3: Característiques de la pinça
3.1.4 Robot XY
En la cel·la que s'utilitzarà hi ha un robot XY, que forma part de la família de robots cartesians
els quals es caracteritzen en que el seu posicionament en l'espai es realitza a partir d'articula-
cions lineals. Estarà situat a sobre de la cel·la, el qual permetrà moure el seu capçal en tota la
seva superfície en els eixos x i y.
Aquest robot pot ser utilitzat per la subjecció de diferents sensors per tal d'obtindre informació
de la zona de treball, subministrar o subjectar peces per tal que els Staubli hi puguin realitzar
diferents operacions o per subministrar-los eines.
La ﬁnalitat que tindrà en aquests projecte serà la de subjectar i desplaçar per la cel·la la càmera
amb la qual es podran detectar els objectes a manipular.
3.1.5 Càmera
La càmera utilitzada en el projecte ha sigut la PointGrey Flea 2 [18], es caracteritza per ser
una càmera compacta amb una resolució de 1280 per 960 píxels. Una de les característiques
més importants és que utilitza drivers estàndards FireWire_cameraç, que permeten una gran
facilitat per utilitzar-la en ROS.
3.1.6 BeagleBone
Per tal de controlar la pinça amb l'ordinador a través de la xarxa s'utilitza una BeagleBone [1],
que ens proporciona l'avantatge de moure l'actuador a partir de qualsevol ordinador. D'aquesta
manera, aquesta es pot intercomunicar a través de la xarxa i permet controlar-la i rebre els
feedbacks que són necessaris.
La BeagleBone és una targeta de desenvolupament electrònic, que serveix per sistemes mòbils
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que habitualment corren de forma independent i autònoma. Aquests sistemes s'utilitzen per
controlar la temperatura de l'ambient, la seguretat d'una fàbrica...
Sobre ella se li pot fer córrer qualsevol software basat en Linux, com Android i Ubuntu, ja
que el té preinstal·lat i es pot connectar a internet. En el nostra cas s'utilitzarà l'Ubuntu per
poder-hi instal·lar ROS, a partir del qual es comunicarà amb la resta de nodes com s'explica
en l'apartat 3.2.3, a través de la xarxa. Té varies entrades i sortides que permeten controlar
diferents dispositius en temps real, com ara la pinça i el robot XY.
3.1.7 Diagrames de mòduls de la plataforma d'experimentació
A continuació es veurà l'estructura de comunicació que s'utilitza per controlar el braç robot, la
pinça i el robot XY, i rebre l'informació de la càmera.
Diagrama del braç robot
El sistema de comunicació entre el braç robot i el node ROS-Industrial que el controla està for-
mat per 5 capes les quals tres són de software (Node ROS-I, llibreria staubli_robot i SOAP2)
i dues de hardware (Armari de control i braç robot).
La primera és el node de ROS-Industrial encarregat de governar el braç. Aquest intercanviarà
informació amb la llibreria staubli_robot que forma la segona capa a partir de varies funcions
que li proporciona aquesta última. La segona capa es comunica amb el SOAP, que és l'encarregat
de transportar la informació entre l'ordinador i el controlador a través d'ethernet3. Aquestes
tres capes de software s'executen dins del PC. En l'armari de control és on hi ha la interconnexió
entre la part de software i la de hardware. Finalment hi ha la capa del braç robot que rep les
indicacions del controlador. Aquesta estructura es pot observar millor en la ﬁgura 3.6.
Node ROS-I ⇐⇒ llibreria staubli_robot ⇐⇒ SOAP ⇐⇒ Armari de control ⇐⇒
Figura 3.6: Diagrama del braç robot
2Simple Object Access Protocol, és un protocol estàndard que deﬁneix com dos objectes que corren en
diferents processos es poden comunicar a partir de l'intercanvi de dades XML
3Ethernet, estàndard de transmissió de dades per xarxes d'àrees locals
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Diagrama de la pinça i el robot XY
Per la pinça i el robot XY hi ha tres capes de comunicació les quals són els Nodes ROS, les
llibreries meg_50_ec_bbb i robot_xy, i els corresponents dispositius
En la primera capa hi corre el node ROS, dins de la BeagleBone, que a través de la xarxa es co-
municarà amb la resta de nodes i aquest també es comunicarà amb les llibreries meg_50_ec_bbb
de la pinça, i amb la llibreria del robot_xy. Aquestes són les encarregades d'intercanviar les
dades a partir dels diferents pins d'entrada i sortida que proporciona la BeagleBone amb els
dos actuadors. En aquest punt és on es produeix el canvi entre la zona de software i la de
hardware. Aquesta estructura es pot observar en la ﬁgura 3.7.
Node ROS ⇐⇒ llibreria meg_50_ec_bbb ⇐⇒ shunck MEG 50 EC
Node ROS⇐⇒ llibreria robot_xy ⇐⇒Robot XY
Figura 3.7: Diagrama de la pinça i del robot XY
Diagrama de càmera
En el cas de la càmera la comunicació només es realitza en un sentit. Primer de tot, aquesta
recull l'informació del entorn la qual la transmet a la llibreria FireWire_camera que es comunica
amb el node de ROS per proporcionar-li l'informació rebuda de la càmera. Aquesta estructura
es veu en la ﬁgura 3.8.
Càmera=⇒ llibreria FireWire_camera =⇒Node ROS
Figura 3.8: Diagrama de la càmera
3.2 Software
En aquesta secció es tractarà el software dedicat a processar les dades obtingudes del hardware,
anteriorment mencionat, per tal d'obtenir els out-puts per controlar els actuadors.
Actualment, una gran part de la comunitat d'investigadors està utilitzant ROS per aplicacions
de robòtica de serveis. Aquesta tecnologia es pot aplicar a moltes altres àrees, com la robòtica
destinada a l'industria que es el cas que s'utilitzarà en aquest projecte amb ROS-Industrial.
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3.2.1 ROS-Industrial
Com ja s'ha descrit anteriorment, ROS-Industrial [20] està basat en ROS, que es tracta d'un
projecte de codi obert destinat a proporcionar una plataforma per aplicacions en el món de la
robòtica.
ROS-Industrial proporciona grans avantatges:
• Permet aproﬁtar les diferents eines que proporciona ROS, com ara:
 Cinemàtiques inverses personalitzades per a manipuladors.
 Un avançat sistema de percepció d'imatges (2D) i de núvols de punts (3D).
 Un gran conjunt d'eines per al desenvolupament, simulació i visualització.
• Simpliﬁcar la programació de robots en al nivell de tasca.
• Redueix costos de programació a causa que es tractar de codi obert i estandarditza les
interfícies de robots i sensors.
• Aquest també permet realitzar noves aplicacions, com la percepció avançada per a la
identiﬁcació de peces, la planiﬁcació de trajectòries...
Tots aquests beneﬁcis permeten fer evolucionar el món de la robòtica industrial cap a una major
ﬂexibilitat.
3.2.2 Components Principals de ROS
Dins l'ecosistema ROS es poden identiﬁcar tres parts centrals, que s'argumentaran a continu-
ació.
Infraestructura de comunicació
ROS proporciona una interfície de pas de missatge que permet la comunicació entre diferents
processos, s'anomena middleware.
El middleware de ROS proporciona:
• Publicació i subscripció de missatges.
• Enregistrament i reproducció de missatges.
• Petició i resposta de trucades a procediment remot.
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• Sistema de paràmetres distribuïts.
Aquestes capacitats s'explicaran més endavant.
Característiques especíﬁques dels robots en ROS
Proporciona llibreries especíﬁques i eines que permeten una ràpida implementació dels robots
dins de ROS. Algunes de les que oferix són Standard Message Deﬁnitions for Robots Robot,
Geometry Library, Robot Description Language, Preemptable Remote Procedure Calls, Di-
agnostics, Pose Estimation, Localization, Mapping, Navigation...
Eines
Un dels punts forts de ROS és el conjunt d'eines de desenvolupament i unes de les que s'utilit-
zaran són:
• Eines des de la línia de comandes: hi ha més de 45 eines de línies d'ordre com són
llançament de nodes, introspecció de tòpics, serveis, accions...
• RVIZ: permet la visualització tridimensional de molts tipus de dades dels sensors i de
qualsevol robot descrit en URDF4.
• RQT: és un programari de ROS que permet obtenir informació sobre els nodes que hi ha
en funcionament. Unes de les aplicacions que s'utilitzaran són el rqt_plot, que permet
graﬁcar tòpics5 i el rqt_graph amb el qual es veuen les interconnexions entre els nodes.
• MoveIt [10]: és un programari sobre la planiﬁcació de moviments, en el qual es pot tindre
en compte la percepció 3D, la cinemàtica, el control i la navegació. Proporciona una
plataforma per al desenvolupament d'aplicacions de robòtica, avaluació de nous dissenys
de robots i productes de construcció robòtica integrats per aplicacions industrials, de
R+D, etc...
• Gazebo [16]: es tracta d'un simulador que dona la possibilitat de realitzar simulacions
d'algoritmes, dissenys de robots i executar proves dins d'escenaris reals, amb precisió
i eﬁcàcia. Proporciona un robust motor de física, gràﬁcs d'alta qualitat i interfícies
gràﬁques.
4Uniﬁed Robot Description Format, és una forma de descriure les característiques d'un robot per tal de
poder-lo simular
5Tòpic, bus de comunicació per on s'emet informació
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3.2.3 IRI ROS
A continuació, es descriurà l'estructura de comunicació que s'utilitza a l'IRI [8]. Per tal d'utilit-
zar una disposició comuna en tot l'institut s'ha creat una llibreria bassada en ROS, anomenada
iri_core. Seguidament, s'explicarà l'estructura de ROS que s'utilitza en l'IRI.
Node
Un node és un procés que executa un codi i que permet la comunicació amb altres nodes a
partir de varis protocols.
Els nodes es creen a partir d'uns scripts que construeixen un paquet, aquests poden ser de dos
tipus Driver Base o Algorithm Base. En aquests paquets es crea una capa intermitja entre ROS
i el desenvolupador per proporcionar un marc comú en tot l'institut, aquesta estructura es pot
veure en la ﬁgura 3.9 on serà explicada.
• Driver Base s'utilitza per els nodes relacionats amb un dispositiu hardware. Per tal
d'obtenir el Driver Base s'ha d'executar la comanda 1 amb el nom del node.
Comanda 1 Driver Base
create_driver_package.sh -n node_name
• Algorthm Base s'utilitza pels nodes relacionats amb la implementació d'algoritmes.
Per tal d'obtenir l'Algorithm Base s'ha d'executar la comanda 2.
Comanda 2 Algorithm Base
create_simple_algorithm_package.sh -n node_name
En la ﬁgura 3.9 es pot visualitzar l'estructura que té tant el Driver Base com el Algorithm
Base.
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Figura 3.9: Diagrama de les diferents capes que té un node, reproduït de [8]
En la part esquerra de la ﬁgura 3.9, es pot veure la part del codi que formen les llibreries
(gris i vermell). En el cas de tractar-se d'un node Driver Base seria on estaria la llibreria
del dispositiu, i en cas contrari, seria on s'introduirien les llibreries que utilitzaria el node.
La següent capa (lila) que esta dividida per diferents subcapes seria el node ROS. Per
utilitzar una llibreria cal inserir-la en la subcapa code_alg, que és on es crea la classe
per poder-la utilitzar en l'apartat code_alg_node. En aquesta última subcapa és on es
realitza la comunicació entre diferents nodes a partir de diferents protocols ( es veurà
en l'apartat 3.2.3). En el node ROS també hi ha la subcapa code, on es deﬁneixen els
diferents paràmetres que es voldrien variar a partir del dynamic reconﬁgure6.
Node Thread
El Node Thread proporciona, tan en el Driver Base com en el Algorthm Base, un thread7 per
implementar el comportament d'aquest node amb el qual es pot seleccionar l'instant en el qual
es necessita publicar les dades.
6El dynamic reconﬁgure, proporciona una interfície on variar diferents paràmetres d'un node a partir d'una
reconﬁguració externa.
7Un thread o ﬁl d'execució, és una unitat de processament que permet realitzar diferents tasques a la vegada.
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Classe bàsica Node Handles
Els dos tipus de nodes tenen dos formes de ros::NodeHandle. Una amb ﬁns privats i una altra
de públics. El públic s'utilitza per crear ports de comunicació de ROS mentre que l'altre es fa
servir per paràmetres interns del node.
Protocols de comunicació ROS
Els protocols de comunicació són una de les característiques més importants de ROS. Aquests
proporcionen un conjunt de protocols de comunicació per l'intercanvi d'informació entre dife-
rents nodes. A continuació, es veuran les tres formes diferents de comunicació.
• Publisher-Subscriber: el node que té deﬁnit un publisher utilitza un tòpic de ROS per
anar publicant cada cert període un missatge 8 deﬁnit per un ﬁtxer MSG. Els subscriber
interessats en aquest missatge s'han de connectar al tòpic.
Figura 3.10: Publisher-Subscriber, reproduït de [8]
A l'hora de deﬁnir un Publisher o un Subscriber s'ha d'executar la comanda 3 on s'han
d'indicar varis paràmetres, si es vol un Publisher o Subscriber, el node o paquet on es
vol introduir, el tòpic on es vol emetre o escoltar, el tipus de missatge i la longitud del
buﬀer9.
Comanda 3 Publisher-Subscriber
add_publisher_subscriber.sh -o [publisher,subscriber] -p ros_pkg -t topic_name
-m message.msg -b buffer
• Server-Client: en aquest cas hi ha un node que ofereix un servei. Els clients interessats
en aquest servei s'hauran de connectar a aquest, li realitzaran una sol·licitud al servidor
8El missatge, és una simple estructura de dades
9El buﬀer, és un espai de memòria on s'emmagatzemen dades per evitar que el programa o recurs que el
necessiti es quedi sense dades durant una transferència.
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i s'hauran d'esperar ﬁns que aquest acabi la tasca. El ﬁtxer SRV deﬁneix la sol·licitud i
la resposta, el qual els dos són missatges.
Figura 3.11: Server-Client, reproduït de [8]
Per obtenir un Server o un Client s'ha d'executar la comanda 4 on s'han d'indicar varis
paràmetres, si es vol un Server o Client, el node o paquet on es vol introduir, el nom del
servei, el paquet que conté el servei i la longitud del buﬀer.
Comanda 4 Server-Client
add_server_client.sh -o [server,client] -p ros_pkg -s service_name -m
message.srv
• Action Server-Client: aquest protocol de comunicació és semblant al Server-Client. La
gran diferència està en que el client no es queda bloquejat mentre el server està realitzant
la tasca, és a dir, el client pot realitzar altres feines.
Una altre diferència amb el Server-Client, és que el Action utilitza ﬁtxers ACTION, on
es deﬁneix el goal, el feedback i el result (ﬁgura 3.12). El Goal és el missatge que s'envia
en el server per iniciar el procés amb els paràmetres necessaris. El feedback és utilitzat
pel server per enviar informació sobre el procés en el client. El result és l'informació
que retorna el server al acabar el procés. A més el client pot cancel·la la sol·licitud en
qualsevol moment, amb el tòpic cancel, i també és informat sobre l'estat de cada goal en
el sistema amb el status.
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Figura 3.12: ActionServer-Client, reproduït de [4]
Per crear un Action Server o un Action Client s'ha d'executar el script 5 indicant diferents
paràmetres, si es vol un Server o Client, el node o paquet on es vol introduir, el nom del
Action, el paquet que conté el Action i la longitud del buﬀer.
Comanda 5 Action Server-Client
add_action_server_client.sh -o [server,client] -p ros_pkg -a action_name -m
message.action
Arxiu Launch
Els arxius LAUNCH serveixen per poder interconnectar els diferents tòpics tan en el cas dels
Publisher-Subscriber, com en el Server-Client i com en Action Server-Client. Per poder llançar
diferents nodes a la vegada s'utilitzen aquests tipus d'arxius. D'aquesta manera es facilita la
connexió de tots els tòpics i el llançament de diversos nodes.
3.2.4 OpenCV
OpenCV [14] (Open Source Computer Vision Library) és una biblioteca lliure sobre visió arti-
ﬁcial i algoritmes d'aprenentatge autònom. L'objectiu d'aquesta llibreria és proporcionar una
infraestructura comuna per a aplicacions de visió per computador i d'accelerar l'ús de la per-
cepció en els productes comercials. Al ser un producte de llicència BSD10, OpenCV fa que el
codi sigui de fàcil ús i modiﬁcació.
La OpenCV compta amb més de 2.500 algoritmes optimitzats els quals es poden utilitzar per
detectar i reconèixer cares, identiﬁcar objectes, classiﬁcar accions humanes en vídeos, extreure
10la llicència BSD, pertany al grup de llicències de programari lliure.
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models 3D d'objectes, produir núvols de punts 3D a partir de càmeres estèreo, etc.
Aquesta llibreria es pot utilitzar a partir de diferents interfícies com C++, C, Python, Java i
MATLAB; és compatible amb Windows, Linux, Android i Mac OS.
ROS-Industrial i MoveIt per una cel·la amb dos braços Staubli 31
Capítol 4
Especiﬁcacions de ROS-Industrial per
el controlador d'un robot
Per tal de crear el node ROS-Industrial pel robot Staubli RX60b cal tindre en compte les
especiﬁcacions que cal que compleixi. Per aquesta raó s'ha realitzat un estudi de les especiﬁ-
cacions [6].
Una de les característiques importants de ROS-Industrial és que permet la integració del control
de diferents proveïdors de robots dins del marc comú de ROS. Per tal que siguin més compa-
tibles s'han especiﬁcat uns nodes de ROS caracteritzats per una certa interfície de control i
retroalimentació.
4.1 Operacions
Aquesta secció explica com s'espera que el robot es comporti en operacions d'alt nivell, en la
inicialització i la comunicació.
4.1.1 Inicialització
• El node ROS ha d'inicialitzar automàticament totes les connexions del controlador del
robot.
• És preferible tindre algun codi en el robot que s'executi automàticament a l'inicialitzar
el controlador.
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4.1.2 Comunicacions
• En cas de pèrdua de comunicació el robot i el node ROS s'han de comportar de la següent
manera:
 El node ROS haurà de:
∗ Intentar connectar-se automàticament amb el robot amb freqüències de 1 Hz.
∗ Deixar de publicar la majoria de missatges, excepte els missatges d'estat, amb
Connected = false.
 El robot haurà de:
∗ Parar el moviment i apagar la potència.
∗ Reinicialitzar les comunicacions i esperar una nova connexió.
 Si la interfície no pot detectar les pèrdues de comunicació directament pot ser ne-
cessari la implementació d'un missatge heartbeat1 entre ROS i el Robot.
• No hi ha cap mecanisme per indicar si algun tòpic o servei no és suportat.
 Els tòpics no haurien de ser publicats (o subscrits) si no són suportats.
 Si un servei és anunciat per un node es considera que és suportat.
4.2 ROS API
Aquesta secció descriu les interfícies especiﬁques ROS que el robot ens hauria de proporcio-
nar. Aquestes capacitats poden provindre d'un o varis nodes segons com sigui necessari per
l'estructura de comunicacions del robot.
4.2.1 General
Paràmetres:
• Robot_ip_adress (una cadena).
• Robot_description (mapa urdf).
1Heartbeat, és un missatge que s'envia entre les dos parts que es volen comunicar per saber si hi ha comu-
nicació o no.
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4.2.2 Estats retroalimentats
Tòpics publicats:
• Feedback_states (control_msgs/FollowJointTrajectoryFeedback)
 Proporciona la realimentació de la posició actual contra la desitjada.
 ROS utilitza joint_trajectory_action per vigilar els moviments en curs.
∗ El nom de les articulacions, les comandes i l'escala han de coincidir amb les
convencions ROS.
∗ Si la desitjada i l'error no estant disponibles s'haurà de deixar l'array buit.
∗ Si la velocitat i l'acceleració no estant disponibles s'haurà de deixar l'array buit.
El missatge serà de la següent forma:
Header header
string[] joint_names trajectory_msgs/JointTrajectoryPoint desired
trajectory_msgs/JointTrajectoryPoint actual
trajectory_msgs/JointTrajectoryPoint error
• Joint_states (sensor_msgs/JoinStates)
 Proporciona informació de les posicions actuals (velocitat i acceleració).
 El robot_state_publisher l'utilitza per transmetre les transformacions.
∗ El nom, les comandes i l'escala han de coincidir amb les convencions ROS.
∗ Si el la velocitat i l'esforç no estant disponibles s'haurà de deixar l'array buit.
El missatge serà de la següent forma:
Header header
string[] name
float64[] position
float64[] velocity
float64[] effort
• Robot_status (industrial_msgs/Robot_Status)
 Proporciona els estats actuals dels paràmetres crítics del robot.
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 Utilitzat per vigilar i reaccionar en diferents condicions de fallades.
∗ Es prefereix la utilització de missatges explícits per una millor facilitat d'ús pel
codi del client.
∗ El valor d'estat s'haurà de ﬁxar a -1 sinó està disponible.
El missatge serà de la següent forma:
Header header
industrial_msgs/RobotMode mode
industrial_msgs/TriState e_stopped
industrial_msgs/TriState drives_powered
industrial_msgs/TriState motion_possible
industrial_msgs/TriState in_motion
industrial_msgs/TriState in_error
int32 error_code
4.2.3 Control del moviment
El node implementa mètodes per controlar els moviments del robot.
Hi ha moltes formes de control que es poden aplicar, i algunes pot ser que no siguin compatibles
entre si. El robot pot proporcionar aquests mètodes amb un node màster o a partir de nodes
amb una sola funció. Correspon a la implementació assegurar-se que l'entrada en conﬂictes dels
diferents controladors de moviments es manega adequadament, en general només un controlador
ha de governar el robot en cada instant. Per sistemes complexos pot ser convenient utilitzar un
governador de moviments per agregar i prioritzar les diferents comandes provinents de diferents
controladors.
Tòpics subscrits
• Joint_command (trajectory_msgs/JointTrajectoryPoint)
 S'executen els moviments dinàmics i es transmeten les comandes quan el robot ja
està realitzant els moviments.
 Utilitzat pel codi del client per controlar la posició del robot en temps real.
∗ L'execució del robot pot utilitzar un buﬀer per suavitzar els moviments entre
punts successius.
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∗ El tòpic Publisher és l'encarregat d'anar alimentant amb noves comandes amb
una freqüència que permeti mantenir el moviment del robot (les trajectòries amb
major densitat de punt o que tinguin moviments ràpids, necessiten una major
freqüència de noves comandes).
∗ Aquest node hauria de monitoritzar la transmissió de tòpics per tal d'assegurar-
se que els punts no es reben fora de temps(per exemple utilitzant time_from_start)(les
comandes que arriben tard haurien de ser eliminades).
∗ Si les comandes arriben més ràpides del que el robot les pot processar, el com-
portament pot ser dependent de la implementació:
· Preferiblement es cancel·la el moviment actual i es mou al nou punt, sempre
que el moviment es mantingui suau.
· Una alternativa seria que les noves comandes reemplacessin les comandes
prèvies més recents en la cua del robot.
El missatge serà de la següent forma:
float64[] positions
float64[] velocities
float64[] accelerations
float64[] effort
duration time_from_start
• Join_path_command (trajectory_msgs/JointTrajectory)
 Executa una trajectòria pre calculada sobre el robot.
 Utilitzat pels generadors de trajectòries de ROS per emetre ordres de moviment
(p.ex: joint_trajectory_action).
∗ Sovint tota la trajectòria es descarrega en el robot i desprès s'executa, però
també es podrà fer de les següents maneres:
· Si és necessari, es descarrega tota la trajectòria punt per punt desprès s'e-
xecuta tota a l'hora.
· Una alternativa seria que transmetés els punts de la trajectòria individual a
la interfície .
∗ Si la mida de la trajectòria supera la mida màxima el node envia un senyal
d'error.
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∗ Pot ser necessari cridar un codi abans d'aquest node per realitzar un ﬁltre per
reduir la mida de la ruta.
∗ El robot ha d'intentar inicialitzar el moviment si és possible.
· Això pot requerir habilitar els drivers per tal que executin una tasca de
moviments.
∗ El robot s'ha de parar quan es ﬁnalitza la trajectòria però els drivers han de
quedar activats.
∗ Si es rep una trajectòria mentre s'està realitzant un moviment:
1. Es cancel·la el moviment que s'està realitzant (el moviment del robot es pot
aturar).
2. Comença la trajectòria nova.
3. Tot els punts de la trajectòria s'executen en seqüència utilitzant les velocitats
especiﬁcades.
∗ El time_from _start es pot utilitzar en lloc de la informació de la velocitat per
controlar la trajectòria. S'assumeix que el valor de time_from_start es calcula
a partir d'un moviment continu.
El missatge serà de la següent forma:
Header header
string[] joint_names
JointTrajectoryPoint[] points 2
Serveis
Tots els serveis hauran de retornar un valor perquè el client sàpiga si el servei s'ha realitzat
correctament o ha sigut fallit.
• Stop_motion (industrial_msgs/StopMotion)
 Para el moviment actual del robot.
 Pot reprendre el moviment si se li envia una nova comanda de moviment.
El servei serà de la següent forma:
2Aquest vector està format per missatges com els que s'han vist en Join_command
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Goal:
//és un missatge buit
-
Result:
int8 val
int8 SUCCESS = 1
int8 FAILURE = -1
• Joint_path_command (industrial_msgs/CmdJointTrajectory)
 Té el mateix funcionament que en joint_path_command tòpic.
 La implementació del servei permet preguntar-li si una trajectòria enviada ha estat
rebuda per un node del robot.
El servei serà de la següent forma:
Goal:
Header header
string[] joint_names
JointTrajectoryPoint[] points
-
Result:
int8 val
int8 SUCCESS = 1
int8 FAILURE = -1
4.3 Capacitats essencials
Les següents capacitats són necessàries per el robot per interactua de forma suau amb altres
components ROS.
• Publicar feedback_states (com a mínim els noms i les posicions dels camps).
• Publicar joint_states (com a mínim els noms i les actuals posicions).
• Subscriure JointPathCommand (com a mínim executar les posicions de les articulacions
en seqüència i a una velocitat per defecte).
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4.4 Caracteristiques dels diferents controladors que hi ha en
ROS-Industrial
En les dos ﬁgures següents es poden veure les diferents especiﬁcacions que compleixen els robots
que han estat implementats en ROS-Industrial i el comportament entre el robot i el client [24].
Aquestes taules van destinades als desenvolupadors i integradors de sistemes.
En la ﬁgura 4.1, s'observen els diferents subscibers, publishers i serveis que proporcionen aquests
nodes. En la primera columna es veu el simulador, que en aquest projecte s'utilitzarà el Ga-
zebo, on es veu com no compleix totes les especiﬁcacions. En la segona columna, hi ha el
Industrial Robot Client, que es tracta d'una interﬁcie estandard que proporciona ROS per con-
trolar robots industrials, casi compleix totes les restriccions però amb algun matís. En la resta
de columnes es poden veure els diferents controladors que hi ha, on cap és capaç de tindre
totes les capacitats. Uns dels punts on hi ha més diﬁcultats és en l'obtenció de les velocitats i
acceleracions del robot i en el robot_status.
A més en aquesta taula no hi ha el subscriber joint_command, segurament deu ser perquè cap
controlador l'ha pogut implementar.
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1. Uses command-line argument instead.
2. Hardcoded in source code.
3. Simple Message only supports actual position feedback.
4. Performs ﬁxed-speed motion set on robot controller. Ignores ROS velocities/timestamps.
5. Actual position feedback only.
6. Actual position/velocity feedback only.
7. Only responds with motion state.
8. Assumes stepwise motion, from point-to-point, using time_from_start. Does not interpolate between
trajectory points using velocities or accel.
9. Velocities calculated from time_from_start, assuming continuous motion. Ignores trajectory velocity/accel
values.
10. Provides control_msgs/FollowJointTrajectoryAction directly.
Figura 4.1: Interfície ROS, reproduït de [24]
En la ﬁgura 4.2, es pot veure la taula sobre el comportament entre el robot i el client. En el
cas del simulador moltes condicions no tenen sentit per la seva raó de ser. En el Industrial
Robot Client al tractar-se d'un paquet ROS en el qual falta inserir els drivers del robot, el seu
comportament no es pot especiﬁcar degut que dependrà de les propietats d'aquests. En la resta
de robots es pot veure que en els punts on hi ha més diﬁcultats de complir les restriccions són
els següents. En el cas d'una pèrdua de comunicació entre el client i el robot, en cap robot
s'informa de la falta de comunicació en el missatge d'estat degut que no el publicant, i en la
parada del robot i la desactivació de la potència d'aquest només un és capaç de parar el robot.
Un altre punt on hi ha diﬁcultats és en el cas que la trajectòria no tingui l'ordre correcte o
tingui punts el qual el temps d'execució no sigui positiu.
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1. Required software downloaded "on-the-ﬂy"to robot by UR5 ROS node.
2. Error logged. Trajectory truncated at max-size and executed anyway (not ignored).
3. Trajectory streamed to robot. No overﬂow possible.
4. Simulator is single-threaded. Will block new trajectories (buﬀered in ROS) until previous trajectory is
completed, then execute new trajectories in the order received.
5. Moves through all trajectory points, in the order received.
6. Topic publishers are always created. No topic messages are published if robot doesn't provide required
simple_message broadcast.
7. Streaming trajectory only. Reaction is robot-speciﬁc for robots using downloaded trajectories.
8. Motion is stopped, drives remain powered.
9. Socket time-outs may interfere.
Figura 4.2: Comportament entre el robot i el client, reproduït de [24]
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Capítol 5
Implementació del Controlador
ROS-Industrial
5.1 Implementació de les especiﬁcacions
En aquest apartat s'argumenta com s'ha realitzat el codi [5, 19] per tal que compleixi les
especiﬁcacions vistes amb anterioritat.
5.1.1 Publishers
Feedback_states
La ﬁnalitat d'aquest publisher consisteix en publicar les posicions, les velocitats i les accelera-
cions, en els diferents estats l'actual, el desitjat i l'error entre aquests dos.
Degut que no es podien saber les acceleracions que pateix el robot aquestes no s'han publicat,
així que s'informa sobre la posició i la velocitat.
Per obtenir tota l'informació el primer que es fa és omplir el Header, que informa sobre
l'instant en que el missatge ha estat creat, posteriorment s'omplen els camps sobre la posi-
ció de cada articulació. Un cop arriba una trajectòria o un punt nou (joint_command), es
copia tota l'informació en una variable trajectory_msgs::JointTrajectory (trajectòria) o
trajectory_msgs::JointTrajectoryPoint (punt). Aleshores aquests valors es comparen amb
els reals que s'obtenen del robot i ﬁnalment s'anuncia.
Quan no hi ha en curs cap moviment el que es manifesta en l'estat actual és la posició i velocitat
del robot, i en la desitjada l'última posició sol·licitada i velocitat nul·la. D'aquesta manera si es
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realitza un moviment d'una altra forma que no sigui utilitzant els moviments del ROS-I, aquest
es pot visualitzar a través del tòpic. Tot això es pot observar en la ﬁgura 5.1 .
Figura 5.1: Diagrama de ﬂux del feedback_states
Joint_states
Aquest publisher és similar al anterior però el que realitza és només promulgar els estats actuals
com es veu en la ﬁgura 5.2.
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Figura 5.2: Diagrama de ﬂux del joint_states
Robot_status
Finalment hi ha el robot_status, que ens informa sobre uns quants paràmetres crítics del
robot, tot i no poder satisfer tots els que proposar ROS-Industrial ja que la llibreria del robot
no ens ho permet.
Aquest publisher ens informar sobre si el robot està en moviment o no, si ha succeït algun error
i el tipus d'error que és. En la ﬁgura 5.3 , es pot observar el diagrama de ﬂux.
Figura 5.3: Diagrama de ﬂux del robot_status
En la taula 5.1, es poden veure tots els errors que es té a disposició, l'últim error no ens
el proporciona el robot sinó que s'obté a partir del node. Això és degut, a que el robot no és
capaç de saber si ha perdut la comunicació o no, en l'apartat 5.1.2 es pot observar com s'ha
realitzat.
Tot i que no es pot saber quan hi ha comunicació o no, la llibreria del Staubli deixar de sub-
ministra les posicions i velocitats d'aquest al cap d'una estona es perdes la comunicació.
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Número del error Tipus de error
0 staubli_no_error
1 staubli_login_error
2 staubli_invalid_id
3 staubli_no_feedback
4 staubli_traj_invalid_first_pos
5 staubli_small_step
6 staubli_no_joint_ranges
7 staubli_no_power_change_while_in_motion
8 staubli_power_on_timeout
9 staubli_power_off_timeout
10 staubli_power_change_only_remote
11 staubli_invalid_shoulder_conf
12 staubli_invalid_elbow_conf
13 staubli_invalid_wrist_conf
14 staubli_invalid_blend_values
15 staubli_invalid_feedback_rate
16 staubli_invalid_input_vector_length
17 staubli_traj_in_progress
18 staubli_invalid_cartesian_speed
19 staubli_not_ready
20 staubli_invalid_parameter
21 staubli_parameter_misuse
22 staubli_unexpected_error
23 staubli_joints_out_of_range
24 staubli_invalid_joint_speed
25 staubli_ik_no_solution
26 staubli_ik_solution_out_of_range
27 staubli_ik_solution_out_of_workspace
28 staubli_ik_invalid_conf
29 staubli_ik_invalid_orientation
30 staubli_ik_unsupported_kin
31 staubli_ik_unconstrained_frame
32 staubli_fk_no_solution
33 staubli_connection_lost in a motion or trajectory
Taula 5.1: Errors que retorna el node del Staubli
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5.1.2 Subscribers
Joint_path_command
El que efectua aquest subscriber consisteix en enviar la trajectòria rebuda en el robot. Aquest
només es capaç de seguir les trajectòries a partir del temps des de l'inici que té cada punt
d'aquesta. Abans d'enviar-la es té en compte que aquest no estigui realitzant cap moviment
o trajectòria i si està realitzant-la para el moviment del robot. Posteriorment mira si la tra-
jectòria té algun punt desordenat i si n'hi ha algun és eliminat, això es mira a través del
time_from_start, i tot seguit envia la trajectòria. En la ﬁgura 5.4, hi ha el diagrama de ﬂux.
Figura 5.4: Diagrama de ﬂux del joint_path_command
La llibreria del robot es caracteritza per anar enviant, en el robot, els diferents punts de la
trajectòria en l'instant que aquest l'ha d'executar, d'aquesta manera no hi ha problemes en el
cas que la trajectòria ocupi molta memòria.
En el cas que hi hagi una pèrdua de comunicació mentre s'està realitzant una trajectòria, el que
succeïx és que el robot realitzà l'ultim punt rebut i es quedà parat esperant més punts. Però el
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node continuarà enviant els diferents punts, ja que no sap si el controlador els rep, i quan acaba
tots els punts, l'últim quedar en el buﬀer. Per tant, al recuperar la connexió el robot realitza
el moviment. Això farà que si es recupera la comunicació aquest realitzarà un moviment brusc
que podria ser perillós.
Per aquesta raó, s'ha realitzat un codi en el qual es busca que s'estigui realitzant una trajectòria
on s'hagi superat el segon punt d'aquesta i faci més d'un segon que s'ha iniciat. Ja que pot ser
que el robot encara no s'hagi començat a moure. Com a conseqüència es mira si durant deu
cicles del node la classe Staubli informa que està en la mateixa posició, aleshores se li diu al
robot que es pari. Aquesta senyal de parar-se serà enviada en aquest al instant que es recuperi
la comunicació, però no serà cap perill ja que aquest no farà cap moviment inesperat. A la
ﬁgura 5.5, es pot veure el diagrama de ﬂux.
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Figura 5.5: Diagrama de ﬂux de la pèrdua de comunicació mentre s'està realitzant una trajec-
tòria
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Joint_command
En aquest subscriber es realitza el mateix que l'anterior. Es diferència que cada cop només rep
el punt que té com a objectiu i se li van enviant seguidament els diferents punts de la trajectòria
que es vol realitzar.
El primer que realitza aquest subscriber quan rep una comanda és detectar quan s'inicialitza
una trajectòria nova. Això ho sap a partir de la variable time_from_start que en aquest cas és
nul. Quan s'inicialitza el moviment es para qualsevol acció que s'estigui realitzant en el robot,
posteriorment es guarda en una variable el temps en el qual ha sigut recollit per saber si els
successius punts arriben a temps o no; també que s'està realitzant un moviment enlloc d'una
trajectòria i que s'ha inicialitzat. Aquesta informació serà utilitzada en el feedback_states i
en el cas que es perdi la comunicació mentre s'estigués realitzant un moviment.
Un cop inicialitzat poden succeir tres casos diferents que els punts arribin en un instant al qual
ja tenien d'haver-se ﬁnalitzat, en el temps adequat o que fan tard sense que s'hagi acabat el
seu termini de ﬁnalització.
Si les comandes arriben fora de temps, en el primer cas, aquestes són eliminades.
En els altres dos casos, quan es reben els punts es calcula el temps mínim en el qual el robot
podria anar des del punt actual ﬁns l'objectiu; tenint en compte l'acceleració màxima que pot
arribar el robot i el qual el MoveIt ha tingut present a l'hora de realitzar les trajectòries. Si el
temps mínim és superior al de la comanda és considera que aquesta ha fet tard, i per tant, en
el robot se li enviarà el temps calculat. Si és l'altre cas, s'executa la comanda realitzada pel
MoveIt.
En tots els casos anteriors, es guarda en una variable el punt de la trajectòria seleccionat que
serà enviada al robot. Tal com s'ha dit abans serà utilitzada en el feedback_states i en una
pèrdua de comunicació.
El codi utilitzat quan hi ha una pèrdua de comunicació és igual que el del joint_path_command
però adaptat per aquest cas, tot això s'acabarà de realitzar el moviment ﬁns el punt de la trajec-
tòria, ja que la comanda estarà en el controlador i sense la comunicació no podrà ser cancel·lada.
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Figura 5.6: Diagrama de ﬂux del joint_command
Aquesta funcionalitat no s'ha pogut arribar a posar a disposició de l'usuari, ja que la llibreria
staubli_robot no permet cancel·lar la cua que hi ha de moviments en el controlador, i que
posteriorment realitzi el moviment sense que el robot s'arribi a para. Per aquesta raó, en l'a-
partat de validació experimental no serà validat i en el codi està comentada la comanda que
inicialitza aquest subscriber. S'ha realitzat el codi per si en el futur es pogués obtindre aquesta
funció, en el qual se li indicarien les posicions de cada articulació que es volen aconseguir i els
temps des de l'inici. Llavors només caldria inserir-la i realitzar les corresponents validacions
del joint_command, del codi que detecta quan es perd la comunicació i del stop_motion. Tot
i que en aquest dos últims ja s'ha realitzat la validació, amb la comanda de moviments que
proporcionant els actuals drivers.
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Enable_power
Aquesta funcionalitat no era requerida en les especiﬁcacions del controlador però s'ha creat per
poder controlar la potència dels drivers del robot. Així en el cas d'haver d'activar la potència
d'aquests, no caldrà llançar de nou el node sinó que amb una comanada ja s'activarà.
Per tal de poder-lo controlar s'utilitza un missatge amb un booleà, que és verdader si es vol
activar o fals si es vol desactivar.
El missatge utilitzat és el std_msgs/Bool, que és de la següent forma:
Bool data
5.1.3 Server
Stop_motion
Per tal de poder aturar el robot en qualsevol circumstància, s'ha de tindre en compte si el que
s'està realitzant és una trajectòria o un punt. Degut que el Staubli no permet parar-los de la
mateixa forma, el que s'ha fet ha sigut crear un booleà que indica si el que s'està corrent és
una trajectòria o un punt. Per tal de poder-los diferenciar en l'instant de parar el moviment
del braç robot. A continuació es pot observar el diagram de ﬂux, ﬁgura 5.7 .
Figura 5.7: Diagrama de ﬂux del stop_motion
Joint_path_command
El server Joint_path_command realitza el mateix que el subscriber amb el mateix nom, però
informant si la trajectòria ha estat rebuda satisfactòriament.
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5.1.4 Action Server
Follow_joint_trajectory
Aquest node també té una acció que permet realitzar trajectòries i informar si la rebut satis-
factòriament o no. Igual que passa amb les altres formes de realitzar moviments, aquesta acció
para qualsevol moviment que s'estigui executant en aquell instant.
L'acció utilitzada és la control_msgs::FollowJointTrajectoryAction, a continuació es pot
veure el seu format:
FollowJointTrajectoryActionGoal action_goal
FollowJointTrajectoryActionResult action_result
FollowJointTrajectoryActionFeedback action_feedback
5.2 Validació experimental
En aquest apartat, es mostrarà que els diferents publishers/subscribers, servers i action servers
funcionen adequadament a partir de diversos exemples.
En la següents ﬁgures, es pot veure com estan interconnectats els diferents nodes a partir dels
tòpics descrits anteriorment i amb els quals es realitzaran les validacions experimentals.
En la ﬁgura 5.8, es poden veure tres nodes diferents.
El primer, el node iri_staubli/iri_staubli_controller, és el controlador ROS-Industrial on
es poden veure els diferents tòpics explicats anteriorment. El segon, el node iri_staubli_node_listener,
és el que s'ha utilitzat per realitzar la majoria de les validacions. I el tercer, el node robot_state_publisher,
és l'encarregat de publicar l'estat del robot en tf1 a partir del joint_states i crear un tòpic
per tots els components que el necessitin.
1El tf indica la posició i orientació de les coordenades de cada link, que posteriorment servira per obtenir
posicions relatives entre diferents tfs.
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Figura 5.8: Interconnexió entre els diferents nodes
Per tal de crear els tòpics de les trajectòries s'ha utilitzat el Moveit (move_group) i el node
iri_trajectory_planner_proves. Aquest node serveix per introduir-li la posició a on es vol
anar i posteriorment executar-la a través del MoveIt. En l'apartat 6.6, es pot veurà com s'uti-
litza.
En la ﬁgura 5.9, es pot veure l'estructura dels diferents nodes, on primer es crea la trajectò-
ria amb el move_group i el iri_trajectory_planner_proves, posteriorment s'envia al node
iri_staubli_node_listener, i ﬁnalment el rep el node del robot. Aquestes accions s'han re-
alitzat amb el publisher i amb el servei.
Per l'acció follow_joint_trajectory s'ha realitzat la comprovació directament amb el MoveIt,
ja que aquest realitza les publicacions en aquesta acció.
Figura 5.9: Interconnexió entre els diferents nodes per realitzar trajectòries
5.2.1 Joint_states
En la ﬁgura 5.10, es pot observar que al realitzar un moviment el tòpic joint_states publicar
les posicions respectives de cada articulació.
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Figura 5.10: Publicació de les posicions del robot a través del Joint_states
5.2.2 Feedback_states
En la ﬁgura 5.11, es pot contemplar com evoluciona la posició de l'articulació 0 al realitzar una
trajectòria, i en la ﬁgura 5.13, es poden veure les velocitats.
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Figura 5.11: Posicions del feedback_states al realitzar una trajectòria
5.2.3 Join_path_command subscriber, server i follow_joint_trajectory
Com que el subscriber i el server Join_path_command i el follow_joint_trajectory realitzen
trajectòries, les seves comprovacions seran iguals. Degut que l'únic que canviarà serà la forma
de fer arribar l'informació en el controlador, com s'ha vist anteriorment.
Com es visualitza en la ﬁgura 5.11, el robot executa una trajectòria on s'observa que ten-
deix a endarrerir-se respecte la posició desitjada. Si es miren les velocitats que publica el
feedback_states, ﬁgura 5.13, s'observa que el controlador no és capaç de fer que el robot
segueixi les velocitats desitjades. Això és degut a la forma que els drivers tracten les dades. La
llibreria del Staubli no pot enviar els punts de les trajectòries amb el temps en el robot, sinó
que li envia amb la velocitat. El que fa és calcular la velocitat mitjana sense tindre en compte
la possible acceleració. Tot i que les especiﬁcacions de ROS-Industrial ho permeten, com es pot
veure té conseqüències. Com es pot observar en la ﬁgura 5.11, en els casos que hi ha acceleració
el robot tendeix a endarrerir-se.
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Abans de trobar la causa es van realitzar diferents proves, com per exemple suavitzant les
trajectòries amb acceleracions petites a partir del MoveIt, com es veu en la ﬁgura 5.12.
Figura 5.12: Posicions del feedback_states al realitzar una trajectòria amb una acceleració
màxima de 0.01m/s2
Aquest defecte al realitzar les trajectòries pot ser un problema, ja que si executes moviments
amb diferents robots no seguiran les trajectòries desitjades i pot causar col·lisions. En els
diferents moviments realitzats amb els dos Staubli mai hi ha hagut cap problema, però si
aquest robot es fa servir amb un que segueixi les consignes de velocitat a la perfecció podrien
col·lisionar.
Una possible solució seria fer que el planiﬁcador realitzes les trajectòries donant les velocitats
mitges entre els diferents punts.
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Figura 5.13: Velocitats del feedback_states al realitzar una trajectòria
5.2.4 Stop_motion
En la ﬁgura 5.14, es pot veure que passa quan es realitza una trajectòria des del punt 0 ﬁns al
0.5 rad i se li dona l'ordre de parar-se abans d'arribar a aquesta posició. Succeiria el mateix
quan es tracta d'un sol punt (joint_command), tot i que ara no està en funcionament.
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Figura 5.14: Parada d'una trajectòria
5.2.5 Llançament del node
Quan s'executa el node si el robot està encès es connecta aquest, i en cas contrari et retorna
un error. Si el robot està encès i no ha saltat cap alarma la potència també s'activarà.
5.2.6 Comunicació perduda
Per tal de comprovar si al perdre la comunicació el robot es para, s'ha realitzat una trajectòria
des de la posició 0 ﬁns a 0.5 rad en totes les articulacions. Per simular la pèrdua de comunicació
s'ha desconnectat el robot de la xarxa i s'ha tornat a connectar tot seguit. D'aquesta manera
també es pot veure el temps que tarda a recuperar la connexió.
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En el cas que es perdi la comunicació el node intenta reconnectar-se, tot i que tarda un cert
temps el robot s'espera per una nova connexió. Com s'ha comentat en l'apartat 5.1.2, la classe
Staubli no permet saber si hi ha comunicació entre el robot i l'ordinador.
Com es veu en la ﬁgura 5.15, en l'instant que es perd la comunicació mentre s'està realitzant
una trajectòria el robot executa el moviment ﬁns a l'últim punt rebut. Quan es detecta que
s'ha perdut la comunicació, el node envia la comanda de parar el moviment en el robot i el que
succeeix és que el tros de trajectòria que encara no s'ha enviat és eliminada.
En la ﬁgura 5.15, es pot veure que es deixa de publicar el missatge feedback_states, és en
l'instant que s'utilitza la comanda de parar el robot. Degut que el driver no rep la consigna
que el robot s'ha parat aquest s'espera ﬁns que la rep, i això succeeix quan s'ha restablert la
connexió. Això té el problema que el node queda bloquejat i deixa de publicar els tòpics.
Figura 5.15: Pèrdua de comunicació en una trajectòria
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En la següent ﬁgura, es pot observar el que succeeix si no es para la trajectòria en el cas de
pèrdua de comunicació. Es veu que en l'instant que es recupera la comunicació amb l'ordinador
el robot rep l'últim punt enviat, i aquest el realitza.
Figura 5.16: Recuperació de la comunicació en una trajectòria
5.3 Característiques del controlador
En aquest apartat es realitza una descripció detallada de les diferents especiﬁcacions que com-
pleix el controlador de ROS-Industrial realitzat en els apartats anteriors, i es compara amb els
robots vistos en l'apartat 4.4.
Es pot dir que aquest controlador compleix totes les especiﬁcacions essencials de ROS-Industrial.
De la resta d'especiﬁcacions, no es compleix el subscriber joint_comand que no apareix en la
taula degut que segurament cap robot la pot realitzar. En l'apartat del comportament entre
el robot i el client es podria millorar si el fabricant proporcionés uns drivers que permetessin
adquirir major informació del robot.
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5.3.1 Interfície ROS
En la ﬁgura 5.17, es pot comparar el controlador creat amb els ja existents. Com s'observa, el
paquet realitzat en el projecte és l'únic juntament amb l'industrial Robot Client que compleix
tots els publishers, subscribers i serveis de la taula, amb algunes condicions.
El feedback_states i el joint_command es publica amb la posició i la velocitat. El robot_states,
informa sobre si el robot està en moviment i els errors que li succeeixin. A l'hora de realitzar
les trajectòries el driver calcula la velocitat a partir del time_from_start considerant un mo-
viment continu, com es veu la ﬁgura amb el ABB i l'universal Robot són els únics el qual es
pot controlar la velocitat a través de les trajectòries.
1. Uses command-line argument instead.
2. Hardcoded in source code.
3. Simple Message only supports actual position feedback.
4. Performs ﬁxed-speed motion set on robot controller. Ignores ROS velocities/timestamps.
5. Actual position feedback only.
6. Actual position/velocity feedback only.
7. Only responds with motion state.
8. Assumes stepwise motion, from point-to-point, using time_from_start. Does not interpolate between
trajectory points using velocities or accel.
9. Velocities calculated from time_from_start, assuming continuous motion. Ignores trajectory velocity/accel
values.
10. Provides control_msgs/FollowJointTrajectoryAction directly.
11. Only responds with motions state, error state and error code.
Figura 5.17: Interfície ROS, modiﬁcat de [24]
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5.3.2 Comportament entre el robot i el client
En la ﬁgura 5.18, es pot observar el comportament del Staubli amb el client, i el dels altres
robots.
Es pot considerar que és un dels que millor segueix les especiﬁcacions, ja que compleix totes
les restriccions excepte algunes sobre la pèrdua de la comunicació degut a que no es pot saber
des de la llibreria del robot si aquest està connectat o no. Però s'ha aconseguit saber-ho en el
cas on és més perillós que succeeixi, que és mentre s'esta realitzant un moviment, i es publica
un error indicant la pèrdua de la comunicació.
El problema de tindre el buﬀer del controlador sobrecarregat per culpa d'una trajectòria, s'ha
solucionat fent que el driver vagi enviant en el moment que es necessiten els punts d'aquesta al
controlador.
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1. Required software downloaded "on-the-ﬂy"to robot by UR5 ROS node.
2. Error logged. Trajectory truncated at max-size and executed anyway (not ignored).
3. Trajectory streamed to robot. No overﬂow possible.
4. Simulator is single-threaded. Will block new trajectories (buﬀered in ROS) until previous trajectory is
completed, then execute new trajectories in the order received.
5. Moves through all trajectory points, in the order received.
6. Topic publishers are always created. No topic messages are published if robot doesn't provide required
simple_message broadcast.
7. Streaming trajectory only. Reaction is robot-speciﬁc for robots using downloaded trajectories.
8. Motion is stopped, drivers remain powered.
9. Socket time-outs may interfere.
10. Neither publish robot_status.
11. Comms lost doing a motion it publish an error.
12. Motion stop when the robot ﬁnish the last trajectory point and drivers remain powered
Figura 5.18: Comportament entre el robot i el client, modiﬁcat de [24]
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Capítol 6
Integració de la cel·la en ROS
En aquesta secció es tractaran tots els diferents passos que s'han hagut de realitzar per tal de
poder visualitzar la cel·la dins de MoveIt i simular-la en Gazebo, i la realització del codi per
facilitar la planiﬁcació, simulació i execució de moviments pels futurs usuaris de la cel·la.
6.1 Creació del model URDF
Per tal d'introduir les diferents especiﬁcacions tant en el MoveIt com en el Gazebo, es pot realit-
zar a partir d'arxius URDF1 o XACRO2 [3]. En aquest cas s'han emprat els arxius XACRO, ja
que permeten una major ﬂexibilitat a l'hora d'utilitzar dos robots iguals i també poder aproﬁtar
els mateixos arxius en altres projectes. També permeten reduir la mida dels diferents arxius
beneﬁciant-nos a l'hora de llegir-los i mantenint-los. Tot i que s'haurà de tindre en compte
que els diferents programes no són capaços d'entendre aquest tipus d'arxiu, llavors s'hauran de
convertir a URDF per tal que es puguin fer servir. Per això en els arxius de llançament s'haurà
d'inserir una comanda per realitzar la conversió. D'aquesta manera no s'utilitzarà més espai al
disc dur però l'arxiu de llançament tardarà una mica més en posar-se en marxa.
La cel·la amb la qual es treballarà en aquest projecte està composada de dos robots Staubli,
amb una pinça, un quickstop i l'utillatge per interaccionar amb l'entorn per cada braç i en una
d'elles un sensor de força. També està format per un robot XY que està posicionat per sobre
1 Uniﬁed Robot Description Format (URDF), és un arxiu XML que permet descriure les especiﬁcacions d'un
robot.
2XML Macros(XACRO), consisteix en un llenguatge de macros que permet construir arxius XML curts i de
fàcil lectura, i a partir de macros permet expandir-les a expressions XML més grans.
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d'aquest i que permet incorporar-li una càmera per tal de visualitzar tota la zona de treball
dels dos braços robótics.
6.1.1 Arxius XACRO:
Per tal de realitzar el model s'han utilitzat dos tipus d'arxius XACRO. El primer és el que
permet construir els arxius XML senzills i de fàcil lectura, aquest s'anomenen macros; i el
segon és el que a partir dels macros és capaç de crear tot el model.
El gran beneﬁci que proporcionen els macros és que permeten deﬁnir diferents paràmetres en
l'instant que els crides, per tant, aquests seran utilitzats per deﬁnir les diferents especiﬁcacions.
Aquests també permeten l'ús d'expressions matemàtiques igual que la deﬁnició de constants
(en els URDF també està permès). En un macro es poden deﬁnir diferents paràmetres en els
quals els més importants són els següents:
• Nom del link.
• Massa del link
• Matriu d'inèrcia
• La geometria visualitzable del link: poden indicar la posició i orientació respecte l'arti-
culació i el color d'aquest link.
• La geometria de col·lisió del link: poden indicar la posició i orientació respecte l'articulació
i diferents coeﬁcients de col·lisió per tal de poder simular com aquesta succeiria.
• El tipus d'articulació: el qual incorpora els seus límits tant de posició, esforç i velocitat, i
la posició i orientació respecte el link que el precedeix. Per tal de disminuir el nombre de
càlculs que ha de realitzar l'ordinador en crear la cinemàtica inversa, s'han orientat els tf
de tal manera que l'eix de les Z sigui l'eix en que realitzar el moviment del link.
• El comportament del link amb el simulador Gazebo està deﬁnit en els apartats gazebo i
el transmission, que seran explicats en l'apartat 6.3.
L'altre tipus d'arxiu que s'ha realitzat és el que a partir de diferents macros és capaç d'executar
les crides d'aquests i poder crear el model sencer. Aquest arxiu és el XACRO principal. Abans
d'efectuar la crida dels macros cal incloure la direcció d'on estan aquests ﬁtxers. En aquest
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també s'utilitzen comandes XML per crear els links més bàsic i per poder col·locar els diferents
robots en les seves posicions pertinents.
6.1.2 Model
En aquest projecte s'ha hagut de crear el model d'una cel·la industrial, com s'ha informat an-
teriorment està composta per dos robots Staubli, un robot XY, dos pinces, dos Quick stop (un
per cada braç). Per tal que s'assembli el més possible a la cel·la real també s'hi ha introduït
l'estructura que conformar aquesta com el terra i les diferents bigues que suporten el robot XY,
tal i com es veu en la ﬁgura 6.1.
Figura 6.1: Cel·la amb els diferents tfs creats
El primer que s'ha efectuat per crear el model ha sigut la creació dels mallats de les diferents
parts, perquè el model s'assembli el més possible a la realitat. D'aquesta manera a l'hora de
planiﬁcar i executar els moviments no hi hagin possibles xocs entre els robots. Posteriorment
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s'han elaborat els XACROs de tots els links dels quals està formada la cel·la, excepte dels del
Staubli que ja es tenien, i s'han especiﬁcat tots els atributs anunciats anteriorment.
Creació dels mallats
En l'apèndix B es poden observar els mallats que s'han realitzat [2].
El robot XY està format per tres links que li permeten moure's tant en l'eix de les X com en el
de les Y. D'aquesta manera és capaç de desplaçar-se per sobre de l'àrea de treball dels Staubli.
En el plànol del robot XY no hi forma part la càmera ja que es considerar què és un extra.
En funció del procés que es vulgui realitzar en la cel·la s'introduirà o no la càmera, igual que
també se li poden incerta altres instruments.
Les següents peces que hi ha són el Quick stop i el sensor de força. A causa que un braç robot
portar el sensor de força i l'altre no, provoca que no tinguin el mateix tipus d'unió entre el
Quick stop i el següent link. A conseqüència, el que s'ha hagut d'efectuar per aproﬁtar aquest
mallat pels dos braços, ha sigut realitzar un forat en el disseny del sensor de força per tal que
no entressin en contacte els diferents links. D'aquesta manera se li ha pogut donar la forma
real en els dos casos.
Finalment unes de les peces més importants són les pinces, ja que permeten entrar en contacte
amb els objectes que es volen manipular. Tal com s'observa en l'apèndix B, aquestes pinces
estan formades per dos dits que realitzen un moviment lineal, en el qual se'ls hi acobla l'utillatge
necessari pel procés.
Creació dels XACROs
El XACRO principal indica la interacció entre tots els links, aquestes connexions es poden
veure en l'arbre del apèndix A i en la següent ﬁgura 6.1, on es poden observar els diferents tf
situats en la cel·la creada.
El link inicial, anomenat esautomatix_base_footprint, està situat en la cantonada inferior
de la cel·la perquè d'aquest manera es té un punt ﬁxe que mai varia i permet obtenir mesures
des de qualsevol punt de la cel·la amb una certa facilitat.
Posteriorment, s'han creat els links del robot XY que es veuen en la ﬁgura 6.2. El iri_xy_footprint
és el link a partir del qual s'ha situat el robot XY, que està connectat amb els links xy_base, el
segueix el xy_link_1 que permet el moviment lineal en l'eix de les Y i ﬁnalment el xy_link_2
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que es mou en X. En aquest link s'hi ha situat la càmera (firewire_camera_joint_base) i
el xy_link_tcp, el TCP és en anglès "tool center point"que es refereix a la posició de l'eina
controlada, en la secció 6.2 es podrà veure la seva ﬁnalitat.
Figura 6.2: Tfs del robot XY
Del link esautomatix_base_footprint també en surt el link staubli_base_link que està
situat al mig de la cel·la i del qual en surten els dos braços Staubli. Aquests queden enfrontats
i estant aproximadament a 45 cm d'aquest link, totes les articulacions del braç són de rotació
respecte d'un eix. En l'últim link del braç hi ha ﬁxats el Quick stop, la pinça, i el TCP, i en
el braç de la dreta també hi ha el sensor de força, tal i com es pot veure en el diagram de
l'apèndix A. Aquests links provenen directament del últim link dels Staubli, ja que d'aquesta
manera es facilitar la conﬁguració d'aquests a causa que cada un té una orientació especíﬁca i
els dos braços no són iguals.
Figura 6.3: Tfs del Staubli amb els diferents components
Finalment hi ha les pinces que estan formades per tres cossos, el link base i els dos dits, que
tenen un moviment rectilini i en els quals hi va situat l'utensili. El TCP dels braços robótics
està situat en el centre entre les dos eines i la part més extrema d'aquestes.
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6.2 Conﬁguració del MoveIt per la cel·la
Per crear el MoveIt de la cel·la [12] s'ha realitzat a partir del model d'aquesta i a partir del
programa moveit_setup_assistant.
El primer que s'ha fet ha sigut seleccionar el nostre model i carregar-lo en el programa.
Posteriorment s'ha creat una matriu de possibles col·lisions per planiﬁcar diferents trajectòries,
i el valor de control de col·lisions que ha sigut triat és de 80.000. S'ha seleccionat aquest número
elevat ja que se sap que d'aquesta manera podem estar més segurs que no es provocarà cap
col·lisió entre els diferents links.
El següent pas ha sigut seleccionar el link que està en contacte amb el món, com s'ha dit
anteriorment és el esautomatix_base_footprint, a partir d'una unió ﬁxa.
Figura 6.4: Interfície on es creant els diferents grups del MoveIt
ROS-Industrial i MoveIt per una cel·la amb dos braços Staubli 69
Un dels passos més importants és quan s'han creat els Planning Groups. Aquests grups són els
que permeten realitzar les planiﬁcacions a partir dels diferents links o articulacions que s'hi hagin
incorporat, per tal de trobar la cinemàtica inversa s'ha seleccionat el kdl_kinematics_plugin/
KDLKinematicsPlugin. Els grups que s'han creat són els següents i en la ﬁgura 6.4, es pot
veure com es creant:
• Grup: both_arms
Links:
 left_staubli_link_1
 left_staubli_link_2
 left_staubli_link_3
 left_staubli_link_4
 left_staubli_link_5
 left_staubli_link_6
 left_staubli_link_tcp
 right_staubli_link_1
 right_staubli_link_2
 right_staubli_link_3
 right_staubli_link_4
 right_staubli_link_5
 right_staubli_link_6
 right_staubli_link_tcp
 esautomatix_base_footprint
• Grup: left_arm
Links:
 left_staubli_link_1
 left_staubli_link_2
 left_staubli_link_3
 left_staubli_link_4
 left_staubli_link_5
 left_staubli_link_6
 left_staubli_link_tcp
 esautomatix_base_footprint
• Grup: right_arm
Links:
 right_staubli_link_1
 right_staubli_link_2
 right_staubli_link_3
 right_staubli_link_4
 right_staubli_link_5
 right_staubli_link_6
 right_staubli_link_tcp
 esautomatix_base_footprint
• Grup: left_gripper
Links:
 left_schunk_link_1
 left_schunk_link_2
• Grup: right_gripper
Links:
 right_schunk_link_1
 right_schunk_link_2
• Grup: xy
Links:
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 xy_link_1
 xy_link_2
• Grup: xy_tcp
Links:
 xy_link_tcp
Llavors s'han guardat les diferents posicions que es consideren com a punt inicial. En el cas
dels robots Staubli són quan totes les seves articulacions estan en l'angle 0.0 radians i en el
robot XY és quan les posicions són zero, com es pot veure en la ﬁgura 6.1.
L'últim punt important ha estat etiquetar els "end eﬀector", que serien els TCP, que permeten
moure el grup a partir de donar-li una posició i orientació a aquest, i a través de la interfície
gràﬁca. Per tal d'etiquetar-los cal indicar el nom, el link pare que és on es situarà el "end
eﬀector", i el grup del "end eﬀector". Aquests són els següents:
• Name: eef_left_arm
Parent_link: left_staubli_link_tcp
Group: left_gripper
• Name: eef_right_arm
Parent_link: right_staubli_link_tcp
Group: right_gripper
• Name: eef_xy
Parent_link: xy_link_2
Group: xy_tcp
Finalment, s'afegeixen els links que no estant dins de cap grup per tal que es tinguin en
compte a l'hora de realitzar les diferents planiﬁcacions. En la cel·la són els següents:
• esautomatix_base_footprint
• xy_link_base
• left_staubli_link_base
• left_quick_stop_link
• left_schunk_link_base
• right_staubli_link_base
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• right_quick_stop_link
• right_schunk_link_base
• right_schunk_eﬀort_sensor_link
També s'ha hagut d'especiﬁcar el nom dels diferents controladors de ROS amb els quals s'haurà
de comunicar. Això s'ha deﬁnit en l'arxiu controllers.yaml de la carpeta conﬁg, en el qual s'ha
indicat el nom de cada node, el de l'acció amb el qual s'enviaran les trajectòries i el nom de
les articulacions. A partir dels quals es podrà saber l'estat de cada robot a partir del tòpic
joint_states.
Un altre arxiu en el qual s'han hagut de realitzar modiﬁcacions ha sigut el joint_limits.yaml,
on hi ha deﬁnides totes les restriccions de moviments del robot i en el qual s'han afegit les
acceleracions màximes que poden arribar, ja que no estan deﬁnides en els XACROs.
Posteriorment s'han preparat els diferents arxius de llançament per tal de poder executar el
MoveIt amb mode de demostració i també per poder executar-lo amb el robot real o el Gazebo.
6.3 Conﬁguració del Gazebo per la cel·la
A l'hora de crear el Gazebo [17] s'ha partit, igual que amb el MoveIt, del model creat en el qual
se li van haver d'afegir unes certes especiﬁcacions. Són les següents:
• En totes les articulacions se li han inserit l'informació de com són els motors que les
controlen. Aquestes especiﬁcacions tenen l'etiqueta de transmission on s'indiquen les
característiques del motor, ja que el Gazebo serveix per simular tot el que té a veure
amb el robot. Dins de l'etiqueta transmission un apartat molt important és el de
HardwareInterface. És on s'indica de quina forma es vol que es realitzi el control
d'aquest, és a dir, a través del esforç, velocitat o posició. En el nostre cas s'ha triat el de
posició.
• Per tal que el Gazebo analitzi l'informació anomenada en el punt anterior, en l'inici del
URDF/XACRO se li ha d'escriure un plugin de control.
• En els XACROs de cada link també hi ha una altre etiqueta anomenada gazebo, que
serveix per deﬁnir el cos dins del món de Gazebo com el color, si pot col·lisionar...
• En aquest programa també es poden simular qualsevol tipus de sensor, en el nostre cas
se li ha introduït una càmera tot i que no s'ha utilitzat en la simulació. A la càmera se
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li pot especiﬁcar la resolució, els fotogrames que pot captar per segon, el tòpic per on
publicar, el format de l'imatge, la distorsió, el soroll...
S'ha hagut de crear un ﬁtxer de conﬁguració que serveix per especiﬁcar els PID dels controladors
amb els seus ajustos. Aquests es guarden en un arxiu YAML, i en l'instant que és llançar el
Gazebo es carreguen.
Per tal de situar el robot dins de la simulació s'ha creat un arxiu que informa sobre el terra i
la situació del focus de llum, així en el cas que s'utilitzi la càmera aquesta tingui il·luminació.
Finalment s'han hagut de realitzar dos arxius de llançament, un destinat a llançar l'arxiu de
control i el node robot_state_publisher que serveix per publicar els estats dels robots a través
dels tf; i l'altre destinat a carregar el model URDF, el món i el llançador anterior.
6.4 Utilització del MoveIt, Gazebo i dels robots reals
En aquesta secció s'explicarà com s'ha d'utilitzar el MoveIt [11] per obtindre trajectòries tenint
en compte els diferents objectes que hi ha en la zona de treball, i posteriorment com realitzar
simulacions en MoveIt i Gazebo, i com executar els diferents moviments en els robots reals.
6.4.1 Inserció d'objectes en el MoveIt
Per tal de poder planiﬁcar les trajectòries tenint en compte els diferents objectes que hi ha per
l'escena cal inserir-los primer dins del MoveIt. Per inserir-los hi ha varies formes de realitzar-ho
en funció dels subscribers utilitzats, els quals depenen de les propietats que es vol que tinguin
al ser inserits en la cel·la.
La inserció d'objectes en el MoveIt es pot dividir en dos branques principals, la primera en el
qual es deﬁneixen els objectes que són inserits, que és la que s'ha utilitzat en aquest projecte. La
segona és la inserció d'un mapa de representació d'ocupació de l'escena a través de l'informació
obtinguda dels sensors, es realitzar a partir dels dos últims tòpics que es veuen en la ﬁgura 6.5.
La forma d'inserir els objectes que s'ha utilitzat es caracteritza en que tots els tòpics utilitzen
el mateix missatge per deﬁnir l'objecte en qüestió.
El missatge que s'utilitza és el moveit_msg/CollisionObject.msg3, en el qual se li deﬁneix:
• El nom del objecte
3http://docs.ros.org/hydro/api/moveit_msgs/html/msg/CollisionObject.html
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• L'operació ha realitzar: els quals són afegir, eliminar, moure o annexar objectes.
• La geometria: es deﬁneix la posició i orientació, i es pot seleccionar entre tres maneres
diferents:
 Mallat: on s'informa sobre aquest.
 Pla: el qual es deﬁneix l'equació que regeix aquest.
 Geometries predeterminades: aquesta forma és la que s'ha utilitzat i s'especiﬁquen
els objectes a partir del missatge shape_msgs/SolidPrimitive4. En el qual es pot
triar entre quatre tipus de geometries una caixa, una esferes, un cilindre o un con; i
en un altre paràmetre s'informa sobre les seves mesures.
En el cas d'eliminar o moure l'objecte no cal deﬁnir la geometria.
A l'hora de publicar aquesta informació es pot enviar a diferents tòpics en funció de la ﬁnalitat
que se li vulgui donar als objectes i les seves característiques. Depenen del tòpic s'utilitza un
missatge o un altre per tal d'especiﬁcar certs paràmetres. En la ﬁgura 6.5 es poden veure els
diferents tòpics disponibles, on a continuació s'explicaran:
Figura 6.5: Esquema dels tòpics que afecten a la planiﬁcació
4http://docs.ros.org/indigo/api/shape_msgs/html/msg/SolidPrimitive.html
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• /attached_collision_objects5: serveix per ﬁxar objectes en qualsevol link, el qual cal
deﬁnir, i s'utilitza per exemple, quan un robot ha agafat un objecte. Aquests objectes
s'introduiran dins dels models dels grup del MoveIt que s'hagin adjuntat, per tal de
tindre'ls en compte en les planiﬁcacions.
• /planning_scene6: aquests són especíﬁcs per la publicació d'escenes molt deﬁnides i es
tindran en compte a l'hora de realitzar qualsevol moviment que es produeixi dins de la
cel·la.
• /planning_scene_world7 i /collision_object: tenen la ﬁnalitat d'inserir objectes poc
deﬁnits i que hagin estat detectats pels sensors.
6.4.2 Planiﬁcació
Un cop ja s'han introduït tots els objectes que hi ha en la zona de treball ja es pot començar
a planiﬁcar les trajectòries.
A l'hora de planiﬁcar les trajectòries, cal tindre en compte que només es podran utilitzar els
grups que estiguin deﬁnits en el MoveIt. Per tal d'utilitzar aquests grups cal fer ús de la classe
move_grup_interface::MoveGroup, on primer de tot s'especiﬁca la següent informació:
• Inicialització: es deﬁneix el nom del grup del MoveIt amb el qual es volen planiﬁcar
trajectòries.
• Comanda setPlanningTime: es ﬁxa el temps màxim que el planiﬁcador estarà buscant
una trajectòria. Si no es troba durant aquest temps retorna un error.
• Comanda setPlannerId: es selecciona el planiﬁcador a utilitzar. En funció del tipus de
moviment que es vulgui realitzar serà més convenient utilitzar un planiﬁcador o un altre,
a continuació s'explicaran els millors planiﬁcadors [7]:
 KPIECE: és el planiﬁcador que s'utilitza per defecte. Primer de tot, discretitza
la zona de treball en diferents blocs viables, posteriorment distribueix una serie de
nodes per aquestes zones i ﬁnalment expandeix un arbre des del node inicial. Aquest
planiﬁcador en general funciona bé.
5http://docs.ros.org/hydro/api/moveit_msgs/html/msg/AttachedCollisionObject.html
6http://docs.ros.org/hydro/api/moveit_msgs/html/msg/PlanningScene.html
7http://docs.ros.org/hydro/api/moveit_msgs/html/msg/PlanningSceneWorld.html
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 EST: aquest expandeix un arbre des del node inicial veriﬁcant la viabilitat d'aquest
en cada expansió. La diferencia amb l'anterior, és que el KPIECE realitza la veriﬁ-
cació quan a trobat tot l'arbre. És útil en escenes on hi ha estrets camins per arribar
a la posició de destí.
 SBL: és un planiﬁcador molt semblant a l'anterior, la diferència recau en que aquest
realitza dos arbres un començant des del node inicial i l'altre des del node objectiu.
Per aquesta raó s'obtenen dos trajectòries.
 RRT: es tracta d'un planiﬁcador que va totalment a l'atzar. S'utilitza en els casos
que és difícil trobar la solució o quan només hi ha una solució.
Llavors es deﬁneixen els continguts especíﬁcs de cada trajectòria. Això depèn del format amb
el qual es vol inserir les posicions i les restriccions que es volen imposar a la trajectòria. A
continuació es veuran diferents formes:
• Planiﬁcació a partir d'una posició cartesiana amb la seva orientació: primer cal deﬁnir
la posició objectiu amb la comanda setPosetarget, on cal introduir-li dos variables, la
primera és la posició amb l'orientació en forma de quaternions8, i la segona el nom del
link que es vol moure. En cas que el grup tingui dos posicions, s'haurà de realitzar per
cada link. Per exemple si es volgués planiﬁcar moviments amb els dos braços a l'hora. Per
realitzar la planiﬁcació cal utilitzar la comanda plan, el qual se li ha de donar una vari-
able del tipus move_group_interface::MoveGroup::Plan on és guardada la trajectòria,
aquesta funció retorna un valor fals en cas que no s'hagi obtingut la trajectòria i verdader
si s'ha obtingut. En aquest tipus de moviments s'utilitza el planiﬁcador KPIECE, ja que
en les situacions que es pot trobar no hi haurà camins estrets.
• Planiﬁcació a partir de les posicions objectius amb angles: en aquesta funció cal in-
serir un vector amb els angles els quals es té com objectiu a través de la comanda
setJointvalueTarget. Finalment, cal cridar la comanda plan. En aquest tipus de
moviments també s'ha seleccionat el planiﬁcadors KPIECE.
• Planiﬁcació d'una trajectòria rectilínia a partir de la comanda computeCartesianPath:
proporciona un trajectòria formada en línies rectes i on l'orientació del link és constant,
per defecte és seleccionat el end_effector deﬁnit en el MoveIt. Al realitzar la planiﬁ-
cació se li han d'introduir 3 paràmetres i una variable moveit_msgs::RobotTrajectory,
8El quaternió, és una forma d'orientar un objectar en un espai tridimensional
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on es guarda la trajectòria. El primer paràmetre és el waypoints, un vector del tipus
geometry_msgs/Pose, informa de totes les posicions per on es vol que passi amb la carac-
terística que han de tindre la mateixa orientació del punt inicial. La segona especiﬁcació,
anomenada eef_step, serveix per indicar la distància entre els diferents punts de la tra-
jectòria. Finalment es deﬁneix el jump_threshold, que informa sobre quan es pot canviar
el pas entre punts de la trajectòria.
Un cop planiﬁcada, aquesta retorna un número real que pot prendre els següents valors:
 -1: vol dir que s'ha produït un error.
 Entre 0 i 1: indica quin percentatge de la trajectòria deﬁnida per els waypoints ha
sigut planiﬁcada.
 +1: si la planiﬁcació ha sigut satisfactòria.
En aquest cas s'ha triat el planiﬁcador EST, ja que el camí pel qual pot transitar és estret.
• Planiﬁcació a partir de la ﬁxació de restriccions en la trajectòria: aquestes limitacions es
ﬁxen a partir de la comanda setPathConstraints donant-li com a especiﬁcació el mis-
satge moveit.msg/Constraints.msg9. Amb aquesta funció es poden donar restriccions
sobre les articulacions, la posició, l'orientació del end eﬀector. L'últim tipus de restric-
cions són les de visibilitat, que s'utilitza per quan es vol veure un cert punt del espai a
través d'algun sensor. En aquesta restricció cal deﬁnir-li un con, amb origen en el sensor,
que deﬁneix el volum que es vol que sigui visible. Un cop deﬁnides les restriccions cal
utilitzar la comanda plan per obtenir la planiﬁcació.
Aquesta forma de planiﬁcar les trajectòries no s'ha acabat utilitzat, per la quantitat de
temps que es necessitava per calcular-la. En totes les planiﬁcacions realitzades ha cal-
gut deﬁnir el temps màxim amb un valor superior a dos minuts per tal que aquesta fos
obtinguda.
En la ﬁgura 6.6, es pot observar una planiﬁcació, on s'ha inserit un objecte i els dos braços
robot es desplacen des de la posició de repòs ﬁns a sota d'aquest sense col·lisionar entre ells ni
l'objecte.
9http://docs.ros.org/hydro/api/moveit_msgs/html/msg/Constraints.html
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Figura 6.6: Planiﬁcació d'un moviment amb el Moveit
6.4.3 Visualització, simulació i execució
Un cop s'han planiﬁcat els moviments es pot realitzar una visualització, simulació o execució
en el robot real.
S'ha realitzat la visualització i la simulació, a causa que per utilitzar el Gazebo és necessari
tindre a l'abast un ordinador amb bones capacitats, en canvi amb el MoveIt no cal. En els
següents punts s'expliquen la visualització, la simulacions i l'execució:
• Si es realitza la visualització amb el MoveIt: com s'ha dit anteriorment, no és necessari
tindre un ordinador potent. Però en canvi, la simulació no serà del tot real ja que el robot
quan realitzi la trajectòria no tindrà en compte la velocitat d'aquesta, ni efectes físics.
Per tal de desenvolupar aquesta visualització cal utilitzar el missatge RobotState10 per
cada grup. Cada cop que es fa un moviment s'obté la posició ﬁnal a partir de la trajectòria
i aquesta es ﬁxar com a posició d'origen un cop ja ha acabat la visualització.
• Amb el Gazebo: realitzar les simulacions és més simple ja que només cal utilitzar la
comanda execute, i la trajectòria ja es du a terme amb la velocitat indicada.
• Per la execució: s'han utilitzat diferents formes per comunicar-nos amb els controladors.
El robot XY a partir de la comanda execute que ens proporciona el MoveIt, les pinces a
10urlhttp://docs.ros.org/hydro/api/moveit_msgs/html/msg/RobotState.html
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través de les accions que proporciona el seu controlador i els Staubli a partir del publisher
Joint_path_command. En l'apartat 6.6.3 es veurà més detalladament.
6.5 Node d'inserció de la barreres lluminoses
Per tal de crear les barreres lluminoses que delimiten la cel·la per les parets s'ha creat un
paquet anomenat iri_staubli_scene. En aquest s'utilitza el tòpic /planning_scene_world
per publicar els diferents objectes que representen les barreres lluminoses i se les ha anome-
nat staubli_wall. Aquest node realitza la publicació quan rep el missatge a partir del tópic
esautomatix_wall.
S'han introduït quatre objectes formats per caixes en el qual un dels paràmetres del dimensio-
nament s'ha introduït nul per tal que creí una superfície.
Per tindre la escena sempre que s'utilitzi el robot es pot publicar aquesta cada cop, és la forma
utilitzada, o guardar-la en el MoveIt i carregar-la quan sigui necessari.
Per tal de guardar l'escena de la cel·la dins del MoveIt s'han de seguir els passos que hi ha en
el següent link 11, que seran explicats a continuació.
Primer et crees una base de dades d'escenes i posteriorment decideixes on vols que es guardi.
Seguidament insereixes els objectes amb els quals vols crear l'escena dins del MoveIt. Llavors
en aquest programa selecciones el boto connect i esperes que es connecti. Un cop connectat vas
a la pestanya Stored scenes i cliques el boto save scene, llavors ja la tens guardada. Posteri-
orment quan la vulguis carrega només et tindràs de connectar en el port i seleccionar l'escena
que vulguis.
6.6 Node de planiﬁcació i execució de moviments
El node de planiﬁcació i execució de moviments s'anomena iri_twin_staubli_plan_execute_trajectory.
Aquest es dedica a realitzar les planiﬁcacions a partir del tipus de moviment seleccionat i dels
diferents obstacles que hi ha inserits en el MoveIt. Posteriorment són simulats en el mateix
MoveIt o en el Gazebo, o bé, executats en el robot real.
Quan aquest és llançat, envia un missatge en el node iri_staubli_scene perquè publiqui les
parets que delimiten la cel·la. Posteriorment és governat a partir d'una acció, que permet si-
mular o executar moviments dels diferents robots que hi ha en la cel·la.
11http://moveit.ros.org/wiki/Benchmarking
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6.6.1 Acció
Per tal que altres nodes puguin utilitzar aquest node s'ha creat una action server, amb el qual
s'ha creat una acció especiﬁca. S'ha triat l'acció ja que les diferents funcions que pot realitzar
poden durar força temps, d'aquesta manera es podrà aproﬁtar aquest temps per executar altres
processos. Les operacions es veuran en el pròxim punt i l'acció és la següent:
# Define the goal
string plan_type string plan_type #plan_cart, plan_joints, plan_l_cart, plan_l_joints,
plan_r_cart, plan_r_joints, plan_l_straight_cart, plan_r_straight_cart, move_xy,
open_l_gripper, open_r_gripper, close_l_gripper, move_l_gripper, close_r_gripper,
move_r_gripper, both_traj_read, left_traj_read, right_traj_read.
int8 type_execut #MoveIt(0), Gazebo(1), Realrobot(2)
bool question
float64 velocity #between 0 to 1
string file_name
float64[] joints_l
float64[] joints_r
geometry_msgs/Pose pose_l
geometry_msgs/Pose pose_r
-
# Define the result
bool planned
bool executed
-
# Define a feedback message
En l'acció anterior es veu, en primer lloc, el plan_type que permet seleccionar el tipus de
moviment que es vol realitzar, on aquests permet moure tots els grups disponibles. La segona
variable, l'enter type_execut, deﬁneix el tipus d'execució que es vol realitza podent triar entre
el MoveIt(0), Gazebo(1) i moure el robot real(2). En el booleà question, s'indica si es vol rebre
una pregunta a l'hora de executar el moviment o no. La variable velocity permet seleccionar
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el tant per 1 de la velocitat de la trajectòria planiﬁcada per el MoveIt, només en el cas dels
Staubli, i en el file_name el nom de la trajectòria a llegir. Posteriorment, hi ha el joints_l
(left) i el joints_r (right) on es deﬁnixen les articulacions que es volen com objectiu, i en
pose_l i Pose pose_r les posicions i orientacions.
Aquesta acció retorna dos variables on s'indica si s'ha pogut planiﬁcar, i en cas aﬁrmatiu si
l'execució ha sigut completada amb èxit.
6.6.2 Funcionalitats del node
Tal com s'ha vist anteriorment, aquest node permet realitzar diferents accions en funció dels
diferents paràmetres que se li introdueixin. A continuació es veuran com s'utilitzen els diferents
tipus de moviments.
• Plan_cart, plan_l_cart, plan_r_cart, plan_l_straight, plan_r_straight: per des-
criure les posicions objectiu s'utilitzen les variables pose_l i en la pose_r quan es volen
moure les dues, si només es vol moure un braç es deﬁneix la variable corresponent.
• Plan_joints, plan_l_joints i plan_r_joints: s'escriuen les noves posicions de les
articulacions en les variables joints_l i joints_r, i si només es vol moure un braç es
deﬁneix la seva variable corresponent.
• Move_xy: en aquest cas la posició de destí es deﬁneix en referència a la cel·la, cal escriure-
la en la variable joints_l ja que la planiﬁcació es realitza a partir de les articulacions
d'aquest robot.
• Open_l_gripper, close_l_gripper, open_r_gripper i close_r_gripper: no cal om-
plir cap altre camp.
• Move_l_gripper, move_r_gripper: la posició desitjada és indicada en joints_l per la
pinça esquerra i en joints_r per la pinça dreta.
• Both_traj_read, left_traj_read, right_traj_read: cal indicar en el string file_name
el camí de l'arxiu on s'ha guardat la trajectòria.
6.6.3 Codi
En la ﬁgura 6.7, es pot veure l'estructura general del codi generat per aquest node,amb les
diverses operacions que pot realitzar.
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Figura 6.7: Estructura del node que planiﬁca i simula o executa les trajectòries
El codi que acompanya cada tipus d'operació és molt semblant en tots els casos, exceptuant
quan es llegeixen trajectòries guardades. A continuació es veuran els dos tipus d'estructures
segons si són planiﬁcades o llegides.
• En les planiﬁcades: com es veu en la ﬁgura 6.8. Primer de tot s'introdueixen les dades
de la trajectòria per després realitzar la planiﬁcació, que en cas que no sigui satisfactòria
s'acaba el servei. Per altra banda, es pregunta si es vol realitzar-la o no, si aquest mode
no està activat es realitza directament. Finalment es fa la visualització amb el MoveIt, la
simulació amb el Gazebo o s'executa en la realitat. Si la planiﬁcació o l'execució no ha
sigut satisfactòria es podrà veure en el resultat de l'acció.
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Figura 6.8: Estructura de l'operació
• En el cas de les operacions de lectura de trajectòries: primer s'obté la trajectòria a partir
del arxiu de text, on prèviament ha sigut guardada. Posteriorment es pot executar amb el
Gazebo a partir de la comanda execute o amb al robot. Aquesta operació no s'ha adaptat
per el MoveIt ja que no es visualitzaria la trajectòria.
A l'hora de realitzar les execucions amb el robot real no és igual en tots els casos, tot seguit es
veurà com es realitza.
• Braços robotitzats: s'utilitzen diferents comandes segons es vulgui executar un sol braç
ROS-Industrial i MoveIt per una cel·la amb dos braços Staubli 83
o els dos a l'hora. En el cas que només s'executi un sol braç s'utilitza la comanda
execute_sigle_trajectory on s'introdueix la trajectòria i el braç, i per moure els dos
braços la comanda és execute_trajectory on es dóna la trajectòria.
En la ﬁgura 6.9 es pot veure l'estructura seguida.
Figura 6.9: Estructura de l'execució d'una trajectòria amb els Staubli
Com s'observa en el diagrama, el primer que es realitza és la preparació dels missatges on
s'envien i s'espera el temps que dura la trajectòria. Llavors es va mirant si algun robot
retorna algun error o ha parat en una posició no desitjada, i si han acabat el moviment
en la posició desitjada. Si apareix un error o si no ha ﬁnalitzat en el lloc correcte, s'indica
que la trajectòria no ha estat ben executada.
En el cas de realitzar el moviment amb els dos braços a l'hora, es preparant i s'envien les
comandes pels dos robots en el mateix instant.
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• Quan es realitzar l'execució del robot XY: aquesta és executada directament des de la
comanda execute que ens ofereix el MoveIt, en el qual utilitza una acció per enviar-li la
trajectòria.
• En les pinces també s'utilitzen accions: però abans d'utilitzar-la cal calibrar-la a partir
d'un servei que proporciona el node del controlador, tant la sol·licitud com el resultat
d'aquest són missatges buits. S'envia una acció pels casos d'obrir i tancar, i una altre per
quan es vol anar a una posició especiﬁcada.
 Obrir i tancar: l'acció utilitzada és la iri_common_drivers_msg::gripper_force.action
12, on s'indica amb un booleà si es vol tancar (verdader) o si es vol obrir (fals), la
velocitat i la força que es vol realitzar.
 Posició: En aquest cas s'utilitza una altre acció anomenada
iri_common_drivers_msg::gripper_pos.action 13, en el qual se li indica la posició
on es vol que es situí la pinça, la velocitat i la força.
6.7 Node per utilitzar l'acció de planiﬁcació i execució
Per tal de veriﬁcar el node de planiﬁcació i execució de moviments, s'ha creat un node anomenat
esautomatix_motions que permet l'ús de les diferents funcionalitats del action server. Aquest
nou node primer de tot et pregunta quin tipus de moviment vols realitzar i posteriorment
s'insereixen les diferents comandes necessàries. Pot ser útil per guardar diferents trajectòries,
veriﬁcar posicions i també per veure com s'utilitza el node de planiﬁcació i execució.
6.8 Node per guardar una trajectòria
Per tal de guardar les trajectòries s'ha creat un node anomenat esautomatix_write_trajectory.
En la ﬁgura 6.10, s'observa l'estructura que segueix aquest node.
Primer, es seleccionar si es vol gravar una trajectòria pel braç esquerra, el dret, o dels dos a
l'hora. En segon lloc, cal inserir el camí i el nom del ﬁtxer TXT on es vol guardar el recorregut.
Posteriorment en funció del tipus de trajectòria que es vol guardar s'escolten els subscribers
corresponents.
12https://devel.iri.upc.edu/pub/labrobotica/ros/iri-ros-pkg_hydro/metapackages/iri_common_
drivers/iri_common_drivers_msgs/action/gripper_force.action
13https://devel.iri.upc.edu/pub/labrobotica/ros/iri-ros-pkg_hydro/metapackages/iri_common_
drivers/iri_common_drivers_msgs/action/gripper_pos.action
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Figura 6.10: Estructura del node que guarda les trajectòries
Les trajectòries són guardades en els arxius TXT de la següent manera. En la primera ﬁla
s'escriu el nombre de punts que té aquesta i la dimensió que té cada punt; en la segona el
header d'aquesta. En la tercera el nom de totes les articulacions i en les següents línies les
posicions d'aquestes en cada punt de la trajectòria i al ﬁnal de cada línia el temps en que ha
de ﬁnalitzar.
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Capítol 7
Veriﬁcació de la integració en ROS
Per veriﬁcar la integració de la cel·la en ROS s'ha creat una demostració on s'han aproﬁtat els
beneﬁcis que proporciona tindre el la cel·la integrada en ROS-Industrial. Com la planiﬁcació
a través del MoveIt, la simulació amb Gazebo, la facilitat de canvi de base de posicions entre
diferents tfs, la practicitat que representa poder utilitzar el OpenCV i la facilitat de controlar
els actuadors i obtindre informació dels diferents sensors.
En aquesta veriﬁcació es realitza un procés industrial que té una certa complexitat com és
collar un cargol i una femella a partir de dos braços robotitzats. Aquest consisteix en detectar
el cargol i la femella a través d'una càmera, on es simula que els objectes són proporcionats per
una cinta transportadora. Posteriorment a través de les eines que ens proporciona el MoveIt,
s'introdueixen tots els objectes que estan a la cel·la per tal que a aquest realitzi les planiﬁcacions
necessàries per arribar a collar el cargol i la femella.
En la demostració s'han utilitzat 7 nodes diferents, els quatre explicats en el capítol 6, i tres
més especíﬁcs de la demostració. En els quals un va destinat a inserir els objectes manipulats
en el MoveIt, un altre a realitzar la detecció del cargol i la femella, i el node principal que és
l'encarregat de governar a tota la resta de nodes.
Per aquest procés també ha calgut crear l'eina que subjecta els objectes, i per tal d'evitar
possibles col·lisions en la cel·la real, s'han hagut de calibrar els dos robots per tal que realitzin
els mateixos moviments que el planiﬁcador.
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7.1 Creació de l'utensili per subjectar els objectes
Per tal de poder subjectar tant el cargol com la femella, s'han dissenyat uns dits especials per
tal de poder subjectar el cargol i la femella en òptimes condicions. A l'hora de realitzar-los
s'han tingut en compte les següents restriccions:
• La formar que havia de tindre l'eina: per tal de disposar d'una bona subjecció tant del
cargol com de la femella.
• Les dimensions del utensili: per tal de poder subjectar la peça amb la carrera que ens
proporciona la pinça.
• Restriccions de fabricació en impressió 3D: les eines s'han realitzat a partir de la impressió
de plàstic en 3D, aquesta tecnologia d'impressió ens proporciona poder obtindre amb
facilitat el model dissenyat. En el nostre cas s'ha tingut en compte que és necessari collar
l'estri a la pinça a través d'un cargol. Per tant, en aquest utensili se li ha d'incorporar
una rosca, que en aquest cas té una llargària de 1 cm, ja que amb el mètric que s'ha
d'utilitzar no es pot rosca directament en el material.
Figura 7.1: Dit de plàstic
Tinguent en compte les diferents restriccions anomenades anteriorment, s'ha dissenyat l'eina
que es pot veure en la ﬁgura 7.1 i en l'apèndix B.
Les limitacions s'han solucionat de la següent manera. En la primera restricció relacionada amb
la forma i la subjecció, s'han creat dues cares que es tallen amb un angle de 120o, d'aquesta
manera a l'hora d'agafar tan la femella com el cargol aquests queden ben subjectats. A més
en el cas que la subjecció no es realitzi amb un angle exacte fa que els objectes a manipular
tendeixin a posicionar-se bé.
La segona i la tercera restricció es resolent donant-li una formar de ziga zaga, si es mirar de
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perﬁl, tal i com es pot observar en la ﬁgura. S'ha decidit donar-li aquesta forma ja que al haver
d'incorporar-li la rosca fa que es perdi 1 mm dels 8 mm que ens proporciona la pinça. D'aquesta
manera en l'instant que es subjecten els objectes les pinces no col·lisionen entre elles, i quan
estant obertes hi ha prou espai per poder fer l'aproximació als objectes sense col·lisionar amb
ells.
Un cop creats els mallats s'ha deﬁnit en un arxiu XACRO i s'ha unit en els dits de les pinces,
per tal de tindre'ls en compte a l'hora de realitzar les planiﬁcacions i simulacions.
7.2 Node d'inserció dels objectes de la demostració
Aquest node està dedicat a tractar amb els objectes de la demostració i s'anomena
iri_twin_staubli_add_objects, i permet incerta, eliminar i adjuntar els objectes que aparei-
xen dins de l'escena. Aquest node és governat a través del subscriber add_delete_object.
7.2.1 Misstage
Per controlar-lo s'ha creat el missatge que es veu a continuació:
bool left
string name
geometry_msgs/Pose pose
El booleà permet saber si l'objecte s'ha d'inserir en el braç dret o l'esquerra. Amb el string
es selecciona la funció que vols que el node realitzi i amb el geometry_msgs/Pose es deﬁneix la
posició i orientació que vols que tinguin els objectes afegits.
7.2.2 Funcionalitats del node
Des d'aquest node es poden inserir quatre objectes diferents:
• La taula: on estaran situats el cargol i la femella, és afegit en el MoveIt a partir del
tòpic collision_object. Aquesta s'ha realitzat a partir de la geometria de la caixa i
s'ha situat en el centre de la cel·la respecte Y i en X igual a 0.5 m. S'ha col·locat en
aquesta posició ja que d'aquesta manera està a l'abast dels dos robots. El qual facilita
90 Memòria
poder recollir tan el cargol com la femella, deixar-los quan estan units i no interferir en
el procés d'unió dels dos objectes.
• El llum: és situat en el robot XY a partir del tòpic attached_collision_objects. Ser-
veix per evitar la col·lisió dels braços a l'hora d'executar els diferents moviments. Aquest
va col·locat en el link xy_link_tcp.
• El cargol: s'ha realitzat a partir de la geometria del cilindre. Amb aquesta peça es
poden realitzar varies operacions afegir-lo i eliminar-lo del món, que s'efectua a partir
del tòpic collision_object, i també afegir-lo o extreure'l de la pinça, amb el tòpic
attached_collision_objects.
• La femella: també s'ha creat a partir d'un cilindre. Té les mateixes operacions que el
cargol i a més és capaç de ser afegit en la pinça quan la femella està collada amb el cargol.
Els tòpics utilitzats són els mateixos que en el cas del cargol.
7.2.3 Codi
El codi creat té l'estructura que es pot veure en la ﬁgura 7.2. On s'observa que un cop que
aquest node rep un missatge procedeix ha realitzar l'operació seleccionada per aquest, en funció
dels paràmetres que aporta el missatge.
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Figura 7.2: Estructura del node que afegeix els objectes en el MoveIt
7.3 Node per detectar el cargol i la femella
Tal i com s'ha dit amb anterioritat la detecció del objecte s'ha realitzat a partir de la llibreria
OpenCV [15], tot i que també es va provar de fer a partir de la aplicació Object Recognition
Kitchen [23]. Aquest programa serveix per reconèixer objectes prèviament guardats a partir de
diferents tècniques. Finalment no va ser utilitzat ja que no reconeixia bé els diferents objectes.
Per detectar els objectes a manipular també s'ha creat un node anomenat iri_screw_nut_detector,
el qual proporciona un servei per tal de poder-li sol·licitar la posició del cargol i la femella; el
codi de detecció s'ha creat dins d'una llibreria anomenada screw_nut_detector [13].
Abans de poder realitzar el tractat d'imatge primer s'ha hagut d'obtenir-la, per aquest ﬁ s'ha
utilitzat el node iri_firewire_camera que ens publica la imatge de la càmera. Posteriorment,
s'ha passat l'imatge pel node image_proc que extreu la distorsió1, provocada per l'òptica en
l'imatge, perquè sigui el més semblant a la realitat. Finalment, s'ha utilitzat el CvBridge per
1Deformació de l'imatge, respecte l'imatge real
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tal de poder-la visualitzar amb ROS-Industrial, es pot veure l'estructura dels nodes en la ﬁgura
7.3.
Figura 7.3: Connexió entre el Controlador de la càmera, el Image_proc i el node de processat
7.3.1 Servei
El servei que cal utilitzar per cridar el node es pot veure a continuació:
#Define the Goal
-
#Define the result
string[] name
geometry_msgs/Pose[] Pose
Aquest servei no rep cap informació en el goal, en canvi, el result té un vector string que diu
a on estan el cargol o la femella, o els possibles errors. El vector Pose informa de les posicions
i orientacions d'aquests.
7.3.2 Codi
El codi està dividit en dos parts, la primer part, és el node de ROS-Industrial i la segona, la
llibreria on hi ha tot el codi de OpenCV.
Node
Com s'ha vist en la ﬁgura anterior aquest node està subscrit al publisher del image_proc del
qual obté l'imatge. Com que el format d'imatge utilitzat per ROS-Industrial no és el mateix
que el de OpenCV s'ha de realitzar una conversió a partir de la llibreria cv_bridge. Aquest
procés es realitza cada cop que es rep una imatge nova.
En el servei el primer que es fa és comprovar si s'ha rebut alguna imatge, en cas que no s'hagi
rebut es retornar l'error "error no image", escrit en la variable name. En cas contrari, es crida la
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funció de la llibreria creada amb OpenCV i es retorna les dos posicions indicant en la variable
name, la posició del cargol (screw) i de la femella (nut), o si no es trobar el cargol "screw not
found", i la femella "nut not found". En la ﬁgura 7.4 es pot observar l'estructura explicada.
Figura 7.4: Estructura del servei de detecció dels objectes
Llibreria
Com s'ha dit anteriorment, el codi de detecció dels diferents elements s'ha creat dins d'una
llibreria ja que així es pot reutilitzar amb més facilitat, i és més pràctic la comprensió del node.
Figura 7.5: Imatge rebuda del node
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Un cop la llibreria ha sigut cridada aquesta obté l'imatge, que es pot veure en la ﬁgura 7.5, on
s'observa la femella i el cargol. On aquest últim està posat dins d'un forat que té la taula.
El primer que es fa és acabar de preparar l'imatge convertint-la en escala de grisos, i passant-li
un ﬁltre anomenat blur que la suavitza per reduir el possible soroll de la càmera. Posteriorment
es fa una segmentació2, amb threshold, on s'agafen els píxels més foscos en front dels clars i
es binaritza l'imatge. L'imatge resultant es pot observar en la ﬁgura 7.6.
Figura 7.6: Imatge desprès del ﬁltratge i de la segmentació
El següent pas consisteix en realitzar la cerca de dos hexàgons, on un té una circumferència en
el seu interior, que serà la femella. Aquest procés pot ser realitzat ﬁns ha 10 cops ja que hi
ha vegades que no es troben a la primera, si no són localitzats s'escriu en el vector name i per
pantalla.
La cerca es realitza trobant els diferents contorns. S'aproximen aquests a uns altres amb una
longitud de les arestes determinades per tal que s'acostin més a les formes desitjades, i no
s'utilitzen els contorns petits i els que no són convexes.
Posteriorment, es busquen els dos hexàgons i el cercle. Els hexàgons es seleccionen pels seus 6
costats i la seva superfície; en el cas del cercle per la seva àrea i els que no han sigut considerats
hexàgons.
En els dos casos es troba el centre, i en els hexàgons, també és necessari saber l'orientació en
que estan per poder realitzar una bona subjecció. El centre es troba a partir de realitzar la
mitja dels diferents punts tan en X com en Y. L'orientació s'obté trobant l'angle entre una
recta horitzontal i la recta formada entre el centre i cada vèrtex. Finalment, es calcula el residu
2La segmentació, és una operació en el qual es separant diferents regions d'una imatge, la selecció es fa en
funció de la intensitat dels píxels
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de l'angle trobat amb l'angle de 60o, ja que la rotació només pot variar 60o, i per acabar es fa
la mitjà. En la ﬁgura 7.7, es poden veure els objectes trobats, on es poden observar tots els
contorns, el cargol amb una etiqueta d'hexàgon (HEX) i la femella amb una etiqueta d'hexàgon
i una de cercle (CIR).
Figura 7.7: Imatge amb els hexàgons i el cercle trobats
Per últim es mira quin hexàgon coincideix amb el cercle, sinó hi ha cap es torna ha realitzar
la recerca i s'escriuen les posicions i orientacions del cargol i la femella. En la ﬁgura 7.8 es pot
veure l'estructura del codi explicat.
En aquesta llibreria s'ha creat una demostració, el qual ha servit per poder acabar de conﬁgurar
la detecció i guardar les imatges que es poden veure en la memòria. En l'apèndix E, s'explica
com es pot executar.
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Figura 7.8: Estructura de la detecció del cargol i la femella
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7.4 Node principal
Aquest node, iri_twin_staubli_screw, és el que està interconnectat amb la resta de nodes i
és l'encarregat de realitzar la demostració governant els altres.
El primer que realitza aquest és inserir la taula i el llum en el MoveIt per tal d'evitar possibles
col·lisions, situa els dos braços robots en la seva posició original, obre les pinces i envia el robot
XY a la posició on estan situats el cargol i la femella per detectar-los.
El següent pas varia segons si el que s'està realitzant és una visualització, simulació o una execu-
ció amb el robot real. Si es fa amb el robot real es crida el servei del node iri_scew_nut_detector
per obtenir les posicions corresponents, i insereix els dos objectes en el planiﬁcador; en la visu-
alització i en la simulació s'agafen unes posicions guardades.
Un cop es té la posició dels objectes respecte la càmera, cal realitzar la transformació per obte-
nir les posicions respecte el món que en el nostre cas és el link esautomatix_base_footprint.
Per realitzar el canvi de base, el que es fa és obtindre la transformada entre la càmera i el món,
i convertir la posició i orientació dels objectes en forma de matriu. Es multipliquen les matrius
de transformació i la del objecte, es torna a passar al format original i s'obté la posició i l'orien-
tació respecte el món. Aquests són inserits utilitzant el node iri_twin_staubli_add_objects
en el MoveIt
Posteriorment, es preparen les posicions d'agafar el cargol i la femella, i les de deixar-los en
la taula un cop ja han estat collats. En cada cas es tenen dos posicions una que és la de
pre-subjecció o pre-alliberament i l'altre anomenada de subjecció o alliberament. Les primeres
són les posicions prèvies i posteriors a la subjecció o alliberament per tal de poder realitzar
aquestes operacions satisfactòriament.
Un cop es coneixen totes les posicions, el braç esquerre es mou cap a la posició de pre-subjecció
del cargol, i el dret cap a la de pre-subjecció de la femella. Seguidament, a partir d'un movi-
ment rectilini es mou primer el braç esquerra ﬁns la posició de subjecció i es tanca la pinça per
subjectar el cargol, per acabar es torna a la posició de pre-subjecció amb un moviment rectilini
per tal d'extreure el cargol del forat. Llavors, es fa el mateix amb la femella. En el planiﬁcador
es treuen tan el cargol com la femella del món i es situen en el robot.
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Figura 7.9: Instant en que els dos braços estan agafant els objectes
Un cop ja es tenen els objectes subjectats s'envien els dos braços cap a la posició de collar.
Per tal de poder realitzar aquest procés primer ha calgut trobar la millor forma per executar-lo,
de tal forma que els dos robots poguessin realitzar els moviments sense col·lisionar amb cap
objecte i que les diferents posicions estiguessin al seu abast.
Primer de tot s'ha provat de realitzar el procés amb els objectes en vertical però aquest no s'ha
pogut portar a terme perquè els braços no podien estar suﬁcient separats per realitzar la unió.
Posteriorment s'ha realitzat en horitzontal, tal i com es veu en al ﬁgura 7.10, d'aquesta manera
els robots tenen suﬁcient espai per realitzar els moviments necessaris.
Per tal que la unió fos satisfactòria, primer s'ha experimentat de realitzar-la apropant el cargol
i la femella i quan estant en contacte descollar-los ﬁns arribar al mínim angle, i posteriorment
collar-los el màxim possible. Però el que succeeix és que els dos objectes es separen al descollar-
los i llavors no es produeix la unió. Per aquesta raó, abans de realitzar l'aproximació s'han
posat els dos braços en la posició on l'última articulació està situada en l'angle mínim, així al
aproximar i moure els dos braços en sentit horari es produeixi la unió.
Les diferents posicions en que es realitza la unió tenen una orientació especiﬁca, que es ca-
racteritza per està en un pla a 68 cm i paral·lel al que conforma la superfície de la cel·la, i a
45o del eix de les X i el de les Y. Aquesta orientació permet aproﬁtar al màxim l'espai de treball.
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Figura 7.10: Instant en que els dos braços s'apropen per unir el cargol i la femella
En aquest procés, en el cas de la visualització amb el MoveIt es planiﬁquen tots els moviment i
en la resta s'utilitzen moviments guardats. Això és degut que en aquest cas només es visualitza
el moviment quan es realitza la planiﬁcació. El primer que es fa és eliminar els objectes dels dos
braços en el MoveIt, per tal de poder realitzar les planiﬁcacions. Posteriorment, s'aproxima el
braç que subjecta el cargol cap a la femella en línia recta de tal manera, que queden en contacte
i concèntrics. Llavors es mouen les articulacions dels dos braços cap l'angle màxim d'aquesta
forma es desplacen els dos en el sentit de les agulles del rellotge i es realitza el procés de collat.
Finalment, es torna a tancar la pinça que subjecta el cargol, per si a l'hora de la subjecció no
havia quedat ben posicionat, i s'obre la pinça de la femella. Es torna a moure el braç esquerra
en línia recta cap a la posició inicial i en el MoveIt s'insereixen el cargol i la femella en el braç
esquerra.
El següent procés consisteix en moure el braç que té els dos objectes cap a la posició de pre-
alliberament. A través d'un moviment rectilini es baixen el cargol i la femella collats ﬁns la
taula on s'obre la pinça i són col·locats. En el MoveIt es treuen el cargol i la femella del braç i
es situen en el món. Es puja el braç cap a la posició de pre-alliberament.
Per últim, es desplacen els dos braços cap a les posicions inicials.
En el CD es poden veure els vídeos realitzats amb la visualització i la simulació. En la simulació
en Gazebo es pot visualitzar com el MoveIt realitza les planiﬁcacions.
Per l'execució del robot real s'han realitzat dos vídeos on es pot veure que la femella està
col·locada en diferents posicions. En un d'ells es veu com es realitza la planiﬁcació amb el
MoveIt i es pot observar una ampliació en l'instant que es produeix la unió entre el cargol i la
femella.
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En l'apèndix D, s'explica com es poden executar la visualització i la simulació i en el CD hi ha
els vídeos de la visualització, la simulació i l'execució amb el robot real (n'hi ha dos on el que
canvia és la posició de les peces).
7.5 Interconnexió entre els diferents nodes
En l'apèndix C, es poden veure els diferents diagrames d'interconnexió entre els diversos nodes
en els tres modes de realització dels moviments, simulant amb el MoveIt, amb el Gazebo o
realitzant els moviments amb el robot real.
En els tres diagrames es poden veure tots els nodes explicats amb anterioritat que estant en fun-
cionament en la demostració. Aquests són el iri_twin_staubli_screw, el iri_twin_staubli_add_objects,
el iri_twin_staubli_plan_execute_trajectory, el iri_staubli_scene, el robot_state_publisher.
A part dels que s'han explicat durant la memòria també hi ha el move_group, que és l'encarre-
gat de fer anar el MoveIt.
En la visualització amb el MoveIt també i apareix el node joint_state_publisher, que es
dedica ha buscar totes les articulacions mòbils que hi ha en l'arxiu esautomatix.urdf.xacro i les
publica a joint_states.
En el cas de la simulació amb Gazebo, hi ha el node gazebo que simula el robot real, joint_states_relay
publica el joint_states, el vrep que és el que publica els tfs. També hi ha el esautomati/controller_spawner
encarregat de realitzar el control dels diferents robots en el Gazebo i ﬁnalment tenim el
mongo_wrapper_ros_leonor que permet guardar diferents escenes. Llavors, quan s'utilit-
za el robot real també tenim el node robot_state_publisher, que en aquest cas rep els
joint_states dels diferents controladors dels robots que són el xy_controller, el left_staubli_controller
i el right_staubli_controller.
Tal i com s'ha dit amb anterioritat no tots els nodes corren en el mateix ordinador a l'ho-
ra de realitzar la demostració en els robots reals. Degut a que el robot XY i els pinces han de
ser llançats en la BeagleBone a través del PC, per aquesta raó es tenen d'intercomunicar els
diferents computadors [9].
Per poder llançar els nodes des de la BeagleBone i posteriorment fer que els diferents ordinadors
comparteixin el mateix ROS Master3, cal executar en cada terminal on es llanci algun node la
comanda 6.
3El ROS Master, és l'encarregat de proporcionar els noms i els registres de serveis a la resta de nodes que hi
ha en el sistema de ROS
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Comanda 6 MultipleMachine
export ROS_MASTER_URI=http://<nom_del_ordinador>:11311
7.6 Calibració dels Staublis i la càmera
Per tal que els diferents robots de la cel·la vagin al mateix punt que els robots que s'estant
simulant en el MoveIt, el que cal fer és realitzar una calibració.
En el cas del Staubli la calibració s'ha realitzat primer amb els robots sols, és a dir, sense
cap eina incorporada. Així ens assegurem que tant els links left_staubli_link_footpint com el
right_staubli_link_footpint estaràn ben situats. Perquè es considera que els CADs que ens
ha donat el fabricant són perfectes. Posteriorment, s'han calibrat els robots amb totes les eines
així es poden treure els possibles errors que hi hagi pogut haver a l'hora de crear els CADs
d'aquestes.
Per realitzar les calibracions el que s'ha fet ha sigut marcar un punt de referència en la cel·la
(física) que s'ha situat on virtualment hi ha el link staubli_base_link. S'ha portat el robot
real en aquesta posició i a partir de la transformada, que s'obté respecte el footprint i el TCP
del robot, s'ha pogut saber si aquest estava ben situat o no. En la ﬁgura 7.11, es pot veure el
procés de calibrat.
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Figura 7.11: Calibració dels Staubli
En el cas del robot amb les diferents eines s'ha utilitzat el mateix mètode que s'acaba d'explicar,
i a més també s'ha hagut de fer una prova de concentricitat. Aquesta prova s'ha realitzat
marcant la posició de la pinça sobre un full i a continuació rotant-la 180o respecte el sisè eix i
tornant-la ha marcar. Si la posició varia, només cal mesurar-la i inserir-la en el XACRO.
La calibració de la càmera s'ha desenvolupat a partir de la detecció dels objectes. S'ha detectat
el cargol i la femella en el món, i sabent la distancia en X i en Y que hi havia entre els dos
objectes (en la realitat) i els píxels de l'imatge, s'ha pogut determinar la relació entre metres
i píxels. Aquest procés també s'hagués pogut realitzar a través de la distància focal4, les
dimensions del objecte a detectar i el dimensionament del sensor. D'aquesta manera també
s'hagués pogut trobar la relació entre metres i píxels de la càmera.
El següent pas ha sigut situar la càmera en el món, en aquest cas s'ha calibrat a partir dels
braços robótics que s'havien calibrat amb anterioritat. El que s'ha fet ha sigut detectar el
cargol i la femella per enviar els braços en aquelles posicions, i a partir del error que hi havia
s'han anat variant els valors de la posició i orientació de la càmera ﬁns que aquesta ha estat
situada en la posició real.
4La distància focal, és la distància que hi ha entre el sensor de la càmera i la lent òptica
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Capítol 8
Estudi econòmic
En aquest apartat es realitza un estudi econòmic dels diferents costos causats per l'elaboració
del programari i les seves corresponents validacions amb els robots reals. S'ha dividit l'estudi
en dos parts diferenciades, el cost de personal i el cost del material.
8.1 Cost de personal
En el cost de personal es tenen en compte tots els costos deguts a la realització del programari
corresponent al projecte, com són la realització del controlador ROS-Industrial pel Staubli, la
implementació de la cel·la en MoveIt i Gazebo, la corresponent demostració, i la redacció de la
memòria. El honoraris corresponents a un enginyer júnior es considerarà de 15e/hora. En la
següent taula es veuen tots els costos de personal on el cost total és de 13950 e.
Concepte Quantitat Cost(e/u) Cost Total (e)
Driver ROS-Industrial 350 15 5250
MoveIt i Gazebo 300 15 4500
Demostració 200 15 3000
Redacció de la memòria 80 15 1200
Total 930 15 13950
Taula 8.1: Cost de personal
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8.2 Cost del material
En aquest apartat cal tindre en compte tots els costos donats per l'adquisició de nous elements,
llicencies, electricitat, etc.
En l'apartat de nous elements que s'han tingut d'adquirir han sigut el cargol, la femella, els dits
de subjecció de plàstic per les pinces que s'han imprès en el mateix departament, i el material
d'oﬁcina on s'inclouen els fulls utilitzats i l'electricitat consumida. Finalment, les diferents
llicencies de software utilitzades que en el cas d'aquest projecte no ha causat cap despesa,
perquè tot el software utilitzat és software lliure. El sistema operatiu ha sigut l'Ubuntu, tal i
com s'ha dit amb anterioritat ROS-Industrial i la resta d'aplicacions són lliures, i la memòria
s'ha realitzat amb TeXstudio. Tot seguit es troba la taula dels costos del material, el qual el
cost total és de 244e.
Concepte Quantitat Cost(e/u) Cost Total (e)
Cargol 1 2.5 2.5
Femella 1 1.5 1.5
Dits de subjecció 4 10 40
Material d'oﬁcina 1 200 200
Llicències de software 1 0 0
Total 244
Taula 8.2: Cost del material
El resultat econòmic total es pot veure en la següent taula, on el cost total del projecte és de
14494 e.
Concepte Cost (e)
Cost de personal 13950
Cost del material 244
Cost Final 14194
Taula 8.3: Resultats econònics
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Capítol 9
Impacte ambiental
Degut a que aquest projecte està realitzat íntegrament a partir de programari informàtic no
provoca en si mateix un impacte ambiental.
En el desenvolupament del sistema informàtic l'únic possible impacte ambiental pot ser degut
al consum d'energia de l'ordinador, i la dels robots que formen la cel·la a l'hora de realitzar les
corresponents validacions i demostracions.
El codi desenvolupat pot provocar en un futur un menor impacte medi ambiental. Donat
per l'estalvi d'energia a l'hora de programar noves aplicacions amb robots Staubli i la cel·la,
gràcies a que estant implementats en ROS-Industrial, MoveIt i Gazebo. D'aquesta manera en
comptes d'utilitzar els robots reals per fer proves, aquestes es podran simular i les aplicacions
seran desenvolupades amb més rapidesa. Per les facilitats que proporciona tindre els robots
implementats en aquests programaris, a causa de la quantitat d'aplicacions disponibles.
Es pot concloure, que l'únic possible impacte ambiental que pot provocar aquest projecte pot
ser degut al consum d'energia elèctrica, i això dependrà de l'origen d'aquesta.
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Conclusions
Com s'ha descrit durant tot el projecte els objectius que van ser marcats a l'inici han sigut
complerts, ja que s'ha realitzat el controlador de ROS-Industrial de tal forma que complís les
especiﬁcacions, s'ha implementat una cel·la industrial en el MoveIt i en Gazebo, i s'ha mostrat
la seva practicitat a partir de la demostració.
El controlador de ROS-Industrial se li han pogut implementar totes les indicacions essencials
per tal de complir les especiﬁcacions de ROS-Industrial tot i que no s'han pogut implementar
totes les que anunciava, com s'ha vist amb el cas del subscriber joint_command degut a que la
llibreria dels drivers del robot no ho permetia.
En l'apartat d'implementació de la cel·la en el MoveIt i en Gazebo, s'ha pogut veure la facilitat
que proporciona en el control de varis robots alhora dins de la seva zona de treball. Gràcies als
diferents tipus de planiﬁcacions que permet el MoveIt i la facilitat que proporciona el Gazebo
per realitzar les simulacions, i com s'ha pogut corroborar amb la demostració.
Es pot concloure que la plataforma de ROS-Industrial pot provocar una gran evolució en el món
de la robòtica industrial, ja que permet una major ﬂexibilitat d'aquesta en l'hora de realitzar
nous sistemes de producció. Això és degut, a la gran facilitat que proporciona el MoveIt en la
inserció de la zona de treball dels robots per la posterior planiﬁcació de moviments; i el Gazebo
a l'hora de realitzar les simulacions d'aquests i també en el control del robot real. A més la gran
quantitat de desenvolupadors que hi ha en l'àmbit de ROS com són investigadors, permetrà
aproximar en el món de l'industria les últimes evolucions en el camp de la robòtica i oferir en
aquesta una gran varietat d'aplicacions.
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