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Tato práce popisuje principy tvorby statických webových stránek a nejpoužívanější metody 
používané při tvorbě stránek dynamických. Seznámíte se s jazyky HTML, CSS, PHP, 
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This paper describes the principles of the creation of static Web pages and the most common 
methods used in creating dynamic pages. Acquainted with the languages of HTML, CSS, 
PHP, JavaScript and MySQL database. Furthermore, processed basic information on 






Tvorba webových stránek, HTML, CSS, JavaScript, programovací jazyky, PHP, databázový 






Developement of web pages, HTML, CSS, JavaScript, programming languages, PHP, 






FÍLA, L. Vytvoření webového mutimedálního portálu pro výuku PLD. Brno: Vysoké učení 
technické v Brně, Fakulta elektrotechniky a komunikačních technologií, 2009. 50 s. Vedoucí 






Prohlašuji, že svou bakalářskou práci na téma Vytvoření webového mutimedálního 
portálu pro výuku PLD jsem vypracoval samostatně pod vedením vedoucího 
bakalářské práce a s použitím odborné literatury a dalších informačních zdrojů, které 
jsou všechny citovány v práci a uvedeny v seznamu literatury na konci práce. 
Jako autor uvedené bakalářské práce dále prohlašuji, že v souvislosti s vytvořením 
této bakalářské práce jsem neporušil autorská práva třetích osob, zejména jsem 
nezasáhl nedovoleným způsobem do cizích autorských práv osobnostních a jsem si 
plně vědom následků porušení ustanovení § 11 a následujících autorského zákona č. 
121/2000 Sb., včetně možných trestněprávních důsledků vyplývajících z ustanovení 
§ 152 trestního zákona č. 140/1961 Sb. 
V Brně dne 5. června 2009 ............................................ 
 podpis autora 
Poděkování 
Děkuji vedoucímu bakalářské práce Ing. Jaroslavu Rumánkovi za účinnou meto-
dickou, pedagogickou a odbornou pomoc a další cenné rady při zpracování mé 
bakalářské práce. 
V Brně dne 5. června 2009 ............................................ 





1 Úvod................................................................................................................................... 2 
2 Základy tvorby webových stránek.................................................................................. 2 
2.1 Značkovací jazyk HTML ........................................................................................... 2 
2.1.1 Vývoj jazyka HTML ............................................................................................ 2 
2.1.2 Verze jazyka HTML ............................................................................................ 3 
2.1.3 Koncepce jazyka HTML ..................................................................................... 3 
2.1.4 Ukázka zdrojového kódu jednoduché webové stránky ....................................... 5 
2.1.5 Editory HTML .................................................................................................... 6 
2.1.6 XHTML............................................................................................................... 6 
2.2 Kaskádové styly CSS ................................................................................................. 7 
2.2.1 Syntaxe kaskádových stylů ................................................................................. 7 
2.2.2 Ukázky použití kaskádových stylů v HTML ........................................................ 8 
2.3 JavaScript ................................................................................................................... 9 
2.3.1 Syntaxe a objektově orientované programování ................................................ 9 
2.3.2 Způsoby použití skriptů ve stránkách HTML ................................................... 10 
3 Tvorba dynamických webových stránek...................................................................... 11 
3.1 PHP – Programovací jazyk ...................................................................................... 11 
3.1.1 Syntaxe ............................................................................................................. 12 
3.1.2 Předdefinované funkce ..................................................................................... 14 
3.1.3 Objektově orientované programování.............................................................. 16 
3.1.4 Mod_rewrite() .................................................................................................. 17 
3.1.5 Využití PHP v praxi .......................................................................................... 17 
3.1.6 Jazyk ASP ......................................................................................................... 18 
3.2 MySQL..................................................................................................................... 18 
3.2.1 Syntaxe ............................................................................................................. 18 
4 Programovatelné logické obvody .................................................................................. 20 
4.1 Obvody PLD ............................................................................................................ 21 
4.1.1 Struktura obvodů PLD ..................................................................................... 21 
4.1.2 Vývoj obvodů PLD ........................................................................................... 22 
4.2 Obvody FPGA.......................................................................................................... 23 
4.3 Vývoj aplikací obvodů PLD a FPGA....................................................................... 24 
4.4 Programování obvodů PLD a FPGA........................................................................ 25 
4.5 VHDL....................................................................................................................... 26 
4.5.1 Základní informace .......................................................................................... 26 
4.5.2 Syntaxe VHDL .................................................................................................. 27 
4.6 Verilog...................................................................................................................... 28 
5 Tvorba webového portálu.............................................................................................. 28 
5.1 Veřejná část .............................................................................................................. 28 
5.1.1 Vytvoření grafického návrhu ............................................................................ 28 
5.1.2 Zpracování grafického návrhu ......................................................................... 29 
5.1.3 Programovaní veřejné části ............................................................................. 31 
5.1.4 Doplňkové moduly ............................................................................................ 34 
5.2 Redakční část............................................................................................................ 36 
5.2.1 Struktura redakční části ................................................................................... 36 
5.2.2 Přehled funkcí v redakční části ........................................................................ 37 
5.2.3 Nastavení redakčního systému ......................................................................... 40 




Úkolem této bakalářské práce je vytvořit multimediální webový portál, který se bude 
zabývat výukou programovatelných logických obvodů označovaných PLD (Programmable 
Logic Devices) a obvodů FPGA (Field Programmable Gate Arrays). V obou případech se 
jedná o elektronické součástky používané k tvorbě digitálních obvodů. Narozdíl od hradel, 
registrů a jiných jednoduchých digitálních obvodů není funkce těchto zařízení v době výroby 
definována. Aby mohli být obvody PLD a FPGA (dále jen: programovatelné obvody) 
využívány, musí být nejprve naprogramovány pomocí návrhového systému. Problematika 
programovatelných obvodů je podrobněji popsána ve čtvrté kapitole. 
V úvodní části je vysvětlen způsob tvorby webových stránek. Základní pilíř tvoří 
značkovací jazyk HTML (již od roku 1990), který umožňuje definovat strukturu dokumentu  
a s pomocí kaskádových stylů CSS (Cascading Style Sheets) také grafickou úpravu. V té době 
také vznikl první webový prohlížeč pojmenovaný WorldWideWeb.  
Moderní webové stránky se vytvářejí pomocí skriptovacích programovacích jazyků, které 
na základě programu vyhodnocují činnost uživatele a předávají mu informace, které si 
vyžádal. Mezi ty nejpoužívanější programovací jazyky se řadí PHP (Hypertext Procesor)  
a ASP (Active Server Pages). Dále se tato práce zaměřuje na databáze, především na využití 
databázového systému MySQL pomocí jazyka PHP. 
Na závěr jsou shrnuty všechny techniky použité při tvorbě webového portálu a ukázky 
zajímavých zdrojových kódů. Nechybí ani přehled funkcí veřejné a redakční části.  
2 Základy tvorby webových stránek 
Základním jazykem pro tvorbu webových stránek je od roku 1989 značkovací jazyk 
HTML. Pomocí jednoduchých anglických značek určuje strukturu celého dokumentu. Pro 
formátování grafické úpravy se využívají kaskádové styly CSS (Cascading Style Sheets). 
V samostatné kapitole je popsán objektově orientovaný skriptovací jazyk JavaScript, který je 
vkládán přímo do strukturu HTML dokumentu a slouží k tvorbě aplikací a jednoduchých 
efektů. 
2.1 Značkovací jazyk HTML 
Značkovací jazyk využívající hypertextové odkazy, označovaný zkráceně HTML 
(HyperText Markup Language), slouží k publikaci dokumentů na internetu ve formě 
webových stránek. Jeho vývoj byl ovlivněn vývojem webových prohlížečů, které z velké části 
zpětně ovlivňovali interpretaci jazyka.  
2.1.1 Vývoj jazyka HTML 
Ve výzkumném centru fyziky poblíž Ženevy ve Švýcarsku spolupracovali v roce 1989 
Tim Berners-Lee a Rober Caillau na propojeném informačním systému CERN. V té době se 
pro tvorbu dokumentů obvykle používaly jazyky jako TeX, Postskript a také SGML. Když si 
Berners-Lee uvědomil, že potřebují něco jednoduššího, byl v roce 1990 navržen jazyk HTML 
a přenosový protokol pro hypertext HTTP (HyperText Transfer Protocol). Zároveň byl také 
vytvořen první webový prohlížeč pojmenovaný WorldWideWeb.  
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V roce 1991 tedy CERN zprovoznil svůj první web a v roce 1993 byl vytvořen první 
prohlížeč s grafickým rozhraním pojmenovaný Mosaic. Ten zaznamenal obrovský úspěch  
a následoval rychlý rozvoj webu. S rostoucím rozvojem webových stránek bylo nutné 
definovat standardy. 
2.1.2 Verze jazyka HTML 
 Verze 0.9 
Vydána v roce 1991. Nepodporuje grafický režim. 
 Verze 2.0 
Polovina roku 1994. Přidává formuláře a podporu grafických prvků. 
 Verze 3.2 
Vydána 14. ledna 1997. Přidává podporu tabulek, zarovnání textu  
a stylové elementy pro ovlivňování vzhledu. 
 Verze 4.0 
Vydána 18. prosince 1997. Přidává nové prvky pro tvorbu tabulek, formulářů  
a nově byly standardizovány rámy (frames). 
 Verze 4.01 
Vydána 24. prosince 1999. Verze opravuje některé chyby a předpokládalo se, 
že se jedná o konečnou verzi a další již nebude následovat. Od této verze je 
jazyk nahrazen pokročilejším xHTML. 
 Verze 5 
V současné době pracuje nově založená pracovní skupina na specifikaci nové 
verze. Předpokládaný konec dokončení je v letech 2010 – 2012. Od té doby ji 
začnou používat vývojáři webových aplikací. 
2.1.3 Koncepce jazyka HTML 
Struktura jazyka HTML je definována značkami a jejich atributy definovaných pro 
každou verzi. Mezi značky se umísťují části textu a tím se určuje význam a vlastnosti 
obsaženého textu. Názvy jednotlivých značek se umísťují mezi ostré závorky 
(<značka>). Celý dokument je ohraničen prvkem <html>. Je tvořen hlavičkou (prvek 
<head>) a tělem (prvek <body>). Do hlavičky se umísťují základní informace  
o dokumentu jako je titulek stránky, klíčová slova, použité jazykové kódování, vlastnosti 
kaskádových stylů a popřípadě také kód JavaScriptu. V těle body se vyskytují data, která 
tvoří dokument zobrazený v okně prohlížeče.  
Podrobná struktura dokumentu: 
• Deklarace DTD – povinná od verze 4.01, začíná direktivou <!DOCTYPE 
• Kořenový element – značka html (ohraničeno <html> a </html>) 
reprezentuje celý dokument a jedná se o prvek povinný 
• Hlavička dokumentu – značka head (ohraničeno <head> a </head>)  je 
povinná a obsahuje titulek stránky, klíčová slova, použité jazykové kódování, 
vlastnosti kaskádových stylů a popřípadě také kód JavaScriptu 
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• Tělo dokumentu – značka body (ohraničeno <body> a </body>) je povinná 
a obsahuje vlastní text dokumentu 
Ukázka zdrojového kódu HTML dokumentu ve verzi 4.01: 
<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01//EN" 
"http://www.w3.org/TR/html4/strict.dtd"> 
<html> 
   <!—- Toto je komentář --> 
   <!—- Hlavička dokumentu --> 
   <head> 
      <title>Titulek</title> 
   </head> 
   <!-- Tělo dokumentu --> 
   <body> 
      <h1>Nadpis stránky</h1> 
      <p>Text odstavce</p> 
   </body> 
</html> 
Značky (zvané tagy) v elementu body jsou obvykle párové přičemž koncová značka 
má před názvem znak lomítka. Atributy upřesňují vlastnosti jednotlivých značek. 
Ukázka kódu pro označení odstavce: 
<p>Text odstavce</p> 
Některé značky jsou nepárové. To znamená, že nemají žádný obsah a nepoužívají 
koncovou značku.  
Ukázka pro vykreslení vodorovné čáry a obrázku, který obsahuje atribut: 
<hr>                                  <!-- Vodorovná čára --> 
<img src="nazev_souboru.jpg">         <!-- Vložení obrázku --> 
Značky tedy mohou obsahovat atributy , které popisují jejich vlastnosti nebo obsahují 
jiné informace. Příkladem může být hypertextový odkaz (tag <a>), jehož atribut href 
obsahuje adresu webové stránky, která se uživateli zobrazí po kliknutí.  
Ukázka vložení odkazu do webové stránky: 
<!—- Jednoduchý odkaz -->  
<a href="http://adresa.cz/">Text odkazu</a> 
<!—- Odkaz, který se otevře v novém okně/panelu -->  
<a href="http://adresa.cz/" target="_blank">Text odkazu</a> 
<!—- Odkaz, který obsahuje titulek a třídu CSS -->  
<a href="http://adresa.cz/"  title="text" class="trida">Text</a> 
Dalším důležitým prvkem webového dokumentu je tabulka. Ta se tvoří pomocí  
značky table (<table> a </table>) a obsahuje další značky, které určují nadpis 
tabulky <caption>, hlavičku tabulky <thead>, tělo tabulky <tbody> a patičku tabulky 
<tfoot>. Všechny 3 hlavní části tabulky dále mohou obsahovat řádky <tr>  
a sloupce <td>. Vyjma klasických atributů jsou pro prvky tabulky definované některé 
další vlastnosti. Ty mohou určovat odsazení textu v buňkách, zarovnání textu, vlastnosti 
ohraničení, barvu pozadí jednotlivých buňek a další. 
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2.1.4 Ukázka zdrojového kódu jednoduché webové stránky 
<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01//EN" 
"http://www.w3.org/TR/html4/strict.dtd"> 
<html> 
   <head> 
      <title>Titulek</title> 
   </head> 
   <body> 
      <h1>Nadpis stránky</h1> 
      <!-- Odstavec --> 
      <p>Text s <a href="http://adresa.cz/">odkazem</a>.</p> 
      <hr> 
      <!-- Tabulka --> 
      <table border="1" cellpadding="5" width="100%"> 
       <caption>Titulek tabulky</caption> 
        <thead bgcolor="red"> 
         <tr> 
                <th>Hlavička tabulky 1</th> 
                <th>Hlavička tabulky 2</th> 
            </tr> 
        </thead> 
        <tbody bgcolor="green"> 
         <tr> 
                <td>Tělo tabulky 1</td> 
                <td>Tělo tabulky 2</td> 
            </tr> 
        </tbody> 
        <tfoot bgcolor="blue"> 
         <tr> 
                <td><font color="white">Patička tabulky 1</font></td> 
                <td><font color="white">Patička tabulky 2</font></td> 
  </tr> 
    </tfoot> 
      </table> 
   </body> 
</html> 
Zobrazení zdrojového kódu v okně prohlížeče: 
 
Obr. 2.1 Ukázka zpracování zdrojového kódu prohlížečem 
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2.1.5 Editory HTML 
Editory jsou programy pro tvorbu webových stránek. Pomocí grafického rozhraní 
pomáhají tvůrcům vkládat do dokumentu různé prvky a měnit nastavení jejich atributů. Podle 
způsoby tvorby dokumentu rozlišujeme editory textové a grafické (WYSIWYG). Textovým 
editorem může být ve své podstatě jakýkoliv program pracující s textem. Editory grafické 
neboli WYSIWYG editory (zkratka anglického výrazu: „What You See Is What You Get“ 
znamená v překladu: „Co vidíte je to co dostanete“) umožňují tvorbu webových stránek bez 
znalosti jazyka HTML i méně zkušeným uživatelům. Uživatel má neustále před sebou náhled 
dokumentu, který tvoří či upravuje, v podobě, v jaké bude dokument zveřejněn na internetu.  
Rozdělení editorů: 
• Textové editory: Běžně zvládají barevnou syntaxi (barevné rozlišení jednotlivých 
části kódu jako jsou značky nebo atributy), napovídání značek či upozornění na 
chybu ve zdrojovém kódu. Umožňují plnou kontrolu nad syntaxí zdrojového kódu. 
• WYSIWYG editory: Pomocí grafického rozhraní umožňují vkládat do 
dokumentu různé prvky a nastavovat jejich atributy. Vhodné pro nezkušené 
uživatele, kteří neznají základy jazyka HTML. Bez znalosti zdrojovému kódu lze 
pomocí WYSIWYG editoru vytvořit jednoduché webové stránky. Bohužel při 
použití takového editoru není vždy zaručena validita výsledného dokumentu. 
2.1.6 XHTML 
XHTML (Extensible hypertext markup language – Rozšiřitelný hypertextový značkovací 
jazyk) je značkovací jazyk pro tvorbu webových dokumentů vyvinutý organizací W3C. 
V současné době se jedná o nástupce jazyka HTML založeného na jazyce XML. 
Rozdělení XHTML: 
  
1. XHTML 1.0 Strict 
→ čisté strukturální značkování, neobsahuje žádné značky spojené s formátováním 
vzhledu 
2. XHTML 1.0 Transitional 
→ povoluje atributy pro formátování textu a odkazů v elementu body a některé 
další atributy 
3. XHTML 1.0 Frameset 
→ používá se při použití rámců pro rozdělení okna prohlížeče na dvě nebo více 
částí (téměř se nepoužívá) 
Oproti HTML musí být v jazyce XHTML všechny značky zakončené a to i ty nepárové. 
Zápis může mít více podob. Může se použít klasický zápis (odvozený od HTML) 
<img></img> nebo zápis zkrácený <img/> (obdobně <img />).  
Další rozdíly mezi HTML a XHTML: 
• Dokument musí obsahovat XML deklaraci 
• Všechny značky (tagy) musí být psané malými písmeny 
• Všechny hodnoty atributů musí být uzavřené do uvozovek 
• Pro práci s rámy (frames) je nutná deklarace XHTML 1.0 Frameset 
• A další rozdíly, které nejsou natolik důležité a časté 
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2.2 Kaskádové styly CSS 
Kaskádové styly CSS (Cascading style sheets) vznikly v roce 1997 jako součást jazyka 
HTML. Slouží k nastavení vlastností jednotlivých značek (tagů) a tím definují v jaké podobě 
budou značky interpretovány prohlížečem. To samozřejmě umožňoval již jazyk HTML (také 
XHTML), ale hlavním důvodem vzniku kaskádových stylů je možnost oddělit vzhled 
dokument od jeho struktury a obsahu a tím také dopomoci k přehlednosti zdrojového kódu.  
Hlavní výhody používání kaskádových stylů: 
• Přehlednost zdrojového kódu HTML oddělením struktury a vzhledu 
• Rozsáhlejší možnosti formátování oproti samotnému HTML, které nedisponuje 
takovými možnostmi jako kaskádové styly 
• Jednoduchá úprava vzhledu značek z jednoho místa – Autor webu například 
nemusí měnit atributy nadpisu pro všechny značky ale pouze změní vlastnosti 
jednoho stylu CSS 
•  Zachování jednotného vzhledu pro všechny prvky webové stránky – nastavení 
písma, barvy textu, zarovnání textu a další.. 
• Dědičnost – značky, které jsou  do sebe navzájem vložené, přebírají vlastnosti 
prvků nadřazených 
• Větší kompatibilita webových prohlížečů (ovšem stále se vyskytují vlastnosti, 
kterým ne všechny prohlížeče rozumí dle specifikace) 
Kaskádové styly je možné vkládat přímo do hlavičky souboru HTML pomocí značky 
style (začínající značkou a nastavením atributu <style type="text/css"> a končící 
značkou </style>), dále jako atribut ke každé značce (například style="color:red;")  
a nebo do samostatného souboru obvykle v podobě nazev_souboru.css. Umístění 
kaskádových stylů do samostatného souboru je výhodné pro složité aplikace, jelikož prohlížeč 
stáhne data pouze jednou a to při prvním načtení dokumentu. Následně je uloží do paměti, 
odkud je následně využívá pro další procházení webové stránky. 
2.2.1 Syntaxe kaskádových stylů 
Kaskádové styly se skládají s posloupnosti pravidel. Každé pravidlo začíná výběrem 
značky (selectoru), ke kterému se styl definuje. Skupina vlastností každého pravidla je 
ohraničena závorkami {}. Mezi závorkami se nachází vlastnosti, které mohou definovat barvu 
textu,  velikost písma, ohraničení, zarovnání a mnoho dalších. Definice jednotlivých vlastnosti 
je oddělena středníkem. 
Ukázka základní definice stylu pro nadpis a odstavec: 
/* Komentář */ 
h1.nadpis {   /*Vzhled nadpisu první úrovně a definice třídy nadpis*/ 
     color:red;   /*Nastavení barvy textu na červenou*/ 
     margin:10px;   /*Velikost okraje nadpisu 10 pixelů*/ 
} 
p { 
     text-align:center;   /*Zarovnání textu na střed*/ 
     font-size:12pt;   /*Velikost písma 12 bodů*/ 
} 
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Selektory je možné seskupovat což znamená definici stylu pro více značek (tagů) 
současně. Následující příklad znázorňuje použití jednoho stylu pro nadpis první (značka 
<h1>) a druhé (značka <h2>) úrovně. 
h1,h2 {              /*Vzhled nadpisu první a druhé úrovně*/ 
     color:red;      /*Nastavení barvy textu na červenou*/ 
} 
Dále je možné nastavit vlastnosti pouze značce, která se vyskytuje uvnitř další značky. Jak 
ukazuje následující příklad, využití se nabízí samo. 
p.obsah b {          /*Výber značky <b> pouze v odstavci obsah*/ 
     color:red;      /*Nastavení barvy textu na červenou*/ 
} 
2.2.2 Ukázky použití kaskádových stylů v HTML 
Kaskádové styly můžeme na značky jazyka HTML aplikovat několika způsoby. 
Následující ukázky znázorňují nejpoužívanější způsoby použití kaskádových stylů. 
Definice kaskádového stylu v hlavičce souboru HTML 
<html> 
  <head> 
    ... 
    <style type="text/css"> 
      p.obsah{ 
        color:red; 
      } 
    </style> 
  </head> 
  <body> 
    <p class="obsah"> 
      Text odstavce.. 
    </p> 
  </body> 
</html> 
Definice kaskádového stylu ve značce HTML 
<html> 
  <head> 
    ... 
  </head> 
  <body> 
    <p style="color:red;"> 
      Text odstavce.. 
    </p> 
  </body> 
</html> 
Připojení souboru s kaskádovými styly k dokumentu HTML 
<html> 
  <head> 
    <link rel="stylesheet" type="text/css" href="soubor.css"> 
  </head> 




Javascript je objektově orientovaný skriptovací jazyk používaný pro tvorbu jednoduchých 
webových aplikací a oživení webových stránek. Pracuje na straně klienta a není tedy závislý 
na rychlosti a odezvě serveru. Skript může být vložen přímo do dokumentu HTML nebo jako 
externí soubor, který je do dokumentu načten. Pomocí JavaScriptu je možné dynamicky měnit 
atributy značek HTML a tím docílit zajímavých efektů. Dále je možné naprogramovat 
jednoduché aplikace, které se chovají podobně jako klasické programy. 
 Jediný zásadní nedostatek je v částečné (až na některé výjimky) závislosti na webovém 
prohlížeči. To značně omezuje využití JavaScriptu pouze na webové stránky. Ovšem ani 
interpretace skriptu nejrozšířenějšími webovými prohlížeči není vždy chápána stejně  
a důsledkem odlišného objektového modelu různých výrobců webových prohlížečů je nutné 
rozčlenění aplikace na části. Každá z částí poté odpovídá různému objektovému modelu  
a aplikace se z hlediska nejpoužívanějších prohlížečů tváři kompatibilně.  
2.3.1 Syntaxe a objektově orientované programování 
Javascript patří do rodiny jazyků C/C++/Java. S jazykem Java má ovšem podobný pouze 
název a použitou syntaxi. Při vkládání skriptu do webové stránky je skript ohraničen značkou 
skript (začátek skriptu ohraničen <skript> a konec skriptu značkou </skript>), do které 
se již vkládá výsledná aplikace. Další možnost jak vložit skript do HTML dokumentu je 
odkazem na externí soubor. Odkaz na soubor obsahující skript bývá označován příponou .js  
a vkládá se zpravidla do hlavičky <head> dokumentu. Skripty je možné spouštět také pomocí 
HTML značek. Takové použití je ovšem omezené pouze na spouštění předem definovaných 
funkcí po vyvolání jednoduchých událostí (například onMouseDown – kliknutí tlačítka na 
myši, onMouseOver – najetí myší na objekt, onChange – používá se zpravidla pro prvky 
formuláře, kde kontroluje změnu jejich obsahu). 
Ukázka jednoduchých skiptů: 
<skript type="text/javascript"> 
// Komentář 
  // Zobrazení dialogového okna 
  alert("Text v dialogovém okně"); 
  // Ukázka nastavení kaskádového stylu pro atribut display 
  document.getElementById("id_prvku").style.display = "block"; 
  // Změna hodnoty formulářového prvku 
  dokument.getElementById("id_prvku").value = "hodnota"; 
  // Funkce, která vypočítá průměr hodnot a výsledek vrátí 
  function Prumer(a,b){ 
     var c = (a+b)/2;  
     return c; 
  } 
</script> 
// Ukázka spuštění skriptu značkou HTML - tlačítkem 
<input type="button" onMouseDown="Funkce(parametry)" value="Průměr"> 
Skripty, které jsou podobné skriptům z předchozí ukázky nejsou nikterak složité a plní 
pouze jednoduché funkce. Aby bylo možné tvořit složité aplikace, je vhodné využít objektový 
model javaskriptu. Objektové programování zde pracuje na podobném principu jako  
u ostatních jazyků. Nejprve je nutné definovat hlavní objekt (třídu), do které se poté přidávají 
funkce s proměnnými. Tyto funkce jsou vyvolávány pouze pomocí hlavního objektu a není 
tedy možné k nim přistupovat individuálně. V objektu mohou být definovány proměnné, které 
jsou společné pro všechny funkce. Jedná se o takzvanou dědičnost mezi funkcemi.  
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Právě jednoduchostí využívání společných proměnných a nastavování jejich hodnot je 
objektové programování velmi oblíbené a využívané. Objektem je samozřejmě možné 
vyvolávat funkce, které jsou definované mimo hlavní objekt. Základy objektového 
programování si ukážeme na jednoduchém příkladu pro výpočet obvodu a obsahu kruhu. 
Ukázka objektového skiptu: 
<script type="text/javascript"> 
  // Definice hlavní funkce – objektu 
  function Kruh(polomer){ 
     // Definice proměnné společné pro všechny funkce v objektu 
     this.polomer = polomer; 
     // Definice funkce pro výpočet obvodu 
     this.Obvod = function(){ 
          // Vrácení vypočítané hodnoty 
          return (this.polomer*2*3.14); 
     } 
     // Definice funkce pro výpočet obsahu 
     this.Obsah = function(){ 
          // Vrácení vypočítané hodnoty 
          return (this.polomer*this.polomer*3.14); 
     } 
     // Výpis výsledků (\n = nový řádek) 
     alert('Obvod: ' + this.Obvod() + '\nObsah: ' + this.Obsah()); 
  } 
</script> 
Samozřejmě je také možné současně využívat dva objekty. Je tedy možné vytvořit objekt, 
který bude obsahovat základní funkce využívané v mnoha aplikacích jako získání prvku  
z hlavního dokumentu dle ID značky (dokument.getElementById), nastavení nejčastěji 
používaných atributů, detekce kursoru myši či nastavení událostí pro jednotlivé značky 
(onClick, onMouseOver, onChange,…). Tento objekt je nadále možné využívat 
v objektu vytvořeném pouze pro účely jedné aplikace a tím ušetřit práci při tvorbě složitých 
aplikací. 
2.3.2 Způsoby použití skriptů ve stránkách HTML 
Existuje několik způsobů, jak vložit zdrojový kód javascriptu do webové stránky. 
• Jako externí soubor s příponou .js 
<script type="text/javascript" src="soubor.js"></skript> 
Jedná se o nejpoužívanější řešení při tvorbě náročnějších aplikací. Samostatný 
soubor se skriptem je možné použít na více webových stránkách současně. 
• V elementu <skript> umístěném na libovolném místě v dokumentu 
<script type="text/javascript"> 
    .. skript .. 
</skript> 
Je vhodné použít pro jednoduché skripty nebo pro spouštění skriptů složitých. Pokud 
bychom vložili do HTML dokumentu složitější kód javaskriptu, struktura webové 
stránky by se stala nepřehlednou a mohlo by dojít ke zkomplikování činnosti 
vyhledávačů či jiných internetových robotů.   
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• Definice skriptu uvnitř HTML značky 
<img onClick="Spustit();" src="obrazek.jpg" alt="Obrázek"/> 
S tímto řešením se můžeme setkat také. Ovšem jedná se zpravidla o jednoduché 
skripty nebo pouze o spouštění skriptů složitějších po detekci příslušné události. 
3 Tvorba dynamických webových stránek 
Doposud jsme se zabývali pouze jazykem HTML a jeho doplňky. Ten ovšem umožňuje 
vytvořit pouze statické webové stránky, které je nutné aktualizovat editací zdrojového kódu 
pro každou stránku samostatně. To samozřejmě není pohodlný a ani rychlý způsob 
aktualizace velkého webového portálu a proto v roce 1995 vznikl programovací jazyk PHP 
(anglicky Hypertext Processor a v překladu Hypertextový procesor – původně se mělo jednat 
o Personál Home Page). Skripty jazyka PHP jsou oproti javaskriptům zpracovávány na straně 
serveru a uživateli se zobrazí pouze čistý vygenerovaný HTML dokument. 
Obdobou PHP je jazyk ASP (Aktive Server Pages). Ten vyvinula společnost Microsoft  
a je primárně určen pro dynamické zpracování webových stránek na straně serveru. Jedná se  
o objektově založený (nikoli objektově orientovaný) programovací jazyk, ve kterém je 
definováno několik základních tříd. Nové třídy není možné vytvářet ani odvozovat. 
Postupem času ke zmíněným jazykům přibývali další, které umožňují například správu 
databáze, souboru nebo dokonce úpravu obrázků. Dále bylo zapotřebí „brát ohledy“ 
především na přehlednost kódu, grafické zpracování a na aktualizaci obsahu webových 
stránek. Jak tedy nároky uživatelů webových stránek stoupali, začali se vytvářet systémy, 
které již umožňují aktualizaci obsahu i nezkušeným uživatelům. 
Takové systémy zpravidla tvoří dvě základní části. Jedná se o takzvanou veřejnou část, 
která zpracovává data uložená na serveru a přehlednou formou je prezentuje návštěvníkům. 
Druhá část, která slouží pouze pro správu obsahu, je určena pro administrátora stránek a proto 
se nazývá administrační. 
Obě zmíněné části komunikují s databázovým systémem, který slouží pro ukládání všech 
dat (článku, kategorií, registrovaných uživatelů a další data). Administrační část tedy ukládá 
data do databáze, zatímco část veřejná slouží pouze ke sbírání uložených dat.  
3.1 PHP – Programovací jazyk 
Skripty napsané v jazyce PHP se začleňují do struktury jazyka HTML (či XHTML), což se 
využívá při tvorbě dynamických webových aplikací. Jazyk je ovšem možné použít i k tvorbě 
konzolových a systémových aplikací. Zpočátku bylo jazyk možné používat pouze pod 
operačním systémem Linux. To se ovšem od verze 3.0 změnilo a jazyk je schopný pracovat  
i pod operačními systémy Windows a Macintosh. 
PHP skripty jsou zpracovány na straně serveru a k uživateli je přenášen pouze výsledek 
jejich činnosti. Neexistuje tedy způsob jak se obyčejný uživatel dostane ke zdrojovému kódu 
aniž by neměl přístup k serveru, na kterém jsou skripty umístěny. Což je v porovnání 
s jazykem Javascript velká výhoda, protože si autoři webových stránek pohlídají anonymitu 
zdrojového kódu i po zveřejnění webu.  
Skripty jazyka PHP je tedy nutné při každém načtení webové adresy generovat. K tomu 
slouží takzvaný Interpreter, který překládá zdrojové skripty a výsledkem jeho činnosti je čistý 
HTML kód. Takový postup má své výhody ale také nevýhody. Hlavní výhodou je, že se ke 
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zdrojovým skriptům nedostane nikdo jiný než autor nebo správce webu. Nevýhodou je, že 
skripty neumí reagovat na události uživatele okamžitě, ale musí být znovu načteny  
a zpracovány. 
Tuto nevýhodu je již dnes možné kompenzovat technologií AJAX (Asynchronous 
JavaScript and XML). Princip je jednoduchý a využívá technologií JavaScript, XML a PHP 
(slouží pro vygenerování výsledku na požadovaný dotaz). Do HTML dokumentu je vložen 
javascriptový kód, který komunikuje s webovým (odešle dotaz na dokument napsaný v jazyce 
PHP) serverem a zpracovaný výsledek ihned (bez načtení webové stránky) zobrazuje 
uživateli. Jedná se o technologii využívanou při tvorbě interaktivních aplikací a jejím cílem je 
přiblížit princip činnosti webových stránek ke klasickým aplikacím, na které jsou uživatele 
zvyklý z operačního systému. 
3.1.1 Syntaxe 
Princip programování v jazyce PHP bude nejlépe patrný z ukázek. Skripty se vkládají 
mezi značky <?php a ?> (zkráceně <? a ?>). Uvnitř těchto značek bude vše zpracováno 
Interpreterem a naopak cokoliv napsané mimo tyto značky bude považováno za čistý text. 
Proměnné v jazyce PHP začínají znakem $ (například $promenna). Oproti ostatním 
programovacím jazykům není nutné proměnné deklarovat. Pro definici proměnné je nutné 
pouze napsat název konstanty a za rovnítkem umístit do uvozovek její hodnotu ($a='12';). 
Ukázka skriptu pro výpis textu: 
<?php 
     // Výpis jednoduchého textu 
     echo "Krátký text"; 
     print 'Krátký text'; 
      
     // Příklad s proměnnou 
     $promenna = 'Krátký text'; 
     echo '$promenna'; 
     print $promenna.' další text..'; 
?> 
Výsledek po zpracování skriptu serverem: 
Výpis jednoduchého textu: 
Čistý text 
Čistý text } Funkce print i echo vygenerují pro text, který neobsahuje žádné proměnné, stejný kód.  
Příklad s proměnnou: 
$promenna 
Čistý text další text } Funkce echo zobrazí po zpracování proměnné její název. Funkce print zobrazí obsah proměnné a následující text. 
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Jak je patrné z předchozího příkladu, je vhodné pro výpis složitějších příkazů použít 
funkci print. Ta při použití jednoduchých uvozovek zobrazuje obsah proměnných, které se 
oddělují tečkami. Pro výpis čistého textu je oddělení realizováno tečkou a jednoduchými 
uvozovkami (například print $promenna1.$promenna2.'text';). To je právě vhodné 
pro generování kódu jazyka HTML, protože ten pro nastavení atributů používá dvojité 
uvozovky.  
Ukázka výpisu kódu HTML pomocí jazyka PHP: 
<?php 
     // Výpis kódu HTML 
     print '<div class="obsah">'; 
          print 'Text umístěný v odstavci.'; 
     print '</div>'; 
     // Výpis kódu HTML obsahující proměnnou 
     $class = 'obsah'; 
     $text = 'Text umístěný v odstavci.'; 
     print '<div class="'.$class.'">'; 
          print $text; 
     print '</div>'; 
?> 
Pokud bychom použili příkaz print nebo echo s dvojitými uvozovkami, museli bychom 
vždy před uvozovky, které mají být součástí výstupu, umístit lomítko „\“ jako je tomu  
v následujícím příkladu, kde jsou přidaná lomítka znázorněna zelenou barvou. 
<?php 
     // Výpis kódu HTML 
     print "<div class=\"obsah\">"; 
          print "Text umístěný v odstavci. "; 
     print "</div>"; 
?> 
Důležitým prvkem každého programovacího jazyka jsou podmínky. V jazyce PHP je 
zápis podmínek velice podobný ostatním programovacím jazykům (nabízí se srovnání 
s jazykem C++, Java, JavaScript a další). Začátek podmínky je charakterizován funkcí if(), 
která obsahuje parametr sloužící k vyhodnocení podmínky. Pokud bychom chtěli ošetřit 
alternativní výsledek podmínky, je možné využít funkci else if(). Ta má podobné 
vlastnosti jako funkce if() s tím rozdílem, že je vykonávána pouze pokud předchozí 
podmínka vrací záporný výsledek. Nakonec je vhodné použít funkci else, která neobsahuje 
žádný parametr a je spuštěna pouze pokud nedošlo ke splnění předchozích podmínek. 
V následující ukázce je ověřována číselná hodnota proměnné $cislo. 
 if($cislo==1){ 
    print 'Proměnná je rovna číselné hodnotě 1.'; 
 }else if($cislo==2){ 
    print 'Proměnná je rovna číselné hodnotě 2.'; 
 }else{ 
    print 'Proměnná není rovna hodnotě 1 ani 2.'; 
 } 
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3.1.2 Předdefinované funkce 
Jazyk PHP obsahuje celou řadu předdefinovaných funkcí, které se často využívají  
a uživatel s nimi pracuje aniž by je musel předem definovat. Každá z těchto funkcí má 
definované povinné a volitelné parametry. Povinné parametry je nutné funkci předat 
(například textový řetězec, který je určen ke zpracování) kdežto ty volitelné obvykle určují 
vlastnosti funkce. Následující ukázky popisují vlastnosti často používaných funkcí. 
is_string() 
Ověřuje, zda proměnná obsahuje řetězec. Pokud tomu tak je, funkce vrací hodnotu true. 
 $promenna = 'abc'; 
 if(is_string($promenna)){print 'Proměnná obsahuje řetězec.';} 
 else{print 'Proměnná neobsahuje řetězec.';} 
is_int() 
Funkce vrací true pokud je proměnná celočíselného typu (integer). Pokud proměnná 
obsahuje jiné než numerické znaky (například: abc, desetinnou čárku apod..), funkce vrací 
hodnotu false. 
 $promenna = 123; 
 if(is_int($promenna)){print 'Hodnota je celé číslo.';} 
Obdobně se pracuje s dalšími funkcemi podobného typu. 
is_bool() 
Funkce vrací true pokud je proměnná logického typu (obsahuje hodnotu ano/ne). 
is_numeric() 
Funkce vrací true pokud je proměnná číslem nebo řetězcem obsahujícím číslo (5.12e3 = 
5120). Pokud proměnná obsahuje jiné něž numerické znaky, funkce vrací hodnotu false. 
Další funkce slouží pro práci s proměnnými a slouží k nastavení typu, detekci proměnné či 
zrušení proměnné. 
settype() 
Slouží pro nastavení proměnné na zvolený typ (boolean, integer, float, string, array, 
object, null). V ukázce je proměnná převedena na typ integer (celočiselné číslo). V hodnotě 
proměnné tedy zůstanou pouze číselné znaky a všechny ostatní budou odstraněny. 
 settype($promenna, "integer"); 
isset() 
Funkce ověřuje, zda je proměnná definována. Pokud je proměnná definována, funkce 
vrací true když je její hodnota prázdná. 
 if(isset($promenna)){print 'Proměnná existuje.';} 
unset() 




Slouží pro vygenerování náhodného řetězce celočíselného typu (integer). Funkce obsahuje 
dva parametry, které stanovují hranice (minimální a maximální) pro generování čísla. 
 $nahodne_cislo = rand(0,100); 
Z ukázek je patrné, že všechny funkce fungují velmi podobně s výjimkou jejich činnosti. 
Z dalších funkcí, které nebyly zmíněny, stojí za zmínku metody určené k práci s textovými 
řetězci. S těmi je možné rozdělit hodnotu proměnné na více částí (funkce explode), určit 
délku textového řetězce (funkce strlen)  či například nahradit část řetězce jinými znaky 
(funkce str_replace). 
 $retezec = "abcdefghi-jklmnopqrts"; 
 // Výsledek: $pole[0] =  "abcdefghi”; $pole[1] = "jklmnopqrts"; 
 $pole = explode("-",$retezec); 
 // Výsledek: $cast = "abcdefghi"; 
 $cast = substr($retezec,"0","9"); 
 // Výsledek: $nahrada = "abcdefghi+jklmnopqrts"; 
 $nahrada = str_replace("-","+",$retezec); 
Jazyk PHP dále umožňuje definovat vlastní funkce. Ty fungují na podobném principu 
jako funkce předdefinované a mohou vracet výsledek typu Ano/Ne (true/false - boolean) 
nebo hodnotu proměnné (je možné předávat také hodnoty typu pole – array).  
V následující ukázce je vytvořena funkce, která slouží pro převod dekadických jednotek 
na radiány. Funkci jsou předány dva parametry z nichž jeden udává číselnou hodnotu určenou 
k převodu a druhý jednotku do které budeme hodnotu převádět (deg/rad). 
 // Definice funkce 
 function Prevod($hodnota,$jednotka){ 
    if($jednotka=="rad"){ 
        $return = $hodnota*3.14/180; 
    }else{ 
        $return = $hodnota*180/3.14; 
    } 
    return $return; 
 } 
 // Použití funkce 
 print Prevod("3.14","deg"); 
 print Prevod("180","rad"); 
Obdobným způsobem se vytváří funkce, které vrací výsledek typu Ano/Ne (true/false). 
Tyto funkce se používají v podmínkách, které vyhodnocují vrácený výsledek. 
 // Definice funkce 
 function Overit($hodnota){ 
    if($hodnota>10){ 
        return true; 
    }else{ 
        return false; 
    } 
 } 
 // Použití funkce 
 if(Overit(15)){ print 'Je větší.'; } 
 if(!Overit(5)){ print 'Je menší.'; } 
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3.1.3 Objektově orientované programování 
PHP je objektově orientovaný jazyk. Myšlenka objektového programování je prostá. 
Zatímco procedurální programování používá při vykonávání výpočetních úloh proměnné  
a funkce, objektové programovaní používá zvláštní struktury zvané objekty. Objekt obsahuje 
data (definované proměnné) a metody, které s nimi pracují. Díky tomu je možné některé 
aplikace řešit pružněji než v případě procedurálního programování.  
Objekty je nutné nejprve definovat k čemuž slouží takzvané třídy. Třída slouží jako 
šablona na jejíž základě se budou objekty vytvářet. V jazyce PHP se třída definuje klíčovým 
slovem class. Třída může obsahovat metodu, která má stejný název. Takováto metoda se 
nazývá konstruktor a je vykonávána vždy při vytvoření instance dané třídy. V konstruktoru je 
možné přiřazovat počáteční hodnoty proměnných, vytvářet instance objektů apod.  
 // Definice objektu 
 class Kruh{ 
    var $polomer; 
    var $obvod; 
    var $obsah; 
    // Konstruktor 
    function Kruh($polomer){ 
       $this->polomer = $polomer; 
       $this->obvod = $this->Obvod(); 
       $this->obsah = $this->Obsah(); 
    } 
    private function Obvod(){ 
       return $this->polomer*3.14*2; 
    } 
    private function Obsah(){ 
       return $this->polomer*$this->polomer*3.14; 
    } 
    function Vypis(){ 
       $return = 'Poloměr: <b>'.$this->polomer.'</b> m, '; 
       $return .= 'obvod: <b>'.$this->obvod.'</b> m, '; 
       $return .= 'obsah: <b>'.$this->obsah.'</b><sup>2</sup><br />'; 
  return $return; 
    } 
 } 
 // Vytvoření instance objektu 
 $prvni = new Kruh(1); 
 $druhy = new Kruh(3); 
 // Vyvolání metody pro výpis 
 print $prvni->Vypis(); 
 print $druhy->Vypis(); 
Objekt v předchozí ukázce má definovaný konstruktor, který nastavuje globální hodnotu 
pro poloměr a spouští metody sloužící pro výpočet obvodu a obsahu. Funkce pro výpočet 
obvodu a obsahu jsou privátní což znamená, že je lze volat pouze uvnitř objektu. Metoda pro 
výpis výsledků privátní není aby mohla být spuštěna pomocí instance objektu. 
Podobným způsobem je možné pomocí konstruktoru vytvořit instanci jiného objektu 
jehož metody a proměnné bude poté možné využívat v rámci celého objektu. Je také možné 
vytvořit objekt, který bude přímo podřízen jinému. V takovém objektu je možné využívat 
proměnné a metody objektu nadřazeného čímž se uplatňuje takzvaná dědičnost. V ukázce je 
vytvořená třída kruh podřízena třídě matematika. 
 class Kruh extends Matematika{ … } 
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3.1.4 Mod_rewrite() 
Jedná se o přepisovací režim umístěný jako modul na serverech Apache. Tento modul 
zpracovává přicházející URL (adresa stránek, kterou návštěvníci prohlížejí) a na základě 
skriptu, který se umísťuje v souboru .htaccess (umístěný v kořenovém adresáři webové 
prezentace), řídí přesměrování, nastavuje stavové HTTP kódy a podobně. Pracovní příkazy 
jsou zapisovány ve formě klíčových slov a definují metodu, která bude vykonávána. Pomocí 
příkazů je možné například přesměrovaní na jiný server, přepis URL adresy či změnu 
některých parametrů webového serveru. 
Nyní se zaměříme pouze na metodu pro přepis URL adresy. Ta je popisována klíčovým 
slovem RewriteRule za kterým následují další parametry zapsané ve formě regulérních 
výrazů. Proměnné, které obstarávají stránkování v jazyce PHP, jsou předávány pomocí 
metody GET. Při tvorbě složitých webových portálů by tedy mohla vzniknout například 
následující podoba URL adresy. 
http://www.stranky.cz/index.php?stranka=clanky&rubrika=pocitace&id=12 
Nutno podotknout, že se prozatím jedná o velice jednoduchou URL adresu, která bývá 
v praxi o poznání složitější. Aby bylo možné se takovýmto nepřehledným URL adresám 
vyhnout, je zapotřebí využít právě metodu pro přepis URL adresy (RewriteRule). Následující 
ukázka znázorňuje zápis pravidla pro přepsání URL adresy. 
// Původní podoba URL 
http://www.stranky.cz/index.php?stranka=clanky&rubrika=pocitace&id=12 
//Řešení pomocí Mod_rewrite() – zápis metody RewriteRule 
RewriteRule  
 ^([^/]+)/?([^/]+)?/?([^/]+)?/$  
 /index.php?stranka=$1&rubrika=$2&id=$3&a=%{REQUEST_URI}  
[L,QSA] 
// Nová podoba URL 
http://www.stranky.cz/clanky/pocitace/12/ 
Metoda RewriteRule obsahuje regulérní výraz pro přepis tří proměnných – pro vysvětlení 
dostačující. Pomocí automatizovaného přepisu URL adresy je možné vytvořit webové 




Předchozí postup je velmi využíván především při tvorbě komerčních webových stránek, 
neboť systém přehledných URL (tzn. CoolURI) adres patří mezi základní techniky SEO 
(optimalizace pro webové vyhledávače). 
3.1.5 Využití PHP v praxi 
Tento programovací jazyk je díky své jednoduchosti velice rozšířený po celém světě. Stále 
se pracuje na vývoji další verze a jeho použitím je možné vytvořit téměř libovolný modul 
webové stránky. Těmi nejzákladnějšími moduly jsou aktuality, ankety, diskusní fóra či 
například internetové obchody. Nejčastěji se jazyk využívá v kombinaci s databázovým 
systémem MySQL a jelikož je nezávislý na platformě, pracuje jak na zařízeních s operačním 
systémem MS Windows tak na Unixu (Linuxu).  
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3.1.6 Jazyk ASP 
Jedná se o alternativu jazyka PHP označovanou zkratkou ASP (Aktive server pages).  
Je vyvíjen společností Microsoft a nejedná se o jazyk objektově orientovaný, avšak objektově 
založený. Díky tomu mají vývojáři k dispozici objekty a různé metody, ovšem nemohou 
vytvářet nové ani upravovat předdefinované. I přesto je možné vytvářet aplikace fungující 
podobným způsobem jako pomocí jazyka PHP. Uvádí se však, že ASP je ve srovnání  
s jazykem PHP pomalejší. Webový server navíc pracuje pouze pod operačním systémem 
Windows. Na závěr už pouze jednoduchá ukázka syntaxe jazyka ASP. 
<% 
  For n = 1 To 6 Step 1 
     Response.Write "<h"&n&">Nadpis o velikosti "&n&"</h"&n&">" 
  Next 
%> 
3.2 MySQL 
Jedná se o velice rozšířený databázový systém vytvořený švédskou firmou MySQL AB. 
Oproti ostatním databázovým systémům se jedná o systém šířený pod licencí GPL a pro 
běžné uživatele je tedy zcela zdarma. Licenci je nutné zakoupit pouze pro komerční účely. 
Databáze MySQL je multi-platformní přičemž komunikace probíhá pomocí jazyka SQL 
podobně jako u některých dalších databázových systémů. Oproti nim obsahuje některá 
rozšíření, která podstatným způsobem zjednodušují práci. Zpočátku byly MySQL databáze 
orientované především na rychlost a to i za cenu některých zjednodušení. Obsahovali pouze 
jednoduché možnosti zálohování a až donedávna nepodporovali pohledy ani uložené 
procedury. To se však v posledních letech mění a na žádosti programátorů, jimž tyto funkce 
začali scházek, se z MySQL stává plnohodnotný databázový systém. 
Hlavními výhodami MySQL je tedy rychlost (u složitějších databází obsahujících tisíce 
záznamů je vhodnější použít výkonnější databázový systém) , snadná dostupnost a možnost 
instalace pod operačním systémem Windows a Linux. 
3.2.1 Syntaxe 
Jako každá programovací jazyk má také SQL svoji specifickou syntaxi. První ukázka 
znázorňuje vytvoření databáze a jednoduché tabulky pro seznam uživatelů. 
SHOW DATABASES;                   // Existující databáze 
CREATE DATABASE skola;            // Vytvoří databázi 
CREATE TABLE zaci (               // Vytvoří tabulku 
  id INT(5) NOT NULL PRIMARY KEY, // Identifikační číslo 
  jmeno VARCHAR(20),              // Jméno uživatele 
  prijmeni VARCHAR(20)            // Příjmení uživatele 
); 
Nyní máme vytvořenu databázi skola a v ní tabulku zaci. Jistě nebudeme chtít každý 
záznam do databáze vkládat přes terminál. Nejjednodušší je využít programovací jazyk pro 
tvorbu aplikací obsahující metody pro práci s databázovým systémem MySQL. Následující 
ukázky vysvětlují princip práce s databází pomocí jazyka PHP.  
 19 
<?php 
 // Následující řádek provede spojení k serveru 
 mysql_connect("server", "jmeno", "heslo") or die(mysql_error()); 
 // Výběr databáze 
 mysql_select_db("skola") or die(mysql_error()); 
 // Nastavení jazykového kódování 
 mysql_query("SET CHARACTER SET utf8"); 
?> 
Pro připojení na server je nutné znát adresu serveru (například: localhost) a dále 
přihlašovací údaje. Současně s připojením na server dojde k vybrání požadované databáze a je 
také vhodné nastavit jazykové kódování. V další ukázce dojde k vytvoření tabulky pomocí 
skriptu PHP. 
<?php 
 // Tvorba tabulky pomocí skriptu PHP 
 mysql_query("CREATE TABLE zaci( 
   id INT NOT NULL AUTO_INCREMENT,  
   PRIMARY KEY(id), 
   jmeno VARCHAR(20),  
   prijmeni VARCHAR(20))") 
 or die(mysql_error()); 
?> 
Princip tvorby tabulky je tedy podobný jako v případě jazyka SQL ovšem daleko 
pohodlnější, protože se dá tvorba několika tabulek umístit do jednoho skriptu. Struktura 
tabulek je tvořena sloupci a data jsou ukládána do řádků. 
Následují ukázky skriptů pro práci s tabulkami v jazyce PHP. Záznamy je možné přidávat, 
upravovat, mazat a získávat. 
<?php 
 // Vloží záznam do tabulky 
 mysql_query("INSERT INTO zaci VALUES (NULL, 'Jméno', 'Přijmení')") 
 or die(mysql_error()); 
 // Upraví existující záznam s identifikačním číslem „1“ 
 mysql_query("UPDATE zaci SET jmeno ='Jméno2') WHERE id like '1'") 
 or die(mysql_error()); 
 // Smaže záznam s identifikačním číslem „1“ 
 mysql_query("DELETE from zaci WHERE id like '1'")  
 or die(mysql_error()); 
 // Výběr záznamu 
 $dotaz = mysql_query("SELECT * from zaci WHERE id  like '1'")   
 or die(mysql_error()); 
 // Procházení vásledků z předchozího dotazu 
 while ($data = mysql_fetch_object($dotaz)){ 
  print 'Jméno a příjmení:'.$data->jmeno.' '.$data->prijmeni.'<br/>'; 
 } 
?> 
První tři ukázky se využívají pro práci s databází. Na poslední ukázce je zobrazeno získání 
dat z databáze s následným procházením výsledku a výpisem. Za klíčovým slovem select je 
znak hvězdičky (*), který představuje výběr všech sloupců z tabulky. Pokud bychom chtěli 
z tabulky zaci získat pouze křestní jména, znak hvězdičky bychom nahradili slovem jmeno. 
Obdobným způsobem také pro ostatní sloupce v tabulce. 
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4 Programovatelné logické obvody 
Tato část práce se zabývá problematikou programovatelných logických obvodů. Číslicové 
systémy se dnes vyrábějí prakticky výhradně ve formě integrovaných obvodů přičemž 
z ekonomického hlediska hraje prvořadou roli výroba komponent ve velkém množství. 
Vzhledem k tomu musí být součástky co nejuniverzálnější, což přináší problém využitelnosti 
všech obsažených částí integrovaného obvodu. Pokud má být součástka co možná 
nejuniverzálnější, musí umět pracovat v různých režimech činnosti tak, aby bylo možné pro 
každou aplikaci vybrat ten nejvhodnější. Z toho ovšem vyplývá, že bude součástka obsahovat 
mnoho bloků, které budou sloužit pouze pro nastavení režimu a pro funkčnost nebudou nijak 
potřebné. Vzhledem k tomu je nutné integrované obvody rozdělit do přehledné struktury. 
Rozdělení integrovaných obvodů: 
• Číslicové integrované obvody základních řad 
• Mikropočítače a mikrokontroléry 
• Programovatelné logické obvody (PLD) a obvody FPGA 
• Aplikačně specifické integrované obvody (ASIC) 
Číslicové obvody základních řad byly hojně využívané v 70. letech a i když se s nimi 
stále můžeme setkat, obsahují pouze malý rozsah pomocných funkcí, které je možné jejich 
prostřednictvím realizovat. Pokud je pro potřeby některých aplikací nutné použít pět či více 
pouzder těchto obvodů, bývá již vhodné využít vhodnější formu realizace, která dovoluje 
větší míru integrace. Výhodou těchto obvodů je rychlá reakce, malá spotřeba obvodů CMOS  
a snadná dostupnost. Nevýhodami jsou malý stupeň integrace a nutnost změny plošného spoje 
při sebemenší úpravě. 
Mikropočítače a mikrokontroléry řeší nejrůznější úlohy dle způsobu jakým jsou 
naprogramovány. Jejich funkce je tedy z velké části dána možnostmi návrhového systému. 
Oproti obvodům základních řad jsou univerzální, jelikož jejich funkci je možné snadno měnit 
naprogramováním. Díky tomu umožňují realizaci i velice složitých algoritmů. Nevýhodou je 
jejich velká odezva výsledku na výstup což je způsobeno vykonáváním složitých instrukčních 
cyklů. 
Obvody PLD a FPGA (neboli programovatelné obvody) představují podobné řešení jako 
obvody základních řad, které jsou realizovány na jednom čipu. Funkce programovatelných 
obvodů je možné jednoduše měnit přeprogramováním. Rychlost jejich odezvy na výstup je 
sice rychlejší než u mikroprocesorů, ovšem ve srovnání s nimi mají nižší univerzálnost. 
Obvody PLD a FPGA jsou podrobněji rozebrány v následujících podkapitolách této práce. 
Obvody ASIC představují vyšší formu realizace číslicových systémů vhodné především 
k hromadnému výrobnímu procesu. Ve srovnání s programovatelnými obvody jsou k výrobě 
nutné větší počáteční náklady, které se ovšem investorům vrátí formou levnějšího výrobního 
procesu. Výrobní podklady používané pro tvorbu obvodů ASIC a programovatelných obvodů 
(PLD a FPGA) jsou kompatibilní. 
Během vývoje programovatelných obvodů se ustálili dvě základní skupiny těchto obvodů: 
• Obvody s „hrubozrnnou“ strukturou základních bloků 
Blok ve formě jediné mikrobuňky je schopen realizovat i složité logické funkce. 
• Obvody s „jemnozrnnou“ strukturou malých základních bloků 
V typických aplikacích je nutné propojení více bloků.
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4.1 Obvody PLD 
Struktura PLD (Programmable Logic Devices) obvodů je založena na dvoustupňovém 
vyjádření kombinační logické funkce ve tvaru součet součinů (SOP). Za pomoci 
DeMorganova pravidla je možné vyjádřit a následně realizovat také kombinační logické 
funkce ve tvaru součin součtů (POS). Ve struktuře SOP (součet součinů) musí být některé 
bloky programovatelné (jedná se především o bloky AND a OR).  
Rozdělení struktury obvodů PLD: 
• PAL – stupeň AND je programovatelný, stupeň OR je pevně zapojen 
• PLA – oba stupně jsou programovatelné 
4.1.1 Struktura obvodů PLD 
V PLD je nejpoužívanější struktura PAL, která je znázorněna na Obr. 4.1 
V programovatelném poli se pomocí naprogramovaných propojen vytváří požadované 
součiny vstupních signálů (takzvané součinové termy). Vodorovné linky (součinové linky) 
představují jeden term. Programovatelná propojka je umístěna v místě křížení vstupní linky 
s linkou součinovou. Programováním propojek se vytváří logická funkce příslušného vstupu. 
 
Obr. 4.1 Principiální znázornění struktury PAL 
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Na Obr. 4.2 je znázorněn obvod se strukturou PLA (oba stupně programovatelné), která 
představuje (ve srovnání se strukturou PAL) úspornější řešení. Součinové termy mohou být 
využity pro více vytvářených funkcí (čemuž se říká sdílení termů makrobuňkami) a jsou jim 
přiřazovány dle skutečné potřeby (dochází k takzvané alokaci). Za nevýhodu bylo dříve 
považováno velké množství programovatelných propojení což je vývojem novějších 
technologií téměř zanedbatelné. 
 
Obr. 4.2 Principiální znázornění struktury PLA 
Při výběru cílového obvodu je třeba brát v potaz celou řadu ukazatelů. Je vhodné 
vyzkoušet implementaci do různých obvodů a z nich následně vybrat typ, u něhož je 
implementace nejvhodnější. 
4.1.2 Vývoj obvodů PLD 
V 70. letech byly položeny základy technice programovatelných logických obvodu. Dnes 
tyto obvody nazýváme obvody PLD 1. generace. Vzhledem k technologické náročnosti 
obvodů PLA (díky počtu programovatelných propojek) byly úspěšnější obvody se strukturou 
PAL. Původně byly obvody používány jako adresové dekodéry pro mikropočítače, kde 
výstupní signály představovaly výběrové signály s aktivní úrovní L. Jednalo se o jednoduchou 
strukturu PAL, která byla na výstupu doplněna inventorem. Pro signály s aktivní úrovní H byl 
výstupní inventur nahrazen neinvertujícím zesilovačem. Postupem doby bylo možné inventor 
programovat což vedlo ke sjednocení obvodů s aktivními úrovněmi L a H. Programovatelný 
inventor dovoluje jediným pouzdrem realizovat funkce zapsané ve tvaru SOP i POS, pokud 
počet termů nepřesáhne počet termů, které jsou v obvodu dostupné. 
Obvody PLD 2. generace jsou charakteristické využitím výstupních makrobuněk. 
Makrobuňky zde sdružují všechny dříve používané obvody 1. generace. Vyráběny byly 
pomocí technologie EECMOS (EEPROM, CMOS). 
Obvody 1. a 2. generace se označují souhrnným názvem obvody SPLD (neboli Simple – 
Jednoduché PLD). V dnešní době se stále používají pro tvorbu jednodušších aplikací. 
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Obvody 3. generace využívají blokové struktury a jsou označovány CPLD (Complex 
PLD). Obsahují několik bloků, složených z makrobuněk se strukturou PAL nebo PLA, které 
jsou mezi sebou vzájemně propojeny programovatelnou strukturou. Spojení jednotlivých 
bloků je realizováno na jediném čipu. Vyráběny jsou v provedení EECMOS nebo SRAM 
s integrovanou konfigurační pamětí EEPROM. Oproti obvodům druhé generace obsahují další 
prvky, které souvisí s konstrukčním zdokonalováním (dvojitá zpětná vazba, skryté 
makrobuňky, klopné obvody různých typů, zvláštní vstupní registr a další). 
 
Obr. 4.3 Obvody CPLD 
Obvody 3. generace představují přechod k obvodům FPGA, které jsou rovněž 
programovatelné a jejich struktura je založena na složitějších principech, které ovšem 
umožňují mnohem většího využití a integrace. 
4.2 Obvody FPGA 
Základní bloková struktura obvodů FPGA (uvedena na Obr. 4.4) je tvořena polem 
konfigurovatelných logických prvků, které je možné přirovnat k malým blokům obvodů 
CPLD. Tyto bloky se dále dělí na menší části nazývané řezy, logické buňky apod. Logické 
buňky (obdoba makrobuněk u obvodů PLD) obsahují strukturu k řešení kombinačních 
logických funkcí a klopné obvody. Kombinační struktura bývá obvykle založena na principu 
struktury pamětí PROM, která ovšem obsahuje pouze malý počet vstupů (obvykle čtyři 
vstupy, v novějších obvodech až 6 vstupů) oproti makrobuňkám v obvodech PLD, které 
obsahují až několik desítek vstupů. Pokud je třeba vytvořit funkci vyžadující větší počet 
vstupů, je nutné propojení více logických buněk. K propojení programovatelných logických 
prvků se používá programovatelných propojek.  
Okolo pole programovatelných prvků jsou umístěny vstupně-výstupní bloky (obdoba 
vstupních a výstupních zesilovačů v obvodech PLD). Ty jsou připojeny k vývodům obvodu 
FPGA a mají za úkol propojit vnější signály se signály v poli programovatelných prvků. 
Obvykle obsahují klopné obvody ovšem nikoli kombinační logiku. 
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Logické buňky v obvodech FPGA bývají mnohonásobně menší než makrobuňky obvodů 
PLD. Obdobné je to u bloků konfigurovatelných logických prvků ve srovnání s bloku 
obvodů PLD. Je tedy možné dosáhnout lepšího využití struktury v obvodech FPGA oproti 
obvodům PLD, kde je pro řešení jednoduché logické funkce využita pouze část makrobuňky  
a zbylá část zůstane nevyužitá.  
Dosažení optimálního propojení prvků struktury FPGA tak, aby byla struktura efektivně 
využita, je ovšem mnohem složitější než je tomu u obvodů PLD. Vzhledem k tomu je dnes 
prakticky nemyslitelné řešit struktury obvodu bez použití počítače, který je vybaven 
návrhovým systémem se složitými optimalizačními algoritmy. Také propojovací struktura 
(programovatelné propojky) musí být v obvodech FPGA mnohem výkonnější než je tomu 
v obvodech CPLD.  
 
Obr. 4.4 Základní bloková struktura obvodů FPGA 
V obvodech FPGA je každá funkce řešena specifickým propojením více logických buněk, 
na rozdíl od obvodů PLD, kde i složité funkce bývají řešeny jedinou makrobuňkou. Dále se  
u obvodů FPGA ve větší míře uplatňuje zpoždění způsobené propojovací strukturou. To má 
za následek složitější analýzu časových poměrů (například zpoždění signálu). Časové 
zpoždění v obvodech PLD lze odhadnout i bez pomoci počítačové techniky, při analýze 
obvodů FPGA je nutné využívat složité programové nástroje aby bylo dosaženo 
požadovaných výsledků. 
4.3 Vývoj aplikací obvodů PLD a FPGA 
Klíčem úspěšného vývoje programovatelného obvodu nejsou pouze přijatelné časové  
(a další) parametry a akceptovatelné výrobní náklady. Velice důležité jsou metody  
a prostředky pro návrh aplikací, což je dnes prováděno výhradně za pomoci návrhového 
systému. Bez dobrého návrhového systému (CAD) jsou jak obvody PLD tak i FPGA pouze 
zapouzdřenou součástkou, jejíž použitelnost je přinejmenším problematická. Bez systému 
CAD je do značné míry nemyslitelné navrhnout aplikaci i pro jednoduché obvody PLD. 
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Typický postup pro návrh aplikace obsahuje následující kroky: 
• Vytvoření popisu vyvíjené aplikace – sestavení modelu 
• Kontrola syntaktické správnosti popisu 
• Funkční simulace – ověření správné funkce vytvořeného modelu 
• Syntéza a implementace – přenesení aplikace do cílového obvodu 
• Časová simulace – ověření časových parametrů 
• Programování cílového obvodu 
Tento postup obsahuje pouze hrubé nastínění, které se u konkrétních návrhových systémů 
může méně či více lišit. K nejobvyklejším blokům návrhových systémů pro práci s obvody 
PLD patří partery, kompilátory, optimalizační programy, selektory nebo simulátory. 
Typickými návrhovými procesy jsou pak syntéza, implementace, simulace a vytvoření 
programovacího souboru. 
Syntéza provede vytvoření „netlistu“, tj. zapojení prvků v obvodu. Jedná se tedy 
v podstatě o vytvoření schématu zapojení obvodových prvků, které jsou obsaženy 
v předpokládaných cílových obvodech a vykovávají příslušnou funkci. Při návrhu složitých 
obvodu CPLD a FPGA jsou kromě těchto prvků obvodu do netlistu začazeny také složitější 
prvky jako paměti, násobičky a podobné prvky specifické pro cílové obvody. Netlist je 
nejčastěji zapisován ve formátu EDIF. 
Implementace zahrnuje několik postupných kroků, pomocí kterých dojde k vytvoření 
popisu propojení cílového obvodu. Výsledný popis je podkladem ke konfiguraci obvodů PLD 
a FPGA. Důležitým krokem je mapování, které přiřadí použité obvodové prvky konkrétním 
prvkům obsaženým v cílovém obvodu. Nabízí se srovnání postupu s postupem návrhu desky 
plošného spoje. Následuje tedy rozmístění (přiřazení odpovídajícím obvodovým strukturám) 
těchto prvků, které jsou v nenaprogramovaném cílovém obvodu vytvořeny. Při vhodném 
rozmístění obvodových prvků následuje propojení, které vytvoří plán výsledné struktury 
obsahující také konfiguraci programovatelných propojek. 
Následuje vytvoření simulačního modelu, který bývá vytvořen v jazyce VHDL (popř. 
Verilog) a který je doplněn údaji o časových parametrech spojovacích struktur cílového 
obvodu. Jedná se ovšem o čistě strukturální popis, který obsahuje popis stovky vložených 
komponent a pro člověka je prakticky nečitelný.  Použitelný je ovšem pro časovou simulaci, 
ke které je používán například simulátor ModelSim (obsahující vstupní soubor v jazyce HDL) 
– podobně jako u skuteční simulace. 
4.4 Programování obvodů PLD a FPGA 
Programování je proces, při kterém se do cílového obvodu přesouvá informace obsahující 
požadované funkce (informace o konfiguraci) a je uložena v jeho paměťových blocích.  
U obvodů FPGA je tento proces nazýván konfigurací obvodu neboli personalizací. 
Programování (konfigurace) může být prováděna v takzvaném programátoru nebo přímo 
v systému. 
Programování obvodů PLD spočívá v nastavení programovatelných propojek. 
V obvodech FPGA dochází k uložení konfiguračních informací do paměti (nejčastěji PROM 
nebo EEPROM), ze kterých jsou informace následně načteny obvodem FPGA po připojení 
napájecího napětí. Proces programování je dnes s výjimkou nejjednodušších obvodů SPLD 
prováděn v systému (ISP – In-Systém Programming). Je možné se setkat s obvody FPGA, 
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které neobsahují paměťový modul, ale jsou určeny k jednorázové (některé obvody umožňují 
opakovanou) konfiguraci. 
Konfigurační informaci lze v obvodech PLD a FPGA ukládat několika způsoby: 
• V plovoucích hradlech tranzistorů typu FET 
• V buňkách SRAM (RWM) – jedná se o statické paměti RAM 
• V analogii přerušitelných propojek 
Při zápisu konfigurace v buňkách SRAM dojde po odpojení napájecího napětí ke ztrátě 
informací a konfiguraci je nutné při opětovném zapnutí znovu nahrát buď z vnější paměti 
(nejčastěji PROM, EEPROM, FLASH) nebo jinak (například z počítače).  
Obvody typu CPLD dnes využívají nejčastěji paměťové bloky typu FLASH, které je 
možné elektronicky programovat i mazat (lze smazat celou paměť najednou). Většina obvodů 
FPGA využívá konfigurační paměťové bloky typu SRAM. To znamená, že po připojení 
napájecího napětí je nutné konfigurační informaci znovu nahrát do obvodu. K tomu slouží 
paměť typu PROM nebo FLASH. 
4.5 VHDL 
Zkratka VHDL (VHSIC Hardware Description Language) znamená v překladu „Jazyk 
pro popis hardwaru velmi rychlých integrovaných obvodů“. Jedná se tedy o programovací 
jazyk, který slouží k popisu hardwaru a používá se primárně pro návrh a simulaci digitálních 
integrovaných obvodů. Slouží tedy k popisu programovatelných obvodů typu CPLD, FPGA 
či další zákaznické obvody (ASIC). VHDL je standardem od roku 1987 přičemž v roce 1997 
byl revidován a je tedy využitelný také pro návrh analogových obvodů. 
4.5.1 Základní informace 
Konstrukce jazyka je tvořena entitami, které definují rozhraní vstupů a výstupů. 
Architektura určuje chování jednotlivých entit a je rozdělena na dvě části – deklarační  
a příkazovou.  
Módy portů: 
• IN – port slouží pouze pro čtení 
• OUT – port slouží pouze k odesílání dat 
• BUFFER – výstup se zpětnou vazbou 
• INOUT – obousměrný datový tok 
• LINKAGE – nedefinovaný směr datového toku (obousměrný) 
Popis architektury: 
• Strukturální 
→ Popis na vysoké úrovni; využívá se primárně k simulaci 
• Hebaviorální 
→ Vhodné pro analýzu; návrhář řídí architekturu celého návrhu 
• Dataflow 
→ Vkládání komponent do „netlistu“; omezení možností syntézy; časové simulace 
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4.5.2 Syntaxe VHDL 
Následující ukázka znázorňuje princip zápisu pomocí jazyka VHDL. Konkrétně tedy 
využití knihovny IEEE, definici entity a na závěr definici architektury. 
-- (takto se značí komentáře) 
-- naimportujeme std_logic z knihovny IEEE 
library IEEE; 
use IEEE.std_logic_1164.all; 
-- definice entity 
entity my_and is 
 port (IN1,IN2 : in std_logic; OUT1 : out std_logic); 
end entity; 
-- definice architektury 
architecture example of my_and is 
begin 
 OUT1 <= IN1 and IN2; 
end example; 
Klíčové slovo library definuje import požadované knihovny z knihoven IEEE. Příkaz 
entity slouží k deklaraci navrhovaného rozhranní – obsahuje definici entity a přinejmenším 
jedno tělo definované příkazem architecture. Tělo příkazu architektury definuje vztahy 
mezi vstupními a výstupními prvky příkazu entity. Je sestaveno z jednoduchých operací jako 
inicializace proměnných, podmínky, cykly a další. Příkaz také lze využít pro vytvoření 
procesu, funkce či procedury. Architektura může být spojena pouze s jediným příkazem 
entity. Naopak pro příkaz entity je možné definovat více architektur. 
Popis definice entity: 
• Klíčové slovo entity je následováno: 
o Jménem entity 
o Klíčové slovo IS 
• Nepovinný příkaz GENERIC následovaný seznamem deklarací 
• Nepovinný příkaz PORT následovaný seznamem deklarací 
• Nepovinný příkaz BEGIN následovaný vhodnými deklaracemi 
• Zakončené povinným příkazem END 
Popis definice architektury: 
• Klíčové slovo architecture je následováno: 
o Jménem architektury 
o Klíčové slovo OF 
o Jméno entity 
o Klíčové slovo IS 
• Následuje deklarace vnitřních prvků 
• Klíčové slovo BEGIN 
• Samotný kód programu 






Jedná se o jazyk popisující hardwarovou činnost programovatelných obvodů. Syntaxe 
jazyka byla navržena k podobnosti s jazykem C, který byl již v době vzniku velmi využíván 
pro vývoj softwaru. Jazyk je tvořen hierarchií modulů, které mezi sebou komunikují pomocí 
deklarovaných vstupů/výstupů. Samotný obsah programu je vložen mezi klíčová slova begin 
a end podobně jako u jiných programovacích jazyků (např. VHDL). 
Ukázka jednoduché aplikace pro výpis textu: 
module main; 
  initial  
    begin 
      $display("Vypíše text!"); 
      $finish; 
    end 
endmodule 
5 Tvorba webového portálu 
Do této kapitoly se práce zabývá pouze teoretickými poznatky a popisuje princip tvorby 
jednoduchých statických (popř. dynamických) webových stránek. V této části práce je již 
popsán kompletní postup při tvorbě webového portálu – zde určeného pro výuku 
programovatelných logických obvodů. 
5.1 Veřejná část 
Jak již bylo zmíněno, moderní dynamické webové stránky bývají rozděleny na dvě části. 
Jednou z nich je část veřejná, které zpracovává data uložená v databázi a ty následně  
co nejpřehlednější formou prezentuje návštěvníkům.  
Realizace veřejné části se skládá z několik kroků: 
• Vytvoření grafického návrhu – tvorba probíhá v grafickém editoru 
• Zpracování grafického návrhu – vytvoření šablony pomocí HTML a CSS 
• Programování – implementace programovacího jazyka (zde se jedná o jazyk 
PHP) do vytvořené šablony což umožní práci s databázovým systémem  
a vytvoření požadovaných modulů 
• Tvorba doplňkových modulů – interpretace článků, seznam rubrik, fórum, 
anketa apod. 
• Kontrola validity – pomocí doplňkových nástrojů je vhodné dokončené webové 
stránky podrobit testu validního kódu 
5.1.1 Vytvoření grafického návrhu 
Před samotnou tvorbou grafického návrhu je důležití si uvědomit, pro jakou cílovou 
skupinu jsou stránky určeny. Z toho je následně odvozena grafická podoba veřejné části 
(použité barvy apod.). Každý uživatel má samozřejmě odlišný vkus a není možné vyhovět 
úplně všem (velké webové portály již v dnešní době umožňují výběr z více barevných variant).  
Webové stránky pro výuku programovatelných obvodů budou sloužit převážně mužům 
studentského věku. Vzhledem k rozsahu a zajímavosti dané problematiky je ovšem nutné, aby 
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grafická podoba webových stránek působila neutrálně a „neurazila“ tak případného 
návštěvníka z jiné cílové skupiny. 
Samotné rozvržení webové prezentace je vhodné vybírat z odzkoušených variant, které 
uživatele nijak nematou a působí přehledně. Pravděpodobně nejznámější a nejvyužívanější 
variantou je „dvousloupcové“ rozvržení, které začíná (odshora-dolů) nadpisem (popř. 
obrázkem s logem) a dále je stránka rozdělena na dvě části. Levá část obsahuje navigační 
menu spolu s dalšími doplňkovými funkcemi zatímco část pravá (výrazně širší) slouží 
k prezentaci obsahu. Jedná se o zaběhlé řešení – působí na první pohled přehledně a jej 
uživatelé znají. Neexistuje nic horšího než webové stránky, které jsou přeplněné množstvím 
funkcí ale působí na první pohled nepřehledně.  
Pro realizaci mnohem složitějších webových stránek bývá vhodnější zvolit variantu 
osahující více sloupců či textových bloků. Navigační menu je v takovém případě vhodné 
umístit vodorovně do horní části webu aby došlo k zachování přiměřené přehlednosti. 
 
Obr. 5.1 Výsledný grafický návrh 
Grafický návrh (Obr. 5.1) obsahuje celkem tři části. V té vrchní je umístěné navigační 
menu s logem webu. Na levé straně je umístěn výběr kategorií, které je možné libovolně 
měnit v redakčním systému. V pravé části webu je umístěno široké pole pro obsah 
jednotlivých stránek. 
5.1.2 Zpracování grafického návrhu 
Samotné zpracování grafického návrhu spočívá v rozvržení struktury dokumentu pomocí 
prvků jazyka HTML (XHTML) a přiřazení kaskádových stylů. Je důležité si uvědomit na 
kolik částí bude grafický návrh rozdělen a jak budou jednotlivé prvky zpracovány. 
Ve druhé kapitole byl popsán princip tvorby struktury HTML dokumentu a následné 
přiřazení kaskádových stylů jednotlivým značkám (tagům). Tyto poznatky budou nyní 
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využity pro vytvoření šablony. Na grafickém návrhu se obvykle vyskytují dva základní druhy 
prvků. Jsou jimi: 
• Grafické prvky 
• Textové prvky 
Grafické prvky se nedají nahradit žádnou značkou ani atributem jazyka HTML (jedná se 
především o obrázky, grafické zpestření apod.). Takovou část návrhu je tedy nutné 
v grafickém editoru vyříznout a do samotného dokumentu HTML vložit jako prostý obrázek 
(značka <img>). Pokročilejší metodou je pak přiřazení obrázku na pozadí prvku HTML 
pomocí kaskádových stylů. 
Textové prvky je možné plnohodnotně nahradit pomocí značek HTML a jejich atributy. 
Takové prvky obsahují pouze jednoduché grafické formátování a je tedy zbytečné vkládat je 
do struktury HTML dokumentu jako obrázky. Jsou jimi například ohraničené bloky textu, 
jednotná barva pozadí apod. 
Obecně platí pravidlo, čím méně zbytečných obrázků, tím lepe jelikož každý obrázek 
umístěný v dokumentu HTML je nutné přenést na počítač návštěvníka. Při velkém počtu 
(„zbytečně objemných“) obrázků může dojít k velkému zatížení webového serveru , což vede 
k výraznému zpomalení celkového chodu. 
Z grafického návrhu jsou vyříznuty celkem čtyři obrázky: logo, pozadí stránky a dva 
obrázky pro vytvoření tlačítek navigačního menu. Všechny ostatní prvky grafického návrhu 
budou použity pouze pro stanovení parametrů (rozměry, barva pozadí, styl písma apod.) 
značek HTML a kaskádových stylů. Struktura HTML dokumentu uvnitř značky <body> bude 
tedy po předchozím kroku vypadat následovně. 
Ukázka struktury HTML dokumentu: 
<!-- Hlavní prvek --> 
<div class="main"> 
 <div class="top"> 
  <!-- Navigační menu, logo --> 
 </div> 
 <div class="left"> 
  <!-- Rubriky článků --> 
 </div> 
 <div class="right"> 
  <!-- Obsahová část --> 
 </div> 
 <div class="bottom"> 
  <!-- Patička stránky --> 
      </div> 
</div> 
Jedná se pouze o hrubou strukturu dokumentu, jelikož do jednotlivých značek budeme 
dále dynamicky vkládat obsah v závislosti na zobrazované stránce. Jednotlivým značkám jsou 
přiřazeny kaskádové styly, které určují jejich pozici a styl grafického formátování. Ukázka 






Ukázka použitých kaskádových stylů: 
/* Styly společné pro celý dokument a nastavení obrázku na pozadí */ 
body{  
      font:8pt Verdana, Arial, Helvetica, sans-serif; 
 background:#494949 url(/img/top-bg.gif) center top repeat-x; 
 text-align:center; 
 margin:0px;  
} 
/* Hlavní prvek */ 
div.main{ 
 width:830px; 
 margin:18px auto 0px auto; 
 background:#ffffff;  
} 
/* Logo webové stránky a pole pro navigační menu */ 
div.top{ 
 height:183px; 
 background:url(/img/top.jpg) no-repeat;  
} 








 margin-top:1px;  
} 
/* Obsahová část webu */ 
div.right{ 
 width:613px; 
 margin:6px 0px 0px 6px; 
 float:left; 
 text-align:left;  
} 







 margin:0px 6px; 
 border-top:1px solid #dcdcdc;  
} 
Výsledkem předchozího postupu jsou tedy dva soubory (dokument HTML a soubor 
obsahující kaskádové styly) a složka, ve které jsou umístěny obrázky. Tento celek bude sloužit 
jako šablona, do které bude následně implementován programovací jazyk PHP. 
5.1.3  Programovaní veřejné části 
Princip programování v jazyku PHP a práce s databází MySQL byl podrobně popsán ve 
třetí kapitole této práce. Veřejná část webové prezentace je tvořena dvojicí objektů (tříd) 
z nichž první (nadřazený) objekt Web obsahuje metody pro výpis samostatných stránek  
a druhý objekt pojmenovaný tMySql vykonává databázové dotazy. Při tvorbě hypertextových 
odkazů bude využit modul Mod_rewrite, který je podrobně popsán rovněž ve třetí kapitole. 
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Na začátek je nutné poznamenat, že webová prezentace a databázový systém budou 
kódovány jazykem Unicode (UTF-8). Řetězce znaků budou tedy kódovány posloupností  
8-bitových znaků (1-bajt). Kódování řeší problémy formátů UCS-2 nebo UCS-4 jako je 
náročnost na paměť, obsah binárních nul či některých nepovolených znaky („/“ nebo „\“). 
Nyní se již dostáváme k samotnému programování. Objekt tMySql obsahuje řadu metod, 
které slouží k obsluze databázového systému MySQL. Popisovat zde všechny metody by bylo 
nad rámec rozsahu této práce a proto zde bude uveden pouze stručný výpis těch základních. 
Objekt dále obsahuje globální proměnné, které slouží především k nastavení identifikačních 
údajů (přihlašovací údaje k databázovému systému) 
• connect() – obstarává připojení k databázovému systému 
• query() – vykoná databázový dotaz 
• update() – slouží k aktualizaci dat v databázových tabulkách 
• insert() – vloží nový záznam do databázové tabulky 
• num_rows() – vypočítá počet řádků na základě předchozího dotazu 
• insert_id() – vrací identifikační číslo posledního přidaného záznamu 
Objekt tMySql je využíván jak veřejnou prezentací, tak redakčním systémem. Při přesunu 
webové prezentace na jiný webový server je nutné nastavit přístupové údaje pouze v jediném 
souboru. 
Návrh databázové struktury je nutné vhodně uspořádat. Z hlediska výkonu není vhodné 
navrhovat tabulky s příliš velkým počtem sloupců, avšak pro vytvářenou webovou prezentaci 
toto riziko nehrozí, neboť většina tabulek obsahuje maximálně 6 sloupců. Došlo tedy  
k navržení databázových tabulek pro všechny požadované moduly. Opět popisovat strukturu 
všech tabulek by bylo nad rámec rozsahu této práce a proto je uveden pouze stručný výpis 
tabulek. 
• seznam - Do této tabulky jsou ukládány rubriky, které se následně přiřazují 
jednotlivým článkům. Aktualizací dat v této tabulce lze libovolným způsobem  
upravit strukturu rubrik. Data z tabulky jsou také využívána pro vykreslení 
postranního menu. 
• články – Tabulka slouží pro vkládání nových článků a je pomocí sloupce 
rubrika propojena s identifikačním číslem z tabulky seznam.  
• menu – Slouží k sestavení navigačního menu. Je možné vytvářet hlavní položky, 
ke kterým lze přiřadit položky podřazené. 
• novinky – Tabulka umožňuje vkládání krátkých aktualit. 
• systém – obsahuje data, která slouží k nastavení webu (titulek, klíčová slova pro 
vyhledávače, popis webové prezentace apod.) 
• forum_hlavni,forum_rubriky,forum_temata,forum_prispevky – Tabulky 
slouží pro kompletní správu fóra.  
• anketa,anketa_data – Tabulky obsahují data veřejných anket. Do tabulky 
anketa_data se ukládají jednotlivé hlasy. 
• stránky – Tabulka slouží pro vkládání samostatných stránek. Pomocí redakčního 
systému je možné přidat libovolné množství stránek, na které lze odkazovat 
v rámci celé prezentace. 
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Dále obsahuje databáze tabulky pro monitoring návštěvnosti (s využitím internetových 
služeb) a ověření přístupových údajů pro vstup do redakčního systému (tabulka admin). 
Objekt Web obsahuje ve svém konstruktoru instanci objektu tMySql. Metody pro práci 
s databázovým systémem je tedy možné využívat ve všech metodách objektu Web.  
Definice objektu (třídy) Web: 
class Web{ 
 function __construct(){ 
  $this->sql = new tMysql; 
  $this->sql->connect(); 
 } 
} 
Třída web dále obsahuje metody, které obstarávají vykreslování obsahu jednotlivých 
stránek (výpis článků a jejich rubrik, navigační menu, fórum, ankety, výpis stránek apod.). 
Takové metody využívají podobného principu a jsou si tedy velice podobné – nejprve 
vykonání databázového dotazu a následné vykreslení obsahu přehlednou formou.  
V objektu jsou dále obsaženy metody pro zpracování textových řetězců a metody, které 
vrací požadované hodnoty (identifikační čísla apod.). Zde stojí za zmínku především funkce 
MakeLink(), která z textového řetězce odstraňuje diakritiku a další znaky (používaná 
například k odstranění diakritiky a mezer z nadpisů jednotlivých článků) , které nejsou 
povolené v adrese URL. Tato metoda je využívána pro SEO optimalizaci (optimalizace pro 
webové vyhledávače) a spolu se systémem ModRewrite vytváří přehledné URL adresy. 
Ukázka definice metody pro vykreslení jednoduché stránky: 
function ShowPage($id){ 
 $id = htmlspecialchars($id); 
 $get = $this->sql->query_fetch_assoc( 
  "SELECT text FROM stranky where id like ".$id."'" 
 ); 
 print '<div class="page">'.$get['text'].'</div>'; 
} 
Metodě je předáván parametr $id, který slouží jako identifikační číslo pro výběr záznamu 
z tabulky stranky. Řetězec identifikačního čísla je předáván pomocí metody GET a proto 
musí být zpracován funkcí htmlspecialchars aby nebyla ohrožena bezpečnost webu. 
Obdobným způsobem jsou řešeny další funkce sloužící k vykreslení obsahu z databázových 
tabulek. 
Ukázka definice metody pro zpracování textového řetězce: 
function MakeLink($text){ 





 , $text); 
 $return = Str_Replace(array(" ", "_"), "-", $return);  
 $return = Str_Replace(array("(",")",".","!" 
                 ,",","\"","'",":","?","/","#"), "" 
           , $return); 
 $return = StrToLower($return); 
 return $return; 
} 
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Nejprve dojde k nahrazení znaků s diakritikou znaky bez diakritiky. Dále náhrada znaku 
mezera znakem pomlčka, odstranění znaků, které nejsou povolené v adresách URL a nakonec 
náhrada velkých písmen za malá.  
Jak již bylo zmíněno, důležitým prvkem každého webu je optimalizace pro vyhledávače. 
Přehledné URL adresy jsou pouze jedním z aspektů, které určují, jakým způsobem budou 
webové vyhledávače webové stránky indexovat. Dalším důležitým prvkem je samotný titulek 
webové stránky. Samozřejmě není vhodné, aby všechny stránky webového portálu obsahovali 
stelný titulek a proto je nutné titulek generovat pro každou stránku samostatně. K tomu slouží 
metoda system, která dle zadané URL adresy vygeneruje titulek (obsahuje zobrazenou 
stránku, rubriku či nadpis jednotlivých článků). 
Samotný proces stránkování a volání příslušných metod je řešen pomocí funkce switch , 
která je alternativou pro klasické podmínky if (popř. else). Kompletní ukázka použití této 
funkce je znázorněna (principiálně) níže. Funkci switch je předána hodnota, která je určena 
k porovnávání a představuje tak zobrazovanou stránku. Značky case (zakončené break) dále 
porovnávají hodnotu  a vykonávají tak příslušející proces. 
// Definice 
switch($_GET['stranka']){ 
 // Zápis podmíněných výrazů – obdoba if 
 case 'clanky': 
  ZobrazitClanky(); 
 break; 
 // Zápis podmíněných výrazů – obdoba else if 
 case 'stranky': 
  ZobrazitStranku(); 
 break; 
 // Zápis podmíněných výrazů – obdoba else 
 default: 
  print 'Zobrazí text pokud předchozí podmínky nevyhovují'; 
 break; 
} 
5.1.4 Doplňkové moduly 
Dynamické navigační menu umístěné v horní části webu disponuje širokými možnostmi 
využití díky rozsáhlým možnostem jeho sestavení v redakční části. Je možné vytvořit 
nepřeberné množství samostatných stránek, na které bude navigační menu odkazovat. 
Samozřejmě je také možné odkazovat přímo na jednotlivé články či témata umístěná 
v diskusním fóru. 
Nejdůležitějším prvkem webového portálu jsou samozřejmě samotné články. Ty jsou 
tříděné do rubrik, ke kterým je možné vkládat úvodní texty objasňující danou problematiku. 
Články mohou obsahovat velké množství prvků jako vkládání obrázků či formátované ukázky 
jednotlivých zdrojových kódů. Po přečtení článku je možné jej uložit ve formátu PDF či MS 
Word. Možnosti samotného ukládání článku v obou formátech jsou plně nastavitelné 
v redakční části. 
Samotný export článků do klasických dokumentů je řešen pomocí několika objektů. 
Export do formátu MS WORD (PDF) je řešen objekty Web, HTML_TO_DOC (HTML2PDF)  
a samozřejmě tMySql. Třídy HTML_TO_DOC a HTML2PDF obstarávají převod ze struktury 
jazyka HTML do požadovaného formátu. 
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V předchozí kapitole je znázorněna struktura databázových tabulek pro diskusní fórum  
a ankety. V prostředí internetu jsou diskusní fóra velice oblíbená a slouží k výměně cenných 
informací či k poskytování různého obsahu. Jednoduché fórum návštěvníkům umožňuje 
zakládat témata do systematicky tříděných kategorií a následně na tato témata vkládat 
odpovědi. Fórum je možné kompletně spravovat pomocí redakčního systému a tak například 
uzamknout část fóra (nelze zakládat témata ani vkládat příspěvky) nebo pouze nevyžádané 
téma. Ve zvolené rubrice jsou témata řazeny dle data posledního příspěvku od nejnovějších 
po nejstarší. 
 
Obr. 5.2 Ukázka výpisu hlavní kategorie diskusního fóra 
Ankety slouží jako zpětná odezva od návštěvníků, kteří webové stránky navštěvují. 
Pomocí chytrých anketních otázek je možné dále zlepšovat přehlednost i celkový chod 
webového portálu. Pomocí anketního systému je také možné zahájit hlasování vedoucí 
k určitému závěru. Systém je vytvořen tak, aby mohl každý návštěvník hlasovat pouze 
jedenkrát a nemohl tak znevážit výsledky hlasování. Zajímavé je také sdělit návštěvníkům 
dosavadní stav hlasování, aby měli větší motivaci podpořit svůj návrh.  
Struktura ankety je rozdělena do dvou databázových tabulek. V té první jsou uložené 
anketní otázky a varianty odpovědí. Do té druhé se ukládají hlasy návštěvníků, což později 
slouží k výslednému vyhodnocení. Redakční systém navíc umožňuje graficky sledovat 
výsledky anket, které již nejsou aktuální a vracet se tak ke starším nezodpovězeným otázkám. 
Anketu je dále možné aktivovat pouze v zadaném časovém období aby nebylo nutné modul 
ručně deaktivovat.  
 
Obr. 5.3 Výsledky ankety zobrazené v redakční části 
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5.2 Redakční část 
Redakční část slouží k tvorbě a editaci obsahu, který je publikován částí veřejnou. Stránky 
jsou v administračním režimu tvořeny prostými výpisy záznamů, které jsou uložené 
v databázi. Při správě složitého webového portálu je velice důležitá rychlost a přehlednost. 
Výpisy záznamů by tedy měly být obohaceny o pokročilé možnosti řazení, stránkování či 
vyhledávání pomocí klíčových slov (vhodné obvykle pro elektronické obchody, které obsahují 
tisíce položek). 
Vkládání a úprava jednotlivých záznamů je prováděna pomocí formulářů. Ty obsahují 
jednotlivé prvky vhodné pro vyplnění základních údajů či výběr z různých nabídek. Je 
důležité aby vyplnění formuláře bylo přehledné a intuitivní. Součástí formuláře mohou být 
také textové editory, které usnadňují tvorbu obsahu.  
Základním textovým editorem využívaným pro psaní článků či stránek je WYSIWYG 
(What You See Is What You Get – neboli v překladu „Co vidíte, to dostanete“), který bývá 
vytvořen pomocí jazyka JavaScript a umožňuje jednoduše vytvářet dokumenty psané jazykem 
HTML (popř. XHTML). Další prvky formulářů mohou být realizovány pomocí standardních 
HTML značek či pokročilejší metodou využívající JavaScript, jejichž kvalita zpracování 
může překonat klasické HTML prvky. 
5.2.1 Struktura redakční části 
Obdobně jako část veřejná, je část redakční tvořena několika objekty. Konkrétně jde  
o objekty Admin, který slouží ke správě obsahu, objekt User (slouží k ověření identifikačních 
údajů) a objekt tMySql (podobně jako u části veřejné), která obstarává komunikaci 
s databázovým systémem. V konstruktoru třídy admin dochází k vytvoření instance objektu 
tMySql. Metody pro práci s databázi jsou tedy dostupné v celém objektu Admin. 
Třída Admin obsahuje následující metody: 
• Vypis  – zobrazí výpis všech záznamů z dané databázové tabulky 
o metodě je nutné předat parametry odpovídající tabulce v databázi (název 
tabulky, názvy prvků v tabulce, textové popisky prvků, název proměnné dle 
které se mají záznamy řadit a identifikační číslo zobrazené stránky) 
o výpis je možné řadit dle všech prvků v tabulce – řazení je vytvořeno 
v JavaScriptu a umožňuje současně stránkování 
o pouhou změnou parametrů, které jsou funkci předávány, lze vytvořit výpis 
kterékoliv tabulky z databáze 
• Formular – slouží k vytvoření formuláře  
o metoda obsahuje velké množství předdefinovaných formulářových prvků 
jako například vkládání souboru, textové pole či výběrový prvek (prvky 
jsou tvořené v jazyce JavaScript) 
o pouhou změnou parametrů, které jsou funkci předávány, lze vytvořit 
libovolný formulář 
• Smazat – slouží k odstranění záznamu z databáze 
• Pridat – slouží pro přidání záznamu do databáze 
• Upravit – slouží k editaci záznamu uloženému v databázi 
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Objekt dále obsahuje jednoduché metody, které slouží k vytvoření formulářových prvků. 
Metody umožňují vytvořit výběrový prvek, který v sobě obsahuje data z databázové tabulky, 
dále například WYSIWYG editor či kalendář (tvořen kombinací jazyků PHP a JavaScript). 
Objekt Admin je tedy všestranně univerzální a je možné jej použít pro správu obsahu téměř 
jakékoliv databázové tabulky. Přitom není třeba nastavovat žádné parametry vyjma parametrů 
jednotlivých metod. 
Objekt User slouží k ověření přihlašovacích údajů. Do redakční části se není možné dostat 
bez správného uživatelského jména a hesla. Při správném vyplnění přihlašovacího formuláře 
dojde v prohlížeči k uložení proměnných (takzvaných. COOKIES). Ty zůstávají v prohlížeči 
uložené až do zvoleného data přičemž při každém načtení stránky v redakční části dochází 
k ověření těchto údajů. Díky tomu je například možné okamžitě zakázat přístup k jednotlivým 
modulům či nastavit oprávnění pouze do určité sekce. To je vhodné využívat při správě 
složitého webového portálu, kde je počet redaktorů o poznání vyšší než při tvorbě tohoto 
webu. Systém, který slouží k rozlišování přístupových práv tedy nebude v této práci 
zapracován. 
5.2.2 Přehled funkcí v redakční části 
Na úvodní části, která je zobrazena ihned po přihlášení správce, je umístěn blok 
s funkcemi rychlého přístupu (Obr. 5.4). Vše je přehledně uspořádáno tak, aby bylo možné po 
jediném kliknutí přidat záznam do příslušné tabulky či změnit nastavení webové prezentace. 
 
Obr. 5.4 Rychlý přístup ke všem funkcím redakční části 
Hlavním prvkem redakční části je přehledný výpis záznamů, které jsou v databázi 
uložené. Důležitá je přehlednost a rychlost procházení. Tomu napomáhá možnost seřazení 
tabulky dle jednotlivých sloupců a rychlá možnost stránkování. Na Obr. 5.5 je zobrazen výpis 
rubrik pro jednotlivé články. Kliknutím na název sloupce lze záznamy jednoduše řadit. 
Stránkování je umístěno v pravé části nad výpisem. Každý záznam je možné jedním 
kliknutím editovat či smazat. Pro volitelné moduly jako jsou například ankety je k dispozici 
odkaz na grafické vyhodnocení požadovaných výsledků. 
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Obr. 5.5 Výpis záznamů z databáze 
 
Formuláře jsou velice důležité, jelikož slouží 
k tvorbě obsahu kompletní webové prezentace. 
Může obsahovat jednoduchá textová pole či 
výběrové prvky, které jsou tvořeny pomocí 
značek jazyka HTML. Modernější a přehlednější 
řešení se nabízí využitím jazyka JavaScript. 
Typickým příkladem je výběrový prvek, který 
vypisuje data z databáze.  
Znázorněn je na Obr. 5.6 a slouží pro 
přiřazení rubriky k příslušnému článku. Obsahuje 
hlavní kategorie, které není možné zvolit a slouží 
pouze pro zpřehlednění výpisu. Vedlejší 
kategorii lze zvolit přičemž dojde k uzavření 
výběrového seznamu a zvolení hodnoty. Celý 
prvek je realizován jazykem JavaScript, který 
obstarává výběr a nastavení konečné hodnoty. 
 
Dalším prvkem, který lze pohodlně a jednoduše 
realizovat je kalendář (Obr. 5.7). Při spuštění dojde 
(pomocí jazyka PHP) k vygenerování HTML struktury pro 
aktuální měsíc. Následné stránkování je řešení pomocí 
jazyka JavaScript a je tak možné vybírat zcela libovolné 
datum. Výběr navíc urychluje funkce vybírání měsíce a 
roku. 
 
Obr. 5.6 Výběrový prvek formuláře 
 
Obr. 5.7 Kalendář 
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Pro psaní a editaci článků je vhodné použít WYSIWYG editor (zobrazený na Obr. 5.8), 
který umožňuje jednoduché formátování textu či vkládání obrázků i méně zkušeným 
uživatelům. Editor funguje podobným způsobem jako známé kancelářské aplikace typu MS 
Word nebo nejednodušší WordPad. Uživatel za pomoci jednoduchého menu určuje, co bude 
s textem prováděno či jaké prvky bude článek obsahovat. 
 
Obr. 5.8 WYSIWYG editor 
WYSIWYG editor je aplikace vytvořená jazykem JavaScript. Pro složitější moduly 
(vkládání symbolů, vkládání obrázků, odkazů na soubory či práce s tabulkami)  je využit 
obsah generovaný skripty PHP. Aplikace nabízí rozsáhlé možnosti formátování textu, 
vkládání obrázků či záložek. 
Kompletní seznam funkcí, které nabízí WYSIWYG editor: 
• Formátování textu – tučně, kurzíva, podtržené, přeškrtnuté 
• Možnosti zarovnání – na střed, doprava, doleva, do bloku 
• Vkládání seznamů – číslované a bodované seznamy 
• Vkládání obrázků – možnost nahrát a vložit obrázek 
• Práce se soubory – možnost nahrát a vložit odkaz na soubor 
• Hypertextové odkazy – klasické odkazy, práce se záložkami 
• Práci s tabulkami – vložit tabulku, práce s buňkami, slučování buňek 
• Vkládání symbolů – rozsáhlá nabídka symbolů, které lze vložit do textu 
• Rozsáhlé možnosti vkládání obsahu – vložit čistý text, vložit obsah z dokumentu 
MS Word, možnost vkládat části kódu různých programovacích jazyků 
• Rychlé vkládání obrázku malých rozměrů 
• Nastavení barvy a stylu písma 
• Kontextové menu – rychlé menu pro nejčastěji používané funkce (Obr. 5.8) 
• Možnost zobrazení přes celé okno prohlížeče 
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5.2.3 Nastavení redakčního systému 
Než začne být editor využíván, je nutné nastavit několik parametrů. Ty určují umístění 
složek (atributy složek musí umožňovat zápis a čtení souborů) obsahující soubory, které bude 
možné vkládat do obsahové části. Parametry jsou umístěny celkem ve dvou souborech, a to na 
jejich samotném začátku. Jedná se o soubory: 
// Nastavení URL adresy pro samotný editor 
/cms/editor/js/editor.js 
// Nastavení PHP soubory, který zprostředkovává vkládání obrázků 
apod. 
/cms/editor/include/popup.php 
V obou případech je nutné nastavit pouze doménu webové stránky a adresu umístění  
hlavní složky redakčního systému. Objekt tMySql, který zprostředkovává komunikaci 
s databázovým systémem, slouží jak redakční, tak i veřejné části. Nutné je pouze nastavení 
přihlašovacích údajů a adresa databázového serveru. 
// Soubor obsahující třídu tMySql 
/cms/inc/mysql.class.php 
// Výpis parametrů, které je nutné nastavit 
var $dbName = 'nazev_databaze'; 
var $dbServer = 'server(localhost)'; 
var $dbUser = 'prihlasivaci_jmeno'; 
var $dbPassword = 'prihlasovaci_heslo'; 
6 Závěr 
Úkolem bakalářské práce bylo vytvořit multimediální webový portál pomocí 
nejmodernějších technologií. Obsahem práce jsou podrobné teoretické poznatky, které jsou 
potřebné pro tvorbu statických i dynamických webových stránek. 
V úvodní části této práce je vysvětlen způsob tvorby webových stránek. Základní pilíř 
tvoří značkovací jazyk HTML (již od roku 1990), který umožňuje definovat strukturu 
dokumentu a s pomocí kaskádových stylů CSS (Cascading Style Sheets) také grafickou 
úpravu. V té době také vznikl první webový prohlížeč pojmenovaný WorldWideWeb.  
V následující kapitole je vysvětlen princip programování složitějších dynamických stránek 
pomocí jazyka PHP. Je zde také popsán databázový systém MySQL a jeho využití 
v kombinaci s programovacím jazykem.  
Samostatná kapitola je věnována programovatelným logickým obvodům PLD a obvodům 
FPGA. Jedná se pouze o stručný úvod do této problematiky s popisem jednotlivých obvodů. 
Zde je také uveden názorný postup při tvorbě aplikací pro programovatelné obvody a popis 
nejvyužívanějších programovacích jazyků. 
Na závěr je uveden postup při tvorbě webového portálu. Postup je rozčleněn na dvě 
základní části – veřejná a redakční. V každé kapitole je uveden postup programování a návrhu 
databáze. Ve veřejné části nechybí oblíbené diskusní fórum, ankety či export článku do 
klasických formátů. 
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