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Diplomova´ pra´ce se zaby´va´ tvorbou intra s omezenou velikost´ı. Pra´ce popisuje metody pro
omezen´ı velikosti vy´sledne´ aplikace. Hlavn´ı cˇa´st pra´ce popisuje metody pro generova´n´ı a
animaci graficke´ho obsahu. Zaby´va´ se tvorbou textur a geometrie. Dalˇs´ı cˇa´st´ı jsou fyzika´ln´ı
simulace cˇa´sticovy´ch a elasticky´ch syste´mu˚.
Abstract
This thesis deals with the creation of the intro with limited size. This work describes
methods for reducing the size of the final application. The main part describes methods
for generating graphic content and methods for its animation. It deals with creation of
textures and geometry. Another part is aimed on the physical simulation of particle and
elastic systems.
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´vneˇn´ı
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C´ılem te´to pra´ce je vytvorˇen´ı graficke´ho intra s omezenou velikost´ı. Pra´ce pojedna´va´ o
technika´ch minimalizace velikosti spustitelne´ho souboru pomoc´ı nastaven´ı prˇekladu, kom-
primova´n´ı vy´sledne´ho souboru, vhodne´ho programa´torske´ho stylu a generova´n´ı obsahu
podle sˇablon. Zaby´va´ se generova´n´ım graficke´ho obsahu jako jsou textury a geometrie.
V pra´ci je popsa´n zp˚usob generova´n´ı v´ıcerozmeˇrne´ho sˇumu. Da´le se zaby´va´ vytvorˇen´ım
v´ıcerozmeˇrny´ch Vorone´ho diagramu˚. Dalˇs´ı cˇa´st pra´ce se zaby´va´ tvorbou textur pomoc´ı
sˇumu, Vorone´ho diagramu˚, barevny´ch prˇechod˚u a transformacˇn´ıch operac´ı. Na´sleduje sekce
o generova´n´ı geometrie intra. V te´to cˇa´sti je popsa´n prˇevod objemove´ reprezentace teˇlesa
na povrchovou reprezentaci. Spadaj´ı sem algoritmy Marching cubes a Marching tetrahedra.
Da´le sem patrˇ´ı vyhlazen´ı povrchu a optimalizace ukla´da´n´ı dat produkovany´ch teˇmito algo-
ritmy. Pote´ se pra´ce zaby´va´ bump mappingem, texturova´n´ım, tvorbou skyboxu, cˇa´sticovy´mi
a elasticky´mi syste´my, vodou, tere´nem a pohybem kamery.
1.1 OpenGL
OpenGL je v pra´ci vyuzˇito pro vykreslova´n´ı vesˇkere´ grafiky. OpenGL (
”
Open Graphics
Library“) je n´ızkou´rovnˇova´ graficka´ knihovna. Za vytvorˇen´ım knihovny stoj´ı spolecˇnost Sil-
icon Graphics, Inc., jezˇ ji uvedla v roce 1992. Knihovna od pocˇa´tku vysˇla v neˇkolika verz´ıch,
prˇicˇemzˇ verze jsou zpeˇtneˇ kompatibiln´ı. Obsahuje stovky funkc´ı umozˇnˇuj´ıc´ıch specifikaci a
manipulaci s graficky´mi daty. V drˇ´ıveˇjˇs´ıch doba´ch byla kresl´ıc´ı pipeline fixn´ı a nebylo tedy
mozˇne´ ji jakkoliv upravit. Od verze OpenGL 2.0 je k dispozici jazyk GLSL, ktery´m lze
kreslic´ı pipeline naprogramovat a zmeˇnit jej´ı chova´n´ı.
1.2 Intro
Graficke´ intro by´va´ kra´tke´ video vytvorˇene´ programem. Video vytvorˇene´ aplikac´ı neby´va´
nijak interaktivn´ı. Du˚lezˇitou charakteristikou programu je jeho mala´ velikost. Existuje
neˇkolik kategori´ı velikost´ı od 1KB prˇes 64KB azˇ po neomezenou velikost. Program obvykle
nepotrˇebuje ke sve´mu beˇhu zˇa´dna´ extern´ı data, jako jsou obra´zky textur a soubory s modely
cˇi hudbou. Kl´ıcˇovy´m prvkem intra je kontrast mezi malou velikost´ı programu a mnozˇstv´ım
a silou u´cˇinku prezentovany´ch graficky´ch a zvukovy´ch informac´ı. Tento kontrast veˇtsˇinou
poukazuje na schopnosti dane´ho programa´tora nebo skupiny, kterˇ´ı intro vytvorˇili. U veˇtsˇ´ıch
skupin vznikaj´ı i r˚uzne´ podp˚urne´ na´stroje naprˇ´ıklad pro komponova´n´ı a prˇehra´va´n´ı hudby.
Zdrojove´ ko´dy programu˚ by´vaj´ı veˇtsˇinou tajne´ a autorˇi si je bedliveˇ strˇezˇ´ı. Intra se objevuj´ı
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nejcˇasteˇji jako programy vytvorˇene´ pro za´bavu cˇi souteˇzˇ. Vyskytuj´ı se ale i jako komercˇn´ı
prezentace.
Obsah intra mu˚zˇe by´t kra´tky´ prˇ´ıbeˇh, prˇedveden´ı mysˇlenky, prezentace schopnost´ı au-
tor˚u, uka´za´n´ı svy´ch umeˇlecky´ch schopnost´ı, propagace k filmu, reklama nebo jine´ veˇci.
Pokud se jedna´ o intro vytvorˇene´ pro za´bavu (nejcˇasteˇjˇs´ı prˇ´ıpad) nen´ı obsah intra nikterak
sva´za´n a na´plnˇ je zcela v rukou autora a za´lezˇ´ı jen na neˇm, co bude jeho intro zobrazo-
vat. Cˇaste´ jsou abstraktn´ı sce´ny, ktere´ nemaj´ı mnoho spolecˇne´ho s realitou, poskytuj´ı vsˇak
vydatny´ graficky´ za´zˇitek. Abstraktn´ı intra se nejcˇasteˇji objevuj´ı u velmi maly´ch velikost´ı
programu˚. Nevy´hodou teˇchto typ˚u inter by´va´, zˇe acˇ jsou graficke´ efekty sebelepsˇ´ı cˇasem,
s vy´vojem graficke´ho hardwaru, stejneˇ zastara´vaj´ı. Proto by´va´ d˚ulezˇity´m prvkem intra
prˇ´ıbeˇh. Silny´ prˇ´ıbeˇh mu˚zˇe hodnotu intra znacˇneˇ zvy´sˇit. Nicme´neˇ to plat´ı i naopak.
Graficka´ intra jsou fenome´nem. Internet jich obsahuje tis´ıce a komunita kolem inter je
velmi zˇiva´. Porˇa´daj´ı se r˚uzne´ souteˇzˇe s oceneˇn´ımi. Do budoucna lze ocˇeka´vat, zˇe tvorba
inter bude pokracˇovat. S prˇiby´vaj´ıc´ım vy´konem zobrazovac´ıho hardwaru porostou kvalita
vizua´ln´ıch efekt˚u a mozˇnosti inter, avsˇak vzˇdy bude nejv´ıce za´lezˇet na schopnostech autora.
1.3 Velikost 64KB
Velikost 64KB se mu˚zˇe zda´t pro aplikaci zobrazuj´ıc´ı grafiku velmi ma´lo, kdyzˇ i velmi
jednoduche´ programy mohou po kompilaci zab´ırat velikost neˇkolika megabajt˚u. Toto se
cˇasto ty´ka´ vysokou´rovnˇovy´ch jazyk˚u a vysokou´rovnˇovy´ch programovac´ıch prostrˇedk˚u. Tyto
vysokou´rovnˇove´ na´stroje poskytuj´ı programa´torsky´ komfort, ale obvykle nedbaj´ı na vy´-
slednou velikost aplikace a ani na jej´ı rychlost. V podstateˇ je mezi ko´dem programa´tora
a vy´sledny´mi instrukcemi procesoru neˇkolik mezivrstev. V samotny´ch aplikac´ıch se tak
vyskytuj´ı spousty nevyuzˇite´ho ko´du a staticky´ch dat. Kdyzˇ se rˇekne pocˇ´ıtacˇova´ grafika,
veˇtsˇineˇ uzˇivatel˚u se vybav´ı pocˇ´ıtacˇove´ hry a ty beˇzˇneˇ zab´ıraj´ı gigabajty dat, cozˇ je i sto
tis´ıckra´t v´ıce nezˇ obvykla´ velikost inter. Toto je jedna z nejd˚ulezˇiteˇjˇs´ıch (ne-li nejd˚ulezˇiteˇjˇs´ı)
charakteristik intra.
Za´kladem male´ velikosti inter je tedy odstraneˇn´ı vsˇech nevyuzˇity´ch cˇa´st´ı. Toho lze
dosa´hnou vhodny´m (n´ızkou´rovnˇovy´m) programovac´ım jazykem jako je jazyk C nebo as-
sembler. Da´le vhodny´m nastaven´ım prˇekladacˇe a vhodny´m programa´torsky´m stylem. Dalˇs´ı
velkou u´sporu mı´sta lze dosa´hnout generova´n´ım graficke´ho obsahu. Mı´sto, aby se data
jako textury a modely ukla´daly do konstantn´ıch dat, ulozˇ´ı se jen zp˚usob jejich vytvorˇen´ı.
Posledn´ı mozˇnost´ı je vy´slednou aplikaci zkomprimovat.
1.4 Prˇ´ıbeˇh
Od zacˇa´tku jsem chteˇl intro, ktere´ zobrazuje prˇ´ırodu. Nechteˇl jsem intro, ktere´ je prˇ´ıliˇs
abstraktn´ı a mechanicke´. Intro, ve ktere´m se vyskytuj´ı nerea´lne´ mechanicke´ objekty. Proto
jsem zvolil mı´rny´ motiv - prˇ´ırodu. V intru jsou nakonec cˇtyrˇi sce´ny. Prvn´ı z nich je vysoko-
horska´ sce´na se zasneˇzˇeny´mi vrcholky sˇt´ıt˚u. Hory jsou sn´ıma´ny z ptacˇ´ıho pohledu a jsou
nasv´ıceny rann´ım sluncem. Na´sleduje prˇ´ımorˇska´ sce´na. V n´ı je mı´rna´ pahorkatina a morˇska´
hladina. Sce´na je osv´ıcena zapadaj´ıc´ım sluncem. Ve sce´neˇ se kamera ponorˇ´ı do stra´neˇ.
Na´sleduje sce´na s tunelem, ktery´ smeˇrˇuje dol˚u, do kopce. Tunel je zarostly´ a vyskytuje se v
neˇm pavucˇina. Na konci je voda. Posledn´ı sce´na je v jeskyni. Jeskyneˇ je z cˇa´sti zatopena. Do
jeskyneˇ pronika´ voda v podobeˇ neˇkolika vodopa´d˚u. Jsou zde zaveˇsˇeny trˇi barevne´ koberce,
pod ktery´mi jsou rozha´zeny bedny. Sce´na ke konci intra vybouchne.
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Kapitola 2
Techniky pro omezen´ı velikosti
Jak jizˇ bylo v u´vodu rˇecˇeno, velikost aplikace je u inter d˚ulezˇita´. Technik pro zmensˇen´ı
vy´sledne´ aplikace je neˇkolik. Je to nastaven´ı prˇekladacˇe tak, aby odstranil vsˇechna nepou-
zˇ´ıvana´ data, a aby sv˚uj prˇeklad optimalizoval na vy´slednou velikost. Dalˇs´ım zp˚usobem je
vy´slednou aplikaci zkomprimovat specia´ln´ımi bal´ıc´ımi programy - takzvany´mi Exe packery.
Ty aplikaci zkomprimuj´ı a vlozˇ´ı na zacˇa´tek algoritmus rozbalen´ı a spusˇteˇn´ı. Dalˇs´ı u´sporu
mı´sta lze dosa´hnou zvoleny´m jazykem a vhodny´mi konstrukcemi v neˇm. Velmi d˚ulezˇitou
cˇa´st take´ tvorˇ´ı generova´n´ı graficke´ho obsahu, protozˇe nemu˚zˇeme mı´t ulozˇena prakticky
zˇa´dna´ data. Mezi ostatn´ı metody zmensˇova´n´ı velikosti programu patrˇ´ı obfuskace ko´du,
ktery´ je ulozˇen ve staticky´ch datech a volba platformy, na ktere´ ma´ aplikace beˇzˇet (rozd´ıl
ve velikostech aplikace lze pozorovat u trˇiceti dvou bitovy´ch a sˇedesa´ti cˇtyrˇ bitovy´ch verz´ıch
syste´mu).
2.1 Nastaven´ı prˇekladacˇe
Pro prˇeklad te´to pra´ce byl pouzˇit program GCC. Ten umozˇnˇuje neˇkolik nastaven´ı pro
zmensˇen´ı velikosti. Vy´znamne´ parametry jsou:
Parametr -s Kompila´tor prˇi vyuzˇit´ı tohoto parametru zahod´ı vesˇkery´ nevyuzˇ´ıvany´ ko´d
programu. Pokud se v programu vyskytne ko´d nebo data na ktere´ nen´ı odkazova´no,
nemaj´ı vy´znam pro beˇh aplikace. Parametr take´ zajist´ı odstraneˇn´ı vsˇech staticky´ch
u´daj˚u pro ladeˇn´ı programu. Tyto u´daje jsou naprˇ´ıklad na´zvy funkc´ı a procedur. Proto
je vhodne´ tento parametr nepouzˇ´ıvat prˇi ladeˇn´ı. Tento parametr mu˚zˇe vy´slednou
velikost zmensˇit i na trˇicet procent p˚uvodn´ı velikosti.
Parametr -Os Tento parametr donut´ı kompila´tor optimalizovat ko´d prˇeusporˇa´da´n´ım a
hleda´n´ım vy´hodneˇjˇs´ıch konstrukc´ı. Prˇ´ıkladem mu˚zˇe by´t spojen´ı dvou po sobeˇ jdouc´ıch
cykl˚u se stejny´m pocˇtem opakova´n´ı. Dı´ky tomuto parametru mu˚zˇe kompila´tor obeˇ
smycˇky spojit dohromady. Nesmı´ vsˇak doj´ıt ke zmeˇneˇ vy´znamu. Vyuzˇit´ım tohoto
parametru se aplikace mu˚zˇe zmensˇit azˇ o neˇkolik stovek bajt˚u.
Parametr -nostdlib Tento parametr odstran´ı vesˇkere´ standardn´ı knihovny z aplikace a
zanecha´ jenom nutne´ minimum. Parametr se obvykle neobejde bez dalˇs´ıho parametru:
-Wl,-emain, ktery´m se specifikuje vstupn´ı bod aplikace. Nesmı´me zapomenout, zˇe ap-
likova´n´ım tohoto parametru se na´m zneprˇ´ıstupn´ı veˇtsˇina beˇzˇneˇ pouzˇ´ıvany´ch funkc´ı
jako je naprˇ´ıklad alokace pameˇti. Proto je nutne´ tyto chybeˇj´ıc´ı funkce dopsat a to
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obvykle v inline assembleru. Prˇ´ıkladem funkce, kterou je nutne´ dopsat v inline assem-
bleru je funkce exit, bez ktere´ se program neukoncˇ´ı korektneˇ. Vyuzˇit´ım parametru je
mozˇne´ aplikaci zmensˇit i o 5KB, nicme´neˇ toto zmensˇen´ı sebou prˇina´sˇ´ı rˇadu neprˇ´ıjem-
nost´ı v podobeˇ nutne´ho dopsa´n´ı za´kladn´ıch funkc´ı.
2.2 Exe packer
Exe packer je aplikace na komprimova´n´ı zkompilovany´ch programu˚. Vy´sledkem jeho ap-
likova´n´ı je komprimovany´ spustitelny´ soubor. Teˇchto komprimacˇn´ı programu˚ existuje neˇ-
kolik. Liˇs´ı se svy´mi algoritmy pro kompresi. Neˇktere´ pracuj´ı jen v neˇktery´ch operacˇn´ıch
syste´mech a neˇktere´ jsou multiplatformn´ı. U´zce zameˇrˇene´ poskytuj´ı veˇtsˇinou veˇtsˇ´ı kom-
primacˇn´ı pomeˇr.
Mezi vy´znamneˇjˇs´ı komprimacˇn´ı programy patrˇ´ı UPX [12] ve verzi 3.08. Tento program
je multiplatformn´ı a jsou k dispozici jeho zdrojove´ ko´dy. T´ım, zˇe je multiplatformn´ı jej lze
s vy´hodou pouzˇ´ıt pro multiplatformn´ı intra. T´ımto komprimacˇn´ım programem lze mimo
spustitelne´ aplikace komprimovat i dynamicky linkovane´ knihovny. Poskytuje mensˇ´ı kom-
primacˇn´ı pomeˇr. Vytva´rˇeny´ program mu˚zˇe zkomprimovat i na trˇicet procent jeho p˚uvodn´ı
velikosti.
Dalˇs´ı komprimacˇn´ı program se jmenuje kkrunchy [6]. Tento exe packer vyvinula neˇmecka´
skupina Farbrausch. Program beˇzˇ´ı v operacˇn´ım syste´mu Windows 7 a poskytuje jeden z
nejlepsˇ´ıch komprimacˇn´ıch pomeˇr˚u. Proto by´va´ cˇasto vyuzˇ´ıva´m prˇi tvorbeˇ inter. Nastaven´ım
parametru prˇi spusˇteˇn´ı programu lze zvolit pozˇadovanou vy´slednou velikost.
2.3 Programa´torsky´ styl a konstrukce
Vhodny´m programa´torsky´m stylem lze usˇetrˇit take´ neˇjake´ mı´sto. Existuje neˇkolik vy´hod-
ny´ch konstrukc´ı, ktere´ jsou v te´to pra´ci pouzˇ´ıva´ny:
• Vyuzˇ´ıva´n´ı funkc´ı. Vhodne´ je cˇasto vyuzˇ´ıvat funkce na cˇa´sti programu, ktere´ se opakuj´ı.
Toto patrˇ´ı k dobre´mu programa´torske´mu stylu jako zp˚usob dekompozice proble´mu.
Nicme´neˇ, dobry´m na´vrhem a hleda´n´ım mı´st programu, ktere´ lze sloucˇit do funkce lze
dosa´hnout zmensˇen´ı ko´du i o stovky bajt˚u. Du˚lezˇite´ je dba´t na to, aby se velikost
aplikace zmensˇila. Nevhodny´m pouzˇit´ım funkc´ı mu˚zˇe velikost naopak nar˚ust. Pokud
ma´me jen neˇkolik rˇa´dk˚u ko´du, ktere´ pouzˇ´ıva´me na mnoha mı´stech (naprˇ´ıklad scˇ´ıta´n´ı
dvou dvojrozmeˇrny´ch vektor˚u), nemus´ı mı´t vytva´rˇen´ı funkce pro tyto rˇa´dky z pohledu
velikosti smysl. Vola´n´ı funkce pro secˇten´ı dvou vektor˚u mu˚zˇe samo o sobeˇ zab´ırat
v´ıce mı´sta. Proto je vy´hodneˇjˇs´ı dane´ rˇa´dky ko´du neobalovat funkc´ı. Dobre´ z pohledu
velikosti tak cˇitelnosti mu˚zˇe by´t vyuzˇit´ı preprocesoru cˇi inline funkc´ı, ktere´ se na mı´steˇ
vola´n´ı rozbal´ı.
• Vyuzˇit´ı rekurze. Programa´torskou konstrukc´ı, ktera´ zmensˇuje vy´slednou velikost je
take´ rekurze. Rekurze je sice pomalejˇs´ı na vycˇ´ıslen´ı, ale jej´ı vhodne´ pouzˇit´ı mu˚zˇe po-
moci aplikace zmensˇit. Rekurze je zvla´sˇteˇ vhodna´ pro procha´zen´ı seznamu˚, za´sobn´ık˚u,
front a stromu˚, kde se oproti rˇesˇen´ı bez rekurze znacˇneˇ zmensˇuje vy´sledna´ velikost
algoritmu˚.
• Vyuzˇit´ı prˇ´ıkazu goto. Prˇ´ıkaz goto (nepodmı´neˇny´ skok) uzˇ veˇtsˇinou k dobre´mu pro-
gramovac´ımu stylu nepatrˇ´ı. By´va´ doporucˇeno tento prˇ´ıkaz nevyuzˇ´ıvat, kv˚uli zanesen´ı
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neprˇehlednosti do ko´du. Nicme´neˇ, pokud potrˇebujeme usˇetrˇit i des´ıtky bajt˚u, mu˚zˇe
by´t pouzˇit´ı tohoto prˇ´ıkazu prˇ´ınosne´. Vy´hodne´ je pouzˇ´ıt jej na vyskocˇen´ı ze zanorˇene´
smycˇky. Dalˇs´ı vyuzˇit´ı mu˚zˇe by´t pro uvolnˇova´n´ı pameˇti. Uvazˇme prˇ´ıpad, kdy si funkce
v pr˚ubeˇhu vy´pocˇtu alokuje na neˇkolika mı´stech pameˇt’. Za´rovenˇ se funkce veˇtv´ı a mu˚zˇe
skoncˇit na r˚uzny´ch mı´stech. Prˇed ukoncˇen´ım funkce je za´hodne´ vesˇkerou pomocnou
alokovanou pameˇt’ uvolnit. Vzhledem k tomu, zˇe ma´me v´ıcero ukoncˇovac´ıch mı´st, je
nutne´ uvolneˇn´ı docˇasneˇ alokovane´ pameˇti prove´st na kazˇde´m z nich, prˇicˇemzˇ kazˇde´
uvolneˇn´ı se mı´rneˇ liˇs´ı. Toto lze vyrˇesˇit vytvorˇen´ım uvolnˇovac´ı funkce. Funkce bude mı´t
tolik parametr˚u, kolik je promeˇnny´ch k uvolneˇn´ı. Nav´ıc uvolnˇovac´ı funkce bude kon-
trolovat, zda je promeˇnna´ naplneˇna´ (promeˇnna´ nemusela by´t v dane´m ukoncˇovac´ım
mı´steˇ p˚uvodn´ı funkce alokovana´). Nevy´hodou tohoto rˇesˇen´ı je, zˇe neusˇetrˇ´ı moc mı´sta
(pokud v˚ubec neˇjake´). Dalˇs´ı nevy´hodou je, zˇe uvolnˇovac´ı funkce se vyuzˇ´ıva´ jen pro
tuto funkci. Vy´hodneˇjˇs´ı je na konec funkce uve´st uvolneˇn´ı promeˇnny´ch v opacˇne´m
porˇad´ı neˇzˇ jak jsou alokova´ny a za neˇ vlozˇit jediny´ ukoncˇovac´ı bod funkce. V mı´stech,
kde p˚uvodn´ı funkce koncˇila se uvede prˇ´ıkaz goto na prˇ´ıslusˇne´ mı´sto do uvolnˇovac´ı





























Obra´zek 2.1: Vyuzˇit´ı prˇ´ıkazu goto
• Vyty´ka´n´ı ko´du. Vyty´ka´n´ım lze take´ usˇetrˇit neˇkolik bajt˚u. Vytknout lze (mimo jine´)
take´ prolog a epilog cˇa´sti ko´du. Pouzˇit´ı vyty´ka´n´ı epilogu mu˚zˇeme videˇt u prˇ´ıkladu
vyuzˇit´ı goto zna´zorneˇne´ho na 2.1. O vyty´ka´n´ı ko´du se snazˇ´ı i kompilacˇn´ı program (prˇi
vyuzˇit´ı parametru -s), nicme´neˇ programa´tor ma´ vesˇkere´ informace, tak tuto cˇinnost
deˇla´ efektivneˇji.
• Rozbalen´ı smycˇek. U smycˇek jejichzˇ teˇlo je dostatecˇneˇ male´ a pocˇet opakova´n´ı n´ızky´,
mu˚zˇe ve´st rozbalen´ı k usporˇen´ı mı´sta.
• Obecne´ abstraktn´ı datove´ typy. Vytvorˇen´ım obecny´ch abstraktn´ıch datovy´ch typ˚u,
jako je naprˇ´ıklad seznam, mu˚zˇeme program take´ zmensˇit. V prˇ´ıpadeˇ, kdy seznam
potrˇebujeme na v´ıcero mı´stech, mu˚zˇe by´t vytvorˇen´ı obecne´ho seznamu dobry´m krokem.
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Obecna´ implementace abstraktn´ıho datove´ho typu obvykle zabere v´ıce mı´sta nezˇ im-
plementace konkre´tn´ı, avsˇak, pokud je tento typ vyuzˇ´ıva´n na v´ıcero mı´stech programu,
mu˚zˇe by´t jeho pouzˇit´ı vy´hodne´. Zmensˇen´ı velikosti totizˇ spocˇ´ıva´ ve sd´ılen´ı obsluzˇny´ch
funkc´ı.
• Vyuzˇ´ıva´n´ı bitovy´ch a jiny´ch operac´ı. Cˇa´sti neˇktery´ch algoritmu˚ lze efektivneˇ zmensˇit
pomoc´ı se´rie opera´tor˚u. Vy´sledkem je u´spora mı´sta za cenu prˇehlednosti. Prˇ´ıkladem
necht’ je inicializace matice M na jednotkovou matici:
for(int i=0;i<16;++i)
M[i] = i%4 == i/4;
• Inline assembler. Assembler se cˇasto vyuzˇ´ıva´ u maly´ch inter, protozˇe poskytuje velkou
u´sporu mı´sta. Jeho nevy´hodou je vsˇak ztra´ta prˇehlednosti a do jiste´ mı´ry i prˇenosi-
telnosti ko´du.
• Jine´. Mezi dalˇs´ı techniky mu˚zˇeme zarˇadit sˇpatne´ programa´torske´ na´vyky. V prˇ´ıpadeˇ,
zˇe se snazˇ´ıme usˇetrˇit kazˇdy´ bajt, se mu˚zˇeme rozhodnout neuvolnˇovat na´mi alokovanou
pameˇt’ a doufat, zˇe potrˇebnou dealokaci provede operacˇn´ı syste´m. Dalˇs´ı mozˇnost´ı je
vytvorˇen´ı v´ıcero zkompilovany´ch verz´ı aplikace, a t´ım odstranit nutnost zpracova´n´ı
argument˚u po spusˇteˇn´ı (ve ktery´ch mu˚zˇe by´t naprˇ´ıklad sˇ´ıˇrka a vy´sˇka okna).
Prˇi implementaci algoritmu˚ pro intro se cˇasto setka´me se situac´ı, kdy se mus´ıme rozhod-
nout, mezi velikost´ı, rychlost´ı, znovupouzˇitelnost´ı a cˇitelnost´ı. Vsˇechny tyto vlastnosti jdou
proti sobeˇ azˇ na cˇitelnost, kterou lze te´meˇrˇ vzˇdy zajistit. Za´lezˇ´ı jen na situaci a schopnostech
programa´tora prˇedpov´ıdat, ktera´ z implementac´ı dane´ho algoritmu je vhodneˇjˇs´ı. Prˇ´ıpadneˇ
lze naprogramovat v´ıcero variant, mezi ktery´mi se v prˇ´ıpadeˇ potrˇeby prˇepne preprocesorem.
2.4 Sˇablony, generova´n´ı graficke´ho obsahu
Bez generova´n´ı graficke´ho obsahu by se intra neobesˇla. Generova´n´ı a sˇablony jsou za´kladem
vsˇech inter. Dı´ky generova´n´ı obsahu podle sˇablon lze usˇetrˇit nejv´ıce mı´sta. Lze usˇetrˇit
des´ıtky i stovky megabajt˚u. Namı´sto, aby se v aplikaci ukla´daly textury a modely, ulozˇ´ı
se jen zp˚usob, jak je vytvorˇit. Naprˇ´ıklad nebudeme ukla´da´ body kruzˇnice, ulozˇ´ıme si jen
polomeˇr a strˇed a algoritmus na vygenerova´n´ı bod˚u kruzˇnice. Tento zp˚usob ulozˇen´ı ma´
neˇkolik vy´hod. Prvn´ı z nich je velikost, ktera´ je o mnoho mensˇ´ı. Dalˇs´ı vy´hodou je parametri-
zova´n´ı generova´n´ı. Mu˚zˇeme si zvolit kvalitu (pocˇet bod˚u na kruzˇnici), strˇed i polomeˇr.
Neulozˇili jsme si tedy jen jednu kruzˇnici, ale vsˇechny mozˇne´ kruzˇnice ve vsˇech mozˇny´ch
kvalita´ch a to s konstantn´ı velikost´ı dat. Vy´sledne´ intro lze tedy dobrˇe parametrizovat a
jen maly´mi zmeˇnami parametr˚u markantneˇ meˇnit graficky´ obsah. Generova´n´ı graficke´ho
obsahu je veˇnova´na cela´ kapitola 3.
2.5 Dalˇs´ı techniky, obfuskace
Mezi dalˇs´ı techniky minimalizace velikosti patrˇ´ı obfuskace [10]. Obfuskace je vyuzˇit´ı syntaxe
jazyka tak, zˇe se pouzˇij´ı co nejkratsˇ´ı textove´ konstrukce pro dany´ program. Obvykle to
zahrnuje odstraneˇn´ı komenta´rˇ˚u, zkra´cen´ı identifika´tor˚u a zrusˇen´ı forma´tova´n´ı. Toto lze
pouzˇ´ıt jen ve specia´ln´ıch prˇ´ıpadech, kdy je program ulozˇen nezkompilovany´ ve staticky´ch
datech. Ty´ka´ se to programu˚ v jazyce GLSL. U rozsa´hlejˇs´ıch programu˚ v GLSL (shaderech)




Jak jizˇ bylo rˇecˇeno v prˇedcha´zej´ıc´ı kapitole, generova´n´ı graficke´ho obsahuje je pro in-
tra kl´ıcˇove´. Generuj´ı se textury, generuj´ı se modely, generuje se geometrie. Generuje se
rozmı´steˇn´ı model˚u ve sce´neˇ. Generova´n´ı graficky´ch objekt˚u sebou prˇina´sˇ´ı vy´hody male´ ve-
likosti a parametrizova´n´ı generova´n´ı. Mu˚zˇeme si tedy naprˇ´ıklad ulozˇit jednu sˇablonu stromu
a vhodny´m meˇneˇn´ım parametr˚u generovat pokazˇde´ jiny´ strom. Nevy´hodou generova´n´ı je
delˇs´ı nahra´vac´ı cˇas. Vytvorˇen´ı kvalitn´ı textury mu˚zˇe by´t cˇasoveˇ velmi na´rocˇne´, z tohoto
d˚uvodu mı´vaj´ı intra delˇs´ı inicializacˇn´ı cˇasy.
3.1 Sˇum
Sˇum je na´hodny´ signa´l. Se sˇumem se cˇasto setka´va´me v elektronice. Zde se jedna´ o nezˇa´dany´
jev, ktery´ zkresluje vy´sledky. Setka´va´me se s n´ım take´ u digita´ln´ıch fotografii, kde se
naprˇ´ıklad projevuje jako zmeˇna hodnoty dane´ho pixelu. V informatice se vsˇak sˇum vyuzˇ´ıva´
(naprˇ´ıklad jako zdroj na´hodny´ch cˇ´ısel). Na´hodna´ cˇ´ısla (skutecˇneˇ na´hodna´ cˇ´ısla) se vyuzˇ´ıvaj´ı
v kryptografii. Beˇzˇneˇ veˇtsˇinou nema´me k dispozici genera´tory skutecˇneˇ na´hodny´ch cˇ´ısel (je k
tomu obvykle potrˇeba specializovany´ hardware), proto se pouzˇ´ıvaj´ı kongruentn´ı genera´tory
produkuj´ıc´ı pseudona´hodna´ cˇ´ısla. Seznam hodnot vygenerovany´ch t´ımto genera´torem je
pak povazˇova´n za sˇum. V pocˇ´ıtacˇove´ grafice se setka´va´me s r˚uzny´mi druhy genera´tor˚u
sˇumu zalozˇeny´ch na r˚uzny´ch druz´ıch genera´tor˚u pseudona´hodny´ch cˇ´ısel. Na genera´tory
cˇ´ısel je kladena rˇada pozˇadavk˚u z pohledu statistiky. Tyto pozˇadavky je nutne´ dodrzˇet v
prˇ´ıpadech, kdy hraj´ı d˚ulezˇitou roli (naprˇ´ıklad v simulac´ıch). V pocˇ´ıtacˇove´ grafice si vsˇak
cˇasto vystacˇ´ıme i s jednoduchy´mi implementacemi. U inter hraje nejd˚ulezˇiteˇjˇs´ı roli velikost
a rychlost.
3.1.1 Genera´tory pseudona´hodny´ch cˇ´ısel
Existuje v´ıcero druh˚u genera´tor˚u. Neˇktere´ v podobeˇ kongruentn´ıho genera´toru, jine´ v
podobeˇ funkce, ktera´ ma´ vstupn´ı parametry a vzˇdy pro stejne´ nastaven´ı parametr˚u pro-
dukuje stejny´ pseudona´hodny´ vy´stup. Tyto genera´tory produkuj´ı celocˇ´ıselny´ vy´stup s ur-
cˇity´m rozsahem. Je vhodne´ genera´tory upravit tak, aby vracely cˇ´ısla s plovouc´ı rˇa´dovou
cˇa´rkou v rozsahu 〈0, 1〉. S t´ımto rozsahem se pak pozdeˇji le´pe pracuje.
• Kongruentn´ı genera´tor. U kongruentn´ıho genera´toru se vyskytuje inicializacˇn´ı hod-
nota (takzvane´ semı´nko). Genera´tor na za´kladeˇ tohoto semı´nka vygeneruje novou
hodnotu a tu do semı´nka ulozˇ´ı. Linea´rn´ı kongruentn´ı genera´tor ma´ tvar xn+1 =
(a · xn + b)%m, kde a, b, c jsou vhodneˇ zvolene´ konstanty. Semı´nko je pak x0.
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• Genera´tor zalozˇeny´ na funkci. Tento typ genera´toru vrac´ı stejna´ cˇ´ısla na za´kladeˇ
stejny´ch celocˇ´ıselny´ch vstup˚u. Nalezen´ı takove´ funkce mu˚zˇe by´t obt´ızˇne´. Za´kladem je
operace zbytku po celocˇ´ıselne´m deˇlen´ı (%), ktera´ se prˇi generova´n´ı na´hodny´ch cˇ´ısel
cˇasto pouzˇ´ıva´. Tvar te´to funkce, kterou jsem v pra´ci pouzˇil je f(x) = (x5 + x4 + x3 +
x2+x1)%N . Cˇ´ıslo N je hodnota 2n, n > 0. Tento za´pis lze pomoc´ı Hornerova sche´matu
zefektivnit: f(x) = (x(x(x(x(x + 1) + 1) + 1) + 1))%N . Pro vycˇ´ıslen´ı jedne´ hodnoty
potrˇebujeme jen cˇtyrˇi na´soben´ı, cˇtyrˇi scˇ´ıta´n´ı a jednu operaci modulo. Experimenta´lneˇ
jsem si oveˇrˇil, zˇe pro N = 224 funkce vrac´ı pro vstup x ∈ 〈0, N − 1〉 pokazˇde´ jinou
hodnotu. Tento poznatek bychom mohli vyuzˇ´ıt pro konstrukci inverzn´ı funkce.
3.1.2 Perlin˚uv sˇum
Perlin˚uv sˇum posany´ v [13] a v [3] je sˇum zalozˇeny´ na sˇumove´ funkci. V pocˇ´ıtacˇove´ grafice
se hojneˇ vyuzˇ´ıva´. Perlin˚uv sˇum vrac´ı pro stejne´ sourˇadnice stejnou hodnotu v rozsahu
〈−1, 1〉. Vy´sledna´ hodnota sˇumu na dany´ch sourˇadnic´ıch je z´ıska´na jako soucˇet sˇumovy´ch
funkc´ı o r˚uzny´ch frekvenc´ıch a amplituda´ch. Frekvence se obvykle vol´ı jako na´sobek za´kladn´ı
frekvence f0 mocninou dveˇ. Amplituda jednotlivy´ch frekvenc´ı je urcˇena pocˇa´tecˇn´ı amplitu-
dou a perzistenc´ı. Pokud bychom zvolili pocˇa´tecˇn´ı amplitudu A = 1, perzistenci P = 1/2,
tak pro frekvenci f0 · 2n je amplituda a = A · Pn. Perlin˚uv sˇum budeme pouzˇ´ıvat pro
generova´n´ı skybox˚u.
3.2 Generova´n´ı sˇumu p˚ulen´ım intervalu
Kdybychom vygenerovali se´rii hodnot pomoc´ı genera´toru na´hodny´ch cˇ´ısel, z´ıskali bychom
sˇum, ktery´ nen´ı pro grafiku prˇ´ıliˇs vhodny´. Mu˚zˇeme jej videˇt v leve´ cˇa´sti obra´zku 3.1. Tento
sˇum ma´ hodnoty v sousedn´ıch bodech prˇ´ıliˇs odliˇsne´. Pro dalˇs´ı generova´n´ı (naprˇ´ıklad tex-
tur) je tedy vhodne´ sˇum generovat jinak. Du˚lezˇite´ je, aby rozd´ıly v sousedn´ıch bodech byly
male´. Jedn´ım ze zp˚usob˚u jak to zajistit, je generovat hodnoty s ohledem na jizˇ vygenerovane´
hodnoty. Dalˇs´ı vlastnost´ı, kterou chceme zarucˇit je, aby sˇum na sebe navazoval. Toto lze
zajistit algoritmem p˚ulen´ı intervalu, jehozˇ vy´sledek je v prave´ cˇa´sti obra´zku 3.1. Jak je z to-
hoto obra´zku patrne´, sˇum produkovany´ t´ımto algoritmem je vhodneˇjˇs´ı pro dalˇs´ı generova´n´ı
(naprˇ´ıklad mrak˚u).
Generova´n´ı sˇumu pomoc´ı p˚ulen´ı intervalu je dopodrobna popsa´no v bakala´rˇske´ pra´ci
[11]. Za´kladem je genera´tor cˇ´ısel (v podobeˇ kongruentn´ıho genera´toru). Prˇedpokla´dejme,
zˇe chceme vygenerovat jednorozmeˇrny´ sˇum reprezentovany´ polem o N prvc´ıch s indexy
0, 1, . . . , N − 1. Ma´me k dispozici za´kladn´ı rozsah genera´toru d a faktor vyhlazova´n´ı m.
Algoritmus pracuje na´sledovneˇ (jeho vizualizace je v leve´ cˇa´sti obra´zku 3.2 a vy´stup v
prave´ cˇa´sti obra´zku 3.2):
1. Nejprve se vygeneruje na´hodna´ hodnota s rozsahem genera´toru 〈−d, d〉 a ulozˇ´ı se do
prvku s indexem 0.
2. Nastav´ı se novy´ rozsah d := d/m.
3. Urcˇ´ı se index S vhodne´ho strˇedu. Je to nejveˇtsˇ´ı mozˇne´ cˇ´ıslo 2n takove´, zˇe je mensˇ´ı
nezˇ pocˇet prvk˚u pole (N).
4. Prvek s indexem S ma´ hodnotu soucˇtu va´zˇene´ho pr˚umeˇru a noveˇ vygenerovane´ hod-
noty s upraveny´m rozsahem. Va´zˇeny´ pr˚umeˇr je pocˇ´ıta´n z hodnot nejblizˇsˇ´ıch, jizˇ vy-
generovany´ch prvk˚u zleva a zprava od S, prˇicˇemzˇ hodnota va´hy je urcˇena´ vzda´lenost´ı
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Obra´zek 3.1: Vlevo: sˇum jako prosta´ sekvence na´hodny´ch cˇ´ısel. Vpravo: sˇum vygenerovany´
algoritmem p˚ulen´ı intervalu.
jejich index˚u od S. Cˇ´ım je prvek od S vzda´leneˇjˇs´ı, t´ım ma´ jeho hodnota mensˇ´ı va´hu.
Soucˇet vah je roven 1. Pokud zˇa´dny´ vygenerovany´ prvek zprava neexistuje, pouzˇije se
prvek s indexem 0 a vzda´lenost je spocˇ´ıta´na jako vzda´lenost k posledn´ımu prvku pole
plus jedna. T´ımto je zajiˇsteˇno opakova´n´ı.
5. Krokem 4 na´m vznikla dveˇ pole: jedno s indexy 0, . . . , S a druhe´ s indexy S, . . . , N−1.








Obra´zek 3.2: Vlevo: kroky algoritmu p˚ulen´ı intervalu. Vpravo: vy´sledek algoritmu p˚ulen´ı
intervalu.
Vy´sˇe popsany´ postup je urcˇen pro jednorozmeˇrny´ sˇum. Vı´ce rozmeˇrna´ varianta je ob-
dobna´. Vy´pocˇet hodnoty strˇedn´ıho bodu se naprˇ´ıklad pro dvojrozmeˇrny´ sˇum nepocˇ´ıta´ ze




Jelikozˇ se v te´to pra´ci cˇasto pracuje s v´ıcerozmeˇrny´mi daty (prˇ´ıkladem mu˚zˇe by´t vy´sˇe
zmı´neˇny´ v´ıcerozmeˇrny´ sˇum), prˇedvedeme si zde i postup, jak s teˇmito daty jednotneˇ praco-
vat. Vı´cerozmeˇrna´ data budeme reprezentovat jednorozmeˇrny´m seznamem (polem) prvk˚u.
Zp˚usob usporˇa´da´n´ı prvk˚u v´ıcerozmeˇrny´ch dat do jednorozmeˇrne´ho seznamu je uka´za´n na
obra´zku 3.3, kde je prˇedvedeno usporˇa´da´n´ı trojrozmeˇrny´ch dat. Index do d rozmeˇrne´ho pole
I = (i1, i2, . . . , id) se skla´da´ z d slozˇek (cˇ´ısel) in, z nichzˇ kazˇde´ indexuje jinou dimenzi (slozˇka
i1 nejnizˇsˇ´ı a slozˇka id nejvysˇsˇ´ı). Rozmeˇry (vy´sˇka, sˇ´ıˇrka, ...) dat oznacˇme r = (r1, r2, . . . , rd).
Prˇepocˇet na index J do jednorozmeˇrne´ho pole je da´n vztahem:










Vztah 3.1 mu˚zˇeme zefektivnit a prˇeve´st na rekurentn´ı vztah:
J1 = id
Jn = Jn−1 · rd−n+1 + id−n+1
J = Jd
20 1 3
4 5 6 7
8 9 10 11
12 13 14 15
1816 17 19
20 21 22 23
24 25 26 27
28 29 30 31
3432 33 35
36 37 38 39
40 41 42 43
44 45 46 47
5048 49 51
52 3 54 55
56 57 58 59




Obra´zek 3.3: Usporˇa´da´n´ı 3D dat
3.4 Vorone´ho diagram
Vorone´ho diagram popsany´ v [1] je zp˚usob dekompozice metricke´ho prostoru. Dekompozice
je urcˇena vzda´lenostmi k dane´ diskre´tn´ı mnozˇineˇ objekt˚u v prostoru, naprˇ´ıklad diskre´tn´ı
mnozˇinou bod˚u. V leve´ cˇa´sti obra´zku 3.4 mu˚zˇeme videˇt prˇ´ıklad rozdeˇlen´ı dvourozmeˇrne´ho
prostoru. Pro rozdeˇlen´ı byla pouzˇita mnozˇina na´hodny´ch bod˚u (reprezentova´ny cˇerny´mi
tecˇkami). Jednotlive´ barevne´ oblasti patrˇ´ı k dane´mu cˇerne´mu bodu, ktery´ se v nich nacha´z´ı.
Vsˇechny body z jedne´ barevne´ oblasti maj´ı spolecˇnou vlastnost: vzda´lenost k cˇerne´mu
bodu lezˇ´ıc´ı v te´to oblasti je mensˇ´ı nezˇ vzda´lenost ke vsˇem ostatn´ım cˇerny´m bod˚u. Matem-
aticky si mu˚zˇeme, pro nasˇe potrˇeby, Vorone´ho diagramy popsat na´sledovneˇ: meˇjme met-
ricky´ prostor (M,ρ) dimenze d, ktery´ reprezentuje vsˇechny body Vorone´ho diagramu. Zo-
brazen´ı ρ : M ×M → R je v nasˇem prˇ´ıpadeˇ Eulerova vzda´lenost. Da´le meˇjme mnozˇinu
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index˚u K a body Pk ∈ M,k ∈ K. Oblast (nebo bunˇka) Vorone´ho diagramu, ktera´ je aso-
ciova´na k bodu Pk oznacˇme mnozˇinou Rk. Pak jsou body v jedne´ mnozˇineˇ da´ny vztahem
Rk = {x ∈M |∀i ∈ K \ {k} : ρ(x, Pk) ≤ ρ(x, Pi)}. Pocˇet buneˇk diagramu je |K|.
Vyuzˇit´ı Vorone´ho diagramu mu˚zˇe by´t naprˇ´ıklad v textura´ch nebo prˇi generova´n´ı geome-
trie. Vorone´ho diagramy deˇl´ı prostor na bunˇky, proto poskytuj´ı dobry´ za´klad k buneˇcˇny´m
textura´m. Prˇ´ıkladem mu˚zˇe by´t textura dlazˇby nebo textura vysusˇene´ p˚udy.
Aby se s diagramem dobrˇe pracovalo je vhodne´ jej prˇeve´st na normalizovane´ vzda´lenostn´ı.
Vzda´lenostn´ı pole mu˚zˇeme videˇt v prave´ cˇa´sti obra´zku 3.4. Kazˇdy´ prvek pole (pixel textury)
si mı´sto prˇ´ıslusˇnosti do dane´ oblasti nese informaci o normalizovane´ vzda´lenosti ke strˇedu





(xk − yk)2 (3.2)
Obra´zek 3.4: Vlevo: Vorone´ho diagram, Vpravo: vzda´lenostn´ı pole.
3.4.1 Navazova´n´ı
Navazova´n´ı Vorone´ho diagramu a tedy i vzda´lenostn´ıho pole, ktere´ je popsa´no v [14] je
d˚ulezˇita´ vlastnost. Aby se dala textura vytvorˇena´ na za´kladeˇ vzda´lenostn´ıho pole pouzˇ´ıt
opakovaneˇ vedle sebe, je nutne´ zajistit navazova´n´ı. Navazova´n´ı lze u vzda´lenostn´ıho pole
zajistit u´pravou vy´pocˇtu vzda´lenosti. Oznacˇme d dimenz´ı prostoru. Bod v prostoru x =
(x1, x2, . . . , xd). Rozmeˇry pole (vy´sˇka, sˇ´ıˇrka, ...) oznacˇme r = (r1, r2, . . . , rd). Prˇedpokla´dejme,
zˇe vsˇechny body vzda´lenostn´ıho pole maj´ı neza´porne´ sourˇadnice. Upraveny´ vy´pocˇet vzda´-




min(|xk − yk|, rk − |xk − yk|)2 (3.3)
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Funkce min vrac´ı minimum ze dvou hodnot. Jak je z upravene´ho vypocˇtu patrne´, ab-
solutn´ı velikost d´ılcˇ´ıho rozd´ılu |xk − yk| nemu˚zˇe by´t veˇtsˇ´ı nezˇ rk/2. V prˇ´ıpadeˇ, kdy je
|xk − yk| > rk/2 se pouzˇije pro vy´pocˇet bod, ktery´ lezˇ´ı v sousedn´ım poli. Sousedn´ı pole je







Obra´zek 3.5: Vy´pocˇet vzda´lenosti. Pocˇ´ıta´me vzda´lenost k bodu X. Vzda´lenost ke strˇedu
bunˇky A v neopakuj´ıc´ım poli je a = |XA|. Bunˇka, ktera´ je nejbl´ızˇe k bodu X v neopakuj´ıc´ım
poli je B (se vzda´lenost´ı b = |XB|, b < a). V opakuj´ıc´ım poli je nejbl´ızˇe bodu X strˇed bunˇky
A′, ktery´ je totozˇny´ s A jen lezˇ´ı v posunute´m poli. Vypocˇ´ıtana´ vzda´lenost je tedy a′ = |XA′|.
3.4.2 Optimalizace
Vy´pocˇet vzda´lenostn´ıho pole je cˇasoveˇ pomeˇrneˇ na´rocˇna´ za´lezˇitost. Pro pole sˇ´ıˇrky w a vy´sˇky
h a pocˇtu buneˇk b je potrˇeba prove´st w ·h · b vy´pocˇt˚u vzda´lenost´ı abychom zjistili nejmensˇ´ı
vzda´lenost bod˚u ke strˇedu buneˇk. To znamena´, z kazˇde´ho bodu pole spocˇ´ıtat vzda´lenost ke
vsˇem strˇed˚um buneˇk a vybrat tu nejmensˇ´ı. Kdybychom pro vsˇechny body veˇdeˇli, ke ktere´
bunˇce patrˇ´ı bylo by potrˇeba jen w ·h vy´pocˇt˚u vzda´lenost´ı. Optimalizac´ı vy´pocˇt˚u se budeme
snazˇit tomuto pocˇtu vy´pocˇt˚u vzda´lenost´ı prˇibl´ızˇit.
Zp˚usob, jak toho dosa´hnout je rozmı´stit strˇedy buneˇk do bina´rn´ıho stromu a pocˇ´ıtat
vzda´lenosti jen k cˇa´sti stromu. Bina´rn´ı strom ma´ v kazˇde´m uzlu dvojic´ı bod˚u. Tato dvojice
bod˚u deˇl´ı prostor na dveˇ cˇa´sti podle vzda´lenosti k nim. Vytvorˇit strom je snadne´. Nejprve
se vytvorˇ´ı korˇenovy´ uzel z prvn´ıch dvou strˇed˚u buneˇk. Pote´ se do stromu postupneˇ prˇida´vaj´ı
dalˇs´ı strˇedy. Pokud je noveˇ vkla´dany´ strˇed bl´ızˇe k prvn´ımu bodu uzlu, vlozˇ´ı se do leve´ho
podstromu. Pokud je bl´ızˇe druhe´mu bodu uzlu, vlozˇ´ı se do prave´ho podstromu. Pokud
podstrom neexistuje, vytvorˇ´ı se novy´ uzel z dvojice, kterou tvorˇ´ı noveˇ vkla´dany´ strˇed a
prvn´ı nebo druhy´ bod rodicˇovske´ho uzlu. Postupna´ tvorba stromu je zna´zorneˇna v leve´


















Obra´zek 3.6: Vlevo: Postupne´ vkla´da´n´ı bod˚u do stromu. Vpravo: Vy´sledny´ strom
Kdyzˇ ma´me vytvorˇeny´ strom pro vsˇechny strˇedy buneˇk, je jesˇteˇ potrˇeba spocˇ´ıtat k
obeˇma bod˚um kazˇde´ho uzlu stromu vzda´lenosti k nejvzda´leneˇjˇs´ım potomk˚um a ty do dane´ho
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uzlu ulozˇit. Vzda´lenosti jednotlivy´ch bod˚u uzl˚u jsou zna´zorneˇny kruzˇnicemi v leve´ cˇa´sti
obra´zku 3.7.
Nalezen´ı nejkratsˇ´ı vzda´lenosti pro kazˇdy´ bod pole pak spocˇ´ıva´ ve zvolen´ı polomeˇru
kolem zkoumane´ho bodu. V prvn´ım kroku zvol´ıme pomeˇr jako vzda´lenost ke strˇedu na´hodne´
bunˇky, prava´ cˇa´st obra´zku 3.7. V dalˇs´ıch kroc´ıch budeme volit polomeˇr ze vzda´lenosti ke
strˇedu posledn´ı nejbl´ızˇe nalezene´ bunˇky. Pokud se kruzˇnice kolem aktua´lneˇ zkoumane´ho
bodu neprˇekry´va´ s danou kruzˇnic´ı v aktua´ln´ım uzlu, nen´ı trˇeba prohleda´vat jeho podstrom.
Pokud ano, prohleda´ se podstrom uzlu. Pokud je vzda´lenost k bodu uzlu mensˇ´ı nezˇ aktua´ln´ı
polomeˇr kolem zkoumane´ho bodu, zmensˇ´ıme polomeˇr na tuto vzda´lenost. T´ım se na´m











Obra´zek 3.7: Vlevo: Kruzˇnice kolem uzl˚u. Vpravo: Kruzˇnice kolem zkoumane´ho bodu s
polomeˇrem k na´hodneˇ vybrane´ bunˇce D.
3.5 Generova´n´ı textur
Textura slouzˇ´ı pro detailn´ı popis struktury povrchu. Vyskytuj´ı se nejcˇasteˇji ve formeˇ dvo-
jrozmeˇrny´ch obra´zk˚u. Mu˚zˇeme se ale setkat i s jednorozmeˇrny´mi, trojrozmeˇrny´mi nebo
dokonce cˇtyrˇrozmeˇrny´mi texturami. Trojrozmeˇrne´ textury slouzˇ´ı pro popis objemu a cˇtyrˇ-
rozmeˇrne´ pro popis objemu meˇn´ıc´ıho se v cˇase (naprˇ´ıklad plameny ohneˇ, kourˇ). Textury si
d´ıky jejich velikosti nemu˚zˇeme do programu ulozˇit, a tak je mus´ıme generovat. Vytvorˇen´ı
textury by´va´ obvykle cˇasoveˇ na´rocˇne´, nebot’ obsahuj´ı velke´ mnozˇstv´ı dat. Za´kladem pro
vytvorˇen´ı textur v te´to prac´ı je sˇum, ktery´ je popsany´ v cˇa´sti 3.1 a vzda´lenostn´ıho pole
vytvorˇene´ z Vorone´ho diagramu, ktery´ je popsany´ v cˇa´sti 3.4. Tyto dveˇ metody na´m pro-
dukuj´ı d rozmeˇrne´ pole. Vsˇechny hodnoty teˇchto pol´ı jsou v rozsahu 〈0, 1〉. Prˇ´ıklad sˇumu
mu˚zˇeme videˇt v prave´ cˇa´sti obra´zku 3.1 a prˇ´ıklad vzda´lenostn´ıho pole v prave´ cˇa´sti obra´zku
3.4. Nejd˚ulezˇiteˇjˇs´ım vstupem algoritmu pro vytvorˇen´ı sˇumu je faktor vyhlazen´ı, ktery´ na´m
urcˇuje pomeˇr n´ızky´ch frekvenc´ı a vysoky´ch frekvenc´ı ve vy´sledne´m sˇumu. U Vorone´ho dia-
gramu je nejd˚ulezˇiteˇjˇs´ım vstupem rozmı´steˇn´ı a pocˇet strˇed˚u buneˇk. Nicme´neˇ tyto mozˇnosti
na´m neposkytuj´ı dostatecˇnou variabilitu textur. Proto je vhodne´ pole hodnot produkovane´
14
teˇmito postupy jesˇteˇ da´le upravit. Upravit takove´ pole mu˚zˇeme prosty´m obarven´ım pomoc´ı
barevne´ho prˇechodu, globa´ln´ı transformac´ı jako je naprˇ´ıklad vyhlazen´ı, loka´ln´ı transformac´ı
a slozˇen´ım neˇkolika vstup˚u. Jednotlive´ u´pravne´ operace si pop´ıˇseme v dalˇs´ıch cˇa´stech pra´ce.
3.5.1 Barevne´ prˇechody
Prˇ´ıklad barevne´ho prˇechodu je zobrazen na obra´zku 3.8. Barevny´ prˇechod (nebo te´zˇ gradi-
ent) jsou v podstateˇ trˇi funkce R(x), G(x), B(x) (cˇtyrˇi v prˇ´ıpadeˇ prˇ´ıtomnosti alfa kana´lu).
Tyto funkce jsou definovane´ na intervalu 〈0, 1〉. Jejich vstup je hodnota celkove´ inten-
zity barvy a vy´stupem intenzita cˇervene´ respektive zelene´ respektive modre´ barvy. In-
tenzity jsou takte´zˇ v rozsahu 〈0, 1〉. Barevne´ prˇechody mu˚zˇeme vy´hodneˇ pouzˇ´ıt na obar-
ven´ı obra´zk˚u v odst´ınech sˇede´. Zna´zorneˇne´ to mu˚zˇeme videˇt na obra´zku 3.9. Pro ulozˇen´ı
barevne´ho prˇechodu stacˇ´ı ulozˇit jen kontroln´ı barvy a hodnoty mezi nimi interpolovat.
Naprˇ´ıklad u barevne´ho prˇechodu na Obra´zek 3.8 stacˇ´ı ulozˇit pouze barvy: tmaveˇ modra´,
sveˇtle modra´, zˇluta´, sveˇtle zelena´, tmaveˇ zelena´, sˇeda´ a b´ıla´ (v porˇad´ı zleva doprava).
T´ımto mu˚zˇeme zredukovat pameˇt’ovou na´rocˇnost. Dalˇs´ı mozˇnost´ı je vytvorˇit algoritmus
na generova´n´ı barevny´ch prˇechod˚u. Mus´ıme vsˇak zva´zˇit, jestli potrˇebujeme tolik r˚uzny´ch
barevny´ch prˇechod˚u, zˇe se na´m je oplat´ı generovat.
Obra´zek 3.8: Barevny´ prˇechod, ktery´ je mozˇne´ vyuzˇ´ıt na obarven´ı vy´sˇkove´ mapy.
Obra´zek 3.9: Vlevo: vstupn´ı obra´zek v odst´ınech sˇede´. Vpravo: obarveny´ obra´zek z leva
barevny´m prˇechodem z obra´zku 3.8
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3.5.2 Globa´ln´ı transformace
Globa´ln´ı transformac´ı budeme v textu rozumeˇt operaci, ktera´ transformuje vstupn´ı d roz-
meˇrne´ pole hodnot na vy´stupn´ı d rozmeˇrne´ pole hodnot. Pro vy´pocˇet jednoho prvku
vy´stupn´ıho pole s indexem I budeme potrˇebovat hodnoty okol´ı vstupn´ıho pole kolem in-
dexu I. Jedna´ se tedy o d rozmeˇrnou konvoluci s d rozmeˇrny´m konvolucˇn´ım ja´drem. Pokud
si vytvorˇ´ıme obecnou konvoluci, mu˚zˇeme ji pouzˇ´ıt pro rˇadu transformac´ı. Prˇ´ıkladem teˇchto
transformac´ı je vyhlazen´ı a detekce hran. Konvolucˇn´ı ja´dro pro vyhlazen´ı obsahuje hodnoty,
ktere´ jsou vsˇechny stejne´ a jejichzˇ soucˇet je roven jedne´.
3.5.3 Loka´ln´ı transformace
Loka´ln´ı transformac´ı budeme v textu rozumeˇt (podobneˇ jako globa´ln´ı transformace) op-
eraci, ktera´ transformuje vstupn´ı pole na vy´stupn´ı pole hodnot. Pole maj´ı rozmeˇr d. Pro
vy´pocˇet jednoho prvku vy´stupn´ıho pole s indexem I budeme potrˇebovat neˇkolik hodnot
ze vstupn´ıho pole. Vy´beˇr teˇchto hodnot za´vis´ı na transformaci. Mozˇnosti loka´ln´ı transfor-
mace jsou velke´. Vsˇe za´vis´ı na transformacˇn´ı funkci. Du˚lezˇite´ je, aby na´m transformace
zachova´vala opakova´n´ı. Kdykoliv si transformace zazˇa´da´ hodnotu pole na sourˇadnic´ıch,
ktere´ lezˇ´ı mimo rozsah pole, budeme muset sourˇadnice prˇepocˇ´ıtat. Sourˇadnice bodu pole je
I = (i1, i2, . . . , id) a velikost pole (vy´sˇka, sˇ´ıˇrka, ...) je r = (r1, r2, . . . , rd). Pokud je slozˇka
sourˇadnic in < 0 ∨ in ≥ rn (hodnoty pole indexujeme od nuly), je potrˇeba ji prˇepocˇ´ıtat
podle vztahu: i′n = ((in%rn) + rn)%rn.
V leve´ cˇa´sti obra´zku 3.10 mu˚zˇeme videˇt velmi jednoduchou transformaci. K vy´pocˇtu
vy´stupn´ı hodnoty na sourˇadnic´ıch I = (i1, i2) jsou zapotrˇeb´ı dveˇ hodnoty vstupn´ıho pole.
Prvn´ı hodnota vstupn´ıho pole, oznacˇme ji a , je na totozˇny´ch sourˇadnic´ıch. Druha´ hodnota,
oznacˇme ji b, je na sourˇadnic´ıch (i1 + r · cos(2pia), i2 + r · sin(2pia)). Hodnota r uda´va´
polomeˇr. Hodnota b je vy´sledna´ hodnota vy´stupn´ıho pole na sourˇadnic´ıch I. Mu˚zˇeme videˇt,
zˇe hodnota a uda´va´ normalizovany´ u´hel. Spolu s polomeˇrem r vytva´rˇ´ı vektor. Kdyzˇ tento
vektor prˇicˇteme k p˚uvodn´ım sourˇadnic´ım, ma´me sourˇadnice bodu, jehozˇ hodnota je pouzˇita
pro vy´stup – tedy hodnotu b. Na dalˇs´ıch obra´zc´ıch je postup transformace obdobny´. V prave´
cˇa´sti obra´zku 3.10 je vy´sˇe popsany´ postup opakova´n neˇkolikra´t. Mı´sto abychom pouzˇili dva
body ze vstupn´ıho pole, pouzˇijeme jich neˇkolik. Posledn´ı bod uda´va´ hodnotu vy´stupu. Dalˇs´ı
prˇ´ıklady loka´ln´ıch transformac´ı mu˚zˇeme videˇt na obra´zku 3.12
3.5.4 Skla´da´n´ı operac´ı
Nyn´ı, kdyzˇ ma´me za´klad vsˇech textur v podobeˇ distancˇn´ıho pole a sˇumu, loka´ln´ı a globa´ln´ı
transformace a barevne´ prˇechody, mu˚zˇeme se pustit do vytva´rˇen´ı textur. Vytvorˇen´ı jedne´
textury si mu˚zˇeme prˇedstavit jako strom. Uzly stromu prˇedstavuj´ı operaci. Operace ulozˇena
v uzlu bere sve´ vstupy ze svy´ch potomk˚u a vy´stup pos´ıla´ rodicˇi. V listech tohoto stromu se
nacha´z´ı bud’ distancˇn´ı pole nebo sˇum. V uzlech stromu je loka´ln´ı nebo globa´ln´ı transformace
nebo jedna z na´sleduj´ıc´ıch operac´ı:
• Soucˇet hodnot vstup˚u.
• Rozd´ıl hodnot vstup˚u.
• Na´soben´ı hodnot vstup˚u.
• Soucˇet hodnot vstup˚u s ohledem na alfa kana´l.
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Obra´zek 3.10: Loka´ln´ı transformace
• Kompozice vstup˚u do v´ıcekana´love´ textury.
Prˇ´ıklad textury slozˇene´ pomoc´ı neˇkolika operac´ı mu˚zˇeme videˇt na obra´zku 3.11
Obra´zek 3.11: Sestavena´ textura
3.6 Generova´n´ı geometrie
Pro generova´n´ı geometrie mu˚zˇeme pouzˇ´ıt neˇkolik postup˚u. V pra´ci budeme pouzˇ´ıvat al-
goritmus, ktery´ prˇeva´d´ı objemovou reprezentaci teˇlesa na povrchovou. Pro vygenerova´n´ı
objemove´ reprezentace mu˚zˇeme pouzˇ´ıt sˇum nebo vzda´lenostn´ı pole. Mu˚zˇeme pouzˇ´ıt take´
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Obra´zek 3.12: Prˇ´ıklady loka´ln´ıch transformac´ı aplikovany´ch na vzda´lenostn´ı pole.
transformace (loka´ln´ı, globa´ln´ı), ktere´ na´m objemovou reprezentaci uprav´ı. Pro prˇevod ob-
jemove´ reprezentace budeme pouzˇ´ıvat algoritmus Marching tetrahedra.
3.6.1 Prˇevod do povrchove´ reprezentace
V dnesˇn´ı pocˇ´ıtacˇove´ grafice se nejcˇasteˇji setka´me s povrchovou reprezentac´ı teˇles. Du˚vod je
ten, zˇe soucˇasny´ hardware je pro to optimalizovany´. Obcˇas je vsˇak vhodne´ specifikovat ob-
jekty objemem nebo pomoc´ı implicitn´ıch ploch. Prˇ´ıkladem je trojrozmeˇrny´ sˇum, reprezen-
tuj´ıc´ı hustotu objektu v dane´m mı´steˇ prostoru. Proto potrˇebujeme takto reprezentovane´
objekty prˇeve´st do povrchove´ reprezentace. Existuje neˇkolik algoritmu˚ pro prˇevod. Jedn´ım
z nejzna´meˇjˇs´ıch je Marching cubes. Dalˇs´ı pouzˇ´ıvany´ algoritmus je Marching tetrahedra.
3.6.2 Marching cubes
Marching cubes algoritmus popsa´n v [9] je v cˇesˇtineˇ algoritmus pochoduj´ıc´ıch krychl´ı.
Krychle stejne´ velikosti jsou pravidelneˇ rozmı´steˇny v prostoru, kde se nacha´z´ı objekt,
ktery´ chceme prˇeve´st. Abychom mohli algoritmus pouzˇ´ıt, mus´ıme mı´t k dispozici funkci:
f : R3 → {0, 1}. Funkce zjist´ı, zda bod na dany´ch sourˇadnic´ıch lezˇ´ı uvnitrˇ objektu (funkce
vrac´ı 1) nebo vneˇ (funkce vrac´ı 0). Pro jednu krychli vyhodnot´ıme tuto funkci pro vsˇechny
jej´ı rohy. Z´ıska´me jednu z 28 mozˇny´ch ohodnocen´ı roh˚u. Existuje patna´ct unika´tn´ıch ohod-
nocen´ı (konfigurac´ı), ktere´ mu˚zˇeme transformacemi prˇeve´st na vsˇechny ostatn´ı.
Na hrana´ch krychle se vyskytuje vrchol geometrie (troju´heln´ıku) v prˇ´ıpadeˇ, kdy ohod-
nocen´ı roh˚u krychle, ktere´ hrana sd´ıl´ı, nen´ı stejne´ (na jednom rohu je 0 a na druhe´m 1).
Vznikne tak neˇkolik hran, na ktery´ch lezˇ´ı vrcholy troju´heln´ık˚u. Vhodny´m propojen´ım vr-
chol˚u vznikne troju´heln´ıkova´ s´ıt’ pro jednu konfiguraci krychle. Patna´ct troju´heln´ıkovy´ch
s´ıt´ı pro patna´ct unika´tn´ıch konfigurac´ı mu˚zˇeme videˇt na obra´zku 3.13. Spojen´ım vsˇech
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Obra´zek 3.13: Unika´tn´ı konfigurace, obra´zek prˇevzat z [2]
troju´heln´ıkovy´ch s´ıt´ı ze vsˇech krychl´ı rozmı´steˇny´ch v prostoru vznikne vy´sledna´ s´ıt’.
Marching cubes algoritmus ma´ jednu nevy´hodu. Neˇktere´ konfigurace krychl´ı spolu nej-
sou kompatibiln´ı podle [9]. Pokud bychom nekompatibiln´ı stavy nerˇesˇili, ve vy´sledne´ troj-
u´heln´ıkove´ s´ıti by vznikly d´ıry. Obsluzˇny´ ko´d by na´m zbytecˇneˇ zveˇtsˇil aplikaci, a tak nen´ı
algoritmus Marching cubes v te´to podobeˇ v pra´ci pouzˇit.
3.6.3 Marching tetrahedra
Marching tetrahedra algoritmus (kra´cˇej´ıc´ı cˇtyrˇsteˇn) uzˇ netrp´ı proble´mem nekompatibiln´ıch
konfigurac´ı jako Marching cubes. Nicme´neˇ produkuje veˇtsˇ´ı mnozˇstv´ı geometrie. Stejneˇ jako
u prˇedcha´zej´ıc´ıho algoritmu potrˇebujeme funkci, ktera´ rozhodne, zda dany´ bod lezˇ´ı uvnitrˇ
nebo vneˇ objektu. Cˇtyrˇsteˇn ma´ cˇtyrˇi rohy, proto je celkovy´ pocˇet konfigurac´ı roven 24.
Maxima´ln´ı pocˇet troju´heln´ık˚u v jedne´ konfiguraci je 2. Vzhledem k teˇmto maly´m cˇ´ısl˚um si
mu˚zˇeme jednotlive´ konfigurace vhodneˇ ulozˇit do konstantn´ıch dat programu.
Proble´m tohoto algoritmu spocˇ´ıva´ v rozmı´steˇn´ı cˇtyrˇsteˇn˚u v prostoru s objektem. Pokud
bychom pouzˇili cˇtyrˇsteˇn, ktery´ ma´ vsˇechny hrany stejneˇ dlouhe´, rozmı´steˇn´ı v prostoru by
nebylo u´plneˇ snadne´ (tak jako u krychle u prˇedesˇle´ho algoritmu). Algoritmus na rozmı´steˇn´ı
cˇtyrˇsteˇnu by na´m zbytecˇneˇ obsadil mı´sto v programu. Proto rozmı´st´ıme sˇest cˇtyrˇsteˇn˚u do
krychle. Tuto krychli budeme pravidelneˇ rozmı´st’ovat do prostoru stejneˇ jako u algoritmu
Marching cubes. Rozmı´steˇn´ı cˇtyrˇsteˇn˚u v krychli mu˚zˇeme videˇt na obra´zku 3.14. Pro vrcholy
krychle spocˇteme, zda lezˇ´ı uvnitrˇ cˇi vneˇ objektu. Pote´ pro vsˇech sˇest cˇtyrˇsteˇn˚u vybereme z
tabulky spra´vnou troju´heln´ıkovou s´ıt’.
3.6.4 Vyhlazen´ı
Pokud bychom u algoritmu˚ uvedeny´ch vy´sˇe umı´st’ovali vrcholy troju´heln´ık˚u prˇ´ımo do-
prostrˇed hrany na ktere´ lezˇ´ı, vy´sledna´ troju´heln´ıkova´ s´ıt’ by byla hranata´. Hranatou troj-
u´heln´ıkovou s´ıt’ mu˚zˇeme videˇt v leve´ cˇa´sti obra´zku 3.15. Vhodny´m posunut´ım vrchol˚u na
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Obra´zek 3.14: Rozmı´steˇn´ı cˇtyrˇsteˇn˚u do krychle
hrana´ch mu˚zˇeme dosa´hnout vyhlazen´ı (prava´ cˇa´st obra´zku 3.15. Body na hrana´ch mu˚zˇeme
posunou podle toho, jak daleko jsou konce hrany od prˇedpokla´dane´ho povrchu.
Pokud pouzˇijeme objemovou reprezentaci (naprˇ´ıklad sˇum), hodnota v prostoru na´m
urcˇuje hustotu. Hodnotu hustoty budeme bra´t v rozsahu 〈0, 1〉. Kdyzˇ hodnota hustoty
na dany´ch sourˇadnic´ıch prˇekrocˇ´ı hodnotu prahu T , nacha´z´ı se v mı´stech sourˇadnic teˇleso.
Hustotu v bodech na sourˇadnic´ıch Sa, Sb na konc´ıch hrany oznacˇme Ha, Hb. Za´rovenˇ plat´ı
podmı´nka, zˇe pra´veˇ jeden bod konce hrany lezˇ´ı v teˇlese:(Ha ≥ T ∧ Hb < T ) ∨ (Ha <
T ∧Hb ≥ T ). Sourˇadnice vrcholu na hraneˇ jsou da´ny vztahem: (1− t) ·Sa + t ·Sb. Parametr
t je vypocˇ´ıta´n podle vztahu: t = T−HaHb−Ha .
Obra´zek 3.15: Marching tetrahedra. Vlevo: bez vyhlazen´ı. Vpravo: s vyhlazen´ım.
3.6.5 Zmensˇen´ı pocˇtu vrchol˚u
Vy´sˇe uvedene´ algoritmy produkuj´ı mnoho geometrie. Pokud budeme data ukla´dat do spo-
lecˇne´ho pole, nebudeme mı´t informaci o tom, ktery´ vrchol je sd´ılen v´ıcero troju´heln´ıky.
Dany´ bod na hraneˇ jedne´ krychle je vygenerova´n i jinou sousedn´ı krychl´ı a je ulozˇen do
spolecˇne´ho pole neˇkolikra´t. Nav´ıc toto zp˚usobuje proble´m prˇi vy´pocˇtu norma´l. Proto je
vhodne´ vrcholy, ktere´ jsou duplicitn´ı ulozˇit do pole jen jednou. Toto lze zajistit jednodusˇe.
Budeme vrcholy do spolecˇne´ho pole vkla´dat postupneˇ. Vzˇdy porovna´me sourˇadnice pra´veˇ
vkla´dane´ho vrcholu se vsˇemi vrcholy, ktere´ jsou jizˇ ulozˇeny.
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Toto rˇesˇen´ı ma´ nevy´hodu a tou je rychlost. Pro velke´ mnozˇstv´ı vrchol˚u je potrˇeba prove´st
velke´ mnozˇstv´ı porovna´n´ı. Proto budeme vrcholy ukla´dat do stromu. Pokud budeme cht´ıt
zjistit, zda byl jizˇ dany´ bod ulozˇen, stacˇ´ı prohledat jen malou cˇa´st stromu. Toto algoritmus
urychl´ı.
3.6.6 Norma´ly
Norma´ly se v pocˇ´ıtacˇove´ grafice pouzˇ´ıvaj´ı pro st´ınova´n´ı objekt˚u a pra´ci se sveˇtlem. Mu˚zˇeme
si ukla´dat norma´lu ke kazˇde´ plosˇce. Norma´la je v tomto prˇ´ıpadeˇ stejna´ pro vsˇechny body
plosˇky (polygonu). T´ımto dosa´hneme jednolite´ho st´ınova´n´ı. Jednolite´ st´ınova´n´ı mu˚zˇeme
pouzˇ´ıt pro ploche´ objekty jako jsou steˇny, podlaha nebo naprˇ´ıklad bedny. Dalˇs´ı mozˇnost´ı
je ukla´dat si norma´lu ke kazˇde´mu vrcholu polygonu. Pote´ budeme osveˇtlen´ı pocˇ´ıtat pro
vsˇechny vrcholy polygonu a uvnitrˇ osveˇtlen´ı interpolovat. Vizua´lneˇ lepsˇ´ı vy´sledky ale do-
staneme, pokud budeme interpolovat norma´ly. Pro kazˇdy´ bod polygonu tak budeme mı´t k
dispozici interpolovanou norma´lu, kterou pouzˇijeme pro vy´pocˇet osveˇtlen´ı. Dı´ky interpolaci
norma´ly nepotrˇebujeme tolik polygon˚u (troju´heln´ık˚u) pro reprezentaci hladke´ho objektu.
Vy´pocˇet norma´ly pro vrchol, ktery´ je sd´ılen k troju´heln´ıky s norma´lami a obsahy ni, si, i ∈








Funkce nor normalizuje vstupn´ı vektor. Mu˚zˇeme se obej´ıt bez vy´pocˇtu obsahu troju´-








Proble´m nastane, pokud jsou v objektu velmi u´zke´ troju´heln´ıky. U velmi u´zky´ch troj-
u´heln´ık˚u je hlavn´ı cˇa´st vyhlazen´ı norma´l zastoupena v male´ oblasti. Povrch objektu je
sice vyst´ınova´n plynule, ale z veˇtsˇ´ı vzda´lenosti se jizˇ tak nejev´ı. V leve´ cˇa´sti obra´zku 3.16
mu˚zˇeme pozorovat hranice troju´heln´ık˚u, ktere´ soused´ı s velmi u´zky´mi troju´heln´ıky. Algorit-
mus marching tetrahedra bohuzˇel produkuje tyto u´zke´ troju´heln´ıky pokud je zapnuto vyh-
lazova´n´ı. Bud’ budeme mı´t stejneˇ velke´ troju´heln´ıky a vizua´lneˇ hladkou interpolaci norma´l,
ale hranaty´ objekt nebo hladky´ objekt a viditelne´ hrany troju´heln´ık˚u. Rˇesˇen´ı mu˚zˇeme videˇt
v algoritmu, ktery´ by pro dany´ vrchol nepocˇ´ıtal norma´ly jen z troju´heln´ık˚u, ktere´ tento vr-
chol sd´ıl´ı, ale z veˇtsˇ´ıho okol´ı. Implementova´n´ım tohoto rˇesˇen´ı bychom ale zbytecˇneˇ zabrali
mı´sto v aplikaci.
Elegantn´ı rˇesˇen´ı spocˇ´ıva´ v pouzˇit´ı gradientu (smeˇru r˚ustu) trojrozmeˇrne´ho sˇumu, ktery´
jsme pouzˇili pro vygenerova´n´ı geometrie, postup je bl´ızˇe popsa´n v [5]. Norma´ly reprezento-
vane´ pomoc´ı gradientu mu˚zˇeme videˇt v prave´ cˇa´sti obra´zku 3.16. Gradient trojrozmeˇrne´ho
sˇumu si mu˚zˇeme ulozˇit do trojrozmeˇrne´ textury a vyuzˇ´ıt jej take´ pro pocˇ´ıta´n´ı koliz´ı. Vy´pocˇet
gradientu v bodeˇ o sourˇadnic´ıch I = (i1, i2, i3) z´ıska´me pomoc´ı vztahu:
g = (h(I + x)− h(I − x), h(I + y)− h(I − y), h(I + z)− h(I − z)) (3.6)
Ve vztahu 3.6 reprezentuje x respektive y respektive z trojici (1, 0, 0) respektive (0, 1, 0)
respektive (0, 0, 1). Funkce h(I) vrac´ı hodnotu sˇumu na sourˇadnic´ıch I. Vy´pocˇet norma´ly z
gradientu je jednoduchy´ stacˇ´ı gradient znormalizovat.
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Obra´zek 3.16: Zobrazen´ı norma´l. Vlevo: norma´ly pro vrcholy troju´heln´ık˚u. Vpravo: norma´ly
reprezentovane´ gradientem.
3.7 Bump mapping
Bump mapping je metoda pro zvy´sˇen´ı detailu povrchu. V sekci norma´ly 3.6.6 jsme si popsali
interpolaci norma´ly v bodeˇ troju´heln´ıku. T´ımto prˇ´ıstupem z´ıska´me hladky´ povrch. Zvy´sˇen´ı
u´rovneˇ detailu bychom mohli dosa´hnout zveˇtsˇen´ım pocˇtu polygon˚u. Pokud bychom ale chteˇli
mı´t vysˇsˇ´ı detaily uvnitrˇ troju´heln´ıku, bez prˇida´n´ı dalˇs´ıch troju´heln´ık˚u, mu˚zˇeme zvolit bump
mapping. Bump mapping ovlivnˇuje norma´lu v bodeˇ troju´heln´ıku a t´ım i vy´sledne´ st´ınova´n´ı.
Pro ovlivnˇova´n´ı norma´ly se pouzˇ´ıva´ bump mapa.
Bump mapa je textura, ktera´ mı´sto barvy nese informaci o norma´le. Pokud bump mapu
naneseme na troju´heln´ık a budeme pomoc´ı n´ı ovlivnˇovat interpolovanou norma´lu, z´ıska´me
vizua´lneˇ detailneˇjˇs´ı st´ınova´n´ı. Vy´sledek bump mappingu je zna´zorneˇn na obra´zku 3.17.
Bump mapa je trˇ´ıkana´lova´ textura. Mı´sto barev (r, g, b) obsahuje slozˇky norma´ly (u, v, w).
Bump mapu budeme vytva´rˇet z textury teˇsneˇ prˇed obarven´ım. Texturu v odst´ınech sˇede´
budeme bra´t jako vy´sˇkovou mapu a norma´la v dane´m bodeˇ je na n´ı kolma´.
Obra´zek 3.17: Vlevo: St´ınova´n´ı s vyhlazen´ım norma´l. Uprostrˇed: st´ınova´n´ı s aplikovany´m
bump mappingem. Vpravo: troju´heln´ıkova´ s´ıt’.
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3.8 Texturova´n´ı
Postup vytvorˇen´ı textur jsme si popsali v sekci 3.5. Nyn´ı nasta´va´ ota´zka, jak texturu nane´st
na povrch. Pokud pouzˇijeme trojrozmeˇrnou texturu je nanesen´ı jednoduche´. Sourˇadnice
vrchol˚u polygon˚u jsou za´rovenˇ i sourˇadnice do textury (texturovac´ı koordina´ty). Texturovac´ı
koordina´ty pro trojrozmeˇrnou texturu mu˚zˇeme snadno transformovat pomoc´ı transformacˇn´ı
matice. Texturu mu˚zˇeme roztahovat, ota´cˇet a posouvat. Nav´ıc mu˚zˇeme objekt, na ktery´
je nanesena trojrozmeˇrna´ textura r˚uzneˇ deformovat, vytva´rˇet do neˇj d´ıry nebo prˇida´vat
polygony. Nemus´ıme se prˇitom starat o prˇepocˇet koordina´t. Nevy´hoda trojrozmeˇrne´ textury
spocˇ´ıva´ v jej´ı velikosti. Povrch objektu prob´ıha´ jen zlomkem celkove´ho objemu textury. Z
velikosti plyne i doba na vygenerova´n´ı takove´ textury. Dalˇs´ı nevy´hoda spocˇ´ıva´ v nesnadne´
konstrukci bump mapy. Povrch objektu mu˚zˇe bodem textury procha´zet r˚uzneˇ natocˇen,
proto bychom potrˇebovali pro kazˇde´ natocˇen´ı jinou bump mapu. U dvojrozmeˇrny´ch textur
je vy´pocˇet bump mapy jednodusˇ´ı. Dvojrozmeˇrne´ textury maj´ı pouze dveˇ slozˇky textu-
rovac´ıch koordina´t, proto je nutne´ je vhodneˇ rozmı´stit po povrchu objektu. Rozmı´steˇn´ı
texturovac´ıch koordina´t ale nen´ı jednoduche´. Obvykle by´vaj´ı rozmı´st’ova´ny rucˇneˇ pomoc´ı
grafika. Algoritmus pro rozmı´steˇn´ı koordina´t na netrivia´ln´ı objekt by byl prˇ´ıliˇs slozˇity´ a
zab´ıral by mı´sto. Proto budeme textury na trojrozmeˇrne´ objekty nana´sˇet jinak.
3.8.1 Triplana´rn´ı texturova´n´ı
Triplana´rn´ı mapova´n´ı textur popsane´ v [5] pouzˇ´ıva´ pro obarven´ı objektu trˇi r˚uzne´ textury.
Textury jsou nana´sˇene´ pode´l trˇ´ı sourˇadny´ch osy (x, y, z). Pokud je norma´la povrchu v dane´m
bodeˇ (x, y, z) naprˇ´ıklad (1, 0, 0), pouzˇije se textura pro osu x. Sourˇadnice pro tuto texturu
budou pote´ (y, z). Prˇicˇemzˇ slozˇka y prˇedstavuje u slozˇku texturovac´ı koordina´ty (smeˇr v
ose x v texturˇe). Pro norma´lu (0, 1, 0) se pouzˇije textura pro osu y. Texturovac´ı koordina´ty
budou v takove´m prˇ´ıpadeˇ (u, v) = (x, z). Pokud norma´la povrchu nen´ı rovnobeˇzˇna´ s jednou
ze sourˇadny´ch os, pouzˇije se v´ıcero textur, ktere´ se mezi sebou smı´chaj´ı. Uvazˇujme bod
povrchu objektu P = (x, y, z) s norma´lou N = (a, b, c) a trˇi textury Tx, Ty, Tz pro trˇi
sourˇadne´ osy. Da´le uvazˇujme funkci f : T × R2 → 〈0, 1〉3. Funkce f vrac´ı pro texturu T a




· f(Tx, (y, z)) + |b|
S
· f(Ty, (x, z)) + |c|
S
· f(Tz, (x, y)) (3.7)
Ve vztahu 3.7 je S = |a|+ |b|+ |c| normalizace vah. Slozˇky a, b, c norma´ly uda´vaj´ı va´hy pro
va´zˇeny´ pr˚umeˇr.
Triplana´rn´ı texturova´n´ı mu˚zˇeme modifikovat. Mı´sto abychom pozˇ´ıvali trˇi textury pro
trˇi sourˇadne´ osy, mu˚zˇeme pouzˇ´ıt sˇest a rozliˇsovat smeˇr osy. Pro otexturova´n´ı jeskyneˇ a
prˇ´ıvodn´ıho tunelu ale zvol´ıme jiny´ postup. Pouzˇijeme take´ trˇi textury, ale ne v sourˇadny´ch
osa´ch. Jednu texturu pouzˇijeme na stropy (kladna´ osa y). Dalˇs´ı na zem (za´porna´ osa
y). Posledn´ı textura je mapova´na na steˇny. Vztah pro vy´pocˇet vy´sledne´ barvy pro takto
rozmı´steˇne´ textury je obdobny´ vztahu 3.7.
3.9 Skybox
Skybox je vzda´lene´ okol´ı od sce´ny, ktere´ nereprezentujeme pomoc´ı polygon˚u, ale jen pomoc´ı
obra´zk˚u. Skybox mu˚zˇeme pouzˇ´ıt pro reprezentaci mrak˚u, vzda´leny´ch kraj˚u nebo trˇeba
hveˇzd ve vesmı´ru. Obvykle by´va´ skybox ve formeˇ krychle. Na vsˇechny steˇny krychle je
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nanesen jiny´ obra´zek. Obra´zky na sebe navazuj´ı a tvorˇ´ı tak dojem okol´ı. Prˇ´ıklad rozvi-
nute´ho krychlove´ho skyboxu mu˚zˇeme videˇt na obra´zku: 3.18. Skybox mu˚zˇeme vytvorˇit
fotoapara´tem a programem na skla´da´n´ı fotografiı. Stacˇ´ı vyfotit okol´ı ve vsˇech smeˇrech a
fotografie na´sledneˇ slozˇit dohromady. V nasˇem prˇ´ıpadeˇ si ale mus´ıme skybox vygenerovat.
V pra´ci budeme pouzˇ´ıvat dveˇ metody generova´n´ı skyboxu.
Obra´zek 3.18: Skybox zobrazuj´ıc´ı dopoledn´ı oblohu
Prvn´ı je obdobna´ tvorbeˇ skyboxu pomoc´ı fotoapara´tu. Z jednoho vybrane´ho mı´sta si
sce´nu vykresl´ıme do sˇesti smeˇr˚u a vy´sledky si ulozˇ´ıme. Zorny´ uhel kamery nastav´ıme na
90 stupnˇ˚u a sˇ´ıˇrku a vy´sˇku vykreslene´ oblasti zvol´ıme totozˇnou. T´ımto doka´zˇeme vytvorˇit
jednoduche´ skyboxy. V pra´ci budeme takto vytvorˇeny´ skybox pouzˇ´ıvat pro odraz na hladineˇ
vody. Na slozˇiteˇjˇs´ı skybox (naprˇ´ıklad oblohy) tato metoda ale nestacˇ´ı.
Druha´ metoda vykresluje steˇny skyboxu za´rovenˇ. Metodu budeme vyuzˇ´ıvat pro oblohy.
Ze strˇedu krychle se pro zvoleny´ pixel a zvolenou steˇnu krychle urcˇ´ı paprsek. Pro ve-
likost obra´zk˚u na steˇna´ch krychle (w, h) potrˇebujeme 6 · w · h paprsk˚u. Paprsek mu˚zˇeme
reprezentovat pouze normalizovany´m vektorem u. Tento vektor si mu˚zˇeme prˇedstavit jako
jistou trˇ´ıslozˇkovou sourˇadnici. Pokud budeme cht´ıt vykreslit do skyboxu jisty´ element,
prˇeda´me mu tento vektor a element na´m vra´t´ı barvu (r, g, b, a). Cˇ´ıslo a je pr˚uhlednost
v intervalu 〈0, 1〉 a pouzˇ´ıva´ se pro mı´cha´n´ı noveˇ prˇ´ıchoz´ı barvy c = (r, g, b) s prˇedcha´zej´ıc´ı
cp = (rp, gp, bp). Mı´cha´n´ı je rˇ´ızeno vztahem:
cp = a · c+ (1− a) · cp (3.8)
Algoritmus generova´n´ı skyboxu obohy je na´sleduj´ıc´ı:
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1. Nastav´ıme vsˇechny barvy obra´zk˚u na nulu cp = (0, 0, 0).
2. Pro vsˇechny steˇny krychle skyboxu a vsˇechny jejich pixely urcˇ´ıme normalizovany´
vektor u.
3. Pro vsˇechny elementy ei, i ∈ 1, . . . , n, ktere´ chceme vykreslit z´ıska´me barvu ci.
4. Vy´sledna´ barva pro vektor u (a tedy i pro konkre´tn´ı pixel) je cpn.
cp1 = a1 · c1 + (1− a1) · cp
cpi = ai · ci + (1− ai) · cpi−1
Oblohu si budeme reprezentovat pomoc´ı trˇi za´kladn´ı element˚u:
• Barevny´ prˇechod oblohy. Barevny´ prˇechod oblohy uda´va´ barvu pozad´ı. Uda´va´ barvu
atmosfe´ry prˇi vy´chodu slunce, za´padu slunce nebo v pr˚ubeˇhu odpoledne. Barevny´
prˇechod je urcˇen barvou horizontu, pocˇa´tecˇn´ı, koncovou a za´kladn´ı barvou, vektorem
ke slunci a exponentem. Pocˇa´tecˇn´ı barva oblohy je barva bl´ızko slunce, koncova´ barva
oblohy je barva na opacˇne´m konci oblohy od slunce. Za´kladn´ı barva je barva mezi
pocˇa´tecˇn´ı a koncovou. Barva horizontu obarvuje oblohu bl´ızko nad zemı´. Rozmı´steˇn´ı
barev je dobrˇe patrne´ na obra´zku 3.19 Exponent uda´va´ rychlost zmeˇny barvy hori-






Obra´zek 3.19: Rozmı´steˇn´ı barev oblohy.
• Slunce. Slunce je urcˇeno vektorem pozice, velikost´ı, barvou, exponentem a velikost´ı
okoln´ı za´rˇe. Velikost slunce je ve steradia´nech. Exponent uda´va´, jak ostra´ je hranice
slunce. Velikost okoln´ı za´rˇe uda´va´, do jake´ vzda´lenost od slunce se sˇ´ıˇr´ı barva slunce
obra´zek: 3.20.
• Mraky. Mraky jsou reprezentovane´ nekonecˇnou rovinou, ktera´ je umı´steˇna nad sce´nou,
obra´zek: 3.21. Smeˇrovy´ vektor u pro dany´ pixel skyboxu protne tuto rovinu v jisty´ch
sourˇadnic´ıch I(x, y). Sourˇadnice I pouzˇijeme jako vstup funkce Perlinova sˇumu pop-
sane´ho v podsekci 3.1.2. Parametry mrak˚u jsou tedy: Amplituda, frekvence, perzis-
tence a pocˇet scˇ´ıta´n´ı. Tyto parametry jsou prˇeda´ny funkci Perlinova sˇumu. Dalˇs´ı
parametry jsou hustota, kryt´ı a barva mrak˚u. Pro veˇrneˇjˇs´ı reprezentaci mrak˚u budeme
obvykle potrˇebovat v´ıcero vrstev mrak˚u. Proble´m teto metody spocˇ´ıva´ v aliasing
efektu na horizontu. Pr˚usecˇ´ık smeˇrove´ho vektoru s rovinou mrak˚u je pro pixely na
horizontu velmi daleko. Jednotlive´ sourˇadnice pro Perlin˚uv sˇum pro pixely, ktere´





Obra´zek 3.20: Hranice slunce a okoln´ı za´rˇe.
mrak˚u na horizontu se prudce strˇ´ıda´ v sousedn´ıch pixelech. Rˇesˇen´ı by mohlo spocˇ´ıvat
v pouzˇit´ı jine´ho nezˇ Perlinova sˇumu. Nasˇ´ım rˇesˇen´ım ale bude zvysˇova´n´ı pr˚uhlednosti
mrak˚u smeˇrem k horizontu. Mraky se tak rozplynou v barveˇ horizontu, obra´zek: 3.22.
skybox
rovina s Perlinovým šumem
Obra´zek 3.21: Vykreslova´n´ı mrak˚u.
Obra´zek 3.22: Vlevo: mrak bez opravy aliasing efektu. Vpravo: mrak s rostouc´ı pr˚uhlednost´ı
k horizontu.
3.10 Cˇa´sticove´ syste´my
Cˇa´sticove´ syste´my se v pocˇ´ıtacˇove´ grafice pouzˇ´ıvaj´ı k nejr˚uzneˇjˇs´ım u´cˇel˚um. Pomoc´ı cˇa´sti-
covy´ch syste´mu˚ reprezentujeme fyzika´ln´ı jevy, ktere´ by se jinou cestou sˇpatneˇ vizualizovaly
nebo simulovaly. Jedn´ım z prˇ´ıklad˚u mu˚zˇe by´t simulace sneˇzˇen´ı. Dalˇs´ı prˇ´ıklady jsou p´ısek,
ohnˇostroj nebo voda. Cˇa´sticovy´ syste´m je slozˇen s velke´ho mnozˇstv´ı samostatny´ch cˇa´stic.
Kazˇda´ cˇa´stice se chova´ samostatneˇ podle urcˇity´ch pravidel. Cˇa´stice maj´ı svoji pozici a
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Obra´zek 3.23: Skybox zobrazuj´ıc´ı za´pad slunce
rychlost. Tyto parametry slouzˇ´ı k popisu pohybu. Rovnice pro popis pohybu jsou 3.10, 3.12
a 3.13 a bl´ızˇe si je pop´ıˇseme v sekci 3.11 o elasticky´ch syste´mech.
Cˇa´stice budeme vykreslovat jako plosˇky s nanesenou texturou. Budeme rozliˇsovat dva
druhy. Jedny cˇa´stice se neusta´le nata´cˇej´ı ke kamerˇe. Tento druh cˇa´stic budeme pouzˇ´ıvat
pro vykreslen´ı vodopa´du, bublinek ve vodeˇ a list˚u lia´nove´ rostliny. Druhy´ druh si udrzˇuje
svoji orientaci. V intru jej budeme pouzˇ´ıvat pro vykreslen´ı choma´cˇe rostlin. Mimo pozice
a rychlosti ma´ u sebe cˇa´stice take´ cˇas. Pokud cˇas cˇa´stice prˇekrocˇ´ı urcˇitou hodnotu, cˇa´stice
zanikne. U cˇa´sticove´ho syste´mu si budeme definovat i emitor. V emitoru se vytva´rˇ´ı cˇa´stice.
Pokud cˇa´stice zanikne objev´ı se nova´ s pocˇa´tecˇn´ım nastaven´ım v emitoru.
3.11 Elasticke´ syste´my
Elasticke´ syste´my slouzˇ´ı k simulaci teˇles jako je la´tka, tkanina, lana, ale i rosol. Elasticky´
objekt meˇn´ı sv˚uj tvar v pr˚ubeˇhu cˇasu. Proto je vy´pocˇet jeho pohybu odliˇsny´ od vy´pocˇtu
dynamiky tuhe´ho teˇlesa. Pohyb tuhe´ho teˇlesa si mu˚zˇeme rozlozˇit na posuvnou rychlost a
rotacˇn´ı rychlost. Pokud na takove´ teˇleso p˚usob´ıme silou, jsou body teˇlesa prˇ´ımo ovlivnˇova´ny.
Elasticke´ teˇleso je slozˇeno z bod˚u a vazeb, prˇicˇemzˇ kazˇdy´ bod ma´ vlastn´ı vy´pocˇet dynamiky.
Pokud tedy na elasticke´ teˇleso p˚usob´ıme silou, u´cˇinky s´ıly jsou postupneˇ distribuova´ny
pomoc´ı vazeb do bod˚u.
Elasticky´ syste´m si mu˚zˇeme prˇedstavit jako specia´ln´ı obdobu cˇa´sticove´ho syste´mu.
Cˇa´stice (uzly) prˇedstavuj´ı vrcholy objektu, vrcholy troju´heln´ık˚u. Kazˇda´ cˇa´stice ma´ svoji
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hmotnost, pozici a rychlost. Oproti cˇa´sticovy´m syste´mu˚m obsahuje cˇa´stice i seznam vazeb,
ktere´ ovlivnˇuj´ı jej´ı pohyb. Vazba je spoj mezi dveˇma cˇa´sticemi. Nese informaci o sve´
pocˇa´tecˇn´ı de´lce a sve´ tuhosti. Da´le obsahuje informaci, ktere´ dva uzly spojuje. Elasticky´
syste´m je tedy slozˇen ze dvou za´kladn´ıch druh˚u element˚u: uzl˚u a spoj˚u.
Pohyb elasticke´ho syste´mu si pop´ıˇseme diferencia´ln´ımi rovnicemi. Kazˇda´ cˇa´stice ma´
svoji pozici p a rychlost v. Pro vy´pocˇet nove´ pozice p(t + dt) potrˇebujeme rychlost v(t) a
krok cˇasu dt. Pro vy´pocˇet nove´ rychlosti v(t + dt) potrˇebujeme zrychlen´ı a(t) a krok cˇasu




Rovnici 3.9 zintegrujeme a dostaneme tvar:




V rovnici 3.10 je p(0) pocˇa´tecˇn´ı pozice cˇa´stice v cˇase t = 0. p(t) respektive v(t) je pozice
respektive rychlost v cˇase t. Rovnici 3.10 si mu˚zˇeme vyja´drˇit sche´matem s integra´torem na
obra´zku 3.24. Diferencia´ln´ı rovnice pro vy´pocˇet rychlosti:
p(0)
p(t)v(t)




Rovnici 3.11 zintegrujeme a vy´sledny´ tvar je:




a(t) v rovnici 3.12 reprezentuje zrychlen´ı, v(0) pocˇa´tecˇn´ı rychlost a v(t) rychlost v cˇase
t. Sche´ma pro rovnici 3.12 je obdobne´ sche´matu 3.24. Sche´mata mu˚zˇeme spojit v jedno,
ktere´ je zna´zorneˇne´ na obra´zku 3.25 Jelikozˇ vytva´rˇ´ıme elasticky´ syste´m v trojrozmeˇrne´m
prostoru je zrychlen´ı, rychlost a pozice trˇ´ıslozˇkovy´ vektor. Sche´ma 3.25 na´m jizˇ doka´zˇe
vypocˇ´ıtat pozici jedne´ cˇa´stice v cˇase t. Zby´va´ zjisti zrychlen´ı, tedy vstup integra´toru (0).





Nyn´ı jizˇ v´ıme, jak se cˇa´stice (uzel elasticke´ho syste´mu) zachova´, pokud na ni zap˚usob´ıme







Obra´zek 3.25: Sche´ma prˇedstavuj´ıc´ı spojen´ı rovnic 3.10 a 3.12
vyvolane´ spoji dane´ho uzlu. Spoj mezi dveˇma uzly si mu˚zˇeme prˇedstavit jako pruzˇinu. S´ılu,
kterou pruzˇina p˚usob´ı na dva uzly si vyja´drˇ´ıme vztahem:
F = −k · x (3.14)
Ve vztahu 3.14 je k tuhost pruzˇiny (nebo spoje) a x = l0 − l je vy´chylka pruzˇiny z
rovnova´zˇne´ho stavu. l0 je pocˇa´tecˇn´ı de´lka spoje a l je aktua´ln´ı de´lka spoje v cˇase t. Absolutn´ı




−ki,j · (l0i,j − |pipj |) · si,j (3.15)
n je pocˇet uzl˚u. l0i,j je pocˇa´tecˇn´ı de´lka spoje mezi uzly i, j. pi, pj jsou pozice uzl˚u a si,j = 1
pokud je mezi uzly i, j spoj. Jinak je si,j = 0. Stejneˇ jako pro pozici a rychlost, je i s´ıla
trˇ´ıslozˇkovy´ vektor. Oznacˇme ei,j = (pj − pi)/|pipj | normalizovany´ vektor spoje z uzlu i do










|pipj | − 1
)
(pj − pi) (3.16)
Nyn´ı jizˇ zna´me vsˇe, abychom mohli vytvorˇit sche´ma obecne´ho elasticke´ho syste´mu. Sche´ma
je zna´zorneˇne´ na obra´zku 3.26
Diferencia´ln´ı rovnice mus´ıme vyrˇesˇit pomoc´ı numericky´ch metod. Existuje neˇkolik druh˚u
numericky´ch metod. Nejzna´meˇjˇs´ı je Eulerova metoda. Prˇesnost numericky´ch metod za´vis´ı
na velikosti kroku cˇasu dt a stupneˇ metody.
3.11.1 Eulerova metoda
Eulerova metoda je jednoducha´ numericka´ metoda pro rˇesˇen´ı diferencia´ln´ıch rovnic. Je da´na
vztahem:
y0 = y(0)
yn+1 = yn + dt · f(tn, yn)
f(tn, yn) je aproximace derivace y
′
n. V nasˇem prˇ´ıpadeˇ je to vstup integra´tor˚u ve sche´matu
3.26. Eulerova metoda je rychla´ na vy´pocˇet a jednoducha´ na implementaci. Proto mu˚zˇe by´t
vhodna´ pro intra. Jej´ı nevy´hodou je mala´ prˇesnost. Proto je nutne´ volit mensˇ´ı krok cˇasu


























Obra´zek 3.26: Sche´ma obecne´ho elasticke´ho syste´mu. Jednotky F1 − Fn pocˇ´ıtaj´ı s´ılu podle
vztahu 3.16
3.11.2 Runge Kutta metoda
Runge Kutta metoda cˇtvrte´ho stupneˇ je da´na vztahem:
y0 = y(0)
yn+1 = yn +
1
6
(k1 + 2k2 + 2k3 + k4)
k1 = dtf(tn, yn)
k2 = dtf(tn + dt/2, yn + k1/2)
k3 = dtf(tn + dt/2, yn + k2/2)
k4 = dtf(tn + dt, yn + k3)
Runge Kutta metoda je obecneˇ prˇesneˇjˇs´ı nezˇ Eulerova metoda. Je ale vy´pocˇetneˇ na´rocˇneˇjˇs´ı.
Pro vy´pocˇet na´sleduj´ıc´ı hodnoty integra´toru je zapotrˇeb´ı cˇtyrˇikra´t vycˇ´ıslit jeho vstup.
3.11.3 Stabilita numericky´ch metod
Numericke´ metody nemus´ı by´t stabiln´ı. Pro neˇktere´ rovnice se rozkmitaj´ı. Na´sˇ elasticky´
syste´m se pro nevhodneˇ zvolene´ koeficienty rozkmita´ a na´sledneˇ rozpadne. Mus´ıme spra´vneˇ
zvolit koeficienty tuhosti spoj˚u a hmotnosti uzl˚u. Velky´ vliv na stabilitu ma´ krok cˇasu dt.
Elasticky´ syste´m je tuhy´ syste´m, pokud jsou hmotnosti uzl˚u male´ nebo pokud jsou tuhosti
spoj˚u velke´. Tato skutecˇnost vyply´va´ z rovnic 3.13 a 3.14. Pokud obeˇ rovnice spoj´ıme
z´ıska´me koeficient c = k/m, kde k je tuhost spoje a m hmotnost uzlu. Tento koeficient
prˇiblizˇneˇ popisuje zes´ılen´ı zpeˇtne´ vazby vyznacˇene´ cˇervenou barvou v obra´zku 3.26.
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V programu jsem nejprve naimplementoval Eulerovu numerickou metodu. Jej´ı nejveˇtsˇ´ı
nevy´hoda byla nestabilita. Pokud jsem v pr˚ubeˇhu animace zvysˇoval tuhosti spoj˚u, v jednom
okamzˇiku se elasticky´ syste´m choval dle ocˇeka´va´n´ı. Pokud ale tuhost prˇerostla urcˇity´ pra´h,
syste´m se velice rychle rozkmital a rozpadl a animaci jsem musel pusti znovu. Proto jsem se
rozhodl zkusit implemetovat Runge Kutta cˇtvrte´ho rˇa´du. U Runge Kutta metody elasticky´
syste´m reaguje na nevhodneˇ zvolene´ tuhosti a hmotnosti pomaleji. Proto je mozˇne´ se jesˇteˇ
z rozkmitane´ho stavu vra´tit zpeˇt. Testoval jsem take´ rychlost. Veˇdeˇl jsem, zˇe u Runge
Kutta metody potrˇebuji vycˇ´ıslit cˇtyrˇi koeficienty. Vy´pocˇet jednoho kroku je tak prˇiblizˇneˇ
cˇtyrˇikra´t na´rocˇneˇjˇs´ı nezˇ u metody Eulerovy. Experimenta´lneˇ jsem si srovnal vy´sledky pro
stejny´ elasticky´ syste´m s Eulerovou metodou pro krok dt a Runge Kutta metodou pro krok
4dt. Sledoval jsem, prˇi jake´m nastaven´ı tuhosti spoj˚u se syste´m rozkmita´. Vy´sledky pro
metodu Runge Kutta byly mı´rneˇ lepsˇ´ı nezˇ pro Eulerovu metodu, proto jsem se rozhodl jej
ve vy´sledne´ aplikaci vyuzˇ´ıvat. Take´ velmi za´lezˇelo na tvaru elasticke´ho syste´mu.
3.12 Kolize
Bez koliz´ı se neobejde te´meˇrˇ zˇa´dna´ fyzika´ln´ı simulace. Naprˇ´ıklad cˇa´sticovy´ syste´m d´ıky
koliz´ım interaguje s okol´ım. Kolize by´vaj´ı slozˇite´ na vy´pocˇet a proto je potrˇeba algo-
ritmy zefektivnˇovat. Jedn´ım z vylepsˇen´ı algoritmu˚ detekc´ı koliz´ı jsou obalova´ teˇlesa. Dalˇs´ım
vylepsˇen´ım mu˚zˇe by´t hierarchicke´ rozdeˇlen´ı sce´ny.
V intru jsou kolize pocˇ´ıta´ny jen pro cˇa´sticove´ a elasticke´ syste´my. Tyto syste´my koliduj´ı
s geometri´ı jeskyneˇ a t´ım se odra´zˇ´ı od jej´ıho povrchu. Pro jednoduchost budeme kolize
pocˇ´ıtat jen pro body. Abychom zjistili, zda je bod v kolizi s jeskyn´ı, mus´ıme zjistit, se
ktery´m troju´heln´ıkem bod koliduje. Tento prˇ´ıstup by nebyl prˇ´ıliˇs rychly´ a implementace
algoritmu by zabrala prˇ´ıliˇs mı´sta. Mı´sto toho pouzˇijeme jednoduchy´ zp˚usob. Sourˇadnice
bodu, pro ktery´ pocˇ´ıta´me kolizi, mu˚zˇeme pouzˇ´ıt jako index do volumetricke´ reprezentace
jeskyneˇ. Pokud hodnota na sourˇadnic´ıch bodu prˇekrocˇ´ı urcˇity´ pra´h (stejny´ pra´h je pouzˇit
i pro algoritmus Marching Tetrahedra) je v dane´m mı´steˇ kolize.
Nejprve jsem navrhl obecny´ algoritmus, ktery´ doka´zal z´ıskat hodnotu pro necelocˇ´ıselne´
sourˇadnice z d dimenziona´ln´ıho pole. Tento algoritmus byl rekurzivn´ı, relativneˇ maly´ a d´ıky
sve´ obecnosti znovupouzˇitelny´. Nicme´neˇ nebyl prˇ´ıliˇs rychly´. Proto jsem navrhl algoritmus,
ktery´ je rychlejˇs´ı, ale pracuje jen pro trojrozmeˇrne´ pole. P0 = (p0, p1, p2) je bod, pro ktery´
pocˇ´ıta´me kolizi. Nejprve prˇesuneme bod do rozsahu r = (r0, r1, r2) (sˇ´ıˇrka, vy´sˇka, de´lka)
podle vztahu: P1 = ((P0%r) + r)%r. Operace modulo % pracuje po slozˇka´ch vektoru. Pote´
z´ıska´me nejvysˇsˇ´ı celocˇ´ıselny´ index I = (i0, i1, i2) = bP1c, ktery´ je mensˇ´ı nezˇ P1. Rozd´ıl
v = (v0, v1, v2) = P1 − I uda´va´ pomeˇr mı´cha´n´ı hodnot na indexech o jednicˇku vysˇsˇ´ıch nezˇ
I v neˇktere´ ose. Hodnota h(P0) trojrozmeˇrne´ho pole v bodeˇ P0 je da´na vztahem:
h0 = (1− v0)h(I) + v0h(Ix)
h1 = (1− v0)h(Iy) + v0h(Iyx)
h2 = (1− v0)h(Iz) + v0h(Izx)
h3 = (1− v0)h(Izy) + v0h(Izyx)
h01 = (1− v1)h0 + v1h1
h23 = (1− v1)h2 + v1h3
h(P0) = (1− v2)h01 + v2h23
Doln´ı sufix indexu I uda´va´, ke ktere´ slozˇce indexu I je prˇicˇtena jednicˇka. Naprˇ´ıklad pro
31
index Izx = (i0 + 1, i1, i2 + 1).
Abychom mohli spra´vneˇ reagovat na kolizi, mus´ıme zna´t i norma´lu povrchu. Norma´lu
povrchu ma´me ulozˇenou take´ v trojrozmeˇrne´m poli, proto mu˚zˇeme pouzˇ´ıt stejny´ algorit-
mus. Reakce na kolizi spocˇ´ıva´ v prˇesunut´ı bodu na povrch jeskyneˇ a otocˇen´ı jeho rychlosti
podle norma´ly. U´hel dopadu se prˇitom mus´ı rovnat u´hlu odrazu. Vy´slednou rychlost jesˇteˇ
zmensˇ´ıme o ztra´ty. Ovlivneˇn´ı rychlosti u cˇa´sticovy´ch syste´mu je prˇ´ımocˇare´. U elasticky´ch
syste´mu˚ si ale mus´ıme da´t pozor. Ovlivnˇujeme rychlosti uzl˚u externeˇ, mimo vy´pocˇetn´ı
model elasticke´ho syste´mu. Toto mu˚zˇe potencia´lneˇ ve´st ke vzniku nestability.
3.13 Voda
Voda se v intru vyskytuje ve dvou forma´ch. V podobeˇ vodn´ı hladiny a v podobeˇ tekouc´ı
vody prˇedstavuj´ıc´ı vodopa´dy. Vodn´ı hladina je v intru pouzˇita pro reprezentaci morˇe v cˇa´sti
s prˇ´ımorˇskou oblast´ı. Da´le pak pro vizualizaci jez´ırek v prˇ´ıvodn´ım tunelu do jeskyneˇ a v
jeskyni. Tekouc´ı voda se vyskytuje azˇ v posledn´ı cˇa´sti intra - v jeskyni. V jeskyni je neˇkolik
mı´st, kde vyveˇra´ voda. Voda ste´ka´ po steˇna´ch, kterou zvlhcˇuje.
3.13.1 Vodn´ı hladina
Vodn´ı hladina je reprezentova´na prosty´m cˇtvercem. Leskne a odra´zˇ´ı se na ni okol´ı. Odraz
na vodn´ı hladineˇ lze vytvorˇit neˇkolik zp˚usoby.
Jedn´ım z nejjednodusˇsˇ´ıch zp˚usob˚u je zrcadloveˇ prˇevra´tit sce´nu a vykreslit ji znovu.
Mus´ıme si da´t pozor na to, abychom vykreslovali obraz jen v oblasti vodn´ı plochy. Mu˚zˇeme
toho dosa´hnou pomoc´ı stencil testu. Da´le mus´ıme vykreslovat jen odraz. Nesmı´ se sta´t, aby
odraz ”vyle´zal”z vodn´ı plochy. Prˇ´ıklad takto vytvorˇene´ho odrazu je videˇt na obra´zku 3.27.
Vy´hoda metody spocˇ´ıva´ v jednoduche´ implementaci. Nevy´hoda je nemozˇnost prˇidat na
Obra´zek 3.27: Jednoduchy´ odraz na vodn´ı hladineˇ vytvorˇeny´ pomoc´ı prˇeklopen´ı sce´ny.
hladinu vlneˇn´ı. Vlneˇn´ı by se muselo prˇida´vat dodatecˇneˇ, jinou metodou. Dalˇs´ı nevy´hoda je
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nutnost rasterizace odrazu. Pokud se v hladineˇ odra´zˇ´ı cela´ sce´na mu˚zˇe na´m vy´kon klesnou
i na polovinu.
Jiny´m zp˚usobem, jak vizualizovat odraz, je vytvorˇit kolem vodn´ı plochy skybox. Na
tomto skyboxu je vykresleno okol´ı, ktere´ se na vodn´ı hladineˇ odra´zˇ´ı. Paprsek od kamery se
podle norma´ly vodn´ı hladiny odraz´ı a smeˇruje do urcˇite´ho mı´sta skyboxu. T´ımto z´ıska´me
barvu. Jelikozˇ pracujeme s fragmenty a ne s celou sce´nou, lze pomeˇrneˇ snadno vytvorˇit
na hladineˇ vlneˇn´ı. Pokud vytvorˇ´ıme skybox prˇi inicializaci a necha´me jej staticky´, usˇetrˇ´ı
na´m to vy´kon. Nemus´ıme sce´nu prˇekreslovat pro vizualizaci odrazu. Nevy´hoda metody se
skyboxem je, zˇe se na hladineˇ nemu˚zˇe odra´zˇet pohyblivy´ prˇedmeˇt. Dalˇs´ı nevy´hoda spocˇ´ıva´
v neprˇesnosti odrazu. Skybox si vytvorˇ´ıme jen pro jeden konkre´tn´ı bod hladiny. Spra´vneˇ
bychom si jej meˇli vytvorˇit pro vsˇechny body hladiny. Cˇ´ım vzda´leneˇjˇs´ı je zkoumany´ bod na
hladineˇ od bodu, kolem ktere´ho je vytvorˇen skybox, t´ım je odraz zkresleneˇjˇs´ı. Pokud ale
hladinu vody zvln´ıme, nemus´ı by´t tento nedostatek patrny´. Metodu se skyboxem budeme
v intru pouzˇ´ıvat.
Efekt vlneˇn´ı na hladineˇ je vytvorˇen pomoc´ı ovlivnˇova´n´ı norma´ly. Podobneˇ jako u bump
mappingu je na hladinu namapova´na bump mapa. Bump mapa na´m loka´lneˇ ovlivnˇuje
norma´lu, proto se povrch zda´ zakrˇiveny´. Abychom hladinu rozpohybovali, potrˇebovali by-
chom sekvenci bump map, ktere´ na sebe navazuj´ı v cˇase. Sekvenci bump map si mu˚zˇeme
prˇedstavit jako trojrozmeˇrnou texturu. Trojrozmeˇrna´ textura obsahuje vrstvy bump map
v z sourˇadnici.
Obra´zek 3.28: Vlneˇn´ı odrazu na hladineˇ s pouzˇit´ım skyboxu s pr˚uhlednost´ı.
3.13.2 Tekouc´ı voda
Tekouc´ı voda je cˇa´sticovy´ syste´m. Textura cˇa´stic je v prave´ cˇa´sti obra´zku 4.4. Jediny´ rozd´ıl
je v tom, zˇe textura nen´ı zelena´ ale b´ıla´. Tekouc´ı voda se vyskytuje v podobeˇ vodopa´du v
posledn´ı sce´neˇ intra.
3.14 Tere´n
Tere´n budeme v intru pouzˇ´ıvat ve dvou sce´na´ch: hory a prˇ´ımorˇska´ oblast. Geometrie tere´nu
je vytvorˇena z mrˇ´ızˇky troju´heln´ık˚u. Body troju´heln´ıku na ose y reprezentuj´ıc´ı vy´sˇku hor
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vychy´l´ıme pomoc´ı vy´sˇkove´ mapy. Vy´sˇkova´ mapa je dvojrozmeˇrne´ pole, kde hodnoty v
prvc´ıch neuda´vaj´ı barvu ale vy´sˇku. Pro vygenerova´n´ı vy´sˇkove´ mapy mu˚zˇeme pouzˇ´ıt al-
goritmy popsane´ v sekci 3.5 o generova´n´ı textur. Velikost pole urcˇuje pocˇet troju´heln´ık˚u.
Pro pole velikost w × h je potrˇeba 2 · (w − 1) · (h− 1).
3.15 Pohyb kamery
Aby bylo intro dynamicka´, potrˇebujeme v n´ı pohyb. Jedn´ım ze zp˚usob˚u, jak toho mu˚zˇeme
dosa´hnout je pohybovat s kamerou. Spra´vny´ pohyb kamery mu˚zˇe vytvorˇit i z nezaj´ımave´
sce´ny akcˇn´ı pod´ıvanou. Kamera v pr˚ubeˇhu cˇasu sleduje jistou trajektorii. Jelikozˇ ma´ intro
omezenou velikost, nemu˚zˇeme si ulozˇit pro kazˇdy´ krok cˇasu, pozici kamery. Mı´sto toho,
si budeme ukla´dat jen kl´ıcˇove´ body a mı´sta mezi nimi budeme vypocˇ´ıta´vat z okoln´ıch
kl´ıcˇovy´ch bod˚u.
Jeden kl´ıcˇovy´ bod si mu˚zˇeme prˇedstavit jako deset cˇ´ısel K = (p, z, y, a). Vektor p =
(px, py, pz) reprezentuje pozici kamery. Vektor z = (zx, zy, zz) reprezentuje pohledovy´ vek-
tor neboli smeˇr, kam je kamera nasmeˇrova´na. Vektor y = (yx, yy, yz) je vektor urcˇuj´ıc´ı
smeˇr nahoru. Tento vektor uda´va´ natocˇen´ı kamery pode´l osy z. Cˇ´ıslo a uda´va´ zorny´ u´hel.
Sekvence kl´ıcˇovy´ch bod˚u definuje pohyb kamery.
Mezi kl´ıcˇovy´mi body budeme interpolovat. Pro interpolaci pouzˇijeme Catmull-Rom in-
terpolaci popsanou v [8]. Pro vy´pocˇet interpolace z hodnoty v1 do hodnoty v2 pouzˇ´ıva´
metoda take´ hodnoty v0, v3.
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Hodnoty v0, v1, v2, v3 jsou kl´ıcˇove´ hodnoty. Hodnota v(t) je interpolovana´ hodnota mezi
v1, v2. Parametr t mu˚zˇe naby´vat hodnot t ∈ 〈0, 1〉. Pokud je parametr t = 0 je hodnota
v(t) = v1. Pokud je parametr t = 1 je hodnota v(t) = v2. Funkce C : 〈0, 1〉 → R4 vrac´ı
vektor vah pro parametr t.
Pokud ma´me v´ıce nezˇ cˇtyrˇi kl´ıcˇove´ hodnoty, interpolujeme po cˇa´stech. Naprˇ´ıklad ma´me
n kl´ıcˇovy´ch hodnot v1, v2, . . . , vn. Celkova´ de´lka je Tmax. Pokud budeme potrˇebovat hodnoty




























Pokud jizˇ ma´me vyrˇesˇeny´ pohyb kamery, je vhodne´ jej dobrˇe pouzˇ´ıt. V intru mu˚zˇeme pouzˇ´ıt
neˇkolik efekt˚u, ktere´ vid´ıme naprˇ´ıklad ve filmech. Prvn´ım z nich je efekt, kdy se kamera
prˇiblizˇuje k objektu a jej´ı zorny´ u´hel se zveˇtsˇuje. Situace je zna´zorneˇna na obra´zku 3.29.
Objekt by se d˚usledkem zmensˇen´ı vzda´lenosti od kamery meˇl zveˇtsˇovat. Pokud budeme ale
za´rovenˇ zveˇtsˇovat zorny´ u´hel, z˚ustane stejneˇ velky´. Okol´ı kolem objektu se ale bude roztaho-
vat do sˇ´ıˇre. Obdobny´ efekt lze vytvorˇit obra´ceneˇ. Mı´sto abychom se k objektu prˇiblizˇovali,
budeme se vzdalovat a zorny´ u´hel zmensˇovat. Tento efekt je obl´ıbeny´ mezi filmarˇi. Efekt




Obra´zek 3.29: Efekt kamery s vyuzˇit´ım zorne´ho u´hlu. Kamera se posouva´ zleva doprava.
Jej´ı zorny´ u´hel se prˇitom zveˇtsˇuje a1 < a2
Dalˇs´ı efekt je rovneˇzˇ hojneˇ pouzˇ´ıvany´ ve filmech. Kamera se zameˇrˇ´ı na jeden objekt,
prˇibl´ızˇ´ı na neˇj pomoc´ı zmensˇen´ı zorne´ho u´hlu a rotuje kolem neˇj. Efekt je zna´zorneˇn
obra´zkem 3.30. Objekt je sn´ıma´n na stejne´m mı´steˇ. Vzda´lena´ krajina se ale rychle po-







Obra´zek 3.30: Efekt kamera kdy se kamera zameˇrˇ´ı na jeden bod P a rotuje kolem neˇj.
3.16 Texty
Texty jsou v intru sp´ıˇse doprovodne´ prvky. Font textu je ulozˇen ve staticky´ch datech. Jedna´
se o maly´ bitovy´ obra´zek s vybrany´mi znaky. Z obra´zku vytvorˇ´ıme cˇtverce, na ktere´ je
namapova´na textura jednoho p´ısmena. Font, ktery´ je v intru pouzˇit je zobrazen na obra´zku
3.31




Veˇtsˇinu projektu jsem implementoval pod syste´mem Ubuntu Linux. Pro vytvorˇen´ı okna
pod Linuxem je pouzˇita knihovna SDL. U syste´mu Windows je to WINAPI. Pro spusˇteˇn´ı
programu je vyzˇadova´no OpenGL minima´lneˇ ve verzi 3.3. Program jsem ladil pro Win-
dows 7. Verze pro Linux neobsahuje hudbu a je take´ veˇtsˇ´ı. Du˚vod je ten, zˇe knihovna pro
prˇehra´va´n´ı hudby byla napsa´na pro syste´m Windows. Take´ komprimacˇn´ı program kkrunchy
slouzˇ´ı pro komprimova´n´ı bina´rn´ıch spustitelny´ch soubor˚u syste´mu Windows.
4.1 Hudba
Pro prˇehra´va´n´ı hudby v intru jsem pouzˇil knihovnu libv2 od neˇmecke´ skupiny Farbrausch
[4]. Ke knihovneˇ je doda´va´n i prˇ´ıklad prˇehra´vacˇe soubor˚u v2m. Prˇehra´vacˇ byl napsa´n v
jazyce C pro Visual Studio. Neˇktere´ cˇa´sti ko´du byly napsa´ny v jazyce assembler a ty bylo
nutne´ prˇepsat. Pro skla´da´n´ı hudby je ke knihovneˇ prˇida´n i VSTi plugin, zobrazen na obra´zku
4.1. Hudbu jsem skla´dal v demo verzi programu FL Studio [7] a pouzˇil jsem tento VSTi
plugin.
Obra´zek 4.1: VSTi plugin pro tvorbu hudby pro knihovnu libv2.
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4.2 Sce´ny intra
Intro obsahuje cˇtyrˇi sce´ny. Horskou sce´nu, prˇ´ımorˇskou sce´nu, tunel a jeskyni. Mezi sce´nami je
plynule prˇep´ına´no pomoc´ı zatmı´vacˇek. Zatmı´vacˇka je cˇerna´ plocha. Tato plocha je kreslena
s vypnuty´m hloubkovy´m testem. Ovlivnˇova´n´ım pr˚uhlednosti mu˚zˇeme plynule prˇej´ıt mezi
sce´nami. V intru se vyskytuj´ı tyto objekty: hory, kopce, skybox, vodn´ı hladina, vodopa´dy,
bublinky ve vodeˇ, choma´cˇe rostlin, lia´nove´ rostliny, bedny, tunel, jeskyneˇ a zaveˇsˇene´ barevne´
koberce.
4.2.1 Horska´ sce´na
Sce´na s horskou sce´nou je na obra´zku 4.2. Pro vytvorˇen´ı tere´nu je pouzˇita vy´sˇkova´ mapa.
Vy´sˇkova´ mapa je vytvorˇena ze vzda´lenostn´ıho pole Vorone´ho diagramu˚, prava´ strana ob-
ra´zku 3.4. Ve vzda´lenostn´ım poli se vyskytuj´ı sˇpicˇky (horske´ sˇt´ıty) a propoje (hrˇebeny).
Na hory je namapova´na bump mapa, ktera´ vytva´rˇ´ı ska´ly. Barva hor je vytvorˇena dvojic´ı
barevny´ch prˇechod˚u. Jeden barevny´ prˇechod je pouzˇit stejny´m zp˚usobem jako na obra´zku
3.9. T´ımto zp˚usobem z´ıska´me barvu s nadmorˇskou vy´sˇkou. Druhy´ barevny´ prˇechod je pouzˇit
pro obarven´ı sra´z˚u. Vy´beˇr barvy z prˇechodu je stejny´ jako u prvn´ıho prˇechodu - pomoc´ı
vy´sˇky. Barva je ale prˇimı´cha´va´na pomoc´ı pr˚uhlednosti. Pr˚uhlednost je urcˇena podle strmosti
sra´zu - podle norma´ly n = (u, v, w). Pokud je slozˇka |v| = 1 je pr˚uhlednost maxima´ln´ı. Prˇi
|v| = 0 je pr˚uhlednost minima´ln´ı. Kolem hor je skybox, ktery´ je zobrazen na obra´zku 3.18.
S rostouc´ı vzda´lenost´ı se hory norˇ´ı do mlhy. Hustota mlhy je vysˇsˇ´ı s mensˇ´ı nadmorˇskou
vy´sˇkou.
Obra´zek 4.2: Horska´ sce´na.
4.2.2 Prˇ´ımorˇska´ sce´na
Prˇ´ımorˇska´ sce´na zobrazena na obra´zku 4.3 je vytvorˇena pomoc´ı vy´sˇkove´ mapy vytvorˇene´
ze sˇumu. Stejneˇ jako u hor, jsou pro obarven´ı pouzˇity dva barevne´ prˇechody. Skybox kolem
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prˇ´ımorˇske´ oblasti mu˚zˇeme videˇt na obra´zku 3.23.
Obra´zek 4.3: Prˇ´ımorˇska´ sce´na.
4.2.3 Tunel, jeskyneˇ
Tunel i jeskyneˇ jsou vytvorˇeny stejny´m zp˚usobem, pomoc´ı algoritmu Marching Tetrahe-
dra. Rozd´ıl spocˇ´ıva´ ve vytvorˇen´ı trojrozmeˇrne´ho pole volumetricke´ reprezentace. U jeskyneˇ
je zp˚usob vytvorˇen´ı pole jednoduchy´. Vygenerujeme trojrozmeˇrny´ sˇum pomoc´ı algoritmu
p˚ulen´ı intervalu. Sˇum pote´ vyhlad´ıme pomoc´ı globa´ln´ı transformace. Pote´ budeme hodnoty
pole na´sobit koeficientem k = 〈0, 1〉. Hodnota koeficientu k klesa´, pokud se vzdalujeme od
strˇedu krychle obsahuj´ıc´ı sˇum. T´ımto zajist´ıme, aby se jeskyneˇ uzavrˇela a nemeˇla ve steˇna´ch
d´ıry. Vy´slednou objemovou reprezentaci jeskyneˇ prˇevedeme pomoc´ı algoritmu Marching
Tetrahedra na troju´heln´ıky.
Objemova´ reprezentace tunelu je vytvorˇena jiny´m zp˚usobem. Nejprve vytvorˇ´ıme troj-
rozmeˇrny´ sˇum stejneˇ jako u jeskyneˇ. Hodnoty sˇumu zmensˇ´ıme tak, aby nebyly veˇtsˇ´ı nezˇ pra´h
pro algoritmus Marching Tetrahedra. Pokud bychom ted’ provedli prˇevod na troju´heln´ıky,
zˇa´dny´ troju´heln´ık by nevznikl. Nyn´ı do pole vykresl´ıme tunel. Tunel budeme vykreslovat
po bodech. Body lezˇ´ı na krˇivce podobne´ jednomu vla´knu blesku. Konce krˇivky umı´st´ıme na
opacˇne´ rohy krychle sˇumu. Krˇivka je reprezentova´na dveˇma jednorozmeˇrny´mi sˇumy. Jeden
ovlivnˇuje natocˇen´ı kolem spojnice pocˇa´tecˇn´ıho a koncove´ho bodu krˇivky. Druhy´ ovlivnˇuje
vzda´lenost od spojnice. Tuto krˇivku vykresl´ıme do pole neˇkolikra´t a vznikne na´m tak tunel
zobrazeny´ na obra´zku 4.6
Textury v tunelu jsou rozmı´steˇny stejneˇ jako v jeskyni. Jeskyneˇ je obarvena pomoc´ı
neˇkolika textur: Textury stropu, textury steˇn a textury zemeˇ. Kazˇda´ z teˇchto textur ma´ k
sobeˇ i bump mapu. Dalˇs´ı textura je jednorozmeˇrna´ a je umı´steˇna vertika´lneˇ. Prˇedstavuje
geologicke´ vrstvy. Dalˇs´ı textura je trojrozmeˇrna´. Je vytvorˇena pomoc´ı distancˇn´ıho pole
z Vorone´ho diagramu˚ a reprezentuje kaustiky. Textura je trojrozmeˇrna´, abychom mohli
kaustiky animovat. Posledn´ı textura je take´ trojrozmeˇrna´ a je dynamicky meˇneˇna. Prˇed-
stavuje vlhkost steˇn jeskyneˇ. Vodopa´dy do n´ı zapisuj´ı hodnoty a textura samotna´ ovlivnˇuje
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mı´ru odlesk˚u a tmavost povrchu.
V tunelu jsou umı´steˇny choma´cˇe rostlin. Jedna´ se o cˇa´sticovy´ syste´m, jehozˇ cˇa´stice jsou
staticke´. Textura cˇa´stic je zobrazena v leve´ cˇa´sti obra´zku 4.4. Na konci tunelu je vodn´ı
hladina. V tunelu se vyskytuje i pavucˇina. Pavucˇina je slozˇena z elasticke´ho syste´mu a
mu˚zˇeme ji videˇt uprostrˇed obra´zku 4.6.
V jeskyni jsou zaveˇsˇeny lia´nove´ rosliny. Rostliny jsou slozˇeny z elasticke´ho syste´mu,
jehozˇ tvar je v prave´ cˇa´sti obra´zku 4.4. Jeden cˇla´nek rostliny je slozˇen ze dvou spojeny´ch
cˇtyrˇsteˇn˚u. V bodech je umı´steˇna textura rosliny zobrazena v leve´ cˇa´sti obra´zku 4.4. Dalˇs´ım
objektem jeskyneˇ je zaveˇsˇeny´ koberec. Koberec je take´ slozˇen z elasticke´ho syste´mu ve tvaru
mrˇ´ızˇky. Na koberec je nanesena textura na obra´zku 4.5
Obra´zek 4.4: Vlevo: textura rostlin. Vpravo: rozlozˇen´ı uzl˚u a spoj˚u elasticke´ho syste´mu
lia´nove´ rostliny.
Obra´zek 4.5: Textura zaveˇsˇene´ho koberce.
4.3 GLSL
V intru jsem pouzˇil sedm shader programu˚. Trˇi z nich pouzˇ´ıvaj´ı i geometry shader. Jsou to
shader programy vyuzˇ´ıvane´ cˇa´sticovy´mi syste´my. O vytvorˇen´ı cˇa´stice (plosˇky) se stara´ ge-
ometry shader. Pro cˇa´sticove´ syste´my je vyhrazen vlastn´ı shader program. Pomoc´ı uniformu
lze nastavit, jestli se cˇa´stice nata´cˇ´ı ke kamerˇe cˇi udrzˇuje svoji orientaci.
Shader program, ktery´ v intru pouzˇ´ıva´me pro vykreslen´ı jeskyneˇ ma´ nejslozˇiteˇjˇs´ı cˇa´st
fragment shader. Jeskyneˇ obsahuje pomeˇrneˇ male´ mnozˇstv´ı troju´heln´ık˚u a prˇesto je nej-
slozˇiteˇjˇs´ı na vykreslen´ı. Sn´ızˇen´ım pocˇtu troju´heln´ık˚u bychom slozˇitost nesn´ızˇili. Jednou
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Obra´zek 4.6: Tunel.
mozˇnost´ı je optimalizovat fragment shader. Vhodnou optimalizac´ı mu˚zˇe by´t minimalizace
veˇtven´ı programu pouzˇit´ım vestaveˇny´ch funkc´ı. Prˇ´ıklad veˇtven´ı:





Vy´sˇe uvedeny´ u´sek programu obsahuje veˇtven´ı pomoc´ı uniformu red flag. Mu˚zˇeme se
veˇtven´ı zbavit vyuzˇit´ım vestaveˇne´ funkce mix.
color=mix(vec3(1,0,0),texture(wall,coord),red_flag);
Dalˇs´ı funkce, ktere´ se daj´ı pouzˇ´ıt pro odstraneˇn´ı veˇtven´ı jsou min,max, clip, clamp a dalˇs´ı.
Jinou mozˇnost´ı je omezen´ı pouzˇ´ıva´n´ı mnozˇstv´ı normalizacˇn´ı funkce: normalize. Urychlen´ı
vykreslen´ı sce´ny se slozˇity´m fragment shaderem mu˚zˇeme udeˇlat i jinak. Urychlen´ı spocˇ´ıva´
v omezen´ı mnozˇstv´ı fragment˚u, ktere´ mus´ıme vykreslit. Prˇi vykreslova´n´ı se sta´va´, zˇe jsou
troju´heln´ıky kresleny ve sˇpatne´m porˇad´ı. Vykreslujeme neˇktere´ fragmenty, ktere´ jsou pozdeˇji
prˇepsa´ny novy´mi hodnotami. Rˇesˇen´ı mu˚zˇe existovat v algoritmu rˇazen´ı troju´heln´ık˚u. Po-
tom stacˇ´ı vykreslovat od nejblizˇsˇ´ıch troju´heln´ık˚u. V prˇ´ıpadeˇ, zˇe je neˇjaka´ cˇa´st troju´heln´ıku
zakryta, je vykreslova´n´ı zastaveno hloubkovy´m testem. Rˇazen´ı troju´heln´ık˚u je ale slozˇite´
na vy´pocˇet a zbytecˇneˇ by na´m zabralo mı´sto v programu. Jeskyneˇ ale obsahuje ma´lo
troju´heln´ık˚u, proto vykresl´ıme nejprve hloubkovy´ buffer s vypnuty´m za´pisem barvy. T´ım se
prˇeskocˇ´ı cˇa´st s fragment shaderem. Pote´ vykresl´ıme sce´nu znovu, tentokra´t jizˇ s povoleny´m




4.4 Rozdeˇlen´ı projektu a FPS
Zdrojove´ ko´dy prˇesahuj´ı 20 000 rˇa´dk˚u ko´du, proto je bylo potrˇeba kv˚uli prˇehlednosti rozdeˇlit
do logicky´ch celk˚u. Projekt je rozdeˇlen do velke´ho mnozˇstv´ı knihoven. Ve zdrojovy´ch ko´dech
pro Linux jsou knihovny rozdeˇleny do neˇkolika slozˇek:
app V te´to slozˇce jsou funkce pro obsluhu vytvorˇen´ı okna a cˇasova´n´ı.
winwindow Knihovna obsahuje funkce pro vytvorˇen´ı okna, nastaven´ı obsluzˇny´ch
funkc´ı. Da´le obsahuje rˇ´ızen´ı cˇasem. Knihovna je preprocesorem rozdeˇlena do
dvou cˇa´st´ı. Jedna cˇa´st je pro syste´m Windows 7 a obsahuje ko´d ve WINAPI.
Druha´ cˇa´st je pro syste´m Linux a vyuzˇ´ıva´ funkc´ı knihovny SDL.
main Obsahuje hlavn´ı cˇa´st programu, veˇtsˇinu inicializac´ı a krokova´n´ı. Obsahuje
kresl´ıc´ı funkci.
adt Slozˇka obsahuje abstraktn´ı datove´ typy.
list2 Obsahuje obecny´ dvousmeˇrny´ seznam.
relist Reprezentuje obecne´ pole s automaticky´m zveˇtsˇova´n´ı velikost. Oproti list2 je
rychlejˇs´ı cˇten´ı, ale pomalejˇs´ı vkla´da´n´ı doprostrˇed pole.
ntree Prˇedstavuje obecny´ strom a obsluzˇne´ funkce.
adtfce, adt Obsahuj´ı rozhran´ı a funkce spolecˇne´ pro abstraktn´ı datove´ typy.
elastic Slozˇka obsahuje pouze jednu knihovnu, ktera´ implementuje elasticky´ syste´me a jeho
obsluzˇne´ funkce
enviroment Ve slozˇce nalezneme knihovny pro graficke´ objekty intra.
box swarm Knihovna obsahuje funkce pro inicializaci, umı´steˇn´ı, vykreslen´ı a prˇepo-
cˇ´ıta´n´ı haldy beden.
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bubble Knihovna obsahuje cˇa´sticovy´ syste´m reprezentuj´ıc´ı bublinky ve vodeˇ.
carpet Objekt zaveˇsˇene´ho koberce je obsahem te´to knihovny.
cave Obsahuje funkce pro vygenerova´n´ı jeskyneˇ.
collide Obsahuje kolizn´ı syste´m.
fade Zatmı´vacˇka, ktera´ slouzˇ´ı pro prˇechod mezi sce´nami
font Obsahuje funkce a font pro vykreslen´ı textu.
geometry V knihovneˇ mu˚zˇeme naj´ıt funkce pro vy´pocˇet norma´l a vy´pocˇet spoj˚u pro
elasticky´ syste´m.
lake Vodn´ı hladina a obsluzˇne´ funkce jsou obsazˇeny v te´to knihovneˇ.
moss Obsahem knihovny je objekt mechu nebo krˇov´ı.
mountain, waterside Obsahuj´ı funkce pro vytvorˇen´ı vy´sˇkovy´ch map hor a prˇ´ımorˇsky´ch
kopc˚u.
object Soubory knihovny reprezentuj´ı obecny´ objekt, ktery´ vyuzˇ´ıva´ elasticky´ syste´m.
particle Nalezneme zde obecny´ cˇa´sticovy´ syste´m, ktery´ je vyuzˇ´ıva´n naprˇ´ıklad v kni-
hovneˇ bubble.
plant Rostlina slozˇena´ z elasticke´ho syste´mu.
skybox Obsahuje funkce pro vykreslen´ı skyboxu.
skyboxgenerate Vytvorˇen´ı skyboxu je soucˇa´st funkc´ı v souborech te´to knihovny.
spiderweb Knihovna reprezentuje pavucˇinu.
terrain Vykreslen´ı a vytvorˇen´ı geometrie tere´nu pomoc´ı vy´sˇkovy´ch map.
tunnel Obdobneˇ jako cave obsahuje knihovna funkce pro vygenerova´n´ı tunelu.
gen Slozˇka obsahuje neˇktere´ obecne´ algoritmy pro generova´n´ı.
color Obsahuje funkce pro pra´ci s HSV barevny´m modelem.
map, colormap Funkce pro pra´ci s barevny´m prˇechodem.
midpoint Algoritmus pro generova´n´ı sˇumu pomoc´ı p˚ulen´ı intervalu.
voronoi Generova´n´ı Vorone´ho diagramu˚.
gpu Slozˇka obsahuje knihovny pro komunikaci s grafickou kartou.
gpuattribute Funkce pro pra´ci s atributy shader programu.
gpubuffer Obsahuje funkce pro spra´vu buffer˚u na graficke´ karteˇ.
gpushaderprogram Obsahuje obsluzˇne´ funkce pro shader programy.
gputexture Inicializace a spra´va textur.
gputextureunit Obsluha texturovacich jednotek.
index Knihovny pro pra´ci s v´ıcerozmeˇrny´mi daty.
index Knihovna obsahuje obecny´ d dimenziona´ln´ı index.
nsize Rozmeˇry d dimenziona´ln´ıch dat.
marchingtetra Slozˇka obsahuje algoritmus Marching tetrahedra.
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mt core Algoritmus Marching tetrahedra.
pack Algoritmus pro spojova´n´ı spolecˇny´ch vrchol˚u troju´heln´ık˚u.
music Slozˇka obsahuje prˇehra´vacˇ a hudebn´ı soubory.
music Funkce pro inicializace a prˇehra´n´ı hudby.
songs Hudebn´ı skladby.
v2mplayer Prˇehra´vacˇ hudby.
mymath Slozˇka obsahuje matematicke´ knihovny.
camera Kamera sce´ny.
cameracontrol Syste´m pro pohyb kamery.
vector, matrix Operace s vektory a maticemi.
stdmath Za´kladn´ı matematicke´ vztahy.
transform Transformace sce´ny.
mymem Slozˇka obsahuje knihovnu pro pra´ci s pameˇt´ı a zastrˇesˇuje rozd´ıly mezi syste´my
Windows a Linux.
shaderprogram Obsahem slozˇky jsou vertex, geometry a fragment shadery.
std Za´kladn´ı funkce. Funkce pro generova´n´ı na´hodne´ho cˇ´ısla. Funkce pro zobrazen´ı grafu
nacˇ´ıta´n´ı.
texturefactory Slozˇka obsahuje knihovny pro generova´n´ı textur.
colorbuffer Obsahuje funkce pro pra´ci s d rozmeˇrny´mi poli pro vytvorˇen´ı textur.
convolution Obsahuje d rozmeˇrnou konvoluci.
fastgetvalue Obsahuje obtimalizovane´ funkce pro prˇ´ıstup k d rozmeˇrny´m pol´ım.
globaltransform Obsahuje globa´ln´ı transformacˇn´ı funkce pro tvorbu textur.
localtransform Obsahuje loka´ln´ı transformacˇn´ı funkce pro tvorbu textur.
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4.4.1 FPS
V grafu zobrazene´m na obra´zku 4.8 mu˚zˇeme videˇt pr˚ubeˇh pocˇtu sn´ımku za sekundu (FPS)
v cˇase. V prvn´ıch dvou cˇa´stech grafu FPS hodneˇ kol´ısa´. V ostatn´ıch cˇa´stech FPS udrzˇuje
prˇiblizˇneˇ konstantn´ı hodnotu. Prvn´ı dveˇ sce´ny zobrazuj´ı horskou a prˇ´ımorˇskou krajinu.
Kazˇda´ z teˇchto sce´n je slozˇena z 130 050 troju´heln´ık˚u. Za´lezˇ´ı proto na pozici a za´beˇru
kamery, jak velka´ bude hodnota FPS. Loka´ln´ı maxima poukazuj´ı na mı´sta v intru, kde
kamera zab´ıra´ jen zlomek sce´ny. Prˇ´ıkladem mu˚zˇe by´t sˇpicˇka v druhe´ sce´neˇ. V prˇ´ımorˇske´
oblasti se kamera chv´ıli d´ıva´ jen na skybox. To vysveˇtluje velky´ na´r˚ust FPS. V posledn´ıch
dvou sce´na´ch: tunelu a jeskyneˇ je rˇa´doveˇ me´neˇ troju´heln´ık˚u. Proto tolik neza´vis´ı na za´beˇru
kamery. Prvn´ı dveˇ sce´ny jsou na´rocˇneˇjˇs´ı z pohledu mnozˇstv´ı troju´heln´ık˚u. Posledn´ı dveˇ
sce´ny pak z pohledu shader programu, ktery´ je slozˇiteˇjˇs´ı.













Cˇa´st textu jsem prˇevzal s drobny´mi u´pravami ze semestra´ln´ıho projektu. Jedna´ se o cˇa´sti
azˇ po sekci Generova´n´ı geometrie 3.6. Text semestra´ln´ıho projektu prosˇel u´pravami a byl
prˇepsa´n do syste´mu Latex. Celkova´ velikost intra neprˇesa´hla 64kB. Intro obsahuje 4 sce´ny.
Kazˇda´ z nich je ozvucˇena´ hudbou, kterou jsem slozˇil.
V pr˚ubeˇhu projektu mne napadlo velke´ mnozˇstv´ı rozsˇ´ıˇren´ı a vylepsˇen´ı. Neˇktere´ jsem
implementoval a na neˇktere´ nezbyl cˇas. Mozˇny´m rozsˇ´ıˇren´ım intra by mohlo by´t prˇida´n´ı
staticky´ch a dynamicky´ch st´ın˚u. Jine´ rozsˇ´ıˇren´ı by spocˇ´ıvalo v implementaci SSAO (screen
space ambient occlusion). Dalˇs´ı mozˇnost´ı by mohlo by´t generova´n´ı geometrie v pr˚ubeˇhu
animace. Naimplementovat Marching Tertahedra algoritmus v shader programu OpenGL.
Naimplementovat jine´ sˇumy. Prˇ´ıkladem mu˚zˇe by´t Simplex Noise. Tento sˇum implemen-
tovat v shader programu. Vhodna´ by mohla by´t implementace sˇumu, ktery´ netrp´ı alias-
ing efektem. Prˇipojit dynamiku rigidn´ıch teˇles a spojit ji s dynamikou elasticky´ch teˇles.
Prˇidat slozˇiteˇjˇs´ı detekci koliz´ı. Prˇeve´st vy´pocˇet elasticky´ch syste´mu do OpenCL a t´ım jej
urychlit. Prˇesunout cˇasova´n´ı do zvla´sˇtn´ıho vla´kna. Vyzkousˇet dalˇs´ı numericke´ metody pro
rˇesˇen´ı diferencia´ln´ıch rovnic. Naprˇ´ıklad implicitn´ı Eulerovu metodu nebo metodu s vyuzˇit´ım
Taylorova rozvoje. Rozsˇ´ıˇren´ı projektu z jine´ho u´hlu pohledu by mohlo spocˇ´ıvat v automa-
tizovane´m generova´n´ı hudby. Vytvorˇen´ı algoritmu˚ pro generova´n´ı zvuk˚u. Prˇida´n´ı zˇivy´ch
organizmu˚ s umeˇlou inteligenc´ı: ryby ve vodeˇ, pavouk, poletuj´ıc´ı musˇky... Mı´sto rozsˇiˇrova´n´ı
intra by bylo mozˇne´ neˇktere´ vlastnosti oddeˇlit a vyv´ıjet je jako samostatny´ projekt. Napadlo
meˇ neˇkolik takovy´ch projekt˚u. Efektivn´ı generova´n´ı textur v shader programu. Fyzika´ln´ı
engine. Prozkouma´n´ı d dimenziona´ln´ı alternativy algoritmu Marching Tetrahedra.
V pr˚ubeˇhu projektu jsem se naucˇil hodneˇ novy´ch veˇc´ı a vyzkousˇel neˇkolik r˚uzny´ch al-
ternativn´ıch rˇesˇen´ı proble´mu. Prˇ´ıkladem necht’ je algoritmus Marching tetrahedra, ktery´m
jsem nahradil Marching cubes. Dalˇs´ı prˇ´ıkladem je implementace numericke´ metody Runge
Kutta, ktera´ nahradila Eulerovu metodu. Implementoval jsem dobry´ za´klad pro generova´n´ı
textur, ktery´ je dostatecˇneˇ obecny´, aby byl znovupouzˇitelny´. Implementoval jsem generova´n´ı
Vorone´ho diagramu a sˇumu obecne´ dimenze. Vytvorˇil jsem funkce, ktere´ doka´zˇi s d dimen-
ziona´ln´ımi daty pracovat. Vytvorˇil jsem obecny´ elasticky´ a cˇa´sticovy´ syste´m. Rozsˇ´ıˇril jsem
si svoje znalosti jazyka GLSL a spra´vy velke´ho projektu jako takove´ho. Beˇhem pra´ce na pro-
jektu jsem rˇesˇil rˇadu proble´mu˚ v podobeˇ prˇeklep˚u nebo pouzˇit´ı nevhodne´ metody. Nejveˇtsˇ´ı
proble´m ale byl ukoncˇit tv˚urcˇ´ı cˇinnost v urcˇite´m bodeˇ a projekt dokoncˇit. Napadalo mne
hodneˇ vylepsˇen´ı a rozsˇ´ıˇren´ı a bylo teˇzˇke´ se rozhodnout je jizˇ do projektu nezahrnovat. Prˇes
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