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Abstrakt
Bakalářská práce se zabývá návrhem a realizací aplikace, která bude automatizovat prochá-
zení webových stránek. Hlavním bodem práce je detailní návrh reálné aplikace. Realizace
je zaměřena na použití frameworků a objektově orientovaného programování. V závěru je
zhodnocena realizace aplikace a jsou navrhnuty další rozšíření.
Abstract
This bachelor’s thesis is focused on proposal and realization of an application, which will
automate browsing of web pages. The head point of this thesis is detailed proposal of real ap-
plication. The realization is focused on using frameworks and object oriented programming.
In conclusion are metioned reached goals and suggested next extesions of this application.
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Kapitola 1
Úvod
V dnešní době poskytuje internet nespočetně mnoho informací a možností. Internet se
rozrostl do takové míry, že jediný člověk není schopný sledovat vše, co se na internetu děje.
Obyčejný člověk má díky internetu možnost sledovat dění ve světě, nakupovat téměř vše na
co pomyslí, hrát hry a různé další aktivity. I v tomto automatizovaném světě počítačů stále
musíme i na internetu “chodit” do obchodu, “otevřít” si noviny atd. Proto vyvstala otázka,
zda-li by to nemohl někdo udělat za nás, abychom mohli nakoupit více věcí nebo zjistit
více informací za stejný čas jako kdybychom to dělali sami. Právě proto, že jsme ve světě
automatizovaných úkonů, je možné, aby některé věci za nás dělal počítač respektive určitá
aplikace. Tato práce se bude věnovat návrhu aplikace, která bude automatizovat širokou
škálu činností spojených s používáním webových stránek a internetu.
Pro vytvoření takovéto aplikace je nutné využít současných technik webového programo-
vání. Použité technologie v této práci jsou popsány zde, v úvodní kapitole. Tato navrhovaná
aplikace určitě nebude první tohoto druhu, proto je vhodné analyzovat již vytvořené pro-
středky podobného zaměření. Analýza již existujících řešení a vhodných pomůcek je v 2.
kapitole. Vzhledem k tomu, že každý člověk má na danou věc jiný názor, byli dotázání různí
uživatelé webových služeb. Na základě takto získaných informací se vytvořila specifikace
požadavků na požadovanou aplikaci. Tato specifikace je uvedena ve 3. kapitole.
Hlavním úkolem je detailně navrhnout reálnou podobu aplikace a její možná rozšíření.
Tento návrh začíná na stránce 11 v kapitole 4. Při realizaci aplikace bude kladen důraz na
použití objektově orientovaného programování a existujících knihoven. Popis realizace a se
nachází v kapitole 5. Realizace se bude testovat na určitých webových aplikacích. Výsledku
testování budou uvedeny v kapitole 6. Správně navržený software musí mít možnost budou-
cího rozšíření. Možnosti rozšíření budou diskutovány v 7. kapitole. V poslední 8. kapitole
budou shrnuty získané výsledky a zkušenosti při návrhu a realizaci aplikace. Jak postupovat
při návrhu jsem čerpal ze studijní opory kurzu IUS [9]
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1.1 Webové technologie
V této části budou vysvětleny technologie a pojmy, které se budou vyskytovat dále v textu.
Všechny použité technologie jsou volně dostupné ke stažení a používání.
HTML
HTML je zkratka pro Hypertext Markup Language, což je značkovací jazyk pro vytváření
strukturovaných dokumentů na webu. HTML umožňuje vkládat sémantické značky, které
jsou zpravidla párové. Mezi páry značek tzv tagů je umístěn text, který je na základě značek
interpretován webovým prohlížečemú. [12].
CSS
CSS je zkratka pro Cascading Style Sheets. CSS popisuje způsob, jak se mají zobrazit doku-
menty napsané v HTML a jiných značkovacích jazycích. Tento jazyk umožňuje oddělit po-
pis vzhledu od struktury dokumentu HTML. Toto oddělení přináší hlavně výhody. Můžeme
jednodušeji měnit vzhled, dokument je přehlednější a máme větší možnosti formátování.[12].
PHP
PHP: Hypertext Preprocessor název vznikl ze slov Personal Home Page. Je to skriptovací
jazyk, který slouží k vytváření dynamických webových aplikací. Je možné jej použít i pro
konzolové aplikace. Syntaxe jazyka je podobná syntaxi jazyků Perl nebo C. Jelikož jazyk
je interpretovaný, vytvořené skripty fungují na velké části operačních systému bez větších
úprav. Skripty jsou prováděny na straně serveru. Velice oblíbený je v kombinaci s webovým
serverem Apache a databázovým serverem MySql.[18].
JavaScript
Oficiální název je ECMAscript. Tento skriptovací jazyk je určen k vytváření interaktivních
HTML stránek. Většinou se vkládá přímo do HTML stránky a je spouštěn na straně uživa-
tele. Skripty se spouští až po načtení HTML stránky, proto neobsahuje funkce pro práci se
soubory a další možnosti, které by znamenaly bezpečnostní riziko. JavaScript je objektově
orientovaný, interpretovaný jazyk syntaxí příbuzný s jazyky C a JAVA. Jeho interpret je
součástí prohlížeče, což v konkurenčním prostředí může vést k různým interpretacím toho
jazyka[7].
Framework
Za framework je označován soubor knihoven nebo programovacích postupů určitého jazyka,
které mají za úkol ulehčit a zrychlit vývoj aplikace. Pro jeden jazyk může být napsáno více
frameworků. Každý framework se může vytvářet pro určitý účel nebo mohou být univer-
zální. Často bývá namítáno, že použití frameworků zpomaluje aplikaci a je potřeba určitý
čas k jeho nastudování. Ale jeho opakované použití šetří čas při vývoji aplikací[3].
jQuery
jQuery je framework pro jazyk JavaScript. Má za cíl zjednodušit syntaxi JavaScriptu pro
události, efekty a práci s DOM. jQuery představuje pouze jeden soubor, který se vkládá
přímo do HTML stránky. [16].
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AJAX
AJAX je zkratka pro Asynchronous JavaScript and XML, což je způsob tvorby interaktiv-
ních webových stránek, který umožňuje měnit jejich obsah bez načítání cele stránky. Tato
technologie má přiblížit webové stránky ke klasickým uživatelským rozhraním. Měla by za-
jistit plynulejší práci s webovou stránkou. Princip spočívá v překreslení pouze požadované
části stránky, kdy komunikace se serverem se provádí na pozadí stránek. AJAX využívá již
existující technologie jako HTML, CSS, JavaScript, JSON, XML, atd. Zatím AJAX není
podporován ve všech prohlížečích, např. mobilní telefony, proto je stále vyžadována funkč-
nost stránek v prohlížečích, kde AJAX není podporován[11].
JSON
JSON je zkratka pro JavaScript Object Notation. JSON je způsob reprezentace dat, který
je nezávislý na platformě. Používá se k přenosu dat mezi webovými aplikacemi. Nejčastěji se
s ním můžeme setkat v aplikacích používajících AJAX. Dokáže reprezentovat téměř všechny
datové typy. Pouze nedokáže přenášet různé znakové sady a binární data. JSON byl vy-
tvořen jako jednodušší alternativa k XML, protože data zapsaná v XML obsahují přibližně
40% značek a jejich atributů z celkového obsahu[8].
XML
XML je zkratka pro Extensible Markup Language. Je to obecný značkovací jazyk, kterým je
možno vytvářet konkrétní značkovací jazyky. Používá se pro přenášení dat mezi webovými
aplikacemi a vytváření dokumentů. Při vytváření dokumentů se pomocí značek označuje
význam textu, což hraje velkou roli např. při vyhledávání informací v dokumentu. Vzhled
zobrazení jednotlivých značek lze upravit například pomocí CSS nebo jiných stylovacích
jazyků. XML umožňuje ukládat data v různých jazycích i kódováních[10].
MVC
MVC zkratka pro návrhovou architekturu Model-View-Controller neboli Model-Pohled-
Řadič. Tento návrhová architektura má za úkol oddělit aplikační logiku od modelu dat
a uživatelského rozhraní aplikace. V MVC architektuře model reprezentuje data a jejich
logiku, pohled reprezentuje uživatelské rozhraní a řadič aplikační logiku[1].
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Kapitola 2
Analýza požadavků
Analýza požadavků je první fáze v životním cyklu softwaru. Při analýze se zkoumají již
existující řešení a požadavky zákazníka na vytvářený software. Cílem analýzy je získání
neformálních požadavků a zhodnocení vhodnosti celého projektu.
Při analýze byly zkoumány již existující volně dostupné prostředky pro automatizo-
vání operací nebo sledování webu. Nejzajímavější z hlediska funkcionality a použití byl
nástroj [14], který neustále běží na webovém serveru, který vhodně1 zvolíme. Při změně za-
dané stránky pošle elektronickou poštou zprávu obsahující změny dané stránky. Pouze tato
funkcionalita není příliš vhodná, protože tento robot bude ovládán a monitorován pomocí
grafického rozhraní. Od navrhovaného robota je však žádoucí neustálý běh na webovém
serveru. Další inspirativní nástroj[5], který byl analyzován, automaticky vyplňuje webové
formuláře při příchodu na stránku. Tuto funkci chceme rozšířit a robot bude předvyplněná
formulářová data automaticky odesílat a následovat přesměrování. Při správném využití
těchto dvou základních funkcí již získáme nástroj, který dokáže na základě dění na webové
stránce odesílat formuláře a pohybovat se po webu.
Zajištění neustálého běhu je možno realizovat dvěma způsoby. Použití nástroje Cron pro
plánování úloh v operačních systémech unix, kdy naplánujeme neustálé opakování hlavního
programu robota, je prvním způsobem. Druhý způsob je použití knihovny System Daemon[19],
která umožňuje běh skriptů jazyka PHP jako daemon program. Tato knihovna nám zaručí
paralelní zpracování úkolů navrhovaného robota.
Aby robot byl opravdu účinný musí se vypořádat s různými překážkami. Hlavními
zábranami pro pohyb po webu bez účasti lidského faktoru jsou různé druhy autentizace2
a bezpečnostní opatření. Některá jsou bohužel pro robota nepřekonatelná např. Captcha3.
S jinými druhy překážek si můžeme pomoci dostupnými knihovnami. Knihovna cURL [6]
představuje řešení většiny překážek, se kterými může navrhovaný robot přijít do styku.
Dle zadání, ovládání robota bude realizováno pomocí grafického uživatelského rozhraní.
Aby mohli různí uživatelé zadávat více projektů, je nutné rozlišovat uživatele. Pro rozlišení
uživatelů bude nutné implementovat autentizaci. Při užívání robota na webových serverech
je žádoucí účast superuživatele, který by mohl spravovat jednotlivé účty uživatelů. Rozhraní
musí být intuitivní a příjemné. Pro zefektivnění tvorby grafického rozhraní je vhodné použít
framework. Jelikož většina nabízených řešení je v jazyce PHP, použijeme některý z PHP
frameworků.
1Vhodností volby se myslí požadavky na software serveru
2Autentizace - proces ověřování totožnosti uživatele
3Completely Automated Public Turing test to tell Computers and Humans Aart - plně automatický
veřejný Turingův test k odlišení počítačů a lidí [17]
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Kapitola 3
Specifikace požadavků
Specifikace požadavků je další fáze života softwaru. Při specifikaci požadavků se snažíme
konkretizovat poznatky získané při analýze řešení. Výstup specifikace požadavků by měl
být seznam přesných a jednoznačných informací, na jejichž základě je možno postupovat
při detailním návrhu projektu.
Při získávání konkrétních požadavků na software je potřeba využít správných technik.
Použití vhodných technik snižuje pravděpodobnost vytvoření produktu, který nebude od-
povídat přání zákazníka nebo bude nepoužitelný. V tomto projektu bylo použito k získávání
informací interview a zkoumání již existujících řešení. K interview byli vybráni uživatelé,
kteří denně používají webové služby.
3.1 Formulace požadavků
Pro formulaci požadavků byl vybrán strukturovaný formát, protože vede k vytváření jed-
noznačných požadavků. Kromě vlastního názvu a popisu požadavek bude mít i informaci
o odhadované a skutečné náročnosti na splnění tohoto požadavku. Stupnice je od 1 od 5,
kdy 1 představuje nejnižší náročnost a 5 nejvyšší náročnost. Odhadovaná náročnost se sta-
noví již při vytváření požadavku a skutečná se doplní až po navržení jeho implementace.
Poslední položka je priorita požadavku, kde je stejná stupnice jako u náročnosti tedy 1 pro
nejmenší prioritu a 5 pro nejvyšší prioritu. Požadavky budou specifikovány v následujícím
formátu:
• Číslo požadavku - Název
• Popis
• Odhadovaná náročnost : 1-5
• Skutečná náročnost : 1-5
• Priorita: 1-5
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3.2 Funkcionalita robota
Požadavek č. 1 - Přijímání ovládacích signálů
Robot musí umět přijímat signály od uživatele,na které bude reagovat. Signály budou zasí-
lány pomocí uživatelského rozhraní. Robot bude reagovat změnou svého chování a zasláním
zprávy o doručení signálu zpět uživateli.
Signály :
START - spuštění projektu
KILL - ukončení robota
STOP - zastavení projektu
GET - zjištění stavu robota
Odhadovaná náročnost : 4
Skutečná náročnost : 4
Priorita : 5
Požadavek č. 2 - Realizace projektů
Robot bude schopný přečíst schéma akcí a podle tohoto schématu bude vykonávat akce
v pořadí, které je uvedeno v tomto schématu.
Odhadovaná náročnost : 3
Skutečná náročnost : 4
Priorita : 4
Požadavek č. 3 - Vykonání akce
Robot bude vykonávat akce nezávisle od předchozí akce. Po vykonání akce se pouze uloží
informace o úspěšnosti vykonání, tzn. akce byla úspěšně provedena nebo akce skončila chy-
bou. Během vykonávání akce ukládá získaná data do uživatelem předem určené složky.
Typy akcí :
Stáhnout stránku
Kliknout na odkaz
Odeslat formulář
Odhadovaná náročnost : 2
Skutečná náročnost : 4
Priorita : 3
Požadavek č. 4 - Podmíněné akce
Robot bude provádět zadanou akci na základně uživatelem stanovené podmínky. Každá
akce může mít jednu, více nebo žádnou podmínku. Formát podmínky bude jako u klau-
zule IF, kde o splnění podmínky rozhodují dva operandy a operátor. Výsledek vyhodnocení
podmínky musí být uložen.
Format podmínky: IF (operand1 operátor operand2) THEN
”
proveď akci“
Operátory: <, >, ==, ! =, >=, <=
Odhadovaná náročnost : 4
Skutečná náročnost : 5
Priorita : 2
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Požadavek č. 5 - Periodické opakování projektu
Robot bude schopný provádět projekty opakovaně. Bude možno nastavit kolikrát se bude
projekt opakovat, podmínku ukončení a jak často se bude projekt spouštět.
Odhadovaná náročnost : 2
Skutečná náročnost : 3
Priorita : 2
Požadavek č. 6 - Načasování spuštění projektu
Robot bude umět spustit projekt v dobu, kterou mu nastaví uživatel. Doba spuštění bude
specifikována s přesností na minuty.
Odhadovaná náročnost : 3
Skutečná náročnost : 2
Priorita : 1
Požadavek č. 7 - Následování přesměrování
Při pohybu na webu jsou často různé adresy přesměrovány a robot pro úspěšné zvládnutí
vykonání většiny akcí musí umět následovat tyto přesměrování.
Odhadovaná náročnost : 1
Skutečná náročnost : 1
Priorita : 4
Požadavek č. 8 - Používání cookies
Při pohybu na webu musí robot umožnovat ukládání cookies do souboru. Tento soubor
bude společný pro celý projekt. Obsah tohoto souboru bude možno kdykoliv vymazat
Odhadovaná náročnost : 2
Skutečná náročnost : 1
Priorita : 3
Požadavek č. 9 - Zápis zprávy o provedené akci do souboru
O průběhu projektu bude vytvořen záznam v podobě textového souboru. Každý projekt
bude mít svůj vlastní záznam. Tuto funkci bude možno deaktivovat.
Odhadovaná náročnost : 2
Skutečná náročnost : 1
Priorita : 1
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3.3 Uživatelské rozhraní
Požadavek č. 10 - Registrace uživatele
Uživatel, který chce používat robota, se musí zaregistrovat v databázi. Registrace bude
realizována formulářem, který bude volně dostupný všem uživatelům.
Odhadovaná náročnost : 1
Skutečná náročnost : 1
Priorita : 3
Požadavek č. 11 - Přihlášení k rozhraní
Uživatel bude po přihlášení identifikován jedinečným číslem a bude moci nahlížet a
spravovat pouze jím vytvořené projekty a akce. Po skončení práce se bude moci uživatel
odhlásit od rozhraní. Při nečinnosti trvající určenou dobu bude uživatel automaticky od-
hlášen.
Odhadovaná náročnost : 1
Skutečná náročnost : 1
Priorita : 3
Požadavek č. 12 - Správa uživatelů
Rozhraní bude mít svého super uživatele, který bude mít možnost odebrat nebo zakázat
přístup nežádoucích uživatelů do webového rozhraní.
Odhadovaná náročnost : 1
Skutečná náročnost : 1
Priorita : 3
Požadavek č. 13 - Správa projektů
Pomocí webového rozhraní bude možno vytvářet, upravovat a rušit projekty. Jeden pro-
jekt může mít více akcí. Jednotlivé akce budou vkládány do schématu, podle kterého bude
robot postupovat. Projekty bude možno načasovat na určenou dobu, kdy se mají spustit.
Přesnost nastavení bude na minuty.
Odhadovaná náročnost : 5
Skutečná náročnost : 3
Priorita : 4
Požadavek č. 14 - Správa akcí
Webové rozhraní musí umožňovat vytváření, upravování a rušení akcí. Každá akce bude
mít možnost přidat podmínku spuštění.
Odhadovaná náročnost : 3
Skutečná náročnost : 3
Priorita : 4
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Požadavek č. 15 - Ovládání chodu projektů
Pomocí webového rozhraní bude umožněno spouštění a rušení jednotlivých projektů. Při
rušení a pozastavení se vždy dokončí právě probíhající akce a příkaz se uplatní až na násle-
dující akci.
Odhadovaná náročnost : 4
Skutečná náročnost : 5
Priorita : 5
Požadavek č. 16 - Sledování průběhu probíhajících projektů
Webové rozhraní musí umožňovat kontrolu právě probíhajících projektů. Při označení něk-
teré z akcí projektu musí být k dispozici náhled jejího nastavení.
Odhadovaná náročnost : 4
Skutečná náročnost : 5
Priorita : 4
Požadavek č. 17 - Zasílání ovládacích signálů
Pomocí webového rozhraní bude uživatel zasílat ovládací signály robotovi, který na každý
signál odpoví a odpověď se zobrazí na stavovém řádku. Signály viz požadavek č.1.
Odhadovaná náročnost : 4
Skutečná náročnost : 4
Priorita : 5
3.4 Externí požadavky
Požadavek č. 18 - Návod k použití a instalaci
K instalaci robota i ovládacího webového rozhraní bude vytvořen manuál. Návod k použití
musí být součástí webového rozhraní. Ve webovém rozhraní bude návod k použití přístupný
všem příchozím uživatelům.
Odhadovaná náročnost : 1
Skutečná náročnost : 1
Priorita : 2
Požadavek č. 19 - Programová dokumentace
Všechny komentáře k implementaci musí být psány tak, aby bylo možné vytvořit progra-
movou dokumentaci pomocí programu Doxygen.
Odhadovaná náročnost : 1
Skutečná náročnost : 1
Priorita : 3
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Kapitola 4
Návrh implementace
Po specifikování požadavků je další etapou života softwaru návrh. Při návrhu se definují
vstupní a výstupní data softwaru na základě požadavků. Definice reprezentace dat musí
vycházet z již existujících datových typů. Dále je třeba jednoznačně definovat způsoby
manipulace se vstupními daty. K tomu se existují různé prostředky, které usnadňují for-
mulování celého návrhu. Pro návrh modelu dat se používají diagramy ER, DFD aj. Pro
vyjádření funkčnosti se používají různé druhy stavových nebo konečných automatů. I při
použití těchto prostředků se někdy neobejdeme bez slovního doplnění. Pokud software ob-
sahuje více částí, které spolu komunikují, musí se vytvořit přesný popis této komunikace.
Po návrhu jednotlivých částí softwaru je nutné zvolit prostředky pro jeho implementaci.
Nejdříve bychom měli zvolit metodu postupu implementace a následně technologie, které
budeme používat.
4.1 Grafické uživatelské rozhraní
Uživatelské rozhraní bude mít dvě základní rozvržení, podle kterých se zobrazují obsahy
jednotlivých stránek. První rozložení bude pouze pro úvodní stránku1, kde se nalézá hlavička
s logem aplikace. Součástí hlavičky jsou dva horizontální pruhy, kde v prvním je umístěna
navigace a odkaz na stránku s informacemi o aplikaci. V druhém se nalézá stavový řádek,
kam se budou vypisovat stavové zprávy. Pod tuto hlavičku se vloží obsah úvodní stránky.
Druhé rozvržení2 obsahuje stejnou hlavičku, pouze místo navigace jsou ze záložky ote-
vřených projektů nebo akcí, podle toho, ve které sekci se uživatel pohybuje. Navigace je
umístěna v levém kraji rozvržení jako vertikální menu s více úrovněmi, kde položky tvoří
dále popsané sekce. Pod navigací je umístěno tlačítko pro zjištění stavu robota.
Při otevření projektu nebo akce, dále jen dokumenty, se vytvoří záložka. Záložky byly
použity pro pohodlnější správu více dokumentů zároveň. Vytvoření záložky začíná zapsá-
ním informací o dokumentu do databázové tabulky při otevírací proceduře. Jelikož se při
otevírání uživatel přesměruje na centrální stránku, lze pak při načítání jakékoliv stránky
přečíst všechny otevřené dokumenty a zobrazit je jako záložky v příslušném pruhu. Detailní
návrh databáze znázorňuje ER diagram na obrázku 4.1
1 Dále v textu jen úvodní rozvržení
2 Dále v textu jen klasické rozvržení
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4.1.1 Správa uživatelů
Po instalaci bude v databázi již přednastavený superuživatel, který bude mít přístup do
všech kategorií a nastavení. Bude mít právo ostatním uživatelům zablokovat přístup k roz-
hraní nebo jim zamezit přístup k aplikaci. Nejdříve se uživatel musí registrovat, aby bylo
možné jej jednoznačně identifikovat. Identifikace v systému umožňuje omezení přístupu
k informacím, které nenáleží přihlášenému uživateli. Dále je nutné zpřístupnit základní in-
formace o aplikaci neregistrovanému uživateli, aby se mohl informovat o charakteru aplikace
i bez nutnosti registrace.
Pro registraci je nutné uvést tyto údaje :
• Uživatelské jméno
• Jméno
• Příjmení
• Email
• Heslo
Společně s těmito údaji se eviduje IP adresa, ze které se uživatel připojil. Pro odhlášení
uživatele z rozhraní je v navigaci odkaz, který spustí odhlašovací proceduru a přesměruje
uživatele zpět na úvodní stránku.
Sekce Login
Sekce Login tvoří úvodní stránku, kde se nachází přihlašovací formulář s odkazem na regis-
traci pro nově příchozí uživatele. Registrace uživatele tvoří jeden formulář, který je umístěn
do úvodního rozvržení.
Sekce Admin
Do této sekce má přístup pouze superuživatel neboli administrátor, podle toho je odvo-
zen název sekce. Tato sekce používá klasické rozvržení. Odkaz do této sekce je umístěn
v navigaci a je zobrazen pouze pokud je přihlášen superuživatel. Super uživatel může vy-
brat jednoho nebo více uživatelů,které chce odstranit, pomocí formuláře. Dále má možnost
pomocí tlačítka zaslat signál na ukončení procesu robota. Robot implicitně zaznamenává
každý spuštěný projekt do svého záznamového souboru. V sekci Admin má superuživatel
možnost zobrazit a vymazat obsah tohoto souboru, aby mohl mít přehled o chodu aplikace.
4.1.2 Správa akcí
Akce představuje úkon robota, kdy robot převezme vstupní data a pomocí své logiky vytvoří
požadované výstupní data. Akcí je více druhů. Jednotlivým akcím lze přiřazovat podmínky
jejich vykonání.
Druhy akcí :
• Stáhnout stránku
Vstupní data: URL, podmínka provedení
Výstupní data: HTML stránka
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• Kliknout na odkaz
Vstupní data: URL, podmínka provedení
Výstupní data: Návratová hodnota - Splněno / Nesplněno
• Odeslat formulář
Vstupní data: URL, vyplněný formulář, podmínka provedení
Výstupní data: HTML stránka
Uložení formuláře :
Abychom mohli formulář vyplnit, musíme je nejprve získat. Získání formuláře usnadní PHP
knihovna Robot_Action. Pomocí této knihovny můžeme získat všechny formuláře, které se
nalézají na zadané webové stránce. Po té je vhodně zobrazíme spolu s dalšími datovými
vstupy. V rámci jedné akce bude možné odeslat omezený počet formulářů, který lze měnit
v nastavení aplikace.
Podmíněné spuštění akce :
Před spuštěním akce je možno zadat podmínku, která se musí splnit, aby byla akce prove-
dena. Tato podmínka má umožnit kontrolovat libovolnou textovou nebo číselnou hodnotu
na webové stránce. Porovnávat lze pouze data, která lze vyextrahovat z webové stránky.
To znamená textovou nebo číselnou reprezentaci dat. Podmínka je složena z konstanty,
operátoru, proměnné a výsledku. Podmínka se vyhodnocuje pomocí binárních operátorů
pro porovnání ( <, >, ==, ! =, >=, <= ). Pokud bude konstanta obsahovat řetězec, je
možno použít pouze operátory ==, ! =. Konstantu zadává uživatel přímo do formulářo-
vého vstupu společně s operátorem. Účel podmíněného spuštění spočívá v proměnné, jejíž
hodnotu získáme různými způsoby.
Pro získání hodnoty proměnné musíme stáhnout webovou stránku a zobrazit ji uvnitř
vhodného HTML elementu. Dále pak máme dvě možnosti jak nalézt požadovanou hodnotu
na stránce.
1. Nalezení hodnoty pomocí atributu id HTML elementu
2. Nalezení hodnoty průchodem textových dat zbavených HTML značek
1. způsob lze realizovat pomocí knihovny pro PHP, která dokáže s HTML stránkou pracovat
pomocí DOM3. Nejdříve se musí ověřit, jestli značka obklopující požadovanou hodnotu
obsahuje atribut id. Pokud atribut id není možné lokalizovat, musí se použít druhý způsob.
2. způsob vyžaduje komplexnější přístup. Po odstranění HTML značek ze stažené stránky
získáme neformátovaný text, kde jsou slova a hodnoty odděleny bílými znaky. Pak najdeme
řetězec, co nejblíže požadované hodnotě, který předpokládáme, že se nebude společně se
stránkou na serveru dynamicky měnit. Tím je myšleno např. slovo v nadpisu, název měny,
název bojové jednotky apod. Tento řetězec nazveme pro názornost klíč. Pak se spočítá počet
řetězců mezi klíčem a požadovanou hodnotou. Požadovanou hodnotu uložíme jako hodnotu
proměnné. Jelikož při počítání řetězců se můžeme pohybovat dvěma směry, je nutné v při
pohybu jedním směrem hodnoty přičítat a při pohybu druhým směrem hodnoty odečítat.
Pokud si uložíme typ použitého postupu, klíč, počet řetězců mezi klíčem a hodnotou
proměnné, pak stejný postup může vykonat i robot bez lidského zásahu. Tyto dvě hodnoty
se musí vhodně zvolit, aby byl postup účinný.
3Document Object Model
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Sekce Actions
Odkaz na tuto sekci je umístěn v navigaci. Tato sekce bude rozdělena do několika stránek,
které jsou zpřístupněny pomocí navigace pouze přihlášeným uživatelům. V této sekci bude
možno zadávat, upravovat a odstraňovat vstupní data pro akce robota. Vytvořené akce
se budou ukládat do seznamu použitelných akcí, ze kterých se budou vytvářet jednotlivé
projekty. V celé této sekci je možno používat záložky otevřených akcí. Záložky jsou řazeny
zleva doprava podle toho v jakém pořadí byly otevřeny. Při kliknutí na záložku se vykreslí
do klasického rozložení otevřená akce. Akci je možno zavřít kliknutím na křížek na záložce
nebo tlačítkem zavřít.
• Central
V centrálním zobrazení akcí se zobrazuje seznam vytvořených akcí. Tato část slouží
k otevírání nebo odtraňování existujících akcí. Otevřít je možno jednu nebo více akcí
zároveň, ale zobrazí se pouze akce poslední v pořadí. Pro ostaní otevřené akce jsou
vytvořeny záložky. Pořadí záložek při hromadném otevírání je stejné jako v seznamu.
Kliknutím na odkaz se zobrazí detail akce namísto seznamu a je vytvořena záložka.
Zobrazený detail je možno upravit a uložit.
• New
V této části se vytváří nové akce. Nová akce se vytvoří uložením vstupních dat daného
druhu akce do databáze. Po vytvoření akce je uživatel přesměrován do centrálního
zobrazení akcí.
4.1.3 Správa projektů
V tomto sytému projekt představuje kolekci akcí, které se budou vykonávat podle jejich
pořadí ve schématu. Rozhraní bude umožňovat vytvoření, úpravu a odstranění projektu.
Dále bude možno projekt spustit, předčasně ukončit a upravit schéma. Schéma bude uloženo
v souboru, ze kterého bude při spuštění projektu robot číst.
Schéma projektu
Schéma slouží k výběru správně akce a určení pořadí při provádění projektu. Schéma bude
mít formu XML dokumentu, který bude mít následující formu:
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<program>
<project>
<counter>1</counter>
<action>
<condition>
<method>text</method>
<id_value>false<id_value>
<constant>GBP</constant>
<operator>==</operator>
<varible>29,90</variable>
<distance>1</distance>
<result>true</result>
<url>www.seznam.cz</url>
</condition>
<id>1</id>
</action>
<action>
<condition/>
<id>2</id>
</action>
<state>finished</state>
</project>
</program>
Tato struktura byla navrhnuta na základě zkušeností se SimpleXml4. Toto schéma bude
zobrazeno v detailu projektu jako seznam odkazů na jednotlivé akce. Podle číselné infor-
mace id budou vyhledány další informace o akci v databázi.
Načasování projektu
Při vytváření projektu bude možné naplánovat spuštění na určité datum a čas s přesností
na minuty. Součástí bude také nastavení nekonečného nebo omezeného opakovaní projektu.
Při nastavení spuštění projektu více jak jedenkrát,bude součástí nastavení interval mezi
jednotlivými běhy projektu.
Sekce Projects
Podobně jako sekce Actions bude na tuto sekci umístěn odkaz v navigaci a obsáhne několik
částí, které budou přístupny přihlášeným uživatelům. V celé této sekci se používá stejný
systém záložek jako v sekci Actions.
• Central
V této části je umístěn seznam vytvořených projektů. V této části je možno projekty
odstraňovat nebo otevírat. Otevřít lze jeden nebo více projektů zároveň, ale zobrazí se
pouze poslední projekt v pořadí. Po ostatní projekty jsou vytvořeny záložky. Pořadí
záložek při hromadném otevření je stejné jako v seznamu projektů. Otevřený projekt
obsahuje schéma projektu a seznam dostupných akcí. Ze seznamu dostupných akcí
4Standardní rozšíření PHP jazyka pro práci s XML
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lze vybrat jednu nebo více akcí a vložit jí do schématu. Akce lze také ze schématu
odebírat jednotlivě nebo hromadně. Při hromadném vkládání je pořadí přidaných akcí
ve schématu stejné jako v seznamu. Při kliknutí na akci ve schématu se zobrazí její
parametry a pokud již byl projekt někdy spuštěn, tak její výsledek. V detailu projektu
lze odeslat signál spuštění projektu. Pokud je projekt robotem prováděn, lze odeslat
signál pro předčasné ukončení projektu.
• New
Zde je možno vytvořit nový projekt. Novému projektu je nutno zadat jméno. Para-
metry načasování projektu jsou volitelné.
4.2 Komunikační protokol
Komunikace mezi uživatelským rozhraním a robotem je realizována pomocí dvou databá-
zových tabulek. Do jedné tabulky se zapisují signály, které má robot spracovat. Každý
zapsaný signál je označen typem a identifikačním číslem uživatele, který jej poslal. Když
robot signál zpracuje, označí tento signál za přečtený, aby ho nečetl opakovaně. Podle typu
signálu provede příslušnou akci a zapíše do druhé tabulky odpověď na tento signál, která je
označena identifikačním číslem přijatého signálu. Odpověď se také označuje jako nepřečtená.
Uživatelské rozhraní přečte, označí jako přečtenou a zobrazí odpověď uživateli.
Záruka doručení odpovědi zpět spočívá v uloženém číslu uživatele a signálu. Takže
uživatelské rozhraní zná identifikační číslo uživatele a odeslaného signálu, pak stačí jen
opakovaně číst z databázové tabulky. Uživatelské rozhraní bude opakovat dotaz na odpověď
od robota pouze několikrát, aby se při větším zpoždění opovědi neprováděly zbytečné dotazy.
Místo toho uživatelské rozhraní upozorní uživatele, že robot je zaneprázděn, ať zkusí dotaz
na jeho stav později.
4.3 Funkcionalita robota
Robot je PHP skript, který běží jako proces na pozadí operačního systému. Běh na pozadí
je podmínkou pro plnění zadaných projektů, i když se uživatel odhlásí od uživatelského
rozhraní a ukončí prohlížeč. K realizaci je možno použít knihovnu System Deamon [19],
která umožňuje spouštět PHP skripty na pozadí.
Po spuštění na pozadí je potřeba vytvořit aplikační logiku, která bude přijímat signály,
odpovídat na ně a spouštět projekty. Tuto logiku vystihuje konečný automat na obrázku
4.2. Po startu robota se provádí hlavní cyklus, který znázorňuje stav idle na obrázku 4.2.
V jednom kroku hlavního cyklu se provádí čtení z databázové tabulky pro přijaté signály.
Pokud do tabulky přibyl nějaký záznam, který je označený jako nepřečtený, je uložen a
zpracován obslužnou procedurou. Nezpracované signály jsou řazeny do fronty FIFO5.
4.3.1 Obsluha signálů
Obslužná procedura zpracovává data z přijímaných signálů. Signál nese data, podle kterých
je vykonán příslušný podprogram. Podprogramy jsou znázorněny jako stavy, do kterých se
lze dostat ze stavu idle, konečného automatu na obrázku 4.2. Obslužná procedura označí při-
jatý signál jako přečtený a předá data ze signálu do podprogramu. Každý podprogram vloží
5First In First Out - První uvnitř, první venku
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Obrázek 4.1: ER diagram
odpověď do databázové tabulky. Tato odpověď bude označena jako nepřečtená,podprogram
vykoná další kroky dle popisu níže a předá řízení zpět hlavnímu cyklu. Formát signálu
odpovídá struktuře tabulky orders a formát odpovědi struktuře tabulky respones v ER
diagramu 4.1.
Popis jednotlivých stavů :
• Idle - Hlavní cyklus
• Get State - pošle odpověď se stavem robota
• Run - spustí projekt
• Stop - předčasně ukončí projekt
• Kill - ukončení procesu robota
4.3.2 Spuštění a provedení projektu
Podprogram pro spuštění projektu obdrží identifikační číslo projektu, který má být spu-
štěn. Podprogram spustí skript na pozadí, který provádí jednotlivé projekty a v parametru
mu předá číslo projektu, jenž má spustit. Protože projekty provádí jiný skript, je možné
paralelní provádění projektů.
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Obrázek 4.2: Konečný automat robota
Načasování projektů
Pokud uživatel zadal při vytváření projektu jeho načasování popřípadě opakované spou-
štění, musí se využít vestavěných příkazů operačního systému Linux. Pro načasování spu-
štění se použije příkaz at. Pro opakované spouštění se použije plánovač cron.
Provedení projektu
Pokud bylo nastaveno opakované provedení projektu, bude nastaveno ihned po spuštění
prováděcího skriptu projektu.
Po načasování projektu se přečte Xml schéma, podle kterého se určí, které akce se bu-
dou provádět a v jakém pořadí. Xml schéma se bude číst ze souboru pouze jednou a uloží
se do objektu SimpleXml, pomocí kterého lze snadno pracovat s daty v Xml formátu. Při
opakovaném spouštění projektu se ve schématu bude při každém spuštění zvyšovat hodnota
čítače. Čítač je znázorněn ve schématu 4.1.3.
Podmíněné provedení akce
Pokud byla zadána podmínka, musí se vyhodnotit před spuštěním každé akce. Data po-
třebná k vyhodnocení podmínky jsou zapsána ve schématu projektu. Po přečtení těchto
dat proběhne získání hodnoty proměnné podle postupu popsaného v návrhu uživatelského
rozhraní na stránce 14
Provedení jednotlivých akcí :
• Stáhnout stránku
Stáhnutí stránky je základní akce robota. Pro provedení této akce použijeme třídu
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Robot Action, která používá knihovnu cURL. Tato třída umožní stáhnout webo-
vou stránku pomocí metody GET protokolu HTTP. Pokud při přístupu na stránku
je požadováno ověření identity, použijí se nastavené hodnoty od uživatele. Při pře-
směrování stránky může vzniknou nekonečný cyklus, proto je nastaven určitý počet
přesměrování. Při dosažení maximálního počtu přesměrování je akce ukončena a chy-
bová zpráva se zapíše do schématu.
• Kliknout na odkaz
Tato akce se provádí stejně jako stáhnutí stránky, pouze s jedním rozdílem. Není
požadována webová stránka na výstupu. Při úspěšném provedení akce se pouze zapíše
řetězec Splněno. Tato akce slouží například k hlasování v anketách.
• Odeslat formulář
Pro odeslání formuláře je nejdříve nutné načíst požadovaný formulář, který je uloženy
v adresáři pro zdrojové data akce. Pomocí třídy Robot Action se načte struktura
adresáře a jednotlivých vstupům se přiřadí uložené hodnoty. Odeslání formuláře se
použije metody POST protokolu HTTP. Pro tuto akci je také možné využít ověřování
identity.
Uložení výsledku akce :
Před provedením libovolné akce se pro výstupní data vytvoří soubor content.hml, ve který
bude umístěn v adresáři uživatele. Pokud se ten samý projekt bude vícekrát opakovat,
tak přidá k názvu souboru číslo provedení projektu6. Po úspěšném provedení akce se vý-
sledek zapíše do tohoto souboru. Pokud provedení akce skončilo chybou, bude tento stav
zaznamenán do schématu projektu 4.1.3.
4.4 Výběr jazyka pro implementaci
Jelikož autor má zkušenosti s jazykem PHP a vedoucí této práce poskytl jím vytvořenou
knihovnu, vytvořenou v PHP a vhodnou pro použití, byl tento jazyk vybrán pro implemen-
taci.
4.4.1 Výběr vhodného frameworku
Jelikož tato práce je zaměřena na použití frameworků, je nutno nejprve se seznámit s exis-
tujícími možnostmi. Framework může vytvořit a zveřejnit každý, kdo ovládá daný jazyk.
Proto je nutné vybrat framework, jenž hlavně urychlí implementaci návrhu. Dále je důležité,
aby měl dostatečnou dokumentaci a měl perspektivní vývojářskou podporu. Dostatečná
dokumentace je důležitá pro rychlejší nasazení při implementaci a příchodu nebo výměně
programátorů. Perspektivní podpora frameworku je důležitá kvůli budoucnosti vyvinuté
aplikace.
Při studování článků o testování a srovnávání PHP frameworků [4], [15], [13], bylo
nejčastěji zmiňováno jen několik titulů. Z těchto titulů byly vybrány 4, které jsou do-
statečně dokumentovány, mají dostatek dostupných návodů, příkladů a stále se vyvíjejí.
Všechny tyto frameworky používají návrhový vzor MVC.
6Např. content2.html
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Vybrány a blíže prozkoumány byly tyto 4 frameworky:
CakePHP
Inspirovaný jedním z prvních frameworků Ruby on Rails. Má rozsáhlou dokumentaci pro
každou vydanou verzi. Návody jsou dostupné přímo na oficálních stránkách ve formě textu
i video ukázek. CakePHP má za sebou širokou komunitu, která se stará o opravy a inovace.
Jednou z mála nevýhod CakePHP jsou složité přechody mezi jednotlivými verzemi.
Symphony
Je zaměřen na rozsáhlé projekty. Dokumentace je obsáhlá a všechny knihy jsou volně do-
stupné i online přímo na oficiálních stránkách. Má propracované používání různých druhů
databází. Pro realizaci tohoto frameworku byly použity některé části z jiných frameworků
jako je Zend, PRADO aj. Jeho síla je v týmovém použití, kde také nachází nejčastější uplat-
nění.
Nette
Oproti ostatním poměrně mladý framework, který pochází z ČR. Jeho dokumentace není
na takové úrovni jako u ostatních zmiňovaných frameworků. Dalším záporným faktem je,
že celý vývoj má na starosti jeden člověk, což do budoucna není příliš perspektivní. Ačkoliv
má tento framework spoustu nedostatků, začíná být ve velké oblibě díky své jednoduchosti
a možnosti si jej rychle přizpůsobit.
Zend framework
Tento framework je nejrozsáhlejší z vybraných možností. Jeho předností je univerzálnost.
Je možno jej využít jak pro rozsáhlé, tak i pro malé projekty. Dostupné je velké množ-
ství návodů včetně video ukázek, které vycházejí každý týden. Obsahuje vlastní modul pro
vyrovnávací paměť nebo lze využít externí způsoby zrychlení běhu skriptů. Má rozsáhlou
komunitu, díky které se rychle opravují chyby, hledají řešení problému a navrhují nová vy-
lepšení. Zatím není k dispozici oficiální český překlad manuálu.
Pro tuto práci byl vybrán Zend framework, hlavně pro jeho možnost použití v budoucnosti.
Za cenu náročnější přípravy dostaneme komplexní nástroj pro vývoj webových aplikací
s rozsáhlou podporou [2].
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Kapitola 5
Popis implementace
Tato část práce se zaměří na popis části realizadfadfadsace navržené aplikace. Jelikož tato
práce je zaměřená na detailní návrh systému, kompletní implementace není součástí práce.
Implementovány byly základní funkce robota, které slouží k demonstraci návrhu. Hlavním
cílem implementace bylo nastudování vybraných frameworků, odstranit případné chyby
v návrhu a otestování základních funkcí robota.
Jako základní prvky vývoje a následného testování aplikace byl použit server Apache,
databázový server Mysql a distribuce Ubuntu operačního systému Linux. Editor NetBeans
byl vybrán jako vývojové prostředí, protože umožňuje integrovat ladicí prostředky, napří-
klad rozšíření PHP Xdebug. Pro ladění kódu vytvořeném v jazyku JavaScript posloužilo
rozšíření FireBug webového prohlížeče Mozilla FireFox. Pro vytváření databáze se použila
webová aplikace PhpMyAdmin.
5.1 Grafické uživatelské rozhraní
Po získání všech potřebných komponent a jejich instalaci, bylo nutné vytvořit konfigurační
soubory pro uživatelské rozhraní.
Základní adresářová struktura byla vygenerována pomocí skriptu, který je součástí Zend
frameworku, dále v textu pouze Zend. Po té byl vytvořen v adresáři config hlavní konfi-
gurační soubor application.ini, kde se nachází nastavení celé aplikace. Toto nastavení
se načte do aplikace pomocí třídy Zend Config Ini. Využití třídy Zend Config Ini vede
k vytvoření přehlednějšího kódu nastavení než při použití pouze souboru Bootstrap.php.
Po vytvoření základní konfigurace je kostra připravená k dalšímu použití.
V základní konfiguraci jsou již obsaženy prvky architektury MVC. Byl vytvořen jmenný
prostor My , který se používá pro třídy rozšiřující Zend.
• Model - model
Model a jeho logiku představují vytvořené třídy, jejichž identifikátory mají prefix
My Table . Pomocí instancí těchto tříd lze přistupovat k databázi.adfadfads
• View - pohled
Pohled reprezentují soubory v adresáři scripts. V těchto souborech je vytvořen obsah
jednotlivých stránek. Zobrazování tohoto obsahu je řízeno řadiči a jejich metodami,
které mají sufix Action.
• Controller - řadič
V adresáři Controllers se nacházejí řadiče uživatelského rozhraní, které reprezen-
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tují aplikační logiku. Všechny řadiče jsou potomky třídy My Controller , který je
potomkem třídy Zend Controller Action a přidává několik potřebných metod a
atributů.
5.1.1 Správa uživatelů
Podle ER diagramu 4.1 byla vytvořena databázová tabulka users, do které byl umístěn
záznam o superuživateli. Příchozí uživatelé jsou rozděleni do třech skupin. V 1. skupině
nazvanáadmin jsou uživatelé, kteří mají přístup ke všem sekcím aplikace. V 2. skupině na-
zvaná users mají uživatelé přístup ke všem sekcí kromě správy uživatelů. 3. skupina jsou
všichni ostatní příchozí uživatelé, kteří nejsou zaregistrováni. Nezaregistrovaní uživatelé
mají přístup pouze k úvodní obrazovce, registraci a nápovědě.
Obrázek 5.1: Úvodní obrazovka
Přihlášení
Pro úvodní stránku s přihlašovacím formulářem byl vytvořen řadič LoginController, který
řídí zobrazování úvodní stránky 5.1, proces přihlašování. Proces přihlašování zahrnuje kon-
trolu identity přihlašovaného uživatele, zahájení relace a přesměrování na hlavní stránku
aplikace.
Pro řízení hlavní stránky slouží řadič IndexController. Hlavní stránka aplikace slouží
k přivítání uživatele, zobrazení základních informací o aplikaci a oznámení úspěšného
přihlášení. Tento řadič také disponuje metodou pro odhlášení uživatele. Bude-li JavaScript
zakázán nebo z nějaké jiné příčiny nebude interpretovat vytvořené skripty, na hlavní stránce
se zobrazí nápis s upozorněním na nefunkčnost některých částí aplikace.
Registrace
Stránka s registračním formulářem je řízena řadičem RegistrationController, který se
stará o zobrazení formuláře, proces registrace, vytvoření adresáře pro uživatelská data a
přesměrování.
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Hlavní panel
Hlavní panel navigace 5.2 je vygenerován pomocí třídy Zend Navigation. Struktura hlav-
ního panelu je uložena v souboru navigation.xml.Třída Zend Config Xml byla použita pro
načtení souboru a předání k dalšímu zpracování. Příklad definice jedné položky hlavního
panelu je na ukázce 5.1.1. Zdroje jsou přiřazeny k jednotlivým skupinám uživatelů, podle
toho, na kterou stránku mají mít přístup. Při každém načtení stránky je kontrolováno, jestli
uživatel spadá do správné skupiny pro zobrazení této stránky. Podle přiřazení je také gene-
rována navigace, pokud nemá uživatel do dané sekce povolen přístup, není mu vygenerován
odkaz na tuto sekci v navigaci. Tadfadfadsoto přiřazení je provedeno v konstruktoru třídy
My Acl list.
Ukázka kódu 5.1.1.
<home>
<label>Home</label> - řetězec vygenerovaný v navigaci
<module>default</module> - modul aplikace
<controller>index</controller> - použitý řadič
<action>index</action> - akce řadiče
<resource>default:index</resource> - název zdroje
<route>default</route> - určení cesty pro směrovač
</home>
Obrázek 5.2: Hlavní panel
Sekce Admin
Pro tuto sekci byl vytvořen řadič AdminController, který se stará o vykreslení formuláře a
proces vymazání uživatelů. Pokud se nějaký uživatel odstraní, jsou odstraněný všechna jeho
data z databáze i z adresářů pro uživatelská data. V této sekci jsou přístupná tlačítka pro
ukončení a spuštění robota, viz Odesílání signálů. Tato sekce je přístupná pouze uživatelům
skupiny admin.
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5.1.2 Správa Akcí
Pro řízení včech operací v této sekci byl vytvořen řadič ActionController.
Získání formuláře
Pro vytvoření akce odeslat formulář je nutné nejdříve získat podobu požadovaného fomu-
láře, následně jej vyplnit a tyto vstupní data uložit. Pro získání podoby požadovaného
formuláře nejdříve získáme URL adresu webové stránky, na které se formulář nachází. Pro-
střednictvím formuláře a HTTP metody POST předáme tuto URL adresu řadiči pro stažení
stránky. Stažení stránky je realizováno metodou downloadForm, která využívá metody třídy
tt Robot Action. Ze stažené stránky získáme pouze formuláře, které zobrazíme. Pro získání
struktury formulářů se používá knihovna simple html dom.php, která pracuje s HTML
dokumentem pomocí DOM.
Formuláře se zobrazí v seznamu a každý bude ohraničen černým rámečkem jako je na
obrázku 5.3. Nad tímto seznamem jsou zobrazeny přepínače typu radio. Počet přepínačů
bude odvozen od počtu formulářů a přepínače mají hodnotu pořadí formuláře v seznamu.
Podle označeného přepínače se změní barva rámečku formuláře. Takto vybraný formulář lze
vyplnit a stisknutím tlačítka Store se přenesou data vyplněného formuláře do vstupu pro
vytvoření akce. Z jednotlivých vstupů získaného formuláře jsou data naformátována pro
přenos pomocí metod POST nebo GET protokolu HTTP. Po zpracování jsou data zapsány
do databáze ve formátu JSON, kvůli snadnější rekonstrukci dat na straně robota.
Obrázek 5.3: Získání formuláře
Sekce New
Vytvoření nové akce se provede zapsáním vstupních dat do databázové tabulky
actions. Množina vstupních dat se liší podle typu akce :
• Stáhnout stránku a kliknout na odkaz
Název akce
URL adresa
údaje pro kontrolu identity - uživatelské jméno a heslo
• Odeslat formulář
Název akce
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atribut action
vstupní data získaného formuláře
údaje pro kontrolu identity - uživatelské jméno a heslo
Sekce Central
V této sekci je zobrazen seznam vytvořených akcí 5.4. V tomto seznamu lze vybrat jednu
nebo více akcí. Při použití tlačítka Delete jsou vybrané akce odstraněny z databáze. Při
odstranění záznamu z tabulky actions jsou odstraněny záznamy s tabulky open actions,
aby nedošlo k pokusu o otevření neexistující akce. Při stisknutí tlačítka Open se otevře
poslední z vybraných akcí a pro ostatní akce se vytvoří záložky, viz záložky.
Při otevření akce je zobrazení stejné jako v případě sekce New, pouze jsou již vyplněny
vstupní data a lze je editovat a uložit.
Obrázek 5.4: Akce - sekce Central
5.1.3 Správa Projektů
Pro řízení této sekce byl vytvořen řadič ProjectController, který řídí všechny operace
v této sekci.
Vykreslení schématu projektu
Schéma projektu se skládá z barevných bloků. Vykreslení celého schématu se provádí pomocí
třídy Zend View Helper RenderXml. Tato třída načte soubor program.xml příslušného pro-
jektu. V tomto souboru je uložen seznam akcí jako Xml dokument,ze kterého jsou pomocí
SimpleXml1 získána identifikační čísla jednotlivých projektů. Podle těchto identifikačních
čísel jsou získány z databáze potřebné údaje pro vykreslení jednotlivých bloků.
Jednomu bloku odpovídá jedna akce, kromě prvního a posledního. První blok je tlačítko,
které posílá signál ke spuštění projektu. Poslední blok je tlačítko pro předčasné ukončení
chodu projektu. V aplikaci je možno vytvořit tři druhy akcí. Každý druh akce je znázorněn
jinou barvou ve schématu a v bloku je také vypsán typ akce. Při kliknutí na jednotlivé
1Standardní rozšíření jazyka PHP
26
bloky akcí se v pravé části stránky zobrazují informace o této akci. Vedle každého bloku
akce je křížek pro odstranění dané akce ze schématu.
Zobrazení výsledku
Při úspěšném provedení projektu jsou k dispozici výsledek v adresáři pro uživatelská data.
Výsledek jsou jeden nebo více souborů, které jsou zobrazeny jako seznam. Z tohoto seznamu
lze vybrat pouze jeden výsledek a stisknutím tlačítka Show se zobrazí do vytvořeného mo-
dálního okna. Funkce tlačítka je vytvořena pomocí funkce .click(). Zobrazení modálního
okna je provedeno pomocí HTML a CSS, zejména pomocí atributu z-index. Modální okno
lze zavřít kliknutím na křížek v pravém horním rohu. Otevření a zavření modálního okna
je provedeno funkcemi jQuery .show() a .hide().
Sekce New
Tato sekce slouží k vytvoření nového projektu. Vytvoření nového projektu spočívá ve vy-
tvoření záznamu v databázové tabulce projects, adresáře se jménem projektu a souboru
program.xml, kde bude umístěna kostra schématu projektu. Po vytvoření je projekt ote-
vřen. Pro vytvoření projektu je nutné zadat pouze název projektu.
Sekce Central
Při zobrazení stránky bude zobrazen seznam s vytvořenými projekty jako na obrázku 5.5. Ze
seznamu je možné vybrat jeden nebo více projektů. Při použití tlačítka Delete se vybrané
projekty odstraní. Při odstranění projektů jsou odstraněný i záznamy z tabulky otevře-
ných projektů open projects, aby nedošlo k pokusu o otevření neexistujícího projektu.
Odstranění projektu provádí metoda deleteAction. Při použití tlačítka Open se otevře po-
slední vybraný projekt a pro zbytek jsou vytvořeny záložky, další podrobnosti viz záložky.
Otevření projektu provádí metoda openAction.
Při otevření projektu se zobrazí seznam dostupných akcí. Z tohoto seznamu je možno
vybrat jednu nebo více akcí, které se vloží do schématu projektu. Vložení do schématu se
provádí načtením souboru program.xml, kde je uloženo stávající schéma. Po načtení Xml
dokumentu se do něj přidají vybrané akce a přepíše se původní dokument. Obdobně se
postupuje při odstraňování jednotlivých bloků, pouze místo vložení akce do struktury Xml
se akce odstraní.
5.1.4 Komunikační protokol
Odeslání signálu
Po různých částech aplikace jsou umístěny tlačítka, která při stisku zapisují do databázové
tabulky orders. Každé tlačítko má definovanou určitou hodnotu a po stisku tlačítka je tato
hodnota přečtena pomocí obsluhy události .click() z jQuery. Po přečtení je v pozadí ode-
slána hodnota tlačítka funkcí .post(). Hodnotu zpracovává a zapisuje do databáze metoda
signalAction() řadiče AsyncController. Tato metoda zapíše do zmíněné databázové ta-
bulky záznam s hodnotou signálu a označí ho jako nepřečtený.
Při odesílání signálu START je přidáno do záznamu signálu identifikační číslo projektu.
Příjem signálu
Ihned po odeslání je spuštěna funkce readMessage(), která se bude opakovat desetkrát
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Obrázek 5.5: Projekty - sekce Central
s prodlevou jedné sekundy. Tato funkce provádí na pozadí spouštění metody responseAction()
řadiče AsyncController. Tato metoda čte z databázové tabulky responseszáznamy ozna-
čené jako nepřečtené a určené uživateli, který zaslal signál. Při příchodu odpovědi je opako-
vání ukončeno nebo je uživateli oznámeno, že robot není dostupný. Tento cyklus byl zaveden
za účelem zachycení odpovědi, jejíž odeslání probíhá v pozadí.
5.1.5 Ostatní implementační detaily
Další řadiče
Pro chybně zadané URL adresy nebo pokusy o nepovolený přístup je zde řadič ErrorController,
který zobrazí stránku s hlášením o vyvolané chybě.
Poslední nezmíněný řadič je HelpController. Tento řadič se používá pro zobrazení ná-
povědy.
Záložky
Pro práci s více dokumenty najednou byly implementovány tzv. záložky. Záložky jsou
tvořeny seznamem odkazů vygenerovaným z obsahu databázových tabulek s prefixem open .
Podle sekce, ve které se nachází uživatel, je použita databázová tabulka. Seznam je tvořen
odkazy na jednotlivé dokumenty. Adresa URL odkazu obsahuje identifikační číslo doku-
mentu a při otevření si patřičný řadič převezme tuto informaci a zobrazí požadovaný do-
kument. Záložky lze vidět na obrázku 5.5;
Při otevírání dokumentu se zapíše jeho identifikační číslo do příslušné tabulky a stránka
je znovu načtena. Při každém načtení stránky je přečten obsah příslušné tabulky se zá-
znamy otevřených dokumentů a na základě získaných záznamů vygeneruje seznam záložek.
Pro generování záložek byla vytvořena třída Zend View Helper ShowOpened
Stavový řádek
Stavový řádek se nachází v hlavičce uživatelského rozhraní. Slouží k zobrazování hlášení
aplikace. Základem zobrazování hlášek je tzv. pomocná třída řadiče Flash Messenger.
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Použítí této třídy umožňuje výměnu textových dat mezi řadiči. Když uloží jeden řadič do
úložiště textová data, druhý řadič při načítání tyto data přečte a odstraní data z úložiště,
aby do něj mohl případně vložit další.
Stavový řádek je používán i při komunikaci s robotem. Při této komunikaci se na stavový
řádek zapisuje pomocí funkce .text() jazyka JavaScript.
5.2 Funkčnost robota
Hlavní skript robta se může spouštět z terminálu nebo jej může spustit uživatel pomocí
webového rozhraní. Pro spuštění i ukončení hlavního skriptu z webového rozhraní se používá
funkce exec(). Při využití knihovny System Daemon spuštěný skript vytvoří potomka svého
hlavního procesu a ten ukončí. Tímto úkonem je zajištěn běh na pozadí operačního systému.
Jelikož všechny vstupy i výstupy byly od terminálu odpojeny, musí se výpis chybových
hlášení přesměrovat do souboru. V takto spuštěném skriptu běží nekonečný cyklus. Tento
hlavní cyklus je znázorněn jako konečný automat na obrázku 4.2.
Pro sdílení metody přípojení k databázi a několika důležitých atributů mezi jednotlivými
knihovnami byla vytvořena abstraktní třída ROBOT. Potomky této třídy jsou třídy:
• Robot Action
Z této třídy jsou využívány metody pro odesílání dotazu GET, získávání formulářů
ze stažených stránek, odesílání formulářových dat pomocí metod GET a POST a
validaci adresy URL. Tuto třídu vytvořil vedoucí práce a svolil k jejímu použití.
• Robot Automat
Třída vytvořená pro realizaci konečného automatu robota.
• Robot Execute
Třída vytvořená pro provádění projektů
5.2.1 Konečný automat
Hlavní cyklus
Hlavní cyklus se skládá ze čtení databázové tabulky orders, ze které se vybírají záznamy
označené jako nepřečtené. Vybere se pouze jeden nepřečtený záznam, který má nejmenší
identifikační číslo. Tento záznam je označen jako přečtený a jeho data jsou předána metodě
catchSignal. Po zpracování signálu jsou data odstraněna a znovu se čte z tabulky přija-
tých signálů.
Obsluha signálu
V metodě catchSignal je podle typu signálu zavolána příslušná metoda pro vykonaní
požadované operace:
• Signál START - metoda start
spustí skript pro provedení projektu. Obslužný skript se spouští s jedním parametrem.
Tento parametr představuje identifikační číslo projektu.
• Signál STOP - metoda stop
Předčasně ukončí prováděný projekt. Obslužný skript projektu je spuštěn jako proces
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na pozadí a jeho název2 obsahuje konstantní řetězec a identifikační číslo. Proto je
možné jej ukončit příkazem killall.
• Signál GET - metoda getStatus
Vloží záznam o stavu robota do databázové tabulky pro odpovědi.
• Signál KILL - metoda kill
Ukončí běh skriptu robota přerušením cyklu. Po přerušení hlavního cyklu se skript
korektně ukončí.
Při zavolání kterékoliv zmíněné metody je vložena odpověď do databázové tabulky pro
odpovědi a následně přečtena uživatelem.
5.2.2 Provádění projektů
Spuštění projektu
Spuštění skriptu pro provedení projektu je obdobné jakou u robota. Rozdíl je v absenci
nekonečného cyklu. Obslužný skript se po provedení projektu korektně ukončí. Při spuštění
skriptu je zpracován předaný parametr a podle něj v databázi vyhledán příslušný projekt,
který bude prováděn. S názvem projektu se vyhledá i jméno uživatele, který jej vytovřil.
Tak můžeme otevřít schéma projektu a načíst Xml dokument. Po načtení schématu pro-
jektu se začnou provádět jednotlivé akce podle pořadí ve schématu. Pro získání informací
z databáze o jednotlivých akcích a provedení se používají metody třídy Robot Execute.
Provádění akcí
s Před provedením akce se vyhodnotí její typ a podle toho se zavolá metoda, která tuto
akci provede.
Provedení akce stáhout stránku a kliknout na odkaz mají stejnou metodu, protože se
jedná o tentýž postup. Při stahování stránky se pomocí dotazu GET získá obsah adresy
URL. K tomuto účelu slouží metoda getUrl třídy Robot Action. Pokud jsou dostupné
údaje pro kontrolu identity, jsou nastaveny příslušné atributy dotazu. Po nastavení atributů
se zkontroluje správný tvar adresy a po té se provede dotaz GET. Pokud je nutné uložit
COOKIES, provede se tak do souboru, který je umístěn do adresáře projektu. Stažená
stránka je uložena do souboru content.html. Pokud dojde k chybě při stahování stránky
nebo nějaké jiné, chybové hlášení je vypsáno do výše zmíněného souboru.
Při vyplňování formuláře se nastavují stejné atributy jako v při stahování stránky. Navíc
se musí nastavit atribut metody a adresy odeslání formulářových dat. Formulářová data jsou
v databázi uložena již v zakódované formátu, takže stačí tyto data uložit do atributu pro
formulářová data. Po odeslání formulářových dat uložíme odpověď do výsledného souboru.
2např. project53.php
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Kapitola 6
Testování
Pro testování byly vybrány stěžejní operace aplikace. Pro testování bylo provedeno na ně-
kolika portálech. Na serveru byl www.fotografování.cz byl vytvořen účet a robot se k němu
přihlásil a stáhnul stránku, která vyžadovala přihlášení.
Test 1 : Získávání formulářů
Vstupní data Výstupní data
www.galerie.fotografovani.cz/login.php/?login=yes 2 formuláře
www.centrum.cz 34 formulářů
Test 2 : Stahování stránek
Vstupní data Výstupní data
www.seznam.cz webová stránka
www.centrum.cz webová stránka
Test 3 : Klikání na odkazy
Vstupní data Výstupní data
http://galerie.fotografovani.cz/showphoto.php?photo=210694 Splněno
http://galerie.fotografovani.cz/showphoto.php?photo=210673 Splněno
Test 4 : Složitější schéma projektu
Vstupní data Typ Výstupní data
www.galerie.fotografovani.cz/login.php/?login=yes FORM webová stránka
přihlášeno
http://www.finance.cz/ URL webová stránka
http://galerie.fotografovani.cz/index.php URL webová stránka
31
Kapitola 7
Možnosti rozšíření
Stahování různých typů dat
Robot byl původně navrhnut pouze pro stahování textových dat a pohyb na webu. Při tes-
tování byly zjištěna omezení při stahování různých typů dat. Proto by se mohl v budoucnu
přizpůsobit stahování multimediálního obsahu webových stránek.
Prohlížení stránek bez připojení k internetu
I v této době ještě pořád se můžeme ocitnou bez připojení k internetu. Proto by mohl robot
ukládat stránky včetně všech stylů a grafických úprav, aby mohl uživatel prohlížet obsahy
stránek v původním zobrazení i bez připojení k internetu.
Nastavení pohybu na webu
Robot nepodporuje používání certifikátů, což snižuje pohyblivost robota po webu. Proto
by mohla být implementována podpora certifikátů pro jednotlivé akce. Robot by se mohl
anonymně pohybovat po webu díky připojení přes nějaký veřejně dostupný proxy server.
Zamaskování robotického chování
Podle návrhu je robot schopný několikrát opakovat projekt. Jednotlivá opakování mají
stejný časový průběh, proto by bylo vhodné implementovat pseudonáhodné zpoždění nebo
zrychlení těchto časových průběhů.
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Kapitola 8
Závěr
Cílem práce bylo vytvořit detailní návrh reálné aplikace, která by automatizovala některé
činnosti spojené s používáním webových stránek. Tento návrh by mohl v budoucnu slou-
žit jako základ k opravdové a užitečné aplikace, která by zefektivnila práci s webovými
stránkami.
Dalším cílem bylo vybrat vhodný framework, kterým by se aplikace realizovala. Zend
Framework je velice všestranný nástroj pro vývoj webových aplikací a jeho nastudování bylo
velkým přínosem pro autora do budoucna. Pro tuto aplikaci byl vybrán pouze pro vytvoření
uživatelského rozhraní. Pro jádro aplikace neboli robot je PHP jazyk nevhodným nástrojem.
Jádro by mělo být vytvořeno v jazyce, který je vhodnější pro vytváření konzolových skriptů,
např. python.
Ačkoliv se zrealizovala jen hlavní část návrhu, testováním bylo prokázáno, že aplikace
je schopna automatizovat určité činnosti. Při realizaci byl kladen důraz na jádro aplikace,
proto byly funkce časování a podmíněného spuštění akce vyřazeny z realizace.
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Dodatek A
Obsah CD
• Zdrojové kódy aplikace
• Nezbytné knihovny
• Dokumentace vytvořená v Doxygen
• Technická zpráva v PDF formátu
• Zdrojové kódy pro vytvoření technické zprávy
36
