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 1 Introducción
Este documento pretende reflejar el trabajo realizado durante el transcurso del proyecto de final de 
carrera que he realizado el contexto de las trayectorias GPS.
El proyecto, perteneciente a la modalidad “A”, has sido realizado en la Facultad de Informática de 
Barcelona, UPC, Barcelona.
El proyecto ha sido dirigido por Rodrigo I. Silveira, quien a su vez fue quien me propuso el tema.
 1.1 Motivación
En estos últimos años la tecnología ha avanzado a gran velocidad y ha conseguido hacer más fácil 
la vida de las personas.
Entre los avances que ha habido destacamos el Global Positioning System, más conocido como 
GPS. Es un sistema de posicionamiento por satélite que nos permite saber nuestra posición 
geográfica en un momento dado.
Gracias al GPS y a los extensos datos sobre carreteras, caminos y ciudades, podemos conseguir 
viajar a lugares poco conocidos sin el menor problema. Si queremos viajar por la montaña, en 
cambio, no hay senderos introducidos en los programas de posicionamiento comunes. Sin la 
introducción de estos senderos en la memoria del dispositivo de GPS, no hay posibilidad de que nos 
guíe.
Es un hecho clave para el proyecto que hay algunos senderistas que para remediar estos problemas, 
graban sus rutas GPS y las comparten con otra gente interesada en ellas.
 1.2 Problema
Queremos crear un programa que permita crear una representación de los senderos, y los 
respectivos cruces, de una zona a través de distintas rutas de GPS de la misma. 
Las rutas de senderismo suelen situarse en lugares alejados de la civilización, lo cuál implica un 
descenso de la precisión si el dispositivo de GPS usa alguna forma alternativa de precisión, como 
las redes wifi. Este detalle, junto con el hecho que un sendero tiene muchas más curvas que la calle 
de una ciudad o una carretera, da dificultad a este tipo de rutas.
 1.3 Trabajo previo
Para generar nuestro programa estuvimos estudiando distintas publicaciones sobre generación de 
mapas a través de rutas y de entre ellas nos quedamos con la que nos pareció más razonable.
Los trabajos que tuvimos en cuenta fueron:
• Constructing Street Networks from GPS Trajectories de Mahmuda Ahmed y Carola Wenk 
[1].
Es un algoritmo diseñado para calles. Una de sus condiciones iniciales es que dos calles 
distintas estén bien distanciadas y parten de soluciones donde todas las calles son rectas.
Las rutas de senderismo suelen tener caminos irregulares así que lo descartamos.
• Road Network Reconstruction for Organizing Paths de Daniel Chen, Leonidas J. Guibas, 
John Hershberger y Jian Sun [2].
Es un algoritmo diseñado para carreteras. Entre las suposiciones iniciales encontramos el 
hecho que todas las carreteras pueden tener carril de ida y de vuelta y por lo tanto se 
consideran caminos distintos.
Muy dudoso para usar en rutas de senderismo donde dos rutas paralelas pero muy cercanas 
suelen ser la misma ruta.
• Trail Network Production using GPS Data de Scott Morris [3].
Es un algoritmo simple diseñado para caminos y sin pre-condiciones que afecten a rutas de 
senderismo.
Después de valorarlos decidimos quedarnos con éste último.
 1.4 Formatos entrada/salida
Todos los archivos de rutas usados para este proyecto han sido cogidos de www.wikiloc.com. 
Wikiloc es una página web donde gente cuelga rutas de distintos tipos, como senderismo o escalada.
Estas rutas se pueden observar en imágenes por satélite o descargarse. Por ese motivo, hemos 
adaptado la entrada del programa a archivos GPX (GPS exchange format), el mismo formato de 
archivos que usan los senderistas para subir los datos que recogen a la web. Este formato de 
archivos usa el lenguaje XML así que lo trataremos como tal.
Para el fichero de salida buscábamos un formato que permitiera mostrar múltiples caminos o 
trayectorias, conocido y fácil de visualizar en imágenes por satélite del terreno. El formato escogido 
fue KML, muy usado por Google Earth, que cumplía todos los requisitos. Este formato es otra 
extensión del lenguaje XML.
 1.5 Resumen del trabajo
El proyecto consistió en el estudio del algoritmo presentado en la publicación [3], seguido de 
implementar una adaptación de este y estudiar a fondo una variable llamada rThresh, no fijada, de 
la cuál depende el resultado final.
Con el algoritmo implementado, se evaluó con detalle la calidad de los mapas producidos, se 
estudiaron sus limitaciones y se propusieron mejoras al algoritmo original.
 1.6 Planificación inicial
En este apartado se explica el plan de desarrollo inicial del proyecto. Para ilustrarlo de forma más 
gráfica veremos un diagrama de Gantt con la totalidad del proyecto e iremos detallando las distintas 
fases del mismo.
Fase de Documentación/Aprendizaje
La primera tarea que se llevará a cabo en el proyecto es la de obtención y valoración de distintos 
algoritmos que podamos utilizar, total o parcialmente. Estimamos su duración en un par de 
semanas. Hecho esto, nos centraremos en el aprendizaje en la edición de archivos XML para las 
entradas y salidas y en el uso de la librería CGAL. Esta segunda parte, nos llevará dos semanas 
debido a la gran cantidad de posibilidades que nos da la librería CGAL.
Preparación del entorno de trabajo
Una vez se tenga la documentación necesaria y la suficiente destreza con las librerías de CGAL y de 
edición de XML se procederá a hacer los ajustes necesarios para poder compilar y ejecutar el 
programa. Se estima que no debería durar más de un par de días.
Implementación del programa
Esta fase comprenderá la primera versión del programa para poder empezar a testearlo y a hacer 
pruebas para la mejora del programa. Como el algoritmo [3] no está adaptado para la librería CGAL 
y tendremos que hacerlo nosotros estimamos esta fase en 4 semanas.
Experimentación y mejora
Esta fase partirá de un programa ya funcional para hacer pruebas y mejoras en él. No sabemos que 
resultados nos dará el programa inicial ni si habrá que hacer muchos cambios en el algoritmo, para 
la mejora de los resultados, así que estimamos esta fase en 6 semanas. 
Documentación del proyecto
Esta tarea se realizará durante el transcurso de todo el proyecto y consistirá en la elaboración del 
documento. Añadimos una semana extra para únicamente documentación al acabar todo el 
proyecto.
Figura 1: Planificación inicial
 2 Algoritmo original
El algoritmo de Scott Morris [3] considera todas las rutas introducidas como polilíneas1 en el plano 
y su intersección como un grafo planar. A este grafo inicial, generado a partir de todas las polilíneas, 
se le aplicarán reducciones hasta tener nuestro grafo final.
 2.1 Formación del grafo inicial
Para generar el grafo inicial intersecaremos todos los segmentos de todas las polilíneas en el plano.
El resultado es un grafo planar donde cada intersección entre segmentos es un vértice y cada arista 
entre dos ejes es una polilínea que los une.
Coste: O( n*log n + k*log n) siendo n el número de segmentos y k el número de intersecciones.
No se comenta de que algoritmo sale este coste, pero suponemos que usa el de Bentley-Ottman.
 2.2 Reducción del grafo
Existen 3 reducciones posibles que nos transforman el grafo inicial al grafo final. Gracias a ellas, el 
grafo final muestra mejor cuál es la forma aproximada de los caminos de la zona y sus 
intersecciones. Dos de estas reducciones actúan en función de una variable que llamaremos 
rThresh, y que deberemos fijar nosotros.
Coste: O( k*n*n ) siendo k el número de vértices y n el número de segmentos.
1 Una polilínea es una línea continua compuesta por uno o más segmentos. 
Figura 2: Esquema del algoritmo original
 2.2.1 Reducción paralela
Dados dos vértices, si hay dos aristas que los conectan suficientemente parecidas, éstas serán 
reemplazadas por una única arista. La arista resultante será la media aproximada de ambas 
polilíneas.
Diremos que dos polilíneas son suficientemente parecidas si la distancia de Hausdorff2 entre ellas es 
menor a rThresh.
Coste: O( n*n ) siendo n el número de segmentos.
2 La distancia de Hausdorff mide cuan lejos están uno de otro dos subconjuntos compactos de un espacio métrico.
Figura 3: Ejemplo de reducción paralela
 2.2.2 Reducción en serie
Dado un vértice con únicamente dos aristas conectadas, éste será eliminado y las dos polilíneas se 
unirán para formar una única polilínea.
Coste: O(1)
 2.2.3 Reducción de caras
Una cara cerrada será reducida si es considerada pequeña. La medida de la cara es determinada 
escogiendo los dos vértices más alejados entre ellos, dividiendo la frontera en dos polilíneas 
Figura 4: Ejemplo de reducción en serie
limitadas por estos vértices y calculando la distancia de Hausdorff entre ellas, tal y como hemos 
hecho en la reducción paralela. La cara es pequeña si esta distancia es inferior a rThresh.
Si hemos decidido que la cara debe ser reducida, generaremos la polilínea media de las dos usadas 
anteriormente y uniremos cada vértice de la frontera a ella mediante un segmento recto del vértice 
al punto mas cercano de la media. Después de esto, eliminaremos la frontera de la cara y la cara 
será eliminada.
Fijémonos que la reducción paralela es el caso particular de una cara de grado 2.
Coste: O( n*n ) siendo n el número de segmentos.
Figura 5: Ejemplo de reducción de caras
 2.2.4 Aproximación de la polilínea media
Llamamos polilíneas A y B a las polilíneas que queremos reducir. Asumimos que la polilínea A 
contiene más puntos que la B y llamamos m al número de puntos de A. Buscamos el punto más 
cercano de B por cada punto de A. Esto produce m parejas de puntos, donde los puntos de B 
aparecen más de una vez, mientras que los puntos de A aparecen una sola vez. Los puntos medios3 
de cada una de estas parejas son los que definirán la polilínea resultante.
Coste: O( n*n ) siendo n el número de segmentos de la frontera de la cara.
 2.3 Algoritmo
Primero, recorremos todo el grafo buscando y aplicando reducciones paralelas y en serie. Cuando 
no podamos reducirlo más mediante éstas, buscamos posibles reducciones de caras y las aplicamos 
hasta no encontrar más. Repetimos ambos pasos hasta que no existan más reducciones posibles. 
Cómo mínimo reduciremos una cara en cada iteración.
Coste total: O( f*k*n*n) siendo f el número de caras, k el número de vértices y n el número de 
segmentos.
3   El punto medio de dos puntos A y B es el único punto del espacio que dista igual de A que de B.
 3 Implementación
Para el código, quisimos hacer uso de la librería CGAL [4] para C++. Esta librería es una de las más 
completas y eficientes en el campo de la geometría computacional. 
 3.1 Adaptación a código del algoritmo original
Las adaptaciones son las siguientes:
 3.1.1 Estructura del grafo
Para poder hacer una reducción de las caras eficiente nos interesa poder iterar sobre ellas y por tanto 
nos interesa usar una estructura de DCEL4 o parecidos. En CGAL existen los arreglos5 que están 
estructurados cómo un DCEL. Estos arreglos no permiten que las polilínea sean representadas por 
aristas, pero si está permitido para polilíneas x-monótonas, que son las que usaremos. Esto añadirá 
vértices con dos aristas a nuestro grafo que no podrán ser tratados por las reducciones en serie del 
algoritmo original.
 3.1.2 Nuevo concepto de vértices
Para no apartarnos del algoritmo original, consideramos vértices a los vértices con grado mayor de 
dos. Los vértices de grado dos serán tratados como si las dos aristas que pasan por el fueran una 
sola, a excepción de casos especiales. Y los vértices de grado uno, y su prolongación de aristas hasta 
encontrar un vértice de grado mayor a dos, no serán tratados como frontera de la cara sino como 
una polilínea interna a la cara.
4 Un DCEL es una estructura de datos para representar un grafo plano en el plano. Esta estructura viene definida por 
las listas enlazadas de los vértices, aristas y caras del grafo.
5 Un arreglo es una partición del plano hecha por un conjunto de líneas.
 3.1.3 Precisión numérica
Una de las partes importantes de nuestro algoritmo es la inserción de segmentos y/o polilíneas en el 
DCEL. Esta inserción precisa de unos cálculos muy exactos para hacerla correctamente. Un 
segmento, que tuviese que cortar con otro y no lo hiciera, por culpa de un error de precisión, podría 
suponer errores catastróficos en el resultado.
Otro detalle importante es la cantidad de errores de cálculo que se podrían acumular en las 
reducciones a medida que fuéramos haciendo.
Por ambos motivos hemos escogido hacer uso de precisión exacta para representar los puntos y 
segmentos.
Usaremos la librería GMP, para la que CGAL esta adaptada.
 3.1.4 Eliminación de la reducción en serie
La reducción en serie intentaba dar simplicidad al grafo pero no afectaba en el coste asintótico 
global, ni al resultado final. Debido a eso y a la gran cantidad de vértices con dos aristas, generados 
por la nueva estructura, hemos decidido no incluirlo en nuestro código.
Figura 6: Punto de vista de los vértices de grado 
uno
 3.1.5 La reducción paralela y la reducción de caras
La reducción paralela es un caso particular de la reducción de caras para caras de grado dos. Debido 
a la estructuración del grafo como DCEL, éstas dejan de tener que tratarse por separado. A partir de 
ahora sólo hablaremos de la reducción de caras cuando hablemos de reducciones.
 3.2 El concepto de tamaño de la cara
El algoritmo original nos relata que para definir el tamaño de una cara debemos coger los dos 
vértices de ésta más alejados entre si y calcular la distancia de Hausdorff entre ambas polilíneas.
A continuación mostramos un ejemplo claro de lo poco real que es este cálculo:
En rojo y en verde se distinguen las dos polilíneas y en azul vemos marcada la distancia de 
Hausdorff entre ellas, nuestro tamaño de la cara.
Visto esto, decidimos cambiar el concepto de tamaño ligeramente para hacerlo más realista. Para 
eso, en vez de considerar sólo los dos vértices de grado mayor que dos más alejados, consideramos 
Figura 7: Esquema sobre la diferencia entre ambos  
tamaños
los dos puntos de la frontera más alejados. Estos puntos incluyen vértices de grado 2 o mayor y 
puntos interiores a la polilínea de una arista.
En la Figura 7, vemos marcados nuestros nuevos puntos más distantes con triángulos y la nueva 
distancia de Hausdorff entre polilíneas, es decir, el tamaño de nuestra cara, en naranja.
 3.3 Modificación de caras
La modificación de las caras es un problema que afecta en gran parte al coste asintótico global del 
algoritmo. Cuando reducimos una cara, eliminamos una, ampliamos otras y, en casos particulares, 
podemos crear otras. Estas modificaciones en el DCEL afectan a la iteración sobre las caras y nos 
vemos obligados a empezarla de nuevo cada vez que hacemos una reducción. Esto aumenta el coste 
asintótico total multiplicándolo por el número de caras f.
Partiendo del coste del algoritmo original que llamaremos CosteTotal, el coste nuevo pasa a ser:
O( f∗CosteTotal )  
Aplicando unas modificaciones inteligentes al algoritmo, podemos mantener su coste asintótico 
anterior. Podremos convertir el supuesto nuevo coste de O( f∗CosteTotal ) en
O(CosteTotal+ f ∗( f −1))=О (CosteTotal )
ya que O( f∗( f −1))⊆O (CosteTotal )
Siempre que llegamos a una cara, calculamos el tamaño de ésta y decidimos si reducirla o no. El 
coste de calcular el tamaño de la cara es el mismo que el de reducirla. Como no podemos reducir 
una cara más de una vez, nuestro problema de coste recae en las caras que por su tamaño no deben 
ser reducidas y, por consiguiente, en el calculo de éste. Concluimos que si guardamos este valor y 
no hace falta calcularlo en futuras iteraciones, el coste asintótico se ve reducido.
Para mantener el tamaño de una cara calculado, hemos extendido la información que almacenan las 
caras. Si el tamaño de una cara aparece calculado ya no lo recalculamos, si no aparece calculado lo 
calculamos y lo guardamos, si una cara es ampliada o reducida debido a una modificación local, 
marcamos la cara como no calculada. 
 3.3.1 El observador
Añadiremos un observador al arreglo para que, cuando una cara es dividida o dos caras se unan, 
llame a las funciones pertinentes. Estas funciones se encargaran de marcar el tamaño de estas caras 
como no calculado.
 3.4 Descripción de funciones y acciones
En este apartado detallaremos que hacen las funciones usadas y que coste representan.
Consideraremos el coste como el caso peor posible. El coste de leer o escribir en un archivo XML 
lo tomaremos como constante.
Las funciones están estructuradas de la siguiente manera:
Main
• readPolylines
◦ (Por cada archivo) readArchive_XML
• computeAlgorithm
◦ (Por cada cara) faceReduction
▪ Haussdorf_distance
▪ split_FacePolylines
▪ removeFace
• (si) eliminar_frontera
•  (sino) averagePolyline
• (sino) insertNewEdges
◦ (Por cada vértice) insertEdge
▪ closest_avpolyline_point
• writeGraph
 3.4.1 averagePolyline
Entrada: Dos polilíneas de dos o más puntos con los extremos en común.
Salida: La polilínea media resultante, calculada como hemos explicado en el apartado 2.2.4.
Coste: O( n/2 * n/2 ) = O( n*n ) siendo n el número de puntos del arreglo.
 3.4.2 closest_avpolyline_point
Entrada: Un punto y una polilínea.
Salida: El punto de la polilínea más cercano al punto dado.
Coste: O( n ) siendo n el numero de puntos del arreglo.
 3.4.3 Haussdorf_distance
Entrada: Una cara.
Salida: El tamaño de la cara de la entrada, calculado mediante el algoritmo que describimos a 
continuación.
Guardamos en una lista todos los puntos de la frontera por orden. Recorremos esta lista en busca de 
los dos puntos más alejados entre si. A continuación, calculamos la distancia de Hausdorff entre las 
dos polilíneas que dividen los dos puntos escogidos, y esta es el tamaño de la cara.
Coste: O( n + n*n + n*n ) = O( n*n ) siendo n el número de puntos del arreglo.
 3.4.4 insertEdge
Entrada: Un arreglo, una polilínea perteneciente al arreglo y un punto perteneciente al arreglo.
Salida: El arreglo de la entrada con un segmento añadido, que describimos a continuación.
Esta función añade al arreglo la recta que une el punto dado con el punto más cercano de la 
polilínea dada. Para encontrarlo, hace uso de la función closest_avpolyline_point.
Coste: O( closest_avpolyline_point + CGAL::insert )
 3.4.5 insertNewEdges
Entrada: Un arreglo, una cara perteneciente y la polilínea media de la cara.
Salida: El arreglo de la entrada con la cara de la entrada reducida.
Esta función hace una iteración sobre todas las aristas para guardarlas en una cola y los vértices en 
otra. Seguidamente, itera sobre las aristas de la frontera para eliminarlas, añade la polilínea media al 
arreglo y llama a la función insertEdge por cada vértice de la frontera.
Coste: O( e + e*CGAL::remove_edge + CGAL::insert + v*insertEdge ) y e = v ya que entre cada 
dos vértices de la frontera hay una arista.
 3.4.6 eliminar_frontera
Entrada: Un arreglo y una cara perteneciente.
Sortida: El arreglo de la entrada con la frontera de la cara de la entrada eliminada.
Iteramos sobre las aristas que forman la frontera de la cara y las eliminamos una a una. Para poder 
iterar sobre ellas mientras las eliminamos, necesitamos haberlas copiado antes en otra estructura, en 
este caso, una cola.
Coste: O( e + e*CGAL::remove_edge ) = O( e*CGAL::remove_edge )
 3.4.7 removeFace
Entrada: Un arreglo, una cara de éste, las dos polilíneas que definen la frontera de la cara y los 
vértices que limitan estas polilíneas.
Salida: El arreglo de la entrada con la cara de la entrada reducida.
Si ambas polilíneas no contienen puntos, llamamos a la función eliminar_frontera. En caso 
contrario, llamamos a la funciones averagePolyline y insertNewEdges.
Coste: Como dentro de la función insertNewEdges también eliminamos la frontera, el coste es 
O( averagePolyline + insertNewEdges ).
 3.4.8 split_FacePolylines
Entrada: Una cara.
Salida: Dos polilíneas que limitan la cara entrada y sus puntos extremos.
Para calcular las dos polilíneas a devolver, buscamos los dos vértices, con grado mayor a dos, más 
distantes entres si y los marcamos como los puntos extremos. Generamos las polilíneas de salida 
recorriendo las aristas de la frontera que van de un punto a otro. Cuando tenemos las dos polilíneas, 
comprobamos que ambas tienen el mismo punto de inicio y, en caso negativo, giramos una de las 
dos.
También tenemos en cuenta los casos en los que una cara no tiene más de un vértice de grado mayor 
a dos (bucles). En estos casos, hacemos lo mismo pero usando todos los vértices para el cálculo de 
los más distantes.
Figura 8: Ejemplo de cara con sólo un vértice de grado 
mayor a dos
Coste: O( n*n + 2*n + n) = O( n*n )
 3.4.9 faceReduction
Entrada: Una cara.
Salida: Devuelve verdadero si la cara ha sido reducida y falso en caso contrario.
Primero comprueba si el tamaño de la cara ha sido calculado anteriormente. En caso afirmativo, no 
hace nada más.  En caso negativo, llama a la función Haussdorf_distance para calcular el tamaño y 
lo guarda. Seguidamente, si el tamaño es menor a rThresh llamamos a las funciones 
split_FacePolylines y removeFace.
Coste: En caso afirmativo O( 1 ), en caso negativo y de no reducción O( Haussdorf_distance ) y en  
caso negativo y de reducción O( Haussdorf_distance + split_FacePolylines + removeFace ).
 3.4.10 computeAlgorithm
Entrada: Un arreglo.
Salida: El arreglo de la entrada con las reducciones aplicadas.
Esta función se encarga de iterar sobre todas las caras cerradas y llamar a la función faceReduction. 
Si faceReduction devuelve verdadero, ponemos iterador a la primera cara.
Coste: O( f*f*faceReduction ) siendo f el número de caras del arreglo.
 3.4.11 readPolylines
Entrada: Un arreglo.
Salida: El arreglo de la entrada con todas las polilíneas de los archivos de la carpeta “./entradas/*” 
añadidas.
Itera sobre todos los archivos de la carpeta “./entrades/*” llamando a la función readArchive_XML.
Coste: O( na*readArchive_XML ) siendo na el número total de archivos a leer.
 3.4.12 readArchive_XML
Entrada: Un arreglo y el nombre del archivo de entrada.
Salida: El arreglo de la entrada con la polilínea representante del archivo añadida.
Coste: O( CGAL::insert )
 3.4.13 writeGraph
Entrada: Un arreglo.
Salida: -
Crea el archivo “./salidas/MapaRutes.kml” donde escribe el arreglo.
Coste: O( n ) siendo n el número de puntos del arreglo.
 3.5 Coste total
El programa principal se basa en tres funciones ya explicadas: readPolylines, computeAlgorithm y 
writeGraph.
Por lo tanto, el coste total asimptótico será el mayor de los tres.
O( readPolylines + computeAlgorithm + writeGraph )
equivalente a
computeAlgorithm
O( f*(f-1)*O(1) + f*O( Haussdorf_distance + split_FacePolylines + removeFace )
O( f*( O( n*n ) + O( n*n ) + averagePolyline + insertNewEdges ) )
O( f*( O(n*n) + O( e + e*CGAL::remove_edge + CGAL::insert + v*insertEdge ) ) )
O( f*( n*n+ n*CGAL::remove_edge + CGAL::insert + n*(closest_avpolyline_point +  
CGAL::insert ) ) )
O( f*( n*n + n*CGAL::remove_edge + CGAL::insert+ n*CGAL::insert ) ) 
El primer insert intenta añadir una polilínea al arreglo y el segundo intenta añadir un segmento.
CGAL::insert de un segmento tiene coste O( n )
CGAL::remove_edge tiene coste O( n )
Por lo tanto el coste final de nuestro algoritmo será
O(f*n*n)
 4 Extensiones
Observando los experimentos realizados hemos pensado en posibles mejoras del algoritmo.
 4.1 Precisión no exacta
Uno de los grandes problemas de rendimiento del programa es el uso de precisión exacta.
Hemos intentado usar el mismo programa con una precisión de coma flotante doble (double) y 
cuádruple (long double) con el mismo resultado. Las caras no quedan cerradas porque hay 
segmentos que se quedan muy cercanos sin cortarse.
Con esto podemos decir que la precisión dada por una precisión de coma flotante cuádruple no es 
suficiente para la integridad del programa así que lo descartamos.
 4.2 Media mejorada
Haciendo pruebas nos dimos cuenta que el cálculo de la polilínea media dado por el algoritmo 
original era muy simple y conducía a muchas irregularidades en los resultados, en parte causadas 
por las irregularidades en las rutas dadas desde el mismo archivo de entrada.
Decidimos hacer uso de una aproximación de la distancia de Fréchet para cálculo de la polilínea y, 
así, rebajar estas irregularidades. Para hacer esta nueva media debemos reparametrizar las dos 
polilíneas α(t) i β(t) con t∈[0,1] . Nuestra media sera definida por los puntos
(α(i /n)+β (i /n))/2 , i∈1...n . Decidimos usar tantos puntos en la media como puntos 
componían la frontera. De esta manera, no teníamos un exceso de puntos que pudiera cargar la 
memoria y teníamos el mínimo de puntos para notar las curvas que pudiera tener el camino.
Veamos un ejemplo de la nueva polilínea media.
En la siguientes imágenes veremos las mejoras.
Figura 10: Imagen con las media actual (amarillo) y la media propuesta (rojo)
Figura 9: Ejemplo de la media propuesta
Aún viendo esta mejora debemos mencionar los contras. En el caso que veremos a continuación, se 
puede apreciar que en caso de caras muy largas y curvadas, la media anterior, al definirse a partir de 
los puntos de las polilíneas, es mejor.
Figura 11: Imagen con las media actual (amarillo) y la media  
propuesta (rojo)
Figura 12: Imagen con las media actual (amarillo) y la media propuesta (rojo)
 5 Experimentos y pruebas
Hemos dividido los experimentos en tres partes: elección de la constante rThresh, localización de 
artefactos dudosos y bondad de las soluciones dadas.
 5.1 Elección de la constante rThresh
La constante rThresh es una de las partes más interesantes del algoritmo de Scott Morris [3]. De ella 
depende en gran parte la bondad de nuestros resultados. Por ese motivo, vimos interesante dedicarle 
un apartado entre los experimentos y las pruebas.
Para este experimento, hemos cogido tres rutas del parque nacional de Aigüestortes, tres rutas de la 
montaña Comapedrosa y tres rutas más de las montañas de Montserrat. Uniéndolas nos han 
aparecido 5542 caras iniciales distintas con unos tamaños, definidos por las distancia de Hausdorff 
como hemos explicado antes, que se distribuyen de la siguiente forma:
785 caras con [tamaño < 1e-11]
1157 caras con [1e-11 < tamaño < 1e-10]
1784 caras con [1e-10 < tamaño < 1e-9]
1319 caras con [1e-9 < tamaño < 1e-8]
415 caras con [1e-8 < tamaño <1e-7]
55 caras con [1e-7 < tamaño <1e-6]
28 caras con [1e-6 < tamaño]
Viendo esto, decidimos valorar los resultados en los rThresh 1e-9, 1e-8, 1e-7 y 1e-6. Añadiendo uno 
más, el límite superior para los valores atípicos dado por el diagrama de caja de los datos, con valor 
4.9e-9.
Nuestra idea es ir incrementando el valor rThresh de menor a mayor y cuando un resultado mejore 
respecto a todos los anteriores y empeore con el siguiente, nos quedaremos con él.
Figura 13: Cantidad de caras según el tamaño
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Figura 15: Imagen donde apreciamos un único camino no reducido ni  
por el rThresh 1e-9 (rojo) ni por el rThresh 4.9e-9 (blanco)
Figura 14: Imagen donde vemos claramente un camino y caras no reducidas ni con 
rThresh 1e-9 (rojo) ni con 4.9e-9 (amarillo)
Vemos que aún existen muchas caras que deberían reducirse tanto con uno como con otro.
Diferencia entre 4.9e-9 y 1e-8
Como en el caso anterior, los resultados mejoran claramente. Aún así vemos que aún existen 
muchas caras que deberían reducirse.
Figura 16: Imagen donde vemos una mejora en la reducción de caras. El rThresh 4.9e-9 
aparece en amarillo y el 1e-8 aparece en rojo.
Figura 17: Imagen donde vemos claramente como el rThresh 1e-8 (rojo) mejora el rThresh 1e-9  
(amarillo) 
Diferencia entre 1e-8 y 1e-7
Como en los caso anteriores, los resultados mejoran claramente.
Figura 18: Imagen donde observamos que ambos 
rThresh aun pueden mejorarse más.
Figura 19: Imagen donde observamos 
claramente la mejora del rThresh 1e-7  
(rojo) sobre 1e-8 (amarillo).
Diferencia entre 1e-7 y 1e-6
Gracias a las imágenes añadidas por Google Earth, vemos que hay caminos distintos que el rThresh 
1e-6 los toma como uno solo, a diferencia del rThresh 1e-7. Por lo tanto, el rThresh 1e-6 empeora el 
1e-7. 
Figura 20: Imagen donde vemos distintos casos de mejora del rThresh 1e-7  
(rojo) sobre el 1e-8 (naranja)
Conclusión final
A partir de las pruebas mostradas más arriba, concluimos que el mejor rThresh para nuestro 
proyecto es 1e-7, ya que no se excede uniendo caminos distintos como 1e-6 y tampoco se queda 
Figura 21: Imagen donde se aprecian dos caminos 
distintos pero el rThresh 1e-6 (amarillo) los reduce, a  
diferencia del rThresh 1e-7 (rojo)
Figura 22: Imagen donde apreciamos dos caminos los suficientemente separados para no ser el  
mismo. rThresh 1e-6 (amarillo) los reduce a diferencia de 1e-7 (rojo)
corto juntando los que forman parte del mismo sendero  como 1e-8.
Las pruebas que mostraremos a continuación serán hechas con la constante rThresh 1e-7.
 5.2 Localización y reconocimiento de artefactos dudosos
A continuación mostraremos los artefactos dudosos que hemos ido encontrando con las pruebas y 
intentaremos razonarlos.
 5.2.1 Bucles dentro de otros
Puede darse el caso, como vemos en la imagen, que un bucle aparezca dentro de otro. Pueden pasar 
dos cosas, que se reduzca primero la cara interior y eso provoque que la cara exterior no se reduzca, 
o que se reduzca primero la cara exterior y, en cuyo caso, nos dará un camino erróneo. En la imagen 
Figura 23: Un bucle dentro de otro
de arriba, podemos apreciar en naranja el primer caso y en rojo el segundo caso.
 5.2.2 Reducción de bucles
En nuestras rutas pueden aparecer bucles con más de un vértice de grado mayor a dos, muy 
cercanos entre ellos. A efectos teóricos deberían ser tratados como bucles, pero a la práctica, debido 
a su difícil distinción de las caras corrientes, no se tratan como tales. Es por ese motivo que al 
reducirlos nos encontramos con casos como el que mostramos en la Figura 24.
 5.2.3 Caminos falsos
Una ruta viene definida por puntos  marcados en el tiempo. Debido a que no es una función 
continua, pueden aparecer casos, como éste, en que haya una curva pero hayamos marcado los 
puntos antes y después. Uniéndolo con otras rutas, donde si se define la curva, pueden aparecer 
caminos distintos. Llamaremos caminos falsos a estos caminos creados por la no continuidad de las 
rutas GPS.  
Figura 24: Ejemplo de una reducción de bucle con más 
de un vértice de grado mayor a dos
 5.3 Bondad de las soluciones
Hemos considerado dos alternativas para evaluar la bondad.
La primera es comparar nuestra solución con un mapa del propio parque natural, con sus rutas bien 
indicadas. Esto no permite comparar nada con precisión, así que lo descartamos como método para 
comprobar la bondad de la solución.
La segunda opción es compararlo con las rutas que nos da algún organismo confiable. Las rutas 
tienen mucha más precisión pero no dejan de ser el mismo tipo de rutas que usamos para la entrada, 
ficheros GPX. Consideramos que no podemos evaluar la bondad de una solución mirando una ruta 
con la misma precisión y formato que las usadas para la entrada.
Como conclusión de esto, hemos decidido que no hay una forma viable para comprobar la bondad 
de las soluciones.
Figura 25: Ejemplo de camino falso
 6 Planificación final
Una vez acabado el proyecto creo interesante mostrar que cambios ha experimentado la 
planificación del proyecto.
Debido a problemas de compilación con la librería CGAL tuvimos que alargar la fase de 
preparación del entorno de trabajo a una semana.
También hubo más trabajo del esperado en la fase de experimentación y mejora que provocó que se 
alargara una semana más.
Así que el diagrama de Gantt queda de la siguiente manera:
Figura 26: Planificación inicial Figura 27: Planificación final
 7 Coste económico
Por último haremos una pequeña planificación de los costes asociados a la realización del proyecto.
Al ser el desarrollo de un algoritmo que no precisa de un hardware particular ni de un software de 
pago, el coste recae únicamente en el pago del programador.
El sueldo del programador es de 6.5€/h a 6 horas diarias son 39€. Contando que trabajamos 5 de los 
7 días de la semana, nos quedan 195€/semana. El proyecto duró 15 semanas, así que dejamos el 
pago total del programador en 2925€.
El coste total del proyecto es aproximadamente de 2925€.
 8 Conclusiones
Con el proyecto terminado, nos damos cuenta de las diferencias que hay entre un algoritmo 
planteado teóricamente y un algoritmo plasmado en código.
Además, gracias a los experimentos podemos dar nuestra propia valoración de la variable rThresh.  
Esta variable, puede ser mejorada pero podemos decir dos cosas de ella. El valor que hemos 
encontrado para nuestra variable rThresh es viable para toda trayectoria GPS, ya que es una 
constante que no depende para nada de las trayectorias de la entrada. Y, además, por mucho que la 
intentemos mejorar habrá casos en los que dos caminos, que no deberían unirse, se unan y todo lo 
contrario. Esto es debido a que el error de precisión que nos podemos encontrar puede ser mayor 
que la distancia que pueda haber entre dos caminos muy cercanos.
 8.1 Trabajo futuro
En un trabajo futuro podríamos mejorar la bondad del algoritmo detectando mediante código los 
artefactos dudosos que afectan a nuestro resultado, comentados arriba, y tratarlos como casos 
particulares.
Por otra parte, y debido al gran problema que provoca en la eficiencia, nos planteamos que hecho 
nos obligada a usar precisión exacta. La respuesta es que hay segmentos que no llegan a 
intersecarse debido a errores de precisión muy pequeños. Como solución, planteamos considerar 
puntos cercanos como si fueran el mismo punto. Es decir, si la diferencia entre dos puntos (o dos 
objetos, si hablamos en términos más generales) es menor a un cierto valor, vamos a usar la 
posición de uno como la posición de ambos.
Figura 28: Esquema sobre el reconocimiento de puntos cercanos como uno solo
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 10 Anexo A: Código
#include <CGAL/Cartesian.h>
#include <CGAL/Gmpq.h>
#include <CGAL/Arr_segment_traits_2.h>
#include <CGAL/Arr_polyline_traits_2.h>
#include <CGAL/Arrangement_2.h>
#include <CGAL/Arr_extended_dcel.h>
#include <CGAL/Arr_observer.h>
#include <vector>
#include <list>
#include <dirent.h>
#include <fstream>
#include <sstream>
#include <string>
#include <cstring>
#include <queue>
#include "rapidxml.hpp"
#include "rapidxml_print.hpp"
#include "rapidxml_utils.hpp"
#define rThresh 1e-07
typedef CGAL::Gmpq Number_type;
typedef CGAL::Cartesian<Number_type> Kernel;
typedef CGAL::Arr_segment_traits_2<Kernel> Segment_traits_2;
typedef CGAL::Arr_polyline_traits_2<Segment_traits_2> Traits_2;
typedef Traits_2::Point_2 Point_2;
typedef Traits_2::Curve_2 Polyline_2;
typedef Traits_2::X_monotone_curve_2 X_monotone_polyline_2;
typedef CGAL::Arr_face_extended_dcel<Traits_2, Number_type> Dcel;
typedef CGAL::Arrangement_2<Traits_2, Dcel> Arrangement_2;
typedef Arrangement_2::Ccb_halfedge_circulator Ccb_halfedge_circulator;
typedef Arrangement_2::Halfedge_handle Halfedge_handle;
typedef Arrangement_2::Vertex_handle Vertex_handle;
typedef rapidxml::xml_document<> xml_document;
typedef rapidxml::xml_node<> xml_node;
typedef rapidxml::xml_attribute<> xml_attribute;
// An arrangement observer, used to receive notifications of face splits and merges and
// to update the Haussdorf_distance of the newly created faces.
class Face_index_observer : public CGAL::Arr_observer<Arrangement_2>{
public:
Face_index_observer (Arrangement_2& arr) :
CGAL::Arr_observer<Arrangement_2> (arr){
CGAL_precondition (arr.is_empty());
arr.unbounded_face()->set_data (-1);
}
virtual void after_split_face (Face_handle f1, Face_handle f2, bool ){
// Assign -1 to the Haussdorf distance.
f1->set_data (-1);
f2->set_data (-1);
}
virtual void after_merge_face (Face_handle f){
// Assign -1 to the Haussdorf distance.
f->set_data (-1);
}
};
void readArchive_TXT(Arrangement_2& arr, std::string archive_name, std::string path){
std::cout<<"READING ["<<archive_name<<"]"<<std::endl;
std::string path_name_archive = path+archive_name;
std::fstream fs;
fs.open (path_name_archive.c_str(), std::fstream::in);
std::cout<<"OPENNED"<<std::endl;
double lat, lon;
std::list<Point_2> aux_points;
int i=1;
while(fs>>lat>>lon){
aux_points.push_back (Point_2 (lat, lon));
}
fs.close();
std::cout<<"creating polyline..."<<std::endl;
Polyline_2 pl (aux_points.begin(), aux_points.end());
std::cout<<"inserting polyline..."<<std::endl;
insert (arr, pl);
std::cout<<"number of edges: "<<arr.number_of_edges ()<<std::endl;
}
void readArchive_XML(Arrangement_2& arr, std::string archive_name, std::string path){
std::cout<<"READING ["<<archive_name<<"]"<<std::endl;
std::string path_name_archive = path+archive_name;
rapidxml::file<> xmlFile(path_name_archive.c_str());
xml_document doc; // character type defaults to char
doc.parse<0>(xmlFile.data()); // 0 means default parse flags
xml_node *node = doc.first_node()->first_node("trk")->first_node("trkseg");
std::cout<<"OPENNED"<<std::endl;
double lat, lon;
std::list<Point_2> aux_points;
int i=1;
for(xml_node *child = node->first_node(); child; child=child->next_sibling()){
xml_attribute *attr = child->first_attribute("lat");
std::string wlat = attr->value();
lat = atof(wlat.c_str());
attr = child->first_attribute("lon");
std::string wlon = attr->value();
lon = atof(wlon.c_str());
aux_points.push_back (Point_2 (lat, lon));
}
std::cout<<"creating the polyline..."<<std::endl;
Polyline_2 pl (aux_points.begin(), aux_points.end());
std::cout<<"inserting the polyline..."<<std::endl;
insert (arr, pl);
std::cout<<"number of edges: "<<arr.number_of_edges ()<<std::endl;
}
void readPolylines(Arrangement_2& arr){
std::cout<<"STARTING READING ENTRIES..."<<std::endl;
DIR *pDIR;
struct dirent *entry;
std::string path = "./entrades/";
if( pDIR=opendir(path.c_str()) ){
while(entry = readdir(pDIR)){
if( strcmp(entry->d_name, ".") != 0 && strcmp(entry->d_name, "..") != 0 )
readArchive_XML(arr, entry->d_name, path);
}
closedir(pDIR);
}
std::cout<<"ALL ENTRIES READ"<<std::endl;
}
std::string writePolyline(X_monotone_polyline_2& p){
std::stringstream ss;
//precision of the points in the KML
ss.precision(11);
ss.setf( std::ios::fixed );
for(X_monotone_polyline_2::const_iterator it=p.begin();it!=p.end();++it){
ss<<to_double(it->y())<<","<<to_double(it->x())<<" ";
}
return ss.str();
}
void writeGraph(Arrangement_2& arr){
std::cerr<<"STARTING WRITING GRAPH..."<<std::endl;
// Write xml file =================================
xml_document doc;
xml_node* decl = doc.allocate_node(rapidxml::node_declaration);
decl->append_attribute(doc.allocate_attribute("version", "1.0"));
decl->append_attribute(doc.allocate_attribute("encoding", "utf-8"));
doc.append_node(decl);
xml_node* root = doc.allocate_node(rapidxml::node_element, "kml");
root->append_attribute(doc.allocate_attribute("creator", "oripr"));
doc.append_node(root);
xml_node* child_Document = doc.allocate_node(rapidxml::node_element, 
"Document");
root->append_node(child_Document);
xml_node* child_name = doc.allocate_node(rapidxml::node_element, "name", 
"Mapa de rutes 1");
child_Document->append_node(child_name);
xml_node* child_open = doc.allocate_node(rapidxml::node_element, "open", 
"false");
child_Document->append_node(child_open);
xml_node* child_style = doc.allocate_node(rapidxml::node_element, "Style");
child_style->append_attribute(doc.allocate_attribute("id", "lineStyle"));
xml_node* child_lineStyle = doc.allocate_node(rapidxml::node_element, 
"lineStyle");
xml_node* child_lineColor = doc.allocate_node(rapidxml::node_element, "color", 
"F03399FF");
child_lineStyle->append_node(child_lineColor);
xml_node* child_lineWidth = doc.allocate_node(rapidxml::node_element, "width", 
"4");
child_lineStyle->append_node(child_lineWidth);
child_style->append_node(child_lineStyle);
child_Document->append_node(child_style);
xml_node* child_placemark = doc.allocate_node(rapidxml::node_element, 
"Placemark");
child_Document->append_node(child_placemark);
xml_node* child_placemarkName = doc.allocate_node(rapidxml::node_element, 
"name", "Path");
child_placemark->append_node(child_placemarkName);
xml_node* child_styleUrl = doc.allocate_node(rapidxml::node_element, "styleUrl", 
"#lineStyle");
child_placemark->append_node(child_styleUrl);
xml_node* child_multigeometry = doc.allocate_node(rapidxml::node_element, 
"MultiGeometry");
child_placemark->append_node(child_multigeometry);
std::cerr<<"number of edges: "<<arr.number_of_edges ()<<std::endl;
for(Arrangement_2::Edge_iterator ei= arr.edges_begin(); ei!=arr.edges_end(); ++ei){
xml_node* child_lineString = doc.allocate_node(rapidxml::node_element, 
"LineString");
child_multigeometry->append_node(child_lineString);
std::string strCoordinates = writePolyline(ei->curve());
char *node_coordinates = doc.allocate_string(strCoordinates.c_str());
xml_node* child_coordinates = doc.allocate_node(rapidxml::node_element, 
"coordinates", node_coordinates);
child_lineString->append_node(child_coordinates);
}
// Convert doc to string if needed
std::string xml_as_string;
rapidxml::print(std::back_inserter(xml_as_string), doc);
std::cerr<<xml_as_string<<std::endl;
// Save to file
std::string str = "./sortides/MapaRutas.kml";
std::ofstream file_stored(str.c_str());
file_stored << doc;
file_stored.close();
doc.clear();
std::cerr<<str<<" KML CREATED"<<std::endl;
std::cerr<<"----------------------------------------"<<std::endl;
}
void split_FacePolylines(const Arrangement_2::Face_iterator& fi, Polyline_2& p1, Polyline_2& 
p2, Vertex_handle& Vbegin, Vertex_handle& Vend){
Ccb_halfedge_circulator circ = fi->outer_ccb();
Ccb_halfedge_circulator curr1 = circ;
Ccb_halfedge_circulator curr2 = circ;
Ccb_halfedge_circulator circ_v1;
Ccb_halfedge_circulator circ_v2;
std::cout.precision(20);
std::cout.setf( std::ios::fixed );
Number_type dist = 0;
bool found = false;
do{
if(curr1->face()!=curr1->twin()->face() and curr1->source()->degree()>2){
do{
if(curr2->face()!=curr2->twin()->face() and curr2->source()-
>degree()>2){
Number_type dist0 = squared_distance(curr1->source()-
>point(),curr2->source()->point());
if(dist0>dist){
dist = dist0;
circ_v1 = curr1;
circ_v2 = curr2;
found = true;
}
}
}while(++curr2!=circ);
}
}while(++curr1!=circ);
if(!found){
do{
if(curr1->face()!=curr1->twin()->face()){
do{
if(curr2->face()!=curr2->twin()->face()){
Number_type dist0 = squared_distance(curr1-
>source()->point(),curr2->source()->point());
if(dist0>dist){
dist = dist0;
circ_v1 = curr1;
circ_v2 = curr2;
}
}
}while(++curr2!=circ);
}
}while(++curr1!=circ);
}
Vbegin = circ_v1->source();
Vend = circ_v2->source();
//Creating the first Polyline p1
std::list<Point_2> aux_points;
for(Ccb_halfedge_circulator curr = circ_v1; curr!=circ_v2; ++curr){
if(curr->face()!=curr->twin()->face()){
Polyline_2 aux_polyline = curr->curve();
if(*aux_polyline.begin()==curr->source()->point()){
for(Polyline_2::const_iterator it=aux_polyline.begin();it!=--
aux_polyline.end();++it){
aux_points.push_back(*it);
}
}
else{
for(Polyline_2::const_iterator it=--aux_polyline.end();it!
=aux_polyline.begin();--it){
aux_points.push_back(*it);
}
}
}
}
aux_points.push_back(circ_v2->source()->point());
p1 = Polyline_2(aux_points.begin(),aux_points.end());
//Creating the second Polyline p2
aux_points = std::list<Point_2> ();
for(Ccb_halfedge_circulator curr = circ_v2; curr!=circ_v1; ++curr){
if(curr->face()!=curr->twin()->face()){
Polyline_2 aux_polyline = curr->curve();
if(*aux_polyline.begin()==curr->source()->point()){
for(Polyline_2::const_iterator it=aux_polyline.begin();it!=--
aux_polyline.end();++it){
aux_points.push_back(*it);
}
}
else{
for(Polyline_2::const_iterator it=--aux_polyline.end();it!
=aux_polyline.begin();--it){
aux_points.push_back(*it);
}
}
}
}
aux_points.push_back(circ_v1->source()->point());
//Polyline inversion
std::list<Point_2> inv_list;
for(std::list<Point_2>::iterator it = --aux_points.end(); it != aux_points.begin(); --it)
inv_list.push_back(*it);
inv_list.push_back(*aux_points.begin());
p2 = Polyline_2(inv_list.begin(),inv_list.end());
}Number_type squared_dist_PointSegment(const Point_2& c, const Point_2& a, const Point_2& b){
Number_type d;
Number_type u = (c.x()-a.x())*(b.x()-a.x()) + (c.y()-a.y())*(b.y()-a.y());
Number_type aux = (b.x()-a.x())*(b.x()-a.x()) + (b.y()-a.y())*(b.y()-a.y());
u = u/aux;
if(u<1 && u>0){
d = (b.x()-a.x())*(c.y()-a.y())-(b.y()-a.y())*(c.x()-a.x());
d = d*d;
d = d/aux;
}
else if(u>=1)
d = (c.x()-b.x())*(c.x()-b.x()) + (c.y()-b.y())*(c.y()-b.y());
else
d = (c.x()-a.x())*(c.x()-a.x()) + (c.y()-a.y())*(c.y()-a.y());
//DEBUG
if(d<0) std::cerr<<"DIST POINT-SEGMENT IS NEGATIVE"<<std::endl;
return d;
}
Polyline_2::const_iterator next(Polyline_2::const_iterator it){
return ++it;
}
Polyline_2 averagePolyline (const Polyline_2& A, const Polyline_2& B){
if(A.size() < B.size()) return averagePolyline(B, A);
else {
if(*A.begin() != *B.begin() or *(--A.end()) != *(--B.end())) 
std::cerr<<"INCORRECT POLYLINES (AVERAGE POLYLINE)"<<std::endl;
std::list<Point_2> av_polyline;
av_polyline.push_back(*A.begin());
Polyline_2::const_iterator next_pointA = ++A.begin(); //proximo vertice de A
Polyline_2::const_iterator next_pointB = ++B.begin(); //proximo vertice de B
const Number_type av_size = A.size() + B.size() - 1 ; //numero de puntos de 
av_polyline
Number_type dist_A = 0; //largada de A
Number_type dist_B = 0; //largada de B
for(Polyline_2::const_iterator itA = A.begin(); itA!=--A.end(); ++itA){
dist_A += sqrt(to_double(squared_distance(*itA, *next(itA))));
}
for(Polyline_2::const_iterator itB = B.begin(); itB!=--B.end(); ++itB){
dist_B += sqrt(to_double(squared_distance(*itB, *next(itB))));
}
const Number_type stepA = dist_A/av_size;
const Number_type stepB = dist_B/av_size;
Number_type d_auxA;
Number_type d_auxB;
Point_2 curr_pointA = *A.begin();
Point_2 curr_pointB = *B.begin();
for(int id_point = 1; id_point<av_size; ++id_point){
d_auxA = stepA;
d_auxB = stepB;
Number_type aux;
while((aux = 
sqrt(to_double(squared_distance(curr_pointA,*next_pointA))))<d_auxA){
d_auxA-=aux;
curr_pointA = *next_pointA;
++next_pointA;
}
curr_pointA = curr_pointA + d_auxA*(*next_pointA-curr_pointA)/aux;
while((aux = 
sqrt(to_double(squared_distance(curr_pointB,*next_pointB))))<d_auxB){
d_auxB-=aux;
curr_pointB = *next_pointB;
++next_pointB;
}
curr_pointB = curr_pointB + d_auxB*(*next_pointB-curr_pointB)/aux;
av_polyline.push_back(curr_pointA + (curr_pointB - curr_pointA) / 2.0);
}
av_polyline.push_back(*(--A.end()));
return Polyline_2(av_polyline.begin(),av_polyline.end());
}
}
Vertex_handle split_edge (Arrangement_2& arr, const Halfedge_handle& e, const Point_2& p){
if(e->source()->point()==p) return e->source();
if(e->target()->point()==p) return e->target();
X_monotone_polyline_2 c = e->curve();
std::list<Point_2> p1,p2;
X_monotone_polyline_2::const_iterator it = c.begin();
while(it!=c.end() and *it!=p){
p1.push_back(*it);
++it;
}
p1.push_back(*it);
if(it!=c.end()){
while(it!=c.end()){
p2.push_back(*it);
++it;
}
Halfedge_handle e_aux = arr.split_edge ( e, 
X_monotone_polyline_2(p1.begin(),p1.end()) , X_monotone_polyline_2(p2.begin(),p2.end()));
return e_aux->target();
}
else{
std::cerr<<"(SPLIT_EDGE) point not found"<<std::endl;
return e->source();
}
}
void closest_avpolyline_point(const Point_2& v, const Polyline_2& av_polyline, Point_2& p_min)
{
p_min = *(av_polyline.begin());
Number_type dist_min = squared_distance (p_min, v);
for(Polyline_2::const_iterator it = av_polyline.begin(); it!=av_polyline.end(); ++it){
Number_type dist_aux = squared_distance (*it, v);
if(dist_aux < dist_min){
dist_min = dist_aux;
p_min = *it;
}
}
}
void insertEdge(Arrangement_2& arr, const Point_2& v, const Polyline_2& av_polyline){
Point_2 split_point;
closest_avpolyline_point(v, av_polyline,split_point);
if(split_point!=v){
std::list<Point_2> aux_points;
aux_points.push_back(v);
aux_points.push_back(split_point);
X_monotone_polyline_2 union_edge(aux_points.begin(), aux_points.end());
insert(arr,union_edge);
}
}
void eliminar_frontera(Arrangement_2& arr, const Arrangement_2::Face_iterator& fi){
Ccb_halfedge_circulator circ = fi->outer_ccb();
Ccb_halfedge_circulator curr = circ;
std::queue<Halfedge_handle> frontera;
do{
if(curr->face()!=curr->twin()->face()){
frontera.push(curr);
}
}while(++curr!=circ);
while(!frontera.empty()){
Halfedge_handle edge_rem = frontera.front();
bool source = true, target = true;
arr.remove_edge (edge_rem, true , true);
frontera.pop();
}
}
void insertNewEdges(Arrangement_2& arr, const Arrangement_2::Face_iterator& fi, const 
Polyline_2& av_polyline, const Vertex_handle& Vbegin, const Vertex_handle& Vend){
Ccb_halfedge_circulator circ = fi->outer_ccb();
Ccb_halfedge_circulator curr = circ;
std::queue<Halfedge_handle> frontera;
std::queue<Point_2> vertex_frontera;
int cont = 0;
do{
if(curr->face()!=curr->twin()->face()){
Vertex_handle v = curr->source();
if(v!=Vbegin and v!=Vend and v->degree()>2){
vertex_frontera.push(v->point());
}
frontera.push(curr);
cont++;
}
}while(++curr!=circ);
//removing old edges
int cont1 = 0;
while(!frontera.empty()){
Halfedge_handle edge_rem = frontera.front();
bool source = true, target = true;
if(edge_rem->source()==Vbegin or edge_rem->source()==Vend) source = false; // no 
hauria d passar
if(edge_rem->target()==Vbegin or edge_rem->target()==Vend) target = false; // no 
hauria d passar
arr.remove_edge (edge_rem, source , target);
frontera.pop();
cont1++;
}
//inserting av_polyline.
insert(arr,av_polyline);
//inserting new edges
while(!vertex_frontera.empty()){
Point_2 v = vertex_frontera.front();
insertEdge(arr, v, av_polyline);
vertex_frontera.pop();
}
}
void removeFace(Arrangement_2& arr, const Arrangement_2::Face_iterator& fi, const Polyline_2& 
p1, const Polyline_2& p2, const Vertex_handle& Vbegin, const Vertex_handle& Vend){
if(p1.size()==0 and p2.size()==0){
eliminar_frontera(arr, fi);
}
else insertNewEdges(arr, fi, averagePolyline(p1,p2), Vbegin, Vend);
}
std::list<Point_2>::const_iterator next(std::list<Point_2>::const_iterator it){
return ++it;
}
Number_type Haussdorf_distance(const Arrangement_2::Face_iterator& fi){
Ccb_halfedge_circulator circ = fi->outer_ccb();
Ccb_halfedge_circulator curr = circ;
std::list<Point_2> poly_ccb;
do{
if(curr->face()!=curr->twin()->face()){
Polyline_2 aux_polyline = curr->curve();
if(*aux_polyline.begin()==curr->source()->point()){
for(Polyline_2::const_iterator it=aux_polyline.begin();it!=--
aux_polyline.end();++it){
poly_ccb.push_back(*it);
}
}
else{
for(Polyline_2::const_iterator it=--aux_polyline.end();it!
=aux_polyline.begin();--it){
poly_ccb.push_back(*it);
}
}
}
}while(++curr!=circ);
Number_type dist_max = 0;
std::list<Point_2>::const_iterator point1,point2;
point1 = point2 = poly_ccb.begin();
for(std::list<Point_2>::const_iterator it1=poly_ccb.begin(); it1!=poly_ccb.end();++it1){
for(std::list<Point_2>::const_iterator it2=next(it1);it2!=poly_ccb.end();++it2){
Number_type dist = squared_distance(*it1,*it2);
if(dist>dist_max){
dist_max = dist;
point1 = it1;
point2 = it2;
}
}
}
//calculating hausdorff distance
Number_type d12 = 0;
Number_type d21 = 0;
std::list<Point_2>::const_iterator it1 = point1;
while(it1!=point2){
std::list<Point_2>::const_iterator it2=point2;
std::list<Point_2>::const_iterator it2next = next(it2);
if(it2next==poly_ccb.end()) it2next = poly_ccb.begin();
Number_type d_aux = squared_dist_PointSegment(*it1,*it2,*it2next);
while(it2!=point1){
d_aux = min(d_aux,squared_dist_PointSegment(*it1,*it2,*it2next));
if(++it2==poly_ccb.end()) it2 = poly_ccb.begin();
if(++it2next==poly_ccb.end()) it2next = poly_ccb.begin();
}
d12 = max(d12,d_aux);
if(++it1==poly_ccb.end()) it1 = poly_ccb.begin();
}
it1 = point2;
while(it1!=point1){
std::list<Point_2>::const_iterator it2=point1;
std::list<Point_2>::const_iterator it2next = next(it2);
if(it2next==poly_ccb.end()) it2next = poly_ccb.begin();
Number_type d_aux = squared_dist_PointSegment(*it1,*it2,*it2next);
while(it2!=point2){
d_aux = min(d_aux,squared_dist_PointSegment(*it1,*it2,*it2next));
if(++it2==poly_ccb.end()) it2 = poly_ccb.begin();
if(++it2next==poly_ccb.end()) it2next = poly_ccb.begin();
}
d21 = max(d21,d_aux);
if(++it1==poly_ccb.end()) it1 = poly_ccb.begin();
}
if(d12<0 or d21<0) std::cerr<<"HAUSDORFF DISTANCE IS NEGATIVE"<<std::endl;
return max(d12,d21);
}
bool faceReduction(Arrangement_2& arr, const Arrangement_2::Face_iterator& fi){
if(fi->data()<0){
Number_type H_dist = Haussdorf_distance(fi);
fi->set_data(H_dist);
if(H_dist<rThresh){
std::cout<<"procesing..."<<std::endl;
Polyline_2 p1;
Polyline_2 p2;
Vertex_handle Vbegin, Vend;
split_FacePolylines(fi, p1, p2, Vbegin, Vend);
removeFace(arr,fi,p1,p2,Vbegin,Vend);
return true;
}
else{
std::cout<<"no procesing"<<std::endl;
return false;
}
}
else{
std::cout<<"DONE"<<std::endl;
return false;
}
}
void computeAlgorithm(Arrangement_2& arr){
for(Arrangement_2::Face_iterator fi = arr.faces_begin() ; fi!=arr.faces_end(); ++fi){
std::cout<<"number of faces: "<<arr.number_of_faces()<<std::endl;
if(!fi->is_unbounded()){
std::cout<<"reducting..."<<std::endl;
if(faceReduction(arr,fi)) fi = arr.faces_begin();
}
std::cerr<<"--------------------"<<std::endl;
}
}
int main(){
Arrangement_2 arr;
Face_index_observer obs (arr);
readPolylines(arr);
computeAlgorithm(arr);
writeGraph(arr);
}
 11 Anexo B: Manual de uso
Antes de usar el programa el usuario deberá crear dos carpetas en el mismo directorio donde tenga 
el ejecutable. Estas carpetas deberán llamarse “entradas” y “salidas”. En la carpeta de entradas 
pondremos todas las rutas GPX que vamos a usar, ejecutaremos el programa y en la carpeta de 
salidas va a aparecer un fichero KML con el nombre “MapaRutas.kml” que será nuestro resultado. 
Si el fichero ya existiese dentro de la carpeta, se sobreescribiría.
