Abstract. The Resource Description Framework (RDF) is a popular data model for representing linked data sets arising from the web, as well as large scientific data repositories such as UniProt. RDF data intrinsically represents a labeled and directed multi-graph. SPARQL is a query language for RDF that expresses subgraph pattern-finding queries on this implicit multigraph in a SQL-like syntax. SPARQL queries generate complex intermediate join queries; to compute these joins efficiently, this paper presents a new strategy based on bitmap indexes. We store the RDF data in column-oriented compressed bitmap structures, along with two dictionaries. We find that our bitmap index-based query evaluation approach is up to an order of magnitude faster the state-of-the-art system RDF-3X, for a variety of SPARQL queries on gigascale RDF data sets.
Introduction
The Resource Description Framework (RDF) was devised by the W3C consortium as part of the grand vision of a semantic web 1 . RDF is now a widelyused standard for representing collections of linked data [3] . It is well-suited for modeling network data such as socio-economic relations and biological networks [11, 13] . It is also very useful for integrating data from dynamic and heterogeneous sources, in cases where defining a schema beforehand might be difficult. Such flexibility is key to its wide use. However, the same flexibility also makes it difficult to answer queries quickly. In this work, we propose a new strategy using bitmap indexes to accelerate query processing.
A record in the RDF data model is a triple of the form subject, predicate, object . If these records are stored in a data management system as a threecolumn table, then all queries except a few trivial ones would require self-joins, and this would be inefficient in practice. The most commonly used query language on RDF data is called SPARQL [10] . To speed up the SPARQL query answering process, there have been a number of research efforts based on modifying existing data base systems and developing specialized RDF processing systems. For example, popular commercial database systems (DBMS) such as ORACLE have added support for RDF [7] . A number of research database management systems have also been applied to RDF data [1, 12] . Special-purpose RDF storage systems include Virtuoso RDF 2 , Jena 3 , and hyperGraphDB 4 . The most common indexing techniques in database systems are variants of B-Trees or bitmap indexes. The techniques for indexing RDF data generally follow these two prototypical methods as well. Among existing B-Tree indexing methods, RDF-3X is one of the best performers in terms of SPARQL query processing speed [8] .
Two recent bitmap indexing methods, BitMat and RDFJoin, have demonstrated performance on par with RDF-3X [2, 5] . The BitMat index creates a 3D bit-cube with the three dimensions being subject, predicate, and object. This cube is compressed and loaded into memory before answering any queries. This technique has been shown to be quite efficient, but due to its reliance on the whole bit-cube to be in memory, it is difficult to scale to larger datasets.
The RDFJoin technique breaks the 3D bit-cube used by BitMat into six separate bit matrices. Each of these bit matrices can be regarded as a separate bitmap index, and therefore can be used independently from each other. Thus, the RDFJoin approach is more flexible and can be applied to larger datasets [6] .
Our work significantly improves on the above bitmap index-based strategies. We create a space-efficient representation of the RDF data (discussed in Section 2). By utilizing a compute-efficient bitmap compression technique and carefully engineering the query evaluation procedure (Section 3), we dramatically reduce the query processing time compared to the state-of-the-art RDF-3X processing system.
Bitmap Index Construction
We first explain the data structures used in our work. We describe them as bitmap indexes here, because each of them consists of a set of key values and a set of compressed bitmaps, similar to the bitmap indexes used in database systems [9, 14] . However, the key difference is that each bitmap may not necessarily correspond to an RDF record (or a row), as in database systems.
For RDF data, one can construct the following sets of bitmap indexes:
Column Indexes. The first set of three bitmap indexes are for three columns of the RDF data. In each of these indexes, the key values are the distinct values of subjects, predicates, or objects, and each bitmap represents which record (i.e., row) the value appears in. This is the standard bitmap index used in existing database systems [9, 14] . Unlike conventional bitmap indexes, our indexes for subject and object share the same dictionary. This strategy is taken from the RDFJoin approach [6] . It
