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Seznam uporabljenih kratic in simbolov 
FPGA  programirljivo vezje oz. polje programirljivih vrat (angl. Field Programmalbe 
Gate Array) 
PS procesni del vezja (angl. Processing System) 
PL programirljivi del vezja (angl. Programmable Logic) 
SoC integrirano vezje znotraj enega čipa, sistem na čipu (angl. System on a Chip) 
ASIC integrirano namensko vezje (angl. Application-specific integrated circuit) 
DSP obdelava digitalnih signalov (angl. Digital signal processing) 
VGA  analogni standard prikaza slike na monitorju (angl. Video Graphics Array) 
NTSC  analogno kodiranje televizijskega signala, ki se uporablja večinoma v Severni, 
Srednji in delu Južne Amerike (angl. National Television System Commitee) 
HD  prikaz ali zapis slike v višjih ločljivostih (angl. High Definition), npr. HD 720 
ali HD 1080 
IBM Ameriško multinacionalno podjetje, ki že več kot 100 let orje ledino na 
področju informacijske tehnologije (angl. Internationall Business Machines 
Corporation) 
BMP  oblika zapisa bitne slike (angl. Bitmap image file), podatkovna struktura za 
zapis digitalnih slik, kjer je vsaka slikovna točka predstavljena s položajem in 
barvo 
GIF  oblika zapisa bitne slike (angl. Graphic Interchange Format) podobna 
okrnjenemu BMP zapisu z dodatnima funkcijama gibljivih sličic in 
brezizgubne kompresije 
JPEG  oblika zapisa slike (angl. Joint Photographic Experts Group) z izgubno 
kompresijo 
TIFF  fleksibilen zapis slike in podatkov znotraj ene datoteke (angl. Tagged Image 
File Format) različnih barvnih globin, kompresij, vektorskih delov slike, ipd. 
MS-DOS v osemdesetih in devetdesetih letih prevladujoč operacijski sistem podjetja 
Microsoft z vmesnikom z ukazno vrstico (angl. Microsoft Disk Operating 
System) 
OS/2  operacijski sistem z grafičnim vmesnikom podjetja IBM, pravtako v uporabi v 
osemdesetih in devetdesetih letih prejšnjega stoletja (angl. Operating System/2) 





RAM  bralno pisalni pomnilk (angl. Random Access Memory) 
BRAM blokovni RAM pomnilnik (angl. Block Random Access Memory) 
RGB  barvni model, ki temelji na optičnem mešanju treh osnovnih barv, rdeče, zelene 
in modre (angl. Red Green Blue), različnih barvnih globin (RGB8, RGB16, 
RGB32,...) 
ARGB enako kot RGB32 barvni model z dodanim alfa kanalom, lahko tudi RGBA32 
HEX  zapis števila s števkami in črkami šestnajstiškega sistema (angl. Hexadecimal) 
D-SUB ženski ali moški priključek z 9, 15, 25, 37 ali 50 nožicami (angl. D-
subminiature) 
D/A oz. DA; digitalno-analogni (angl. digital to analog), ponavadi D/A pretvornik 
VHDL  jezik za opis zelo hitrih integriranih vezij (angl. VHISC Hardware Description 
Language) 
VHISC zelo hitro integrirano vezje (angl. Very High Integrated Speed Circuit) 
AXI  vodilo za povezavo procesnega in programirljivega dela vezja (angl. Advanced 
eXtensible Interface) 
AMBA  napredno sinhrono paralelno vodilo (angl. Advanced Microcontroller Bus 
Architecture) 
AHB  napredno vodilo visokih hitrosti (angl. Advanced High-speed Bus) 
APB  enostaven vmesnik (angl. Peripheral Bus) 
HSYNC horizontalni sinhronizacijski signal (angl. Horizontal Synchronization Signal) 
VSYNC vertikalni sinhronizacijski signal (angl. Vertical Synchronization Signal) 
SDK  paket za razvoj programske opreme (angl. Software Development Kit) 
FIFO (angl. first-in first-out) obdelava podatkov pri kateri se najprej obdelajo 
podatki, ki so prvi prišli v čakalno vrsto in jo tudi prvi zapustijo 
PLL fazno sklenjena zanka (angl. Phase-locked Loop) 
MMCM podobno kot PLL z dodatnimi možnostmi (angl. Mixed-Mode Clock Manager) 
VCO napetostno krmiljen kvarčni oscilator (angl. Voltage-controlled Oscillator) 
GPIO vhodno-izhodni vmesnik (angl. General Purpose Input Output) 
TFTP preprost protokol za prenos datotek (angl. Trivial File Transfer Protocol) 
UDP nepovezavni protokol transportnega sloja v protokolnem skladu TCP/IP (angl. 
User Datagram Protocol) 
RTOS operacijski sistem z izvedbo v realnem času (angl. Real-time Operation 
System) 
UART modul, ki pretvarja podatke iz paralelne v serijsko obliko in obratno (angl. 
Universal Asynchronous Receiver / Transmitter) 








V diplomskem delu sem načrtoval in realiziral grafično enoto, ki je s pomočjo zunanjega 
krmiljenja sposobna prikazovati VGA signal različnih ločljivosti. Prikazan in realiziran je 
koncept hitrega prenosa in sprejema slikovnega zapisa BMP prek mrežnega Ethernet 
vmesnika in njegov prikaz v realnem času na VGA monitorju. Ogrodje sistema je preprosto in 
omogoča nadaljne razširitve tako v strojni kot programski implementaciji. 
Integrirano razvojno vezje ZedBoard s SoC čipom Zynq-7020, proizvajalca Xilinx, 
predstavlja osrednji gradnik FPGA sistema. Integrirano vezje poleg programirljive logike 
(PL), ki sloni na Artix-7 družini vezja FPGA, vsebuje tudi procesorski del (PS), ki ga poganja 
dvojedrni ARM Cortex-A9 procesor. Vezje nudi realizacijo hibridnih rešitev in nam omogoča 
izvedbo časovno kritičnih funkcij, ki jih implementiramo v PL delu, medtem ko PS del skrbi 
za sistemsko delovanje.  
V PL delu vezja realiziramo celoten strojni del grafične enote, od generatorja ure različnih 
period potrebnih pri spreminjanju ločljivosti VGA signala, komponente z generatorjem 
sinhronizacijskih signalov, do prikaza slike iz BRAM pomnilnika, delne obdelave slike in 
pravilnega končnega prikaza na VGA izhodu razvojne plošče.  
PS del vezja poganja programsko kodo, ki skrbi za konfiguracijo ter vmesno spreminjanje 
registrov perifernih komponent vezja. Prav tako PS del vezja izvaja operacijski sistem 
FreeRTOS, ki med drugim omogoča UDP protokol Ethernet komunikacije. S tem poskrbimo 
za prenos slike s TFTP odjemalcem in prepis v BRAM pomnilnik. S spreminjanjem registrov 
vplivamo na delovanje perifernih komponent in posledično na prikaz končnega VGA signala 
željene ločljivosti. 
 
Ključne besede: BMP, VGA, SoC, FPGA, Xilinx, Zynq, FreeRTOS, Ethernet, TFTP, 








The thesis describes development of graphic unit capable of setting different VGA screen 
resoultions selected by user. The concept of receiving BMP file format through Ethernet 
controller is performed and shown on VGA monitor in real time. The sistem's framework is 
kept simple and allows further updates in both hardware and software implementation. 
The Zedboard development kit with Zynq-7020 SoC integrated circuit, manufactured by 
Xilinx, is the sistem's main block. On the same die there are programmable logic (PL) of 
integrated circuit that belongs to the Artix-7 FPGA devices family and processing system 
(PS) containing two ARM based Cortex-A9 processors. The hybrid solutions where timing-
critical functions are required can be performed with the use of PL while the PS takes care of 
other system tasks. 
The complete hardware logic of graphic unit resides in PL circuit. It consist of pixel clock 
generator needed to other blocks when adjusting screen resolutions, block that generates 
synhronization pulses, block that reads out data from BRAM, block for processing image and 
block of delivering final image to the VGA output of the circuit. 
The PS part of the circuit runs program code that firstly intializes PL peripheral components 
and secondly reads of writes into registers and therefore affects the behaviour of PL 
peripheral components during execution of the program. The PS also runs real time operating 
system FreeRTOS which delivers the use of TCP/IP stack and UDP protocol. With a simple 
TFTP client the BMP file can be transferred into the circuit and it's internal component 
BRAM. Affecting the behaviour of PL peripheral components delivers the selected screen 
resoultion to the VGA output. 
 
Keywords: BMP, VGA, SoC, FPGA, Xilinx, Zynq, FreeRTOS, Ethernet, TFTP, BRAM, 








Vezja FPGA so se pojavila pred dobrimi tridesetimi leti kot programirljiva logika, danes je 
njihova uporaba v SoC izvedbi skupaj s zmogljivim  procesorskim delom vezja vedno bolj 
priljubljena, saj se po hitrosti že postavljajo ob bok namenskim ASIC vezjem. V sistemih z 
izvedbo časovno kritičnih funkcij v realnem času so zato še posebej v uporabi pri 
telekomunikacijah, brezžičnih povezavah, DSP obdelavi, načrtovanju ASIC prototipov, 
prepoznavi govora, računalniškem vidu, kriptografiji, bioinformatiki, medicinski tehniki, 
radio in video sistemih ipd [1].  
Cilj sistema je hiter prenos in sprejem BMP slikovnega zapisa preko Ethernet vmesnika, 
obdelava in prikaz v realnem času na VGA monitorju. Realizirati je potrebno grafični 
krmilnik, ki bo na željo uporabnika sposoben prilagajati VGA signal različnih ločljivosti. 
Ogrodje sistema mora biti preprosto in omogočati nadaljne razširitve ter možnost 
implementacije na dosegljivi razvojni plošči Zedboard. V diplomskem delu je opisan celoten 
postopek implementacije tega sistema na vezju FPGA z SoC čipom Zynq-7020, proizvajalca 
Xilinx. 
Drugo poglavje opisuje različne standarde slikovnega zapisa BMP ter video signala VGA. 
Njuno podrobno razumevanje je potrebno za kasnejšo uspešno in pravilno konfiguracijo ter 
programiranje tako na strojni kot visokonivojski ravni posameznih komponent vezja. Nadalje 
je opisana pretvorba digitalnega signala VGA v analognega na izhodnem priključku razvojne 
plošče. Pravtako sta opisani glavni orodji proizvajalca Xilinx, s katerima lahko zgradimo 
platformo po želji inženirja. Na eni strani orodje Vivado Design Suite za strojni opis vezja in 
posameznih komponent v VHDL jeziku ter na drugi strani ciljna programska platforma SDK 
za visokonivojsko programiranje in implementacijo opreacijskega sistema realnega časa 
FreeRTOS. 
V tretjem poglavju so predstavljene in definirane ključne strojne komponente, razvite v okolju 




komponent našega vezja. Tako sta na PS strani vezja poleg nastavitev procesorja opisani še 
komponenti ponastavitvenih signalov kot tudi vodilo AMBA s protokolom AXI4-Lite, ki je 
vezni člen v komunikaciji med PS in PL delom vezja. V PL delu vezja pa generator ure 
različnih period, potrebnih za delovanje celotne periferije. Pravtako so v PL delu vezja 
podrobno opisani ostali moduli VGA komponente. 
Programski del visokonivojske implementacije v SDK okolju je predstavljen v četrtem 
poglavju in pokriva upravljanje vezja preko ukaznega vmesnika na serijskem vodilu, 
inicializacijo in delovanje celotne periferije ter implementacijo operacijskega sistema realnega 
časa FreeRTOS, ki je sposoben upravljanja z IP skladom in omogoča realizacijo TFTP 
odjemalca preko UDP protokola v mrežni Ethernet komunikaciji ter upravljanje z datotečnim 
sistemom MFS. Programski del lastno razvitih strojnih komponent in implementacije znotraj 








2 Opis sistema 
Razvojna plošča ZedBoard z SoC Zynq-7020 (SoC modulom XC7Z020CLG484-1) iz družine 
Zynq-7000, proizvajalca Xilinx, predstavlja celoten sistem, ki je zelo zmogljiv, zanesljiv, 
fleksibilen in vsebuje učinkovita ter zahtevna razvojna orodja. Kot pri podobnih SoC glavno 
arhitekturo delimo na PL (programirljiva logika) in PS (procesni oz. procesorski sistem).  
 
Slika 2.1: Blok shema SoC modula ZYNQ-7020 [2] 
V jedru PS se nahajata dva ARM Cortex-A9 procesorja, ki lahko tiktakata pri frekvenci do 
866MHz, in s svojo periferijo tvorita APU (angl. Application Processing Unit). Procesor je 




stack). Z zunanjostjo komunicira preko 54 fleksibilnih priključkov MIO (angl. Multiplexed 
Input/Output). Izbira perifernih enot je pestra, v PS delu potrebujemo Ethernet z DMA 
podporo,  USB UART ter AMBA AXI vodilo [3]. 
Arhitektura PL dela vezja sloni na FPGA Artix-7 družini. Periferne enote, ki jih potrebujemo 
v PL delu so med drugim BRAM, MMCM ter VGA izhod. 
 
2.1 BMP zapis slike 
Prvič se je BMP zapis slike pojavil v Windows 1.0 leta 1985, kjer je imel fiksno paleto barv. 
Od takrat naprej velja za standardni zapis slike v Windows okolju, čeprav je danes zgolj eden 
izmed mnogih zapisov slik. Zgolj prva različica je bila DDB (angl. Device Dependent 
Bitmap) oblike, s podporo za prikazovanje le na takrat razširjenih IBM-ovih grafičnih 
karticah. Danes je v uporabi peta različica BMP zapisa DIB (angl. Device Independent 
Bitmap) oblike, torej neodvisna od naprave, ki jo prikazuje in je bila osnovana v Windows 98. 
V nasprotju z GIF in JPEG, BMP zaradi svojih struktur, ki so bile oblikovane za lažje delo v 
Windows okolju, ni bil mišljen za uporabo v drugih okoljih. Microsoft tudi ni nikoli javno 
objavil točnega standarda BMP zapisa, je pa načeloma določene podrobnosti objavljal v 
referencah, raznih priročnikih in SDK-jih. A ravno zaradi svoje preproste zasnove in odprtega 
patenta, je bil BMP zapis priljubljen tudi v drugih okoljih Microsofta in Intela, še posebej 
MS-DOS in OS/2 [4].  
Osnovna delitev Struktura Velikost Lokacija 
Glava datoteke Glava datoteke 14 B oz. 0x0E 0x00 0x0D 
DIB struktura 
Glava bitne slike 40 B oz. 0x28 0x0E 0x35 
Barvna paleta 1 kB oz. 0x400 0x36 0x435 
Polje točk 
468 kB oz. 
0x75300 
0x436 0x75735 
Tabela 2.1: Struktura BMP zapisa različice 3.0, 800 x 600 točk 
BMP zapis v grobem sestavljata dva dela, prvi se imenuje glava datoteke (angl. file header) 
ter drugi del DIB. DIB se dalje deli na glavo bitne slike (angl. bitmap header), barvno paleto 
(angl. colour palette) in podatke bitne slike oz. polje točk (angl. bitmap data or pixel array) 
[5]. Peta različica BMP zapisa ima dodatno še ICC barvni profil (angl. ICC Colour Profile). Z 




barvni shemi, različnih barvnih globin (1, 4, 8, 16, 24, 32 ali 64 bitov na točko), barvna paleta 
je lahko tudi indeksirana. Dodatne lastnosti vključujejo tudi kompresijo, transparentni alfa 
kanal in ICC barvne profile. V praksi so slike BMP zapisa načeloma nekompresirane. Pri 
zapisih z barvnimi globinami 24 bitov ali več, nosijo informacijo o barvi namesto sklicevanja 
na barvno paleto kar same točke, torej 8 bitov za vsako barvo (rdeča-zelena-modra, angl. 
RGB) oz. pri 32-bitni barvni globini še alfa kanal (angl. alpha channel), ki določa 
transparentnost oz. prosojnost posamezne točke, pri čemer 0 pomeni popolno prosojnost, 255 
pa polnost oz. neprosojnost barve [7] 
Odmik Velikost Opis Primer 
0x00 2 B 
Za oznako BMP zapisa se uporablja 0x424D v hex 
oz. BM v ASCII zapisu. Možni so naslednji 
zapisi: 
BM – Windows 3.1x, 95, NT, ... 
BA – OS/2 struct bitmap array 
CI – OS/2 struct color icon 
CP – OS/2 const color pointer 
IC – OS/2 struct icon 
PT – OS/2 pointer 
0x424D 
0x02 4 B Velikost BMP datoteke. 0x75736 
0x06 2 B 
Rezervirano, načeloma 0; odvisno od programa, ki 
datoteko ustvari. 
0x0 
0x08 2 B 
Rezervirano, načeloma 0; odvisno od programa, ki 
datoteko ustvari. 
0x0 
0x0A 4 B Informacija o odmiku oz. začetku polja točk. 0x436 
Tabela 2.2: Struktura glave datoteke BMP zapisa [6] 
V nalogi smo strojno omejeni s 512 kB BRAM pomnilnika, zato lahko za prikazovanje slik 
do ločljivosti 800 x 600 točk izberemo zgolj en bajt oz. 8 bitov na točko. S tem porabimo 468 
kB pomnilnika samo za mrežo točk in 1 kB za barvno paleto. Zato uporabimo zgolj 256 
indeksiranih barv iz 32-bitne barvne palete v obliki RGBA32 in tako avtomatično 
preprostejšo izvedbo BMP zapisa, natančneje zapis tretje različice za časa Windows 3.x. V 
tem primeru se tako vsaka točka sklicuje na eno izmed 256 barv v barvni paleti. Točka torej 
ne nosi direktne informacije o barvi, pač pa zgolj referenčno številko pod katero moramo 
iskati barvo v barvni paleti. V kolikor bi razvojna plošča omogočala večji BRAM pomnilnik, 
bi lahko prikazovali slike z večjo barvno globino. Že 4 MB pomnilnika bi povsem zadoščalo 




slik z ločljivostjo polnega HD 1080 zapisa v 32-bitni barvni globini pa bi zadoščalo že 8 MB 
BRAM pomnilnika (1920 x 1080 x 4 < 8 MB). 
Odmik Velikost  Glava bitne slike v3.0 Primer 
0x0E  4 B 
Velikost glave bitne slike (v3.0 ima velikost 40 
bajtov). 
0x28 
0x12  4 B Širina v točkah (signed INT), običajno pozitivna. 0x320 
0x16  4 B Višina v točkah (signed INT), vedno pozitivna. 0x258 
0x1A  2 B Število barvnih ravni (mora biti 1). 0x1 
0x1C  2 B Barvna globina (n), vrednosti so 1, 4, 8, 16, 24 in 32. 0x8 
0x1E  4 B Metoda kompresije. 0x0 
0x22  4 B Surova velikost slike. 0x75300 
0x26  4 B 
Horizontalna ločljivost slike (točk/ meter, signed 
INT). 
0xEC4 
0x2A  4 B Vertikalna ločljivost slike (točk/ meter, signed INT). 0xEC4 
0x2E  4 B Število barv v barvni paleti oz. 0 za privzeto 2
n 
0x0 
0x32  4 B 
Število pomembnih barv oz. 0 za enakovredno 
pomembnost vseh barv 
0x0 
Tabela 2.3: Struktura glave bitne slike različice 3.0 [6] 
Čeprav bitna struktura verzije 3.0 ne prepoveduje alfa kanala v RGBA32 barvnem zapisu, ki 
je uradno podprt šele v različicah 4.0 in 5.0, je vseeno priporočljivo, da za izbiro 256 barv v 
barvni paleti uporabljamo maskiranje 0.8.8.8 (0, R, G, B).  Na VGA izhodu razvojne plošče 
želimo RGB8 barvni format, zato moramo pred tem izvesti še transformacijo. RGB8 barvni 
format dobimo tako, da rdeči in zeleni 8-bitni zapis delimo z 32 (oz. strojno premaknemo za 
5), modrega delimo s 64 (oz. strojno premaknemo za 6) in nato po vrsti sestavimo v 8-bitno 
RGB8 obliko formata RRRGGGBB. Človeško oko je manj občutljivo na modro barvo že 
zaradi geometrije očesa in je tako bolj občutljivo na daljše barvne valovne dolžine, torej 
toplejše barve. Zato mora naš RGB8 zapis nositi bolj podrobne 3-bitne informacije o rdeči in 
zeleni barvi kot pa modri, ki je tako lahko 2-bitna. 
 
Slika 2.2: Klasični RGBA32 oz. ARGB [8] 
Pozornost je potrebno posvetiti tudi samemu hranjenju BMP zapisa v pomnilniku. Prva dva 
bajta sta tako vedno 0x42 in 0x4D, kadar gre za Microsoftov BMP zapis, nato pa so vsi 




začetku (angl. least significant byte first). Glavo datoteke, glavo bitnega zapisa in barvno 
paleto moramo zato znati pravilo brati. Ker 32 ali 16-bitne podatke beremo bajt za bajtom, je 
potrebno na koncu  vsako 16 oz. 32-bitno strukturo posameznih bajtov pravilno zamakniti in 
sešteti. Struktura polja točk je v moji nalogi polje 8-bitnih točk, zato beremo oz. pišemo vsak 
bajt posebej in se z little-endian niti ne ukvarjamo, saj velja zgolj na nivoju bajtov in ne na 
nivoju bitov. V kolikor pa bi imeli 32-bitno strukturo polja točk, bi preprosto brali kot integer, 
saj pri pisanju in branju iz BRAM pomnilnika pravtako uporabljamo little-endian način.  
S klasičnim RGB32 ponavadi mislimo na ARGB, kot na Sliki 1. Pri branju HEX zapisa 
barvne palete na Sliki 2 moramo zato upoštevati little-endian princip branja. Pravtako se že na 
oko opazi, da barve niso privzete po klasičnem vzorcu 256 barv, ampak so bile indeksirane 
posebej iz dane BMP slike, kjer so prevladovale hladnejše modre barve. V začetnih HEX 
zapisih lahko hitro opazimo, kateri zapisi nosijo informacijo o čisti rdeči (0000FF00), zeleni 
(00FF0000) ali modri (FF000000) barvi, pravtako hitro opazimo povsem belo (FFFFFF00) ali 
povsem črno (00000000) barvo. 
 
 
Slika 2.3: Indeksirana barvna paleta neke BMP slike v HEX zapisu in v paleti 
Polje točk je zanimivo klasično orientirano od spodaj navzgor, začenši v spodnjem levem 
kotu, če je širina bitne slike pozitivno število. V kolikor je širina bitne slike negativna, je polje 
točk orientirano od zgoraj navzdol, začenši v zgornjem levem kotu.  Pazljivi moramo biti, da 
je širina polja točk vedno večkratnik števila 4. Če torej širina bitne slike ni večkratnik števila 
4, bo širina polja točk v vsaki vrstici dopolnjena z ustreznim številom ničelnih bajtov (1, 2 ali 




beremo zgolj po vrsti eno za drugo, lahko dobimo zamaknjenost točk v vsaki vrstici za 1, 2 ali 
3 točke; kar je na koncu  v celotni sliki podobno diagonalni zamaknjenosti. 
Prikazovanje BMP bitne slike se v strojnem pogledu izvrši samo v vidnem delu zaslona tako, 
da znotraj določene ločljivosti zaslona, npr. 800 x 600, prikažemo le polje točk. V nevidni del 
zaslona oz. del pomnilnika, ki nam še preostane pa lahko shranimo vse preostale strukture 
BMP zapisa, ki jih potrebujemo med samim izrisovanjem slike na zaslon (širina, višina, 
barvna paleta, ipd.). Na podoben način deluje teletekst pri PAL načinu predvajanja 
televizijskega signala, shranjen v nevidnem delu. 
Podoben trik lahko tako pri BMP kot drugih slikovnih zapisih uporabimo na koncu za poljem 
točk, torej na koncu same datoteke. S preprostim HEX urejevalnikom lahko dodamo poljubno 
število informacij v hex zapisu, vendar pa moramo vedeti, da se bo to seveda poznalo na 
končni velikosti datoteke. Na podoben način deluje shranjevanje metapodatkov o sliki (tip 
kamere, datum, zaslonka, gps koordinate, ipd.) pri npr. JPEG ali TIFF zapisih slik. Bolj 
prefinjen način skrivanja informacij v bitni sliki je shranjevanje bitov v najmanj uteženih 
bitih. V 32-bitni barvni globini bi tako lahko z lahkoto skrili po 1 bit v vsako izmed barv oz. 
bajt in tako dobili 4 bite informacij na vsako točko; na sami sliki se to praktično ne bi 











2.2 VGA standard 
VGA je bil prvič implementiran v IBM-ovih računalnikih PS/2 leta 1987 in kmalu zaradi 
široke priljubljenosti in kopiranja drugih proizvajalcev postal VGA standard z značilnim D-
SUB 15-pinskim priključkom in ločljivostjo 640 x 480 točk. Nasploh veliko standardov in 
ločljivosti izvira iz IBM-ovih specifikacij, ki so bile nato prevzete s strani drugih 
proizvajalcev ali pa so postali vsesplošni standardi [9].  
 
Slika 2.5: Kratice standardov, ki predstavljajo ločljivosti video signalov [9] 
VGA priključek ima 3 analogne signale za barve RGB in dva digitalna sinhronizacijska 
signala (hsync za sinhronizacijo vrstic in vsync za osveževanje slike). Barve določene z 8-
bitnim vektorjem RGB8 na naši razvojni plošči pošljemo skozi preprosto uporovno D/A 
lestvico do izhodnega VGA priključka. Na monitorju se slika izrisuje po vrsticah od leve proti 
desni in od zgoraj navzdol. Časovni potek je določen tako, da moramo poleg vidnega dela 
vrstic, počakati še na temni oz. nevidni del in singronizacijske pulze. Pred vsakim 




hsync, ki je na analognem monitorju povzročil vračanje katodnega žarka na začetek nove 
vrstice; spet malce počakamo s končnim temnim delom in nato izrišemo vidno vrstico. Samo 
v času vidnega dela je na barvnem izhodu RGB barva, v vseh ostalih časih mora biti na 
barvnem izhodu RGB vrednost 0 (zatemnilna perioda). Na podoben način si predstavljajmo 
izrisovanje celotne slike, kjer za potovanje žarka od spodnjega konca na zgornji konec 
sprožimo sinhronizacijski pulz vsync. Število sproženih vsync sinhronizacijskih pulzov na 
sekundo je torej enako frekvenci osveževanja zaslona (npr. 60 Hz). 
Slika 2.6: Časovni potek signalov, v času trajanja ene periode vsync signala se hysnc signal 
sproži tolikokrat, kolikor je vseh vrstic (tako vidnih kot nevidnih) [10]. 
Najmanjša časovna enota je perioda ure točk (angl. pixel clock), ki mora tiktakati v MHz 
področju. Hiter izračun frekvence ure lahko opravimo z zmnožkom frekvence osveževanja, 
številom vrstic (tako vidnih kot nevidnih) in številom točk v vsaki vrstici (tako vidnih kot 
nevidnih). V praksi je bilo sicer ravno obratno, saj je frekvenca izhajala iz zahteve po prvotni 
kompatibilnosti za nazaj z NTSC-M video sistemom, ki je zahteval približno horizontalno 
osveževanje hsync s frekvenco 31,5kHz in posledično frekvenco pisanja točk 25,2 MHz za 
prikaz ločljivosti 640 x 480 točk [11].  
Glede na množico različnih proizvajalcev monitorjev in grafičnih kartic, se lahko vsi ti 
parametri zaradi različnih tehnologij izdelave malenkostno razlikujejo. Ravno zato pridejo še 
kako prav zatemnilni deli, kot nek izravnalnik, da lahko na monitorju tudi ročno malenkostno 




bolj natančnimi programskimi nastavitvami grafičnih kartic lahko vplivamo ravno na 
zatemnilne parametre, v kolikor nam programska oprema in grafična kartica to dopušča. 
Tabela 2.4: Osnovni parametri najbolj pogostih ločljivosti [15] 





 60.023 kHz  
Horizontalna 
polarizacija 
Horizontla polarity Hsp Negativna  
Vertikalna frekvenca Vertical frequency  75.029 Hz  
Vertikalna 
polarizacija 
Vertical polarity Vsp Negativna  
Perioda ure Pixel clock Pix_clk 78.75 MHz  






 Čas Točke 
Perioda vrstice Period H 16.660 μs 1312 točk 
Vidni del Display Hr 13.003 μs 1024 točk 
Zatemnilna perioda Blanking  3.657 μs 288 točk 
Trajanje sinh. pulza Horizontal Sync Hs 1.219 μs 96 točk 
Končni temni del Back porch Hb 2.235 μs 176 točk 
Začetni temni del Front porch Hf 0.203 μs 16 točk 
Okvir Vertical (frame)  Čas Vrstice 
Perioda osveževanja Total V 13.328 ms 800 vrstic 
Vidni del Display Vr 12.795 ms 768 vrstic 
Zatemnilna perioda Blanking  0.533 ms 32 vrstic 
Trajanje sinh. pulza Vertical Sync Vs 0.050 ms 3 vrstice 
Končni temni del Back porch Vb 0.466 ms 28 vrstic 
Začetni temni del Front porch Vf 0.017 ms 1 vrstica 














640 x 480 25,175 31,469 59,94 800 525 
800 x 600 50 48,077 72 1040 666 
1024 x 768 75 56,476 70 1328 806 
1600 x 1200 202,5 93,75 75 2160 1250 
















2.3 VGA izhod razvojne plošče 
Pred VGA izhod sicer pripeljemo digitalni 8-bitni RGB signal, a je v vezju na VGA izhodu 
namesto D/A pretvornika implementirana uporovna lestev. Ker razvojna plošča podpira 12-
bitni izhodni RGB signal, vsaki barvi pripadejo 4 biti. Uporovna lestev je sestavljena v 
naslednjem vrstnem redu: MSB bit ima najmanjši predupor R3 = 510 Ω, MSB-1 bit 
R2 = 1 kΩ, LSB+1 bit R1 = 2 kΩ in LSB bit R0 = 4 kΩ. Pri 3-bitni rdeči in zeleni barvi ne 
uporabimo LSB bita, pri 2-bitni modri barvni uporabimo zgolj bita MSB-1 ter MSB. 
Referenčna napetost Uref pri logični enici je enaka CMOS napetosti vezja 3,3 V. Breme na 
VGA izhodu je enako RB = 75 Ω, maksimalna napetost na izhodu (bremenu) pa je lahko 
0,7 V, kar pomeni največjo svetlost določene barve. Poglejmo si primer izračuna izhodne 
napetosti pri 2-bitni modri barvi, kjer gre v bistvu za klasični uporovni napetostni delilnik: 
′00′  →    𝑈𝑖𝑧ℎ = 0 V 
′01′   →    𝑈𝑖𝑧ℎ =  𝑈𝑟𝑒𝑓  (
𝑅𝐵
𝑅2 +  𝑅𝐵||𝑅3
) =  𝑈𝑟𝑒𝑓
𝑅𝐵
(𝑅2 +
𝑅𝐵 ∙  𝑅3
𝑅𝐵 +  𝑅3
 )
 = 0,20 𝑉 
′10′   →   𝑈𝑖𝑧ℎ =   𝑈𝑟𝑒𝑓 (
𝑅𝐵
𝑅3 +  𝑅𝐵||𝑅2
) =  𝑈𝑟𝑒𝑓
𝑅𝐵
(𝑅3 +
𝑅𝐵 ∙  𝑅2
𝑅𝐵 + 𝑅2
 )
 = 0,40 𝑉 
′11′   →    𝑈𝑖𝑧ℎ = (
𝑅𝐵
𝑅𝐵 +  𝑅3||𝑅2
) =  𝑈𝑟𝑒𝑓
𝑅𝐵
(𝑅2 +
𝑅3 ∙  𝑅2
𝑅3 +  𝑅2
 )
 = 0,60 𝑉 
Na podoben način izračunajmo nekatere vrednosti za preostali 3-bitni barvi: 
′011′  →   𝑈𝑖𝑧ℎ =   𝑈𝑟𝑒𝑓 (
𝑅𝐵||𝑅3
𝑅𝐵||𝑅3 +  𝑅1||𝑅2
) =  𝑈𝑟𝑒𝑓
𝑅𝐵 ∙  𝑅3
𝑅𝐵 +  𝑅3
(
𝑅𝐵 ∙  𝑅3
𝑅𝐵 + 𝑅3
+
𝑅1 ∙  𝑅2
𝑅1 + 𝑅2
 )
 = 0,295 𝑉 
′101′  →   𝑈𝑖𝑧ℎ =   𝑈𝑟𝑒𝑓 (
𝑅𝐵||𝑅2
𝑅𝐵||𝑅2 +  𝑅1||𝑅3
) =  𝑈𝑟𝑒𝑓
𝑅𝐵 ∙  𝑅2
𝑅𝐵 + 𝑅2
(
𝑅𝐵 ∙  𝑅2
𝑅𝐵 +  𝑅2
+
𝑅1 ∙  𝑅3
𝑅1 + 𝑅3
 )
 = 0,484 𝑉 
′111′  →   𝑈𝑖𝑧ℎ =   𝑈𝑟𝑒𝑓 (
𝑅𝐵
𝑅𝐵 + 𝑅1|| 𝑅2|| 𝑅3




𝑅1 𝑅2 + 𝑅3(𝑅1 + 𝑅2) 
 )




V naslednji tabeli predstavimo izhodne napetosti vseh treh barv. Pri modri barvi zabeležimo 
ločljivost oz. povprečni napetostni korak približno 0,2 V med posameznimi napetostnimi 
nivoji, pri rdeči in zeleni barvi pa približno 0,095 V. 




modre barve [V] 
Izhodna napetost 
zelene barve [V] 
Izhodna napetost 
rdeče barve [V] 
000 0 0 0 
001 0 0,098 0,098 
010 0,20 0,196 0,196 
011 0,20 0,295 0,295 
100 0,40 0,385 0,385 
101 0,40 0,484 0,484 
110 0,60 0,582 0,582 
111 0,60 0,680 0,680 
Tabela 2.6: Vrednosti izhodnih napetosti VGA signala po D/A pretvorbi z uporovno lestvico 
S tako uporovno lestvico digitalne vrednosti posameznih barv pretvorimo v analogne 
vrednosti. Pri modri barvi zaradi osnovnega 2-bitnega zapisa na koncu dobimo 4 različne 
napetostne nivoje, pri rdeči ter zeleni pa 8 napetostnih nivojev zaradi 3-bitnega zapisa. 
 






Za razvoj in izdelavo uporabljamo dve glavni programski orodji proizvajalca Xilinx. Z razliko 
od klasičnih mikroprocesorjev, kjer je strojna platforma v naprej definirana in lahko 
upravljamo le s ciljno programsko platformo (SDK), pri vezjih FPGA z namenom izgradnje 
platforme po želji inženirja upravljamo tudi s strojnimi gradniki. Po eni strani s tem dosegamo 
večjo prilagodljivost, odzivnost in uporabnost vezja, po drugi strani pa to terja večjo 
pozornost in zahtevnost pri načrtovanju.  
Za novejše družine čipov proizvajalca Xilinx, med drugim Zynq-7020, za opis vezja najprej 
uporabimo Vivado Design Suite (2014.4 oz. novejši). Vezje okoli osrednjega procesorja 
zgradimo z IP-integratorjem in naredimo blokovni načrt, ta namesto nas opiše gradnike v 
jeziku VHDL. Grafično konstruiranje nam precej olajša izdelavo in povezovanje vseh 
komponent v blokovnem načrtu. Pri tem lahko uporabimo nekatere že narejene in 
predpripravljene gradnike (brezplačne ali plačljive). Ker pa v prvi vrsti razvijamo nekaj 
svojega, posamezne ključne gradnike ustvarimo po svoji meri.  
Novo komponento najprej opišemo v jeziku za opis strojne opreme (Verilog ali VHDL).  
Delovanje vsake nove komponente preverimo s simulatorjem bodisi s testno struktuo bodisi z 
ročnim spreminjanjem vrednosti vhodnih signalov ter spremljanjem izhodnih signalov in 
pravilnega delovanja komponente.  
 
Slika 2.8: Primer izpisa simulacije enostavne VGA komponente [12] 
Stestirano komponento stisnemo oz. zapakiramo v nov gradnik oz. IP komponento s pomočjo 
IP Package čarovnika. Čarovnik nam pod zavihkom Ports and Interfaces omogoča, da 
namenske priključke združimo v skupen vmesnik oz. protokol (npr. BRAM, AXI), pod 
zavihkom Port Mapping, Edit Interface nato pravilno povežemo logične priključke vodila z 
našimi fizičnimi priključki gradnika. Tako bo čarovnik za samodejno povezovanje med 
komponentami blokovnega načrta v nadaljevanju lahko zaznal in pravilno priključil našo 
komponento v celotni blokovni načrt. Pri kompleksnejših komponentah, ki jih ustvarimo in 
zapakiramo, moramo še vedno preveriti, ali je avtomatsko generiranje določenih povezav in 





Slika 2.9: Primer logičnih in fizičnih povezav BRAM vodila v komponenti  
Med pomembnejšimi nastavitvami osrednjega procesorja moramo omogočiti naslednje 
funkcije: 
 za povezavo z AXI vodilom moramo omogočiti dve entiteti enakega vodila  
GP Master AXI Interface -> M AXI GP0 ter M AXI GP1 Interface, 
 za povezavo z Ethernet vmesnikom moramo v MIO Configuration omogočiti ENET 0, 
 potrebujemo tudi nespremenljiv signal ure frekvence 100 MHz za vzbujanje Clocking 
Wizard komponente, zato nastavimo PL Fabric Clocks -> FCLK_CLK0 na 100 MHz. 
 





Orodje nam pri povezovanju blokov v blokovnem diagramu omogoča avtomatsko 
povezovanje, ki nam v zadostni meri olajša delo. Program nam pred prvim prevajanjem 
preveri pravilnost diagrama in nato izvrši sintezo. Po sintezi si lahko pogledamo število in 
vrsto gradnikov ter število celic, ki jih bo naše vezje zasedlo v FPGA delu. Nato izvedemo še 
implementacijo in na koncu generiranje datoteke za programiranje FPGA (angl. bitstream). 
Vsi ti postopki so procesorsko zelo zahtevni ter časovno potratni in lahko trajajo tudi več ur.  
Z visokonivojskim programiranjem v jeziku C/C++ v okolju SDK 2014.4 izdelamo osnoven 
operacijski sistem in aplikacije za procesni del vezja. Strojne konfiguracije črpamo iz 
nazadnje generirane datoteke, ki jo na koncu skupaj s programskim delom vred uporabimo za 
reprogramiranje našega vezja FPGA. Pomemben del SDK okolja je razhroščevalec (angl. 
debugger), ki nam v končni fazi preverjanja pravilnega delovanja in odpravljanja programskih 
napak pride še kako prav. 
 








3 Strojne komponente 
Z visokonivojskim jezikom VHDL smo opisali vsako najmanjšo komponento našega vezja 
FPGA. V grobem lahko naš sistem delimo na štiri pomembnejše podsisteme:  
 procesorski del z osrednjim procesorjem ZYNQ7 in procesorska komponenta 
ponastavitvenih signalov; 
 periferna komponenta ponastavitvenih signalov in komponenta VGA, s katero 
shranimo, obdelamo in na koncu prikažemo sliko; 
 komponenta za dinamično nastavljanje frekvence, potrebne za delovanje VGA 
komponente; 
 AXI 4-Lite komunikacijski protokol z AXI interconnect moduli, ki povezujejo vse 
module. 
Na razvojni plošči imamo tako dva podsistema, ki delujeta na različnih frekvencah. Na prvega 
sta s konstantno frekvenco 100 MHz vezana osrednji procesor in komponenta za dinamično 
nastavljanje frekvence. Vsa ostala periferija oz. posamezni moduli komponente VGA pa 
tiktakajo z dinamično nastavljivo frekvenco, ki je odvisna od ločljivosti, ki jo takrat 





Slika 3.1: Blok shema celotnega sistema 
 
3.1 Komponenta generiranja ponastavitvenih signalov 
Komponenti ponastavitvenih signalov (angl. reset) ponavadi ne posvečamo veliko pozornosti, 
saj je dokaj enostavno kam moramo kaj priklopiti, v zadostni meri pa nam že sam program 
Vivado pravilno poveže ponastavitvene signale. Vendar pa v našem primeru zaradi dveh 
različnih frekvenc delovanja podsistemov za pravilno delovanje potrebujemo dve.  
Komponenti omogočata generiranje ponastavitvenihe signalov tako za samo jedro, vodila kot 
periferijo. Po ponastavitvi (angl. reset) se najprej ponastavijo vodila in mostovi (angl. 
interconnect and bridge), 16 period kasneje se ponastavi periferija (ostala komunikacija in 
komponente) in šele na koncu čez dodatnih 16 period ure jedro CPU [25]. Omeniti je 
potrebno še vhodni signal dcm_locked pri drugi ponastavitveni komponenti, ki je nastavljen 
na 0 med rekonfiguracijo komponente za dinamično nastavljanje frekvence. Ko se frekvenca 





3.2 Protokol AXI4 - Lite 
Protokol AXI, član večje družine AMBA, je integralni a nevidni del sistema, ki povezuje 
programirljivi del vezja s procesnim ter skrbi za ustrezno sinhronizirano komunikacijo med 
komponentami in procesorjem. Sestavljeno je iz vodila AHB (zmogljivo vodilo, omogoča 
cevljenje, blokovni prenos, več gospodarjev) in APB vmesnika (enostaven vmesnik, ločeni 
poti za branje in pisanje), ki sta povezani z mostom [13].  Obstajajo štiri vrste AXI 
protokolov: 
 AXI4, omogoča blokovni prenos (angl. burst) do 256 zaporednih besed podatkov na 
posamezen prenos z naslavljanjem zgolj enega registra, ostali naslovi registrov se 
izračunajo glede na vrsto prenosa (angl. increment, wrapped, fixed); 
 AXI3, podobno kot AXI4, le da omogoča prenašanje do 16 zaporednih besed 
podatkov;  
 AXI4 – Lite, omogoča prenašanje ene besede podatka s posameznim prenosom 
(enostavni cikel); 
 AXI4 – Stream, omogoča kanal za prenašanje neskončne reke podatkov [30]. 
V našem primeru uporabljamo enostavnejšo različico sistemskega protokola AXI4 – Lite z 
načinom delovanja v enostavnem ciklu, uporablja manj signalov kot AXI4 in med drugim 
omogoča poleg 32 tudi 8 ali 16-bitni dostop (angl. write strobes) do pomnilniških struktur.  
Vezni členi na vodilu, ki povezujejo nadrejene (angl. master) in podrejene (angl. slave) 
komponente vezja, so AXI povezovalni moduli (angl. AXI Interconnect). To so stikala, ki 
upravljajo in razporejajo promet med AXI vmesniki. AXI Interconnect modul je sestavljen iz 
[30]: 
 Crossbar; glavni modul, ki poveže eno ali več nadrejenih z eno ali več podrejenimi 
komponentami. V našem primeru uporabimo 1-na-N oz. 1-na-3 vezavo, saj 
povezujemo en procesni del s tremi perifernimi komponentami, ki predstavljajo VGA 
komponento našega vezja. Možne so tudi druge vezave: N-na-1, deljena M-na-N 
(angl. shared) ali ločena M-na-N (angl. sparse). 
 Data width converter; poveže nadrejeno in podrejeno komponento, ki uporabljata 
različno bitno širino na podatkovni poti. 





 Protocol converter; poveže nadrejeno in podrejeno komponento, ki uporabljata 
različnen AXI protokol. 
 Data FIFO; za preprečevanje sinhronizacijskih problemov poveže nadrejeno in 
podrejeno komponento z vmesnim FIFO pomnilnikom. 
 Register Slice; za doseganje kritičnih časovnih omejitev poveže nadrejeno in 
podrejeno komponento s cevljenjem (angl. pipeline) [30]. 
 
Slika 3.2: AXI Crossbar, glavni modul AXI Interconnect komponente, vezava 1-na-2 [30] 
 
3.3 Komponenta za dinamično nastavljanje frekvence 
V Vivadu ustvarimo predpripravljeno IP komponento z imenom Clocking Wizard. Ta nam 
omogoča osnovno inicializacijo izhodnega signala ure na izbrano frekvenco 50 MHz, ki pa jo 
bomo nato preko AXI 4-Lite protokola dinamično spreminjali med samim delovanjem vezja. 
Vhodni signal ure povežemo na procesorsko komponento ponastavitvenih signalov s 
frekvenco 100 MHz, s tem pa tudi rešimo zahtevo po urnem signalu konstantne frekvence na 
vhodu komponente. Poleg nastavitev prikazanih na spodnji sliki moramo omogočiti še 











Slika 3.3: Nekatere pomembnejše nastavitve IP komponente Clocking Wizard 
MMCM za nastavitev željene izhodne frekvence najprej nastavi frekvenco VCO kot 
večkratnik vhodne frekvence. V našem primeru frekvenco VCO nastavimo kot desetkratnik 
(M = 10, D = 1) vhodne na 1 GHz in jo nato delimo z 20 (O = 20), da dobimo potrebnih 
50 MHz. To se morda na prvi pogled zdi nepotrebno, saj bi lahko v tem primeru zgolj 
prepolovili vhodni signal ure, a bomo za doseganje višjih frekvenc, potrebnih za drugačne 
ločljivosti zaslonov, potrebovali notranji VCO nastavljen na 1GHz. Za izračun frekvenc 
veljajo naslednje formule, pri čemer sta O in M lahko racionalni števili: 
𝑓𝑉𝐶𝑂  =  
𝑓𝐼𝑁  ∙  𝑀
𝐷
 
𝑓𝑂𝑈𝑇  =  
𝑓𝑉𝐶𝑂
𝑂
 =  
𝑓𝐼𝑁  ∙  𝑀
𝐷 ∙  𝑂
 
𝑓𝐹𝐵 =  
𝑓𝑉𝐶𝑂
𝑀




Fazno-frekvenčni primerjalnik (angl. phase-frequency detector PFD) primerja tako fazo kot 
frekvenco vhodnega urnega signala CLKIN1 in urnega signala povratne zanke CLKFB preko 
negativne povratne zanke in ustvari razliko obeh signalov, podobno kot pri fazno sklenjeni 
zanki (PLL). Če je razlika enaka nič, smo že dosegli ujeto zanko (angl. locked) in signala sta 




charge pump) na izhodu ustvarja tokovne impulze, ki nato preko zančnega filtra (LF, angl. 
line filter) ustvarjajo referenčno napetost, ki je potrebna za vzbujanje napetostno krmiljenega 
kvarčnega oscilatorja (VCO) [16]. Pri deljenju frekvence VCO z O0 dobimo željeno izhodno 
frekvenco našega bloka, pri deljenju frekvence VCO z M pa sklenemo povratno fazno-
frekvenčno zanko nazaj.  
 
Slika 3.4: Shema delovanja MMCM fazno-frekvenčno sklenjene zanke [27] 
V našem primeru VCO ustvarja 8 fazno zamaknjenih frekvenc in z 8 različnimi delitelji lahko 
ustvarimo 8 željenih izhodnih urnih signalov različnih frekvenc, pri čemer sta O0 in M lahko 
racionalna delitelja. Stremimo k temu, da je frekvenca VCO čim višja, delitelji pa čim manjši. 
Lokacija Bit[18] Bit[17:8] Bit[7:0] 
Ime CLKOUTT0_FRAC_EN CLKOUTT0_FRAC CLKOUTT0_DIVIDE 
Opis 
Če je delitelj racionalno 
število. mora biti 18 bit enak 
1, sicer 0.  
Število za decimalno 




manjše od 256. 
Desetiški 
zapis 
4 690 12 
HEX 
zapis 
0x04 0x02B2 0x0C 
Binarni 
zapis 
00000100 1010110010 00001100 






S tem opazimo, da moramo v tabelo časovnih parametrov, ki jih hranimo v sinhronizacijski 
komponenti, dodati še pravilno izračunane racionalne delitelje VCO, ki jih bomo uporabljali 
pri dinamičnem nastavljanju frekvence. Množitelj M je po drugi strani venomer enak 10, za 
doseganje 1 GHz pri VCO. 
Prenastavitev Clocking Wizard-a po vpisanih parametrih izvedemo z dvema zaporednima 
vpisoma 0x7 in 0x2 v register na naslovu C_BASEADDR + 0x25C. Nato moramo počakati 
nekaj urnih ciklov in spremljati statusni register »locked« na naslovu C_BASEADDR + 0x04, 
dokler se iz 0 ne postavi zopet na 1, ko se frekvenca izhodnega signala ure uspešno ustali 
znotraj minimalnih odstopanj od željene. V kolikor smo vpisali parametre deliteljev, ki ne 
morejo dati logične prenastavitve frekvence izhodnega signala, lahko ponastavimo to 
komponento z vpisom 0x0 v register na naslovu C_BASEADDR + 0x25C [23]. 
 
Slika 3.5: Blok shema komponente za dinamično nastavljanje frekvence 
Čeprav vsebuje komponenta več kot 25 nastavljivih registrov, saj omogoča kar 6 dinamično 
nastavljivih izhodnih frekvenc z obilico dodatnimi funkcijami, smo za potrebe dinamične 




3.4 VGA komponenta 
 
Slika 3.6: Blok shema VGA komponente 
VGA komponento v programirljivem delu vezja sestavljajo tri manjše komponente: 
 sinhronizacijska komponenta,  
 komponenta z blokovnim pomnilnikom,  
 komponenta za obdelavo slike s končnim izhodnim RGB signalom.  
Na procesni del so preko AXI4-Lite vodila povezane s prej opisanim AXI Interconnect 
modulom. V okolju Vivado ustvarimo nove posamezne IP elemente in jih opišemo z VHDL 
jezikom. Nekatere IP elemente pa uporabimo iz priloženih knjižnic. 
 
3.4.1 Sinhronizacijska komponenta 
Eden najpomembnejših gradnikov našega VGA podsistema je sinhronizacijska komponenta. 
Ta skrbi za pravilno nastavitev vseh parametrov potrebnih za prikaz dane ločljivosti slike na 
zaslonu. Na izhodu ima oba sinhronizacijska signala, vektorja koordinat trenutne točke, 




prejšnji komponenti. Z ostalo periferijo in procesorjem komponenta komunicira preko AXI4-
Lite protokola. 
 
Slika 3.7: Blok shema sinhronizacijske komponente 
V vezju naredimo dva števca hst (števec točk v vrstici) in vst (števec vrstic v sliki). Števec hst 
se povečuje s periodo ure in šteje do H-1 (perioda celotne vrstice). Vsakič ko pride do konca 
vrstice, ga resetiramo na 0 in za eno povečamo števec vrstic vst, ki naj šteje od 0 do V-1 
(perioda osveževanja zaslona). Ko pridemo do spodnjega desnega konca zaslona, oba števca 




 if rising_edge(pix_clk) then 
   -- two counters 
   if hst < H-1 then 
   hst <= hst + 1; 
   else 
   hst <= (others=>'0'); 
   if vst < V-1 then 
   vst <= vst + 1; 
   else 
   vst <= (others=>'0'); 
   end if; 
   end if; 
 end if; 
end process; 
 
  H <= Hr+Hf+Hs+Hb; -- total horizontal resolution 
  V <= Vr+Vf+Vs+Vb; -- total vertical resolution  
Sinhronizacijske izhodne impulze dobimo s kombinacijsko primerjavo vrednosti števcev. 
  hsync <= Hsp(0) when (hst>=Hr+Hf and hst<Hr+Hf+Hs) else NOT Hsp(0); 
  vsync <= Vsp(0) when (vst>=Vr+Vf and vst<Vr+Vf+Vs) else NOT Vsp(0); 
Potrebujemo še status trenutne točke, oz. vektorja x in y trenutne točke na zaslonu, ki ju bomo 




drugih modulih, kjer bomo lahko strojno posegali v izhodno barvno komponento posamezne 
točke. Potrebujemo tudi izhod enable, ki je postavljen na 1 samo v vidnem delu slike. Z 
vhodnim signalom reg_select izberemo eno izmed 23 možnih ločljivosti v tabeli. 
  tx <= std_logic_vector(hst(11 downto 0)); -- x coordinate current pixel 
  ty <= std_logic_vector(vst(11 downto 0)); -- y coordinate current pixel 
  en <= '1' when (hst>=0 and hst<Hr and vst>=0 and vst<Vr) else '0'; 
  select_res <= to_integer(unsigned(reg_select)); 
Seveda moramo na začetku poleg vseh vhodnih in izhodnih signalov deklarirati še tabelo 
parametrov, VCOdiv (celi del VCO delitelja) in VCOfrac (racionalni del VCO delitelja) smo 
preračunali sami glede na željeno frekvenco signala  ure točk (angl. pixel clock).  
  type table23x15 is array (0 to 22, 0 to 14) of integer; 
  signal table_res : table23x15 := ( 
  -- Vr, Vf,Vs, Vb,Vsp, Hr, Hf, Hs, Hb,Hsp,pixclk,pdiv,freq,VCOdiv,VCOfrac, 
  ( 350, 37, 2, 60, 0, 640, 16, 96, 48, 1,  25175,1000,  70,    39,   722), 
  ( 400, 12, 2, 35, 1, 640, 16, 96, 48, 0,  25175,1000,  70,    39,   722), 
  ( 480, 10, 2, 33, 0, 640, 16, 96, 48, 0,  25175,1000,  60,    39,   722), 
  ( 480,  1, 3, 16, 0, 640, 16, 64,120, 0,    315,  10,  75,    31,   746), 
  ( 400,  1, 3, 42, 1, 720, 36, 72,108, 0,    355,  10,  85,    28,   169), 
  ( 576,  1, 3, 22, 0, 768, 40, 80,120, 0,   4551, 100,  75,    21,   973), 
  ( 600, 37, 6, 23, 1, 800, 56,120, 64, 1,     50,   1,  72,    20,     0), 
  ( 768,  1, 3, 28, 1,1024, 16, 96,176, 1,    788,  10,  75,    12,   690), 
  ( 900,  1, 3, 32, 1,1152, 64,128,256, 1,    108,   1,  75,     9,   259), 
  ( 720,  5, 5, 20, 1,1280,110, 40,220, 1,   7425, 100,  60,    13,   468), 
  ( 800,  1, 3, 24, 1,1280, 64,136,200, 0,   8346, 100,  60,    11,   982), 
  ( 960,  1, 3, 38, 1,1280, 88,136,224, 0,  12986, 100,  75,     7,   701), 
  (1024,  1, 3, 38, 1,1280, 16,144,248, 1,    135,   1,  75,     7,   407), 
  ( 768,  1, 3, 23, 1,1368, 72,144,216, 0,   8586, 100,  60,    11,   647),  
  (1050,  1, 3, 42, 1,1400, 96,152,248, 0,  15585, 100,  75,     6,   416), 
  ( 900,  1, 3, 28, 1,1440, 80,152,232, 0,  10647, 100,  60,     9,   392), 
  (1200,  1, 3, 46, 1,1600, 64,192,304, 1,   2025,  10,  75,     4,   938), 
  (1050,  1, 3, 33, 1,1680,104,184,288, 0,  14714, 100,  60,     6,   796), 
  (1344,  1, 3, 69, 1,1792, 96,216,352, 0,    261,   1,  75,     3,   831), 
  (1392,  1, 3,104, 1,1856,128,224,352, 0,    288,   1,  75,     3,   472), 
  (1080,  4, 5, 36, 1,1920, 88, 44,148, 1,   1485,  10,  60,     6,   734), 
  (1200,  1, 3, 38, 1,1920,128,208,336, 0,  19316, 100,  60,     5,   177), 
  (1440,  1, 3, 56, 1,1920,144,224,352, 0,    297,   1,  75,     3,   367) 
  ); 
Naslednjim izhodnim signalom pa priredimo vrednosti iz tabele s parametri za dano 
ločljivost. 
reg_pix_clk <= std_logic_vector(to_unsigned(table_res(select_res,10),18)); 
-- pixel clock out read  
reg_div <= std_logic_vector(to_unsigned(table_res(select_res,11),14));  
-- pixel clock divider out read 
reg_freq <= std_logic_vector(to_unsigned(table_res(select_res,12),8));  
-- total (vertical) frequency (Hz) out read 
reg_VCOdiv <= std_logic_vector(to_unsigned(table_res(select_res,13),8));  




reg_VCOfrac <= std_logic_vector(to_unsigned(table_res(select_res,14),10)); 
-- fractional part of divider to divide 1000 MHz VCO with 
Ob shranjevanju IP komponente moramo določiti še vhodno izhodne registre s katerimi bomo 
komunicirali preko AXI4-Lite protokola. To storimo tako, da na koncu vhdl datoteke, ki jo 
ustvari vhdl wrapper, dodamo svoje registre in njihovo tvorbo. Za naše potrebe bodo dovolj 
štirje registri.  
 
 -- Add user logic here 
         VGAsinhAXI_inst : VGAsinhAXI 
         port map ( 
         pix_clk => pix_clk_s, 
         hsync => hsync_s, 
         vsync => vsync_s, 
         tx => tx_s, 
         ty => ty_s, 
         en => en_s, 
         reg_select => slv_reg0(5 downto 0), 
         reg_hr => read_out1(31 downto 20), 
         reg_vr => read_out1(19 downto 8), 
         reg_freq => read_out1(7 downto 0), 
         reg_pix_clk => read_out2(31 downto 14), 
         reg_div => read_out2(13 downto 0), 
         reg_VCOdiv => read_out3(7 downto 0), 
         reg_VCOfrac => read_out3(17 downto 8) 
         ); 
 -- User logic ends 
Poleg tega moramo omenjene registre popraviti tudi v notranjem opisu komponente, kjer nam 
vhdl wrapper ponavadi pravilno deklarira vse naše signale, registrov pa ne v celoti. 
    -- additional signals to read_out 
    signal read_out1 : std_logic_vector(C_S_AXI_DATA_WIDTH-1 downto 0); 
    signal read_out2 : std_logic_vector(C_S_AXI_DATA_WIDTH-1 downto 0); 
    signal read_out3 : std_logic_vector(C_S_AXI_DATA_WIDTH-1 downto 0); 
Pri opisu procesa branja iz registrov moramo pravtako popraviti obstoječe registre na naše 
bralne registre.  
  process (slv_reg0, read_out1, read_out2, read_out3, slv_reg4, slv_reg5, 
  slv_reg6, slv_reg7, axi_araddr, S_AXI_ARESETN, slv_reg_rden) 
 variable loc_addr :std_logic_vector(OPT_MEM_ADDR_BITS downto 0); 
 begin 
 -- Address decoding for reading registers 
 loc_addr := axi_araddr(ADDR_LSB + OPT_MEM_ADDR_BITS downto ADDR_LSB); 
     case loc_addr is 
       when b"000" => 
         reg_data_out <= slv_reg0; 
       when b"001" => 
         reg_data_out <= read_out1; 




         reg_data_out <= read_out2; 
       when b"011" => 
         reg_data_out <= read_out3; 
       when b"100" => 
  reg_data_out <= slv_reg4;    
... 
 
Prvi register slv_reg0 naslavljamo z ustreznim baznim naslovom BASEADDR + 0x0, 
drugega read_out1 s + 0x4, tretjega z 0x8 in četrtega z 0xC. 
 
3.4.2 Komponenta z blokovnim pomnilnikom 
Razvojna plošča ima na voljo 560 kB blokovnega RAM pomnilnika (BRAM), sestavljenega 
iz 140 32-bitnih blokov, kar nam zadošča za shranjevanje celotnega zapisa slike do ločljivosti 
800 x 600 točk. V bistvu je vsak blok 36-bitni, saj vsak bajt vsebuje še en bit za pariteto oz. 
preverjanje pravilnosti prenosa. V Vivadu tako ustvarimo novo IP komponento BRAM 
pomnilnika, ki naj deluje v enostavnem dvovhodnem (angl. simple dual port) načinu in 
rezerviramo skupno 512 kB pomnilnika. Enostavni sinhroni dvovhodni način delovanja 
zadostuje, saj vsa periferija tiktaka z enako frekvenco, le vhodov ne smemo zamenjati, ker je 
A namenjen pisanju, B pa branju iz pomnilnika. Ker uporabljamo AXI-4Lite protokol z 32-
bitno širino, moramo tudi širino posameznih blokov pomnilnika nastaviti na isto širino. Oba 
vhoda pomnilnika sta enaka in neodvisna drug od drugega pa čeprav dostopata do istih 
naslovov. Taka postavitev pa lahko privede do trkov pri sočasnem branju in pisanju na isti 
naslov. S privzetimi nastavitvami, ko ima pri sinhronem dostopu branje prednost pred 
pisanjem (angl. read first), izločimo morebitne napake pri sočasnem dostopanju obeh vhodov 
do istega naslova pomnilnika. V kolikor bi do obeh vhodov dostopali asinhrono, je 
priporočljivo nastaviti prednost pisanja pred branjem (angl. write first), saj ni zagotovila, da 
bi bil stari podatek na istem naslovu prebran pravočasno, predno bi ga novi prepisal, v kolikor 
bi izbrali drugače.  
V načinu prednosti pisanja pred branjem na istem vhodu se vhodni podatek najprej zapiše v 





Slika 3.8: Primer prednosti pisanja pred branjem [24]. 
V načinu prednosti branja pred pisanjem na istem vhodu se stari podatek najprej prebere in 
šele nato zapiše nov podatek v pomnilnik, vse znotraj ene periode urnega signala. 
 





V primeru brez spremembe na izhodu (angl. no change) ostane izhod nespremenjen med 
procesom pisanja v pomnilnik.  
 
Slika 3.10: Primer, ko se izhod med pisanjem sploh ne spreminja [24]. 
V spodnjem primeru na vhodu B samo beremo, na vhodu A pa pišemo. Če ima branje 
prednost pred pisanjem na isti naslov, glejmo izhod DOUTBARF, ki nam da pravilen izhodni 
podatek. Napačen oz. nepredvidljiv izhodni podatek pa dobimo, v kolikor ima pisanje 
prednost pred branjem, DOUTBAWF. 
 
Slika 3.11: Trk pisanja/branja na isti naslov  v BRAM pomnilniku [24]. 
Za povezavo prvega pisalnega vhoda A na PS skrbi AXI BRAM vmesnik (angl. AXI BRAM 
controller), ki pretvori AXI4-Lite protokol (21 signalov) v BRAM protokol (7 signalov). Pri 
čemer za pisanje oz. branje uporabimo samo določene signale. Za povezavo in branje iz 
drugega bralnega vhoda B na PL ustvarimo novo komponento, v kateri moramo označiti, da 
uporabljamo protokol BRAM in v VHDL kodi vse BRAM signale ustrezno nastaviti in 
opisati. Hkrati moramo definirati logiko, ki s pomočjo vektorjev koordinat x in y bere podatke 
iz BRAM pomnilnika. Mimogrede, tudi BRAM pomnilnik je urejen v 32-bitnem little-endian 




Naslov n + 3 n + 2 n +1 n 





  Najmanj utežen 
bajt (LSB) 
Tabela 3.2: Razvrščanje bajtov v little-endian načinu zapisa 32-bitnih podatkov. 
 
Slika 3.12: Prikaz signalov AXI4-Lite in BRAM ob branju podatka iz pomnilnika [24]. 
 
Pri opisu procesa za branje iz pomnilnika uporabimo vhodna vektorja x in y trenutne točke na 
zaslonu. Ker imamo pomnilnik urejen, ga lahko beremo po vrsti bajt za bajtom, ob vsaki 
fronti urnega signala ob spremembah x koordinate. To izvršimo od prve do zadnje točke le 
takrat, ko smo v vidnem delu slike. Ker pa vektorja x in y, ki izhajata iz prejšnje IP 
komponente za sinhronizacijo, pri našem procesu zaostajata za eno periodo ure, moramo to 
upoštevati in vektor x brati z upoštevanjem zamika. V nadaljevanju del kode, ki opisuje 
proces branja iz pomnilnika. 
  process (clk) 
    begin 
      if rising_edge(clk) then 
        if en_i='1' then 
          case  tx_i(1 downto 0) is 
            when "01" => 
            rgb_o <= BRAM_dinb(7 downto 0); 
            when "10" =>  
            rgb_o <= BRAM_dinb(15 downto 8); 




            rgb_o <= BRAM_dinb(23 downto 16); 
            when "00" => 
            rgb_o <= BRAM_dinb(31 downto 24); 
            when others => 
            rgb_o <= "00000000"; 
          end case; 
 
        tx_o <= tx_i; 
        ty_o <= ty_i; 
        en_o <= en_i; 
       
        end if; 
      end if; 
  end process; 
Vektor branja addr iz naslova v BRAM-u je oblikovan kot polje veliko 800 x 600, kolikor je 
tudi naša največja ločljivost BMP zapisa. V kolikor vektorja x in y nista v vidnem delu 
zaslona, naj bo vektor branja postavljen na prvi bajt v nevidnem delu zaslona. 
  x <= unsigned(tx_i); 
  y <= unsigned(ty_i); 
  addr <= x+800*y; 
  over <= "000001110101001100000000"; --800*600 
  BRAM_enb <= '1'; 
  BRAM_doutb <= (others => '0'); 
  BRAM_web <= (others => '0'); 
  BRAM_addrb <= ("00000000" & std_logic_vector(addr(23 downto 0))) when 
(x>= 0 and x < 800 and y>= 0 and y < 600) else ("00000000"&   
std_logic_vector(over(23 downto 0))); 
  BRAM_rstb <= not rstb; 
  BRAM_clkb <= clk; 
V primeru, da naše slike niso največje ločljivosti, to ne predstavlja problema, saj je v 
vmesnem prostoru pomnilnik prazen oz. pobrisan na 0x0, kar je tudi sicer RGB črna barva.  
 





3.4.3 Komponenta za obdelavo slike z izhodnim RGB signalom 
Na koncu signalne RGB poti sledi še komponenta za morebitno obdelavo slike z npr. raznimi 
flitri, preprostim ohranjevalnikom zaslona, itd. ali pa nič od tega in zgolj spustimo RGB 
signal nespremenjen skozi komponento. Tokrat pokažimo še drugi način priklopa 
komponente na AXI4-Lite vodilo, in sicer preko splošno namenskega GPIO (angl. general 
purpose input output) vhodno/izhodnega vmesnika. Vmesnik nam omogoča registre za 
enostaven dostop in priklop na notranje komponente, kot tudi za dostop in priklop na registre 
zunanjih naprav. 
Jedro GPIO sestavljajo registri in multiplekserji za branje ali zapisovanje kanalnih registrov. 
GPIO vmesnik je lahko eno ali dvo kanalni z nastavljivo bitno širino od 1 do 32 bitov. 
Omogoča in vsebuje tudi logiko za generiranje prekinitvene rutine, ki je predvsem uporabna, 
ko sprejmemo prekinitev iz zunanjih naprav. Vsa vhodno/izhodna vrata so dinamično 
nastavljiva z uporabo tri-stanjskih-ojačevalnik-ov, ki pa v bistvu niso del jedra, temveč se 
avtomatično ustvarijo v top level design wrapper datoteki ob generiranju v Vivadu.  
 
Slika 3.14: Shema bloka AXI GPIO komponente 
Podatkovni register AXI GPIO torej prebere podatke iz vhodnih vrat ali pa jih zapiše na 
izhodna. Z nastavitvijo registra za tri-stanjski-ojačevalnik na 1, vrata postanejo vhodna, sicer 




Preostali del komponente sem uporabil za preprosti ohranjevalnik zaslona, kjer se lahko 
manjša tekstura npr. puščica ali kvadratek odbija od notranjega nevidnega kvadrata dimenzij 
512 x 512 točk. V komponenti za izbiro funkcije uporabimo vhodni kontrolni signal, ki ga 
sprejmemo preko GPIO vmesnika in nam z 18-tim bitom pove ali naj funkcijo vklopimo ali 
ne, s preostalimi 18-timi biti pa opišemo 9-bitni x in y koordinati. 
  ctrl_o <= (ctrl_i(18) & std_logic_vector(y(17 downto 9)) & 
  std_logic_vector(x(8 downto 0))) when read='1' else ctrl_i(18 downto 0); 
Sama logika izračunavanja koordinat je relativno preprosta in predolga, da bi jo na tem mestu 
predstavil, zato poglejmo še v zadnjo komponentno za končni prikaz na naši poti RGB 
signala. Spodaj sta predstavljena samo odseka kode, ki sprejmeta prej opisani kontrolni signal 
z dodanimi koordinatami, definirata prednastavljeno teksturo puščice in jo prikažeta na 
določenih koordinatah. 
  type slika is array (0 to 17) of std_logic_vector(0 to 11); 
  constant kurzor: slika :=(  
  "100000000000", 
  "110000000000", 
  "101000000000", 
  "100100000000", 
  "100010000000", 
  "100001000000", 
  "100000100000", 
  "100000010000", 
  "100000001000", 
  "100000000100", 
  "100000000010", 
  "100000011111", 
  "100010010000", 
  "100101001000", 
  "101001001000", 
  "110000100100", 
  "000000100100", 
  "000000011000" ); 
 
  ... 
 
  process (clk) 
    begin 
    if rising_edge(clk) then 
      if en_i='1' and ctrl(18)='1' and x>=xc and x<xc+12 and y>=yc and 
      y<yc+18 and kurzor(to_integer(y-yc))(to_integer(x-xc))='1' then 
        rgb_o <= "11111111"; 
      else 
        rgb_o <= rgb_i; 
end if; 
    end if; 
  end process; 
 




Namen zadnje komponente je zgolj demonstrativni prikaz strojnega vplivanja na RGB signal 
slike, ki jo hočemo prikazati na izhodu. Namesto tega bi lahko ustvarili komponente za 
uporabo določenih filtrov, prekrivnih slik (angl. overlay), naredili preproste igre kot npr. 
Popcorn, ipd.  
 









4 Programske komponente 
Aplikacija je napisana v programskem jeziku C s programskim orodjem Xilinx SDK 2014.4. 
Z aplikacijo bomo komunicirali s pomočjo terminalskega okna preko UART vmesnika na 
serijskem vodilu in nastavljali željene parametre. Sama aplikacija pa komunicira in prejema 
podatkovne zapise slik preko mrežnega Ethernet vmesnika s preprostim protokolom prenosa 
datotek TFTP. TFTP sloni na UDP protokolu, tj. nepovezovalni protokol za prenašanje 
paketov, kjer oddajnik in prejemnik ne vzpostavita povezave, ampak oddajnik pošilja pakete 
odjemalcu in ne preverja povratne informacije o prejetih paketih. To se uporablja predvsem 
pri aplikacijah z izvedbo v realnem času, npr. pri IP telefoniji, večini pretočnih (angl. 
streaming) vsebin ipd [17]. Ker aplikacija Ethernet vmesnika presega temo te diplomske 
naloge, uporabimo preprost odprtokodni operacijski sistem realnega časa FreeRTOS s 
podprto Ethernet komunikacijo, TFTP odjemalcem in MFS datotečnim sistemom.  
4.1 UART vmesnik 
S procesorjem in posledično FPGA delom vezja lahko komuniciramo preko UART vmesnika 
na serijskem vodilu s pomočjo ukaznega vmesnika v terminalskem oknu. Direktno lahko 
vplivamo na komponente vezja FPGA preko 32-bitnih registrov, ki smo jih rezervirali ob 
sami zasnovi vezja. Z vplivom na izbiro ločljivosti v registru REG_WRITE_0 spodaj, so 
predstavljeni registri komponent, ki se nato znotraj aplikacije bodisi berejo bodisi prepišejo. 
Zaradi optimizacije se ponavadi v enem registru skriva več krajših informacij. 






0x830C0000 REG_WRITE_0 Bit[5:0] 
Izbira ločljivosti 0 
- 22 
 0x830C0004 REG_READ_0 Bit[31:2] 
Horizontalna 
ločljivost 
   Bit[19:8] 
Vertikalna 
ločljivost 





 0x830C0008 REG_READ_1 Bit[31:14] 
Frekvenca ure 
točk 
   Bit[13:0] Delitelj ure točk 
 0x830C000C REG_READ_2 Bit[17:8] 
Ostanek pri 
deljenju VCO 
   Bit[7:0] Delitelj VCO 
Clocking wizard 0x43C00004 VCO_STATUS 0-ti bit Locked signal 
 0x43C00208 VCO_DIVIDE 18-ti bit 
Status deljenja z 
racionalnim št. 
   Bit[17:8] 
Racionalni del 
delitelja 
   Bit[7:0] Celi del delitelja 
 0x43C0025C VCO_RECONF Bit[3:0] 
Zaporedni vnos 





0x80000000 Prvi 32-bitni 
Začetek BRAM 
pomnilnika 
 0x8007FFFF Zadnji 32-bitni 
Konec BRAM 
pomnilnika 
Tabela 4.1: Nekateri bralno/pisalni registri komponent 
 
4.2 FreeRTOS operacijski sistem 
FreeRTOS je preprost, robusten, kompakten, prenosljiv operacijski sistem in prilagojen za 
vgrajene sisteme z malo pomnilnika in zato eden najpogosteje uporabljenih RTOS. Podpira 
več kot 35 arhitektur, med drugim tudi Zynq. Spada med odprtokodne sisteme in je večinoma 
implemenitran v programskem jeziku C razen nekaterih arhitekturno specifičnih funkcij, ki so 
napisane v zbirniku (npr. koda za preklop konteksta). Takšna koda sicer ni tako optimalna kot 
zbirna koda, vendar je lažje berljiva in ga naredi prenosljivega na različne platforme [19].  
Osnovna aplikacija z jedrom, sporočilnimi vrstami, opravili in semaforji zavzema le 4,4kB 
pomnilnika. Količina pomnilnika je sicer odvisna od tipa aplikacije, a razvrščevalnik npr. 
zavzema le 236 zlogov, dodatnih 64 zlogov zavzame vsako dodatno opravilo. Novejše verzije 




spletni strežnik, datotečni sistem MFS, ipd.; kjer za nas prideta v upoštev predvsem mrežna 
podpora s TFTP odjemalcem in MFS datotečnim sistemom. 
Razvrščevalnik (angl. scheduler) uporablja algoritem za razvrščanje opravil po prednosti 
(prioriteti) s prekinjanjem opravil nižje in izvajanjem opravil višje prednosti, pri čemer si 
opravila z isto prednostjo enakomerno delijo procesorski čas. Opravilo se lahko nahaja v 
enem izmed štirih stanj: v izvajanju (angl. running), pripravljeno za izvajanje (angl. ready), 
ustavljeno (angl. blocked) ali prekinjeno (angl. suspended). V zadnjih dveh opravilo ne more 
dobiti virov ne glede na prednost, vse dokler mu ne spremenimo stanja v pripravljenost. 
Opravilo z najvišjo prioriteto je v stanju izvajanja, ostala opravila pa so v stanju 
pripravljenosti, dokler ne pridejo na vrsto za izvajanje. Ustavljeno opravilo ima ponavadi 
časovni zamik (funkcija delay), po katerem spet preide v stanje pripravljenosti, lahko pa ga 
tudi načrtno prej prikličemo v delovanje. Prekinjeno opravilo pa časovnega zamika nima 
(funkcija suspend) in lahko preide v stanje pripravljenosti le, če ga načrtno prikličemo v 
delovanje. FreeRTOS ima vsaj eno prosto opravilo (angl. idle task) z najnižjo prioriteto, ki se 
izvaja le takrat, ko se ostala opravila ne, in med drugim poskrbi za čiščenje pomnilnika že 
končanih opravil [32].  
 





Komuniciranje in sinhronizacijo med procesi oz. med procesi in prekinitvami upravljajo 
obvestila o procesih (angl. task notifications), vrste (angl. queue), dvojiški ter števni in 
rekurzivni semaforji (angl. binary, counting, recursive semaphores) in vzajemno 
izključevanje (angl. mutex) [19]. 
Za uspešno implementacijo operacijskega sistema v okolje SDK je potrebna pravilna izbira 
podprte različice za naš sistem Zynq. Nato z razširjenim primerom spletnega strežnika 
naložimo osnovno verzijo operacijskega sistema, ki ga prilagodimo našim procesom in 
potrebam. Hitro naletimo na kakšno majhno specifičnost, ki mora biti pravilno označena že v 
samem okolju SDK, še posebej pri programiranju in zagonu aplikacije. FreeRTOS pa je tako 
ali tako operacijski sistem v malem in spremenjena konfiguracija v primerjavi z začetno ter 
spreminjanje in dodajanje kode zahtevata natančnost pri programiranju in potrpežljivost pri 
končnem razhroščevanju in testiranju. Izčrpni opisi knjižnic in programskih ukazov na 
spletnem naslovu FreeRTOS-a so nam pri tem v veliko pomoč.  
Pri programiranju moramo pravilno nastaviti in rezervirati MFS datotečni prostor, tako da na 
naslov 0x07200000 naložimo predpripravljeno spominsko sliko image.mfs (angl. MFS image 
file). S tem našemu operacijskemu sistemu omogočimo upravljanje z mapami in datotekami.   
 




4.3 Programski del 
V glavni zanki programske kode najprej poskrbimo za začetno inicializacijo vezja, privzete 
nastavitve komponente za dinamično nastavljanje frekvence (frekvenca ure točk naj bo 
78,8MHz), uvodno nastavitev (angl. initialization) periferije in osnovne nastavitve za VGA 
sinhronizacijsko komponento (ločljivost 1024 x 768 točk) ter brisanje BRAM-a ob zagonu. 
Šele nato zaženemo operacijski sistem FreeRTOS. V operacijskem sistemu onemogočimo vse 












                            





















4.3.1 Obvladovanje opravil (angl. task control) 
Dodati moramo komponento z lastnim opravili, kot sta branje slikovnega zapisa iz 
datotečnega sistema in prenos v BRAM ter nastavljanje frekvence in ločljivosti VGA signala 
(primer spodaj), 
  void vMy_Apps_Thread(){ 
 
  xTaskCreate(vCopy_BMP_Thread, (signed char *) "Copy_BMP_Thread", 
   THREAD_STACKSIZE, NULL, 
   DEFAULT_THREAD_PRIO, &xHandleCopy); 
 
  xTaskCreate(vResolution_Change_Thread, (signed char *)  
  "Resolution_Change_Thread", 
   THREAD_STACKSIZE, NULL, 
   DEFAULT_THREAD_PRIO, NULL); 
  } 
pri čemer ohranimo privzeto prioriteto in velikost sklada. Za spreminjanje ločljivosti VGA 
signala je dovolj, da zgolj vsakih nekaj sekund preverimo, ali je uporabnik želel spremembo 
(primer spodaj). Ni potrebno, da v realnem času trošimo procesorski čas za opravilo, ki se 
izvaja le poredkoma. Zato izvajanje opravila zakasnimo, v kolikor uporabnik ni podal ukaza. 
  /*when there is no activity in received UART data, wait for 3s*/ 
  while(!XUartPs_IsReceiveData(0xe0001000)){ 
  vTaskDelay(3000 / portTICK_RATE_MS); 




                                                               
Slika 4.4: Zakasnitev opravila spreminjanja ločljivosti VGA signala na nivoju stanj 
Opravilo branja slikovnega zapisa in prenos v BRAM pa bi radi izvedli takoj, ko slika prispe 
po ethernet mrežnem vmesniku in se shrani v DDR pomnilniku. To storimo tako, da to 
opravilo prekinemo (del kode v primeru spodaj), v izvajanje pa ga spravimo takoj, ko je slika 
v celoti shranjena v DDR pomnilniku. Prekinemo ga lahko bodisi ko je opravilo v stanju 














samega izvajanja opravila v kolikor datoteka s slikovnim zapisom še ne obstaja in se TFTP 
prenos podatkov še ni začel izvajati. 
  vTaskSuspend(xHandleCopy); 
Zato ima opravilo dodaten oprimek (angl. handle), s katerim ga lahko spravimo iz stanja 
prekinitve v stanje pripravljenosti in posledično izvajanja, pri čemer seveda opravilo samega 
sebe ne more zbuditi iz ustavljenega stanja. To storimo na koncu TFTP opravila po uspešno 
preneseni datoteki v DDR pomnilnik, potem ko se na koncu prenosa datoteko zapre. 
  mfs_file_close(fd); 
  vTaskResume(xHandleCopy); 
S tem tudi rešimo problem po čimhitrejšem prenosu preko mrežnega TFTP protokola, saj so v 
vmesnem času naša opravila bodisi zakasnjena, bodisi prekinjena in ne trošijo dragocenega 




                                                               
Slika 4.5: Prekinitev opravila branja iz datoteke in prenosa v BRAM na nivoju stanj 
 
4.3.2 Opravilo spreminjanja ločljivosti VGA signala 
Kot smo že zgoraj opisali, opravilo vsake 3 sekunde preveri, ali je uporabnik želel spremembo 
ločljivosti VGA signala. V kolikor je temu tako, pod zaporedno številko ločljivosti iz tabele s 
pomočjo registrov opisanih v 3.4.1 ter 4.1 preberemo potrebne nastavitve VCO kot racionalne 
delitelje in  jih vpišemo v registre Clocking wizard-a (poskrbi za pravilno frekvenco ure točk 
celotne periferije) ter v registre sinhronizacijske komponente (poskrbi za pravilno ločljivost in 
sinhronizacijske signale hsync ter vsync) za pravilno nastavitev VGA signala. Spodaj dve 















  void init_VGAsinhAXI(int resolution) 
  { 
 Xil_Out32(XPAR_VGASINHAXI_S00_AXI_BASEADDR+REG_WRITE_0, resolution); 
// one of 0 to 22 resolutions that are hardcoded in VGAsinhAXI.vhd 
int var1 = Xil_In32(XPAR_VGASINHAXI_S00_AXI_BASEADDR+REG_READ_1); 
 int var2 = Xil_In32(XPAR_VGASINHAXI_S00_AXI_BASEADDR+REG_READ_2); 
 int var3 = Xil_In32(XPAR_VGASINHAXI_S00_AXI_BASEADDR+REG_READ_3); 
 resh = (var1 & 0xFFF00000)>>18; // upper 12 bits shifted by 18 
 resv = (var1 & 0x000FFF00)>>8; // middle 12 bits shifted by 8 
 freq = var1 & 0x000000FF;  // lower 8 bits 
 int divider = (var2 & 0x00003FFF); // lower 14 bits 
pixclk = ((var2 & 0xFFFFC000)>>14)/divider; /* upper 18 bits shifted 
by 14 and divided with divider*/ 
pixclkrem = ((var2 & 0xFFFFC000)>>14)%divider; /* upper 18 bits, 
remainder after dividing*/ 
 vcodiv = (var3 & 0x000000FF);  // lower 8 bits 
 vcofrac = (var3 & 0x0003FF00)>>8; // middle 10 bits shifted by 8 
 vcofloat = (var3 & 0x00040000)>>18; // 18th bit 
  } 
  void set_CLK_WIZ_registers(int MHZdivider, int MHZfractional) 
  /*for each resolution we need different pixel clock, which that wizard 
  generates it from given VCO divider and fractional part of divider*/ 
  { 
  int value = 0x00040000 + (MHZfractional<<8) + MHZdivider; 
  /*(18) means fractional division is on, (17 to 8) is fractional part,  
  (7 to 0) is divider*/ 
  
Xil_Out32(XPAR_CLOCKING_WIZARD_BASEADDR+VCO_DIVIDE,value); 
 int ready = Xil_In32(XPAR_CLOCKING_WIZARD_BASEADDR+VCO_STATUS); 
 
 if (ready == 1) { 
  Xil_Out32(XPAR_CLOCKING_WIZARD_BASEADDR+VCO_RECONF, 0x7); 
//asserts reconfiguration, for default configuration is 0x4 
  Xil_Out32(XPAR_CLOCKING_WIZARD_BASEADDR+VCO_RECONF, 0x2); 
//deasserts reconfiguration, for default configuration is 0x0 
} 
 int locked = Xil_In32(XPAR_CLOCKING_WIZARD_BASEADDR+VCO_STATUS); 
 int error = 0; 
 while (locked != 1) { 
  locked = Xil_In32(XPAR_CLOCKING_WIZARD_BASEADDR+VCO_STATUS); 
  error++; 
  if (error >= 0xFFFF) { 
  xil_printf("-= Internal clocking error! =-\n\r"); 
  Xil_Out32(XPAR_CLOCKING_WIZARD_BASEADDR+VCO_RECONF, 0x4); 
Xil_Out32(XPAR_CLOCKING_WIZARD_BASEADDR+VCO_RECONF, 0x0); 
/*if something is wrong with the parameters given and 
reconfiguration takes more than 65535 cycles, push defaults*/ 
  } 
   } 




Pri čemer sta vhodna parametra druge funkcije enaka vrednostima vcodiv in vcofrac iz prve 
funkcije. Ostale vrednosti prve funkcije služijo zgolj za prikaz v terminalskem oknu za 









Slika 4.6: Opravilo spreminjanja ločljivosti VGA signala na nivoju funkcij 
 
4.3.3 Opravilo branja slikovnega zapisa iz datoteke in prenos v BRAM 
Opravilo branja slikovnega zapisa iz datotečnega sistema in prenos v BRAM je v prekinjenem 
stanju, dokler po UDP mrežnem protokolu ne prejmemo celotne datoteke BMP zapisa slike 
oz. dokler se prenos datoteke sploh ne izvede. Prenos iz mrežnega protokola v datotečni 
sistem v DDR pomnilniku poteka v več fazah. V knjižici tftpserver.c se pri prejemanju 
podatkov (angl. receive data to file) najprej v MFS datotečnem sistemu preveri, ali  datoteka z 
istim imenom še ne obstaja (mfs_exists_file()), nato ustvari in odpre datoteko 
nastavimo novo frekvenco periferije 
z nastavitvijo potrebnih registrov 
komponente za dinamično 
nastavljanje frekvence 
 
izbrano ločljivost nastavimo v 
sinhronizacijski komponenti 
 
uporabnik izbral eno 
izmed možnih ločljivosti 
s pomočjo izhodnih registrov 
sinhronizacijske komponente 
preberemo vse potrebne nastavitve 
za izbrano ločljivost 
 










(mfs_file_open()), vanjo piše prenesene podatke (mfs_file_write()) in na koncu zapre 
(mfs_file_close()). V vmesnem času želimo čim manj prekinitev tega opravila 
(tftp_process_write()), zato naša ostala nekritična opravila bodisi prekinemo (suspend), bodisi 
ustavimo (delay), kot smo opisali nekaj odstavkov nazaj. Po končanem prenosu se lahko 
vrnemo v naše opravilo z oprimkom s spreminjanem njegovega stanja v stanje pripravljenosti 
in posledično v stanje izvajanja (vTaskResume(xHandleCopy)). 
Ker odpiranje in zapiranje datoteke z omenjenima funkcijama terja kar dosti procesorskega 
časa, poskusimo opraviti prenos datoteke v BRAM z enim branjem datoteke slikovenga 
zapisa. Beremo jo lahko samo od začetka do konca, brez vračanja nazaj na že prebrane dele. 
Skladno s strukturo BMP zapisa opisanega v 2.1 najprej preberemo in shranimo prvih 24 
bajtov zapisa, saj se tam skrivajo najpomembnejše informacije o sliki, da sploh vemo kakšne 
ločljivosti in kako velika slika je, kje se nahajajo njene podstrukture, kje se začne polje točk in 
do kod sploh lahko beremo. 
  /*look up into the first 24 bytes of DIP header that provide essential 
  BMP picture details*/ 
  int fd, n, j; 
  int block_size_bytes = 24; 
  char buffer[24]; 
  fd = mfs_file_open(filename, MFS_MODE_READ); 
  n = mfs_file_read(fd, buffer, block_size_bytes); 
   
  /*extract offset of the pixel array (picture itself), width, height,... 
  all that can be found at the beginning of DIP header*/ 
  int picture_offset; //11th and 10th byte of DIP header 
  int picture_width;  //19th and 18th byte of DIP header 
  int picture_height; //23th and 22th byte of DIP header 
  picture_offset = (buffer[11] << 8) + buffer[10]; 
  picture_width = (buffer[19] << 8) + buffer[18]; 
  picture_height = (buffer[23] << 8) + buffer[22]; 
 
  /*store those 24 bytes at the end of BRAM*/ 
  unsigned char *p; 
 for(j=0; j<24; j++){ 
  p = (unsigned char*)XPAR_AXI_BRAM_CTRL_0_S_AXI_HIGHADDR-j; 
   *p = buffer[j]; 
  } 
Nato na podoben način, bajt za bajtom preberemo in shranimo na konec BRAM pomnilnika 
preostanek glave DIP strukture, ki med drugim vsebuje tudi barvno paleto veliko 1kB. 
  int size = 1; 
  char buf[1]; 
  int i,k; 
  for(j=24; j<picture_offset; j++){ 
 n = mfs_file_read(fd, buf, size); 




 p = (unsigned char*)XPAR_AXI_BRAM_CTRL_0_S_AXI_HIGHADDR-j; 
 *p = *buf; 
  } 
Ker nadaljni zapis BMP strukture hrani informacije o kazalcih na barvno paleto barvnih točk, 
ki se začenjajo levo spodaj na zaslonu in končajo desno zgoraj, torej od spodaj navzgor in po 
vrsticah od leve proti desni; tako tudi prebiramo MFS datoteko in hkrati v BRAM zapisujemo 
že končne barve. 
  int palette = 54; //54 byte in DIP header 
  int red,green,blue,colour_256,pixel_palett_pointer; 
  




  n = mfs_file_read(fd, buf, size); 
  if (n == 0) break; 
 pixel_palett_pointer = *buf; /*points to the correct 
 colour in the palette*/ 
 
/*4-byte colour 24bpp (8-bit blue, 8-bit red, 8-bit green, 8-bit alpha)   
needs to be extracted from the palette and assembled to 1-byte 8bpp color*/ 
  
  /*1st byte of palette colour is blue and converted to 2-bit*/ 
blue = *((unsigned char *)XPAR_AXI_BRAM_CTRL_0_S_AXI_HIGHADDR- 
  palette-pixel_palett_pointer<<2)>>6;  
/*2nd byte of palette colour is green and converted to 3-bit*/ 
green = *((unsigned char *)XPAR_AXI_BRAM_CTRL_0_S_AXI_HIGHADDR- 
palette-pixel_palett_pointer<<2-1)>>5; 
/*3rd byte of palette colour is red and converted to 3-bit*/ 
red = *((unsigned char *)XPAR_AXI_BRAM_CTRL_0_S_AXI_HIGHADDR- 
 palette-pixel_palett_pointer<<2-2)>>5;  
/*assemble the 1 byte 8bpp colour as 2-bit blue, 3-bit green 
and 3-bit red*/ 
colour_256 = (red << 5) + (green << 2) + blue;  
 
p = (unsigned char *)XPAR_AXI_BRAM_CTRL_0_S_AXI_BASEADDR+ 
((picture_height-k-1)*800)+i++; 
/*apply the colour to the current pixel 
  *p = colour_256; 
  } 
 } 
Pri tem je morda smotrno omeniti, da obstajata dva tipa naslavljanja v BRAM pomnilniku, in 
sicer na nivoju bajtov tako kot v tem primeru in na nivoju besed (32-bitno), kot npr. v primeru 
inicializacije BRAM komponente, ko spraznimo/pobrišemo celoten BRAM pomnilnik.  
Ker je barvna paleta sestavljena iz 256 barv 32-bitne širine, 8-bitni kazalec na del barvne 
palete najprej povečamo za 4 krat (bitno premaknemo v levo) in nato z zmanjšanjem za 2, 1 
ali 0, izberemo dotično barvno komponento dane barve. Barvno komponento spet bitno 




barvne komponente ustrezno strojno premaknemo in seštejemo v končni 8-bitni barvni 
prostor izhodnega signala oblike RRRGGGBB. 
Na preostalih mestih, med širino slike in horizontalno ločljivostjo zaslona, kjer slika ne 
obstaja, in analogno temu med višino slike in vertikalno ločljivostjo zaslona, vpišemo ničle (0 
predstavlja črno barvno) oz. logično gledano pobrišemo BRAM pomnilnik. Na koncu še 










Slika 4.7: Opravilo branja datoteke in prenosa v BRAM pomnilnik na nivoju funkcij 
  
pripravljeni smo na 
začetek TFTP prenosa 
TFTP prenos datoteke je končan, opravilo branja z 
oprimkom kličemo iz stanja prekinitve v stanje 
pripravljenosti in posledično stanje izvajanja 
 
odpremo datoteko, najprej preberemo prvih 24 
bajtov, kjer se skrivajo vse pomembne informacije 
o sliki (velikost, ločljivost, začetek polja točk, ...) 
 
celotno glavo DIB strukture z barvno paleto vred 
prenesemo v zadnjih 1 kB BRAM pomnilnika 
 
začnemo z branjem mreže točk, kjer pa je vsaka 
točka le kazalec na eno izmed barv v barvni paleti 
 
vsaki točki dodelimo barvo iz barvne palete in po 
vrsti eno za drugo shranimo v BRAM pomnilnik 
 
nadaljujemo do zadnje točke, nato datoteko zapremo 
in pobrišemo, da naredimo prostor za novo 
 
















Namen diplomskega dela je bilo razviti vezje FPGA v preprost in hitro odziven krmilnik 
VGA signala, prikazati nekatere rešitve in zmogljivosti programirljivega SoC vezja ZedBoard 
z Zynq-7020 arhitekturo ter njegovo uporabo pri razvoju hibridnih rešitev. 
V diplomskem delu je prikazan potek razvoja VGA krmilnika za osnoven prikaz BMP 
zapisov slik z zajemom preko mrežnega Ethernet vmesnika, vse od grobe strojne FPGA 
implementacije na več nivojih do programske implementacije omenjenega vezja. Z nadzorom 
krmilnika preko serijskega vmesnika lahko prilagajamo in nastavljamo izhodni VGA signal v 
različnih ločljivostih.  
Izbira zajema slikovnega zapisa preko mrežnega Ethernet vmesnika se je izkazala za 
učinkovito in v primerjavi s serijskim vodilom velikokrat hitrejšo. Sprva je zajem slike preko 
serijskega vodila potekal zelo počasi, tudi več kot pol minute na posamezen zapis. Zajem 
preko mrežnega Ethernet vmesnika je skoraj tisočkrat hitrejši in omogoča zajemanje in 
prikazovanje slikovnega zapisa v realnem času. 
Načrtovanje kompleksnejših sistemov s programiranjem v strojnem VHDL jeziku in 
visokonivojskim C jezikom je precej zamudno. Osnoven gabarit sistema sem sicer načrtal in 
sprogramiral relativno enostavno, težje pa je bilo odkrivati in popravljati malenkostne napake 
v sami kodi ali muhaste nastavitve v programskih okoljih, ki so ponekod razvoj vezja 
zaustavljale tudi več dni zapored. 
Tako zasnovan krmilnik VGA signala omogoča nadaljnje nadgradnje bodisi na vhodni strani 
zajema slikovnega zapisa preko Ethernet vmesnika, ki bi ga lahko nadgradili v vhodni video 
signal pretočnega (angl. stream) zapisa, bodisi na izhodni strani prikaza VGA signala, ki bi ga 
lahko nadgradili s komponentami za obdelavo slikovnega ali video zapisa s pomočjo raznih 
filtrov oz. algoritmov. Pravtako je možna nadgradnja serijsko-terminalskega vmesnika za 
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