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クトライン開発 [2] が導入されている。プロダクトライン開発では、ソフトウェア製品を Domain



















































記述を実現する手法として、Z記法 [4]、VDM++ [5]、B Method [6]といった仕様の形式記述手法
がある。これらは厳密な仕様記述のための記法を提供し、記述した仕様に対する自動検証機能とし


















検索や正規表現での検索、及び Part-of-Speech (POS) tagに対する正規表現での検索によって曖昧
さを検出する。
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[14] は、Requirement Engineering の文脈で問題となる曖昧さをカテゴリ分けし、カテゴリに応












[17]では、自然言語文の文法に制限を加えた Controlled Natural Language (CNL) という仕様記
述文から、テストケース生成ツール T-VEC Tabular Modeler (TTM)への入力となる Software Cost










Case Description (UCD) モデルとして構築する手法を提案している。プロジェクトごとに専用の
用語を用いられうる actor の表現について、意味ラベルを付与することで、ユーザなのかシステム






































査を行う技術として [27] がある。 [27] は、組込みシステムの制御ソフトウェアのモデル（コント






































ストで実行されるコードのうち、ある feature の有効・無効を切り替えることで、別の feature の
control-flowや data-flowが変換する関係にある featureを関連する featureとして取り出す。この関
10
連する feature についてのみ、feature の有効・無効の組み合わせをテストすることで、実行される








































































































/∗ Written in Extended Backus−Naur Format (EBNF) ∗/
statement= expression, “.” ;
expression = “(”, expression, “)”,
[ “<”, p_constraint, { “,”, p_constraint }, “>” ] |
expression, “&”, expression | /∗ and ∗/
expression, “|”, expression | /∗ or ∗/
expression, “−>”, expression | /∗ imply ∗/
“!”, expression | /∗ not ∗/
clause ;
/∗ the operator precedence is “!”> “&”> “|”> “−>” ∗/
clause = verb, “(”, subject, “,”, object,
{ “,”, verb_constraint }, “)”,
[ “<”, p_constraint, { “,”, p_constraint }, “>” ] ;
p_constraint=
[ “!” ] , “O”, “<”, group_name, “>” /∗ One ∗/ |
[ “!” ] , “E”, “<”, group_name, “>” /∗ Exclusive ∗/ |
[ “!” ] , “I”, “<”, group_name, “>” /∗ Inclusive ∗/ |
[ “!” ] , “R”, “<”, direction, “,”,
group_name, “>” /∗ Require ∗/ ;










































排除するために、命題論理の 4つの論理演算子―――Not（記号: 「!」）、And（記号: 「&」）、Or（記
号: 「|」）、Imply（記号: 「−>」）―――を用いて厳密に記述する。加えて、排他関係といった上記論
理演算子での記述の難しい命題1）間の制約を表現するために、原因結果グラフ [38]から図 3.4に示
す 4つの命題間制約―――One（ただ 1つの命題が成り立つ）、Exclusive（多くとも 1つの命題が成り


































• children(b): 文節 bにかかる子文節のリストを返す。
• push(l, e): リスト lに要素 eを追加する。
• pop(l): リスト lから末尾の要素 eを取り除き、eを返す。
• last(l): リスト lの末尾の要素を返す。
• reversed(l): リスト lを逆順にして返す。
• applyF(op, st, sf ): オペレータ opの funcf を st、sf を引数に呼び出す。
• applyS(op, st, sf ): オペレータ opの funcs を st、sf を引数に呼び出す。
• NewSemiElement(b): 文節 bを句・命題へ変換した結果を返す。
• NewOperator(st, sf ): セミ形式記述と文節のペア st = (dt, Bt)と sf = (df , Bf )を結合するためのオペレータを返す。（なお、







2: stack ← []
3: C ← children(b)
4: st ← (NewSemiElement(b), [b]) . 文節のセミ形式記述変換ルール
5: sf ← nil
6: while true do
7: if sf = nil then
8: if |C| = 0 then
9: break
10: c← pop(C)
11: sf ← (Convert(c), [c])
12: opsf ← NewOperator(st, sf ) . セミ形式記述結合ルール
13: if |stack| = 0 ∨ opsf is prior to last(stack) then
14: push(stack, (opsf , sf ))
15: sf ← nil
16: continue
17: (oplast, slast)← last(stack)
18: if applyS(oplast, sf , slast) 6= nil then
19: sf ← applyS(oplast, sf , slast) . Conversion 1
20: continue
21: st ← applyF(oplast, st, slast) . Conversion 2
22: sf ← nil
23: for all (op, s) in reversed(stack) do
24: st ← applyF(op, st, s) . Conversion 3
25: return dt of st where st = (dt, Bt)
図 3.5の変換ステップでは、変換ルールを元に Algorithm 1によって日本語の仕様文をセミ形式
記述の仕様文へと変換する。Algorithm 1 では、大きくは次の流れでセミ形式記述への変換を行う。
1. 各文節を再帰的にセミ形式記述に変換する（Algorithm 1の line.4）、
2. 子文節4）から変換されたセミ形式記述と親文節から変換されたセミ形式記述を再帰的に結合す
る（Algorithm 1の Conversion 2–3）





換されたセミ形式記述同士を先に結合（Algorithm 1 の Conversion 1）し、兄弟文節の結合結果を
親文節から変換されたセミ形式記述と結合させる。
本変換アルゴリズムでは、セミ形式記述への変換ルールの蓄積を容易化するために、日本語の文





に結合する関数のペア (funcs, funcf ) として変換アルゴリズムに組み込まれている。funcs、funcf
は次の記号を使って定義される関数 funcs : st, sf 7→ sr?と funcs : st, sf 7→ sr?である（「?」のつい
た変数「x?」は、xまたは nilの値を表すものとする）。
•st = (dt, Bt): 結合先のセミ形式記述と文節リストのペア
•sf = (df , Bf ): 結合元のセミ形式記述と文節リストのペア
•sr? = (dr, Br)|nil: dt と df が結合可能なときは結合結果のセミ形式記述と文節リストのペア、
結合不可のときは nil









∗命題プリミティブ = (wverb?, wsubj?, wobj?, Wconstraints,neg): wverb、wsubj、wobj はそれ
ぞれ関係語・主体語・対象語の句、Wconstraintsは制約語を表す句のリスト、neg は wverb
が否定表現のときに trueを取る真偽値。












1. 句 wsubj?, wobj?が nilのときは「?」そうでなければ左記の句を文字列化したものを命題プ
リミティブの主体語・対象語に設定する。
2. 句のリスト Wconstraints 中の各要素を文字列化した後、各要素同士をカンマで結合したも
のを制約語に設定する。





4. neg = trueのときは関係語の先頭に「!」を付ける。
•二項演算オブジェクト:
1. dl、dr を文字列化してそれぞれ二項演算子の左オペランド、右オペランドに設定する。
2. dl が二項演算オブジェクト、かつ dl の二項演算子 biopl が biopよりも低優先度のとき、左
オペランドを丸括弧で囲む（ただし二項演算子の優先順位は「and」>「or」>「imply」）。
3. dr が二項演算オブジェクト、かつ dr の二項演算子 biopr が biop よりも低優先度のとき、
右オペランドを丸括弧で囲む。
4. biopを次の対応で文字列化する（「and」: 「&」、「or」: 「|」、「imply」: 「−>」）。
5. 左右ｎ oオペランドの間に biopの文字列を置く。
2つのセミ形式記述を結合する関数 funcs、funcf は、結合する各セミ形式記述を構成する文節の
間にある、次の 2種類の係り受け関係にしたがって、セミ形式記述同士を結合する。
1. 兄弟文節（funcs）: Algorithm 1の Conversion 1に相当する。図 3.6の ¬では、兄弟文節に当
たる「沸騰モード中か」と「給湯 LOCK中に」の間に Orの論理関係があり、この論理関係を
反映した結合を実現する。

















1: procedure 句の結合オペレータ F(st, sf )
2: if df が句でない then
3: return nil
4: if dt が句 then
5: d←句 ([df , dt]) . 句のインスタンス
6: return (d, Bf ∪ Bt)
7: if dt が命題 then
8: d← insertPhrase(dt, df )
9: return (d, Bf ∪ Bt)
10: return nil
•例 1: 「赤色の/LEDを……」
–入力: df : 赤色の、dt: LED
–出力: dr: 赤色の LED
•例 2: 「再沸騰ボタンを/押す」






• join(dt, df , biop): (biop, df , dt)なる二項演算オブジェクトを返す。
1: procedure 命題の結合オペレータ S(st, sf )
2: return 命題の結合オペレータ F(st, sf )
3: procedure 命題の結合オペレータ F(st, sf )
4: if df が命題でない then
5: return nil
6: if dt が句 then
21
7: d←句 ([df , dt]) . 句のインスタンス
8: return (d, Bf ∪ Bt)
9: if dt が命題 then
10: d← join(dt, df , biop)
11: return (d, Bf ∪ Bt)
12: return nil
•例:「給湯ボタンを押すか/再沸騰ボタンを押すと、……」
–入力: df : 押す（?，給湯ボタン）、Bf : [給湯ボタンを、押すか]、dt: 押す（?，再沸騰ボ
タン）、Bt: [再沸騰ボタンを、押すと]





1: procedure 句の二項関係ペア結合オペレータ S(st, sf )
2: if df と dt が句 then
3: return {二項演算子: biop、句のペア:(df , dt)}
4: return nil
5: procedure 句の二項関係ペア結合オペレータ F(st, sf )
6: if df と dt が句 then
7: return {二項演算子: biop、句のペア:(df , dt)} . 辞書形式（key:value）のデータ
8: if df が句かつ dt が命題 then
9: d← insertPhrase(dt, df )
10: return (d, Bf ∪ Bt)
11: return nil
•例: 「給湯ボタンか/再沸騰ボタンを……」
–入力: df : 給湯ボタンか、dt: 再沸騰ボタンを





• clone(d): 命題 dの複製を返す。
1: procedure 二項演算子を持つ句のペアの分割挿入オペレータ F(st, sf )
2: if dt が句 then
3: d←句 ([df , dt]) . 句のインスタンス
4: return (d, Bf ∪ Bt)
5: if dt が命題 then
6: if df のデータ構造 6= {二項演算子: biop、句のペア:(dfdf , dtdf )} then
7: return nil
8: d′t ← clone(dt)
9: d← insertPhrase(dt, dfdf )
10: d′ ← insertPhrase(d′t dtdf )
11: d′′ ← join(d′, d, biop)
12: return (d”, Bf ∪ Bt)
13: return nil
•例: 「給湯ボタンか再沸騰ボタンを/押す」
–入力: df : {二項演算子: “or”、句のペア:（給湯ボタンか，再沸騰ボタンを）}、dt: 押す
22
（?，?）





1: procedure 親文節スキップオペレータ F(st, sf )
2: return (dt, Bf ∪ Bt)
•例: 「給湯ボタンを押す/とき、……」




合オペレータ > 二項演算子を持つ句のペアの分割挿入オペレータ > 親文節スキップオペレータ













2: if bが用言 then
3: d← 命題プリミティブ（verb=句（[b]）） . 関係語に句（[b]）を持つ命題プリミティブのインスタンス
4: if bの featureに「否定表現がある」 then
5: (neg of d)← true . 否定の命題プリミティブにする
6: return d
7: if bが「場合」、「時」、「中」のいずれかで終わるか、左記に助詞・句読点がついて終わる then
8: d←命題プリミティブ（constraints=[句（[b]）]）.句（[b]）を制約の先頭に持つ命題プリミティブのインスタ
ンス








• GetBioperator(st, sf ): セミ形式記述と文節のリストのペア st、sf から二項演算子決定ルールに従う二項演算子
を返す（ただし、st = (dt, Bt)、sf = (df , Bf )、dt, df はセミ形式記述の句・命題、Bt, Bf はそれぞれ dt, df に対
応する文節のリスト）。
Input:
• st, sf : st = (dt, Bt), sf = (df , Bf )。dt, df はセミ形式記述の句・命題、または変換過程のデータ構造、Bt, Bf
はそれぞれ dt, df に対応する文節のリスト
Output:
• op: オペレータ
1: procedure NewOperator(st, sf )
2: if df が命題 then
3: biop← GetBioperator(st, sf )
4: if biop = nil then
5: biop←“and” . デフォルト値。レビュー時に修正する。
6: return 命題の結合オペレータ（biop） . 命題の結合オペレータのインスタンス
7: if df が句 then
8: biop← GetBioperator(st, sf )
9: if biop = nil ∧ Bf の末尾の文節がBt 中の文節と並列な係り受け構造にある then
10: biop←“and” . デフォルト値








1: procedure GetBioperator(st, sf )
2: b← Bf の末尾の文節
3: if bが接続助詞「か」∨bが接続助詞「または」 then
4: return “or”
5: if bが接続助詞「かつ」 then
6: return “and”
7: if bが用言 ∧ last(Bf )の活用形が条件形 then
8: return “imply”





リプト言語 Pythonを用い、KNPの Pythonバインディングである PyKNP6）を用いて図 3.7に示す
ようにルールを記述する。
図 3.7 の new_semi_element(b) が Algorithm 1 の NewSemiElement(b) に 相 当 す る。
new_operator(dt, bt, ds, bs)が NewOperator(st, ss)に相当し、st = (dt, bt)、ss = (ds, bs)





1 def new_semi_element(b) :
2 i f b. features . get ( ’用言 ’ ) :
3 ph = 句 ( [b ] )
4 return 命題プリミティブ (verb=ph)
5 # 以降省略
6
7 def new_operator(dt , bt , dc , bc ) :
8 i f isinstance(dc , 命題 ) :
9 # 二項演算子決定ルール
10 op = get_bioperator(dt , bt ,dc , bc)
11 op = ’and ’ i f not op else op
12 return 命題の結合オペレータ (op)
13 i f isinstance(dc , 句 ) :
14 # 並列な係り受け構造
15 i f bc[−1].dpndtype == ’P’ :
16 # 二項演算子決定ルール
17 op = get_bioperator(dt , bt dc , bc)
18 op = ’and ’ i f not op else op
19 return 句の二項関係ペア結合オペレータ (op)
20 # 以降省略
21
22 def get_bioperator(dt , bt , dc , bc ) :
23 # 句読点を除く末尾の形態素を得る
24 mrph = get_last_mrph(bc[−1])
25 i f (mrph. bunrui == ’接続助詞 ’ and
26 mrph.midasi in ( ’か ’ , ’または ’ ) ) :
27 return ’ or ’
28 # 以降省略
図 3.7 Pythonでの文節のセミ形式記述変換ルールとセミ形式記述結合ルールの記述例
並列な係り受け構造を持つことを示す。get_bioperator(dt, bt, ds, bs)が二項演算子決定ルー























する And、Orのオペランド（セミ形式記述の文法（図 3.2）における expression）は、二項演算子
として階層を深く表示する代わりに、一つの論理演算子のオペランドとしてまとめて可視化する



































T : a set of node types;
T = {Atomic,And,Or, Imply}
n: a node; n = (t, A), t ∈ T
A: the arguments of a node;
A =
{
(s, o, r, C) (t = Atomic)
a set of nodes (t 6= Atomic)
s: subject, o: object, r: relation, C: a set of constraints
Input:
nl: a node; nl = (tl, Al)
nr: a node; nr = (tr, Ar)
Output:
Nm: a set of merged nodes
1: procedure Merge(nl, nr)
2: Anew ← {}
3: merged← false
4: if tl = tr = Atomic then
5: define sl, ol, rl, and Cl where Al = (sl, ol, rl, Cl)
6: define sr, or, rr, and Cr where Ar = (sr, or, rr, Cr)
7: if sl = sr ∧ ol = or ∧ rl = rr then
8: return {(tl, (sl, ol, rl, Cl ∪ Cr)}
9: return {nl, nr} . not merged
10: else if tl = Atomic ∨ tr = Atomic then
11: define tk and Ak where tk ∈ {tl, tr}, Ak ∈ {Al, Ar}, and tk 6= Atomic
12: define nk where nk = (tk, Ak)
13: for all n ∈ Ak do
14: Amerged ←Merge(n, nk)
15: Anew ← Anew ∪ Amerged
16: merged← merged ∨ |Amerged| = 1
17: if merged then
18: return {(tk, Anew)}
19: return {nl, nr} . not merged
20: if tl = tr then . neither tl nor tr is Atomic
21: if ∃n ∈ Ar such that n ∈ Al then
22: return (tl, Al ∪ Ar)
23: return {nl, nr} . not merged
24: for all n ∈ Al do
25: Amerged ←Merge(n, nr)
26: Anew ← Anew ∪ Amerged)
27: merged← merged ∨ |Amerged| = 1
28: if merged then
29: return {(tl, Anew)}




















項目「設定する（ポット，ヒータ電源，ON）」が共通している 2つの機能の文が 1つの Implyに統

























で書かれた仕様から図 3.10 のプロセスによって、デシジョンテーブル [45] 形式のテストケースを
自動生成する。セミ形式記述では、システムの仕様を論理記述するため、論理記述されたシステム
仕様を充足する真理値割当を求めることで取りうる入力項目・確認項目の組み合わせを得ることが











表 3.1 図 3.6から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3 4 5
条件 is(?, _, 沸騰モード中) F T F F T
is(?, _, 給湯 LOCK中) T - F T -
押す (?, 給湯ボタン) T T - F F
動作 給湯する (?, ?) F F - - -
鳴らす (?, ブザー) T T - - -
























































Implyの形式で記述されている Sentence A、Sentence Bのセミ形式記述をデシジョンテーブルに
変換した結果を表 3.2、表 3.3に示す。




条件 押す（?，給湯ボタン） T F
動作 排出する（?，お湯） T -
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表 3.3 Sentence Bのセミ形式記述から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3 4 5
条件 is（?，_，沸騰モード中） F T T F T
押す（?，給湯ボタン） - F T - F
押す（?，再沸騰ボタン） T T - F F
動作 鳴らす（?，ブザー） T T T - -
排出する（?，お湯） F F F - -
3.6.1.2 セミ形式記述への変換アルゴリズムの定量評価




Precision = TPTP + FP (3.1)
Recall = TPTP + FN (3.2)
命題プリミティブの抽出結果における TP（True Positive）、FP（False Positive）、FN（False
Negative）は、98文の仕様文をそれぞれ Si（1 ≤ i ≤ 98）とし、変換アルゴリズムによる Siの変換
結果に含まれる命題プリミティブの集合を Pai、人手による Si の変換結果に含まれる命題プリミ
ティブの集合を Pmi として、それぞれ次に当たるものを 1 ≤ i ≤ 98にわたって集計した。
•TP: p ∈ Pai ∧ p ∈ Pmi となる pの数
•FP: p ∈ Pai ∧ p /∈ Pmi となる pの数
•FN: p /∈ Pai ∧ p ∈ Pmi となる pの数
論理関係の同定における TP、FP、FNは、変換アルゴリズムによる Si の変換結果に含まれる論
理演算子（Not・And・Or・Imply）の集合を Oai、人手による Siの変換結果に含まれる論理演算子
の集合を Omi、ある命題 x に含まれる関係語の集合を Wx、x に単項演算子がついているかを表す
関数を has_not(x)、x 6= yなる命題 yとの論理関係（And・Or・Imply）を rx,y で表すとき、それ
ぞれ次に当たるものを 1 ≤ i ≤ 98にわたって集計した。
•TP: 次の項目の合計
– (x ∈ Pai ∧ t ∈ Pmi) ∧ (Wp = Wt ∧ has_not(x) ∧ has_not(t)) を満たす xの数
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– (x, y ∈ Pai ∧ x 6= y) ∧ (t, u ∈ Pmi ∧ t 6= u) ∧ (Wp = Wt ∧Wq = Wu) ∧ (rx,y = rt,u ∧ rx,y ∈
Oai ∧ rt,u ∈ Omi) を満たす rx,y の数
•FP: 次の項目の合計
– (x ∈ Pai ∧ t ∈ Pmi) ∧ (Wp = Wt ∧ has_not(x) ∧ ¬ has_not(t)) を満たす xの数Wp = Wtを
満たす xの数
– (x, y ∈ Pai ∧ x 6= y) ∧ (t, u ∈ Pmi ∧ t 6= u) ∧ (Wp = Wt ∧Wq = Wu) ∧ (rx,y ∈ Oai ∧ rt,u ∈
Omi ∧ rx,y 6= rt,u) ∨ (rx,y ∈ Oai ∧ rt,u /∈ Omi) を満たす rx,y の数
•FN: 次の項目の合計
– (x ∈ Pai ∧ t ∈ Pmi) ∧ (Wp = Wt ∧ ¬ has_not(x) ∧ has_not(t)) を満たす xの数
– (x, y ∈ Pai ∧ x 6= y) ∧ (t, u ∈ Pmi ∧ t 6= u) ∧ (Wp = Wt ∧Wq = Wu) ∧ (rx,y ∈ Oai ∧ rt,u ∈
Omi ∧ rx,y 6= rt,u) ∨ (rx,y /∈ Oai ∧ rt,u ∈ Omi) を満たす rx,y の数
表 3.4 セミ形式記述への変換の Precisionと Recall
TP FP FN Precision Recall
命題プリミティブの抽出 147 65 62 0.69 0.70
論理関係の同定 103 23 26 0.82 0.81
集計の結果、人手での変換結果に含まれる 212 個の命題プリミティブ、128 個の論理演算子につ





3.6.1.1 項の Sentence A をテストする際には、機能の入力項目として「給湯ボタンを押す」という
操作を行い、確認結果として「お湯を排出する」ということを確認する必要がある。入力項目・確









図 3.12 3.6.1.1 項の Sentence Bの解釈
続いて論理関係に曖昧さを含んだ仕様文である 3.6.1.1 項の Sentence B について考察する。
Sentence Bでは、付帯状況を表す「沸騰モード中」という表現が、「給湯ボタンを押すとき」と「再
沸騰ボタンを押すとき」の両方に制約するのか、あるいは「給湯ボタンを押すとき」のみを制約す
るのかが曖昧になっている。解釈可能な論理関係を命題ネットワークで表現すると、図 3.12 の 2
通り存在する。




めに don’t careで表現する。Sentence Bの入力項目が不成立の時に確認項目が成立しない場合、解
釈 A の 1 列目では、確認項目が成立することを確認するテストケースとなるが、一方、解釈 B の
3 列目は確認項目が成立しないことを確認するテストケースとなる。解釈 A・解釈 B のいずれか
誤った解釈のもとでテストケースを作成した場合、不具合を見落としてしまう。
図 3.12では、解釈 Aでは「（is（?，_，沸騰モード中）&押す（?，給湯ボタン））」、解釈 Bでは
「（押す（?，給湯ボタン）| 押す（?，再沸騰ボタン））」と異なる命題プリミティブがペアになって
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表 3.5 図 3.12の解釈 Bから生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3 4
条件 is（?，_，沸騰モード中） T T F T
押す（?，給湯ボタン） F T - F
押す（?，再沸騰ボタン） T - - F
動作 鳴らす（?，ブザー） T T - -





表 3.2、表 3.3のデシジョンテーブルは、3.5 節の方法により自動生成された。これにより、セミ
形式記述上で一意に解釈可能となった機能の仕様から人為的な操作ミスによる誤りの混入なく、テ
ストケースを生成できる。
























1: procedure NewOperator(st, sf )
2: if df が命題プリミティブであり、dt が「ことで」という文節から構成される句である then
3: return 親文節スキップオペレータ（）
追加の二項演算子決定ルール:
1: procedure GetBioperator(st, sf )


























ため、「do with a whole system」における「do with」という意味に誤変換された。
この誤りは、次のようなオペレータを変換アルゴリズムに追加することによって解決できる。
1: procedure 複合語結合オペレータ F(st, sf )
2: d←句 ([df , dt]) . 句のインスタンス







1: procedure NewOperator(st, sf )









（?，給湯ボタン）」と「!出る（水，?）」が Andで結合されたものは、「用言連用形 + も」という表
現について Imply と解釈するルールがなく、二項演算子のデフォルト値の And が採用されたこと
が原因である。これらは、次のようなルールを二項演算子決定ルール先頭に追加することで解決で
きる。
1: procedure GetBioperator(st, sf )
2: bf ← Bf の末尾の文節
3: bt ← Bt の末尾の文節
4: if bf が用言 + 副助詞「も」 then
5: return “imply”















































実験参加者名 総業務経験 設計・開発 テスト
Team A A 3 3 0
B 5 2 3
C 19 1 15
D 30 22 5
Team B E 0.5 0.5 0
F 3 0 3
G 3 0 3
H 3.5 3 0.5
I 7 7 0













9 ユーザの設定したタイマがタイムアウトし、かつ沸騰状態が終了すると、ブザーを 3 回鳴
らす。






























表 3.9 表 3.8の補完内容
補完内容
補完箇所 模範解答 Team A Team B
No. 2 ¬ 補完候補なし 補完候補なし、ポット内、水温、水、on 補完候補なし、動作 off→on、沸騰、保温
No. 3 ¬ 第 n水位センサと満水センサの状態 水位センサと満水センサ、(2) の前件否定、第 n 水位センサ on
& 満水センサ off、ユーザ
(2)の前件、第 n水位センサ、満水センサ、温度制御
No. 3 ­ 補完候補なし 補完候補なし、off 補完候補なし、ポット（温度制御）、off
No. 4 ¬ ユーザ ユーザ、人（外部）、ポット ユーザ、ポット、補完候補なし
No. 4 ­ 温度制御 温度制御、動作、off、補完候補なし ポット（温度制御）、動作、沸騰モード、保温モード、off、補完候
補なし
No. 5 ¬ 補完候補なし 補完候補なし、システム、off 補完候補なし、ポット、沸騰モード、保温モード、off
No. 5 ­ 補完候補なし 補完候補なし、システム、off 補完候補なし、ポット、off
No. 5 ® 補完候補なし 補完候補なし、システム、off 補完候補なし、ポット、off
No. 6 ¬ ユーザ ユーザ、人 ユーザ、温度、補完候補なし
No. 6 ­ ポット ポット、システム、補完候補なし ポット、ポット内の水、補完候補なし
No. 6 ® 水温 水温、温度センサ?、システム 水の温度、水温度センサ、ポット内の水、水、どの温度?
No. 6 ¯ ポット ポット、システム、ヒーター、水 ポット、ヒーター、補完候補なし
No. 6 ° 水 水、ヒーター、on 水、ポット内の水、沸騰モード、on、補完候補なし
No. 6 ± ポット ポット、システム、補完候補なし ポット、ヒーター、補完候補なし
No. 6 ² 水 水、温度制御、水温 水、保温モード、補完候補なし
No. 8 ¬ ユーザ ユーザ、システム ユーザ、補完候補なし
No. 8 ­ ポット ポット、システム ポット、補完候補なし
No. 9 ¬ 補完候補なし 補完候補なし、システム?、on 補完候補なし、カウント満了
No. 9 ­ ポット ポット、システム ポット、補完候補なし






の指摘として、表 3.8の No. 7aの後件（「1回鳴らす（ユーザ，ブザー）」）の「ユーザ」を、「ポッ
ト」か「システム」への修正をすべきという指摘も得られた。本指摘は妥当なものであり、記載済











表 3.10 図 3.14の指摘内容
指摘内容
指摘箇所 Team A Team B
No. 1 -
No. 2 温度制御とは沸騰ボタンとヒーターが動作することなのか?(a2-1)、記載事項が不明
である(a2-2)、満水時は温度制御できないのか?、水位 off かつ満水 on はありえる









No. 4 停止=動作しない?(a4-1)、 水を出すボタンのロックは?(b4-1)、ユーザが蓋を締めたらヒータは停止したままか、
あるいは動作を始めるのか?






















Note: 下線部は、欠陥のある仕様図 3.14 から修正済みの仕様図 3.15 を導く妥当な記述漏れ・論理関係の誤りの指摘である。下線部直後の
番号は図 3.15 の指摘番号と対応する。記号「-」は指摘なしの意である。
図 3.14 に対する実験参加者による記述漏れ、論理関係の誤りの指摘事項は表 3.10 である。
表 3.10 の指摘事項を修正すると、話題沸騰ポット第 7 版を元に設定した正答の仕様のうち、
図 3.15の網掛け部分が導かれる。
次に図 3.15の網掛けを導く表 3.10の指摘事項の例を挙げる。




2. 条件の漏れ: 図 3.15 No. 5’の前件を導く指摘
表 3.10の Team Aの指摘 a5-1（「停止=動作しない?」）に対する回答は否であり、動作しない
ときの具体的な条件を示すことで、No. 5’ の条件が補完される。Team B の指摘 b6-1（「ヒー
ターを動作させる条件は?」）で得られる条件を否定することで No. 5’の条件が得られる。また、
Team Bの指摘 b6-2（「水位 or 満水センサの情報が必要なのではないか?」）、b6-3（「水がなく
ても一度沸騰するのか?」）への回答から、No. 5’の条件には水位センサの条件が補完される。






また、Team Aの指摘 a6-1（「保温モードへの遷移方法はどのようか?」）へ回答として No. 6’
の前件を求めると、元の仕様図 3.14 No. 6の条件は誤り―――ユーザの操作でポットを保温モー
ドに設定する機能はない―――であることが判明する。正しくは、保温モードは、ポットにより
自動的に遷移する状態の一つであり、この動作を No. 6’の後件に置くと、No. 6’の動作「遷移
する（ポット，ポットの状態，保温行為中）」が補完される。





話題沸騰ポット第 7 版より作成した図 3.15 中央の仕様からデシジョンテーブルを自動生成する
と、起こりうる真偽の組み合わせを漏れなく含む、次の 8件のテストケースが得られた。7）。
•No. 2’–No. 4’、No. 4”、No. 6’、No. 9’のテストケース:
前件の Andが真の場合がそれぞれ 1件 （計: 6件）
•No. 5’のテストケース:
前件の And が真の場合が 2 件（この 2 件中、前件の Or 条件の 2 つのオペランド（「である
（ポットの状態，保温行為中）」と「である（ポットの状態，沸騰行為中）」）は Exclusive 制約




































1 is（第 n水位センサ，?，on）& is（満水センサ，?，off）−> なる（温度制御，?，可能に）．
2 is（?，?，それ以外）−> !動作する（沸騰ボタン，?）& !動作する（ヒータ，?）．
3 開ける（?，蓋）−> 停止する（ヒータ，?）．
4 !動作する（沸騰ボタン，?）．




9 is（?，?，上記 2つの制約時に）& 押す（?，ボタン “タイマ・保温設定・沸騰・解除・給湯の 5つ”）−> !鳴らす
（?，ブザー）．













1 is（第 n水位センサ，_，on）& is（満水センサ，_，off）−> なる（温度制御，_，可能に）．
2 is（水位，_，それ以外）−> !動作する（沸騰ボタン，ブザー）& !動作する（ヒータ，ランプ）．
3 開ける（ユーザ，蓋）−> 停止する（ヒータ，ランプ）．
4 !動作する（沸騰ボタン，ランプ）．




8 押す（ユーザ，ボタン “タイマ・保温設定・沸騰・解除・給湯の 5つ”）−> 鳴らす（*，ブザー，1回）．














網掛け部分に示す部分がレビューにて補完された箇所である。図 3.16 の No. 1 は、動作条件の
不足を指摘・補完し、No. 3、4では、動作条件の記述されていない表 3.14の No. 4に適当な動作条
件を議論した結果、No. 3 と同等であると判断され、統合されたものである。No. 5a–No. 5b は、
No. 5（表 3.14の No. 5に相当）の確認項目に記載の沸騰ランプと保温ランプを点灯するための動
作がないことから追加された仕様である。No. 5b は沸騰ランプと保温ランプを点灯するための仕
様として追加されたものであり、No. 5c は No. 5b とは異なるボタンを押したときのランプの点灯
動作を表す仕様である。上記から、命題ネットワークを使って動作条件・確認項目の論理関係がレ
ビューでき、誤りを指摘・修正可能なことが確認された。





表 3.15 セミ形式記述のレビュー結果（表 3.14）の No. 1から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3
条件 is（第 n水位センサ，_，on） T F T
is（満水センサ，_，off） T - F
動作 なる（温度制御，_，可能に） T - -
表 3.16 命題ネットワークのレビュー結果（図 3.16）の No. 1から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3 4
条件 is（第 n水位センサ，_，on） T F T T
is（満水センサ，_，off） T - F T
is（蓋，_，open） F - - T



























































2. 非決定的な機能の実行順序の網羅的な実行と複数の評価項目の自動評価（図 4.1の ­）
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Linear Temporal Logic (LTL) [54]という論理式で評価項目を記述する。
Promela上では機能ごとのテスト手順を proctype（プロセスを定義する構文）を用いて記述す




できる。具体的には、機能ごとの Promela テスト手順に含まれる proctype 中の記述を、一つの
proctype に統合した Promela テスト手順を生成することで決定的なテスト手順を生成できる。
また、各機能のテスト手順中の proctype ごと一つの Promela ファイルに統合することで非決定
的なテスト手順を実現できる。
テストの評価項目を記述する LTLは、命題論理に always（（テスト実行中）常に。記号: ）や
eventually（（テスト実行中の）いつか。記号: ♦）、until（（テスト実行中のある時点）まで。記
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Spin は、上記 LTL で記述された評価項目を Promela のテスト手順と合わせて受け取ると、起
こりうる全ての実行順序でテストを実行する過程で、評価項目が成り立つことを自動的に評価でき




















1 proctype A( int from ; int to) {
2 c_code{
3 send_cmd(”msg” ,
4 PA−>from , PA−>to ) ;
5 wait_for_reply(”msg” ,
6 PA−>to , PA−>from , 1000);
7 }
8 /∗ snip ∗/
9 }
3–4行目にてメッセージ msgをアドレス fromから toに向けて送信するステップ1）が記述されてい
1） 「PA->」は、c_code内で proctype Aの変数を参照する構文。
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1 proctype A( int addr) {
2 c_code{
3 set_state (PA−>addr , ”state” ,”val” ) ;
4 }
5 /∗ snip ∗/
6 }


















(r, s, o, C,O)をひとつのレコードとして扱うデータベースとして実現されている（ただし、C、r、
s、oはそれぞれ命題プリミティブの制約語のリスト、関係語、主体語、対象語、Oはコマンドのリ




























機に、ON で）−> 設定する（室外機、電源、ON に）」というようなセミ形式記述について、
「 (c_expris_received(rc, oc, "電源設定 ONコマンド") −> ♦c_exprcompare_state(oc "電
源", "==", "ON"))」という LTL式によって、「室外機（oc）がリモコン（rc）から電源設定を ON
にするコマンド（電源設定 ON コマンド」を受信したら、いつか室外機の電源が ON になるという
事象が常に（必ず）起こる」というテストの評価項目を記述する（なお、c_exprは、オリジナルの
Promelaが持つ任意の C言語コードにより真偽値の評価を行う構文である。compare_stateは、
アドレス oc の機器の組込みソフトウェアの内部変数 state を取得し、状態の値"ON"と一致しない

















































評価項目（LTL） ♦(S1 = va) ♦(S2 = vb) (S3 6= ve)










組込みソフトウェア動作環境 事例 1 事例 2 事例 3
実機 修正済み - -
エミュレータ 修正済み 修正済み 未修正
60
出が可能なことを確認するために、表 4.2のように、不具合の修正済みのもの、未修正のものを含
むように設定し、事例 1を実機上の組込みソフトウェアを対象に、事例 1–事例 3をエミュレータ上
の組込みソフトウェアを対象にテストを実施した。
図 4.6 表 4.1の事例 1–3のテストケース


























事例 結果 期待結果 テストされた実行順序
事例 1 事例発生せず 事例発生せず 6通り
事例 2 事例発生せず 事例発生せず 2通り
事例 3 事例発生 事例発生 1通り
テストの実行の結果、表 4.4の成否判定結果を得た。
まず、部品化された機能ごとのテストケースから、非決定的な手順のテストケースが生成された
こと（4.6 節の 1.）を確認する。事例 2 のテストケースは、a1 からなる機能 A のテストケースと
b1–b6からなる機能 Bのテストケースを統合することにより生成された。事例 3も同様に部品化さ
れた機能ごとのテストケースよりテストケースが生成された。不具合を含まない組込みソフトウェ
アを対象にテストを行った事例 2 では生成したテストケースを用いて、機能 A と機能 B を非決
定的な順序で実行するテストが実施できた。この結果より、4.6 節の 1. が実現されたことを確認
した。
次に、非決定的なテスト手順を含むテストケースが起こりうる全ての順序で実行されること
（4.6節の 2.）を確認する。表 4.1の事例 1では、統合テスト環境から並列な 3つのメッセージ f2–f4
が送信される（図 4.6）。このとき、起こりうる実行順序は、
3! = 6 [通り]
である。統合テスト環境から送信された f1–f4 の送信順序は、実機・エミュレータ上のいずれの組
込みソフトウェアを対象とした場合においてもこの数と一致する次の 6通りあった。
1. f1 → f2 → f3 → f4
2. f1 → f2 → f4 → f3
3. f1 → f3 → f2 → f4
4. f1 → f3 → f4 → f2
5. f1 → f4 → f2 → f3
6. f1 → f4 → f3 → f2
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上記送信順序から、非決定的な 3 つのメッセージ f2–f4 が起こりうる 6 通り全ての順序で送信され
ることを確認した。
表 4.1 の事例 2 では、機能 A と機能 B が並列に動作し、機能 A には 1 つのメッセージ a1 が、
機能 B には 3 つのメッセージ b1–b3 が統合テスト環境から送信される。機能 A（a1）と機能 B
（b1–b3）をまとめた単位での衝突を行ったため、このとき、起こりうる実行順序は、
(1 + 1)!
1!1! = 2 [通り]
である。エミュレータ上の自動テストにおいて、統合テスト環境から送信された a1 と b1–b3 の送
信順序は、この数と一致する次の 2通りあった。
1. a1 → b1 → b2 → b3







した組込みソフトウェアの内部変数 sが、不具合である値 v に変化し、その結果 (S3 6= ve)とい
う評価項目に違反し、不具合 S3 = veを検出したことを示している。
上記結果から、統合テスト環境により、テストケースが自動実行・評価され、（4.6節の 3.）が実
現されたことを確認した。


















































































































































影響関係: 機能 Aが機能 B より先に実行される、あるいは機能 Aと B が並列に実行され、かつ機
能 Aが変更する状態を機能 B が参照するときの、機能 Aと機能 B の関係
競合関係: 機能 Aと機能 B が並列に実行され、かつ機能 C と機能 Dが共通する状態を変更すると




















除いたり、非決定的な実行手順を決定的な手順に変更したりする（図 5.1）ことで、式 (5.1) より
Np や Nsi が削減され、順序入れ替えテストのテストケースの数を削減できる。
例えば、図 5.1には、Function Cには影響・競合関係にあるものがない。したがって、Function C
を並列に動作する（非決定的な順序で動作する）記述から決定的な順序での記述へと変形すること


























図式からモデル検査用のテストケースを生成する手法には、CDL から生成するもの [58] や、














の proctype に統合する（1）ことで、順序通りのステップの実行を実現する（図 5.4 の proctype
A）。一方、プロセス同士は、統合テスト環境が搭載する Spinによって網羅的な順序で実行される。
上記動作原理に基づき、並列な実行が指定されたステップを別々の proctype に定義することで、






まで、後続処理が並列な処理実行中に先行しない（図 5.4の proctype Aの (bDone && cDone)）。
















































本論文で提案する方法に基づいて Promelaテストケースに変換すると、図 5.6、図 5.7 のような





4 proctype ScenarioA() {
5 d_step {
6 printf(”1\n”)
























31 run ScenarioA () ; run ScenarioB () ; run ScenarioC()
32 }
33 (scenarioADone && scenarioBDone && scenarioCDone)
34 }












3 proctype ScenarioA() {
4 d_step {
5 printf(”1\n”)














20 run ScenarioA () ; run ScenarioB()
21 }
22 (scenarioADone && scenarioBDone)
23 }








これは、図 5.5中の並列に動く 3つのシナリオからシナリオ Cが除外されたことで順序の入れ替わ
りの候補が減ったことによるものである。
図 5.5の左側の時点では、機能 ¯–°は ¬–®のどの時点でも実行される可能性があるために、こ
れらが ¯–° との前後に実行される場合を実行順序の入れ替えたテストケースに含める必要があっ
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