Modal Transition Systems (MTS) 
Introduction
Analysis of abstract yet precise descriptions of the software-to-be helps detect errors at early stages of the development effort and hence allows cheaper fixes. Behaviour models, are convenient modelling formalisms for reasoning about requirements and early design of software systems. They can be analysed and mechanically checked for properties that inform the requirements specification and increase confidence that the design will meet the requirements.
Traditional behaviour models describe required and prohibited behaviour but they cannot support partial or undefined behaviour. This completeness requirement imposed when using traditional behaviour models is limiting in the context of software development process best practices which include iterative development, adoption of use-case and scenario-based techniques and viewpoint-or stakeholder-based analysis; practices which require modelling and analysis in the presence of partial information about system behaviour. In the rest of the paper, we briefly elaborate on the MTS formalism (Section 2) and informally describe the construction (Section 3) and analysis (Section 4) of MTS models. Finally, we provide some details on the implementation of the MTSA tool (Section 5). * Partially supported by CONICET, NSERC, Leverhulme Trust, EPSRC C541133/1 and ANPCyT PICT 32440
Modal Transition Systems
Our approach adopts Modal Transition Systems (MTS) [1] as the basis for describing partial system behavior [3] . MTS are a natural extension to Labelled Transition Systems (LTS), which have been proven to be successful for modeling and analysing systems behavior.
Each transition in an MTS can be either required or maybe. The later means that it is not yet certain if the interaction modelled by the transition is required or prohibited in the final system.
MTS models come equipped with a definition of refinement [1] that captures the notion of "more defined than" or "have more information than". The notion of refinement provides an elegant way of describing the process of behaviour model elaboration as one in which behaviour information is acquired and introduced into the behaviour model. Refinement has the desirable properties of preserving temporal properties, hence by refining an MTS, we are guaranteed that all properties that were true (false) in the partial model will continue to be so in the refinement.
Construction
In MTSA, models are described with an extension of the Finite State Processes (FSP) language. FSP is a textual language with strong emphasis on the compositional construction of complex models used originally to describe LTS [2] .
FSP includes several traditional operators for describing behaviour models, such as action prefix (->), choice (|), sequential composition (;), parallel composition (||) and merge. Merge semantics is that given two partial descriptions of the same component, the merge operator returns an MTS that combines the information provided by the original partial descriptions.
Although compositional operators aid the construction of complex MTS, building the models to be composed remains a difficult, labour-intensive task that requires considerable expertise. To alleviate this problem, MTSA also provides the functionality for supporting automatically synthesis of behaviour models from declarative requirements specifications and from synthesis from scenarios and use cases.
The MTSA keyword constraint is used in conjunction with safety properties formalised in the Linear Temporal Logic of Fluents (FLTL). Given a constraint declaration, MTSA automatically constructs the MTS model that characterizes all non-deadlocking LTS models that satisfy the FLTL formula. By synthesising MTS models from FLTL and merging them, an MTS that characterises an upper bound on the intended system behaviours can be iteratively constructed.
The MTSA keyword abstract can be applied to FSP processes. Its semantics is that the resulting model is the less refined MTS that guarantees the required behaviour described by the FSP process. This keyword, when used in conjunction with FSP processes that model the required behaviour described in a scenario specification, yields an MTS that characterises all implementations that satisfy the scenario specification (i.e. the lower bound to the intended system behaviour).
Analysis
Having constructed an initial approximation of the intended system behaviour, analysis is a crucial task that can provide insights into the problem and solution domain, increase the confidence in the adequacy and correctness of the software to be built and prompt the further elaboration of the partial model.
The MTSA tool supports various forms of analysis. The most basic kind involves inspection of MTS models and is supported by an automated construction of graphical representations of the MTS models described using FSP.
Clearly, inspection of graphical models is limited to relatively small models. MTSA supports it by providing hiding and minimisation operators.
While on, inspection and animation cannot provide exhaustive exploration of MTS models, MTSA implements a number of fully automated analysis techniques for this purpose.
Specifically, MTSA supports checking whether an MTS model satisfies a property expressed in FLTL. An MTS characterizes a set of implementations, some of which may satisfy the property being checked and some of which may violate it. Hence, MTSA automatically checks a 3-valued satisfiability relation between an MTS model and an FLTL formula. While an MTS M may caracterise a very large, potentially infinite, set of implementations, model checking a property on M reduces to two traditional FLTL checks [4] . Finally, MTSA supports checking for deadlock freedom. As with model checking FLTL properties, the result of this check has one of three values: all implementations exhibit deadlocks, all implementations are deadlock free, and there is a mix of deadlock free and deadlocking implementations.
Implementation
MTSA integrates the functionality described in the previous sections into a graphical environment aimed to facilitate the construction, analysis and elaboration of partial behaviour models. MTSA is implemented in Java and extends the code of the LTSA tool [2] . Extensions that rely heavily on the existing LTSA functionality are the use of FSP for describing MTS models, visualization support for MTS and animation features.
A number of features of MTSA was built from scratch and hooked into the graphical working environment provided by LTSA. These include deadlock freedom checking, refinement and equivalence checks and the merge operation.
MTSA implements 3-valued FLTL model checking of MTS by reducing the problem to two classical FLTL modelchecking runs on LTS models. Hence, MTSA builds on top of the model checking features of LTSA and reuses the numerous optimizations that the model checker provides.
A snapshot of the MTSA tool is shown in Figure 1 . MTSA is available as an open source project in sourceforge (http://sourceforge.net/projects/mtsa). 
