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Resumen
Utilizar componentes significa comprender como interactu´an de manera individual
con su entorno y especificar como deber´ıan ser sus interacciones mutuas y cooperativas
para que su composicio´n sea correcta [10]. Por otro lado, al trabajar con componentes
heteroge´neas, uno de los objetivos a lograr es conseguir una separacio´n clara entre los as-
pectos de interaccio´n y computacio´n, para as´ı favorecer la reutilizacio´n y el ana´lisis global
de la aplicacio´n. En este contexto se manifiesta la necesidad de disponer de modelos de
coordinacio´n [3, 9] que puedan ser utilizados para describir expl´ıcitamente protocolos de
coordinacio´n complejos en te´rminos de primitivas simples y constructores.
Reo es un modelo de coordinacio´n basado en canales en el cual la comunicacio´n so´lo
es posible en presencia de conectores [4]. Podemos considerar a Reo como un lenguage
de adaptacio´n utilizado para la construccio´n de conectores que instrumentan instancias
de componentes en un sistema basado en componentes. Nuestra l´ınea de investigacio´n
se centra en el estudio de la expresividad de Reo para utilizarlo como mecanismo para
la descripcio´n del comportamiento interactivo de componentes software. Proponemos en-
riquecer la informacio´n provista por los lenguajes de descripcio´n de Interfaces (IDL’s),
con especificaciones basadas en Reo del comportamiento de las componentes, orientado a
resolver problemas de interoperabilidad a nivel de protocolos.
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1. Introduccio´n
En el desarrollo de nuevas aplicaciones a partir del ensamblado de componentes existentes,
heteroge´neas, posiblemente desarrolladas en distintos momentos, con distintos formatos, disen˜os
e implementaciones, y provenientes de las ma´s diversas fuentes, se requiere el uso de mecanismos
de composicio´n que permitan que la integracio´n pueda llevarse a cabo de forma correcta. Al
momento de seleccionar las componentes que intervendra´n en la aplicacio´n, deben considerarse
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sus capacidades y las incompatibilidades que puedan surgir en su interaccio´n. Es aqu´ı donde la
interoperabilidad juega un rol fundamental.
La interoperabilidad se refiere a la habilidad de dos o ma´s entidades de comunicarse y
cooperar a pesar de las diferencias en el lenguaje de implementacio´n, el ambiente de ejecucio´n,
y la abstraccio´n del modelo. Pueden distinguirse tres niveles de interoperabilidad:
1. a nivel signatura, se basa en la signatura de las operaciones que ofrecen las componentes
(nombres, tipos de para´metros y valores de retorno).
2. a nivel sema´ntico, la interoperabilidad se basa en el significado de las operaciones. se trata
de que los proveedores y consumidores tengan un entendimiento comu´n del significado de
los servicios y datos requeridos.
3. a nivel protocolo, se refiere al orden relativo en que una entidad espera que sus servicios
sean solicitados, el orden en que ella solicita servicios a otras entidades, y las condiciones
de bloqueo y reglas que gobiernan las interacciones entre entidades.
Por otro lado se requiere que la composicio´n sea altamente flexible y que el todo, es decir la
aplicacio´n resultante, sea mas que solo la suma de sus partes. En este escenario la responsabili-
dad parece recaer sobre el co´digo adaptador (glue code) cuya finalidad es conectar componentes,
facilitar su comunicacio´n, y coordinar sus interacciones. Se pretende que el co´digo adaptador
contribuya a la sema´ntica de la aplicacio´n, conservando su independencia del dominio de la
aplicacio´n, y as´ı, dos composiciones del mismo conjunto de componentes podr´ıan resultar en
sistemas diferentes. Adema´s debe existir una separacio´n clara entre la especificacio´n de las
componentes computacionales y la especificacio´n de sus interacciones. Esta separacio´n facilita
la reutilizacio´n de las componentes y tambie´n la reutilizacio´n de los patrones de comunicacio´n.
Los modelos y lenguajes de coordinacio´n ofrecen diversas soluciones al problema de es-
pecificar e instrumentar las interacciones entre instancias de componentes independientes y
distribuidas. En el caso de los modelos de coordinacio´n basados en canales, el framework evolu-
ciona por medio de la aplicacio´n de acciones de comunicacio´n sobre extremos de entrada o
salida de canales a los que esta´n conectadas las componentes que esta´n siendo coordinadas.
Reo [...] es un modelo de coordinacio´n basado en canales que sugiere el uso de conectores para
la coordinacio´n de processos concurrentes o instancias de componentes en un sistema basado
en componentes. Cuando Reo fue introducido, Arbab [...] mostro´ la potencia expresiva de su
propuesta por medio de varios ejemplos, simulando en una forma simple y elegante diferentes
mecanismos de comunicacio´n.
Nuestra propuesta es utilizar Reo como mecanismo para la descripcio´n del comportamiento
interactivo de componentes software. Proponemos complementar la informacio´n provista por
los lenguajes de descripcio´n de Interfaces (IDL’s) ofrecidos por las plataformas orientadas a
componentes del mercado, con especificaciones basadas en Reo del comportamiento de las
componentes, orientado a resolver problemas de interoperabilidad a nivel de protocolos. A
continuacio´n introducimos brevemente el modelo y damos algunas conclusiones.
2. Reo, un modelo de coordinacio´n basado en canales
.
Reo es un modelo de coordinacio´n que permite la construccio´n de sistemas por la composi-
cio´n de componentes que interaccionan a trave´s de conectores.Los conectores se construyen a
partir de un conjunto de canales, s´ıncronos y as´ıncronos con comportamiento bien definido. Si
bien Reo sugiere un conjunto ba´sico de canales, no impone restricciones respecto a los tipos
y comportamiento de los canales, lo que permite la definicio´n por parte del usuario de nuevos
tipos de canales con comportamiento espec´ıfico. El mecanismo de composicio´n de canales junto
a la disponibilidad de una amplia variedad de tipos de canales con sema´nticas diferentes de las
tradicionales, permiten la construccio´n de un gran nu´mero de conectores que imponen patrones
de coordinacio´n espec´ıficos muy interesantes. En este contexto Reo se manifiesta como un mod-
elo muy flexible y potente. Un conector puede utilizarse como el co´digo adaptador necesario en
la composicio´n de componentes, tiene su propia sema´ntica, y ante conectores diferentes pueden
obtenerse composiciones diferentes para un mismo conjunto de componentes. La comunicacio´n
entre instancias de componentes se logra exclusivamente por la aplicacio´n de operaciones de
entrada y salida sobre los puntos de conexio´n del conector a los que esta´n conectadas. En [...]
Arbab et al. introdujeron un modelo operacional para el comportamiento de los conectores de
Reo basado en Automata de Restricciones (Constraint Automata). El automata observa las
ocurrencias de datos sobre los extremos del conector y cambia su estado de acuerdo al dato
observado, o lo rechaza si no existe en el automata una restriccio´n que se corresponda.
3. Especificacio´n de protocolos de interaccio´n
3.1. El lenguage R
Proponemos un a´lgebra de procesos R basado en las primitivas de comunicacio´n de Reo .
Los agentes en R se construyen a partir de los operadores prefijo, eleccio´n no determinista y
composicio´n paralela. A continuacio´n definimos formalmente la sintaxis de R:
P ::= 0 | A.P | P + P | P ‖ P | recX.P
A ::= wr(c, v) | tk(c, v) | rd(c, v)
do´nde 0 denota el proceso vac´ıo, y c un extremo de entrada o salida de un conector. Los prefijos
wr, tk y rd son las abreviaciones de las operaciones write, take y read respectivamente.
En la definicio´n de la sema´ntica operacional del ca´lculo, consideramos el comportamiento de
un conector C dado por un conjunto de transiciones que tienen la forma
〈C, act〉 act17−→C 〈C′, act2〉
do´nde act denota el conjunto de acciones que aplicadas en paralelo sobre los extremos del
conector pueden producir un progreso sobre el mismo, dando un nuevo estado representado por
C′. El conjunto act1 denota las acciones cuya aplicacio´n tiene e´xito inmediato, y act2 representa
el subconjunto de acciones que han quedado suspendidas en algu´n extremo del conector. Un
ejemplo de un conector simple en Reo es LR = {ci, co}, las transiciones (1), (2) y (3) describen
su comportamiento.
〈{ci, co}, {wr(ci, d)}〉 {wr(ci,d)}7−→C 〈{ci′, co}, ∅〉 (1)
〈{cik, coj}, {tk(co, d)}〉 {tk(co,d)}7−→C 〈{cik, coj+1}, ∅〉 (k > j) (2)
〈{cik, coj}, {rd(co, d)}〉 {rd(co,d)}7−→C 〈{cik, coj}, ∅〉 (k > j) (3)
4. Expresividad del modelo
Para analizar la potencia expresiva del lenguaje R, en primera instancia lo comparamos con
el lenguaje L propuesto en [1] para el modelo de coordinacio´n Linda. El criterio adoptado para
la comparacio´n de ambos modelos se basa en la nocio´n de inmersio´n modular propuesta por De
Boer y Palamidessi en [6], o sea una traduccio´n composicional que preserva algunos aspectos
de observables, en particular e´xito y fracaso.
Comparamos la potencia expresiva de L y R en presencia de un conector LR como el
introducido en la seccio´n previa. A continuacio´n presentamos las nociones de observables y el
compilador utilizado
5. Conclusions
Los trabajos realizados sobre lenguajes y modelos de coordinacio´n tienen como objetivo
principal la interoperabilidad de aplicaciones software, normalmente descritas en lenguajes de
programacio´n distintos. En este sentido el modelo de interaccio´n presentado permite ampliar
la informacio´n que proporcionan las interfaces de componentes con el fin de evitar multitud de
problemas, como los que surgen a nivel de protocolos, y as´ı asegurar que el comportamiento
cooperativo sera´ el esperado. Para esto u´ltimo definiremos una nocio´n de compatibilidad entre
componentes especificadas segun el modelo.
Como consecuencia del estudio de la expresividad del modelo, observamos que, para el caso
concreto presentado, ambos modelos son igualmente expresivos. Aunque el resultado principal
obtenido era previsible, dado que el conector considerado en Reo permite simular las acciones
de Linda sobre el espacio de tuplas, este trabajo constituye un punto de partida para analizar la
expresividad entre las dos alternativas ma´s influyentes en el contexto de los modelos de coordi-
nacio´n. El enfoque utilizado y la homogeneizaco´n de las dos familias de lenguages bajo ca´lculos
similares permitira´ realizar una comparacio´n exhaustiva de ambos modelos de coordinacio´n,
analizando la expresividad de otros conectores de Reo frente a primitivas adicionales de Linda.
Nuestro trabajo futuro estara´ destinado a estudiar profundamente mas conectores de Reo y
definir un lenguaje de descripcio´n de interacciones basado en Reo para la coordinacio´n de com-
ponentes al estilo de lo realizado en el contexto de Linda. A partir del ana´lisis exahustivo de la
expresividad de los dos modelos descritos, nuestra intencio´n es explorar si uno es ma´s adecuado
que el otro en determinadas circunstancias para expresar la interaccio´n entre componentes. No
descartamos la posibilidad de que partes de un sistema puedan ser convenientemente descritos
con un formalismo, mientras que otras sean ma´s susceptibles de ser especificadas con el otro
modelo.
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