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Выпускная квалификационная работа по теме «Расчет и отображение 
координат спутников ГЛОНАСС/GPS на 2D карте в реальном времени по TLE 
файлу» содержит 56 страниц текстового документа, 1 приложение, 9 
использованных источников. 
TLE ФАЙЛ, ГЛОНАСС, GPS, ПРОГРАММА, СПУТНИК, АЛЬМАНАХ, 
ЭФЕМЕРИДЫ, АЛГОРИТМ. 
Цель работы – разработка программного обеспечения для расчета 
координат космических аппаратов по TLE файлу в режиме реального времени и 
отображение спутников на 2D карте. 
В рамках выпускной квалификационной работы были поставлены задачи: 
- Исследования литературы по SGP/SDP алгоритму; 
- Исследования зашифрованного TLE файла; 
- Программная реализация алгоритма SGP/SDP, расшифровка  TLE файл; 
- Создание 2D и 3D карты. 
В результате выпускной квалификационной работы было разработано 
программное обеспечение, которое реализует SGP4/SDP4 алгоритм и 
вычисляет точные координаты космического аппарата в реальном времени, а 
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Искусственные спутники Земли – это выведенные на околоземную 
орбиту летательные аппараты. Их основное предназначение, помочь в решении 
различных прикладных и научных задач. 
Первый, созданный человеком спутник, появился у планеты Земля 4 
октября 1957 года. Тогда советской ракетой в космос был поднят небольшой 
металлический шар. Он был выведен на земную орбиту таким образом, чтобы 
во время своего вращения он не падал на Землю. За ним последовали второй, 
пятый, десятый и сегодня в космическом пространстве летают уже десятки 
тысяч искусственных спутников. 
Запускаются искусственные спутники Земли с целью проведения 
различных научных исследований и для оказания помощи в решении 
всевозможных народнохозяйственных задач. Запуск спутников предоставил 
человечеству прекрасную возможность со стороны посмотреть на свою 
планету. Одними из первых, кто по достоинству оценил возможности 
искусственных спутников, оказались метеорологи. Сегодня для изучения 
процессов, которые определяют погоду по всему земному шару, им требуется 
всего несколько часов. 
В 1965 году Советский Союз запустил на орбиту первый спутник связи 
под названием «Молния-1». С того момента на орбиту было выпущено еще 
множество спутников такого же типа. Сигналы с таких спутников принимаются 
системой дальней космической связи, которая работает таким образом. 
Передающая станция посредством остронаправленной антенны отправляет на 
спутник сигнал, который поступает в приемное отделение спутника. Здесь 
сигнал значительно усиливается и с помощью спутникового передатчика 
отправляется в другую точку Земли, где эти сигналы принимает такая же 
станция системы «Орбита». Только на территории нашей немаленькой страны 





С помощью искусственных спутников можно легко устанавливать связь 
практически со всеми странами мира. Траектория искусственных спутников 
«Молния» относительно траектории нашей с вами планеты – по эллиптической 
орбите. Для того чтобы антенна наземной станции смогла следить за спутников 
и улавливать его сигналы она тоже должна поворачиваться, что сделать 
довольно сложно и неудобно. Для того чтобы можно было этого избежать над 
определенной точкой Земли «вешают» один «неподвижный» спутник. Этот вид 
спутников вращается по стационарной (круговой) орбите, лежащей в плоскости 
экватора. Она имеет высоту примерно в 36 тыс. км. Совершив за сутки один 
оборот вокруг планеты, с земли такие спутники могут показаться 
«неподвижными». 
Стационарным спутникам со своей орбиты «видна» большая территория. 
Для обеспечения всей Земли связью вполне достаточно будет трех таких 
спутников. 
Искусственные спутники Земли помогают в проведении научных 
исследований. Перечень задач, которые они выполняют, прямо скажем не 
маленький. С их помощью изучается магнитное поле и радиационная 
обстановка вблизи к планете, проводятся всевозможные технические и 
биологические эксперименты, с помощью которых были решены большинство 
технических проблем космонавтики. На спутниках такого типа отрабатывались 
различные способы защиты космонавтов от излучений, опасных здоровью и 
жизни. 
Сегодня искусственные спутники выводятся на орбиту Земли или других 
планет. Сейчас вокруг земного шара их летает огромное количество. Различные 
по форме, весу, они выполняют самую разнообразную работу.  
 
Спутники-связисты помогают смотреть телепередачи, вести телефонные 
разговоры, связывают между собой компьютеры; это делается путем 





точками на земной поверхности, между которыми нет прямой видимости. 
Спутники-навигаторы помогают кораблям совершать плавания. Спутниковая 
система навигации GPS помогает при любой погоде определять 
местоположение объектов. С помощью GPS-навигаторов, встроенных в 
мобильные телефоны  и автомобильные компьютеры любой человек может 
определить свое местонахождение и прокладывать маршруты с учетом 
дорожных знаков, искать на карте нужные ему дома и улицы.  
Метеоспутники ведут наблюдение за изменением погоды и исследуют климат 
Земли. По их сообщениям метеорологи составляют прогноз погоды.  
Спутники-разведчики (спутники-шпионы) умеют делать фотографии объектов 
на Земле высокой четкости, прослушивать системы связи, осуществлять 
слежку.  
Научно-исследовательские спутники помогают в проведении научных 
исследований; с их помощью изучают магнитное поле и радиационную 
обстановку на нашей планете, они используются в геодезии, картографии и 
тектонике.  
На биоспутниках проводятся биологические эксперименты, с помощью 
решается большинство технических проблем космонавтики (например, на 
спутниках такого типа отрабатывались различные способы защиты 
космонавтов от излучений, опасных для здоровья и жизни) . 
Астрономические спутники исследуют планеты Солнечной системы и их 
спутники, а также галактики и другие космические объекты. 
Целью работы является разработка программного обеспечения для 
определения месторасположения спутника на географической карте и передаче. 
Данное ПО может быть полезно для того, чтобы в дальнейшем использовать 
информацию о местонахождении для симуляции работы с данными 
спутниками, либо для того чтобы определить – насколько точно приемник 
GPS\ГЛОНАСС определил координаты объекта на географической карте. На 





искусственных спутников Земли, и ни одна из них не может передавать данные 
по TCP/IP на другие устройства. Этим и объясняется актуальность данной 
работы. Для достижения поставленной цели нужно выполнить следующие 
задачи: 
1) Изучить литературу (что находятся в эфемеридах или альманах);  
2) Изучить алгоритм SGP4; 
3) Создать модуль для расчета координат; 
4) Проверить корректность написанного модуля;  
5) Создать полноценное ПО используя написанный модуль; 







1 Спутниковая система навигации 
Спутниковая система навигации – комплексная электронно-техническая 
система, состоящая из совокупности наземного и космического оборудования, 
предназначенная для определения местоположения (географических координат 
и высоты), а также параметров движения (скорости и направления движения) 
для наземных, водных и воздушных объектов. 
Основными элементами спутниковой системы являются:  
 Орбитальная группировка, состоящая из нескольких (от 2 до 30) 
спутников, излучающих специальные радиосигналы; наземная система 
управления и контроля, включающая блоки измерения текущего положения 
спутников и передачи на них полученной информации для корректировки 
информации об орбитах;  
 Приемное клиентское оборудование, используемое для определения 
координат; 
 Информационная радиосистема для передачи пользователям 
поправок, позволяющих значительно повысить точность определения 
координат. 
Принцип работы спутниковых систем навигации основан на измерении 
расстояния от антенны на объекте (координаты которого необходимо получить) 
до спутников, положение которых известно с большой точностью. Таблица 
положений всех спутников называется альманахом, которым должен 
располагать любой спутниковый приемник до начала измерений. Обычно 
приемник сохраняет альманах в памяти со времени последнего выключения и 
если он не устарел – мгновенно использует его. Каждый спутник передает в 
своём сигнале весь альманах. Таким образом, зная расстояния до нескольких 
спутников системы, с помощью обычных геометрических построений, на 
основе альманаха, можно вычислить положение объекта в пространстве.[4] 
Метод измерения расстояния от спутника до антенны приемника основан 





возможности измерения времени распространения радиосигнала каждый 
спутник навигационной системы излучает сигналы точного времени в составе 
своего сигнала используя точно синхронизированные с системным временем 
атомные часы. При работе спутникового приемника его часы 
синхронизируются с системным временем и при дальнейшем приеме сигналов 
вычисляется задержка между временем излучения, содержащимся в самом 
сигнале, и временем приема сигнала. Располагая этой информацией, 
навигационный приемник вычисляет координаты антенны. Для получения 
информации о скорости большинство навигационных приемников используют 
эффект Доплера. Дополнительно накапливая и обрабатывая эти данные за 
определенный промежуток времени, становится возможным вычислить такие 
параметры движения, как скорость (текущую, максимальную, среднюю), 
пройденный путь и т. д. 
В реальности работа системы происходит значительно сложнее. Ниже 
перечислены некоторые проблемы, требующие специальных технических 
приемов по их решению: 
 Отсутствие атомных часов в большинстве навигационных 
приемников. Этот недостаток обычно устраняется требованием получения 
информации не менее чем с трех (2-мерная навигация при известной высоте) 
или четырех (3-мерная навигация) спутников (при наличии сигнала хотя бы с 
одного спутника можно определить текущее время с хорошей точностью;  
 Неоднородность гравитационного поля Земли, влияющая на орбиты 
спутников;  
 Неоднородность атмосферы, из-за которой скорость и направление 
распространения радиоволн может меняться в определенных пределах;  






  Невозможность разместить на спутниках передатчики большой 
мощности, из-за чего прием их сигналов возможен только в прямой видимости 
на открытом воздухе. 
В настоящее время работают следующие системы спутниковой 
навигации: NAVSTAR (GPS), принадлежащая министерству обороны США, 
что считается другими государствами ее главным недостатком. Более известна 
под названием GPS. Единственная полностью работающая спутниковая 
навигационная система. А также российская ГЛОНАСС, принадлежащая 
министерству обороны РФ. Обладает, по заявлениям разработчиков, 
некоторыми техническими преимуществами по сравнению с NAVSTAR, 
однако в настоящее время эти утверждения проверить невозможно ввиду 
недостаточности спутниковой группировки и отсутствия доступного 
клиентского оборудования. Параллельно с действующими навигационными 
системами разрабатываются еще 2 системы: Galileo – европейская система, 
находящаяся на этапе создания спутниковой группировки и Бэйдоу, 
развертываемая в настоящее время Китаем, предназначенная для использования 
только в этой стране. 
Что NAVSTAR (GPS), что ГЛОНАСС имеют двойное назначение – 
военное и гражданское, поэтому излучают два вида сигналов: один с 
пониженной точностью определения координат (~100 м) для гражданского 
применения и другой высокой точности (~10-15 м и точнее) для военного 
применения. Для ограничения доступа к точной навигационной информации 
вводят специальные помехи, которые могут быть учтены после получения 
ключей от Военного Ведомства США. В настоящее время эти помехи 
отменены, и точный сигнал доступен гражданским приемникам, однако в 
случае соответствующего решения государственных органов стран-владельцев 
военный код может быть снова заблокирован (в системе NAVSTAR это 
ограничение было отменено только в мае 2000 года и в любой момент может 





Спутники NAVSTAR располагаются в шести плоскостях на высоте 
примерно 20 180 км. Спутники ГЛОНАСС находятся в трех плоскостях на 
высоте примерно 19 100 км. Номинальное количество спутников в обеих 
системах – 24. Группировка NAVSTAR полностью укомплектована в апреле 
1994-го и с тех пор поддерживается, группировка ГЛОНАСС была полностью 
развернута в декабре 1995-го, но с тех пор значительно деградировала. В 
настоящий момент идёт ее активное восстановление.  
Обе системы используют сигналы на основе «псевдошумовых 
последовательностей», применение которых придаёт им высокую 
помехозащищенность и надежность при невысокой мощности излучения 
передатчиков.  
В соответствии с назначением, в каждой системе есть две базовые 
частоты – L1 (стандартной точности) и L2 (высокой точности). Для NAVSTAR 
L1=1575,42 МГц и L2=1227,6 МГц. В ГЛОHАСС используется частотное 
разделение сигналов, т. е. каждый спутник работает на своей частоте и, 
соответственно, L1 находится в пределах от 1602,56 до 1615,5 МГц и L2 от 
1246,43 до 1256,53. Сигнал в L1 доступен всем пользователям, сигнал в L2 – 
только военным (то есть, не может быть расшифрован без специального 
секретного ключа).  
Каждый спутник системы, помимо основной информации, передает также 
вспомогательную, необходимую для непрерывной работы приемного 
оборудования. В эту категорию входит полный альманах всей спутниковой 
группировки, передаваемый последовательно в течение нескольких минут. 
Таким образом, старт приемного устройства может быть достаточно быстрым, 
если он содержит актуальный альманах (порядка 1-й минуты) – это называется 
«тёплый старт», но может занять и до 15-ти минут, если приемник вынужден 
получать полный альманах – т. н. «холодный старт». Необходимость в 
«холодном старте» возникает обычно при первом включении приемника, либо 





Отдельные модели спутниковых приемников позволяют производить 
дифференциальное измерение расстояний между двумя точками с большой 
точностью (2-3 см). Для этого измеряется положение навигатора в двух точках 
с небольшим промежутком времени. При этом, хотя каждое такое измерение 
имеет точность порядка 10-15 метров без наземной системы корректировки и 
10-50 см с такой системой, измеренное расстояние имеет погрешность намного 
меньшую, так как факторы, мешающие измерению (погрешность орбит 
спутников, неоднородность атмосферы и т. д.) в этом случае взаимно 
вычитаются. Кроме того, есть несколько систем, которые посылают 
уточняющую информацию («дифференциальную поправку к координатам»), 
позволяющую повысить точность измерения координат приемника до 
нескольких сантиметров. Дифференциальная поправка основана на 
геостационарных объектах (спутниках, наземных базовых станциях), обычно 
является платной (расшифровка сигнала возможна только одним определённым 
приёмником после оплаты «подписки на услугу»). В настоящее время 
существует бесплатная европейская система EGNOS (European Geostationary 
Navigation Overlay Services), основанная на двух геостационарных спутниках, 
дающая высокую точность (до 30 см), но работающая с перебоями и 











2 Навигационные системы  ГЛОНАСС и GPS 
ГЛОНАСС и GPS, состоят из спутников, которые кружатся вокруг Земли 
и передают всю информацию на сервера. 
Система GPS (Global Positioning System) – это открытие американцев в 
восьмидесятых годах, сначала она предназначалась для военных действий, но 
вскоре передалась во владение обычным гражданам. 
Система ГЛОНАСС — это советская разработка. Её начали 
разрабатывать в середине восьмидесятых годов, но вскоре её заморозили и 
только в 2002 году, талантливые ученые решили её восстановить. 
Главная задача таких спутниковых систем – высокоточное определение 
скорости и расположения движущихся объектов: кораблей, самолетов, 
автомобилей и другого транспорта.  
В настоящее время данные системы активно используются многими 
компаниями, а также обычными людьми. Чтобы полноценно работать с 
системами в первую очередь нужно иметь ГЛОНАСС приемник или GPS – 
специальное оборудование, с помощью которого можно принимать 
высокочастотные сигналы от спутника. Сегодня похожие устройства широко 
применяют в производстве техники, например, КПК, мобильных телефонах и 
др. 
На сегодняшний день ГЛОНАСС и GPS бесплатны, все что нужно иметь 
– это GPS и ГЛОНАСС трекер, с его помощью вы всегда и везде можете 
подключиться к спутниковым системам. Важно отметить, что принцип работы 
GPS и ГЛОНАСС очень похож друг на друга: они определяют время, которое 
необходимо для того, чтобы сигнал от спутника смог достичь антенны трекера. 
Чтобы определить это расстояние вначале они находят месторасположение 
объекта, а уж потом время. Есть специальные группы спутников, которые 
определяют скорость и координаты объекта. В каждую из них входит более 20 





находятся на высоте до 20 тысяч километров и постоянно вращаются вокруг 
Земли.[4] 
В начале 1957 года впервые возникла идея создать систему спутниковой 
навигации. Основным стимулом к созданию этой идеи был искусственный 
спутник Земли, который впервые был запущен в космос в СССР. Запустили 
спутник советские ученые, а отреагировали быстрее всего американские.  
Система-прародительница GPS была создана под руководством Ричарда 
Кершрешена в 1964 году. И только спустя четыре года началась ее 
эксплуатация. Комплектация российской глобальной навигационной 
спутниковой системы ГЛОНАСС была завешена только в конце 1933 года.   
GPS считается более современнее, чем ГЛОНАСС, так как разрыв в 
исследованиях около десяти лет. Но система ГЛОНАСС является более точной, 
чем GPS. У GPS -10 метров область определения местонахождения, а 
у ГЛОНАСС около 3-4 метров. 
ГЛОНАСС более энерго затратен, у него меньше спутников на орбите, 
чем у GPS в соответствии с рисунком 1, двадцать три против тридцати девяти. 
Система, работающая с ГЛОНАСС, подвергается большему ухудшению и 
бывает что под зависает. 
Но самое главное отличие Глонасс от GPS то, что ГЛОНАСС 
продвигается правительством России. И возможно предположить, что в скоро м 
времени GPS могут отменить. 
 





С первого января 2013 года вступает в силу закон, в котором говорится 
что весь пассажирский транспорт и автомобили, перевозящие опасный груз, 
должны оснащаться системой ГЛОНАСС. 
Но все же, большинство людей склоняется к выбору GPS. Следует 
помнить, что американское государство может отключить всю передачу 
информации, в страны входившие в СССР, в связи с медленным нарастающим 
антагонизмом между США и СССР. 
В итоге люди берут разные системы навигации, потому что конкуренции 
в области двух навигационных систем — вещь надуманная. Выбирая навигатор, 
следует помнить несколько правил: «Как точно определяется маршрут» и 
«Какова вероятность сбоя техники».  
Дело в том, что спутники второй вращаются вокруг земли не 
синхронизировано, благодаря чему нет необходимости в корректировках, так 
как обеспечивается отличная точность позиционирования. Хотя стоит заметить, 
что спутники ГЛОНАСС имеют значительно меньший срок службы, чем 
спутники GPS. 
На сегодняшний день пользователей GPS гораздо больше, чем 
ГЛОНАСС. Так как система GPS начала активно использоваться и развиваться 
на 20 лет раньше, чем система ГЛОНАСС. Так, например, сегодня на рынке 
можно найти множество устройств для приема сигналов, GPS-приемников, а 
что касается системы ГЛОНАСС, то ее используют значительно реже. Помимо 
этого, все оборудование для ГЛОНАСС объемное и громоздкое, если 
сравнивать его с конкурентами. 
Некоторые специалисты уверенны в том, что получить наилучшие 
результаты можно только при использовании обоих систем. Наверное, из-за 
этого сегодня все чаще производители предлагают устройства для управления 






3 Two Line Element файл 
Two Line Element - двухстрочный формат данных, представляющий собой 
набор элементов орбиты для спутника Земли[9]. 
В состав TLE файла входит: 
Альманах в космической навигации – совокупность данных об основных 
параметрах орбит спутников в навигационной системе Орбитальные элементы 
определяются для многих тысяч космических объектов из базы данных 
NORAD. Альманах содержит шесть параметров орбиты спутника на 
определенный момент времени. Причем каждый спутник системы имеет 
данные о других спутниках. Навигатор, установив связь всего с одним 
спутником, после получения альманаха имеет данные о параметрах орбит и 
других. Альманах, загруженный в память спутника, действителен 30 дней. Тем 
не менее уточняются эти данные чаще – раз в несколько суток, во время сеанса 
связи с одной из наземных станций. 
Эфемериды, это данные, по которым вычисляются отклонения орбиты, 
коэффициенты возмущений и т.д. То есть с их помощью навигатор с высокой 
точностью может определить местоположение спутников. Эфемериды, 
несущие более точные данные, устаревают гораздо скорее. Их данные активны 
только около 30 минут. Они также обновляются наземными станциями. Без 
данных о местоположении навигационных спутников невозможно определение 
координат приемника. Необходимо для этого целых четыре спутника. 
TLE всегда состоит из двух строк форматированного текста представлены 
в таблице 2,3. Кроме того, им может предшествовать строка с названием 
объекта представленная в таблице 1. 
ISS (ZARYA) 
1 25544U 98067A   08264.51782528 -.00002182  00000-0 -11606-4 0  2927 







 Запись названия спутника в соответствии с рисунком 2: 
 
 
Рисунок 2 –  Предшествовавшая строка с названием объекта 
 
Таблица 1 – Предшествовавшая строка с названием объекта 
Номер Положение Содержание Пример 
1 01-24 Название объекта ISS (ZARYA) 
 
 Запись в TLE первой строки в соответствии с рисунком 3: 
 
 
Рисунок 3 – Первая строка TLE 
 
Таблица 2 – Первая строка Two Line Element файла 
Номер Положение Содержание Пример 
1 01-01 Номер строки 1 
2 03-07 Номер спутника в базе данных NORAD 25544 
3 08-08 





(последние две цифры года запуска) 
98 
5 12-14 
Международное обозначение (номер 







Окончание таблицы 2  
Номер Положение Содержание Пример 
6 15-17 
Международное обозначение (часть 
запуска) 
A 
7 19-20 Год эпохи (последние две цифры) 08 
8 21-32 Время эпохи 264.51782528 
9 34-43 
Первая производная от среднего 




Вторая производная от среднего 
движения, деленная на шесть 
(подразумевается, что число начинается 




Коэффициент торможения B* 
(подразумевается, что число начинается 
с десятичного разделителя) 
-11606-4 
12 63-63 
Изначально — типы эфемерид, 
сейчас — всегда число 0 
0 
13 65-68 Номер (версия) элемента 292 
14 69-69 Контрольная сумма по модулю 10 7 
 










Таблица 3 – Вторая строка Two Line Element файла 
Номер Положение Содержание Пример 
1 01-01 Номер строки 2 
2 03-07 Номер спутника в базе данных NORAD 25544 
3 09-16 Наклонение, градус 51.6416 
4 18-25 Долгота восходящего узла, градус 247.4627 
5 27-33 Эксцентриситет 0006703 
6 35-42 Аргумент перицентра, градус 130.5360 
7 44-51 Средняя аномалия, градус 325.0288 
8 53-63 Частота обращения, виток/день 15.72125391 
9 64-68 Номер витка на момент эпохи 56353 
10 69-69 Контрольная сумма по модулю 10 7 
 
Модель SGP4/SDP4 может использовать формат TLE для вычисления 
точного положения спутника в определенное время. 
Двухстрочные орбитальные наборы элементов, предоставляемые 
NORAD, являются усредненными Кеплеровыми орбитальными наборами 
элементов. Средние величины для каждого элемента генерируются с 
использованием орбитальной модели SGP4. Воздействие главных 
возмущающих сил включено в эти средние величины очень специфичным 
способом использования SGP4, и поэтому именно SGP4 должна использоваться 
для генерации точных географических координат. Отказ от такого метода 
приведет к ошибкам, величина которых будет сильно зависеть от типа 
используемой модельной орбиты. Эти ошибки обычно проявляются как 
ошибки "большого времени" для сигнала спутника или при визуальном 






4 Модель SGP4 
В 1970-е годы NORAD разработал полностью аналитическую 
орбитальную модель. Пользуясь этой моделью, известной как SGP (Simplified 
General Perturbation, упрощенные общие возмущения), пользователь может 
вычислять положение спутника и его скорость для заданного момента времени 
непосредственно, без потребности в численном интегрировании. Результат — 
значительное уменьшение вычислительной нагрузки для реализации слежения 
за возрастающей популяцией спутников Земли.  
Очевидно, что некоторые компромиссы были приняты в процессе 
разработки SGP. Как и для любой модели, некоторые упрощения должны были 
быть сделаны и эти ограничения налагают ограничения на то, как модель может 
использоваться. В частности, масса спутника относительно массы земли 
считается незначительной. Кроме того, предполагается, что спутник находится 
на орбите с низким эксцентриситетом, недалеко от Земли, и не на быстро 
снижающейся орбите. Эти условия были истинны для большой доли 
спутниковой популяции во время разработки SGP и позволяли включить в 
модель только основные возмущения на эти спутники, обусловленные 
неоднородностью распределения массы Земли и атмосферным торможением.  
Последующие усовершенствования SGP расширили эту теорию, включая 
полуаналитическую обработку орбит с периодами большее чем 225 минут. В то 
время как эта теория зависит в некоторой степени от численного 
интегрирования, вычислительное нагрузка все еще достаточно мала. 
Разделение при 225 минутах (приблизительная высота 6000 км) есть результат 
отчасти существования естественного промежутка, который сложился из 
исторических выборов орбит для различных спутниковых миссий, отчасти 
20перераспределения значимости возмущающих эффектов; выше основными 
возмущающими силами больше не являются атмосферное торможение и 
неоднородная плотность земли, но орбитальные резонансы с неоднородным 





солнечного излучения. Эта новая модель, названная SGP4, ныне используется 
командой NORAD и американским космическим командованием.  
Конечно, имеются много других моделей, многие из которых являются 
более точными, чем SGP4. Но SGP4 дает то, что не дают другие, — данные. 
Большинство других орбитальных моделей обеспечивает данными только для 
ограниченного числа спутников (типа Шаттла). NORAD, с другой стороны, 
является ответственным за траккинг (сопровождение) всех спутников 
ежедневно, и для этого использует SGP4. Это означает, что орбитальные 
данные для этой модели имеются для всех обращающихся вокруг Земли 
объектов благодаря службе Space Surveillance Network.  
Значение Большой полуоси определяется по формуле (1). 
 
,           (1) 
 
где - начальное значение эпохи SGP4. 
 
           (2) 
 
где G - универсальная гравитационная постоянная; 
      М - масса Земли. 
 
         (3) 
 
 – “среднее” эксцентричность в эпоху; 
 – “среднее” наклон в эпоху. 
 






 – вторая гравитационная зональная гармоника Земли; 
 - экваториальный радиус Земли. 
 
       (5) 
 
         (6) 
 
Расчет второй скорости изменения, означающая движение в эпоху 
выполняется по формуле (7). 
 
            (7) 
 
           (8) 
 
Для перигее(perigee) между 98 км и 156 км, значение постоянных 
используемых в SGP4 изменяется по формуле (9). 
 
        (9) 
 
Для перигее ниже 98 км , значение S изменяется по формуле (10). 
 
                (10) 
 
XKMPER = 6378.135 км / земных радиусов. 
Если значение х изменяется, то значение должен быть заменен 





              (11) 
 
Затем вычислить константы (используя соответствующие значения х и 
) по формулам (11),(12),(13),(14),(15),(16),(17). 
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32 28+24 2+3 4]              (15) 
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Эффекты атмосферного сопротивления и гравитации включены через 
уравнения представленные в формулах (23),(24): 
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            (31) 
 
       (32) 
 
12 1 2+10 13 − 04+15(3 4+12 1 3+6 22+30 12 2+15 14) − 05] ,
                     (33) 
 
где  - время с начала эпохи.  
 
                  (34) 
 
                   (35) 
 
Следует отметить, что при высоте перигея эпоха меньше 220 километров, 
уравнения для  усечения после С1 , а также условия , связанные с Cδ , δw и δM. 
Добавить длиннопериодные периодические условия: 
 
N =                   (36) 
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                 (41) 
Уравнение Кеплера для  дифференцирования приведен в формуле 
(42). 
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Уравнение итерации приведены в формуле (43),(44),(45): 
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Следующие уравнения используются для расчета предварительных 
количеств, необходимые для короткого периода, представленные в формулах 
(46),(47),(48),(49),(50),(51),(52),(53),(54),(55),(56),(57),(58),(59),(60): 
 
             (46) 
 
             (47) 
 
                 (48) 
 
                  (49) 
 






                  (51) 
                   (52) 
 
              (53) 
 
              (54) 
 
                  (55) 
 
                (56) 
 
                (57) 
 
                  (58) 
 
                 (59) 
 
                (60) 
 










Формулы коротко движущейся периодичности для того, чтобы дать 
окулирующие количества приведены в формулах (62),(63),(64),(65),(66),(67): 
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Векторы ориентирования рассчитывается по формулам (68),(69),(70),(71): 
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                 (71) 
Положение и скорость задаются по формулам (72),(73): 
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5 Расчёт величин орбитальных элементов  
В качестве примера для иллюстрации работы алгоритма рассматривается 
расчёт положения КА GlobalStar M047 (параметры орбиты показаны в таблице 
1) на 20:07:31.275 UTC 06 декабря 2012 года, интервал прогноза (Δt) при этом 
составляет 1.7677141 солнечных суток [8]. Использованные исходные данные 
TLE [9] для данного КА имеют вид: 
1 25772U 99031C   12341.83855275 -.00000086  00000-0  10000-3 0   663 
2 25772 051.9934 116.9808 0001986 124.1390 235.9663 12.62272233622388 
 
Таблица 4 – Начальные орбитальные данные КА GlobalStar M047 из TLE-файла 
Элемент Символ Значение в 
файле TLE 
Числовое значение 
Время эпохи  12341.83855275 
20:07:31.275 UTC 
Декабрь 06, 2012 
Наклонение  051.9934  
Долгота восходящего узла  116.9808  
Эксцентриситет  0001986 0.0001986 
Аргумент перицентра  124.1390  
Средняя аномалия  235.9663  





В первую очередь, воспользовавшись выражением (74) необходимо 
вычислить среднюю аномалию КА M для выбранной даты расчёта: 
 





Квадратные скобки в формуле (74) означают, что от результата 
заключённых в них выражений необходимо брать только целую часть без 
округления. В TLE-файле средняя аномалия на эпоху дана в градусах, что 
определяет единицу измерения этой величины, рассчитанной по формуле (74). 
 Далее путём решения трансцендентного уравнения Кеплера (75) можно 
получить эксцентрическую аномалию E, а через неё ‒  истинную аномалию ν по 
формуле (76). Необходимо отметить, что при решении уравнения Кеплера 
полученная ранее средняя аномалия M должна быть переведена в радианы. 
 
                  (75)  
 
                  (76)  
 
Точность решения уравнения Кеплера определяется используемым для 
расчёта численным методом. При вычислении истинной аномалии в 
программной реализации формулы (76) следует использовать функцию 
arctan2(y,x), возвращающую значения в диапазоне , при этом 
отрицательные значения переводятся в углы III и IV четверти путём 
прибавления . Одновременно с истинной аномалией в первом приближении 
может быть определена большая полуось (a) по формуле (77):  
 
                  (77) 
 
В данной формуле гравитационный параметр Земли μ, в отличие от 
привычного значения 398600.44 км3/с2, выражается в других единицах 
измерения и равен 2.9755363405824 1015 км3/день2. Далее определяются 






                  (78) 
 
                   (79)  
 
Затем по формулам (80)-(82) вычисляются параметры d1, а0 и p0, которые 
потребуются далее для учёта прецессии линии узлов и линии апсид:  
 
            (80) 
 
             (81) 
 
          (82) 
 
где  ‒  отношение вычисленной большой полуоси к экваториальному 
радиусу RE общего земного эллипсоида стандарта WGS-84 (RE = 6378.137 км); 
       J2 = 1.0826267 10-3 ‒  коэффициент второго члена разложения 
гравитационного потенциала Земли в ряд по сферическим функциям 
геоцентрической широты. 
Вследствие нецентральности гравитационного поля, которая в 
упрощённой модели SGP описывается только полярным сжатием, долгота 
восходящего узла (ДВУ) и аргумент перицентра имеют вековые уходы. 
Значения этих параметров заданы на момент эпохи в файлах TLE. Для орбиты 
КА GlobalStar M047 с наклонением 51.9934° линия узлов прецессирует на 
Запад, а линия апсид ‒  против часовой стрелки (рис. 1). Зная интервал 
прогноза Δt, можно вычислить значения ДВУ и аргумента перицентра 






               (83) 
 
              (84) 
 
 
Рисунок 5 - Ориентация плоскости орбиты в инерциальной системе 
координат и направления вековых уходов ДВУ и аргумента перицентра для КА 
GlobalStar M047 
 
Предварительным результатом станет вычисление аргумента широты КА 
для даты расчёта по формуле (85): 
 
                  (85)  
 
Необходимо помнить, что измеряемые в градусах величины средней 
аномалии M (до решения уравнения Кеплера), истинной аномалии ν, ДВУ α, 
аргумента перицентра ω и аргумента широты u могут принимать только 





этих углов выходят за указанный диапазон, необходимо заранее предусмотреть 
их соответствующий пересчёт.   
 
5.1. Определение геоцентрических координат КА  
Плоскость орбиты КА, экваториальная плоскость и плоскость 
мгновенного меридиана КА образуют сферический прямоугольный 
треугольник (рис.6), из которого, используя формулы сферической 
тригонометрии, можно определить разницу долгот Δα ‒  разницу между 
геоцентрическим прямым восхождением КА αg и долготой восходящего узла 
: 
 
                (86) 
 
                (87)  
 
 
Рисунок 6 - Сферический треугольник, используемый для нахождения 










Зная разницу долгот, можно непосредственным суммированием 
определить геоцентрические прямое восхождение КА αg и по формуле (87) – 
склонение δg, которые необходимы для расчёта положения КА в абсолютной 
геоцентрической экваториальной системе координат (АГЭСК)(88):  
 






6 Разработка программной системы для расчета 
координат GPS/ГЛОНАСС 
 
Рисунок 7 – Программа расчета координат спутников по TLE файлу 
Ниже на рисунке 8 приведено описание интерфейса пользователя.[23] 
6.1 Интерфейс пользователя 
 





Интерфейс пользователя состоит из: 
1. ListBox с CheckBox. Содержит имена спутников и позволяет 
выбрать их для отслеживания; [19] 
2. DatePicker и TextBox: Служит для установки и отображения Даты и 
Времени в реальное время; 
3. CheckBox: Позволяет установить свою Дату и Время для 
Симуляции спутников; 
4. Label: Отображает имя выбранного спутника; 
5. Отображает данные из TLE файла по выбранному спутнику; 
6. Отображает рассчитанные координаты Широты, Долготы в 
градусах и Высоты спутника в метрах; 
7. Button: Кнопка служащая для загрузки TLE файла в программу; 
8. Label: Отображает интервал времени передачи данных по TCP/IP; 
9. Button: Кнопка служащая для начала передачи данных по TCP/IP; 
10. CheckBox: Позволяет отменить передачу данных по TCP/IP; 
11. Menu: Меню для выбора настройки IP передачи, интервала 
передачи и отображение Карты в 2D или 3D показан на рисунке 9 и 10; 
 
 
Рисунок 9 –Меню 
 
 





6.2 2D карта 
 
Рисунок 11 – 2D Карта 
Нажав на меню “Карта” -> 2D Карта , появится окно на котором будут 
отображены выбранные спутники в реальном времени на двухмерной мировой 
карте. Данную карту можно перемещать, зажав левую клавишу мыши и 
передвижением мыши в лево либо в право. Так же можно изменять масштаб 
карты с помощью колесика мыши. При наведении указателя мыши на спутник 
появляется информация о нем в реальном времени. В соответствии с рисунком 
11 и 12.[3] 
 






6.3 3D карта 
 
Рисунок 13 – 3D Карта 
Нажав на меню “Карта” -> 3D Карта , запустится программа написанная 
на Uniti3D, которая откроет окно на котором будут отображены выбранные 
спутники трехмерной мировой карте в соответствии с рисунком 13.[2]  
Данную карту можно перемещать, зажав левую клавишу мыши по 
вертикали (Y) и зажав правую клавишу мыши по горизонтали (X). 
С помощью колесика мыши, можно приближать и отдалять вид 
просмотра 3D модели. 






7 Экономическая часть 
В настоящее время, на предприятиях, учреждениях и складах 
компьютеры уже давно стали неотъемлемой частью производства, поэтому 
применение современной вычислительной техники и информационных 
технологий, позволяет намного увеличить эффективность и скорость 
выполняемых работ. 
Результатом дипломного проектирования является программный продукт, 
позволяющий решать задачи расчета и передачи по TCP/IP координат 
искусственных спутников Земли. 
В экономической части дипломного проекта рассчитываются затраты, 
связанные с разработкой проекта, и ее целью является составление сметы 
затрат и вычисление экономической эффективности данного проекта по 
результатам проведенных расчетов. 
7.1 Выбор методики расчета трудоемкости программирования 
При выборе методики расчета трудоемкости программирования мы 
выбираем расчет по фактическим затратам времени на разработку с 
составлением плана работ (перечень этапов и видов работ) с логическим 
упорядочением последовательности выполнения отдельных видов работ. 
В основе такого упорядочения лежит анализ смыслового содержания 
каждого вида работ и установление взаимосвязи между всеми видами работ. По 
каждому виду работ определяется квалификационный уровень исполнения. 
Трудоемкость выполнения работ определяется по сумме трудоемкости 
этапов и видов работ, оцениваемых в человеко-днях, и носит вероятностный 
характер, так как зависит от множества трудно учитываемых факторов. 
Общая трудоемкость определяется по формуле (89): 
 






где t  – общая трудоемкость, чел.-часов; 
       ti  – трудоемкость отдельного вида работ, чел.-часов. 
По данным таблицы 5 получается:  
чел.-часов. 
 

































































ИТОГО 846 663 
 
7.2 Расчет сметы затрат на разработку программных средств 
В смету затрат включаются все затраты, связанные с выполнением 
работы. Структура затрат будет иметь следующий вид: 
7.2.1 Расходы на оплату труда: 
 тарифная заработная плата; 
 основная заработная плата; 
 дополнительная заработная плата. 
7.2.2 Материальные затраты: 
 стоимость материалов и покупных изделий; 
 стоимость расходуемой электроэнергии;  
 затраты по использованию прикладных программ; 
 затраты по оплате услуг, работ сторонних организаций. 
7.2.3. Амортизация оборудования: 
Здесь рассчитываются амортизационные отчисления по используемому 
оборудованию. 
7.2.4. Прочее: 





 выплаты на социальное страхование от несчастного случая;  
 затраты по использованию INTERNET; 
 расходы на управление и хозяйственное обслуживание. 
 7.2.5 Расходы на оплату труда  
Расчет тарифной заработной платы 
 Для работника организации должностной месячный оклад 
определяется по формуле (90): 
 
Дмес.окл.i = Ti* Ki ,                          (90) 
 
где Т – тарифная ставка первого разряда; 
      К – тарифный коэффициент специалиста i-го разряда. 
Тi, Кi, Дмес.  определяются по Единой тарифной сетке (ЕТС). 
Исполнитель работ по проекту - инженер-программист. 
T = 1852, K9 = 2.67. 
Дмес.окл. инженера программиста = 1852*2.67 = 4 944,84 руб. 
Расчет основной заработной платы 
Рассчитаем стоимость 1 человеко-часа работы сотрудника. 
Она будет вычисляться по формуле (91): 
 
Счел/час.i = Дмес.окл.i/ Чi,                     (91) 
 
где Счел/час.i – стоимость 1 человеко-часа i-го работника, руб.; 
      Дмес.окл.i – должностной месячный оклад i-го работника, руб.; 
      Чi – количество часов работы в месяц i-го работника. 
Среднее количество рабочих часов составляет 164. Подставляя данные в 
формулу (92) получаем: 





Основная заработная плата сотрудника вычисляется по формуле (93): 
 
ЗПоснi = Cчел/час.i ∙ Чф ∙ [1+(Сн/100)+(Рк/100)],           (93) 
 
где ЗПосн.i – основная заработная плата i-го сотрудника, руб.; 
      Счел/час.i – стоимость 1 человеко-часа i-го работника, руб.; 
      Чф –количество часов работы в месяц исполнителя (по плану работ); 
      Сн – северная надбавка, в процентах (надбавка за работу в условиях 
Крайнего Севера и приравненных к ним), равна 30%; 
      Рк – районный коэффициент, в процентах (20%). 
В нашем случае Чф, вычисленный по плану работ равен: 846 чел/час. 
Таким образом, суммарное значение заработной платы, составит: 
ЗПосн.  = 846 *30,15*[1+(30/100)+(20/100)]  = 38 260, 35 руб. 
Результаты расчетов приведены в таблице 6. 
 
















30,15 846 0.3 0.2 38 260, 35 
Итого 30,15 846 0,3 0,2 38 260, 35 
 
Расчет дополнительной заработной платы: 
На статью «Дополнительная заработная плата» относятся выплаты, 
предусмотренные законодательством за непроработанное время:  
 компенсация за неиспользованный отпуск; 





 оплата времени, связанного с прохождением медицинского 
освидетельствования; 
 выполнение государственных и общественных обязанностей;  
 выплата за выслугу лет. 
Рассчитывается дополнительная заработная плата по формуле (94): 
 
ЗПДП = ЗПОСН * ПД / 100,               (94) 
 
где ЗПдп - дополнительная заработная плата, руб.; 
       ЗПосн  – основная заработная плата, руб.;  
       Пд – размер дополнительной зарплаты в процентах от основной (обычно 
10-20%). 
Норматив ПД, определенный в расчетно-финансовой группе, составляет 
12% от основной зарплаты. Он предусматривает только отчисления на 
очередной отпуск. Дополнительная заработная плата составляет: 
ЗПдп инженер-программист = 38 260, 35 * 12 / 100 = 4 591,242 руб. 
Расходы на оплату труда составят: 
ЗПпол инженер-программист = 38 260, 35 + 4 591,24 = 42 851,59 руб. 
 
7.2.6 Материальные затраты 
 









Бумага для печати А4  1 180 180 
Ручка 2 10 20 
USB FLASH 4Gb 1 500 500 






Стоимость расходуемой технологической электроэнергии 
Необходимо подсчитать количество расходуемой энергии, исходя из 
установленной мощности оборудования по формуле (95): 
 
Nсум = Nj,                       (95) 
 
где Nсум. – суммарная мощность оборудования; 
      Nj – установленная мощность j вида оборудования. 
Общее количество потребленной энергии для выполнения работ 
определяется по формуле (96): 
 
Э = Nj ∙ t,                  (96) 
 
где t – затраты времени на выполнение работ с использованием оборудования. 
Стоимость потребленной энергии определяется по формуле (97): 
 
Cэ = Э ∙ Цэ,                  (97) 
 
где Цэ – тариф на энергию. 
Суммарная мощность. 
В состав материальных расходов входит стоимость расходуемой 
электроэнергии. Цена за 1кВт/час, в соответствии с используемым данным 
предприятием тарифом, составляет 1,47 рублей. Необходимо подсчитать 
количество расходуемой энергии компьютером, она составляет: 
 ноутбук – 100 Вт/час; 
 принтер – 130 Вт/час;  
Суммарная мощность составит 230 Вт/час. Время работы на компьютере 
составляет 663 часа. Общее количество потреблённой энергии: 





Стоимость потребленной энергии будет равна: 
Сэ = 152,5 * 1,47 = 224 руб. 
Затраты по использованию прикладных программ по формуле (98): 
 
Спп=(Ст/Тэф)*t,                 (98) 
 
где Cт-стоимость прикладных программ, руб.; 
      Тэф – время эффективного использования, час.; 
      T – количество часов использования ПО при выполнении работ, маш/час. 
В нашем случае имеем: 
Windows Embedded 8.1 Industry Pro – 4 559 рублей; 
Microsoft Visual Studio Professional 2013 – 27 345 рублей. 
Microsoft Office 2013 – 8 300 рублей; 
Тэф = 2003часов ∙ 2 года = 4006 ч.; 
Посчитаем затраты по каждой программе в отдельности, так как время 
работы каждой программы будет разным. 
Спп Windows Embedded 8.1 Industry Pro = (4559/4006)*663 = 754,522 руб. 
Спп Microsoft Visual Studio Professional 2013 = (27345/4006)*490 
=3344,745 руб. 
Спп Microsoft Office 2013 = (8 300/4006)*173 = 358,437 руб. 
Таким образом суммарные затраты по использованию прикладных 
программ будут составлять Спп = 754,52+3344,74+358,43=4459,17 руб. 
7.2.7 Амортизация оборудования         
Расчет амортизации оборудования 
Амортизационные отчисления, включаемые в затраты, составят по 
формуле (99),(100): 
 





Ам.акт = Стакт. * Нам.отч / 100,                      (100) 
 
где Ам.акт. – годовая стоимость амортизационных отчислений по 
оборудованию, руб.; 
        Стакт. – стоимость оборудования, руб.; 
        Нам.отч. – норма амортизационных отчислений, в процентах; 
        Тэф – эффективное рабочее время годовое, час. 
В таблице 8 приведена стоимость материальных активов. 
 







Ноутбук 1 42000 
Принтер лазерный 1 5000 
Итого  47000 
 
Норма годовых амортизационных отчислений рассчитывается исходя из 
срока полезного использования, определенного в соответствии с 
классификатором амортизируемого имущества по формуле (101): 
 
На = 100/Тп.о.,               (101) 
 
где Тп.о. – срок полезного использования по классификатору. 
В нашем случае имеем: 
Тп.о. = 3 года, 
На = 100/Тп.о. = 100/3 =33%. 
Стоимость оборудования по данным таблицы 4.4 равна 47000  
Стакт = 47000 руб. 





Ам.ф = (Ам.акт./Тэф) ∙ tфакт = (15510/1987) ∙ 663 = 5 175 руб.; 
7.2.8 Прочие расходы  
 Расчет единого социального налога. 
«Единый социальный налог» (далее ЕСН) учитывает следующие 
обязательные отчисления по установленным законодательным нормам: 
фонд социального страхования (2,9%); 
пенсионный фонд (20%); 
фонд медицинского страхования (3,1%). 
Единый социальный налог составляет – 26% от фонда оплаты труда. 
Размер отчислений определяется по формуле (102): 
 
ЕСН=(ЗПосн+ЗПдп)*26/100,              (102) 
 
где  ЕСН – единый социальный налог; 
ЗПосн. - основная заработная плата сотрудника, руб.; 
ЗПдп -  дополнительная заработная плата сотрудника, руб.; 
Сумма отчислений на ЕСН составит: 
ЕСН инженер-программист = (38 260 + 4 591) * (26) / 100 = 11141,26 руб. 
Выплаты на социальное страхование от несчастного случая 
Выплаты на социальное страхование от несчастного случая по формуле 
(103): 
 
Нн.с = (ЗПосн + ЗПдп )*(Сн.с/100) ,           (103) 
 
где Сн.с – ставка по выплатам на социальное страхование от несчастного 
случая, %. 
В соответствии с Федеральным Законом РФ «О страховых тарифах на 





профессиональных заболеваний на 2001 год» от 12 февраля 2001 года № 17-ФЗ 
(с изм., внесенными Федеральным законом от 29,12,2001 № 184-ФЗ) данная 
ставка принимается  в диапазоне 0,2-8,5 в зависимости от отраслевой 
принадлежности предприятия, определяемой правилами отнесения отраслевой 
экономики к классу профессионального риска (утв. Постановлением 
Правительства Российской Федерации от 31 августа 1999 г. № 975).   
 
Нн.с = (38 260 + 4 591)*(6/100) =  2571,06 руб.                    (104) 
 
Затраты на услуги информационной системы INTERNET 
На услуги Internet в общей сложности ушло 20 часов работы. Стоимость 
одного часа равна 0,5 рублей. Таким образом, 20*0,5=10 руб. – затраты на 
оплату услуг Internet. 
Расходы на управление и хозяйственное обслуживание 
В данную статью затрат входят: 
отчисления во внебюджетные фонды аппарата управления и 
хозяйственных служб; 
затраты на содержание, ремонт зданий, сооружений, оборудования и 
инвентаря; 
расходы по охране труда, научно-технической информации; 
транспортные расходы; 
командировочные; 
отчисления в дорожные фонды. 
Величина нормативов расходов определяется в расчетно-финансовой 
группе. Накладные расходы вычисляются по формуле (105): 
 
Нрасх. = ЗПосн*Нн.р./100,             (105) 
 





Зпосн – основная заработная плата; 
Нн.р. – норматив накладных расходов, в процентах (80-90%); 
Нрасх. = 38 260  * 80/100 = 30 608 руб. 
7.3 Смета затрат по проекту  
Смета затрат в целом по проекту приведена в таблице 9. 
 
Таблица 9 – Смета затрат 
№ Наименование элементов затрат Сумма, руб. 
1 Расходы на оплату труда 42 851,59 
Основная заработная плата 38 260,35 
Дополнительная заработная плата 4 591,24 
2 Материальные затраты 5 283,17 
Затраты на материалы 600,00 
Затраты на техническую 
электроэнергию 
224,00 
Затраты по использованию 
прикладных программ 
4 459,17 
3 Амортизация оборудования  5 175,00 
4 Прочие расходы 44 330,32 
Единый социальный налог 11141,26 
Страхование от несчастного случая 2571,06 
Затраты на услуги 
информационной системы Internet 
10 
Расходы на управление и 
хозяйственное обслуживание 
30 608 






7.4 Вывод по затратам на проект  
 На основании полученных данных по отдельным статьям затрат 
составляется смета затрат в целом по проекту равная - 97 640,08 руб. 
В результате внедрения программного продукта уменьшатся затраты 
времени сотрудника на выполнение требуемых операций: ведения учета 
строительных материалов и составление требуемой документации. 
 Рассчитаем экономическую эффективность внедрения данного 
программного продукта по формуле (106)- (108): 
 
Егод=Э/Зсд,                         (106) 
 
где Э - экономический эффект от реализации проекта;  
      Зсд - затраты на проект по смете. 
 
Э=C*(t1-t2),                         (107) 
 
где С - стоимость 1-го человеко-часа работника, руб;  
       t1 - затраты времени на ведения учета материалов и составления 
документации вручную на бумаге или в программах MS Offiсe;  
       t2 - затраты времени на учет материалов и составления документации при 
помощи проектного программного продукта. 
 
С = ЗП/Ч                          (108) 
 
где ЗП - месячная заработная плата работника;  
       Ч — количество часов работы в месяц работника. 
С = 11 500 /167 = 68,86руб 
Э = 68,86* (1080 - 621) = 31606,74 





Расчеты показали, что применение разработки выгодно. Разрабатываемая 
система способствует снижению временных затрат работника и материальных 







Цель – разработать программное обеспечение для расчета и передачи 
данных по TCP/IP координат искусственных спутников Земли, а так же 
мониторинга за спутниками – достигнута 
Задачи: 
 определение комплекса задач автоматизации, выбор места 
решаемой задачи в этом комплексе; 
 анализ существующих разработок для решения поставленной 
задачи; 
 формализация задачи, выбор стратегии автоматизации, постановка 
целей и задач автоматизации; 
 обоснование выбора способа решения задачи; 
 разработка программного обеспечения; 
 тестирование разработанной программы, устранение недостатков. 
 Решены. 







EGNOS (European Geostationary Navigation Overlay Service) — 
европейская геостационарная служба навигационного покрытия. 
GPS (Global Positioning System — система глобального 
позиционирования, читается Джи Пи Эс) — спутниковая система навигации, 
обеспечивающая измерение расстояния, времени и определяющая 
местоположение во всемирной системе координат WGS84. 
NAVSTAR (Navigaion System with Time and Ranging) — навигационная 
система с возможностью определения времени и расстояния. 
SGP4/SDP4 (Simplified General Perturbations Satellite Orbit Model 4) —
алгоритм расчета космических аппаратов земли (т. е. вычисление их орбит 
векторов состояний по отношению к центру Земли в инерциальной системе 
координат). 
TLE (Two-line element set) — двухстрочный формат данных, 
представляющий собой набор элементов орбиты для спутника Земли. 
АГЭСК — абсолютной геоцентрической экваториальной системе 
координат. 
ГЛОНАСС (Глобальная навигационная спутниковая система) — 
российский аналог GPS. 
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В ходе  ВКР было разработано ПО для расчета координат спутников по TLE 
Файлу в режиме реального времени. 
Минимальные требования программного обеспечения: 
• процессор не ниже Pentium II 500МГц; 
• объем ОЗУ не менее 256 Мб; 
• графический адаптер не хуже SVGA 8 Мб; 
• монитор не хуже SVGA 0.26, 15 дюймов; 
• НЖМД не менее 4 Гб; 
• манипулятор типа «мышь»; 
• манипулятор типа «клавиатура» 
• ПО должна функционировать на ЭВМ с операционной системой Windows 
Vista, 7, 8, 10. 
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    /// <summary> 
    /// Логика взаимодействия для MainWindow.xaml 
    /// </summary> 
    public partial class MainWindow : Window 
    { 
 
        string[] str1, str2, str3; 
        String ip = "0.0.0.0", interval; 
        string x, y, h; 
        int time = 0; 
    
        // Делегат для типа Timer 
        DispatcherTimer timer, timerUpload; 
        DispatcherTimer timerPeredachi=  new DispatcherTimer() ,  
timerDobavleniRsecynd =  new DispatcherTimer(); 
        DispatcherTimer timer3DMap = new DispatcherTimer(); 
 
        List<string> ListDate = new List<string>(); 
        List<Spytnik> ListDate_NameReload = new List<Spytnik>(); 
        public Spytnik[] Spytniks; 
        public int CoutntClick=-1; 
        WindowsMap Map; 
 
        public MainWindow() 
        { 
            
            InitializeComponent(); 
 
            //  установка таймера 
            timer = new DispatcherTimer(); 
            timer.Tick += new EventHandler(timer_Tick); 
            timer.Interval = new TimeSpan(0, 0, 1); 
            timer.Start(); 
 
            timerUpload = new DispatcherTimer(); 
            timerUpload.Tick += new EventHandler(timerUpload_Tick); 
            timerUpload.Interval = new TimeSpan(0, 0, 1); 





            Map = new WindowsMap(); 
 
            TextBoxMenuInterval.Text = "5"; 
            TextBoxMenuIP.Text = "127.0.0.1"; 
            ip = TextBoxMenuIP.Text; 
 
            time = Convert.ToInt32(TextBoxMenuInterval.Text); 
            Interval.Content = time; 
          
        } 
 
        private void timer_Tick(object sender, EventArgs e) 
        { 
            string time_timer = DateTime.Now.ToLongTimeString(); 
            TextBox1.Text = time_timer; 
 
            dataTimePicker1.Text = DateTime.Now.Date.ToString(); 
 
        } 
 
        private void Button_Click(object sender, RoutedEventArgs e) 
        { 
 
            str1 = new string[9024]; 
            str2 = new string[9024]; 
            str3 = new string[9024]; 
 
            Microsoft.Win32.OpenFileDialog OPF = new Microsoft.Win32.OpenFileDialog(); 
 
            if (OPF.ShowDialog() == true) 
            { 
                
                StreamReader sr = File.OpenText(OPF.FileName); 
 
                int count = 0, count2 = 2; 
                int count1 = 1, count3 = 3; 
                int index = 0, index2 = 0, index3 = 0; 
 
                while (true) 
                { 
                    string st = sr.ReadLine(); 
                    if (st == null) 
                        break; 
                    count++; 
                    if (count == count1) 
                    { 
 
                        str1[index] = st; 
                        count1 += 4; 
                         
                        listBox1.Items.Add(str1[index]); 
 
                        index++; 
                    } 
                    else if (count == count2) 
                    { 
                        str2[index2] = st; 
                        count2 += 4; 
                         
                        index2++; 
                    } 
                    else if (count == count3) 
                    { 





                        count3 += 4; 
                         
                        index3++; 
                    } 
 
                } 
             
                sr.Close(); 
 
                DateTime.Now.ToString(); 
 
                Spytniks = new Spytnik[listBox1.Items.Count]; 
 
                for (int i = 0; i < listBox1.Items.Count; i++) 
                { 
                    Spytniks[i] = new Spytnik(); 
                } 
            } 
        } 
 
         
             // Изменение лейблов при выборе спутника 
 
       public  class Spytnik 
        { 
            public Spytnik (){ 
                        Name = " "; 
                        TLE1 = " "; 
                        TLE2 = " "; 
                         X=" "; 
                         Y=" "; 
                         H = " "; 
                         SN = " "; 
                         WC = " "; 
                    } 
            public String Name; 
            public String TLE1; 
            public String TLE2; 
            //Широта 
            public String X; 
            //Долгота 
            public String Y; 
            //Высота в метрах 
            public String H; 
            //Север или Юг 
            public String SN; 
            //Запад или восток 
            public String WC; 
             
        } 
 
 
        private void CheckBox_Checked(object sender, RoutedEventArgs e) 
        { 
            
            X.Content = null; 
            Y.Content = null; 
            H.Content = null; 
 
            STR1.Content = null; 
            STR2.Content = null; 
            STR3.Content = null; 
             






            Raschet(); 
 
            Spytniks[CoutntClick].Name = STR1.Content.ToString(); 
            Spytniks[CoutntClick].TLE1 = STR2.Content.ToString(); 
            Spytniks[CoutntClick].TLE2 = STR3.Content.ToString(); 
            Spytniks[CoutntClick].X = ZamenaPoint(x); 
            Spytniks[CoutntClick].Y = ZamenaPoint(y); 
            Spytniks[CoutntClick].H = ZamenaPoint(h); 
            Spytniks[CoutntClick].SN = label13.Content.ToString(); 
            Spytniks[CoutntClick].WC = label14.Content.ToString(); 
            String date = "X: " + x + label13.Content + " Y: " + y + label14.Content + " H: 
" + h + "" + "\n"; 
 
            ListDate.Add(date); 
            ListDate_NameReload.Add(Spytniks[CoutntClick]); 
           
        } 
 
        private static string ZamenaPoint (string mas) 
        { 
           var m = mas.ToCharArray(); 
 
            for (int i = 0; i < mas.Length; i++) 
            { 
                if (mas[i] == '.') 
                { 
                    m[i] = ','; 
                     
                } 
            } 
 
            mas = new string(m); 
 
            return mas; 
        } 
 
        private static string ZamenaPointResiv(string mas) 
        { 
            var m = mas.ToCharArray(); 
 
            for (int i = 0; i < mas.Length; i++) 
            { 
                if (mas[i] == ',') 
                { 
                    m[i] = '.'; 
 
                } 
            } 
 
            mas = new string(m); 
 
            return mas; 
        } 
 
        private void RaschetOtpravkiVDannbiuMomentVremeni() 
        { 
            if ((TextBox1.Text).Length == 8 || (TextBox1.Text).Length == 7) 
            { 
                var massProverki = TextBox1.Text.ToString().Split(':'); 
                if (Convert.ToInt16(massProverki[0]) <= 24 && 
Convert.ToInt16(massProverki[0]) >= 0) 





                    if (Convert.ToInt16(massProverki[1]) <= 60 && 
Convert.ToInt16(massProverki[0]) >= 0) 
                    { 
                        if (Convert.ToInt16(massProverki[2]) <= 60 && 
Convert.ToInt16(massProverki[0]) >= 0) 
                        { 
                            DateTime dateTimePicker1 = DateTime.Parse(TextBox1.Text + " " + 
dataTimePicker1.Text); 
                            for (int j = 0; j < ListDate.Count; j++) 
                            { 
 
                                Tle tle1 = new Tle(ListDate_NameReload[j].Name, 
ListDate_NameReload[j].TLE1, ListDate_NameReload[j].TLE2); 
 
                                Satellite sat = new Satellite(tle1); 
 
                                var time_UTC = 
TimeZoneInfo.ConvertTimeToUtc(dateTimePicker1); 
 
                                Eci eci = sat.PositionEci(time_UTC); 
                                Geo geo = new Geo(eci, new Julian(time_UTC)); 
 
                                var mass = geo.ToString().Split(' '); 
 
                                String N = "С", S = "Ю", W = "З", E = "В"; 
 
                                for (int i = 0; i < mass[0].Count(); i++) 
                                { 
 
                                    if (mass[0].ToCharArray()[i] == 'N') 
                                    { 
                                        x = new string(mass[0].ToCharArray(), 0, i); 
 
                                        X.Content = x; 
                                        Spytniks[CoutntClick].SN = N; 
 
 
                                    } 
                                    else 
                                    { 
                                        x = new string(mass[0].ToCharArray(), 0, i); 
 
                                        X.Content = x; 
                                        Spytniks[CoutntClick].SN = S; 
                                    } 
 
                                } 
                                for (int i = 0; i < mass[1].Count(); i++) 
                                { 
 
                                    if (mass[1].ToCharArray()[i] == 'E') 
                                    { 
                                        y = new string(mass[1].ToCharArray(), 0, i); 
 
                                        double IzmenLongitude = Convert.ToDouble(y); 
 
                                        if (IzmenLongitude > 180) 
                                        { 
                                            IzmenLongitude -= 360; 
 
                                            IzmenLongitude *= -1; 
 
                                            Y.Content = IzmenLongitude.ToString(); 






                                            y = IzmenLongitude.ToString(); 
                                        } 
                                        else 
                                        { 
                                            Y.Content = y; 
                                            Spytniks[CoutntClick].WC = E; 
                                        }  
                                    } 
                                    else 
                                    { 
                                        y = new string(mass[1].ToCharArray(), 0, i); 
 
                                        Y.Content = y; 
                                        Spytniks[CoutntClick].WC = W; 
                                    } 
 
 
                                } 
                                for (int i = 0; i < mass[2].Count(); i++) 
                                { 
 
                                    if (mass[2].ToCharArray()[i] == 'm') 
                                    { 
                                        h = new string(mass[2].ToCharArray(), 0, i); 
 
                                    } 
 
                                } 
 
                                Spytniks[j].X = ZamenaPoint(x); 
                                Spytniks[j].Y = ZamenaPoint(y); 
                                Spytniks[j].H = ZamenaPoint(h); 
 
                            } 
                        } 
                        else 
                        { 
                            MessageBox.Show("Ошибка! Секунд больше чем 60. Либо меньше 0."); 
                            TextBox1.Text = massProverki[0] + ":" + massProverki[1] + ":" + 
"00"; 
                        } 
                    } 
                    else 
                    { 
                        MessageBox.Show("Ошибка! Минут больше чем 60. Либо меньше 0."); 
                        TextBox1.Text = massProverki[0] + ":" + "00" + ":" + 
massProverki[2]; 
                    } 
                } 
                else 
                { 
                    MessageBox.Show("Ошибка! Часов больше чем 24. Либо меньше 0."); 
                    TextBox1.Text = "00" + ":" + massProverki[1] + ":" + massProverki[2]; 
                } 
 
            } 
            else 
            { 
                if ((TextBox1.Text).Length > 8 || (TextBox1.Text).Length <= 0) 
                {  
                  MessageBox.Show("Ошибка! Не верный формат времени"); 
                  TextBox1.Text = "00" + ":" + "00" + ":" + "00"; 





            } 
 
        } 
 
        private void Raschet() 
        { 
            if ((TextBox1.Text).Length == 8 || (TextBox1.Text).Length == 7) 
            { 
                var massProverki = TextBox1.Text.ToString().Split(':'); 
                if (Convert.ToInt16(massProverki[0]) <= 24 && 
Convert.ToInt16(massProverki[0]) >= 0) 
                { 
                    if (Convert.ToInt16(massProverki[1]) <= 60 && 
Convert.ToInt16(massProverki[1]) >= 0) 
                    { 
                        if (Convert.ToInt16(massProverki[2]) <= 60 && 
Convert.ToInt16(massProverki[2]) >= 0) 
                        { 
                            DateTime dateTimePicker1 = DateTime.Parse(TextBox1.Text + " " + 
dataTimePicker1.Text); 
 
                            for (int i = 0; i < listBox1.Items.Count; i++) 
                            { 
                                if (listBox1.Items[i].ToString() == 
listBox1.SelectedItems[CoutntClick].ToString()) 
                                { 
                                    STR1.Content = str1[i]; 
                                    STR2.Content = str2[i]; 
                                    STR3.Content = str3[i]; 
 
                                } 
                            } 
 
                            Tle tle1 = new Tle(STR1.Content.ToString(), 
STR2.Content.ToString(), STR3.Content.ToString()); 
 
                            Satellite sat = new Satellite(tle1); 
 
                           
 
                            var time_UTC = TimeZoneInfo.ConvertTimeToUtc(dateTimePicker1); 
 
                            Eci eci = sat.PositionEci(time_UTC); 
                            Geo geo = new Geo(eci, new Julian(time_UTC)); 
 
 
                            String[] mass; 
 
                            mass = geo.ToString().Split(' '); 
 
                            String N = "С", S = "Ю", W = "З", E = "В"; 
 
                            for (int i = 0; i < mass[0].Count(); i++) 
                            { 
 
                                if (mass[0].ToCharArray()[i] == 'N') 
                                { 
                                    x = new string(mass[0].ToCharArray(), 0, i); 
 
                                    X.Content = x; 
                                    label13.Content = N; 
                                } 
                                else 





                                    x = new string(mass[0].ToCharArray(), 0, i); 
 
                                    X.Content = x; 
                                    label13.Content = S; 
                                } 
 
                            } 
                            for (int i = 0; i < mass[1].Count(); i++) 
                            { 
 
                                if (mass[1].ToCharArray()[i] == 'E') 
                                { 
                                    y = new string(mass[1].ToCharArray(), 0, i); 
 
                                    double IzmenLongitude = Convert.ToDouble(y); 
 
                                    if (IzmenLongitude > 180) 
                                    { 
                                        IzmenLongitude -= 360; 
 
                                        IzmenLongitude *= -1; 
 
                                        Y.Content = IzmenLongitude.ToString(); 
                                        label14.Content = W; 
 
                                        y = IzmenLongitude.ToString(); 
                                    } 
                                    else 
                                    { 
                                        Y.Content = y; 
                                        label14.Content = E; 
                                    } 
 
                                } 
                                else 
                                { 
                                    y = new string(mass[1].ToCharArray(), 0, i); 
 
                                    Y.Content = y; 
                                    label14.Content = W; 
                                } 
 
 
                            } 
 
                            for (int i = 0; i < mass[2].Count(); i++) 
                            { 
 
                                if (mass[2].ToCharArray()[i] == 'm') 
                                { 
                                    h = new string(mass[2].ToCharArray(), 0, i); 
                                    H.Content = h + " м"; 
                                } 
 
                            } 
                        } 
                        else 
                        { 
                            MessageBox.Show("Ошибка! Секунд больше чем 60. Либо меньше 0."); 
                            TextBox1.Text = massProverki[0] + ":" + massProverki[1] + ":" + 
"00"; 
                        } 
                    } 





                    { 
                        MessageBox.Show("Ошибка! Минут больше чем 60. Либо меньше 0."); 
                        TextBox1.Text = massProverki[0] + ":" + "00" + ":" + 
massProverki[2]; 
                    } 
                } 
                else 
                { 
                    MessageBox.Show("Ошибка! Часов больше чем 24. Либо меньше 0."); 
                    TextBox1.Text = "00" + ":" + massProverki[1] + ":" + massProverki[2]; 
                } 
 
            } 
            else 
            { 
                if ((TextBox1.Text).Length > 8 || (TextBox1.Text).Length <= 0) 
                { 
                    MessageBox.Show("Ошибка! Не верный формат времени"); 
                    TextBox1.Text = "00" + ":" + "00" + ":" + "00"; 
                } 
            } 
 
        } 
 
        private void CheckBox_Checked_1(object sender, RoutedEventArgs e) 
        { 
            timer.Stop(); 
 
        } 
 
        private void CheckBox1_Unchecked(object sender, RoutedEventArgs e) 
        { 
            timer.Start(); 
        } 
 
        //Open Map 
        private void MenuItem_Click(object sender, RoutedEventArgs e) 
        { 
 
            
            if (Map.IsVisible == false) 
            { 
 
                Map = new WindowsMap(); 
 
 
                Map.Owner = this; 
                Map.Left = this.Left + (this.Width - 15); 
                Map.Top = this.Top; 
 
                Map.WindowStartupLocation = WindowStartupLocation.Manual; 
 
                Map.Show(); 
                Map.timer.Start(); 
 
            } 
            else 
            { 
 
                Map.Focus(); 
            } 
        } 
 





        { 
            Map.Close(); 
            Close(); 
        } 
 
        private void Button_Click_1(object sender, RoutedEventArgs e) 
        { 
            try 
            { 
                Convert.ToInt32(TextBoxMenuPort.Text); 
            } 
            catch (Exception ex) 
            { 
                MessageBox.Show("Exception: Не верно задан Порт. Перейдите в Меню->Порт"); 
                return; 
                throw; 
            } 
 
            //  установка таймера 
            timerPeredachi = new DispatcherTimer(); 
            timerPeredachi.Tick += new EventHandler(timerPeredachi_Tick); 
            timerPeredachi.Interval = new TimeSpan(0, 0, Convert.ToInt32(interval)); 
            timerPeredachi.Start(); 
            //  установка таймера 
            timerDobavleniRsecynd = new DispatcherTimer(); 
            timerDobavleniRsecynd.Tick += new EventHandler(timerDobavleniRsecynd_Tick); 
            timerDobavleniRsecynd.Interval = new TimeSpan(0, 0, 1); 
            timerDobavleniRsecynd.Start(); 
             
           
             
        } 
 
        //Клик на 3D карту в меню Карта 
        private void MenuItem_Click_2(object sender, RoutedEventArgs e) 
        { 
            Console.WriteLine("Нажали на 3D"); 
 
           Process.Start("3Dmap.exe", ""); 
 
            //  установка таймера 
            timer3DMap = new DispatcherTimer(); 
            timer3DMap.Tick += new EventHandler(timer3DMap_Tick); 
            timer3DMap.Interval = new TimeSpan(0, 0, 4); 
            timer3DMap.Start(); 
             
        } 
 
        //Таймер для запуска 3D карты 
        private void timer3DMap_Tick(object sender, EventArgs e) 
        { 
            
            // Создаем локальную конечную точку 
            IPAddress ipAddr = IPAddress.Parse("127.0.0.1"); 
            TcpClient newClient2 = new TcpClient(); 
 
            try 
            { 
 
                // Соединяемся с сервером 
                newClient2.Connect(ipAddr, 11000); // В этот момент сокет port = (11000) 
                // порождает исключение, если 






            } 
            catch (SocketException ex) 
            { 
 
                
                return; 
            } 
 
            NetworkStream[] tcpStream = new NetworkStream[ListDate.Count]; 
 
 
            byte[] sendBytes = null; 
 
            for (int i = 0; i < ListDate.Count; i++) 
            { 
                tcpStream[i] = newClient2.GetStream(); 
                //sendBytes = Encoding.UTF8.GetBytes(ListDate[i]); 
                sendBytes = Encoding.UTF8.GetBytes(ListDate_NameReload[i].Name + ";" + 
ZamenaPointResiv(ListDate_NameReload[i].X) + ";" 
                     + ZamenaPointResiv(ListDate_NameReload[i].Y) + ";" + 
ListDate_NameReload[i].H + ";" 
                     + ListDate_NameReload[i].SN + ";" + ListDate_NameReload[i].WC + ";" + 
ListDate.Count + "\n"); 
 
                tcpStream[i].Write(sendBytes, 0, sendBytes.Length); 
            } 
 
            newClient2.Close(); 
            timer3DMap.Stop(); 
        } 
 
        // Перетаскивание не стандартного окна 
        private void BeginGrid_MouseLeftButtonDown(object sender, 
System.Windows.Input.MouseButtonEventArgs e) 
        { 
            this.DragMove(); 
        } 
 
        private void timerPeredachi_Tick(object sender, EventArgs e) 
        { 
 
            // Создаем локальную конечную точку 
            IPAddress ipAddr = IPAddress.Parse(ip); 
            TcpClient newClient = new TcpClient(); 
 
            
            try 
            { 
 
                // Соединяемся с сервером 
                newClient.Connect(ipAddr, Convert.ToInt32(TextBoxMenuPort.Text)); // Для 3D 
карты port = (11000) 
                // порождает исключение, если 
                // при соединении возникают проблемы 
 
            } 
            catch (SocketException ex) 
            { 
                 
                MessageBox.Show("Exception: " + ex.ToString()); 
                return; 
            } 
 





              
           
            byte[] sendBytes=null; 
 
            for (int i = 0; i < ListDate.Count; i++) 
            { 
               tcpStream[i] = newClient.GetStream(); 
               
                sendBytes = Encoding.UTF8.GetBytes(ListDate_NameReload[i].Name +";"+ 
ZamenaPointResiv(ListDate_NameReload[i].X)+";" 
                    + ZamenaPointResiv(ListDate_NameReload[i].Y) +";"+ 
ListDate_NameReload[i].H+";" 
                    + ListDate_NameReload[i].SN+";"+ ListDate_NameReload[i].WC+ ";"+ 
ListDate.Count+"\n"); 
 
                tcpStream[i].Write(sendBytes, 0, sendBytes.Length); 
            } 
           
 
            
 
            newClient.Close(); 
        } 
 
        private void timerDobavleniRsecynd_Tick(object sender, EventArgs e) 
        { 
             
            if (time == Convert.ToInt32(interval)) 
            { 
                time--; 
            } 
 
            if (time > 0) 
            { 
                Interval.Content = Convert.ToString(time); 
                time--; 
 
            } 
            else 
            { 
                Interval.Content = "Передача"; 
                time = Convert.ToInt32(interval); 
            } 
 
        } 
 
        private void timerUpload_Tick(object sender, EventArgs e) 
        { 
            ip = TextBoxMenuIP.Text; 
 
            interval = TextBoxMenuInterval.Text; 
 
            if (listBox1.Items.Count != 0) 
            { 
                if (X.Content.ToString() != "") 
                { 
                     
 
                 //   Map.CountClick = CoutntClick; 
                    Raschet(); 
                    RaschetOtpravkiVDannbiuMomentVremeni(); 
                     
                    for (int i = 0; i < ListDate.Count; i++) 





                        
                        ListDate[i] = Spytniks[i].X +" " + Spytniks[i].SN +"     " + 
Spytniks[i].Y +" "+ Spytniks[i].WC+ " " + Spytniks[i].H + "\n"; 
                    } 
 
                    Map.spytnik = Spytniks; 
 
                } 
            } 
 
        } 
 
        private void CheckBox2_Unchecked(object sender, RoutedEventArgs e) 
        { 
            time = Convert.ToInt32(interval); 
            timerPeredachi.Start(); 
            timerDobavleniRsecynd.Start(); 
        } 
 
        private void CheckBox_Checked_2(object sender, RoutedEventArgs e) 
        { 
            
            
            timerPeredachi.Stop(); 
 
            timerDobavleniRsecynd.Stop(); 
 
        } 
 
        
        private void CheckBox_Unchecked_List(object sender, RoutedEventArgs e) 
        { 
            CoutntClick--; 
        } 
 
        private void MenuItem_Click_1(object sender, RoutedEventArgs e) 
        { 
            Close(); 
        } 
 
         






        xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation" 
        xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml" 
        xmlns:d="http://schemas.microsoft.com/expression/blend/2008" 
        xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006" 
        xmlns:esri="http://schemas.esri.com/arcgis/client/2009" 
        mc:Ignorable="d" 
        xmlns:i="clr-
namespace:System.Windows.Interactivity;assembly=System.Windows.Interactivity" 
        Title="WindowsMap" Height="800" Width="600"> 
    <Grid> 
        <esri:Map  x:Name= "MyMap" Extent="125, 40, -60, 60" SnapToLevels= "True"  
Background="{x:Null}"> 





                <esri:ArcGISTiledMapServiceLayer ID="MyLayer" x:Name="lol" 
                                                 
Url="http://services.arcgisonline.com/ArcGIS/rest/services/ESRI_StreetMap_World_2D/MapServer
"/> 
                <esri:GraphicsLayer ID="MyGraphicsLayer"> 
 
                    <esri:GraphicsLayer.MapTip> 
 
                        <Border BorderBrush="DarkGray" CornerRadius="13" BorderThickness="1" 
Margin="0,0,15,15"> 
                            <Border.Effect> 
                                <DropShadowEffect ShadowDepth="10" BlurRadius="14" 
Direction="300" /> 
                            </Border.Effect> 
                            <Border CornerRadius="10" Background="#DDFFEEEE" 
BorderThickness="5" BorderBrush="#77FF0000"> 
                                <StackPanel Orientation="Vertical" 
HorizontalAlignment="Center" Margin="10"> 
                                    <StackPanel Orientation="Horizontal"> 
                                        <TextBlock Text="Name: " FontWeight="Bold" 
Foreground="#FF0F274E" FontSize="10" VerticalAlignment="Center"/> 
                                        <TextBlock Text="{Binding Path=[Name]}" 
HorizontalAlignment="Left" VerticalAlignment="Center" /> 
                                    </StackPanel> 
                                    <StackPanel Orientation="Horizontal"> 
                                        <TextBlock Text="Долгота(Longitude): " 
FontWeight="Bold" Foreground="#FF0F274E" FontSize="10" VerticalAlignment="Center" /> 
                                        <TextBlock Text="{Binding [Longitude]}" 
HorizontalAlignment="Left" VerticalAlignment="Center" /> 
                                    </StackPanel> 
                                    <StackPanel Orientation="Horizontal"> 
                                        <TextBlock Text="Широта(Latitude): " 
FontWeight="Bold" Foreground="#FF0F274E" FontSize="10" VerticalAlignment="Center" /> 
                                        <TextBlock Text="{Binding [Latitude]}" 
HorizontalAlignment="Left" VerticalAlignment="Center" /> 
                                    </StackPanel> 
                                    <StackPanel Orientation="Horizontal"> 
                                        <TextBlock Text="Высота: " FontWeight="Bold" 
Foreground="#FF0F274E" FontSize="10" VerticalAlignment="Center" /> 
                                        <TextBlock Text="{Binding [Height]}" 
HorizontalAlignment="Left" VerticalAlignment="Center" /> 
                                    </StackPanel> 
                                </StackPanel> 
                            </Border> 
                        </Border> 
                    </esri:GraphicsLayer.MapTip> 
 
 
                    <esri:Graphic> 
                        <esri:Graphic.Symbol> 
                            <esri:SimpleMarkerSymbol Size="50" x:Name="SimpleMarkerSpytnik"> 
                                <esri:SimpleMarkerSymbol.Color> 
                                    <ImageBrush ImageSource="F:\ПоказатьРУКОВОДИТЕЛЮ\Новая 
папка (6)\Diplom\View\Resources\Spytnik.png"/> 
                                </esri:SimpleMarkerSymbol.Color> 
                            </esri:SimpleMarkerSymbol> 
                        </esri:Graphic.Symbol> 
                    </esri:Graphic> 
                </esri:GraphicsLayer> 
            </esri:Map.Layers> 
 
            <i:Interaction.Behaviors > 
                <esri:ShowCoordinatesBehavior x:Name="mouseMoveCoord"/> 





        </esri:Map> 




























    /// <summary> 
    /// Логика взаимодействия для WindowsMap.xaml 
    /// </summary> 
    public partial class WindowsMap : Window 
    { 
 
        public MainWindow.Spytnik[] spytnik; 
 




        GraphicsLayer graphicsLayer; 
 
        public WindowsMap() 
        { 
            InitializeComponent(); 
 
            //  установка таймера 
            timer = new DispatcherTimer(); 
            timer.Tick += new EventHandler(timer_Tick); 
            timer.Interval = new TimeSpan(0, 0, 1); 
 
            graphicsLayer = MyMap.Layers["MyGraphicsLayer"] as GraphicsLayer; 
 
            mouseMoveCoord.FormatString = "Долгота = {0:0.00}" + "\n" + "Широта = {1:0.00}"; 
 
            
        } 
 







        private int N = 0; 
 
        private void timer_Tick(object sender, EventArgs e) 
        { 
 
            if (spytnik != null) 
            { 
                 
                ListGR.Clear(); 
                double str1; 
                double str2; 
                for (int i = 0; i < spytnik.Length; i++) 
                { 
 
                    if (spytnik[i].Name != " ") 
                    { 
 
                        
                            Graphic g = new Graphic(); 
 
                            g.Symbol = SimpleMarkerSpytnik; 
 
                           str1 = Convert.ToDouble(spytnik[i].X); 
                           str2 = Convert.ToDouble(spytnik[i].Y); 
                        if (spytnik[i].WC =="З") 
                        { 
                            str2 *= -1; 
                        } 
                        
 
                        if (spytnik[i].SN == "Ю") 
                        { 
                            str1 *= -1; 
                        } 




                        g.Geometry = new MapPoint(str2,str1); 
 
 
                            g.Attributes.Add("Name", spytnik[i].Name); 
                            g.Attributes.Add("Longitude", spytnik[i].Y + " " + 
spytnik[i].WC); 
                            g.Attributes.Add("Latitude", spytnik[i].X + " " + 
spytnik[i].SN); 
                            g.Attributes.Add("Height", spytnik[i].H + " м"); 
 
                            ListGR.Add(g); 
                             
                    } 
                } 
                if (N != ListGR.Count) 
                { 
                    for (int i = N; i < ListGR.Count; i++) 
                    { 
                        graphicsLayer.Graphics.Add(ListGR[i]); 
                    } 
 
                    N = ListGR.Count; 






                for (int i = 1; i < graphicsLayer.Graphics.Count; i++) 
                { 
                     
                    var name = graphicsLayer.Graphics[i].Attributes.Values; 
                     
                    if (name.ToArray()[0] == ListGR[i - 1].Attributes.Values.ToArray()[0]) 
                    { 
                        var x = ListGR[i - 1].Attributes.Values.ToArray()[1]; 
                        var y = ListGR[i - 1].Attributes.Values.ToArray()[2]; 
                        var h = ListGR[i - 1].Attributes.Values.ToArray()[3]; 
 
 
                        name.ToArray()[1] = x; 
                        name.ToArray()[2] = y; 
                        name.ToArray()[3] = h; 
 
                        graphicsLayer.Graphics[i].Attributes["Height"] = h; 
                        graphicsLayer.Graphics[i].Attributes["Latitude"] = y; 
                        graphicsLayer.Graphics[i].Attributes["Longitude"] = x; 
 
                        graphicsLayer.Graphics[i].Geometry = ListGR[i - 1].Geometry; 
 
                    } 
 
                } 
            } 
        } 
 
   } 
} 
 
