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Les activite´s de test sont tre`s complexes et couˆteuses mais elles restent cependant le
moyen le plus rependu pour assurer la ﬁabilite´ des syste`mes et augmenter notre conﬁance
en eux. De nombreux travaux ont pour objectif la re´duction de ces couˆts et de cette com-
plexite´ a` travers diverses approches : crite`res de test plus eﬃcaces, automatisation des
activite´s de tests, augmentation de la testabilite´. Cette dernie`re approche est intensive-
ment explore´e car pour de nombreux chercheurs, la testabilite´ peut permettre de re´duire
signicativement les couˆts de test surtout si elle est e´value´e et exploite´e toˆt dans le cycle
de de´veloppement du logiciel notamment a` la phase de conception. C’est dans ce do-
maine tre`s actif des conceptions testables que s’inscrit notre projet de recherche. Ce
projet vise a` contribuer a` re´duire les couˆts de test et en augmenter l’eﬃcacite´ en exploi-
tant les microarchitectures, telles que les patrons de conception et les anti-patrons. Ces
microarchitectures existent largement dans les syste`mes oriente´s objets et sont reconnus
comme ayant un impact sur plusieurs attributs de qualite´. Notre objectif est donc, a`
travers ce projet de recherche et la me´thodologie propose´e dans le pre´sent document,
d’e´tudier l’impact des microarchitectures sur la testabilite´ des syste`mes, d’exploiter les
re´sultats de cette e´tude pour ame´liorer la testabilite´ des conceptions mais aussi exploiter
directement les microarchitectures dans la phase de test.
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Les logiciels sont aujourd’hui indispensables dans presque tous les domaines de notre
socie´te´. Leur fiabilite´ est donc un re´el enjeu. En effet, la de´faillance des logiciels peut
provoquer des pertes financie`res e´normes mais e´galement risquer des vies humaines dans
les syste`mes critiques tels que les syste`mes avioniques, de sante´.
Les tests sont le moyen le plus re´pandu et adopte´ pour essayer de garantir la fiabilite´
des logiciels. Ils ne permettent certes pas de certifier la fiabilite´ absolue ou l’absence de
fautes dans un logiciel mais ils permettent d’augmenter notre confiance dans le logiciel
et constitue un crite`re d’assurance qualite´ ou d’acceptabilite´ [1].
Les tests constituent donc une activite´ importante et essentielle dans le cycle de vie de
tout logiciel. Ils interviennent a` diffe´rentes e´tapes de ce cycle et font intervenir diffe´rents
niveaux d’abstraction. Malheureusement, les activite´s de tests sont tre`s complexes et
couˆteuse financie`rement mais aussi en temps. En effet, la marge attribue´e aux tests est
e´value´e a` plus de 50% [1] du temps et du couˆt total du de´veloppement du logiciel. Il est
donc ne´cessaire de trouver des approches et des techniques pour re´duire cette complexite´
et ces couˆts. Re´pondre a` cette ne´cessite´ permettra e´galement de re´duire le couˆt global
de de´veloppement du logiciel mais aussi de re´pondre au niveau de fiabilite´ requis par les
syste`mes aujourd’hui.
C’est dans ce cadre que s’inscrit notre projet de recherche qui vise a` exploiter les mi-
croarchitectures, telles que les patrons de conception et les anti-patrons, pour contribuer
a` re´duire les couˆts de test et en augmenter l’efficacite´.
1
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1.2 Proble´matique
Les tests pre´sentent e´norme´ment de de´fis. De nombreux chercheurs depuis des de´cennies
tentent de trouver des approches afin d’en re´duire la complexite´, le couˆt mais aussi d’en
augmenter l’efficacite´ en termes de taux de couverture ou de de´tection de fautes.
Plusieurs techniques de test, de niveaux de test, de crite`res de couvertures, de me´thodes
de ge´ne´ration de cas de test et aussi d’approches d’automatisation des activite´s de test
ont e´te´ propose´es ; chacune ayant un but spe´cifique mais toutes poursuivant le meˆme
objectif global : re´duire l’effort et les couˆts des tests et augmenter leur efficacite´. Ainsi
donc, on a des tests a` diffe´rents niveaux d’abstraction : tests unitaires, tests d’inte´gration,
tests syste`mes ou encore tests de re´gression. Certaines techniques permettent de tester
les fonctionnalite´s du syste`me (test boˆıte noire) et d’autres l’implantation de celles-ci
(test boˆıte blanche), et d’autres encore e´valuent et analysent l’attribut de qualite´ qu’est
la testabilite´ du syste`me.
Le standard IEEE de´finit la testabilite´ comme le degre´ avec lequel un syste`me ou un
composant facilite l’e´tablissement de crite`res de test et la performance des tests a` de´ter-
miner si ces crite`res ont e´te´ couverts. Une autre de´finition pre´sente la testabilite´ comme
un facteur de qualite´ des syste`mes logiciels ou de leurs architectures relatif a` la facilite´
de tester une partie du logiciel [2]. Pour de nombreux chercheurs, la testabilite´ est un
attribut du logiciel dont l’exploitation peut permettre d’ame´liorer significativement les
tests et re´duire les couˆts qui y sont lie´s [3–5]. C’est donc un domaine qui fait l’objet de
nombreuses e´tudes qui vont de l’e´valuation de la testabilite´ des syste`mes [4, 6, 7] a` son
ame´lioration [8–10], en passant par l’analyse des facteurs qui l’influencent [3, 5].
La testabilite´ d’un syste`me peut eˆtre e´value´e tant au niveau de la conception qu’au
niveau du code. Pour de nombreux chercheurs [3, 5] l’information sur la testabilite´ re-
veˆt toute son importance en de´but du cycle de de´veloppement ; particulie`rement a` la
phase de conception. En effet, durant la conception, cette information peut eˆtre utilise´e
pour ame´liorer la testabilite´ afin de rendre le logiciel avenir plus facile a` tester et donc
ame´liorer sa fiabilite´. Le but est donc d’inte´grer des moyens de re´duction des couˆts et
de la complexite´ des tests toˆt dans le cycle de de´veloppement des syste`mes : ”Other
things being equal, a more testable system will reduce the time and cost needed to meet
reliability and more generally, quality goals” [3].
Les conceptions oriente´s objets contiennent ge´ne´ralement des microarchitectures. Ces
microarchitectures sont forme´es par des groupes de classes ayant une intention et une
organisation spe´cifiques. Les patrons de conception forment avec les anti-patrons les
microarchitectures les plus populaires dans les conceptions oriente´s objets ; ils y sont
largement pre´sents, intentionnellement ou non.
Les patrons de conception ont depuis leur introduction au milieu des anne´es 90 suscite´
un grand engouement dans la recherche de conceptions de qualite´. Ils sont de´finis comme
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des solutions re´utilisables aux proble`mes de conception re´currents [11]. Ces microarchi-
tectures font l’objet d’un grand nombre d’e´tudes en ge´nie logiciel. Plusieurs chercheurs
affirment qu’ils ont un impact positif sur plusieurs attributs de qualite´ tels que la mainte-
nabilite´, la re´utilisabilite´ [11, 12]. Cependant d’autres e´tudes [13? , 14] viennent nuancer
ces alle´gations et appellent a` utiliser les patrons de conception avec justesse et prudence.
A` l’oppose´ des patrons de conception, les anti-patrons sont de´finis comme des solutions
pauvres aux proble`mes de conception re´currents [15]. Ils sont largement de´crits dans la
litte´rature comme ayant un impact ne´gatif sur la qualite´ des syste`mes [15–17].
Les nombreuses e´tudes effectue´es sur ces microarchitectures et leurs impacts sur les logi-
ciels montrent leur importance et l’influence qu’elles ont sur les syste`mes. Les conclusions
de ces e´tudes qui parfois viennent contredire les ide´es pre´conc¸ues montrent la ne´cessite´
de telles e´tudes. Elles sont la base de choix et de prises de de´cisions rationnelles afin
d’ame´liorer la qualite´ des syste`mes.
Malheureusement, il existe, a` notre connaissance, peu d’e´tudes de ce genre sur la ques-
tion de l’impact de ces microarchitectures sur les tests en ge´ne´ral et sur la testabilite´ en
particulier. Nous nous proposons donc dans le premier volet de notre travail de recherche
de mettre en e´vidence l’impact, s’il existe, des microarchitectures sur la testabilite´ des
logiciels. Cette e´tude servira de base pour sugge´rer des directives et mettre en place
des me´canismes afin d’ame´liorer la testabilite´ des syste`mes et contribuer a` l’objectif de
re´duire les couˆts et la complexite´ des tests mais aussi augmenter leur efficacite´.
Si l’e´tude de la testabilite´ des microarchitectures re´ve`le qu’elles ont un impact sur la
testabilite´ des logiciels, nous nous proposons d’explorer les moyens de les exploiter di-
rectement pour les tests afin re´duire les couˆts de test et en augmenter l’efficacite´. En
effet, comme mentionne´ auparavant, le test est l’une des me´thodes les plus utilise´es pour
ame´liorer la fiabilite´ des logiciels. Il vise a` de´tecter les fautes du programme et e´galement
s’assurer du fonctionnement ade´quat de celui ci. On ne peut malheureusement pas tester
tous les cas possibles ni eˆtre suˆr d’avoir de´tecte´ toutes les fautes. Cela conduit a` deman-
der ce qu’il faut tester et quand est ce qu’il faut arreˆter les tests. Ces questions sont
l’objet d’un grand nombre de travaux de recherche allant de la de´finition des crite`res de
couverture, a` la ge´ne´ration des cas de tests significatifs en passant par l’automatisation
de cette ge´ne´ration. Les microarchitectures en particulier les patrons de conception ve´hi-
culent des intentions. Il est donc important de s’assurer que cette intention est pre´serve´e
quand ils sont imple´mente´s. De plus, la structure parfois complexe de certains patrons
de conception peut eˆtre source de fautes. Ces conside´rations nous emme`nent a` vouloir
e´tudier le gain que pourrait apporter les tests des patrons de conception. Ce second vo-
let de notre projet de recherche nous permettra e´galement d’explorer l’exploitation des
patrons de conception dans la ge´ne´ration de cas de tests efficaces (permettent un grand
taux de couverture ou la de´tection d’un grand nombre de fautes).
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Remarque : Dans la suite de cette proposition, nous utiliserons ge´ne´ralement les patrons
de conception pour illustrer nos questions/approches sans perte de ge´ne´ralite´ vis-a`-vis
des autres patrons. Nous choisissons les patrons de conception a` cause de leur grande
popularite´ dans les syste`mes oriente´s objet.
1.3 De´finition de concepts cle´s
Nous pre´sentons dans cette section les de´finitions que nous adoptons pour quelques
concepts cle´s dans le cadre de ce document.
Le couˆt global de test : ce facteur e´value l’effort de test ne´cessaire a` la ve´rification d’un
crite`re de test donne´. Cette mesure est relative a` la taille de l’ensemble de cas de test, a`
la difficulte´ de trouver des donne´es de test pour ve´rifier le crite`re ainsi qu’a` la difficulte´
d’e´valuer la valeur d’oracle [4].
La testabilite´ : c’est un facteur de qualite´, de´fini comme la facilite´ a` tester un logiciel.
Cette facilite´ est a` la fois une proprie´te´ intrinse`que du sche´ma de conception (et donc
une caracte´ristique propre au produit e´tudie´) et une proprie´te´ relative a` la strate´gie de
test adopte´e pour ve´rifier un crite`re de test particulier. La testabilite´ se de´rive en trois
attributs :
– le couˆt global de test : le couˆt global pour obtenir des cas de test ve´rifiant un crite`re
de test donne´ ;
– la controˆlabilite´ : la facilite´ pour ge´ne´rer des donne´es de test efficaces (proprie´te´ in-
trinse`que au logiciel sous test) ;
– l’observabilite´ : la facilite´ avec laquelle il est possible de ve´rifier la pertinence des
re´sultats obtenus apre`s l’exe´cution des cas de test [4].
Les patrons de conception : offrent des solutions ge´ne´riques a` des proble`mes re´currents
de conception [11].
Les motifs de conception : solutions ide´ales qui de´crivent les roˆles joue´s par les classes
qui imple´mentent les patrons de conception [18].
Les anti-patrons : Solutions a` des proble`mes re´currents qui entrainent des conse´quences
ne´gatives [15].
1.4 Objectifs
L’objectif principal de notre travail de recherche est d’exploiter les microarchitectures,
en particulier celles de´crites par les patrons de conception et les anti-patrons, pour re´-
duire les couˆts de test mais aussi augmenter leur efficacite´. Cet objectif s’inscrit dans
celui plus globale de la recherche d’une meilleure fiabilite´ des syste`mes.
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Pour re´duire les couˆts de test, nous choisissons d’e´tudier l’impact des microarchitectures
sur la testabilite´ du syste`me et mettre en e´vidence les facteurs qui l’occasionnent. Cela
nous permettra ainsi d’e´laborer des recommandations et des techniques qui permettront
de re´duire au besoin cet impact et d’avoir des conceptions plus testables.
Si cette premie`re e´tude re´ve`le un impact des microarchitectures sur la testabilite´ des sys-
te`mes, nous nous proposons de les exploiter pour augmenter l’efficacite´ des tests. Nous
explorerons dans cette phase les moyens de (1) re´duire les cas de test ne´cessaires pour
tester un syste`me selon un crite`re de couverture a` l’aide des patrons de conception, (2)
de garantir la pre´servation de l’intention des patrons de conception par des tests, (3) et
e´galement de mettre a` disposition des cas de tests ge´ne´riques pre´conc¸us pour les patrons
de conception.
Les re´sultats de l’e´tude de ce projet de recherche devraient eˆtre utiles aux concepteurs,
aux gestionnaires de projet, aux de´veloppeurs et aux testeurs. En effet, les re´sultats de
l’e´tude de l’impact des microarchitectures sur la testabilite´ des syste`mes de la testabilite´
permettra de guider les concepteurs dans leurs choix de conception en prenant en compte
les re´percussions sur les tests. Ils pourront ainsi sur cette base de´cider d’utiliser ou non
un patron de conception, quelle variante de ce patron pre´fe´rer, quelles interactions e´vi-
ter avec ce patron, quelles compositions privile´gier. Ces re´sultats permettront e´galement
aux gestionnaires de projet de mieux planifier et organiser les efforts de tests. Les de´-
veloppeurs pourront justifier sur des bases rationnelles leurs refactorings et be´ne´ficier
e´galement de recommandations et de techniques pour les y aider. Enfin, les re´sultats du
second volet pourront faciliter la taˆche aux testeurs dans la ge´ne´ration de cas de tests
et dans l’atteinte des objectifs de tests en termes de couverture et de fiabilite´.
1.5 Illustration de l’impact d’un patron de conception sur
la testabilite´ du syste`me
Le patron de conception Visiteur appartient a` la cate´gorie des patrons de conception
comportementaux de´finis par [11]. Ce patron vise a` se´parer un algorithme d’une struc-
ture de donne´es. Le Visiteur permet d’ajouter une nouvelle ope´ration sans modifier les
classes des objets sur lesquels s’appliquent cette ope´ration [11]. Il permet ainsi d’e´tendre
fonctionnellement une hie´rarchie de donne´es sans modifier celle-ci. La structure de ce
patron est de´crite par la figure 1.1.
Le diagramme de classes de la figure (cf. Figure 1.2 1) de´crit une structure de donne´es
repre´sentant les composants d’un programme dans un syste`me de compilation. Chaque
1. http ://pcaboche.developpez.com/article/design-patterns/programmation-modulaire/
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Figure 1.1 – Structure du patron de conception Visiteur
Figure 1.2 – Diagramme de classes du syste`me 1
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Figure 1.3 – Diagramme de classes du syste`me 2
nœud de cette structure effectue un certain nombre d’ope´rations parmi lesquelles l’ope´-
ration de ge´ne´ration de code. Mais chaque nœud effectue l’ope´ration de fac¸on spe´cifique.
De plus, cette ope´ration est faite selon le syste`me d’exploitation sur lequel s’exe´cute le
programme. Ainsi, on pourrait avoir des ope´rations telles que generateCodeForWindows,
generateCodeForLinux, generateCodeForMac qui doivent eˆtre exe´cute´es par chacun des
objets de la structure de donne´es. Le syste`me 1 (cf. Figure 1.2) conc¸oit cette spe´cifica-
tion en mettant chacune de ces ope´ration dans chacune des classes de la structure de
donne´es. Cette conception rend difficile l’e´volution ou la maintenance du syste`me car
l’ajout ou la modification d’une ope´ration entraˆıne le changement de toutes les classes
de la structure. De plus, le code sera plus difficile a` comprendre ainsi.
Le diagramme de classes de la figure 1.3 repre´sente le meˆme syste`me mais conc¸u cette
fois avec le patron de conception Visiteur. Ce patron se´pare les ope´rations de la structure
de donne´es. Pour cela, on cre´e une classe Visiteur par ope´ration. Cette classe imple´mente
cette ope´ration pour chaque nœud de la structure de donne´es. Les nœuds sont donc alle´-
ge´s des diffe´rentes ope´rations et n’imple´mentent que la me´thode accept(Visitor). Ainsi,
lorsqu’on veut ajouter une nouvelle ope´ration, il suffit d’ajouter au diagramme une nou-
velle classe Visiteur sans modifier les classes de la structure de donne´es.
Le patron de conception Visiteur facilite ainsi l’extensibilite´ et la maintenabilite´ du sys-
te`me et le rend plus compre´hensible et lisible. Cependant, le syste`me 2 semble plus
complexe pour les tests d’inte´gration parce que le patron de conception Visiteur utilise
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l’he´ritage et introduit un fort polymorphisme dans le syste`me. L’he´ritage et le polymor-
phisme sont deux caracte´ristiques de l’oriente´ objet qui complexifient les tests d’inte´gra-
tion en conduisant a` de nombreux cas de tests possibles entrainant ainsi des couˆts de
test e´leve´s.
Ainsi donc, le patron de conception Visiteur pourrait impacter ne´gativement la testabi-
lite´ du syste`me.
1.6 Questions de recherche
Comme mentionne´ dans la section 1.4, nous nous proposons pour atteindre notre objectif
de recherche :
– d’e´tudier l’impact des microarchitectures sur la testabilite´ ;
– de ge´ne´rer des cas de tests pour les tests des patrons de conception.
1.6.1 L’e´tude de la testabilite´ des patrons de conception
Dans ce premier volet de notre projet de recherche, nous serons amene´es a` explorer
diffe´rentes pistes que nous discutons dans la suite :
1. l’e´tude de la testabilite´ d’un patron de conception en isolation ;
2. l’e´tude de l’impact d’un ou plusieurs patrons de conception sur la testabilite´ du
syste`me.
Nous ne nous inte´resserons pas dans le cadre de ce travail a` l’e´tude de la testabilite´ de
la composition de plusieurs patrons de conception en isolation qui sera plutoˆt implicite
dans le point 2.
1.6.1.1 RQ1 : Quel est le niveau de testabilite´ des patrons de conception ?
Les patrons de conception peuvent eˆtre vus comme des e´le´ments interme´diaires entre les
classes et les syste`mes. Ils sont d’une part comme les classes des e´le´ments constitutifs
des syste`mes et d’autre part comme des syste`mes isole´s, car constitue´es eux-meˆmes de
classes en interaction. Dans cette question, les patrons de conception sont conside´re´s
comme des syste`mes isole´s.
L’enjeu de cette question est d’utiliser les me´thodes existantes d’e´valuation de la testa-
bilite´ pour e´valuer la testabilite´ des patrons de conception. Cette e´valuation permettra
de de´terminer le degre´ relatif de testabilite´ de ces patrons de conception, de les classer et
d’identifier les facteurs qui influencent cette testabilite´. Elle servira de base aux concep-
teurs pour des choix plus e´claire´s quant a` l’utilisation de ces patrons de conception.
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Supposons que le patron de conception visiteur a une faible testabilite´. Il est plausible
d’imaginer que la pre´sence du visiteur dans le syste`me affectera ne´gativement la testabi-
lite´ de celui-ci ; ce qui signifie que ce syste`me sera plus difficile a` tester. Cette observation
nous ame`ne a` ne sugge´rer l’utilisation de ce patron que lorsque cela est vraiment ne´ces-
saire. Et s’il s’ave`re que nous devions l’utiliser, ce fait nous permettra d’organiser l’effort
de test en prenant en compte la difficulte´ occasionne´e par cette utilisation.
L’e´tude de la testabilite´ du patron de conception en isolation peut e´galement nous per-
mettre de mettre en exergue les facteurs qui l’impactent. Cela nous permettra de propo-
ser des variantes du patron qui auront une meilleure testabilite´ ou d’autres me´canismes
pour ame´liorer cette testabilite´. Les re´sultats de cette e´tude seront e´galement utiles pour
analyser l’impact des patrons de conception sur la testabilite´ du syste`me.
1.6.1.2 RQ2 : Les patrons de conception ont-ils un impact sur la testabilite´
du syste`me ?
Les patrons de conception e´tant des composants du syste`me, il est utile d’e´valuer leur
impact sur la testabilite´ globale du syste`me. Meˆme si l’e´tude pre´ce´dente nous montre
que la testabilite´ d’un patron de conception P est e´leve´e, cela ne nous garanti pas qu’elle
n’aura pas un impact ne´gatif sur le syste`me ou` ses interactions avec les autres parties du
syste`me peut re´sulter a` de´grader la testabilite´ de l’ensemble. Cette e´tude nous ame`nera
donc a` savoir dans quel sens, la pre´sence des patrons de conception impactent la testa-
bilite´ du syste`me, quelles sont les interactions et e´galement les compositions de patrons
de conception qui influencent cet impact.
Nous savons par exemple que le patron de conception Abstract Factory est souvent uti-
lise´ avec le patron de conception Method Factory ou le patron de conception Prototype.
On pourrait a` travers cette e´tude mettre en e´vidence par exemple que la composition
Abstract Factory et Method Factory est moins testable que la composition Abstract
Factory et Prototype.
1.6.2 Ge´ne´ration de cas de tests pour les patrons de conception
Pour atteindre les objectifs du second volet de notre projet de recherche, nous nous
proposons de re´pondre aux questions de´veloppe´es ci-dessous.
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1.6.2.1 RQ3 : Le test de l’intention des patrons de conception peut-il ame´-
liorer la fiabilite´ du syste`me ?
L’enjeu de cette question est d’e´tudier l’impact de tests explicites de l’intention des pa-
trons de conception sur la qualite´ finale des tests. Ces tests des patrons de conception
viseront essentiellement la pre´servation de l’intention du patron de conception. En effet,
les patrons de conception ve´hiculent des intentions et c’est au regard de ces intentions,
qu’ils sont choisis. De plus, de par les intentions qu’ils ve´hiculent, les patrons de concep-
tion participent a` la compre´hension des programmes [19]. Il est donc important que
l’intention perc¸ue au travers de la pre´sence de ces patrons de conception soit effective
surtout qu’il est possible que des maintenances soient faites a` la base de ces intentions.
Par exemple, le Singleton est un patron qui permet d’assurer qu’il n’y aura qu’une et
une seule instance de la classe l’imple´mentant dans tout le syste`me. S’assurer que cette
intention est pre´serve´e de fac¸on explicite et syste´matique pourra nous e´viter d’avoir plu-
sieurs instances et e´viter des conse´quences faˆcheuses.
Un autre aspect qui motive cette question est le re´sultat de l’e´tude empirique de Aver-
sano et al. [14]. Cette e´tude re´ve`le que les patrons de conception qui participent a` des
fonctionnalite´s importantes des syste`mes sont enclins aux changements et favorisent e´ga-
lement les changements des classes avec lesquels ils interagissent. Il est donc important
de s’assurer que l’intention de ces patrons de conception soit bien imple´mente´e et aussi
qu’elle soit pre´serve´e au cours des changements.
1.6.2.2 RQ4 : Tester le patron de conception comme e´tant un sous syste`me
peut-il re´duire le couˆt des tests (re´duire le nombre de cas de tests) ?
Soit un syste`me oriente´ objet A contenant des patrons de conception. Et un syste`me B
qui est le syste`me A dans lequel les patrons de conception sont vus comme des entite´s
e´le´mentaires. L’inte´reˆt de cette question est de savoir si le syste`me B tel que re´e´crit
permet d’ame´liorer l’efficacite´ des tests d’inte´gration (re´duire le nombre de cas de tests) ?
Les patrons de conception ayant e´te´ teste´s auparavant. On vise ici a` e´tudier les pistes qui
permettraient de re´duire le nombre de cas de tests ne´cessaires pour tester et les patrons
de conception et le syste`me B relativement au syste`me A en conside´rant un crite`re et un
taux de couvertures donne´s. La re´e´criture des patrons de conception comme des entite´s
e´le´mentaires a pour but de re´duire les interactions entres classes et pourrait re´sulter a`
une re´duction de la complexite´ des tests d’inte´gration du syste`me.
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1.6.2.3 RQ5 : Les cas de tests pour les patrons de conception peuvent-ils
eˆtre assez ge´ne´riques pour eˆtre utilise´s dans plusieurs syste`mes ?
Cette question vise a` re´duire les couˆts de tests des patrons de conception propose´s dans
les deux premie`res questions de cette seconde partie. En effet, l’intention encapsule´e
par un patron de conception est la meˆme quelque soit l’imple´mentation de ce celui-ci et
quelque soit le syste`me dans lequel il se trouve. Partant de ce constat, peut on ge´ne´rer des
cas de test pour les tests des patrons selon les requis de test identifie´s dans la re´solution
de la question RQ3. qui pourraient servir a` tester l’intention dans diffe´rents syste`mes
dans lesquels ces patrons sont imple´mente´s ? Au niveau structurel, certaines variantes
comme celles propose´es par [11] sont tre`s populaires ; pour ces variantes, y a-t-il un
ensemble de cas de test commun aux tests du meˆme patron de conception imple´mente´e
dans diffe´rents syste`mes ? Cette e´tude permettrait ainsi de mettre a` disposition des
cas de tests re´utilisables d’un syste`me a` un autre pour tester l’intention mais aussi la
structure du patron de conception. Cela re´duirait significativement l’effort de test tout
en facilitant la mise en œuvre de ces tests.
1.6.2.4 Plan du document
La suite du pre´sent document est structure´e comme de´crit ci-dessous :
Le chapitre 2 donne un aperc¸u de quelques travaux relatifs a` notre projet de recherche.
Le chapitre 3 de´crit la me´thodologie que nous proposons pour re´soudre nos diffe´rentes
questions de recherche.
Le chapitre 4 introduit le projet sur lequel nous travaillons actuellement et qui consiste
en l’analyse de l’e´volution des microarchitectures.




Dans ce chapitre, nous de´crivons quelques travaux relatifs a` notre projet de recherche.
La premie`re section de´crira des travaux sur la testabilite´ des conceptions des syste`mes
oriente´s objets. La deuxie`me section pre´sentera des travaux sur les patrons de concep-
tion et les anti-patrons. Enfin, nous de´crirons dans la section 3, d’autres contributions
relatives a` notre projet de recherche. Nous discuterons les travaux pre´sente´s a` la fin de
chaque section.
2.1 La testabilite´, mesures et facteurs
On trouve dans la litte´rature de nombreux travaux sur la conception pour la testabilite´
(Design for Testability) dans le cadre des syste`mes oriente´s objet. C’est un domaine de
recherche devenu tre`s actif en raison du fait que les flots de controˆle dans les syste`mes
oriente´s objets ne sont pas hie´rarchiques mais plutoˆt diffus et repartis dans toute l’archi-
tecture [21]. De plus, certaines caracte´ristiques propres a` l’approche oriente´e objet tels
que l’he´ritage et le polymorphisme complexifient les tests [3, 5].
Ces travaux concernent l’e´valuation de la testabilite´ [4–6, 20], l’e´tude des facteurs qui
influencent cet attribut de qualite´ [3, 5, 10, 21] et aussi les approches permettant de
l’ame´liorer [8, 9, 21] et ainsi re´duire les couˆts et la complexite´ des tests. La testabilite´
a e´te´ de´finie et e´value´e selon diffe´rents points de vue. En effet, comme le mentionnent
Jungmayr [10] et Baudry et al. [4], la testabilite´ doit eˆtre de´finie en fonction d’un contexte
donne´. Ainsi, elle sera perc¸ue diffe´remment au niveau des tests unitaires, d’inte´gration
ou des tests syste`mes ou meˆme selon le crite`re de test retenu.
Binder [3] a de´fini la testabilite´ comme la facilite´ de de´tecter les fautes d’un logiciel.
Il de´clare que la testabilite´ permet de re´duire le couˆt total des tests dans un processus
de de´veloppement base´ sur la fiabilite´ mais aussi d’augmenter la fiabilite´ du syste`me
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dans un processus a` budget de test limite´. Binder propose un ”fishbone” de la testabilite´
qui vise a` de´crire toutes les facettes de cet attribut de qualite´. Ce fishbone est base´ sur
six facteurs dont la combinaison de´termine la testabilite´ du syste`me : la repre´sentation,
l’imple´mentation, la construction des tests, les suites de test, l’environnement de test et
le processus de de´veloppement. L’auteur de´taille chacun des facteurs et e´nume`re leurs
attributs qui influencent la testabilite´ et dans quel sens. Ainsi, concernant la repre´sen-
tation du syste`me, les exigences doivent eˆtre objectives et les spe´cifications comple`tes si
on veut contribuer a` garantir une bonne testabilite´. Binder a e´galement, au niveau de
l’imple´mentation, fournit des me´triques permettant d’e´valuer la testabilite´ structurelle
du syste`me. Ces me´triques sont relatives a` la complexite´ du syste`me et aux concepts
oriente´s objets que sont l’he´ritage, le polymorphisme et l’encapsulation.
Jungmayr [10] a de´fini une approche d’e´valuation de la testabilite´ base´e sur les de´pen-
dances entre composants. Un composant peut eˆtre un module, une classe, une interface,
un ”package” ou un sous syste`me. L’auteur se place ainsi dans la perspective des tests
d’inte´gration. La de´pendance d’un composant A vis-a`-vis d’un composant B signifie que
le composant A a besoin du composant B pour compiler ou bien fonctionner. Selon l’au-
teur, la testabilite´ du syste`me de´croit lorsque le nombre de de´pendances croˆıt. L’auteur
a de´finit un ensemble de me´triques qui permet d’e´valuer la testabilite´ du syste`me a` tra-
vers les de´pendances qui existent entre les composants. Il a e´galement de´fini la notion
de de´pendances critiques pour les tests. Une de´pendance critique aux tests est une de´-
pendance qui a un impact e´leve´ sur la testabilite´ globale du syste`me relativement aux
autres de´pendances. L’auteur fournit, a` l’aide des me´triques de´finies, une technique pour
identifier ces de´pendances et des pistes de refactoring pour les supprimer. Les e´tudes de
cas sur cette approche montrent que l’analyse des de´pendances critiques peut conside´ra-
blement aider a` de´tecter les mauvaises de´cisions de conception qui affectent la testabilite´
et a` ainsi les corriger de`s la conception.
Baudry et al. [4, 21] se sont quant a` eux inte´resse´ aux interactions entre les classes. Ils
ont propose´ une approche permettant de de´tecter les proble`mes de testabilite´ dans un
diagramme de classes UML. Cette approche est base´e sur la notion d’anti-patrons de
testabilite´ qui correspondent a` des configurations inde´sirables dans le diagramme des
classes susceptibles d’augmenter l’effort de test. Deux anti-patrons ont e´te´ identifie´s :
les interactions entre classes et l’auto-utilisation d’une classe. Les auteurs ont propose´
un mode`le de´rive´ du diagramme de classes qui permet la de´tection des anti-patrons de
testabilite´ et le calcul de leur complexite´. La testabilite´ globale du syste`me est alors
e´value´e comme le nombre et la complexite´ des anti-patrons de testabilite´ existant dans
le diagramme. Pour ame´liorer la testabilite´ du syste`me au niveau conceptuel, les auteurs
ont sugge´re´ l’ajout de ste´re´otypes pour aider les programmeurs a` pre´server l’intention
des concepteurs et a` e´viter les interactions entre classes inutiles.
Baudry et al. [2] ont e´galement propose´ une analyse de la testabilite´ en appliquant leur
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approche d’e´valuation de´finie dans [21] aux patrons de conception de´finis dans [11]. Ils
ont ainsi de´termine´ the´oriquement en conside´rant le pire des cas, la se´ve´rite´ de testabilite´
de chaque patron. Ils ont par la suite propose´ l’application automatique de ste´re´otypes
aux patrons de conception sous forme de contraintes dans un me´ta niveau d’UML afin
d’en ame´liorer la testabilite´. Cette technique a e´te´ expe´rimente´e avec un patron de
conception, la Fabrique Abstraite.
Mouchawrab et al. [5] ont propose´ un ”framework”ge´ne´rique d’e´valuation de la testabilite´
au niveau conceptuel pour diffe´rentes activite´s de tests mais aussi a` partir de diffe´rents
artefacts conceptuels. Les auteurs ont identifie´ pour cela un certain nombre d’attributs
pouvant affecter la testabilite´. Ces attributs ont e´te´ classe´s suivant les activite´s ou sous
activite´s qu’ils influencent. Les auteurs ont ensuite de´fini pour chaque attribut sa rela-
tion de cause a` effet avec la testabilite´. Ces descriptions ont e´te´ traduites en hypothe`ses
qui pourraient eˆtre teste´es par la suite, re´pondant ainsi a` l’un des principaux objectifs
des auteurs : fournir une base the´orique pour la recherche empirique dans le domaine
de la testabilite´. Leur second objectif e´tait de fournir une plateforme ge´ne´rique et un
mode`le pour e´valuer efficacement la testabilite´ au niveau conceptuel et aider a` son ame´-
lioration. Les auteurs, ont pour cela, de´fini pour chacun des attributs un ensemble de
mesures permettant de l’e´valuer. Ils ont pre´cise´ e´galement les mode`les UML permettant
de de´terminer chaque mesure. Enfin, les auteurs ont donne´ des directives quant a` l’uti-
lisation du framework et comment il pourrait aider dans l’ame´lioration de la testabilite´
des conceptions.
Discussion
Les travaux de´crits ci-dessus donnent un aperc¸u de la diversite´ de points de vue concer-
nant la testabilite´, son e´valuation et les facteurs qui l’influencent. Cependant, il n’existe
a` notre connaissance que peu d’e´tudes sur l’impact que pourraient avoir les microarchi-
tectures en particulier les patrons de conception et les anti-patrons sur la testabilite´ du
syste`me (cf section 2.3).
L’e´tude de Baudry et al [2] concernant l’e´valuation de la testabilite´ des patrons de
conception est un moyen de contourner la complexite´ a` e´valuer la testabilite´ de toute
la conception. Les auteurs ont ainsi utilise´ les patrons de conception dans une perspec-
tive de de´composition de la conception en vue d’analyses et d’ame´liorations locales de
la testabilite´. Cette the´orie n’est malheureusement pas supporte´e par des expe´rimenta-
tions. De plus, cette e´tude ne fait pas cas de l’impact des patrons de conception sur
la testabilite´ globale du syste`me qui les utilise. Les patrons de conception ainsi que les
anti-patrons, comme le montrent les travaux pre´sente´s dans la section 2, impactent de
nombreux attributs de qualite´ et constituent des facteurs plus visibles et plus faciles a`
controˆler a` priori. En effet, la plupart des facteurs identifie´s dans les diffe´rents travaux
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sont difficiles a` appre´hender avant la fin de la conception. Nous nous proposons dans le
cadre de notre recherche d’explorer l’impact des microarchitectures sur la testabilite´ des
syste`mes et fournir ainsi des recommandations qui peuvent guider a` priori les concep-
teurs a` une conception testable.
Dans le cadre de notre projet de recherche, nous nous baserons e´galement sur les ap-
proches d’e´valuation existantes sur la conception telles que celles de´crites ci-dessus. La
me´thode d’e´valuation de Binder e´value la testabilite´ au niveau de l’imple´mentation. Elle
n’est donc pas approprie´e a` notre e´tude qui se penche sur l’e´valuation de la testabilite´ au
niveau conceptuel. Ce travail donne ne´anmoins une vue panoramique de la testabilite´ et
des facteurs qui peuvent l’influencer a` diffe´rents stades du de´veloppement ou des tests.
Les travaux de Jungmayr, Baudry et al. et Mouchawrab et al. seraient donc de bons can-
didats pour l’e´valuation de la testabilite´ des patrons de conception et des syste`mes au
niveau conceptuel. Le framework de Mouchawrab et al. semble eˆtre un cadre adaptable
et extensible pour diverses e´valuations de la testabilite´ selon le contexte choisi et les
artefacts de conception disponibles. Une e´tude plus approfondie de ces approches nous
permettra de de´terminer celles qui seront approprie´es a` l’e´valuation de la testabilite´ des
microarchitectures et des syste`mes les contenant.
2.2 Les microarchictectures et leur impact sur les attributs
de qualite´
Il existe de nombreux travaux sur les patrons de conception et les anti-patrons. Ces
travaux traitent de diffe´rentes facettes de ces microarchitectures : leurs de´finitions plus
ou moins formelle [11, 15, 22, 23], leurs impacts sur la qualite´ des syste`mes [14, 17, 24]
ou encore des me´thodes pour les de´tecter [18, 25, 26]. Cette riche litte´rature sur ces mi-
croarchitectures montre leur importance dans la conception des syste`mes mais aussi leur
influence sur la qualite´ des syste`mes. Nous allons dans cette section pre´senter quelques-
uns de ces travaux, en particulier ceux qui e´tudient l’impact de ces microarchitectures
sur les attributs de qualite´.
2.2.1 Description des patrons de conception et des anti-patrons
Gamma et al. [11] peuvent eˆtre perc¸us comme a` l’origine de la popularite´ des patrons
de conception. Ils ont de´fini selon le mode`le de la figure 2.1 23 patrons de concep-
tion qui font partis des plus utilise´s. Ce mode`le fournit des informations utiles pour la
compre´hension de ces patrons, le contexte de leur utilisation, leurs structures (appele´s
motifs de conception) et aussi des exemples d’imple´mentation. Le motif d’un patron de
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Figure 2.1 – Template de description d’un patron de conception
conception est la partie la plus visible du patron et qu’on retrouve dans les concep-
tions : c’est l’organisation des classes qui repre´sentent ce patron de conception. Plus
formellement, Gue´he´neuc et Antoniol [18] de´finissent les motifs de conception comme
des solutions ide´ales qui de´crivent les roˆles joue´s par les classes qui imple´mentent les
patrons de conception. Gamma et al. ont regroupe´ les 23 patrons de conception dans
3 cate´gories. Les patrons de conception de cre´ation facilitent la cre´ation d’objets. Les
patrons de conception comportementaux de´fini les interactions entre objets et la distri-
bution des responsabilite´s. Les patrons de conception structuraux aident quant a` eux
dans la composition d’objets.
Les anti-patrons sont avec les patrons de conception, les microarchitectures les plus
connus dans les syste`mes oriente´s objets. Les anti-patrons, contrairement aux patrons
de conception sont conside´re´s comme des solutions de conception pauvres [15] ayant, un
impact ne´gatif sur les attributs de qualite´ du syste`me et l’e´volution des syste`mes [15].
Brown et al. [15] ont effectue´ avec les anti-patrons un travail similaire a` celui de Gamma
et al. concernant la description des patrons de conception. Ils ont ainsi re´pertorie´ et de´crit
textuellement 40 anti-patrons selon le mode`le de´crit a` la figure 2.2. Pour chacun d’eux,
ils pre´cisent entre autre le contexte et les causes qui entrainent a` cet anti-patron, une
solution de refactoring qui permet de le supprimer, les symptoˆmes pour le reconnaˆıtre,
ses caracte´ristiques ge´ne´rales et les conse´quences de sa pre´sence.
Discussion
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Figure 2.2 – Template de description d’un anti-patron
Les livres de Gamma et al. et Brown et al. sont des re´fe´rences pour appre´hender les
patrons et en avoir une bonne connaissance. Nous nous servirons d’eux comme tels dans
le cadre de notre travail de recherche.
Les patrons de conception de´finis par Gamma et al. nous servirons de base dans notre
e´tude et nous nous re´fe´rerons ge´ne´ralement aux motifs qu’ils pre´sentent comme variantes
principales. Nous utiliserons e´galement les de´finitions de l’intention qu’ils fournissent
pour e´laborer les requis de tests des intentions des diffe´rents patrons de conception. De
meˆme, nous nous appuierons sur l’ensemble de´fini par Brown et al. pour de´finir notre
sous-ensemble d’anti-patrons a` e´tudier.
2.2.2 Impact des patrons de conception et des anti-patrons sur les
attributs de qualite´
Bieman et al. [13] ont examine´ a` travers 3 syste`mes industriels et 2 syste`mes open source,
les pre´dispositions des patrons de conception aux changements. Ils ont ainsi de´couvert
dans 4 des 5 syste`mes e´tudie´s que les classes qui jouent un roˆle dans des motifs de
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conception changent plus fre´quemment que les autres. Contrairement donc aux ide´es
pre´conc¸ues, l’utilisation des patrons de conception ne garanti pas l’adaptabilite´.
Vokac [24] a analyse´ a` travers une e´tude de cas les maintenances correctives hebdoma-
daires d’un logiciel commercial sur une pe´riode de 3 ans. Le but de cette e´tude e´tait
de confirmer ou d’infirmer la pre´somption selon laquelle les patrons de conception sont
moins sujets aux fautes et permettraient de re´duire le nombre de de´faut du syste`me. A`
partir des ”snapshots” hebdomadaires de ce logiciel, Vokac a de´tecte´ automatiquement
les occurrences des motifs de ces 5 patrons de conception dans le logiciel et a compare´ le
taux de de´fauts de´tecte´s dans les classes participant a` ces occurrences a` celui des autres
classes du syste`me. Les re´sultats de cette e´tude de cas montrent une grande variation
du taux de de´fauts d’un patron de conception a` un autre : de 63% a` 154 % en moyenne.
L’auteur a explique´ ces variations par la taille et la complexite´ des classes participant a`
l’imple´mentation des diffe´rents patrons de conception. Ainsi, il a de´couvert que les pa-
trons de conception Observateur et Singleton sont plus sujets aux de´fauts car s’appuyant
sur de grandes classes. L’auteur conclut donc que l’utilisation des patrons de conception
ne garantit pas une re´duction des fautes et que certains patrons de conception sont sujets
aux fautes et ce meˆme s’ils sont bien imple´mente´s.
L’e´tude d’Aversano et al. [14] vient apporter une autre pre´cision aux changements fre´-
quents que subissent les motifs de conception. En effet, apre`s l’analyse de trois syste`mes
open source, les auteurs ont conclu que les motifs de conception qui participent a` des
fonctionnalite´s importantes du syste`me changent plus fre´quemment. La pre´disposition
aux changements ne de´pend donc pas du type du motif de conception mais du roˆle
auquel il participe dans le syste`me. Aversano et son e´quipe indiquent aussi les types
de changement qui affectent ces motifs de conception : changement d’imple´mentation,
ajout de sous classes ou changement des interfaces. Ce dernier changement cre´e de nom-
breux co-changements dans les classes clientes. Les auteurs appellent a` d’autres e´tudes
pour confirmer ces re´sultats et recommandent une utilisation prudente des patrons de
conception.
Di Penta et al. [27] ont effectue´ une e´tude empirique similaire a` celle de Bieman et al. [13]
afin d’identifier la relation entre les roˆles dans les patrons de conception et leurs pre´dis-
positions aux changements. Ils ont pour cela analyse´ l’e´volution des motifs de conception
a` travers 3 logiciels open source de tailles et de domaines diffe´rents : JHotDraw, Eclipse-
JDT, and Xerces. Leur but e´tait de de´terminer la pre´disposition aux changements des
classes jouant diffe´rents roˆles dans des motifs de conception et le type de changements
qui affectaient ces classes. La plupart des re´sultats de l’e´tude rejoigne ceux de Bieman et
al. [13] et concorde avec les suppositions faites au sujet des diffe´rents motifs de concep-
tion : certains roˆles dans les motifs de conception favorisent des changements fre´quents
chez les classes les imple´mentant. Par exemple, les auteurs ont observe´ que les classes
qui jouent le roˆle de l’adaptateur sont plus pre´dispose´es aux changements que les classes
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adapte´es dans le motif Adaptateur.
Khomh et Gue´he´neuc [28] ont mene´ une e´tude empirique afin de de´terminer l’impact
des patrons de conception sur un certain nombre d’attributs de qualite´. Ils ont pour
cela fait un sondage aupre`s de de´veloppeurs et mainteneurs expe´rimente´s. L’analyse des
re´sultats de ce sondage a montre´ que contrairement aux ide´es pre´conc¸ues, les patrons de
conception n’ame´lioraient pas toujours les attributs de qualite´. En effet, certains attri-
buts de qualite´ dont la compre´hensibilite´, la reusabilite´ et l’extensibilite´ pouvaient eˆtre
ne´gativement influence´s par l’utilisation de certains patrons de conception. Ces auteurs
ont donc eux aussi appele´ a` la prudence dans l’utilisation des patrons de conception aux
vus de ces re´sultats.
Wei et Raed [16] ont re´alise´ une e´tude empirique qui met en e´vidence la relation entre les
anti-patrons et la pre´disposition d’une classe aux fautes durant l’e´volution du syste`me.
Les auteurs ont analyse´ trois versions d’Eclipse et ont montre´ que les classes participant
aux anti-patrons God Class, Shotgun Surgery, and Long Method ont une plus grande
pre´disposition aux fautes que les autres classes. Ils sugge`rent d’utiliser cette connaissance
durant le de´veloppement pour de´tecter les classes susceptibles de contenir des fautes car
c’est dans cette phase que la probabilite´ d’introduction aux fautes est plus grande. Ils
invitent ne´anmoins a` d’autres e´tudes pour soutenir leurs re´sultats.
Khomh et al. [17] ont quant a` eux explore´ l’impact des anti-patrons sur les pre´dispositions
aux changements des classes qui les contiennent. Ils ont pour cela analyse´ les relations
entre 29 anti-patrons et les changements des classes dans plusieurs versions d’Azureus
et d’Eclipse. Les re´sultats de cette e´tude empirique montrent que les anti-patrons ont
un impact ne´gatif sur la pre´disposition aux changements des classes qui les contiennent.
Les auteurs conseillent donc d’e´viter d’avoir un grand nombre d’anti-patrons dans le
syste`me au risque d’avoir un syste`me peu adaptable.
Discussion
Les travaux de´crits dans cette section montrent le grand inte´reˆt porte´ aux patrons de
conception et aux anti-patrons et surtout leur impact sur les attributs de qualite´ et sur
l’e´volution des syste`mes.
Bien que certains travaux aient montre´ les avantages de l’utilisation des patrons de
conception sur les attributs de qualite´ des syste`mes, les nombreuses de´clarations allant
dans ce sens proviennent surtout d’intuitions ou d’ide´es pre´conc¸ues. Ces intuitions ont,
comme le de´montrent quelques travaux ici, e´te´ parfois infirme´es. Ainsi, les patrons de
conception peuvent impacter ne´gativement certains attributs de qualite´. Ce fait montre
l’importance des e´tudes empiriques pour soutenir les hypothe`ses ou les relations de cause
a` effet. De plus, ce type d’e´tudes permet de mettre en e´vidence les causes a` la base de
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certains phe´nome`nes, permettant ainsi d’y apporter des solutions ade´quates. Finale-
ment, ces e´tudes sont e´galement importantes car elles donnent des bases fiables pour
prendre des de´cisions rationnelles et justifie´es quant a` l’utilisation ou non des patrons de
conception ou encore au refactoring ou non des anti-patrons. Comme nous l’avons de´ja`
mentionne´, la testabilite´ est un attribut de qualite´ qui est aujourd’hui intensivement
e´tudie´ en vue de contribuer a` re´duire les couˆts et la complexite´ des tests. Ces e´tudes qui
mettent a` profit des expe´rimentations et des cas d’e´tude pour e´tablir des relations entre
les patrons de conception et les attributs de qualite´ nous inspirent et nous motivent a`
explorer l’impact des patrons de conception et des anti-patrons et la testabilite´.
De plus, plusieurs travaux mentionne´s ci-dessus mettent en e´vidence les pre´dispositions
aux fautes et aux changements des classes participant aux motifs de conception ou aux
anti-patrons. Ces re´sultats renforcent l’objectif de notre e´tude a` nous pencher sur les
liens entre ces microarchitectures et les tests. Ils incitent e´galement a` mettre l’accent sur
ces classes au moment des tests afin de re´duire les de´fauts qu’ils pourraient contenir de
meˆme que leur propagation. Ces conclusions constituent aussi un motif pour explorer
les pistes qui permettraient de supporter et faciliter les tests des patrons de conception.
2.3 Les tests et les microarchitectures
Izurieta et al. [29] ont examine´ les conse´quences qu’entrainent les ”grime buildup” sur
la testabilite´ de la conception. Les auteurs ont de´fini les grime buildup comme du code
ajoute´ au cours de l’e´volution du syste`me dans les classes participant a` un motif de
conception mais qui ne contribuent pas a` la mission de ce motif. Les grime buildup sont
e´galement a` l’origine de relations entre les classes du motif de conception et des classes
ne jouant aucun roˆle dans le motif de conception. Les auteurs ont re´alise´ dans [30] une
e´tude qui a permis de mettre en e´vidence la construction des grime buildup dans les
motifs de conception au cours de l’e´volution du syste`me. Le but de l’e´tude de [29] e´tait
de de´terminer l’impact de ses grime buildup sur le nombre total de requis de test ne´ces-
saires pour tester les patrons de conception. Les auteurs ont dans le cadre de leur e´tude
utilise´ la mesure anti-patrons de testabilite´, de´finies par Baudry et al. dans [4, 21], pour
e´valuer la testabilite´ des patrons de conception. A` travers une expe´rience sur plusieurs
versions de l’outil de refactoring JRefactory, Izurieta et al. ont montre´ que les grime
buildup entrainaient la croissance du nombre de requis de test en augmentant le nombre
d’anti-patrons de testabilite´. Les auteurs ont donc sugge´re´ au vu de cet impact ne´gatif
sur la testabilite´, la suppression des grime buildup le plutoˆt possible.
Neelam et al. [31] ont propose´ une approche afin de re´duire les efforts de test des patrons
de conception dans les syste`mes. Ils ont pour cela de´fini pour chaque patron de concep-
tion un ensemble de ”templates”de cas de test (”pattern test case templates ou PTCTs”).
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Ces templates codifient une structure de cas de test re´utilisable conc¸ue pour identifier
les de´fauts associe´s aux applications d’un patron de conception donne´ dans tous les sys-
te`mes l’imple´mentant correctement. Ces templates ont e´te´ de´finies sur la base de de la
formalisation des patrons de conception propose´e par les auteurs dans [22, 32]. Cette
approche est base´e sur l’utilisation de contrats et de sous contrats appele´es contrat de
patrons. Les PTCTs doivent eˆtre adapte´s en vue de leur utilisation dans un syste`me
donne´. Cette approche a e´te´ illustre´e sur l’exemple d’un patron de conception Observer.
Discussion
L’e´tude d’Izurieta et al. ont e´tudie´ l’impact de l’e´volution des patrons de conception dans
le syste`me sur la testabilite´ de celui-ci. Bien que cette e´tude ne soit pas ge´ne´ralisable
(utilisation d’un seul syste`me), elle fournit des re´sultats inte´ressants qui appellent a` eˆtre
attentif a` l’e´volution des patrons de conception dans le syste`me pour e´viter de de´croˆıtre
la testabilite´ de tout le syste`me. Notre e´tude se differencie de celle-ci car elle s’interresse
a` l’impact de l’utilisation des patrons de conception sur la testabilite´ des conceptions.
L’approche de Neelam et al. propose un paralle`le de re´utilisation des patrons de concep-
tion dans les conceptions dans les tests. Cette approche des cas de test ge´ne´riques qui
peuvent eˆtre ensuite adapte´s suivant le syste`me peut contribuer a` re´duire les couˆts de
tests et augmenter la fiabilite´ du syste`me. Malheureusement, cette approche n’est pas
supporte´e par des expe´rimentations concre`tes montrant son applicabilite´ et son effica-
cite´. De plus elle est base´e sur une formalisation pre´cise qui est une contrainte dans son
utilisation. Elle reste ne´anmoins une bonne base pour explorer cette piste qui est l’objet
des travaux futurs de notre projet de recherche.
Chapitre 3
Me´thodologie
Dans le but d’atteindre notre objectif de recherche (cf. section 1.3) et de re´pondre aux
diffe´rentes questions de recherche (cf section 1.6), nous suivrons la me´thodologie de´crite
dans ce chapitre. Cette me´thodologie de´crite question par question, donne une vue ge´ne´-
rale du processus que nous mettrons en œuvre pour re´pondre a` chacune de nos questions
de recherche. Les diagrammes des figures 3.1 et 3.2 de´crivent le processus de re´solution
de chaque question et les liens entre les diffe´rents processus. Ils sont explique´s dans les
sous-sections qui suivent.
3.1 L’e´tude de la testabilite´ des patrons de conception
3.1.1 RQ1 : Quel est le niveau de testabilite´ des patrons de concep-
tion ?
E´tape 1 : Identification de la me´thode d’e´valuation de la testabilite´
Pour re´soudre la premie`re question de notre projet de recherche, nous commencerons par
e´tudier les me´thodes d’e´valuation de la testabilite´ des syste`mes oriente´s objets. Cette
e´tude nous permettra d’identifier la me´thode qui sera la plus approprie´e a` l’e´valuation de
la testabilite´ des patrons de conception. Nous nous inte´resserons aux me´thodes d’e´valua-
tion au niveau conceptuel. Il existe dans la litte´rature plusieurs approches [5, 21, 33] dans
ce domaine utilisant diffe´rentes techniques et mettant en e´vidence diffe´rents facteurs in-
fluenc¸ant la testabilite´ (par exemple, les de´pendances entre composants, la complexite´).
Des e´tudes pre´liminaires et expe´rimentales sur les performances de ces me´thodes a` e´va-
luer et a` pre´dire la testabilite´ d’une conception nous aideront dans notre choix. La
me´thode retenue devra notamment permettre de collecter les informations ne´cessaires a`
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Figure 3.1 – Me´thodologie de re´solution des questions RQ1 et RQ2
Chapitre 3. Me´thodologie 24
Figure 3.2 – Me´thodologie de re´solution des questions RQ3, RQ4 et RQ5
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travers des diagrammes UML ou de´rive´s.
E´tape 2 : E´valuation de la testabilite´ des patrons de conception
A` l’aide de la me´thode identifie´e a` l’e´tape 1, nous e´valuerons la testabilite´ de chaque
patron de conception de´fini dans [11]. Nous pourrons ensuite classer les patrons de
conception de chaque cate´gorie selon leur degre´ de testabilite´. L’analyse des re´sultats de
cette e´valuation permettra en outre de de´terminer les facteurs qui impactent la testabilite´
des patrons de conception et de proposer des recommandations pour l’ame´liorer au
besoin.
E´tape 3 : E´valuation de la testabilite´ des variantes de patrons de conception
Une autre e´tape en paralle`le de l’e´tape 2, sera d’e´value´ la testabilite´ des variantes des
patrons de conception. On pourra ainsi mettre en e´vidence et expliquer les diffe´rences
entre les diffe´rentes variantes. Un autre classement pourra eˆtre ainsi e´labore´ : classer les
diffe´rentes variantes selon le degre´ de testabilite´.
E´tape 4 : Synthe`se
La dernie`re e´tape dans la re´solution de cette question permettra de faire la synthe`se des
diffe´rents re´sultats et ame´liorer si possible les recommandations qui seront propose´es
a` l’e´tape 2. Le processus de´crit ci-dessus pourra eˆtre re´ite´re´ avec d’autres me´thodes
d’e´valuation afin de confirmer les re´sultats. Cela conduira a` conside´rer d’autres facteurs
et a` avoir des conclusions plus ge´ne´ralisables.
La mise en e´vidence des facteurs qui influencent la testabilite´ des patrons de conception
pourront eˆtre utiles dans l’analyse de l’impact des patrons de conception sur la testabilite´
du syste`me.
3.1.2 RQ2 : Les patrons de conception ont-ils un impact sur la testa-
bilite´ du syste`me ?
E´tape 1 : Identification des syste`mes pour l’expe´rience
Afin d’e´valuer si les patrons de conception ont un impact sur la testabilite´ des syste`mes
qui les contiennent, il nous faudra identifier des paires de syste`mes, l’un contenant des
motifs de conception et l’autre non. On pourrait pour cela utiliser des versions d’un
meˆme syste`me dans lequel des refactorings (donc pas de modification de fonctionnalite´s)
auraient supprime´ ou rajoute´ des motifs de conception. A` de´faut de paires identiques,
nous pourrons e´galement utiliser des paires de syste`mes ou sous syste`mes de tailles et de
fonctionnalite´s similaires, l’un contenant des motifs de conception et l’autre n’en conte-
nant pas. Pour identifier ces syste`mes, nous nous aiderons de la litte´rature, des bases de
logiciels et e´galement d’historiques de logiciels. Une autre option serait de de´velopper
nous-meˆmes ces paires de syste`mes. Afin de pouvoir e´tudier l’impact de la pre´sence d’un
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seul patron et celui de la composition de plusieurs patrons de conception, il nous faudrait
deux groupes de syste`mes : le premier groupe contiendra des syste`mes (ou sous syste`mes)
avec un seul motif de conception et le second groupe des compositions de plusieurs motifs
de conception. Nous aurons e´galement besoin dans cette phase d’outils de de´tection de
patrons afin de de´tecter les patrons de conception des diffe´rents syste`mes. Nous pour-
rions, par exemple, utiliser l’outil propose´ par Gue´he´neuc et Antoniol [18], DEMIMA.
Notre objectif e´tant d’e´valuer la testabilite´ au niveau de la conception, il faudrait au
besoin reconstruire les mode`les conceptuels des syste`mes identifie´s a` l’aide d’outils de
retroconception. En effet, ge´ne´ralement, les mode`les conceptuels des syste`mes sont soit
inexistants soit obsole`tes. Il existe de nombreux outils de retroconception selon les lan-
gages de programmation, les environnements ou encore les mode`les qu’ils fournissent.
Par exemple, les outils de la suite Ptidej 1 permet la retroconception de programmes
e´crits en Java. JUPE 2 est quant a` lui un plugin integre´ a` Eclipse qui permet de recons-
truire les diagrammes de classes des programmes e´crits en Java 3. On peut e´galement
citer BoUML 4 pour les programmes e´crits en Java, C++, PHP et ArgoUML 5 pour des
programmes e´crits en Java. Les paires de syste`mes identifie´es a` cette e´tape serviront de
base pour la seconde e´tape de ce processus.
E´tape 2 : E´valuation de la testabilite´ de chaque syste`me
Les me´thodes d’e´valuation identifie´es dans la re´solution de la question RQ1, nous ser-
virons a` e´valuer la testabilite´ de chacun des syste`mes identifie´s. Nous pourrons ainsi
comparer pour un meˆme syste`me, sa testabilite´ dans sa variante avec motifs de concep-
tion a` celle de sa variante sans motifs de conception. Nous pourrions ainsi de´terminer
si la pre´sence des motifs de conception influence la testabilite´ des syste`mes et dans quel
sens.
E´tape 3 : Sondage
Toujours dans le but de re´pondre a` cette question, un sondage sera lance´ aupre`s des
inge´nieurs en test afin de recueillir leurs avis sur la testabilite´ des syste`mes contenant
des motifs de conception. Ils nous diront a` travers ce sondage qui pourrait se faire via
un questionnaire, s’ils pensent que la pre´sence des motifs de conception influence la
testabilite´ des syste`mes. Si oui, ils pourraient classer les patrons de conception selon
cet impact, identifiant ainsi le pire des patrons de conception en termes d’impact sur
la testabilite´ et a` l’oppose´ le meilleur. Ce classement servira a` comparer les avis des
inge´nieurs aux re´sultats obtenus a` l’e´tape 2. Les inge´nieurs pourraient e´galement nous
re´ve´ler si cet impact pourrait re´sulter d’autres facteurs comme le roˆle auquel participe
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ou la me´thode et le crite`re de couverture utilise´s.
E´tape 4 : Analyse et synthe`se
Si cette e´tude nous re´ve`le un impact des patrons de conception sur la testabilite´ des
syste`mes, nous devrions alors de´terminer les facteurs de cet impact afin de proposer
des recommandations ou techniques pour le re´duire au besoin mais aussi sugge´rer des
conseils quant a` l’utilisation des patrons de conception. Il serait e´galement utile de refaire
le processus avec d’autres syste`mes et d’autres groupes d’inge´nieurs afin de confirmer et
ge´ne´raliser nos re´sultats. La re´ve´lation de cet impact nous conduira e´galement a` inves-
tiguer l’exploitation des patrons de conception dans les tests, objet du second volet de
notre projet de recherche. Nous de´crivons dans la section qui suit les e´tapes qui pour-
raient nous mener a` re´pondre aux questions de ce volet. Si par contre les re´sultats ne
re´ve`lent pas d’impact, nous recommencerons l’e´tude afin de confirmer ces re´sultats.
3.2 Ge´ne´ration de cas de tests pour les patrons de concep-
tion
3.2.1 RQ3 : Le test de l’intention des patrons de conception peut-il
ame´liorer la qualite´ du syste`me ?
E´tape 1 : Identification des syste`mes pour l’expe´rience
La premie`re e´tape pour re´pondre a` cette question consistera a` identifier des syste`mes
contenant des motifs de conception et ide´alement dont les donne´es de tests sont dispo-
nibles a` l’instar de JHotDraw et JUnit. Nous pourrions eˆtre amene´s a` de´velopper les
tests si ne´cessaire. Les syste`mes identifie´s dans le processus de re´solution de la question
RQ2 pourront a` nouveau eˆtre utilise´s. Les outils de de´tection des patrons de conception
nous permettront une fois de plus de de´tecter les motifs de conception de ces syste`mes.
E´tape 2 : Test de l’intention des patrons de conception
Si les tests effectue´s sur les syste`mes identifie´s a` l’e´tape 1 contiennent des tests expli-
cites de l’intention des patrons de conception, nous analyserons les re´sultats de ces tests
afin d’e´valuer leur apport dans la de´tection de fautes. Sinon pour chaque syste`me, nous
de´finirons des listes de conditions que doit satisfaire l’intention des patrons de concep-
tion correspondants aux motifs de conception qu’ils contiennent. Ces conditions seront
ensuite traduites en requis de test. Nous ge´ne´rerons enfin des cas de test a` la base de
ces requis. L’exe´cution de ces cas de test sur le syste`me pourrait permettre de de´celer
d’e´ventuelles fautes. Nous pourrons aussi injecter des fautes qui violent ces requis et
voir si ces cas de test permettent de les de´tecter. L’injection de fautes pourra e´galement
permettre d’e´valuer les cas de test du syste`me (sans test d’intention) par rapport a` la
de´tection de ce genre de fautes.
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E´tape 3 : Analyse des re´sultats
La dernie`re e´tape dans la re´solution de cette question consistera a` analyser les re´sul-
tats des expe´rimentations de l’e´tape pre´ce´dente. Nous e´valuerons l’apport des listes de
conditions et des tests correspondants dans la pre´servation de l’intention des patrons
de conception. La ge´ne´ralisation de ces re´sultats de´pendra du nombre, du type et de la
taille des syste`mes e´tudie´s. Nous pourrons donc eˆtre amene´s a` re´ite´rer ce processus afin
de pouvoir ge´ne´raliser nos conclusions.
3.2.2 RQ4 : Tester le patron de conception comme e´tant un sous sys-
te`me peut-il re´duire le couˆt des tests (re´duire le nombre de cas
de tests) ?
La re´solution de cette question est semblable a` la pre´ce´dente sauf qu’ici, nous nous
inte´resserons a` la structure des patrons de conception. Les processus de re´solution de ces
deux questions peuvent eˆtre mis en œuvre en paralle`le. L’ensemble des syste`mes ayant
servi aux expe´rimentations dans le processus pre´ce´dent pourra eˆtre utilise´ dans cette
phase.
E´tape 1 : Test des motifs de conception et test du syste`me re´e´crit
L’ide´e dans cette phase est de tester se´pare´ment les motifs de conception et ensuite
de tester le syste`me entier en conside´rant ces motifs de conception comme des entite´s
e´le´mentaires du syste`me. Nous ge´ne´rerons et exe´cuterons donc des cas de tests pour les
motifs de conception a` l’aide de la meˆme me´thode et suivant le crite`re de test utilise´s
pour les tests d’inte´gration du syste`me afin de ne pas introduire de biais. Ensuite, des
cas de test du syste`me avec les motifs de conception comme entite´s e´le´mentaires seront
e´galement ge´ne´re´s et exe´cute´s avec pour objectif d’atteindre le meˆme taux de couverture
que les tests originels.
E´tape 2 : Analyse des re´sultats de tests
Cette e´tape permettra d’e´valuer la pertinence de l’approche propose´e graˆce aux re´sultats
de l’e´tape pre´ce´dente. Si le nombre de cas de test utilise´s dans nos tests est infe´rieur au
nombre de cas de test utilise´s pour tester le syste`me et disponibles graˆce aux donne´es
de test, nous pourrons alors conclure a` la pertinence de l’approche propose´e dans la
recherche de l’efficacite´ des tests et de la re´duction des couˆts de test. D’autres aspects
tels que la facilite´ de ge´ne´rer les cas de test, d’e´crire l’oracle ou encore d’exe´cuter les
cas de test seront e´galement pris en compte dans cette e´valuation. L’ite´ration de ce
processus sera ne´cessaire afin de ge´ne´raliser ce re´sultat. Si par contre, la re´duction du
nombre de cas de tests n’est pas effective avec l’approche propose´e, nous explorerons
d’autres approches de tests afin de de´terminer celles qui pourraient eˆtre approprie´es a`
la re´e´criture du syste`me que nous proposons.
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3.2.3 RQ5 : Les cas de tests pour les patrons de conception peuvent-ils
eˆtre assez ge´ne´riques pour eˆtre utilise´s dans plusieurs syste`mes ?
Cette phase de notre travail de recherche est surtout une perspective de nos travaux
futurs. Elle est conditionne´e par les re´sultats des deux pre´ce´dentes questions. En effet,
si le test de l’intention ou de la structure des motifs de conception apporte un gain dans
l’efficacite´ des tests ou une re´duction des couˆts de test, il serait alors utile de disposer si
possible de cas de test ge´ne´riques pour faciliter de tels tests. Nous nous inspirerons alors
des travaux pre´sente´s dans [31] pour investiguer cette piste.
Chapitre 4
Projet en cours
Dans le cadre de notre travail de recherche, nous avons initie´ une e´tude expe´rimen-
tale qui vise a` identifier les tendances d’e´volution des microarchitectures en particulier
celles de´crites par les patrons de conception et les anti-patrons dans les logiciels. Cette
investigation nous permettra de re´pondre entre autre a` des questions telles que : com-
ment et quand est introduite une microarchitecture, comment et quand disparait-t-elle ?
Se transforme-t-elle vers une autre microarchitecture entre ces deux moments ? Quelle
est son e´volution dans le temps ? Le but de cette analyse est de de´gager les tendances
d’e´volution de ces microarchitectures dans les syste`mes et partant de la` leur impact sur
l’e´volution des syste`mes. Cette analyse servira e´galement a` de´terminer leur impact sur
les attributs de qualite´ des syste`mes notamment la testabilite´ qui constitue l’un des vo-
lets de notre projet de recherche. En outre, nous pourrons mettre en e´vidence les causes
de l’introduction ou de la suppression des microarchitectures et aussi les facteurs qui
influencent leur e´volution selon telle ou telle tendance. Les re´sultats de la pre´sente e´tude
pourront servir ainsi de base pour pre´dire l’e´volution des microarchitectures d’un sys-
te`me et prendre ainsi les mesures ade´quates. Elle pourra e´galement servir de base pour
e´laborer des me´canismes de pre´vention ou de correction de leur impact.
4.1 Donne´es de l’expe´rience
Nous avons, pour cette expe´rience, collecte´ les codes sources d’Eclipse JDT a` intervalle
de deux semaines de janvier 2002 a` de´cembre 2009. Nous disposons donc d’un total de
192 snapshots pour effectuer notre analyse.
Eclipse JDT est un plugin d’Eclipse qui imple´mente l’environnement de de´veloppement
inte´gre´ pour Java de la plateforme d’Eclipse. Il permet ainsi le de´veloppement, la com-
pilation et l’exe´cution des projets Java dans Eclipse. Eclipse a e´te´ de´veloppe´ a` la fois par
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une compagnie industrielle et une communaute´ du logiciel libre. C’est donc un logiciel
qui incorpore les pratiques industrielles. Il est largement adopte´ tant dans l’industrie que
dans le domaine de la recherche. C’est e´galement l’un des logiciels utilises dans l’e´tude
[34] sur laquelle est base´e la pre´sente e´tude et qui est de´crite dans la section suivante.
Ce logiciel se preˆte bien a` notre e´tude en raison du fait que plusieurs travaux ont mis en
e´vidence le fait qu’il contenait une grande varie´te´ et un grand nombre de microarchitec-
tures [17, 27? ]. Aussi sa longue dure´e de vie et la disponibilite´ de son code source fait
de lui un candidat ide´al pour ce genre d’e´tude.
Les outils de de´tection des microarchitectures de la suite ptidej nous aideront a` de´tecter
dans les diffe´rents snapshots les patrons de conception et les anti-patrons a` analyser.
4.2 Travail pre´curseur
Notre e´tude s’inspire du travail pre´sente´ dans [34] et se veut une extension de celui-ci.
Vaucher et al. [34] ont, a` travers diffe´rentes versions des syste`mes Xerces et Eclipse,
e´tudie´ l’e´volution de l’anti-patron ”God class”. Leur but e´tait d’identifier comment cette
classe e´tait introduite dans le syste`me, comment elle y e´voluait et comment elle en e´tait
supprime´e afin de proposer des me´canismes de pre´vention et de correction. La God class,
comme le mentionnent les auteurs, se caracte´rise par un grand nombre de me´thodes non
relie´es et est ge´ne´ralement perc¸ue comme le re´sultat d’une mauvaise conception qu’il faut
supprimer. Elle est souvent cre´e´e accidentellement au cours de l’e´volution du logiciel par
ajouts successifs de me´thodes mais peut eˆtre dans certaines circonstances, un choix de
conception e´claire´ et re´fle´chi.
Cette e´tude a permis aux auteurs d’identifier 8 tendances d’e´volution de la God class
(cf Figure 4.1). Ces tendances ont e´te´ identifie´es en utilisant la technique de clustering
base´e sur le Dynamic Time-Warping sur les God classes identifie´es dans les diffe´rentes
versions d’Eclipse JDT et de Xerces.
Les auteurs ont e´galement mis en e´vidence les facteurs qui favorisaient certaines de
ces tendances. Ces re´sultats constituent ainsi une base pour e´laborer des me´canismes de
pre´vention et de correction en vue d’e´viter l’introduction accidentelle des God classes
mais aussi au besoin les supprimer ou re´duire leurs effets. Bien que cette e´tude soit
soumise a` des limitations du point de vue de la ge´ne´ralisation, elle constitue un bon
point de de´part pour de futures e´tudes plus ge´ne´ralisables et aussi l’analyse d’autres
microarchitectures. En effet, les auteurs ont utilise´ 22 versions d’Eclipse JDT pour leur
e´tude et nous envisageons pour la notre, analyser 192 snapshots. Cette e´tude a e´te´
effectue´e uniquement sur l’anti-patron God class. Nous envisageons la reprendre sur
un plus grand nombre de microarchitectures. Le sous ensemble de microarchitectures a`
e´tudier sera identifie´ par une e´tude pre´liminaire.
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Figure 4.1 – Tendances d’e´volution des God Classes [34]
Les tendances identifie´es par Vaucher et al. seront-elles-confirme´es par notre e´tude ? Si tel
est le cas, nous analyserons d’autres logiciels afin de ge´ne´raliser ces re´sultats. L’analyse
de ces re´sultats nous permettra de faire des recommandations pour corriger ou pre´venir
une e´volution ne´gative d’une microarchitecture. Ces recommandations pourront eˆtre par
la suite supporte´es par des outils de refactoring. Si par contre, nos re´sultats ne confirment
pas ceux Vaucher et al., d’autres analyses nous permettrons d’expliquer les diffe´rences
et de mener d’autres expe´riences afin de confirmer et ge´ne´raliser nos re´sultats.
4.3 L’e´tude de l’impact des patrons de conception et des
anti-patrons sur la testabilite´
La base de codes sources utilise´e dans le cadre de cette e´tude servira e´galement dans le
cadre de l’e´tude de l’impact des microarchitectures sur la testabilite´ du syste`me. En effet,
cette e´tude nous permettra d’identifier les snapshots dans lesquels des microarchitectures
sont introduites ou supprime´es. Nous pourrons ainsi e´valuer la testabilite´ des snapshots
pre´ce´dents ceux-ci afin de voir l’impact de l’introduction ou de la suppression d’une
microarchitecture sur le syste`me et aussi analyser les facteurs conduisant a` un tel impact.
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Il faut cependant que cette introduction ou cette suppression ne rajoute ou n’enle`ve pas





Le tableau ?? de´crit le planning pre´visionnel de notre projet de recherche et a` titre
indicatif, quelques confe´rences auxquelles nous envisageons pre´senter les re´sultats de nos
travaux. Nous espe´rons pouvoir e´galement publier nos travaux dans des journaux tels
que TSE, TOSEM.
A10 H11 E11 A11 H12 E12 A12 H13 E13 Publications
Projet en cours x x WCRE
RQ1 x x ICSM
RQ2 x x ICST
RQ3 x x ICSE
RQ4 x x ISSTA
Redaction x x
Soutenance x
Table 5.1 – Planning pre´visionnel du de´roulement du projet de recherche
Le´gende : A : Automne, H : Hiver, E : E´te´
Projet en cours : Identification et analyse des tendances d’e´volution des microarchitec-
tures
RQ1 : Quel est le niveau de testabilite´ des patrons de conception ?
RQ2 : Les patrons de conception ont-ils un impact sur la testabilite´ du syste`me ?
RQ3 : Le test de l’intention des patrons de conception peut-il ame´liorer la fiabilite´ du
syste`me ?
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RQ4 : Tester le patron de conception comme e´tant un sous syste`me peut-il re´duire le
couˆt des tests ?
5.2 Conclusion
Les logiciels sont aujourd’hui indispensables dans presque tous les domaines de notre
socie´te´. Leur fiabilite´ est donc un re´el enjeu. Les activite´s de test, bien que tre`s com-
plexes et couˆteuses, demeurent le moyen le plus re´pandu pour assurer la fiabilite´ des
syste`mes et augmenter notre confiance en eux. Le pre´sent projet de recherche vise a`
contribuer a` re´duire les couˆts de test et augmenter la fiabilite´ des syste`mes en exploi-
tant les microarchitectures, en particulier celles de´crites par les patrons de conception
et les anti-patrons. A` cette fin, nous avons propose´ une me´thodologie et un planning
pre´visionnel qui devront nous aider a` atteindre cet objectif et a` produire des re´sultats
qui nous l’espe´rons seront d’un apport significatif dans la recherche de la re´duction des
couˆts des tests et par voie de conse´quence des couˆts de de´veloppement logiciel.
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