In a stable matching setting, we consider a query model that allows for an interactive learning algorithm to make precisely one type of query: proposing a matching, the response to which is either that the proposed matching is stable, or a blocking pair (chosen adversarially) indicating that this matching is unstable. For one-to-one matching markets, our main result is an essentially tight upper bound of O(n 2 log n) on the deterministic query complexity of interactively learning a stable matching in this coarse query model, along with an efficient randomized algorithm that achieves this query complexity with high probability. For many-to-many matching markets in which participants have responsive preferences, we first give an interactive learning algorithm whose query complexity and running time are polynomial in the size of the market if the maximum quota of each agent is bounded; our main result for many-to-many markets is that the deterministic query complexity can be made polynomial (more specifically, O(n 3 log n)) in the size of the market even for arbitrary (e.g., linear in the market size) quotas.
Introduction
Problem and Background In the classic Stable Matching Problem Gale and Shapley (1962) , there are n women and n men; each woman has a subset of men she deems acceptable and a strict preference order over them; similarly, each man has a subset of women he finds acceptable and a strict preference order over them. The goal is to find a stable matching: a one-to-one mapping between mutually acceptable women and men that contains no blocking pair, i.e., no pair of a woman and a man who mutually prefer each other over their current partner in the matching (or over being unmatched, if one or both are unmatched). In their seminal paper, Gale and Shapley (1962) constructively proved that such a stable matching always exists.
The study of stable matchings within computer science was originated in Knuth's famous seriesof-lectures-turned-book Knuth (1976) , in which Knuth focused on the stable matching problem as -according to his foreword to the book -an ideal introductory problem for the analysis of algorithms. In this book, Knuth's first order of business was that the most natural "first attempt" at an algorithm for finding a stable matching fails: if one repeatedly tries to resolve blocking pairs by matching the two participants of the pair with each other and matching their previous partners with each other, this may lead to a cycle. Some decade and a half following Knuth's book, Roth and Vande Vate (1990) showed a positive result for a close variant of the algorithm, in which a blocking pair is resolved by matching the blocking pair with each other and leaving their previous partners unmatched; we refer to this algorithm as the myopic algorithm. 1 Roth and Vande Vate showed that if the blocking pair to be resolved is chosen uniformly at random among all blocking pairs (rather than adversarially), then with probability one, the algorithm terminates in finite time, and thus yields a stable matching. Roth and Vande Vate's result was later generalized by Kojima andÜnver (2006) to the canonical "many to many" extension of the stable matching problem, in which each participant on each side of the market (the two sides of the market in this setting are customarily called firms and workers) can be matched to more than one participant on the other side, (e.g., up to a given quota). 2 Another decade and a half later, Ackermann et al. (2011) focused on the number of iterations it takes the myopic algorithm to reach a stable matching, proving the following negative result: for some preference structure, while convergence with probability one is assured, it may take exponentially many iterations to reach a stable matching. Their result applies already in the one-to-one setting, and thus of course extends to the many-to-many case as well.
Through the lens of learning theory, we can view this type of interaction as corresponding naturally to Angluin's Equivalence Query model Angluin (1988) for learning a binary classifier, and its recent generalization due to Emamjomeh-Zadeh and Kempe (2017) . In this interaction model, the learner proposes a candidate structure (here: a matching), and -unless the proposal was correct (here: stable) -learns of one local mistake (here: a blocking pair). Because the queries are very coarse-grained compared to standard preference queries -after all, a query comprises an entire matching and cannot target a specific comparison or even a specific participant -we refer to the query model as the coarse query model. Viewed through this lens, the preceding results state that in the coarse query model, the myopic algorithm could take exponentially long to converge given randomly drawn (legal) responses, and might never converge given adversarial (legal) responses. Taking this learning-theoretic perspective as our point of departure, in this paper, we ask whether more sophisticated interactive learning algorithms in the coarse query model can be made to perform much better than the myopic algorithm, and if so, precisely to what extent.
Beyond a learning-theoretic interest, our main question also has implications from a "purely EconCS" perspective. A famous quote by Kamal Jain (see, e.g., Papadimitriou, 2007) questions the validity of market equilibria as a practical solution concept on the grounds that "if your laptop cannot find it, neither can the market." This quote refers to a line of work that eventually culminated in showing that even finding approximate equilibria requires an exorbitant number of queries, not only in a decentralized manner, but even by a capable central planner. Most famously, this was shown for Nash equilibria Daskalakis et al. (2009) ; Chen and Deng (2006) ; Rubinstein (2016) , and for Arrow-Debreu market equilibria Chen and Deng (2006) ; Chen et al. (2009 Chen et al. ( , 2017 ; Rubinstein (2018) , even with severely restricted utility functions. A negative answer to our main question would therefore cast doubt on the belief that a decentralized market, or even a market designer with access only to very coarse queries of "trial and error," could find a stable matching without the ability to ask each participant detailed questions about their preferences. On the other hand, thinking of a blocking pair as "minimal informative evidence" of the instability of a matching, which is arguably what is naturally observed as a first sign of a matching being about to unravel, a positive answer to our question would mitigate to some extent the negative message of Ackermann et al. (2011) , providing evidence that stability can in fact be achieved even by a market designer looking at the market through a far coarser and less informative lens than usually considered.
One-to-one markets We start our analysis in the one-to-one setting of men and women, and consider adversarial responses to the queries of our algorithm. (The model is defined precisely in Section 2.) A trivial observation is that an exponential-query brute-force search over all matchings can find a stable matching. Some further consideration gives rise to the following algorithm: at every step, fix speculative preferences for all participants; the only requirement is that these speculative preferences must be consistent with all of the information gathered so far about the participants' preferences. (In the first step, any preferences are consistent, as no information has been gathered yet.) The algorithm then proposes a matching that is stable with respect to these speculative preferences. If this matching is unstable, then the response to the query tells the algorithm that some pair (w, m) is blocking; that is, that w prefers m to her assigned partner and that m prefers w to his assigned partner. At least one of these two pairwise comparisons must contradict the speculative preferences and so constitutes new information upon which to base the new speculative preferences in the next step. Noticing that throughout the run of the algorithm, the algorithm can collect at most n 2 = O(n 2 ) pairwise comparisons for each participant's preferences, we conclude that this algorithm makes at most O(n 3 ) unsuccessful queries, and therefore finds a stable matching in O(n 3 ) queries (and in polynomial running time).
The above cubic algorithm essentially attempts to "sort" the preferences of each participant (unless it is "interrupted" by finding a stable matching). In the worst case, it uses quadratically many of its queries to "sort" each participant's preferences. While finding a stable matching in polynomially many queries is already appealing, encapsulating a quadratic-query sort within this algorithm is dissatisfying. The challenge with replacing this "inner sort" with an O(n log n)-query sort is that unlike standard sorting algorithms, in the coarse query model, the next comparison is chosen not by the algorithm, but adversarially. It is therefore a priori unclear whether the query complexity of each such "inner sort" can be improved. Our first main result, proved in Section 3, is a positive answer to this question: it is possible, at the beginning of each step of the algorithm, to choose the speculative preferences in a way such that no more than O(n log n) comparisons are ever made for any one participant, implying the following theorem: Theorem 1.1 (Informal, see Theorem 3.4). In the coarse query model, the deterministic query complexity of finding a stable matching is O(n 2 log n).
The main combinatorial tool that we leverage in our proof of this theorem is Yu's remarkable Proportional Transitivity Theorem Yu (1998) . Implementing the resulting strategy for finding the "right" speculative preferences to fix is computationally non-trivial. Fortunately, a sampling algorithm due to Huber (2006) for sampling linear extensions of a partial order can be leveraged to perform this efficiently (i.e., in running time polynomial in n), up to negligible probability of failure:
Theorem 1.2 (Informal, see Theorem 3.8). In the coarse query model, a stable matching can be efficiently found with high probability using O(n 2 log n) queries.
Can this quadratic (up to the log factor) query complexity be improved? The existing literature on the query and communication complexity of stable matchings Ng and Hirschberg (1990) ; Chou and Lu (2010) ; Segal (2007) ; Gonczarowski et al. (2019) provides some very robust lower bounds on the complexity of finding a stable matching. However, these are all obtained in a model in which each query is to the preference list of one participant, or more generally involves only preference lists of participants on one of the sides of the market. 3 The most general of these lower bounds Gonczarowski et al. (2019) states that Ω(n 2 ) queries are required to find a stable matching. Its proof hinges on their theorem that in that query model, even verifying the stability of a proposed matching requires quadratically many queries. This is in contrast with our coarse query model, in which verifying the stability of a proposed matching takes one query. In general, though, queries in any of the models of those papers are more powerful and flexible than in our coarse query model, in the sense that in those models, a query can specify, for example, a precise pairwise comparison to be revealed. By contrast, queries in our coarse query model are answered adversarially. 4 Given these differences between the models, it is quite curious that in both models, the best known upper bound (up to log factors) is quadratic. Completing the picture, we present a quadratic lower bound in our coarse query model as well: Proposition 1.3 (Informal, see Proposition 3.9). In the coarse query model, the query complexity of finding a stable matching is Ω(n 2 ). This holds even for the number of expected queries by a randomized algorithm for surely finding a stable matching when the preferences of participants on one side of the market are identical and known, and the preferences of the participants on the other side are i.i.d. uniform.
The proof of this lower bound is less elaborate than those of the quadratic lower bounds of the above-mentioned papers. This provides further evidence regarding the weakness/coarseness of the queries that are allowed in our model, in some sense making the O(n 2 log n) upper bound more surprising.
Many-to-many markets Finally, in Section 4, we generalize our results not only to many-to-one markets, but in fact "all the way" to many-to-many matching markets Roth (1984) . We consider a market with firms on one side and workers on the other, where each participant has responsive preferences Roth (1985) . That is, each participant has a strict preference order over the participants on the other side of the market, as well as a quota: the maximum number of participants from the other side of the market to which this participant can be matched. The coarse query model that we consider in this setting is similar to the coarse query model from the one-to-one setting: an interactive learning algorithm may propose a matching, and the response is either that this matching is (pairwise) stable, or a blocking pair. However, the revelation of a blocking pair only reveals that the firm prefers the worker to some worker it is currently matched with (but does not identify this worker), and that the worker prefers the firm to some firm she is currently matched with (but does not identify this firm). Thus, the information given to the algorithm is even coarser than for the one-to-one matching case. This is in line with our motivation above: focusing on the weakest/coarsest model in which the algorithm still naturally obtains information about the underlying preferences. 5 In this model, a single response does not definitively imply even a single pairwise comparison in the preferences of any participant. It therefore becomes much less clear whether or how exponentially many queries (and exponential running time) can be avoided. Indeed, this problem bears a considerable resemblance to a problem that we show to be NP-hard (see Proposition 4.2). Some further thought, though, shows that the above O(n 3 ) algorithm for the one-to-one setting can be conceptually generalized to obtain an n O(q) algorithm, where q ≤ n is the maximum quota of any participant: Theorem 1.4 (Informal, see Theorem 4.3). In the coarse query model, the deterministic query complexity of finding a stable matching is n O(q) . Furthermore, a stable matching can be found in time n O(q) using such a number of queries.
For a market with small (constant) quotas, this theorem is satisfactory. For markets in which at least one quota is large (e.g., superpolylogarithmic in the size of the market; for instance, where at least one employer employs a sizable chunk of the market), the query complexity of this theorem is too high, a result of the significantly coarser information the algorithm receives. Our main result for the many-to-many setting is nonetheless a positive one: it is possible to once again carefully set the speculative preferences in each step of the algorithm to obtain a polynomial number of queries:
Theorem 1.5 (Informal, see Theorem 4.5). In the coarse query model, the deterministic query complexity of finding a stable matching is O(n 3 log n) (regardless of the maximum quota q).
This theorem makes no guarantees regarding the running time of an algorithm that makes this number of queries. Indeed, the main problem that we leave open is designing an interactive algorithm for many-to-many markets that runs in time polynomial in n, regardless of q. As discussed in Section 5, we identify intimate connections between this open problem and open problems regarding rapid mixing of certain stochastic processes under constraints that cease to be convex when q is greater than one.
Open Problem 1.6. For the coarse query model, construct an interactive learning algorithm that finds a stable matching in many-to-many, or even many-to-one, markets with an expected polynomial number of queries and an expected polynomial run time.
As mentioned above, the coarse learning model we study can be viewed as a case of the generalized equivalence query model of Emamjomeh-Zadeh and Kempe (2017) . Note that the structures to be learned in our setting are the agents' preferences, not the matching itself; the proposed matchings serve as conduits for receiving additional information about the preferences. Emamjomeh-Zadeh and Kempe (2017) provided a general approach, based on a technique of Emamjomeh-Zadeh et al. (2016) , for learning such structures in a number of rounds that is logarithmic in the number of candidate structures. Had this technique been applicable, their technique would have implied our O(n 2 log n) bound from Theorem 3.4. However, their framework is provably not applicable to our setting, necessitating the self-contained algorithm and analysis we provide here. We prove this fact in Appendix A.
Preliminaries

The Stable Matching Problem
In a general many-to-many matching market, there is a set W of n W workers and a set F of n F firms. We will use w and its variants exclusively for workers and f and its variants exclusively unnamed breaks the well-known isomorphism Roth and Sotomayor (1990) between one-to-one and many-to-one markets: even many-to-one markets already exhibit the full difficulty of the learning problem in many-to-many markets.
for firms. We write A = W ∪ F for the set of all agents, and a and its variants when we define or reason about notation that applies equally to both sides of agents. Each worker w ∈ W has quota q w ∈ {1, . . . , n F } and each firm f ∈ F has quota q f ∈ {1, . . . , n W }. Each worker w ∈ W has a preference order (linear order) * w over a subset of F , which we interpret as the subset of firms to which w prefers being matched over being unmatched. We write f * w f to denote that w (strictly) prefers f over f , and write f * w ∅ to denote that w prefers f over being unmatched. Similarly, each firm f ∈ F has a preference order * f over a subset of W . A many-to-many matching µ ⊆ F × W is a set of worker-firm pairs such that the set of firms to which worker w is matched, µ(w) = f ∈ F (w, f ) ∈ µ , is of size at most q w , and the set of workers to whom firm f is matched,
In the special case in which q w = 1 for all w and q f = 1 for all f , this is exactly the definition of a standard (not necessarily perfect) one-to-one matching. In this case, keeping with standard nomenclature, we refer to the two sides as women W and men M , using the notation w and m and their variants for individuals. In this case, we also write µ(a) for the (unique) partner of a ∈ A. If a is unmatched, then we define µ(a) = ∅.
Given a matching µ, an agent a is individually blocking if she is matched to an agent that she does not prefer over being unmatched. A matching is individually rational if no agent is individually blocking. Given a matching µ, a pair (w, f ) / ∈ µ is called a blocking pair (w.r.t. µ) if all of the following hold:
A blocking pair would prefer to add each other to their respective sets of matches (while removing f and w from these respective sets if these sets are full). A matching µ is (pairwise) stable (with respect to the preferences * w and * f and quotas q w and q f ) if it is individually rational and no pair is blocking it. That is, if µ is stable, then it is individually rational, and furthermore, for each pair (w, f ) /
∈ µ with f * w ∅ and w * f ∅, we have either µ(w) = q w and f * w f for all f ∈ µ(w), or µ(f ) = q f and w * f w for all w ∈ µ(f ); in words, a matching is stable iff each agent is only matched to agents that it prefers over being unmatched, and furthermore for each unmatched pair (w, f ), either w is matched to her quota of partners and prefers all her current partners to f , or f it matched to its quota of partners and prefers all its current partners to w.
The Interactive Learning Model
Our goal is to design an algorithm to produce/learn a stable matching. The challenge is that * w and * f are unknown to the algorithm; nonetheless, the algorithm seeks to find a stable matching with respect to them, by gradually learning about the individuals' preferences. The learning proceeds in rounds. In each round t, the algorithm proposes a matching µ (t) . If µ (t) is stable with respect to the (initially unknown) * w and * f , the process terminates. Otherwise, the algorithm learns about one blocking pair B (t) = (w (t) , f (t) ) or one individually blocking agent. If there are multiple possible blocking pairs (and/or individually blocking agents), the one that is revealed to the algorithm is chosen adversarially. Based on this new information, the algorithm can then compute a new proposed matching µ (t+1) , and so on.
Reduction to Full Preference Lists
We will say that a matching market has full preference lists if a) All preference lists are full: each agent prefers every agent on the other side of the market to being unmatched, and b) Quotas are balanced:
w∈W q w = f ∈F q f . (In a one-to-one market this translates to n W = n M .) We say that a matching in such a market is perfect if every participant is matched to her full quota of partners. In such markets, a matching is individually rational if and only if it is perfect. Restricting attention to perfect matchings, a matching is stable if and only if it is not blocked by any pair. When stating our learning algorithms and analyzing them, it will be convenient and reduce clutter to restrict attention to markets with full preference lists. Since we will design our algorithms to only output perfect matchings, we will only have to deal with blocking pairs (rather than individually blocking agents) as responses. Luckily, by a well-known reduction in stable matching theory, this restriction is without loss of generality. See Appendix B for the details of the embedding of the general problem in the special case of full preference lists, as well as for a discussion and a word of caution on applying other well-known reductions within the context of our coarse query model.
Additional Notation
When q w = q f = 1 for the blocking pair (w, f ) = (w (t) , f (t) ), the algorithm can infer that m * w µ(w) and w * m µ(m). In the more general case, the algorithm only learns that there exist f ∈ µ(w) and w ∈ µ(f ) such that f * w f and w * f w . In Section 3, we will briefly discuss a model in which the algorithm also learns the exact identity of w and f ; unsurprisingly, in this case, the problem directly reduces to the case in which q w = q m = 1 for all w and m. 6 In either case, the algorithm obtains information about the agents' preferences in the form of "a must precede at least one element of S in a particular preference order." We write such constraints as a, S (the agent to whose preference order the constraint applies will be clear from context), and also as a, a when S = {a } is a singleton. We will consider sets C of such constraints. We say that a ranking is consistent with C if it satisfies all constraints in C. Throughout, all of our sets C will be such that at least one ranking (namely, the unknown true ranking) is consistent with C. When C is a set consisting only of constraints of the form a, a , i.e., involving only the relative order of two elements, then C precisely defines a strict partial order, and the rankings consistent with C are exactly the linear extensions of C.
One-to-One Matchings
In this section, we focus on the case in which all agents have a quota of 1, i.e., the case of women and men. We will write n = n W = n M . Recall that in this special case, the revelation of a blocking pair
and w * m µ(m); this information reduces the number of (remaining) possible preferences, by reducing either the number of possible preference orders * w or the number of possible preference orders * m .
High-Level Overview
The high-level idea of our approach is to choose µ (t) in such a way that whichever blocking pair B (t) the adversary reveals, the number of possible preference orders for at least one of w, m not only decreases, but in fact decreases by a constant factor. For each agent a ∈ A, let C (t) a be the set of all preference constraints that can be inferred from the blocking pairs revealed before (but not including) time t. That is, for a woman w, we have C
We call a scenario (at time t) a vector giving for each woman and each man a preference order consistent with all observations so far; that is, a vector ( a ) a∈A ∈ × w∈W P (t)
a | denote the number of remaining possible preference orders for a, and ρ (t) = a∈A ρ (t) a the total number of scenarios. Initially, for every agent a, there are ρ (1) a = n! possible preference orders, so ρ (1) = (n!) 2n .
Our algorithm will ensure that the number of possible preference orders for at least one agent, and thus the number of possible scenarios, decreases by a constant factor in each round t. Thus, after at most t * = log (n!) 2n = O(n 2 log n) rounds, there is at most one scenario remaining, at which point the algorithm will have identified all of the true preference orders * a . By running the Gale-Shapley algorithm using those preference orders, the algorithm then ensures that it has found a stable matching.
Representative Rankings and Proportional Transitivity
The basic idea of our algorithm is the same as in the O(n 3 ) algorithm of Section 1. In each round, the algorithm chooses a speculative preference order for each agent, and then computes a stable matching with respect to those speculative preference orders. The important improvement is to choose the speculative preference orders for all agents carefully. Specifically, we want all preference orders (t) a to be representative of the corresponding P (t) a , in the following sense.
Definition 3.1 (Representative preference order). Let C be a set of constraints (forming a partial order), and P the set of all linear extensions of C. Let p a,a = p a,a (C) be the fraction of linear orders in P that have a a . We say that is α-representative of P iff for all pairs (a, a ), whenever p a,a ≥ α, we have a a .
It is not a priori clear that an α-representative preference order even exists for a constant α < 1. This is established by the following lemma.
Lemma 3.2. Let C and α ≥ 0.8 be arbitrary, and let S α (C) = (a, a ) p a,a ≥ α be the set of all ordered pairs (a, a ) such that at least an α fraction of the linear extensions of C rank a ahead of a . Then, S α (C) is acyclic, and thus defines a partial order. In particular, every linear extension of S α (C) is a representative preference order.
The proof of Lemma 3.2 relies heavily on Yu's Proportional Transitivity Theorem Yu (1998) .
Theorem 3.3 (Theorem 3 of Yu, 1998) 
≈ 0.78, and φ ≥ φ min any constant. Let P be any partial order. For every a, a , a , if p a,a (P ) ≥ φ and p a ,a (P ) ≥ φ, then p a,a (P ) ≥ φ.
Theorem 3.3 is remarkable: it states that if a large enough fraction of linear extensions of a partial order have a ahead of a , and (at least) the same fraction have a ahead of a , then (at least) the same fraction have a ahead of a . For p = 1, this statement is of course trivial (because it exactly captures transitivity of partial orders), but that it should hold for a constant p < 1 is not at all obvious.
Proof of Lemma 3.2. Assume (for contradiction) that S α (C) contains a cycle a 1 a 2 a 3 · · · a a 1 of length . Then, p a i ,a i+1 (C) ≥ α for all i = 1, . . . , − 1. Applying Theorem 3.3 with φ = α ≥ 0.8 > φ min repeatedly, we obtain that p a 1 ,a (C) ≥ α. But this gives a contradiction with the fact that p a ,a 1 (C) ≥ α, because p a 1 ,a (C) + p a ,a 1 (C) = 1.
The Algorithm and Analysis
The high-level algorithm is given in Algorithm 1. In each iteration, it uses α-representative preference orders (for some absolute constant α ∈ [0.8, 1)) as speculative preference orders for all agents a; by Lemma 3.2, such preference orders actually exist. It then uses the Gale-Shapley Algorithm (or really, any algorithm) to compute a matching that is stable with respect to those speculative preferences. If this matching is not stable, then it updates the constraints based on the blocking pair that was revealed.
Algorithm 1 The interactive learning algorithm for one-to-one matchings.
1 Let {w, m} = B (t) be the revealed blocking pair.
12:
Let C
14:
for all a / ∈ {w, m} do 15:
16:
The total number of iterations required by Algorithm 1 is characterized by the following theorem.
Theorem 3.4. Algorithm 1 terminates after at most O(n 2 log n) iterations.
Proof. Because α ≥ 0.8, by Lemma 3.2, the algorithm can always find representative preference orders to use as speculative preference orders. Consider any iteration t in which a blocking pair B (t) = {w, m} (with respect to the true preferences * a ) was revealed. Because the Gale-Shapley Algorithm finds a stable matching, the pair {w, m} was not blocking for the preferences (t) a used in running Gale-Shapley. In particular, this means that at least one of w, m preferred their assigned partner over the other, i.e., µ(w)
The revelation of the blocking pair {w, m} rules out all linear orders * w with µ(w) * w m; we therefore obtain that ρ
w . In turn, this implies that ρ (t+1) ≤ α · ρ (t) .
We obtain that Algorithm 1 terminates after at most T = log 1 /α (n!) n = O( α 1−α · n 2 log n) = O(n 2 log n) iterations.
Remark 1. The number of iterations is O( α 1−α · n 2 log n), but because α is an absolute constant (e.g., α = 0.8, or α = 0.9 in the efficient implementation to follow), the number of iterations is simply O(n 2 log n).
The implementation of Algorithm 1, as given above, is not efficient, because we did not specify how to find representative preference orders. One way to do so is to enumerate all linear extensions of C (t) a , and use this enumeration to compute the set S α (C (t) a ) = (a, a ) p a,a ≥ α from Lemma 3.2 explicitly. Given S α (C (t) a ), finding a linear extension is simply a topological sort. Of course, the enumeration may take time Ω(n!). In the next section, we give an efficient randomized implementation, which terminates in O(n 2 log n) iterations with high probability.
An Efficient Randomized Implementation
In this section, we describe and analyze a randomized algorithm for sampling representative preference orders for a set of constraints (partial order) C. The algorithm is given as Algorithm 2.
Algorithm 2 The algorithm Sample-Representative-Preference(C).
1: Use Huber's Algorithm Huber (2006) to independently uniformly sample K = 600 ln(n) linear extensions 1 , 2 , . . . , K of C. 2: for all (a, a ) ∈ A 2 s.t. a = a do 3:
Letp a,a be the fraction of extensions i that have a i a . 4: Let S = a, a p a,a ≥ 0.85 . 5: if S is acyclic then 6:
Use Topological Sort to compute an arbitrary linear extensionˆ of S.
7:
Returnˆ . 8: else 9:
Start over from the beginning.
The two key observations about Algorithm 2 are the following: (1) the set S of sampled constraints is acyclic with high probability, ensuring (fast) termination of the algorithm; and (2) with high probability,ˆ is 0.9-representative.
To prove both statements, we begin with a simple tail bound, capturing that thep a,a are accurate estimates of p a,a . Let E denote the event that all estimatesp a,a simultaneously satisfy that |p a,a − p a,a (C)| ≤ 0.05.
Proof. First focus on one pair (a, a ). Because Huber's algorithm samples linear extensions exactly from the uniform distribution 7 , we have E p a,a = p a,a (C). The Hoeffding Bound guarantees that Prob |p a,a − p a,a (C)| ≥ 0.05 ≤ 2 exp(− K /200) = 2n −3 . A union bound over all n 2 pairs a, a now implies that all estimates are accurate to within an additive 0.05 with probability at least 1− 1 n .
Lemma 3.6. Under E, the set S of preference constraints is acyclic.
Proof. Because we are conditioning on the event E, for all constraints a, a ∈ S we must have that p a,a (C) ≥ 0.8. Acyclicity now follows from Lemma 3.2, because S ⊆ S 0.8 (C) for the set S 0.8 (C) defined in that lemma.
Lemma 3.7. Under E, the preference orderˆ returned by Algorithm 2 is 0.9-representative.
Proof. Let a, a be such that p a,a (C) ≥ 0.9. Because we are conditioning on E, this implies that p a,a ≥ 0.85, so by definition, a, a ∈ S. Becauseˆ is a linear extension of S, we get that aˆ a .
We now return to the analysis of Algorithm 1, proving the following theorem:
a ) is used to compute the speculative preference order (t) a in Line 6 of Algorithm 1, then Algorithm 1 terminates after at most O(n 2 log n) iterations with high probability; furthermore, each iteration runs in time O(n 4 log 2 n) with high probability.
Proof. Consider running Algorithm 1 for Θ(n 2 log n) iterations, with a suitably large constant. Let N be the number of those iterations in which the event E held. By Lemma 3.5, N is lower-bounded by a Binomial Θ(n 2 log n), 1 − 1 n random variable. By Chernoff Bounds, with high probability, N = Θ(n 2 log n), again for a suitably large constant.
During any iteration t in which E did not hold, we simply (pessimistically) bound ρ (t+1) ≤ ρ (t) . For the remaining iterations, Lemma 3.7 guarantees that the (t) a are 0.9 representative. Therefore, using α = 0.9, Theorem 3.4 guarantees that when N = Ω(n 2 log n), the algorithm terminates with a stable matching.
Finally, we analyze the running time. The running time of Algorithm 2 is dominated by drawing O(log n) independent uniformly random linear extensions of C. Each draw takes time O(n 3 log n) using Huber's algorithm Huber (2006) , with high probability. The failure probability of event E is 1 n , so Algorithm 2 runs in time O(n 3 log 2 n) with high probability.
In each iteration, Algorithm 1 needs to construct preference orders (t) a for all 2n agents, using Algorithm 2. The (high-probability) running time of O(n 4 log 2 n) dominates the running time of Gale-Shapley or updating the constraint sets.
A Near-Matching Lower Bound
We next prove a lower bound on the number of rounds required, which matches the upper bound up to a factor of Θ(log n).
Proposition 3.9. Let A be any interactive algorithm for finding a stable matching, randomized or deterministic, and with arbitrary computational requirements. Even when (1) the preferences of all women are known to A and identical, and (2) the preferences of all men are i.i.d. uniformly random, against adversarial answers, A must take at least Ω(n 2 ) rounds in expectation.
Proof. Let m 1 m 2 · · · m n be the men ranked by the common preference of all women. For each man i, let * i be his (uniformly random, unknown to A) preference order over women. As is well known, the unique stable matching when women have common preferences is the result of a serial dictatorship of the men in the order of these preferences. That is, inductively define the following: S 1 is the set of all women. For each i, let w i be the top choice of m i among S i , and let S i+1 = S i \ {w i } be the set of remaining women. Then, the unique stable matching has each m i matched with w i .
When A proposes a matching, let i be the lowest index of any man m i not matched with w i . Let w be the woman that i is matched with, and j be the index of w in * i . Then, there must exist some index j < j such that the woman w in position j in the preference order of m i is matched with some man m i with i > i. The reason is as follows: by choice of i, all men i = 1, . . . , i − 1 are matched with the corresponding w i . Thus, none of them are matched with w i , whose position in the preference order of i thus satisfies the requirements for the role of j.
Among all such j, fix j to be the largest, and let w be the corresponding woman. The adversary reveals the blocking pair (w, m i ).
First notice that unless A has matched m 1 , . . . , m i−1 with their corresponding w 1 , . . . , w i−1 , it learns nothing about * i . Let C i be the (random) set of all constraints on * i that A learns during its execution, with the possibility of an additional constraint stating that w i = w, i.e., that a particular woman is the correct match for m i . Because whenever A learns about * i , the set of women not matched to m 1 , . . . , m i−1 is exactly S i , there is a unique blocking pair (w, m i ) that is revealed when w is matched with m i . This reveals that w is ranked immediately above w in * i restricted to S i . Therefore, the constraints C i comprise disjoint subchains of one or more women each (we consider a woman who is not referenced by any constraint to constitute a subchain of length 1) of the linear order * i restricted to S i . Initially, when C i is empty, each woman forms a subchain by herself.
Because * i is uniformly random, so is the induced order among the disjoint subchains. Therefore, until the number of subchains is at most n /3, the probability of picking a woman from the highest-ranked subchain (which is necessary and sufficient to find w i ) is at most 3 /n. But the number of subchains is exactly |S i | − |C i | = n − (i − 1) − |C i |, because initially each woman in S i is a subchain, and each added constraint merges exactly two subchains. In particular, for each i ≤ n /3, the first n /3 blocking pairs involving m i each have probability at most 3 /n of revealing w i . Thus, the expected number of rounds with blocking pairs involving m i until A identifies w i is at least n /3. Because this is true for each i = 1, . . . , n /3, the expected number of rounds to find a stable matching is at least n 2 /9.
Many-to-Many Matchings with Extra Information
Our algorithms and analysis would have remained essentially unchanged for the case of many-tomany matchings had the algorithm, along with a blocking pair
In this case, the extra information would have still allowed the algorithm to add at least one new constraint f, f or w, w to C w or C f in each iteration. So Algorithm Sample-Representative-Preference (Algorithm 2) could have been used entirely unchanged, and the standard many-to-many variant of the Gale-Shapley Algorithm could have been used to compute a stable matching with respect to the sampled preference orders.
Computing a stable many-to-many matching with respect to unknown preferences becomes significantly more challenging when the algorithm only sees the blocking pair (w, f ), with no additional information about which agent in µ(w) or µ(f ) should be "swapped out." The modified algorithms and analysis for this case are the subject of Section 4.
Many-to-Many Matchings
In this section, we describe and analyze algorithms for many-to-many matchings when the response to a query reveals only a blocking pair (w, f ), but not the current matches f ∈ µ(w) and w ∈ µ(f ) such that f * w f and w * f w . We obtain two results. First, in Section 4.1, we assume that all quotas are bounded, and write q = max a q a . We give a simple learning algorithm that takes at most O(n q+2 ) rounds of interaction, with computation time at most O(n q+3 ) per round -this algorithm is a conceptual generalization of the simple O(n 3 ) algorithm for one-to-one matchings discussed in Section 1. Then, in Section 4.2, we present a more involved algorithm that only requires O(n 3 log n) rounds of interaction, regardless of the quotas. While the number of interactions is always polynomial, the computational requirements are not: we are currently not aware of any implementation that is not exponential in n. We show that being able to efficiently sample preference orders subject to constraints more involved than pairwise comparisons would be sufficient to obtain an efficient implementation.
The algorithms for both cases are based on modifying Algorithm 1. The main difference is the type of information that the algorithm obtains from a blocking pair. Whereas previously, a blocking pair {w, f } revealed that w prefers f over µ(w), it now only reveals that w prefers f over (at least) one participant in µ(w).
For the modified algorithm, C
a will be a set of constraints of the form a , S ; in these constraints, all sets S will have the same size, namely, q a . The algorithm uses speculative preference orders (t) a that are "representative" of C (t) a in a sense that we will describe below. The modified learning algorithm is given by Algorithm 3.
Algorithm 3 The interactive learning algorithm for many-to-many matchings.
1: Let t = 1. 2: for all a ∈ A do 3:
(1) a = ∅. 4: loop 5:
for each a do 6:
Let (t) a be a "representative" preference order for C (t) a .
7:
Let µ (t) = (µ(a)) a∈A = Gale-Shapley ( (t) a ) a∈A be a stable many-to-many matching with respect to the (t) a .
8:
if µ (t) is stable then 9: return µ (t) . Let {w, f } = B (t) be the revealed blocking pair.
12:
Increment t.
The difference between the analyses in Sections 4.1 and 4.2 is solely in the choice of the speculative preferences, and the corresponding guarantees that can be derived on the progress of Algorithm 3 and the running time of the implementation. Specifically, in Section 4.1 we will allow the speculative preferences to be arbitrary preferences that are consistent with C (t) a , while in Section 4.2 we will use speculative preferences that are representative of C (t) a with respect to a notion of representativeness that will be defined iteratively in terms of fractions of being ranked last.
Small Quotas
The simplest way to implement Line 6 in Algorithm 3 is to let (t) a be any preference order consistent with all the constraints in C (t) a . We show that such a preference order can be found efficiently.
Proposition 4.1. Assume that there exists at least one linear orderˆ consistent with C. Then, such an order can be found in time O(n · |C|).
Proof. The algorithm is a generalization of the standard Topological Sort algorithm for DAGs. It scans through all the constraints and counts, for each relevant a (either a ∈ W or a ∈ F , depending on whether a preference order is being constructed for some w ∈ W or some f ∈ F ), how many constraints there are of the form a, S . Because each constraint a, S implies that a cannot be last in the preference order, and we assumed that there is a linear orderˆ consistent with C, there must be at least one a for which there are no constraints a, S .
The algorithm picks any such a and puts it in the last remaining place of the preference order. It then removes all constraints of the form a , S with S a from C, because they have been satisfied by placing a last. It then continues with the remaining constraints for the remaining positions.
The algorithm takes n iterations, each of which take time O(C) for the scan and removal.
While the generalization of Topological Sort to the more general types of constraints is fairly straightforward, we remark on a subtlety that does not arise for standard Topological Sort. A slight generalization of the types of constraints we consider is to allow constraints both of the form "a must precede at least one element of S" and "a must follow at least one element of S." When S is a singleton, these types of constraints are the same. When the sets S can be larger, the types of constraints are different, and we showed that when only one type of constraint is allowed, a feasible assignment can be found efficiently if one exists. (And otherwise, the algorithm can determine that no feasible assignment exists.) This ceases to be true when both types of constraint are combined:
Proposition 4.2. The following problem is NP-hard: given a set C of constraints, each of which is of the form (1) z i must precede at least one element of S i , or (2) z i must follow at least one element of S i , decide whether there exists a linear order on the elements satisfying all the constraints. This holds even when |S i | ≤ 3 for all i.
Proof. We give a straightforward reduction from 3SAT. Given an instance of n variables x 1 , . . . , x n and m clauses C j , each of which is a disjunction of three literals, the reduction constructs an instance with 2n + 1 elements and n + m constraints. There are two elements z i ,z i for each variable x i , and one more elementŷ. For each variable x i , there is a constraint thatŷ must follow at least one of z i ,z i . For each clause C j = j,1 ∨ j,2 ∨ j,3 , there is a constraint thatŷ must precede at least one of the elements corresponding to the j,i ; for example, if C j = x 2 ∨x 3 ∨ x 5 , then the constraint says thatŷ must precede at least one of the elements {z 2 ,z 3 , z 5 }.
The correctness of the reduction can be easily observed by interpreting all the literals afterŷ as true. The first set of constraints captures that no assignment may make both x i andx i true, and the second set of constraints captures that each clause must have at least one true literal.
We can now prove our main theorem for the simple algorithm:
Theorem 4.3. If the algorithm of Proposition 4.1 is used to compute the speculative preference order (t) a in Line 6 of Algorithm 3, then Algorithm 3 terminates after at most O(n q+2 ) iterations; furthermore, each iteration runs in time at most O(n q+3 ).
Proof. The proof follows in the footsteps of that for Theorem 3.8. Assume that in iteration t, a blocking pair B (t) = {w, f } is revealed, implying that f * w f for some f ∈ µ (t) (w) and w * f w for some w ∈ µ (t) (f ). Again, by the non-blocking property of a stable matching with respect to the (t) a , we can infer that at least one of µ (t) (w)
w | + 1. Therefore, after each round, the quantity Φ t = a |C (t) a | increases by at least 1. The size of each constraint set C (t) a is upper-bounded by |C (t) a | ≤ n qa · (n − q a ) = O(n q+1 ). This implies that Φ t ≤ a n qa · (n − q a ) = O(n q+2 ), so the process terminates after at most O(n q+2 ) iterations. Similarly, because the algorithm of Proposition 4.1 runs in time n · |C (t) a | = O(n q+2 ) for each agent (and since the running time of each iteration is dominated by this), each iteration runs in time at most O(n q+3 ).
For the one-to-one matching case, as discussed in the introduction, this proves a bound of O(n 3 ) on the deterministic query complexity, which is obviously worse by a factor of n /log n compared to the bound we obtained in Section 3 with a more careful choice of speculative preference orders.
General Quotas
In this section, our goal is to improve the guarantee of Theorem 4.3 to eliminate the (exponential) dependence on q. As in Section 3, we do so by a more careful choice of the speculative preference orders (t) a used in Algorithm 3. Unlike in Section 3, our implementation will not be computationally efficient.
Our new sampling algorithm is a modification of Algorithm 2. It repeatedly estimates the fractions of valid preference orders (consistent with the given constraints) that have an element a in last position, among a set of remaining elements. For any set C of constraints, set U , and agent a ∈ U , let U,a (C) denote the fraction of preference orders consistent with C that have a ranked last among the agents in U . The algorithm, in each iteration t, will have a set U (t) of elements still in need of ranking, and chooses the last element based on the U,a (C) (or estimates thereof in Section 4.3). It is detailed in Algorithm 4.
Algorithm 4 The algorithm Representative-Preference-Large-Constraints(C).
1: Let U (t) = {1, . . . , n}. 2: for t = n downto 1 do 3:
4:
Placez (t) in position t ofˆ .
5:
Let
Akin to the analysis of representative preference orders in Section 3, we will show that the preference orderˆ produced by Algorithm 4 guarantees a reasonable reduction in the number of remaining consistent preference orders.
Lemma 4.4. Letˆ be the preference order returned by Algorithm 4. Let a , S be any constraint that holds in more than a 1− 1 n fraction of preference orders consistent with C. Then, a precedes at least one element of S.
Proof. Let a , S be any constraint that holds in more than a 1− 1 n fraction of the preference orders consistent with C. Let t be the iteration of Representative-Preference-Large-Constraints(C) in which an element of S ∪ {a } was placed for the first time, i.e., t = min t z (t ) ∈ S ∪ {a } .
Because the algorithm choosesz (t) ∈ argmax a U (t) ,a (C), it ensured in particular that
In particular, because no element of S had been previously placed, and since a , S was assumed to be a constraint holding in (strictly) more than a 1− 1 n fraction of the preference orders consistent with C, we get thatz (t) = a , so by definition of t, an element of S must be placed in iteration t. This implies that a precedes at least one element of S, namely,z (t) .
Theorem 4.5. If Representative-Preference-Large-Constraints(C (t) a ) is used to compute the speculative preference order (t) a in Line 6 of Algorithm 3, then Algorithm 3 terminates after at most O(n 3 log n) iterations.
Proof. As in the proof of Theorem 3.4, consider any iteration t in which a blocking pair B (t) = {w, f } (with respect to the true preferences * a ) was revealed. Because the Gale-Shapley Algorithm finds a stable matching, the pair {w, f } was not blocking for the preferences (t) a used in running Gale-Shapley. In particular, this means that at least one of w, f preferred all of their assigned matches over the other. Without loss of generality, assume that µ (t) (w)
By Lemma 4.4, applied to (t) w , we infer that at least a 1 n fraction of the preference orders consistent with C 
. We obtain that Algorithm 3 terminates after at most T = log n n−1 (n!) n = O(n 3 log n) iterations.
As in the case of Theorem 3.4, Theorem 4.5 makes no statement about computational efficiency. Unlike in the case of one-to-one matchings, we are not aware of any efficient implementation. However, in the remainder of this section, we will show that as with one-to-one matchings, an ability to sample (nearly) uniformly preference orders from among all satisfying a given constraint set would be sufficient to achieve an efficient implementation. The obstacles to sampling are discussed in more depth in Section 5.
Estimations via Sampling
Instead of the actual values U (t) ,a (C), Algorithm 4 can be run with estimatesˆ U (t) ,a (C). Specifically, in each iteration t, the algorithm can sample K = 6n 2 ln(n) linear orders (t) i independently and uniformly from the set of all linear orders satisfying all constraints C. Then,ˆ U (t) ,a (C) is the fraction of sampled orders that have a ranked last among U (t) . The algorithm uses the esti-matesˆ U (t) ,a (C) in place of the actual U (t) ,a (C). We will refer to this variant of Algorithm 4 as Sample-Representative-Preference-Large-Constraints.
We reiterate that we are not aware of any computationally efficient algorithm to sample such (t) i , even approximately uniformly. Nonetheless, we will analyze the impact of such sampling, and show that the remainder of the algorithm works as before.
We define (high-probability, as we will show) events E t , which jointly will guarantee that the samples are sufficiently accurate. Specifically, E t is defined as the event that all estimatesˆ U (t) ,a in round t are accurate estimates to within at most ± 1 2n . More formally, the event E t is defined as U (t) ,a (C) −ˆ U (t) ,a (C) ≤ 1 2n for all a ∈ U (t) . We begin by showing a suitable high-probability guarantee on these events.
Lemma 4.6. For all t and all sets U , we have that Prob[E t | U (t) = U ] ≥ 1 − 2 n 2 .
Proof. Consider any iteration t and condition on U (t) = U . Let a ∈ U be arbitrary. Because the i are sampled uniformly randomly, by definition, E ˆ U,a (C) = U,a (C). The Hoeffding Bound guarantees that Prob |ˆ U,a (C) − U,a (C)| ≥ 1 2n = 2 exp(−2K/(2n) 2 ) ≤ 2n −3 . A union bound over all of the at most n elements a ∈ U now implies that all estimates are accurate to within an additive 1 2n with probability at least 1− 2 n 2 .
Define the event E = n t=2 E t to be the event that all relevant estimates in all iterations of Sample-Representative-Preference-Large-Constraints(C) are accurate up to an additive 1 2n . By the union bound, Prob[E] ≥ 1 − 2 n . The key implication of the event E is captured by the following lemma, which is a slightly weaker version of Lemma 4.4:
Lemma 4.7. Assume that the event E happened, and letˆ be the preference order returned by Sample-Representative-Preference-Large-Constraints(C). Let a , S be any constraint that holds in more than a 1− 1 2n fraction of preference orders consistent with C. Then, a precedes at least one element of S.
Proof. The proof is nearly identical to that of Lemma 4.4. In the iteration when an element of S ∪ {a } is placed for the first time, the algorithm uses the estimatesˆ U (t) ,a instead of U (t) ,a . Under the event E, the fact that U (t) ,a < 1 2n by assumption and that the estimate is accurate to within an additive ± 1 2n means thatˆ U (t) ,a < 1 n , so again, a cannot be placed in this iteration.
We obtain the following theorem.
Theorem 4.8. If Sample-Representative-Preference-Large-Constraints(C (t) a ) (i.e., Algorithm 4 when run using random sampling-based estimates) is used to compute the preference order (t) a in Line 6 of Algorithm 3, then Algorithm 3 terminates after at most O(n 3 log n) iterations with high probability; furthermore, each iteration requires drawing O(n 2 log n) samples for n iterations of the for loop of Algorithm 4, for each of the n agents. Thus, each iteration requires drawing O(n 4 log n) samples.
Proof. The proof is practically identical to that of Theorem 3.8. Because E has high probability, if the algorithm is run for Θ(n 3 log n) iterations, the number of iterations in which its speculative preference orders are such that they sufficiently reduce the number of candidate scenarios is also Θ(n 3 log n). The other iterations do not guarantee progress, but cannot increase the number of remaining scenarios. Thus, up to constant, we achieve the same guarantees as the deterministic Theorem 4.5.
Conclusions
We presented interactive algorithms for learning stable matchings, both in the case of one-to-one matchings and in the case of many-to-many matchings. The algorithm repeatedly proposes a matching; if the matching is not stable, the algorithm is informed of one blocking pair. We showed that in the case of one-to-one matchings, there is a computationally efficient interactive algorithm that finds a stable matching after at most O(n 2 log n) rounds of interaction with high probability.
We also showed that any algorithm for finding a stable matching in this model requires Ω(n 2 ) rounds of interaction, even in expectation.
Our algorithm extends to the case of many-to-many matchings, where the guarantee on the number of rounds deteriorates to O(n 3 log n). However, this algorithm is not computationally efficient; an "efficient" version can be constructed which requires O(n q+2 ) iterations when each agent can be matched with at most q other agents.
The most immediate open question is whether the algorithm with O(n 3 log n) rounds of interactions can be implemented in polynomial time. A sufficient condition for doing so would be to be able to sample (approximately) uniformly from the set of all linear orders consistent with a set of constraints of the form "element z must precede at least one element from the set S." This is an interesting sampling question in its own right, and it also has applications in other scenarios in which a principal is trying to learn preference rankings of agents from observed behavior, e.g., in the case of learning valuations of single-minded buyers from their product choices.
This sampling problem appears non-trivial. As we discussed (and heavily used), the special case when all sets S have size 1 is exactly the problem of sampling a linear extension of a given partial order. This is accomplished by the well-known Karzanov-Khachiyan chain Karzanov and Khachiyan (1991) , which starts from any feasible linear extension (e.g., computed by Topological Sort), and repeatedly picks a uniformly random index i, swapping elements i and i + 1 with probability 1 /2 if doing so is consistent with the partial order constraints, and doing nothing otherwise. Karzanov and Khachiyan show rapid mixing of this chain by studying conductance properties of the order polytope associated with the partial order Stanley (1986) . Bubley and Dyer (1999) show that giving a slight bias towards sampling indices i towards the middle of the ranking leads to a much simpler analysis based on a beautiful and elementary path coupling. One could still aim to prove rapid mixing for the Karzanov-Khachiyan chain, applied to constraints in which the sets S are larger than singletons. Unfortunately, the natural representation of constraints in n-dimensional space ceases to be convex, so it is not clear whether the conductance arguments can be applied. Similarly, the specific path coupling of Bubley and Dyer also seems to break down for more complex constraints.
An open question with fewer implications, but possible technical interest, is whether the number of iterations can be reduced from O(n 3 log n) to O(n 2 q log n) when all agents' capacities are bounded by q. One would not expect a better bound, because even when the rankings are not constrained at all (e.g., in the first iteration), a constraint of the form a, S only rules out a 1 |S|+1 fraction of rankings. A sufficient result would be a generalization of Yu's Proportional Transitivity Theorem Yu (1998) . A possible formulation of such a result would be the following. For a given set C of constraints of the form a i , S i , where each |S i | ≤ q, let C φ be the set of all constraints a, S with |S| ≤ q such that at least a φ fraction of all rankings consistent with C satisfies a, S . Theorem 3.3 can then be restated as saying that when q = 1, for every φ ≥ φ min , we have that
A possible extension of Yu's Theorem would then state that for every q, there is a
Proving such an extension -if it were true -would likely require a very different approach from that of Yu (1998) . Yu's proof is based on an application of Shepp's XYZ inequality Shepp (1982) , combined with a dimension reduction technique of Ball (1988) (see also a similar proof in Kahn and Yu (1998) ). Ball's result very heavily relies on the set under consideration (here, the order polytope) being convex, since it relies on the Brunn-Minkowski Inequality. As discussed in the preceding paragraphs, the natural n-dimensional representation of larger constraints ceases to be convex, so one of the key techniques will fail to be available.
A Inapplicability of the Binary Search in Graphs Framework
In Emamjomeh-Zadeh and Kempe (2017), a framework was proposed for analyzing the number of rounds necessary to learn combinatorial structures in interactive learning settings such as ours. In the framework of Emamjomeh-Zadeh and Kempe (2017) , which generalizes Angluin's Angluin (1988) Equivalence Query Model, an algorithm repeatedly gets to propose a "structure," and either learns that it has proposed the correct structure, or is given a small "local" correction to the structure. The key notion in Emamjomeh-Zadeh and Kempe (2017) is their Definition 2.1, restated here as follows:
Definition A.1. Let G be a (directed or undirected) graph whose nodes are the N candidate structures and whose edges have positive weights. For each node/structure v, let R v be the set of possible responses that the learner can receive, and let Γ v denote the neighborhood of v in G. It is required that for each v, there be a mapping φ : R v → Γ v with the following property: if t is the correct structure (the "target") and r is a correct response to the structure v when t is the target, then φ(r) must lie on a shortest path from v to t in G.
Using machinery from Emamjomeh-Zadeh et al. (2016) , it is shown in Emamjomeh-Zadeh and Kempe (2017) that under the feedback model of Definition A.1, the correct structure can be learned in few rounds of interactions. Specifically, assume that the structure is known to lie in a set S of N 0 ≤ N of the candidate structures. If G is undirected, then the correct structure can always be learned in at most log 2 N 0 rounds of interaction. This result furthermore extends to some directed graphs: if each edge e (of weight w e ) is part of directed cycle of total weight at most cw e , then the correct structure can be learned in at most log c c−1 N 0 rounds of interaction. (Notice that undirected graphs are subsumed by the special case c = 2.)
The proof of this result relies heavily on Proposition 2.1 of Emamjomeh-Zadeh and Kempe (2017), the relevant special case of which we restate here as follows:
Proposition A.2 (Proposition 2.1 of Emamjomeh-Zadeh and Kempe, 2017) . Let G be a (weighted, directed) graph satisfying Definition A.1, and assume that each edge e of weight w e is part of a cycle of total weight at most cw e . Then, for every set S ⊆ V (G) of nodes, there exists a node v = v(S) such that for every valid response r ∈ R v , at most a c−1 c fraction of the nodes in S have a shortest path from v to them starting with the edge φ(r). While our interaction model at a high level is exactly that of Emamjomeh-Zadeh and Kempe (2017), we show that for finding stable matchings, there is no useful graph G (undirected or directed) satisfying Definition A.1. Thus, the techniques of Emamjomeh-Zadeh and Kempe (2017) cannot be leveraged to obtain our O(n 2 log n) result from Theorem 3.8. We will show this result even for the simplest case of one-to-one matchings.
First, in applying the framework of Emamjomeh-Zadeh and Kempe (2017), it is important to clarify which structures would comprise the nodes of G. While the algorithm proposes a matching in each round, the revelation of a blocking pair does not constitute a local correction or improvement of the matching itself, but provides information about the underlying preferences. Therefore, the set of all candidate structures is the set of all 2n-tuples of n-element preference orders, i.e., there are (n!) 2n structures. Because there are only n! possible matchings, by symmetry, each matching is stable for (n!) 2n−1 structures, and the algorithm succeeds when it guesses any one of them. The feedback is always consistent with one particular (adversarially chosen) structure.
In each round, a blocking pair reveals to the algorithm exactly one (not necessarily adjacent) transposition in one or two of the preference orders. We show that even the following, apparently simpler, interactive search problem cannot be encoded in a graph satisfying Definition A.1. Proposition A.3. Consider the following interactive learning problem: The set of structures is the set of all preference orders over n elements. There is an (unknown to the algorithm) correct preference order * . In each round t, the algorithm proposes a preference order (t) . Unless (t) equals * , the algorithm is shown one (not necessarily adjacent) pair of elements that (t) and * have in opposite orders.
There is no (weighted) undirected graph G for this feedback model satisfying Definition A.1. There is also no (weighted) directed graph G for this feedback model in which each edge of weight w e is part of a directed cycle of total weight at most cw e , for any c < n.
Notice the contrast between Proposition A.3 and Lemma 3.1 of Emamjomeh-Zadeh and Kempe (2017) , which states that when the pair of elements that is revealed is always adjacent, there exists an undirected (and unweighted) graph satisfying Definition A.1, leading to an efficient learning algorithm.
Proof. We prove the proposition by showing that it violates the conclusion of Proposition A.2 for any c < n. Specifically, let S be the set of all n cyclical shifts of (1, 2, . . . , n), i.e., the orders 1 = [1 2 3 · · · n], 2 = [2 3 · · · n 1], 3 = [3 4 · · · n 1 2], . . . , n = [n 1 2 · · · n − 1]. Let v denote the node corresponding to be any linear orderˆ of {1, . . . , n} (not necessarily in S). We will focus on the response r ∈ R v defined as follows. If there exists any index i such that i+1ˆ i, then r reveals any such pair (i+1, i), informing the algorithm that i should precede i+1. Notice that the only order in S not consistent with this information is i . If no such i exists, thenˆ must equal 1 . In this case, r reveals that n should precede 1; this is consistent with all of S except 1 .
We have shown that there is a set S of size n such that for each proposed node v corresponding to a linear orderˆ , there exists a valid response r such that an n−1 n fraction of S is consistent with r. Hence, any (weighted, directed) graph G satisfying Definition A.1 must have some edge e of weight w e that is not part of any cycle of total weight less than nw e .
In particular, applying the techniques of Emamjomeh-Zadeh and Kempe (2017) cannot guarantee a better bound than log n n−1 (n!) 2n = Ω(n 3 log n) for the number of rounds. Notice that a bound of O(n 3 log n) is in fact worse than even the bound of O(n 3 ) obtained by the simple O(n 3 ) algorithm for one-to-one matchings discussed in Section 1. This confirms that the techniques of Emamjomeh-Zadeh and Kempe (2017) cannot be applied to yield a more direct proof of our result, and the machinery of proportional transitivity appears necessary to obtain our results.
B From Partial Preference Lists to Full Preference Lists
In this appendix, we explain why by a well-known reduction in stable matching theory, restricting attention to markets with full preference lists is without loss of generality. Given any market with partial preference lists, for each agent a with quota q a we will add to the other side of the market q a new "phantom" agents, each with a quota of 1. These agents will rank a first, and then rank all other agents on a's side of the market (real and phantom) in arbitrary order. We complete the preference order of a by appending to it, after all agents acceptable to a, the q a phantom agents of a, followed by all other agents on the other side of the market in arbitrary order; these are the other phantom agents as well as real agents that are unacceptable to a.
Under this construction, it is well known that there is a bijection between the set of matchings µ in the original (partial preference lists) market and the set of perfect matchings µ in the completed (full preference lists) market in which no pair of phantom agents block. This bijection is as follows: µ ⊇ µ, and in addition, in µ each agent a is matched with the q a − µ(a) of its phantom agents that it prefers the most. (The remaining, phantom, agents are matched among themselves to create no blocking pairs between them.) Under this embedding, µ is stable if and only if µ is stable, a pair (w, f ) ∈ W × F is blocking in µ if and only if it is blocking in µ , and an agent a individually blocks µ if and only if it blocks µ with one of its phantom agents (as a blocking pair).
Given the above, it is now clear why an algorithm designed to work only with markets with full preference lists can be applied to interactively learn a matching also in markets with (possibly) partial preference lists. Consider the following intermediary protocol between this algorithm A and the environment with partial preference lists: the intermediary will execute A, aiming to learn a stable matching in the "completion" of the market of the environment to full preference lists. When A outputs a perfect matching µ in the completed market, the intermediary will present to the environment the corresponding matching µ in the original market. 8 Any blocking pair or individually blocking agent revealed by the environment will then be translated by the intermediary to a blocking pair with respect to µ, and revealed to A. Once A learns a stable matching µ in the completed market, the intermediary will have learned a stable matching in the original market, as desired. 9
For the above reason, in our analysis, we assume without loss of generality that all preference lists are full, and we construct learning algorithms that only output perfect matchings. Therefore, if the proposed matching is unstable, then a blocking pair is revealed. We conclude this appendix with an observation that shows that one should be careful with applying even well-known reductions within the context of our coarse query model.
We have shown that any algorithm for full preference lists can be converted into an algorithm for partial preference lists. While any algorithm for partial preference lists can also be converted to work with full preference lists in the adversarial model, we observe that this is in fact not true in other models, due to the requirement to always propose perfect matchings. To see this, consider the result of Roth and Vande Vate (1990) which we mentioned in Section 1, which states that in a model where the response blocking pair is chosen randomly among all blocking pairs based on a myopic (i.e., which depends only on the proposed matching) distribution that gives positive probability for any of the blocking pairs, with probability one, the myopic algorithm converges. As already mentioned in passing, this result crucially depends, even for markets with full preference lists, on the ability to resolve the blocking pair by matching its agents and leaving their previous partners unmatched. Indeed, Tamura (1993) showed that if their partners were to be rematched with each other immediately (as in Knuth's original version of the myopic algorithm), then the algorithm would never converge from some initial (perfect) matchings -the existence of a "path" from these matchings to a stable matching depends on the ability to leave the former partners of a blocking pair unmatched. Tamura (1993) also shows that to fix this problem, an additional type of query -identifying certain cycles -is required.
In our adversarial setting, though, this issue could not have arisen: since in a matching with full preference lists, the two former partners of a resolved blocking pair together form a new blocking pair, the environment can simply report this pair (and force it to match if the algorithm is myopic) before continuing. More generally, in an adversarial setting, the requirement to always propose perfect matchings does not restrict the power of any learning algorithm since even without this requirement, the adversary can always reveal individually blocking agents if they exist, and thus never reveal any new information for matchings that are not perfect. (On the other hand, a randomly, rather than adversarially, chosen blocking pair may indeed contain new information, which is what saves the myopic algorithm of Roth and Vande Vate (1990) from failing.)
