Concatenation works with strings, not numbers. To avoid the abuse of program operations, most languages impose a restrictive type system, which forbids the (syntactic) formation of certain faulty program phrases. However, type systems are too coarse to solve the general problem, which includes array indexing outside of its proper bounds, division by zero, dereferencing of null pointers, and jumping to non-function pointers. These problems are beyond the capabilities of standard type systems, and different languages deal with sulch run-time errors in different ways. Unsafe languages like C [17] ignore the problem and leave it to the programmer to insert checks where appropriate.
As a result C programs are notoriously prone to inexplicable crashes [20] . In contrast, safe languages *The authors are supported in part by NSF grants CCR 91-2251S
and CDA-9414170.
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The programmer can browse the information and thus improve his understanding of the program's execution behavior.
The rest of the paper proceeds aa follows, The following section outlines the information computed by MrSpidey.
The user interface that presents this information to the programmer is described in the third section, and the fourth section presents the results of a preliminary experiment evaluating the usefulness of MrSpidey.
Technical details involved in the implementation are covered in the fifth section, and the sixth section describes related work.
The seventh section presents our conclusions and future research directions.
2

Set-Based Analysis
MrSpidey's underlying set-based analysis algorithm handles all fundamental constructs of Scheme, including conditionals, assignable variables, mutable structures, and first-class continuations.
In this section, we outline the information produced by the analysis in terms of a simple functional subset of Scheme. For a full presentation of set-based analysis for a realistic language, we refer the interested reader to a related report [6] .
2.1
The Source Language
The sample language is a simplified, J-calculus-like language: see Figure 1 . The language includes the primitives cons, car, and cdr for list manipulation, First, it derives constraints in a syntax-directed manner from the program text. These constraints conservatively approximate the dataflow relationships of the analyzed program. Second, it determines the minimal (i. e., most accurate) abstract store satisfying these constraints.
This abstract store is a valid abstract store for the analyzed program.
Let us illustrate the syntax-directed derivation of constraints for two kinds of sentences: Constraints for the remaining classes of terms can be constructed in an analogous manner. Solving the derived constraints to produce a valid abstract store is straightforward
[11].
A Sample Analysis
Consider the following toy program:
(define sum (A tree.
(if (nwnher? tree) tree (+ (sum (car tree~')") (sum (cdr tree)))))) (sum (cons (cons nill' l~')z' 2Z')Z7)
The program defines the function sum, which computes the sum of all leaves in a binary numeric tree. Such a tree is either a leaf, represented as a number, or an interior node containing two sub-trees, represented as a pair. However, sum is applied to the ill-formed (1)
(6)
(8)
(lo) To solve these constraints for S(/l ), we derive the implied invariants:
S(/7)~S(tree) (11) From (9), (11) :
(cons 15 /6) E S(tree) While deriving an abstract store for the analyzed program, the set-based analysis algorithm also constructs a jlo w graph [14] from the subset relations.
The flow graph models how values "flow" through a program during an execution, and provides an intuitive explanation for each value-set invariant produced by the analysis. Let us illustrate this idea by considering how the value nil flows through the program sum. During an execution, the expression nil~s simply returns the value nil, which becomes the first element of the pair created by (cons nil~' li')~'. Since this pair is a result value of the expression tree", the value nil is extracted by (car tree~' )~a. This value is then bound to the formal parameter tree via the function call (sum (car treeZ1 )1'), and gets returned as the result of the expression treell. Figure4shows the set-description expression displayed by clicking on the variable tree.
3.3
The Value Flow Browser
During the constraint derivation phase of the set-based analysis, MrSpidey constructs a value flow graph frclm subset relations.
The value flow graph models the flow of values between various points in the program. Each edge in this graph is presented as an arrow overlaid on the program text.
Because a large numbers of arrows would clutter the program text, these arrows are presented in a demand-driven fashion.
To inspect the incoming edges for a given program term, the programmer clicks on the value set invariant of that term. Figure 5 shows the incoming edges for the parameter tree. Hyperlinks associated with the head and tail of each arrow provide a fast means of navigating through textually distinct but semantically related parts of the program, which is especially useful on larger programs. Clicking on one end of an arrow moves the focus of the editor buffer to the term at the other end of the arrow, and also causes the value set invariant for that term to be displayed.
Using these facilities, a programmer who encounters a surprising value set invariant can proceed in an iterative fashion to expose the portions of the value flow graph that influence that invariant.
To expedite this iterative process, MrSpidey also provides an ancestor facility that automatically exposes all portions of the value flow graph that influence a particular invariant, thus providing the programmer with a complete explanation for that invariant.
In some cases, the number of arrows presented by Figure 4) shows that this set includes the inappropriate argument nil. By using the ancestor and filter facilities, we can view how this erroneous value flows through the program:
see Figure 6 . The displayed information makes it obvious that the error is caused by application of sum to the ill-formed tree (cons (cons nil 1) 2 The participating group consisted of 15 students taking an undergraduate course on programming languages. The students had been introduced to the basics of types and type-safety.
All students had a working knowledge of Scheme; none had previously used either static debugger.
They were given a 25 minute lecture on setbased analysis and a 45 minute tutorial on the use of the two systems.
The participants were split into two groups, with people of comparable skill separated based on homework assignments.
For each test program, the participants in one group used MrSpidey/graphical, while those in the other group used MrSpidey/textual, with the groups alternating analysis tools between programs. The participants were not allowed to execute the programs. The participants had thirty minutes to work on each of six programs.
The programs were excerpts, ranging from one to four pages in length, of larger projects. Each excerpt contained at least one bug and possibly additional run-time checks inserted due to the approximate nature of the analysis.
The participants were asked to classify the cause of each run-time check as either:
q a program error, or e a weakness in the proof system.
In the first case, the participants were asked to fix the program; in the second case, they were asked to explain why this check would never raise an error at run-time.
We observed the progress of the participants and their interaction with the tools. The participants typically used most, if not all, of the facilities of MrSpidey. With the graphical version, students used both the ancestor and filter facilities to display portions of the flowgraph explaining the derivation of certain value set invariant.
They mentioned that the ability to track down the origin of values, and especially to focus attention on selected classes of values, was particularly useful in understanding and eliminating checks and errors. Our observations also suggest that the graphical user interface provides much easier access to the results of the analysis than the textual interface.
The users of MrSpidey/textual typically had to work with three different sources of information: the source program, the annotated code, and the console window. The users of MrSpidey/graphical could avoid this context switch-ing since all of these information sources were combined into a single window.
Indeed, one user of MrSpidey/textual tried to reconstruct exactly the information provided by MrSpidey/graphical.
The student began annotating the printed copy of a test program with value set descriptions and with arrows describing portions of the value flow graph.
Our productivity measurements were inconclusive due to what we believe was an overly artificial experimental setup. We intend to continue our observations through the rest of the semester and to report on them in an expanded version of the paper.
5
The Implementation of MrSpidey
MrSpidey is a component of DrScheme, a comprehensive Scheme development environment. DrScheme consists of several components.
Its core component is MrEd; the syntax interface is Zodiac.
The following subsections describe these components in some details and provide pointers to relevant technical reports.
5.1
Macro Expansion The arrows used to present flow information are not part of the editor's standard built-in functionality, but it was easy to extend the editor class with arrow drawing capabilities using other components of the graphical library.
MrEd's object system provides a robust integration between the Scheme implementation and the underlying graphical class library. The integration of the library through the object system is easily understood by GUI programmers.
The object system also provides an important tool for designing and managing the components of a graphical interface. Because the implement ation of MrSpidey exploits this object system, it can absorb future enhancements to the editor and it is easily intergrated into the DrScheme environment. 
