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sampled at each simulation. Let consider a given set of demes X (typically reduced to the geographic coordinates of their centroïd).
The environment E is defined by i known ecological quantities which are functions of space and time, typically climate layers from the WorldClim global climate database (www.worldclim.org), or a niche suitability dataset estimated from an external niche modeling step (He et al., 2013a) .
Demography 128
The demographic simulation process goes from time t 0 to t S and iteratively constructs the function N giving the number of individuals in deme x ∈ X at time t:
N is initialized by setting N (., t 0 ) the initial distribution of individuals across demes at the first time t 0 .
Typically for a biological invasion, this is restricted to the introduction site(s) with the number of introduced individuals (Estoup et al., 2010) . For endemic species, paleoclimatic distribution can be considered as starting point. The number of descendantsÑ t x in each deme is sampled in a distribution conditionally to a function of the the local density of parents, for exampleÑ t x ∼ P oisson(g(x, t)), where g can be for example a discrete version of the logistic growth as in Currat et al. (2004) .
The r (respectively k) term is the growth rate (respectively the carrying capacity), defined as a function of the environmental quantities with parameter θ:
Non-overlapping generations are considered (the parents die just after reproduction). The children dispersal is done by sampling their destination in a multinomial law, that defines Φ t x,y the number of individuals going from x to y at time t:
The term (m xy ) y denotes the parameters of the multinomial law, giving for an individual in x its proability to go to y. These probabilities are given by the dispersal law with parameter θ:
After migration, the number of individuals in deme x is defined by the total number of individuals converging to x:
Coalescence

129
These quantities are used for defining the coalescence process which is defined by the following stochastic process going from t s to t 0 : knowing that a child node c is found in j ∈ X, the probability for its parent p to be in i ∈ X is :
Knowing that the parents p 1 (p 2 ) of nodes c 1 (c 2 ) are in x at time t, the probability for the children to coalesce in the same parent is :
A forest of random coalescent trees is then constructed backward in time, until t 0 is reached. Note that 130 at this point the Most Recent Common Ancestor is not necessarily found, and assuming that t S − t 0 is 131 small enough no neglect mutations, the simulation can end with a collection of trees rather than a complete 132 genealogy. When exposing the concept of coalescent trees above in the mathematical model, it has been useless to define 136 exhaustively the tree properties or the exact nature of its nodes and branches. These are details humans typ-137 ically abstract away, which leads to high generalization and low intellectual overhead. However, a computer 138 program has to deal with an impressive number of details, and if these details are not carefully separated 139 from the general concerns when writing the code, it leads to poor generalization (see Alexandrescu, 2001, 140 p.xvii). Indicators of a lack of generalization are typically numerous dependencies across code, monolithic 141 classes and a high rate of code duplication. Consequences are defined by Martin (2000) All the data type manipulated by a same general algorithm do not have to be linked by the rigid hierarchical 167 relation imposed by OOP : the generic programming allows for uniform manipulation of independent types.
168
In generic programming an algorithm is not defined in terms a particular type, but in terms of a set of 169 constraints wielded on the type by the algorithm internals; this set is frequently defined as a concept and 170 represents an implicit interface. Thus the algorithm will work with any type fulfilling these constraints,
171
allowing for high abstraction level without loss of efficiency. Generic programming allows to implement the 172 coalescence algorithms with great generalization, making minimal assumptions on the type handled.
173
The simple task to merge two nodes uniformly at random in a sequence of nodes can be defined as follow: The output will give the Newick format character string ((d,a) ,b,c) representing the following coalescent 283 tree.
The output can be exported for example on an online tree viewer such as iTol (Letunic and Bork, 2006) .
286
Quetzal is not restricted to this simple example and any arbitrarily more complex formatting functions can 287 be considered, for example to represent branches length or nodes position in a landscape.
288 5 Quetzal components for simulation 289 The manipulation of the genealogies is the most fundamental aspect of all coalescence-based application 290 programs, so the abstraction of the ancestry relationship is expected to be always useful, and the algorithms 291 written in terms of this abstraction are expected to be highly reusable.
However, an open-ended number of 292 generative model variants can be considered: we present here a number of components that are most likely 293 to be necessary when implementing them. Note that these components are intended to be independent.
294
For example, if a demographic simulation is usually run after reading some environmental quantities in 295 a geographic file, this does not have to be the case. Indeed any user-defined set of coordinates can be 296 used to represent the demic structure, and environmental quantities can for example be represented by any 297 mathematical function of the geographic space. Accordingly, the type of the geographic coordinates used in 298 the geography module does not pervade the other modules. 
