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Abstract
This paper describes an investigation into the eects of class couplings on changes made to a commercial C++ application over a
period of 2 1
2
yr. The Chidamber and Kemerer CBO metric is used to measure class couplings within the application and its limi-
tations are identified. Through an in-depth study of the ripple eects of changes to the source code, practical insight into the nature
and extent of software couplings is provided.
Ó 2000 Elsevier Science Inc.
1. Introduction
Coupling (Stevens et al., 1979) is well recognised as
one of the fundamental qualitative measures of the
ÔgoodnessÕ of a software design or implementation. The
issues behind this measure contribute to the testability
and maintainability of a software system, which, in turn,
contribute to the overall costs involved in supporting
software systems. In general it is desirable to strive for
low (or loose) coupling and high (or tight) cohesion.
Coupling metrics have been designed for use during
dierent stages in the software engineering lifecycle.
Briand et al. (1996) discuss various degrees of granu-
larity in counting the connections within a system of
classes. These degrees range from a coarse grain count
of class linkages, through to a fine grain count of indi-
vidual member function connections, including consid-
eration of the parameters passed in messaging
interactions between instances. Obviously, the finer
measurements can only be made when the actual source
code is available. However, even when source code is
available, it is not clear whether the coarse grain mea-
sures are useful predictors of various software charac-
teristics, or if the finer grain measures are necessary. One
of the objectives of this paper is to try to assess the
usefulness of a coarse grain measure of connectivity
within a system of implemented objects.
Briand et al. (1996) have produced a thorough survey
of coupling measurements for object oriented systems.
They identify various frameworks for coupling (Briand
et al., 1996a). Through these frameworks the myriad
ways by which object oriented systems are coupled can
be appreciated. These couplings can be summarised as:
1. Class linkage via interface or implementation (via the
friend clause in C++). Also whether the linkage is uni-
or bi-directional.
2. Aggregation where one object contains instances of
other classes.
3. Message passing between objects including the num-
ber of distinct message types and the nature (i.e. read
only or read/write) and number of parameters passed
in a message. This relates to the strength of the
coupling.
4. Inheritance.
5. Indirect couplings where class X is directly coupled to
Y and Y to Z therefore X is indirectly coupled to Z.
At the most basic level dierent classes can be cou-
pled to one another by direct links through embedded
pointers. Then within a class, dierent member func-
tions can be coupled to one another as depicted in Fig. 1.
Chidamber and Kemerer (1994) proposed a coupling
measure called CBO, which they define as ‘CBO for a
class is a count of the number of other classes to which it is
coupled’. In essence then, it is reasonable to assume that
a simple count of the number of associative and aggre-
gate class relationships (Rumbaugh et al., 1991) in
which a given class participates provides a measure of
CBO. This approach was used to determine the CBO
metric for the system of classes studied. Fig. 2 provides
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our interpretation of the class relationships contributing
to the CBO metric (using UML notation for example
Eriksson and Penker, 1998).
Each occurrence of these relationships in a class
contributes unity to the CBO measure. The CBO mea-
sure therefore covers the coupling types identified by
points 1 and 2 in the preceding list – except for the
ÔfriendÕ clause in C++. Chidamber and Kemerer (1994)
also imply that their CBO metric takes account of in-
heritance (point 4 above). Our implementation of the
CBO metric does not take account of inheritance. The
issue of inheritance is discussed in Section 2.
In a previous paper (Wilkie and Hylands, 1998) we
suggested that a more comprehensive measure of class
coupling involves not only a consideration of the class
relationships but also of the methods (or member
functions in C++ terminology) involved in the interac-
tions facilitated by the class relationships. This proposal
essentially covers point 3 in the preceding list of cou-
pling types. Indeed, Chidamber and Kemerer allude to
this form in an expansion of their definition of CBO in
which they say: ‘two classes are coupled when methods
declared in one class use methods or instance variables
defined by the other’ (Chidamber and Kemerer, 1994).
However, Chidamber and Kemerer appear not to elab-
orate any further on the details of how interactions af-
fect the couplings. Instead, they propose several other
metrics which take some account of methods – specifi-
cally weighted methods per class (WMC) – a count of
the number of methods in a class, and the response for a
class (RFC) – the set of methods within a class that can
be executed in response to a received message. These
metrics are measured with respect to the class as a whole
rather than with respect to individual class relationships
and, as such, provide very limited insight into the nature
of couplings within an object oriented application.
The research presented in this paper is directed to-
wards evaluating the usefulness of the CBO metric in
predicting classes likely to be involved in change ripples.
Change ripples occur when a change is made to one class
Fig. 2. Interpretation of class couplings.
Fig. 1. Inter- and intra-class couplings via an execution thread.
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and, through the class couplings, that change ripples
through a number of other classes in the system.
We set out to study the eect of changes on an object
oriented software system by:
• tracing through the sub-set of classes aected by a
change;
• evaluating the degree of change in each aected class;
• inspecting the nature of the couplings between aect-
ed classes.
Through this study we hoped to answer the following
questions:
1. Typically, how many classes are involved in a change-
ripple?
2. Are classes with either (i) high CBO values or (ii) high
public function count values, more likely to exhibit
ripple eects as a result of changes to the software?
The reason for considering public function count val-
ues is based on the hypothesis that large service inter-
faces may encourage more classes to avail of those
services, thereby increasing the degree of backwards
coupling to a class (a coupling not accounted for in
the CBO measure) and hence lead to more change
ripples.
3. Do classes with large numbers of member functions
(public and private combined) tend to participate less
often in change ripples? The hypothesis here is that
large classes tend to absorb changes within them-
selves, leading to fewer ripples outside of that class.
4. Where a change occurs, do each of the aected classes
have direct couplings to at least one of the other af-
fected classes? If not, then what is the nature of the
coupling which lead to the change aecting such ap-
parently de-coupled classes?
2. The analysed application
The application, written in C++, is a commercial
multimedia conferencing system. A more complete de-
scription of the application has been reported elsewhere
(Wilkie et al., 1995; OÕNeill et al., 1995; Wilkie and
Hylands, 1998) so that only brief details are given here.
The application comprises approximately 1 114 C++
classes with 1114 member functions spread across 25 000
lines of code.
Changes to this application were carefully recorded
over a 2 1
2
yr period from its first release. These changes
came from three main sources: (i) bug driven changes
(BC); (ii) customer driven changes (CC); (iii) developer-
driven enhancements/re-design (DC). Details on each
class and the member functions aected by each change
were identified through comments in the source code.
A C++ source code analyser (Wilkie and Hylands,
1998) was used to derive the WMC, CBO and public
function count metrics for each class in the system. The
precise nature of the couplings (i.e. whether direct or
indirect) between specific classes and the extent of
changes to given classes were assessed by visually in-
specting the source code. This was necessary because the
analyser could only detect direct couplings and not in-
direct couplings – see Fig. 2.
3. Results
Question 1 – Typically, how many classes are involved
in a change-ripple?
One hundred and thirty changes applied to the soft-
ware system over the monitored period aected 26 of the
114 classes comprising the application. Each change
aected between 1 and 13 classes. Fig. 3 shows a fre-
quency chart of the distribution in the number of af-
fected classes for each change.
Fig. 3 includes all sources of changes combined i.e.
Bug-driven changes (BC), customer-driven changes
(CC), and developer-driven enhancements (DC). Fig. 3
also demonstrates that measures associated with classes
are often highly skewed. For this reason a formal sta-
tistical analysis has been based on robust statistics and
non-parametric tests. In particular, we have used the
Kruskal–Wallis (KW) test to investigate the dierence
between group means (in fact, the dierence between
group means of ranks) and KendallÕs s to assess the
association (correlation) between measures (Sprent,
1989).
Tables 1 and 2 show the number of classes and the
number of functions involved in dierent types of
change. Using the KW test there is no significant dif-
ference between the number of classes involved in a
change and the type of change. There is, however, a
significant dierence between the number of functions
changed for developer-driven enhancements compared
with the number of functions changed for customer
driven and bug-driven enhancements (p < 0:01). None-
theless, the dierences are relatively small and we con-
sider it reasonable to treat all changes as equivalent.
1 This figure is dependent upon the particular software release
version being considered. Fig. 3. Frequency chart for number of aected classes per change.
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Question 2 – Are classes with either (i) high CBO
values or (ii) high public function count values, more
likely to exhibit ripple eects as a result of changes to the
software?
The majority of changes (86 out of 130) aected only
one single class. Therefore, in essence, only 44 changes
actually caused a ripple through the system of inter-
connected classes. Table 3 contains a summary of (a) the
number of times each class was changed in total and (b)
the number of times a class was changed as a result of
involvement in a change ripple.
Firstly we checked whether the public function count
and CBO metrics identify change prone classes (i.e.
Changes > 0). Tables 4 and 5 show CBO and number of
public functions summary statistics for changed and
unchanged classes. Using the KW test there is a signif-
icant dierence between CBO values and the number of
public functions for changed and unchanged classes
(p < 0:01 in both cases).
CBO and number of public functions per class are
significantly correlated (p < 0:01) but the correlation is
small (KendallÕs s  0:237). This suggests that they are
measuring dierent facets of class change-proneness. A
logistic regression using changed or not changed as the
dependent variable and CBO and number of public
functions per class as the independent variable con-
firmed that both variables contributed to discriminating
between changed and unchanged classes (p < 0:01 in
both cases). Thus, it appears that CBO and number of
public functions per class do not capture exactly the
same facet of change-proneness.
Comparing the logarithmic regression models using
both variables with the logarithmic regression models
using each variable separately, we found that the correct
classification rate was:
• 82.2% when both variables were included in the
model.
• 80.51% when only CBO was included in the model.
• 77.97% when only the number of public functions per
class was included in the model.
Thus, CBO and number of public functions per class
are quite similar with respect to their ability to detect
change-prone classes but CBO appears to have slightly
better discriminatory power.
We then investigated the extent to which the CBO
and public function count metrics identify classes most
prone to actual ripple eects (i.e. where a change aected
more than one class). This is dicult to evaluate because
Table 3
Number of changes made to individuals classes
Class ID A B C D E F G H I J K L M
Total changes 4 5 18 3 8 3 49 13 2 8 20 1 1
Ripple changes 4 3 11 3 7 2 18 8 0 4 9 1 1
Class ID N O P Q R S T U V W X Y Z
Total changes 3 4 1 2 4 9 8 1 4 1 15 15 26
Ripple changes 2 3 0 1 3 5 4 1 4 1 12 14 21
Table 4
CBO summary statistics for changed and unchanged classes
Class type No. of classes Mean Median Upper fourth Lower fourth Max Min
Unchanged 92 1.66 1 3 1 6 0
Changed 26 3.08 3 4 2 8 0
Table 1
Number of classes changed for dierent types of change
Change type No. of changes Mean Median Upper fourth Lower fourth Max Min
DC 36 1.89 1 2 1 6 1
CC 34 1.88 1 2 1 13 1
BC 60 1.60 1 2 1 10 1
Table 2
Number of functions changed for dierent types of change
Change type No. of changes Mean Median Upper fourth Lower fourth Max Min
DC 36 4.61 2.5 5.5 1 22 1
CC 34 3.58 1 3 1 54 1
BC 60 2.90 1 2 1 22 1
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there is a strong correlation between the number of
times a class is changed and the number of times it is
involved in a change ripple (KendallÕs s  0:72;
p < 0:001). Basically, a large number of change ripples
can only occur for classes which are involved in a large
number of changes, whether change ripples or not. It is
clear that a class that has 10 changes of which two in-
volve change ripples is somewhat dierent from a class
that has three changes of which two involve change
ripples. In the following analysis, we assume that the
former class is better than the latter because although it
is more change prone, most of its changes are localised
within the class. This implies that the class is more self-
contained than the latter class. Thus in order to inves-
tigate whether the CBO or public function count per
class measures dierentiate between change-prone and
ripple change-prone classes we investigated:
1. The association between CBO and public function
count and number of change ripples for the 26 classes
that were changed more than once.
2. The association between the proportion of change
ripples (i.e. the number of changes involved in ripples
divided by the total number of changes per class) and
CBO and public function count measures for the 16
classes that were changed four or more times.
The second analysis was based only on classes with
four or more changes because when considering the
proportion of changes that were ripple changes, it may
be inappropriate to include classes that only had a very
small number of changes. There are two reasons for this:
1. Statistically, a frequency measure is misleading when
both nominator and denominator are small.
2. Practically, if your objective is to identify classes that
are candidates for re-design to improve coupling, you
need to identify classes that are likely both to be
change prone and to exhibit important coupling
eects.
The results of these analyses are shown in Table 6.
The correlation between the number of ripple changes
and CBO is significant (p < 0:05) as a one-tailed test (i.e.
a test that the correlation is > 0). However, there is no
significant correlation between CBO and the proportion
of ripple changes. This suggests that CBO identifies the
most change prone classes not the classes that are most
vulnerable to change ripples. There is no significant
correlation between number of public functions per class
and either the number of change ripples or the propor-
tion of change ripples.
Question 3 – Do classes with large numbers of member
functions (public + private) tend to participate less often
in change ripples?
Apart from a given change rippling through as many
as 13 classes, changes were observed to aect dierent
classes by diering amounts. We found that the number
of member functions aected within a given class ranged
from 1 to 12. Fig. 4 shows a frequency chart of the
number of member functions aected.
Whilst a given change may aect several classes, Fig.
4 indicates that generally only one member function is
aected in any given class. This suggests a possible lack
of coupling between the member functions within most
of the classes from the analysed set – a fact supported by
Table 6
Correlations between OO metrics and change metrics (Kendall’s s)
No. of observations CBO No. of Public functions
per class
Total No. of functions
per class
Correlation with total number of
changes per class
26 0.21 0.07 0.04
Correlation with number of ripple
changes per class
26 0.23 0.02 )0.02
Correlation with proportion of
change ripples per class for classes
where changes P4
16 0.10 )0.20 )0.27
Fig. 4. Frequency distribution of the number of member functions
changed per class.
Table 5
Number of Public Functions per class summary statistics for changed and unchanged classes
Class type No. of classes Mean Median Upper fourth Lower fourth Max Min
Unchanged 92 7.00 5.5 9 3 38 0
Changed 26 15.69 14 19 8 42 3
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the high correlation between RFC and class function
count reported in Wilkie and Hylands (1998).
Although, the number of public functions in a class is
an indicator of whether or not a class was changed, in
Table 6 the number of public functions is not correlated
with the total number of changes, nor with the number
of ripple changes in a class. Furthermore the correlation
between number of public functions and the proportion
of changes is negative, although with the small number
of data points, it is not statistically significant. If a
negative relationship were a real phenomenon, it would
mean that the classes with larger numbers of functions
have a lower proportion of change ripples than classes
with fewer functions per class.
This could occur if large classes absorb changes
within themselves rather than spreading the change out
through the system of interconnected classes. The ripple
eect is essentially happening within the class. To test
this hypothesis we inspected all classes with more than
30 member functions, looking to see if a high propor-
tion of non-ripple changes resulted in a significant
number of function changes (more than 3) within that
class. We found that most non-ripple changes aected
only one or at most two functions within the isolated
class. This disproves the hypothesis – at least for our
dataset.
To investigate the issue of inter-class coupling further
we considered the number of functions per unit cou-
pling. For the 24 classes undergoing change for which
CBO was > 0, the average number of functions per unit
CBO is 9.4. However, for the seven classes having more
than 30 member functions, five of them have values
greater than this average (in fact, values of 10.7, 16, 20,
22.5 and 25) – suggesting weak coupling per member
function with the rest of the application. Statistical
analysis confirms that the mean rank of functions per
CBO for classes with more than 30 functions was sig-
nificantly larger than the mean rank of functions per
CBO with less than 30 functions (p < 0:01). Thus for
our dataset, classes with larger numbers of functions
have the following properties:
Fig. 5. Class B coupled to C via inheritance from A (using UML
notation).
Fig. 6. Client Class A uses services of Server Class B (A ÔknowsÕ about
B but B does not ÔknowÕ about A).
Fig. 7. Indirect coupling from Class A to C via B.
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1. Many of the member functions are de-coupled within
the classes.
2. The degree of coupling per member function is small-
er for these large classes than for many of the smaller
classes.
This could lead to a negative relationship between
number of functions per class and ripple changes per
class.
Question 4 – When a change occurs, do each of the
aected classes have direct couplings to at least one of
the other aected classes? If not, then what is the nature of
the coupling which lead to the change aecting such ap-
parently de-coupled classes?
To answer this question we investigated all changes
involving three or more classes. This reduced the set of
change ripples to 20, which between them caused 94
changes to 22 actual classes. For 69 of these class
changes there were appropriate direct couplings between
the aected classes. However, for the other 25 class
changes, no direct couplings existed. So how do these
changes cause a ripple eect upon the class involved?
These 25 class changes were inspected carefully.
Six of the changes can be accounted for through in-
herited couplings from ancestor classes – see Fig. 5.
Clearly it is important to consider inherited couplings
when building up a picture of the overall coupling
complexity within an object oriented software system.
Five changes involved classes acting as servers and
therefore simply responding to inbound messages with-
out themselves ever initiating requests. In eect, these
classes were involved in uni-directional associations (see
Fig. 6) with other classes involved in the change ripple,
but the change, nevertheless, wielded its influence upon
them. Such examples serve to highlight the importance
of including uni-directional as well as bi-directional class
associations.
The remaining 14 class changes involved indirect
couplings via another class which was unaected by the
change ripple (see Fig. 7). The usage of such indirect
couplings plays an important part in the overall cou-
pling picture, but its presence is not detected by a
straight count of the number of embedded pointers and
objects present in a class.
4. Conclusions and future work
In all change ripples we were able to identify cou-
plings between all the classes involved. In some cases
this coupling was direct and very explicit. While in other
cases the coupling was indirect – for example through an
intermediate class that was, itself, unaected by the
change. Inherited couplings can provide an important
source of connectivity in C++ applications. It is also
important to consider server classes that are involved in
uni-directional associations, and not just the client
classes in such linkages.
Clearly, from the explanation given in Section 3 for
question 2, the CBO measure is identifying the most
change-prone classes but not the classes most vulnerable
to ripple eect changes. Thus, our results suggest that
coarse coupling measures such as CBO only provide
weak indicators of classes that are likely to exhibit cou-
pling problems. A more comprehensive coupling measure
is therefore required in order to improve predictions of
the potential for change ripple eects in each class.
Change ripples aect interacting functions. Whether
these functions are contained within one class or spread
amongst a group of interconnected classes is less im-
portant. Hence the CBO metric, which is only concerned
with interconnections between classes, is inadequate to
predict those classes prone to change ripples within an
object oriented application. An assessment of the cou-
plings between member functions within a class provides
important insight. The Chidamber and Kemerer RFC
metric does this to some extent, but it would be more
useful if it was combined with the linkages between
coupled classes-essentially combining inter- and intra-
class couplings into one measure. Such a new metric was
proposed by Wilkie and Hylands (1998). Work is on-
going to implement this new coupling metric combining
CBO with RFC. When completed, the results will be
compared with those for the CBO metric reported herein
to determine if it provides any additional assistance in
predicting ripple eects when changes are made to sys-
tems of collaborating objects.
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