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ABSTRAKT 
Diplomová práce se zabývá vývojem MCU aplikace polohového řízení dvou 
servomotorů a dále vyhodnocováním údajů z připojeného senzoru pro měření 
vzdálenosti. Připojený senzor bude polohovatelný v azimutu a elevaci. Údaje ze senzoru 
budou sloužit jednak k okamžitému vyhodnocení dle zadaných kritérií, jednak 
k dalšímu možnému zpracování na PC. Vývoj bude proveden na MCU ATmega128. 
HMI bude klávesnice, LCD, joystick. Výsledek diplomové práce je uzpůsoben 
k praktické demonstraci.  
 
Práce vznikla při řešení výzkumného záměru Inteligentní systémy v automatizaci 
podporovaného MŠMT ČR pod registračním číslem MSM 0021630529. 
 
 
 
 
ABSTRACT 
This dissertation deals with a development of MCU position steering application of two 
servomotors and with data process evaluation from a connected sensor for distance 
measuring as well. The connected sensor is adjustable as for azimuth and elevation. 
Data from the sensor will be useful both for instant evaluation according to preset 
criteria and for additional possible processing at PC. The development is to be carry out 
at MCU ATmega128. HMI is represented  with keyboard, LCD and joystick. The result 
of the dissertation is to be adjusted for practical demo.  
 
 
This research has been supported by the Czech Ministry of Education in the frame of 
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1. Úvod 
 
Diplomová práce je zaměřena na návrh a realizaci řídící jednotky obsluhující 
senzorickou plošinu obr.1.1 a zajištující ovládání obsluhy senzorů. Pohyb plošiny je 
zajištěn pomocí dvojice serv HS 422 ovládaných generováním přesné pulsně šířkové 
modulace a dále vyhodnocováním údajů z připojeného senzoru pro měření vzdálenosti. 
Připojený senzor je polohovatelný v azimutu a elevaci. Údaje ze senzoru slouží jednak 
k okamžitému vyhodnocení dle zadaných kritérií, jednak k dalšímu možnému zpracování 
na PC. Řídící jednotku tvoří MCU ATmega128. Vstupním terminálem (HMI) je 
maticová klávesnice, LCD, joystick. Pomocí HMI je volen jeden z možných režimů 
provozu a režim snímání.  
 
Obr.1.1.: Uspořádání senzorické plošiny 
Senzorická plošina je uzpůsobena pro použití v laboratoři, jako demonstrace 
procesorového ovládání, ale také pro montáž na mobilní roboty. Pomocí této plošiny je 
robot schopen kontrolovat zda se v zadané oblasti nacházejí překážky, monitorovat okolí 
apod. V případě montáže na mobilní roboty je možné plošinu dovybavit o akcelerometr, 
pomocí kterého bude řídící jednotka korigovat polohu plošiny v případě nastavení 
snímání dané polohy.   
 
1.1. Cíle práce 
 
 Stručně popsat užitou aplikační platformu MCU ATmega128 a užitého senzoru se 
zřetelem na realizovanou aplikaci. 
 Realizovat ovládání senzorické plošiny v automatickém a manuálním režimu. 
 Realizovat HMI interface (vč. nastavení snímacího a vyhodnocovacího režimu) 
 Realizovat vyhodnocení naměřených dat vzhledem k nastavení dle HMI a 
umožnit další zpracování naměřených dat (přenos dat do PC). 
 Vytvořit adekvátní uživatelskou elektronickou dokumentaci k vytvořené aplikaci. 
-12- 
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2. Teoretický rozbor 
 
 
2.1. Servo 
 
Jedná se o zařízení, která převádějí digitální signál z vysílače na mechanický pohyb 
kotouče nebo páky. Modelářská serva jsou servomotory používané hlavně v modelářství 
a v dnešní době i v robotice. Serva se připojují pomocí třížilového vedení. Dva kabely 
jsou využívány pro napájení serva a třetí zbývající kabel je pro řídící signál. Řídící signál 
má podobu obdélníkových pulzů o různých šířkách a frekvenci 50Hz.  Šířka pulzu je 
závislá na druhu použitého servomotoru, ale standart je šířka pulzů v mezích 0,9 ms až 
2,1 ms. V závislosti na délce pulzu dochází k vychylování páky serva. Pro centrální 
polohu je použita délka pulzu 1,51 ms. [2]  
 
2.1.1. Popis serva 
 
Servomotor je složen ze čtyř hlavních částí: 
 Řídící elektronika 
 Motor 
 Potenciometr 
 Převodovka 
 
 
Obr.2.1: Uspořádání serva 
 
2.1.2. Řídící elektronika 
 
Zapojení řídící elektroniky servomotoru je patrné z blokového zapojení na obr.2.2. 
Do vstupu je přiváděn řídící signál, který budí monostabilní klopný obvod (MKO), ten 
generuje impuls o délce, která odpovídá momentální poloze servomotoru a opačné 
polarity než je řídící impuls. Tyto dva impulsy se porovnávají a výsledkem je rozdílový 
impuls, který po zesílení přes můstkový spínač způsobuje roztočení elektromotoru jedním 
či druhým směrem. Při otáčení elektromotoru se zapojuje zpětná vazba do 
monostabilního klopného obvodu realizovaná pomocí potenciometru, jehož otáčením se 
vyrovnávají délky vstupního impulsu a impulsu generovaného monostabilním klopným 
obvodem. V okamžiku, kdy se délky impulsů shodují, je elektromotor zastaven, protože 
servomotor dosáhlo požadované polohy.  
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Obr.2.2: Zapojení řídící elektroniky [2] 
 
2.1.3. Motor 
 
U serv bývají použity elektromotory, na jejichž velikosti záleží síla serva. Na základě 
síly serva můžeme modelářská serva dělit: 
 Micro serva 
 Mini serva 
 Standardní serva 
 Maxi serva 
 
2.1.4. Potenciometr 
 
Potenciometr bývá u levnějších typů serv připojen přímo na výstupní hřídel. U serv 
vyšších kategorií bývá potenciometr připojen přes zvláštní převod (tzv. nepřímý náhon), 
který účinně chrání před přenosem vibrací. Potenciometr je zapojen jako zpětná vazba 
pro monostabilní klopný obvod, která snímá polohu natočení mechanismu. Poškozením 
odporové dráhy potenciometru se projevuje jako záškuby ramene serva v určité poloze 
nebo chvění v neutrální poloze. 
 
2.1.5. Převodovka 
 
Převodovka je v modelářských servech realizována pomocí soustavy ozubených kol 
obr. 2.3. Ozubená kola jsou realizována u serv nižší třídy z plastu, oproti tomu serva 
vyšších tříd mají převody kovové. Díky zapojení tohoto mechanismu je možné měnit 
parametry serva. Změnou převodového poměru je možné zvyšovat rychlost otáčení 
výstupní hřídele serva při sníženém tahu serva. Snížením rychlosti otáčení je možné 
zvýšit tah serva. 
 
 
Obr.2.3: Realizace převodů 
-15- 
 
2.1.6. Parametry serva HS422 
 
U modelářských serv se zohledňuje šest základních parametrů: 
 Síla tahu - udává se obvykle v kg/cm (např. tah běžných modelářských serv 
standardní velikosti bývá 3-3,3 kg/cm) 
 Rychlost - udává se jako doba, za níž páka modelářských serv opíše určitý úhel - 
např. 0,18 s/60°. Porovnávání rychlosti modelářských serv různých výrobců 
komplikuje skutečnost, že každý vztahuje časový údaj k jinému úhlu. 
 Převody – určuje druh převodu modelářských serv (plastové nebo kovové) 
 Kuličková ložiska – popisuje druh a počet ložisek 
 Rozměry a hmotnost – popisuje rozměry modelářských serv a jeho váhu (např. 
41x20x37 mm, hmotnost: 45.5 g) 
 Šířka pásma necitlivosti – popisuje o jakou šířku se musí změnit délka pulsu, 
aby se servomotor začal pohybovat. Běžné modelářská serva mívají šířku pásma 
necitlivosti v rozmezí 3-9 mikrosekund. 
 
Dále při volbě modelářského serva zohledňujeme, zda se jedná o analogové či 
digitální servomotory. Digitální zpracování řídících impulsů je až pětkrát rychlejší, než 
analogové to vede ke zvýšení odezvy modelářského serva. Modelářská serva se 
nepohybují plynule, ale jejich pohyb je rozdělen do kroků. U digitálních modelářských 
serv je počet kroků vyšší než u analogového provedení. Analogová modelářská serva jsou 
schopna vyvíjet plnou sílu až po určité délce řídícího signálu. Oproti tomu digitální 
modelářská serva vyvíjí plný tah i při menších výchylkách 
 
Parametry použitých serv jsou: 
 Rychlost  3,3/4,1 (4,8/6,0 V) 
 Rozměry  41x20x37 mm 
 Váha  45,5 g 
 Kuličková ložiska 2xOIL 
 
 
2.1.7. Řídící signál 
 
Řídící signál přiváděný na vstup monostabilního klopného obvodu musí splňovat 
základní parametry: 
 Frekvence signálu musí být 50 Hz 
 Rozmezí délek pulsů 1 ms až 2 ms obr. 2.4 
 Puls musí být kladný (pro dnešní typy servomotorů) 
 
Realizace signálu pro řídící elektroniku je prováděna pomocí pulsně šířkové 
modulace (PWM) generované pomoci procesorové jednotky, popřípadě pomocí zapojení 
obvodu LM555. V případě zapojení řídícího obvodu pomocí LM555 se regulace délky 
pulsů provádí pomocí potenciometru, který tvoří odporoví dělič. Takovéto zapojení je 
spíše vhodné pro otestování modelářského serva. Pro přesné a plynulejší regulaci chodu 
modelářského serva je vhodné používat pulsně šířkovou modulaci. 
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Obr. 2.4: Délky pulsů a natočení servomotoru 
 
 
2.2. Sběrnice I2C 
 
Název sběrnice I2C  je odvozen z anglického Internal-Integrated-Circuit Bus. Někdy 
bývá také označována jako IIC. Sběrnice byla vyvinuta firmou Philips. U mikropočítače 
Atmel ATmega128 je tato sběrnice označována jako TWI (z anglického Two Wire 
Interface). [2] [8] 
 
Sběrnice I2C je dvouvodičovým datovým propojením mezi jedním nebo více 
procesory označovanými jako Master a speciálními periferiemi, které jsou označovány 
jako Slave. Veškeré periferie i řídící procesory jsou připojeny na téže sběrnici a jsou 
cíleně adresovány pomocí svých adres.  
 
Obr.2.5: Zapojení sběrnice I2C [2] 
 
Sběrnici je možné využívat k připojování rozšiřujících periferií k procesoru. Mezi 
rozšiřující periferie je možné řadit např. paměti RAM, EEPROM, obvody k rozšíření 
portů, A/D a D/A převodníky, LCD displeje a odvody hodinových signálů. 
 
Pro komunikaci pomocí sběrnice I2C je použita sériová datová linka označována jako 
SDA a linka hodinového signálu označována jako SCL. Data a adresy jsou přenášeny 
podobně jako v posuvných registrech společně s hodinovým signálem. Obě linky je 
možné použít oboustranně. Linky jsou vybaveny zvyšovacími rezistory (pull-up) a 
mohou být každou připojenou periferií staženy na nízkou úroveň výstupem s otevřeným 
kolektorem, nebo drainem. [2] [8] 
 
Na obr.2.5.  je ukázán princip propojení sběrnice. Neaktivní periferie připojené ke 
sběrnici mají vysokou impedanci, neustále však vyhodnocují signály na sběrnici. Je-li 
použit jeden Master, vydává hodinový signál po lince SCL jen on. Data mohou být 
vysílána nejen Masterem, ale také pomocí periferií Slave.  
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Protokol sběrnice I2C rozeznává řadu přesně definovaných situací, které každé 
periferii umožňuje rozeznat začátek a konec komunikace a také své možné adresování. 
Předem definované situace rozdělujeme: 
 
 Klidový stav – linky SDA a SCL jsou nastaveny na vysoké úrovni HIGH 
 Podmínka startu   – linka SDA je pomocí Masteru stažena na nízkou úroveň 
    LOW a linka SCL zůstává na úrovni HIGH. 
 Podmínka stopu  –   linka SDA přechází ze úrovně LOW na úroveň HIGH a  
linka SCL je v úrovni HIGH ( pomocí linky SDA 
posíláno osm datových bitů posouvaných pomocí 
hodinového signálu na lince SCL). Podmínku znázorňuje 
obr.2.6. 
 Potvrzení – označováno jako Acknowledge (ACK). Přijímač potvrzuje příjem  
             nízkou úrovní na SDA dokud Master nevyšle devátý hodinový 
               impulz na SCL. Potvrzení zároveň znamená, že má být přijímán   
další byte. Ukončení přenosu se musí ohlásit neexistencí 
potvrzení.  
 
 
 
Obr.2.6: Princip podmínky stopu [1] 
 
Přenos a potvrzování adres periferií je realizován stejně jako přenos dat. Přenos dat 
probíhá podle schématu viz. obr.2.7: 
 
 Generování podmínky startu 
 V bitech D7 až D1 je přenesena adresa 
 V bitu D0 je přenesen směr přenosu ( 0 pro zápis dat) 
 Adresované zařízení potvrdí příjem adresy bitem ACK 
 Vyslání datového byte Masterem 
 Potvrzeni přijetí datového byte Slavem 
 Zaslání podmínky stopu, nebo poslání dalších datových bytů 
 
 
Obr.2.7: Princip přenosu dat [1] 
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Mají-li se číst data od zařízení Slave, musí se adresa přenést s nahozeným bitem 
přenosu R/W. Master vždy vydá osm hodinových impulsů a dostane osm datových bitů . 
Potvrdí-li příjem vysláním devátého hodinového impulsu, může přijímat další byty. 
Přenos je nakonec masterem ukončen vynecháním potvrzení a podmínkou stopu. Každá 
periferie I
2C má stanovenou svoji adresu, která je zčásti pro daný typ specificky 
stanovená (SA0...SA3), zčásti proměnná (DA0...DA2). Při třech vyvedených adresních 
linkách může být na jedné sběrnici I2C až osm periferií téhož typu. Maximální hodinový 
kmitočet pro sběrnici I2C je pro většinu periferií stanoven na 100 kHz.  
 
 
 
2.2.1. Programová obsluha I2C 
 
Pro připojení ultrazvukového dálkoměru SRF02 bylo nutné napsat funkce pro 
nastavení rychlosti sběrnice, zápis dat po sběrnici a čtení dat po sběrnici. 
 
Rychlost linky SCL je vypočtena pomocí vzorce (2.1). Nastavení rychlosti sběrnice 
bylo provedeno nastavením registru TWBR na hodnotu 0x20. Toto nastavení odpovídá 
nastavení bitu TWBR5 na hodnotu 1. Rozložení registru TWBR je viditelné na obr.2.8. 
[1] 
 
16 2 ( ) 4
xtal
SCL TWPS
f
f
TWBR

  
    (2.1) 
 
fxtal je frekvencí krystalu (14,7456 MHz) 
TWBR je nastavení bitů přenosové rychlosti TWI 
TWPS je nastavení bitů předděličky TWI 
 
 
Obr.2.8: Rozložení bitů registru TWBR [1] 
 
Pro správnou funkci sběrnice je třeba zapojit ke sběrnici pull-up rezistory, jejichž 
hodnotu vypočteme pomocí vzorce (2.2). 
 
0,4
3
cc
pull up
V V
R
mA


      (2.2)  
 
Vcc je hodnota napájecího napětí (napájecí napětí zařízení 5 V) 
 
Výpočtem byla zjištěna hodnota pull-up rezistorů na 1,5 kΩ. Zapojení pull-up 
rezistorů na sběrnici je znázorněno na obr.2.9. 
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Obr.2.9: Připojení pull-up rezistoru ke sběrnici [2] 
 
Programová realizace tohoto nastavení je řešena pomocí funkce setup. Zápis funkce 
setup je následující. 
 
void setup(void) 
{ 
   TWBR=32;      // Nastavení rychlosti I2C na 100kHz 
} 
 
Pro realizaci zápisu byla napsána funkce i2c_transmit se vstupními hodnotami adresa 
periferie, směr přenosu, zapisovaná data. Funkce nastavuje do registru TWCR obr.2.10 
hodnotu 0xA4 což realizuje nastavení bitů TWINT, TWSTA a TWEN na hodnotu 1. 
Toto nastavení odpovídá poslání start bitu. Do registru TWDR je uložena adresa periferie 
a následně poslána po sběrnici. Přenos je spuštěn nastavením bitů TWSTA na hodnotu 0 
v  registru TWCR. Po potvrzení přenosu adresy periferie je do registru zapsán směr 
přenosu do registru TWDR. Nastavení směru přenosu je dále posláno periferii a je 
očekáváno potvrzení přenosu. Dále jsou do registru zapsána data a následně přenesena. 
Po potvrzení přenosu funkce nastavuje stop bit (TWSTO) v registru TWCR. 
 
 
Obr.2.10: Rozložení bitů registru TWCR [1] 
 
 
void i2c_transmit(char address, char reg, char data) 
{ 
   TWCR = 0xA4;                                                   
   while(!(TWCR & 0x80));                                  
   TWDR = address;                                             
   TWCR = 0x84;                                                   
   while(!(TWCR & 0x80));                                  
   TWDR = reg;               
   TWCR = 0x84;                                                   
   while(!(TWCR & 0x80));                                  
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   TWDR = data; 
   TWCR = 0x84;                                                   
   while(!(TWCR & 0x80));                                  
   TWCR = 0x94;                                                   
} 
 
Pro realizaci zápisu byla napsána funkce i2c_ read se vstupními hodnotami adresa 
periferie a směr přenosu. Funkce nastavuje do registru TWCR obr.: 2.10  hodnotu 0xA4 
což realizuje nastavení bitů TWINT, TWSTA a TWEN na hodnotu 1. Toto nastavení 
odpovídá poslání start bitu. Do registru TWDR je uložena adresa periferie a následně 
poslána po sběrnici. Přenos je spuštěn nastavením bitů TWSTA na hodnotu 0 v registru 
TWCR. Po potvrzení přenosu adresy periferie je do registru zapsán směr přenosu do 
registru TWDR. Nastavení směru přenosu je dále posláno periferii a je očekáváno 
potvrzení přenosu. Dále je do registru zapsána adresa periferie spolu s bitem určujícím 
směr přenosu, vynulování obsluhy přerušení přenosu  a následné přenesení. Po potvrzení 
přenosu funkce ceká na poslání posledního bitu. Po jeho zaslání provede funkce 
zpracování přijatých dat a  nastavuje stop bit (TWSTO) v registru TWCR. 
 
char i2c_read(char address, char reg) 
{ 
char read_data = 0; 
   TWCR = 0xA4;                                             
   while(!(TWCR & 0x80));                               
   TWDR = address;                                        
   TWCR = 0x84;                                             
   while(!(TWCR & 0x80));                              
   TWDR = reg;                                                
   TWCR = 0x84;                                             
   while(!(TWCR & 0x80));                             
   TWCR = 0xA4;                                                  
   while(!(TWCR & 0x80));                                 
   TWDR = address+1;                                        
   TWCR = 0xC4;                                                  
   while(!(TWCR & 0x80));                                
   TWCR = 0x84;                                                 
   while(!(TWCR & 0x80));                                
   read_data = TWDR;                                       
   TWCR = 0x94;                                                 
   return read_data;            
} 
 
 
 
 
 
2.3. Procesor ATmega128 
 
2.3.1. Popis procesoru 
 
Procesor ATmega128 je 8 bitový RISCový jednočipový mikropočítač z rodiny AVR 
firmy ATMEL.  ATmega128 disponuje dostatečným výkonem, pamětí a perifériemi. 
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Použití mikropočítačů firmy ATMEL je velice výhodné z hlediska dobré dostupnosti 
v obchodech a jejich nízké ceny. 
 
 
Stručný popis výhod: 
 
 Vysoký výkon až 16 MIPS @16MHz (většina instrukcí se provede za 1 cyklus) 
 Nízká spotřeba, podpora několika Power módů 
 Dostatečná velikost interní paměti 
 Možnost programování přes ISP (programování v zapojeném obvodu) 
 Dostupnost vývojových prostředí zdarma pro jazyk C (AVR Studio a WinAVR 
pro podporu GCC) 
 
 
 
2.3.2. Vlastnosti ATmega128 
 
 Napájecí napětí:  4,5 - 5,5 V ( 2,7 - 5,5 V pro ATmega128L) 
 Kmitočet oscilátoru: 0 - 16 MHz 
 128 kB Flash EPROM pro uložení programu a dat s výdrží 10000 přepisů 
 4 kB EEPROM pro uložení dat s výdrží 100000 přepisů 
 4 kB SRAM pro uložení dat, možnost adresace až 64 kB externí SRAM 
 48-bit programovatelné konfigurační pojistky (zahrnuje ochranu software) 
 Programovaní přes ISP, JTAG, nebo pomoci Bootloader programu 
 28-bitové časovače se samostatnými předděličkami 
 216-bitové časovače se samostatnými předděličkami 
 28-bitové PWM kanály a 6 PWM kanálů s programovým rozlišením 2-16 bitů 
 8-kanálový 10-bitový AD převodník, 2 kanály s programovatelným ziskem 
 Analogový komparátor 
 Sériové rozhraní I2C, dvě sériové rozhraní ISP 
 2 programovatelné USART 
 Programovatelný RESET po zapnutí a detekce podpětí 
 Programovatelný Watchdog 
 Kalibrovaný interní programovatelný RC oscilátor, umožňuje funkci bez krystalu 
 6 power módů 
 Externí a interní přerušení 
 53 programovatelných I/O linek s můstkovými výstupy a volitelnýmy pull-up 
rezistory 
 Pouzdro TQFP64 pro povrchovou montáž SMD   
 
 
2.3.3. RISC jádro 
 
Procesor ATmega128 je založen na RISC jádru AVR Harwardské architektury, jehož 
blokové schéma je na obr.2.11. RISC jádro se stará o provádění programu, přístup 
k pamětem, perifériím a obsluhu přerušení.  Pro zrychlení provádění instrukcí má 
jednoúrovňovou pipeline, kdy během prováděné instrukce se načítá instrukce následující 
z programové paměti. 
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ALU (Aritmeticko logická jednotka) má přímý přístup k 32 8-bitovým GPR 
(registrům pro všeobecné použití) uspořádaných do 8 banků. Během jednoho cyklu ALU 
načte až 2 instrukce z GPR, provede výpočet a výsledek uloží zpět do GPR. 6 á-bitových 
GPR lze použít jako 3 16-bitové registry (X,Y,Z) pro nepřímé adresování datové paměti a 
jeden z nich i pro adresaci programové Flash paměti (pro přístup k různým LUT 
tabulkám, konstantám apod.). ALU podporuje standardní aritmetické, logické a bitové 
operace. Jádro procesoru ATmega obsahuje hardwarovou násobičku pro celočíselnou a 
desetinou aritmetiku. Výpočet celočíselné a desetinné aritmetiky trvá 2 cykly.   Po 
provedení instrukce ALU nastaví příslušné flagy ve stavovém registru. [1] 
  
 
obr.2.11: Blokové schéma jádra AVR [1] 
 
 
 
Běh programu (registr program counter) je možné řídit podmíněnými a nepodmíněnými 
skoky,  voláním  a  návratem  z  podprogramu  popřípadě voláním  obsluh  přerušení  ať 
externích či interních. 
 
Programová i datová paměť má lineární adresování. Programová paměť flash se dělí na 
oblast aplikační a oblast zavaděče (bootloader).   Každá oblast má svoji pojistku proti 
čtení a proti zápisu.  V zaváděcí oblasti může být uložen program zavaděče, který přes 
nějaké rozhraní přijme aplikační program a pomocí instrukce SPM (nelze ji ovšem volat 
programem z aplikační oblasti) jej zapíše do aplikační paměti a pak mu předá řízení.  
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Tento mechanismus lze využít pro programování i přes jiné rozhraní, než k tomu 
určených SPI a JTAG. 
 
Zásobník sdílí interní paměť SRAM a roste směrem dolů.  Před voláním 
podprogramů nebo obsluh přerušení je nutné nastavit ukazatel zásobníku označovaného 
jako SP tak, aby byl dostatek paměti pro návratové adresy. Každé přerušení je možné 
individuálně popřípadě globálně povolit, nebo zakázat. Priorita přerušení je dána velikostí 
vektoru přerušení. Čím nižší hodnota vektoru přerušení, tím vyšší priorita.  
obr.2.12: Blokové schéma vnitřní struktury AVR ATmega128 [1] 
 
Na obr.2.12 je vyobrazené kompletní blokové uspořádání mikropočítače 
ATmega128.  
 
 
 
2.3.4. Programovatelné pojistky 
 
Kromě běžné EEPROM paměti a paměti flash najdeme v ATmega také čtyři 8-bitové 
EEPROM buňky zvané jako pojistky (fuses), které se nastavují při programování 
procesoru. Pomocí pojistek se určuje nastavení procesoru pro dané zapojení a obvykle 
není třeba je měnit. Nastavení ochranných bitů má znemožnit další čtení, nebo zápis 
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programové paměti. Nenaprogramovaná pojistka má bit hodnotu 1, naopak 
naprogramovaná pojistka má bit hodnotu 0.   
 
Obr.2.13 : Lock Bits pojistky [1] 
 
Bity BLBx se týkají programové oblasti a bity LB1 a LB2 se týkají oblasti aplikační 
viz. obr.2.13. Standardně jsou nastaveny na hodnotu 1. Toto nastavení známená, že 
procesor nemá žádná přístupová omezení. Pro další nastavení pojistek je možné použít 
rozšířené pojistkové bity viz. obr.2.14. 
 
 
Obr.2.14 : Extended Fuse rozšířené pojistkové bity [1] 
 
M103C – Pokud je tento bit nastaven jsou vypnuty některé periferie, nebo omezeny 
funkce. Díky nastavení tohoto bitu je ATmega128 kompatabilní s ATmega103 (je 
zaručena zpětná kompatabilita). 
 
WDTON – Nastavením tohoto bitu na hodnotu 0 zamezíme vypnutí Watchdogu. Od 
výrobce standardně nastaven na úroveň 1. 
 
 
Obr2.15 : High Fuse pojistkové bity [1] 
 
OCDE – nastavením této pojistky umožníme zapnutí funkce On-chip debug pro 
ladění programu pomocí rozhraní JTAG–TAP. Standardní nastaveni bitu je na hodnotu 1. 
 
JTAGE – tento bit zapíná rozhraní JTAG – linky TDI, TDO, TMS, TCK. Standardní 
nastaveni bitu je na hodnotu 0. 
 
SPIE – tento bit zapíná rozhraní SPI – linky PDI, PDO. Standardní nastaveni bitu je 
na hodnotu 0. 
 
CKOP – tento bit nastavuje režim oscilátoru. Standardní nastavení bitu je na hodnotu 
1. 
EESAV – nastavením tohoto bitu zachováme obsah EEPROM po naprogramování 
flash paměti. Standardní nastavení bitu je na hodnotu 1. 
 
BS0, BS1 – nastavení určujeme velikost programové oblasti 512, 1024, 2048 nebo 
4096. Standardně nastaven výrobcem na 512. 
 
BRST – nastavuje vektor resetu – pokud je nastaven spustí se po resetu zavaděč ze 
zaváděcí oblasti. Standardně nastaven na hodnotu 1. 
 
 
Obr.2.16 : Low Fuse pojistkové bity [1] 
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BODL – nastavení této pojistky určuje při jakém poklesu napájecího napětí bude 
vyvolána detekce podpětí. Standardně nastaven na hodnotu 1. Pro hodnotu bitu 1 je to 2,7 
V, při hodnotě 0 je to 4,0 V. 
 
SUT0,SUT1- tyto bity nastavují případné zpoždění procesoru po připojení napájení. 
Standardně nastaven na 4,1 ms.  
 
CKS0-CKS3- Tyto bity slouží pro volbu zdroje hodinového signálu viz obr.2.17. 
Standardně nastaven na hodnotu 0b0001. 
 
 
Obr.2.17 : Nastavení bitů CKS0-CKS3 [1] 
 
2.3.5. Vstupně/výstupní porty 
 
Procesor ATmega128 disponuje 53 vstupně výstupními porty.  Tyto porty jsou řazeny 
po osmi do skupin označených port A – port G. U většiny těchto portů je možné zapnou 
1, nebo 2 alternativní funkce podle zvoleného řadiče periférií. Každý bit portu je možné 
nastavovat samostatně, popřípadě lze nastavit celou osmici bitu daného portu najednou. 
Výstupy portů jsou řešeny jako komplementární dvojice CMOS se schopností dodávat, 
popřípadě odebírat proud 40 mA. Celkový proud všech portů ovšem nesmí překročit 400 
mA. U každého vstupu lze zapnout pull-up rezistor. Pull-up rezistory mají hodnotu 
v rozmezí 20 – 50 kΩ. Vstupy jsou chráněny zapojením diod proti napájecímu napětí 
(Vcc) a proti zemi (GND). Logiku vstupně výstupních portů ukazuje obr.2.18. Každá 
osmice vstupně výstupních portů se nastavuje pomocí tří registrů: 
 
 DDRx – tento registr slouží k nastavení portu jako vstup ( nastavením 
hodnoty 0), nebo jako výstup (nastavením hodnoty 1) 
 
-26- 
 PORTx – tento registr slouží k nastaveni hodnoty I/O portu. Pokud je port 
pomoci DDRx nastaven jako vstup, řídí aktivaci pull-up rezistoru (nastavením 
na 1) 
 
 PINx – tento registr slouží pro čtení skutečného stavu pinu (nezávisle na 
DDRx) a je synchronizován pomocí hodinového signálu 
 
 
 
 
obr.2.18: Vnitřní logiky I/O portů [1] 
 
 
S ohledem na realizaci řídící jednotky pro senzorickou plošinu jsou použity porty 
označené jako B a D. Tyto porty slouží pro připojení maticové klávesnice s 16 tlačítky a 
LCD displeje, pomocí kterých je prováděn uživatelský vstup do systému. Dále je použito 
portů E a F. tyto porty slouží pro připojení servomotorů a senzoru. Na portu E se 
nacházejí vstupy A/D převodníku potřebného pro správnou funkci senzorů a další 
zpracování signálů senzorů.  
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2.4. Senzory 
  
V této kapitole jsou popsány vlastnosti použitých senzorů určených pro měření 
vzdálenosti. Použitými senzory jsou infračervený dálkoměr SHARP 2Y0A02 a 
ultrazvukový dálkoměr SRF02. 
 
2.4.1. Senzor Sharp 2Y0A02 F 
 
Tento senzor je založen na technologii infračervených detektorů překážek. Slouží 
k detekcím předmětů ve vzdálenosti 20 – 150 cm. Infračervené senzory nejsou citlivé na 
infračervené záření jiných vlnových délek, ale jsou citlivé na záření pod viditelným 
světlem, nejčastěji vlnové délky kolem 800 nm.  
 
2.4.1.1. Technické parametry 
 
 Odrazový infrasenzor 
 Detekce na vzdálenost 20-150cm  
 Rozměry 41x13x21.6mm  
 Napájení 4,5 – 5,5 V/33mA 
 Výstup je napětí úměrné vzdálenosti 
 
 
obr.2.19: Konektor senzoru Sharp 2Y0A02 [3] 
 
2.4.1.2. Funkce senzoru 
 
Senzor je tvořen několika bloky implementovanými v těle senzoru obr.2.20. 
 
 
obr.2.20: Blokové uspořádání senzoru Sharp 2Y0A02 [3] 
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Funkce senzoru lze popsat následovně. Napájecí napětí (Vcc) vstupuje do regulačního 
bloku. Regulační blok má za úkol regulovat napájecí napětí, tak aby bylo stabilní 
v hodnotách 4,5 – 5,5 V. Regulační blok napájí přijímací i vysílací část. Přijímací část 
senzoru  IR senzor  a  je připojena k obvodu zpracování signálu. Dále je signál přiveden 
do výstupního obvodu. Vysílací a přijímací část je synchronizována pomocí vnitřní 
časové reference realizované oscilačním obvodem. Na obr.2.21 lze vidět časovou 
charakteristiku senzoru.  
 
obr.2.21: Časová charakteristika senzoru Sharp 2Y0A02 [3] 
 
Výstupem senzoru je analogový signál, jehož hodnota je úměrná měřené vzdálenosti. 
Senzor je schopen efektivně měřit od vzdálenosti 20 cm až po vzdálenost 150 cm. 
Charakteristika analogového výstupu v závislosti na vzdálenosti je znázorněna na obr. 
2.22. 
 
 
Obr.2.22: Převodová charakteristika analogového výstupu [3] 
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2.4.1.3. Praktické ověření charakteristiky 
  
Ověření převodové charakteristiky, bylo provedeno pomocí jednoduchého programu 
pro MCU ATmega128  který pomocí A/D převodníku snímá analogový výstup a pomocí 
snímání výstupu senzoru multimetrem. Měřená data byla vnesena do grafu obr.: 2.23.  
 
 
obr.2.23: Převodová charakteristika analogového výstupu získaná měřením 
 
Naměřené hodnoty byly získány pomocí digitálního voltmetru  snímáním napětí na 
výstupu senzoru VO a vneseny do tabulky tab.2.1. 
 
tab.2. 1: Měřené hodnoty převodové charakteristiky 
L [cm] 20 30 40 50 60 70 80 90 100 110 120 130 140 150 
VO [V] 2,4 1,97 1,5 1,15 0,95 0,65 0,47 0,28 0,23 0,22 0,21 0,2 0,19 0,18 
 
 
Pomocí programového kódu v řídící jednotce a výstupu na LCD displej byli získány 
hodnoty po převodu A/D převodníku. Senzor byl svým výstupem připojen ke vstupu A/D 
převodníku. Napěťová reference A/D převodníku je volena na hodnotu napájecího napětí 
modulu odděleného pomocí LC filtru. Postupným posuvem překážky v měřícím rozsahu 
senzoru po 10 cm byli na LCD displej vypisovány hodnoty převodu A/D převodníku, 
podle úrovně výstupního napětí senzoru. Hodnoty byly zaneseny do tabulky tab.2.2. 
Z naměřených dat byla získána charakteristika obr.2.24. 
 
-30- 
 
obr.2.24: Převodová charakteristika analogového výstupu získaná A/D převodem 
 
tab.2.2: Měřené hodnoty převodu A/D převodníku 
L [cm] 20 30 40 50 60 70 80 90 100 110 120 130 140 150 
ADCW 509 398 317 270 228 194 170 155 143 126 123 113 109 106 
 
 
 
2.4.1.4. Popis částí programu 
 
Hlavní částí kódu je nastavení A/D převodníku, kterou realizuje následující kód: 
 
unsigned int read_adc(unsigned char kanal) 
{ 
ADMUX=kanal;         // určí převáděný kanál 
_delay_us(10);          // po startu převodu počká 10µs 
ADCSRA|=0x40;       // odstartuje převod 
while ((ADCSRA & 0x10)==0); 
ADCSRA|=0x10; 
return ADCW; 
} 
 
 
Do registru ADMUX je zapisována hodnota argumentu nastavující referenční napětí 
pro A/D převodník a určující kanál, na kterém bude převod prováděn. Díky nastavení 
referenčního napětí na hodnotu napájecího napětí modulu se nemusíme obávat poškození 
obsahu registru. Nastavením bitu ADSC v registru ADCSRA spustíme převod a čekáme 
do nastavení bitu ADIF pomocí něhož je generován konec převodu. 
 
Vyvolání funkce pro převod signálu ze senzoru provedeme následovně: 
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int main(void)     
{   
    unsigned int vysledek;    
    unsigned char kanal = 0b01000000;   
/*Nastaveni obsluhy LCD*/    
 char info1[20]; 
 u08 line = 0; 
 init(); 
 delay_1ms_u16(20); 
 init_lcd();  
 cursor_disp_ctrl(6); 
 clear_disp();       
/*Nastaveni AD prevodniku*/ 
    ADMUX = ADC_VREF_TYPE;    
    ADCSRA = 0x87;    
/*START prevodu AD prevodniku*/ 
    while (1)    
    {    
        vysledek = read_adc(kanal);                      
        sprintf(info1, "AD prevod:  %d",vysledek);  
        clear_disp();                           
        put_string_xy(0,0,info1);                           
_delay_ms(500);        
    }    
}   
  
Hlavní kód programu nejprve inicializuje LCD displej a A/D převodník a potom 
vyvolává samotný převod na A/D převodníku. Převáděná hodnota napětí výstupu je 
ukládána do proměnné „výsledek“, se kterou se dále pracuje ve funkci sprintf. Tato 
funkce slučuje dva řetězce do jednoho, který je použit pro informativní výpis na LCD.  
 
 
 
2.4.2. Senzor SRF02 
 
Tento senzor je založen na technologii ultrazvuku. Slouží k detekci překážek ve 
vzdálenosti 15 cm až 6 m. Senzor je osazen jedním ultrazvukovým měničem určeným jak 
pro vysílání zvukových vln o frekvenci 40 kHz tak i pro příjem odražených zvukových 
vln tzv. echa. Zvukové vlny vyzařovány v úhlu 55°, označovaném jako vyzařovací úhel. 
Senzor je možné připojovat pomocí sběrnice I2C, nebo pomocí asynchronního sériového 
rozhraní. Pro obě varianty připojení senzoru je možné adresovat až 16 zařízení stejného 
typu.  
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2.4.2.1. Připojení senzoru  
 
Připojování senzoru SRF02 pomocí sběrnice I2C je provedeno pomocí dvou pinu 
označených jako SDA a SCL. Dále je nutné připojit napájení senzoru na piny Vcc a GND. 
Rozlození jednotlivých pinů je znázorněno na obr.2.25. 
 
 
Obr.2.25: Zapojení vývodů senzoru SRF02[4] 
 
 
2.4.2.2. Vlastnosti SRF02 
 
 Frekvence 40kHz 
 Vyzařovací úhel 55° obr.2.26 
 Napájení 5V/4mA  
 Rozsah 15cm - 6m 
 Analogové zesílení automatické v 64 krocích 
 Výstup I2C interface a asynchronní sériový interface 
 Možnost adresovat až 16 zařízení na obou typech interface 
 Možnost vyslání pulsu bez měření  
 Měření bez vyslání pulsu 
 Rozměry 24x20x17mm 
 
 
 
Obr.2.26: Vyzařovací charakteristika SRF02[4] 
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2.4.2.3. Registry senzoru SRF02 
 
Při práci s tímto senzorem je možné nastavit 6 registrů [4].  Rozdělení registrů je 
znázorněné v tabulce tab.2.3. 
 
Tab.2.3: Registry senzoru SRF02[4] 
Registr Čtení Zápis 
0 Verze Software Příkazový registr 
1 Nepouzito (čtení 0x80) Nepovoleno 
2 Ranging mód-High byt Nepovoleno 
3 Ranging mód-Low byt Nepovoleno 
4 AutoTune – High byt Nepovoleno 
5 AutoTune – Low byt Nepovoleno 
 
 
2.4.2.4. Příkazy senzoru SRF02 
 
Zápisem příslušného kódu (případně sekvencí kódu pro změnu adresu) do 
příkazového registru nastavujeme režim měření a zároveň odstartujeme vlastní měření. 
Rozdělení příkazů s ohledem na použitou aplikaci je znázorněné v tabulce tab.: 2.4. 
 
Tab. 2.4 Registry senzoru SRF02[4] 
Příkaz 
Akce 
Dekadicky Hex 
80 0x50 Ranging Mode – výsledek v palcích 
81 0x51 Ranging Mode – výsledek v centimetrech 
82 0x52 Ranging Mode – výsledek v mikrosekundách 
160 0xA0 1 příkazový bajt změny adresy 
165 0xA5 3 příkazový bajt změny adresy 
170 0xAA 2 příkazový bajt změny adresy 
 
 
2.4.2.5. Adresace modulu SRF02 
 
Standardní I2C adresa modulu je 0xE0, kterou lze v případě potřeby změnit na jednu 
z 16 nabízených. Díky této možnosti je možné ke sběrnici připojit až 16 stejných modulů. 
Zároveň existuje tzv. společná adresa pro všechny moduly na sběrnici I2C. 
 
#define DevSRF02  0xE0   // definice adresy modulu 
char i2c_read(char address, char reg){ 
char read_data = 0; 
   TWCR=0xA4;     // nastaveni star bitu 
   while(!(TWCR & 0x80));   // cekani na potvrzeni 
prenosu 
   TWDR = address;    // nastaveni adresy 
zarizení 
   TWCR=0x84;     // prenos 
   while(!(TWCR & 0x80));   // cekani na potvrzeni 
prenosu 
   TWDR=reg;     // nastaveni smeru prenosu 
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   TWCR=0x84;      // prenos 
   while(!(TWCR & 0x80));    // cekani na potvrzeni 
prenosu 
   TWCR=0xA4;      // poslani opakovaného 
start bitu 
   while(!(TWCR & 0x80));    // cekani na potvrzeni 
prenosu 
   TWDR = address+1;     // prenos adresy 
zarizeni s ctecim bitem 
   TWCR=0xC4;      // smazani prenosového 
preruseni 
   while(!(TWCR & 0x80));    // cekani na potvrzeni 
prenosu 
   TWCR=0x84;      // prenos (zadost o 
poslední byt) 
   while(!(TWCR & 0x80));    // cekani na potvrzeni 
prenosu 
   read_data = TWDR;     // zachyceni cílových 
dat 
   TWCR=0x94;      // poslani stop bitu 
   return read_data;     // opakovane cteni dat 
} 
 
void i2c_transmit(char address, char reg, char data) 
{ 
   TWCR=0xA4;      // Poslani star bitu 
   while(!(TWCR & 0x80));    // cekani na potvrzeni  
   TWDR = address;     // nastaveni adresy 
periferie 
   TWCR=0x84;      // prenos 
   while(!(TWCR & 0x80));    // cekani na potvrzeni 
prenosu 
   TWDR = reg;      // nastaveni smeru 
prenosu 
TWCR=0x84;      // prenos 
   while(!(TWCR & 0x80));    // cekani na potvrzeni 
prenosu 
   TWDR = data;     // nastaveni dat  
   TWCR=0x84;      // prenos 
   while(!(TWCR & 0x80));    // cekani na potvrzeni 
prenosu 
   TWCR=0x94;      // nastaveni stop bitu 
} 
 
void setup(void) 
{ 
   TWBR = 32;      // Nastavení rychlosti 
I2C na 100kHz 
} 
 
2.4.2.6. Změna adresy modulu SRF02 
 
K provedení změny adresy daného modulu musí být připojen ke sběrnici I2C pouze 
jeden modul. Novou adresu je možné nastavit na jednu z šestnácti nabízených (0xE0, 
0xE2, 0xE4, 0xE6, 0xE8, 0xEA, 0xEC, 0xEF, 0xF0, 0xF2, 0xF4, 0xF6, 0xF8, 0xFA, 
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0xFC, 0xFE). Změnu adresy je možné provést zápisem příkazové sekvence ukončené 
novou adresou na stávající adresu do příkazového registru. V případě nastavení nové I2C 
adresy modulu a jejího zapomenutí, ji můžeme zjistit pomocí počtu bliknutí LED diody 
po připojení napájení modulu. Z počtu krátkých bliknutí (0-15) může být určena adresa 
modulu podle vztahu (2.3). Při zápisu příkazu po zapnutí modulu je blikání LED diody 
vypnuto. 
 
_ 02 224 ( 2)DEC blikadresa SRF LED       (2.3) 
 
 
 
2.4.3. Bluetooth modul cB-OEMSPA310 
 
Modul cB-OEMSPA310 je bluetooth modul připojitelný přes rozhraní UART. Modul 
komunikuje se seriovým rozhraním rychlostí 921,6 kbaud s logickou urovní 3 V. 
Přenosová rychlost dat prostřednictvím bluetooth je 115.2 kbit/s. Komunikativní dosah 
modulu se pohybuju kolem 75 m. 
  
Anténa Interní 
Výstupní výkon 3,5 dBm / 2,2mW 
Dosah 75m 
UART 3V Logic Level 
Max. Baud Rate 921,6k 
Podpora AT příkazů Ano 
Napájecí napětí 3,0 – 6,0 V 
Spotřeba (min.) 7,9mA 
Spotřeba (průměr Tx) 17mA 
Rozměry 16×36×2,4 mm 
 
Na modulu se vyskytuje několik hajitelných plošek. 
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pin název popis 
1 RESET hardwarový reset 
2 GND zem 
3 Vcc 3.0 – 6.0V 
4 UART-DTR Oznámení připravenosti k přenosu 
5 RED / Mode signál pro červenou LED 
6 GREEN / Switch-1 signál pro zelenou LED  
7 BLUE signál pro modrou LED 
8 UART-CTS Oznámení dokončení přenosu 
9 UART-TxD Přenos dat 
10 UART-RTS Oznámení připravenosti k přenosu 
11 UART-RxD Příjem dat 
12–15 NC nepřipojeno 
16 UART-DSR Oznámení k připravenosti komunikace 
17–22 NC nepřipojeno 
 
2.4.4. Nastavení komunikace 
 
Modul cB-OEMSPA310 je nutné pro zdárné navázání komunikace mezi modulem a 
cílovým zařízením realizujícím sběr dat, je třeba nastavit bezpečnostní PIN. Pomocí 
nastaveného PIN kodu, který je požadován při nalezení cílového zařízení, dojde kde 
spárování zařízení bluetooth. Veškeré nastavování je prováděno zasíláním AT příkázu po 
seriové lince do modulu  cB-OEMSPA310. Nejdříve je však nutné modul přepnout do 
módu AT příkazů. Přepínání modulu realizuje funkce oem310_toAT. Tato funkce odesle 
po sériové lince kód /// , kterým se modul přepne do režimu příjmu AT příkazů. Před 
odeslaním a po odeslání příkazu je nutná 1s pauza. [7] 
 
void oem310_toAT(void) 
{ 
_delay_ms(1000); 
USART_TransmitStr("///"); 
_delay_ms(1000); 
} 
 
Nyní je možné modul nastavit pomocí dalších AT příkazů. Nastavení provádí funkce 
oem310_init, která nastavuje PIN kód. Nastavení pin kódu je prováděno pomoci AT 
příkazu AT*AGFP, jehož parametry je PIN a možnost nastavení uložení PIN kódu do 
paměti. V tomto případě byla volena možnost neukládat PIN trvale, jelikož po každém 
startu zařízení je provedena inicializace modulu s nastavením modulu. [7] 
 
void oem310_init(void) 
{ 
_delay_ms(1000); 
USART_TransmitStr("AT*AGFP=2010,0\r"); 
_delay_ms(1000); 
}  
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Nyní je potřeba modul přepnout opět do datového režimu. Toto přepnutí je 
realizováno funkcí oem310_toData. Tato fuknce odesílá po seríové lince do modulu AT 
příkaz AT*ADDM. Tento AT příkaz přepne modul cB-OEMSPA310 zpět do datového 
režimu. [7] 
 
void oem310_toData(void) 
{ 
_delay_ms(1000); 
USART_TransmitStr("AT*ADDM\r"); 
_delay_ms(1000); 
} 
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2.5. Hardware prostředky 
 
Realizace řídící jednotky plošiny je provedena pomocí vývojového kitu firmy PK 
Design.  HMI terminál je tvořen modulem s maticovou klávesnicí a LCD. Řídící 
jednotku, která zpracovává data senzorů a uživatelské vstupy pomocí HMI je modul MB-
ATmega128 v4.0. 
 
2.6. Řídící jednotka MB-ATmega128 v4.0 
 
Tato jednotka byla vyvinuta pro vývojové a výukové účely.  K tomuto modulu je 
možné připojit velké množství rozšiřujících modulů. Na obrázku obr. 2.27 je možné vidět 
periferie obsažené na modulu. V případě řízení senzorické plošiny je řídící jednotka 
rozšířena modulem s LCD displejem a maticovou klávesnicí. Dále jsou k modulu 
připojeny dva servomotory a senzory.   
 
 
obr. 2.27: Periferie modulu MB-ATmega128 [5] 
 
2.6.1. Vlastnosti MB-ATmega128 v4.0 
 
 Modul obsahuje RISC-ový MCU ATmega128 
 K vývoji programového kódu je možné použít volně dostupný software 
 Programování pomocí ISP, nebo JTAG 
 Všechny vstupně/výstupní porty jsou vyvedeny na konektory 
 Vestavěné periferie je možné zapojovat/odpojovat pomocí propojek 
 Napájecí napětí desky je 5 V.  
 Připojená SRAM paměť 128k x 8bit, 55 ns 
 Nastavitelná napěťová reference pro A/D převodník 
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 Zdrojem hodinového signálu je krystal 14,7456 MHz, popřípadě externí hodinový 
signál 
 Pro vnitřní obvod RTC je na desce umístěn odpojitelný krystal 32,768 MHz 
 Dvě odpojitelná rozhraní 1 x RS232 a 1 x USB 
 MCU je možné resetovat pomocí tlačítka RESET 
 Rozměry DPS: 25 mm x 74 mm x 107 mm 
 
2.6.2. Provozní podmínky 
 
 Maximální napájecí napětí VINMAX při napájení z CON5 (power konektor) 12V 
stejnosměrných 
 Maximální napájecí napětí VINMAX při napájení z CON9 (USB konektor) 5.5V 
stejnosměrných 
 Maximální proudový odběr ITOT
1
 při napájení z CON5 (power konektor) 1A 
 Maximální proudový odběr ITOT
1
 při napájení z CON9 (USB konektor) 0.25A 
(jištěno pojistkou) 
 Maximální ztrátový výkon na hlavním napěťovém stabilizátoru PTOT
1
 1.6W 
 Provozní napájecí napětí VIN 6.7V – 9.0V stejnosměrných 
 Klidový proudový odběr základové desky bez připojených modulů 60mA 
 Povolené vstupní napětí I/O vývodů -0.5V až VCC + 0.5V stejnosměrných 
 Maximální odebíraný proud z I/O vývodu MCU 20mA 
 Maximální odebíraný proud ze všech I/O vývodů MCU současně 200mA 
 Skladovací teplota okolí -10°C až +50°C 
 Provozní teplota okolí +10°C až +40°C 
 
2.6.3. Nastavení modulu 
 
Nastavování modulu je prováděno pomocí propojek JPx na základě připojených modulu 
na konektorech CON1 – CON4 a použitých periferiích procesoru. Rozmístění konektorů 
a jednotlivých propojek je viditelné na obr.: 2.28. 
 
obr. 2.28: Rozmístění konektorů a propojek modulu MB-ATmega128 [5] 
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Legenda: 
 
CON1   4 rozšiřující konektory typu MLW20 
CON5   napájecí konektor 
CON6   ISP programovací konektor 
CON7   JTAG programovací a ladící konektor 
CON8   RS-232 komunikační konektory typu canon 9 (vidlice) 
CON9   USB konektor typu B 
CON10  pinová lišta pro případné propojení doplňujících signálu obvodu 
FT232 s MCU 
JP1    volba napěťové reference A/D převodníku 
JP2  volba připojení vývodů PG3M a PG4M mikrokontroleru (RTC 
krystal / IO) 
JP3    volba zdroje hodinového signálu pro mikrokontroler 
JP4  volba připojení vývodů PE0M a PE1M mikrokontroleru (UART0 
→ USB nebo CON2) 
JP5  volba připojení vývodů PD2M a PD3M mikrokontroleru (UART1 
→ RS232 nebo CON1) 
JP6    volba připojení adresového signálu A15S SRAM paměti 
JP7    volba připojení signálu CS1\ SRAM paměti 
JP8    volba připojení adresového signálu A16S SRAM paměti 
JP9    volba velikosti výstupního napětí napěťové reference 
JP10    volba napájecího napětí (USB nebo REG – napěťový regulátor) 
 
V případě realizace řídící jednotky senzorické plošiny jsou využity konektory CON1 
a CON2. Číslování vývodů těchto konektoru je viditelné na obr. 2.29. Na konektoru 
CON1 je připojen modul s LCD displejem a maticovou klávesnicí. Zapojení konektoru 
CON1 je vidět v následující tabulce tab.2.5. 
 
 
obr. 2.29: Číslování vývodů CON1 a CON2 [5] 
 
tab.2.5: Zapojení vývodů CON1 [5] 
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Konektor CON2 je využíván pro připojení servomotorů a senzorů. Zapojení tohoto 
konektoru je viditelné v následující tabulce tab.2.6. 
 
tab.2.6: Zapojení vývodů CON2 [5] 
 
 
Další nastavení u realizace řídící jednotky je nastavení napěťové reference A/D 
převodníku využívaného pro připojení výstupů senzorů. Napěťová reference je 
nastavována pomocí propojky JP1.  
 
2.6.4. Nastavení typu napěťové reference A/D převodníku 
 
Mikrokontrolér obsahuje vnitřní 10-bitový 8-kanálový analogově-digitální 
převodník. Pro tento A/D převodník je nutné volit napěťovou referenci. Napěťová 
reference je nastavována pomocí propojky JP1. Nastavení konfigurace propojky JP1 je 
viditelné v tabulce tab.2.7.   
 
Tab. 2.7: Nastavení konfigurace propojky JP1 [5] 
 
 
V případě použití pro připojení senzoru k ovládacímu modulu pomocí A/D 
převodníku je použit zdroj napěťové reference zapojením propojek 5 – 6. Tímto 
propojením nastavíme zdroj napěťové reference na napájecí napětí. Díky této volbě je 
zaručen dostatečný rozsah A/D převodníku. V případě nutnosti připojení senzorů, nebo 
vstupů s rozsahem výstupu přesahujícím zvolenou referenci, je nutné tyto senzory 
připojovat přes dělič napětí. Dělič napětí je tvořen dvěma rezistory, popřípadě 
odporovým trimrem. 
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2.7. Modul LCD displeje a maticové klávesnice 
 
Tento modul slouží pro uživatelský vstup a vizuální zobrazení zadaných parametrů. 
Modul obsahuje 4 sedmisegmentové LED zobrazovače,  zapojené multiplexovaně,  dále 
rozhraní pro znakový podsvětlený LCD modul, trimr pro řízení kontrastu, 16 tlačítek 
zapojených do matice 4x4 a elektroakustický měnič pro generování zvuků viz. Obr.2.30. 
Oba displeje (LED i LCD) jsou umístěny nad sebou, přičemž LCD modul se zapojuje do 
jednořadého konektoru a je tedy možné jej vyjmout a používat tak LED displej umístěný 
pod ním. V případě, že se používá LCD modul, je možné LED displej vypnout pomocí 
propojky. Základová deska či  uživatelský hardware se připojuje k  tomuto modulu přes 
konektor CON1  typu MLW20. 
 
 
Obr.2.30: Modul LCD displeje a maticové klávesnice [6] 
 
2.7.1. Vlastnosti modulu 
 
 4 sedmisegmentové LED displeje, řízené multiplexovaně. 
 Rozhraní pro znakový LCD modul (např. 2x16 znaků). 
 Maticová klávesnice 4x4 s alfanumerickými popisy. 
 Elektroakustický měnič. 
 Rozměry (v x š x d) : 30mm x 80.6mm x 86.7mm 
 
2.7.2. Provozní podmínky 
 
 Maximální napájecí napětí VCC 5.5V 
 Provozní napájecí napětí VCC 4.5V – 5.5V 
 Dovolené napětí na vstupech / výstupech 0 – 5.5 V 
 Maximální proud do vstupů / výstupů 1mA 
 Klidový proudový odběr (LED displej vypnut) 5mA 
 Skladovací teplota okolí -10°C až +40°C 
 Provozní teplota okolí +10°C až +30°C 
 
Všechna napětí jsou stejnosměrná a jsou vztažena k zemnímu vodiči GND. 
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2.7.3. Nastavení modulu 
 
 
Obr.2.31: Rozmístění konektorů a propojek modulu  [6] 
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3. Vývoj obsluţného programu procesoru ATmega128 
 
Programový kód je psán v programovacím jazyce C pro mikrokontroléry AVR. 
Prostředí tohoto jazyka je volně dostupný na stránkách výrobce jednočipových procesorů 
ATMEL. Jedná se o překladač AVR studio, který standardně podporuje pouze 
programování pomocí jazyka asembler pro AVR. Proto je nutné po instalaci tohoto 
prostředí nutné doinstalovat implementaci jazyka C. Implementace jazyka C je v AVR 
studiu označována jako GCC. GCC implementaci je možné získat instalací volně 
dostupné nadstavby WinAVR. 
 
3.1. Menu HMI 
 
Menu rozhraní HMI má za úkol informativní funkci pro uživatele, který obsluhuje 
senzorickou plošinu. V menu se uživatel pohybuje pomocí tří tlačítek. Tlačítka mají 
funkce posun nahoru, posun dolů a výběr úrovně menu. Menu je realizováno pomocí 
stavového generátoru. Vývojový diagram menu je viditelný na obr. 3.1. 
 
 
obr. 3.1: Struktura menu HMI 
Mezi úrovněmi menu se uživatel bude pohybovat pomocí tlačítek 4 a 6, pomocí 
kterých je menu rolováno na LCD displeji nahoru a dolů. Vybranou úroveň je možné 
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vybrat pomocí tlačítka ENTER. Rozmístění tlačítek na klávesnici je znázorněné na obr. 
3.2. 
 
 
 
obr. 3.2: Struktura klávesnice 
 
Legenda tlačítek: 
 
←   Posuv úrovně menu dolů 
→   Posuv úrovně menu nahoru 
ENTER  Potvrzení vybrané úrovně menu 
 
3.1.1. Volba reţimu pohybu 
 
Programový kód menu má následující funkci. Pomocí tlačítek na maticové klávesnici 
označených ← a → provedeme výběr daného režimu pohybu. Stisk tlačítek je hlídán 
pomocí přerušení a po každém stisku se mění proměnná úroveň. Daná hodnota proměnné 
úroveň je informativně vypisována na LCD displeji formou posuvu menu. Po stisku 
tlačítka s označením ENTER je proveden skok na obslužný podprogram pohybového 
režimu podle zvolené hodnoty proměnné. Menu je řešeno tak aby se po opakovaném 
stisku tlačítek pohybovala proměnná úroveň v rozmezí 1-6, čímž je zaručena rotace menu 
nahoru i dolů. Každý pohybový podprogram obsahuje volání menu pro volbu režimu 
funkce použitých senzorů.  
 
Nastavení konstant pro informativní výpis na LCD displej a hodnot proměnných pro 
počáteční stav je provedeno následující rutinou: 
 
     const char Manualni[] = "Manualni mod"; 
 const char automatic[] = "Automaticky mod"; 
 const char man[] = "Manualni"; 
 const char poloh[] = "Poloha"; 
 const char perimetr[] = "Perimetr"; 
 const char Mono[] = "Sken 1D"; 
 const char Dual[] = "Sken 2D"; 
 const char trasink[] = "Trasovani"; 
     int uroven=0; 
 key = 0; 
 
Proměnná key je proměnnou určují stisknuté tlačítko a počáteční hodnota této 
proměnné je 0. Při každém stisku klávesy na maticové klávesnici je generována nová 
hodnota proměnné key. Pro klávesu ← je generována hodnota  0x21 , pro klávesu → 
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hodnota 0x24 a pro klávesu ENTER hodnota 0x88. Tyto hodnoty popisují stav portů 
procesoru obsluhujících maticovou klávesnici a tím i adresaci daného tlačítka. Proměnná 
úroveň je volena na hodnotu 0, aby po startu menu v hlavním těle programového kódu 
začala rotace od úrovně 1 (první položka menu). Při každém stisku klávesy ← nebo → je 
provedena inkrementace/dekrementace hodnoty proměnné úroveň a pomocí LCD displeje 
proveden informativní posuv menu podle hodnoty této proměnné. 
 
Realizace samotného menu jako stavového automatu je provedeno pomocí smyčky 
while(), pomocí které je menu udržovánu v paměti, až do chvíle kdy uživatel stiskne 
klávesu ENTER a tím potvrdí svoji volbu daného režimu vypisovaného na LCD displeji. 
Rutina smyčky while() má následující zápis programového kódu: 
 
 while(1){    
  if(key==0x21){if (uroven==0) uroven=7;uroven-=1; 
if (uroven==0) uroven=6;key = 0;beep(200, 10); _delay_ms(200);} 
  
if (key==0x24){uroven+=1;if (uroven==7) uroven=1; 
key = 0;beep(200, 10); _delay_ms(200);}   
if (key==0x88){if (uroven==1) Man();  
     if (uroven==2) AutoPoloha(); 
               if (uroven==3) Perimetr_a(); 
     if (uroven==4) mono_scen(); 
     if (uroven==5) dual_scen(); 
     if (uroven==6) Atrasovani();   
    }    
if (uroven==1){ clear_disp();     
    put_string_xy(0, 0, Manualni); 
    cursor_disp_ctrl(0x04); 
put_string_xy(0, 1, man); }    
  if (uroven==2){ clear_disp();     
    put_string_xy(0, 0, automatic); 
    cursor_disp_ctrl(0x04); 
    put_string_xy(0, 1, poloh);} 
  if (uroven==3){ clear_disp();     
       put_string_xy(0, 0, automatic); 
    cursor_disp_ctrl(0x04); 
       put_string_xy(0, 1, perimetr); } 
  if (uroven==4){ clear_disp();     
       put_string_xy(0, 0, automatic); 
    cursor_disp_ctrl(0x04); 
       put_string_xy(0, 1, Mono);} 
  if (uroven==5){ clear_disp();     
       put_string_xy(0, 0, automatic); 
    cursor_disp_ctrl(0x04); 
       put_string_xy(0, 1, Dual); } 
  if (uroven==6){ clear_disp();     
       put_string_xy(0, 0, automatic); 
    cursor_disp_ctrl(0x04); 
       put_string_xy(0, 1, trasink);}  
delay_ms(400); 
  }  
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3.1.2. Volba reţimu snímání 
 
Programový kód menu má následující funkci. Pomocí tlačítek na maticové klávesnici 
označených ← a → provedeme výběr daného režimu snímání. Stisk tlačítek je hlídán 
pomocí přerušení a po každém stisku se mění proměnná senzor.  Daná hodnota proměnné 
senzor je informativně vypisována na LCD displeji formou posuvu menu. Po stisku 
tlačítka s označením ENTER je proveden skok na obslužný podprogram pohybového 
režimu podle zvolené hodnoty proměnné. Menu je řešeno tak aby se po opakovaném 
stisku tlačítek pohybovala proměnná senzor v rozmezí 1-4, čímž je zaručena rotace menu 
nahoru i dolů.  
 
Nastavení konstant pro informativní výpis na LCD displej a hodnot proměnných pro 
počáteční stav je provedeno následující rutinou: 
 
         const char mapovani[] = "Mapovani okoli"; 
    const char kolize[] = "Detekce kolize"; 
    const char prenos[] = "kontinualni prenos"; 
 senzor=0; 
 key = 0; 
 
Proměnná key je proměnnou určují stisknuté tlačítko a počáteční hodnota této 
proměnné je 0. Při každém stisku klávesy na maticové klávesnici je generována nová 
hodnota proměnné key. Pro klávesu ← je generována hodnota  0x21 , pro klávesu → 
hodnota 0x24 a pro klávesu ENTER hodnota 0x88. Tyto hodnoty popisují stav portů 
procesoru obsluhujících maticovou klávesnici a tím i adresaci daného tlačítka. Proměnná 
senzor je volena na hodnotu 0, aby po startu menu v hlavním těle programového kódu 
začala rotace od úrovně 1 (první položka menu). Při každém stisku klávesy ← nebo → je 
provedena inkrementace/dekrementace hodnoty proměnné senzor a pomocí LCD displeje 
proveden informativní posuv menu podle hodnoty této proměnné. 
 
Realizace samotného menu jako stavového automatu je provedeno pomocí smyčky 
while(), ve které je menu udržováno v paměti, až do chvíle kdy uživatel stiskne klávesu 
ENTER a tím potvrdí svoji volbu daného režimu vypisovaného na LCD displeji. Rutina 
smyčky while() má následující zápis programového kódu: 
 
 while(1){ 
         if(key==0x21){if (*senr==0) *senr=4; 
          *senr-=1; 
                               key = 0; 
                               beep(200, 10);  
                               _delay_ms(200);}        
               // 4     
     if (key==0x24) {*senr+=1; 
                             if (*senr==4) *senr=1; 
         key = 0; 
         beep(200, 10);  
         _delay_ms(200);}                         
         // 6 
     if(key==0x18) {menu_pohyb();break;}                                    
         // ESC 
        
     if (key==0x88){ if (*senr==1) {*senr=1;break;} 
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                if (*senr==2) {clear_disp(); 
    put_string_xy(0, 0, "Kolizni hranice"); 
    cursor_disp_ctrl(0x04); 
          while(1) {  
                if(key==0x11) {*kol+=1;key = 0; 
       beep(200, 10);  
       _delay_ms(200);} // 1 
    if(key==0x12) {*kol+=10;key = 0;  
       beep(200, 10);   
       _delay_ms(200);} // 2 
    if(key==0x14) {*kol+=100;key = 0; 
       beep(200, 10); 
       _delay_ms(200);} // 3 
    if(key==0x21) {*kol-=1;key = 0; 
       beep(200, 10); 
       _delay_ms(200);} // 4 
    if(key==0x22) {*kol-=10; key = 0; 
       beep(200, 10); 
       _delay_ms(200);} // 5 
    if(key==0x24) {*kol-=100; key = 0; 
       beep(200, 10); 
       _delay_ms(200);} // 6 
    if(key==0x18) {menu_pohyb(); 
           break;}              // ESC 
    if (key==0x88) {return;}       //enter 
   
   if(*kol>=600) *kol=600;  
   if(*kol<=15) *kol=15; 
   clear_disp(); 
   sprintf(info1, "L=  %d",*kol); 
   put_string_xy(0, 0, "Kolizni hranice"); 
   cursor_disp_ctrl(0x04); 
   put_string_xy(0, 1, info1);cursor_disp_ctrl(0x04); 
       _delay_ms(400);                        
                      }}          
                        if (*senr==3) {*senr=3;break;} 
                        } 
          if (*senr==1){ 
    clear_disp(); 
    put_string_xy(0, 0, mapovani); 
    cursor_disp_ctrl(0x04);  
    }   
      if (*senr==2){ 
     clear_disp();     
    put_string_xy(0, 0, kolize); 
    cursor_disp_ctrl(0x04);   
               } 
      if (*senr==3){ 
      clear_disp();     
       put_string_xy(0, 0, prenos); 
    cursor_disp_ctrl(0x04);  
               }           
_delay_ms(400);     
 }    
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3.2. Pohybové reţimy 
 
Režimy pohybu jsou realizovány jako podprogramy, volané pomocí menu HMI. 
Pohyb plošiny je realizován v manuálním a automatickém režimu. Automatický režim je 
dále dělen na dílčí režimy. Možnosti pohybu režimu jsou dány zvoleným pohybovým 
módem a možností pohybu modelářských serv v osách x a y obr. 3.3. 
 
 
obr. 3.3: Vazbové uspořádání plošiny 
 
 
 
3.2.1. Manuální reţim 
 
Při volbě manuálního režimu má možnost uživatel manuálně měnit natočení 
modelářských serv pomocí maticové klávesnice. Natočení je možné volit po skocích o 1°, 
10°, nebo 100°. Pro každý servomotor je vyhraněno 6 tlačítek na maticové klávesnici, 
viz. obr.3.4. 
 
 
 
obr. 3.4: Struktura klávesnice 
 
Legenda tlačítek: 
 
1   Natočení servomotor A o +1° 
2   Natočení servomotor A o +10° 
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3   Natočení servomotor A o +100° 
4   Natočení servomotor A o -1° 
5   Natočení servomotor A o -10° 
6   Natočení servomotor A o -100° 
7   Natočení servomotor B o +1° 
8   Natočení servomotor B o +10° 
9   Natočení servomotor B o +100° 
*   Natočení servomotor B o -1° 
0   Natočení servomotor B o -10° 
#   Natočení servomotor B o -100° 
    ESC   Opuštění zvoleného režimu 
 
 
V tomto režimu nastavování natočení realizováno formou stavového automatu, kdy 
po každém stlačení tlačítka dojde k inkrementaci či dekrementaci proměnné PrepocetH a 
proměnné PrepocetL. Nastavení je realizováno následujícím programovým kódem.  
 
int prepocetH=90; 
int prepocetL=90; 
key = 0; 
 while (key == 0); 
 while(1) {  
  if (key != 0) { 
   switch (key) { 
    case 0x11 : {prepocetH+=1;}; break; // 1 
    case 0x12 : {prepocetH+=10;}; break; // 2 
    case 0x14 : {prepocetH+=100;}; break; // 3 
    case 0x21 : {prepocetH-=1;}; break; // 4 
    case 0x22 : {prepocetH-=10;}; break; // 5 
    case 0x24 : {prepocetH-=100;}; break; // 6 
    case 0x41 : {prepocetL+=1;}; break; // 7 
    case 0x42 : {prepocetL+=10;}; break; // 8 
    case 0x44 : {prepocetL+=100;}; break; // 9 
    case 0x82 : {prepocetL-=10;}; break; // 0 
    case 0x81 : {prepocetL-=1;}; break; // * 
    case 0x84 : {prepocetL-=100;}; break; // # 
    case 0x18 :return(1);break;    
 // ESC  
      } 
 
Nastavování natočení je prováděno ve formě 0°- 180°. Počáteční stav je nastaven na 
90° což odpovídá pulzu 1,5 ms (centrální pozice modelářského serva). Pro udržení 
proměnné v mezích 0°až 180° je použita podmínka hlídání stavu realizována kódem: 
 
if(prepocetH>=180) prepocetH=180;   
if(prepocetL>=180) prepocetL=180; 
if(prepocetH<=0) prepocetH=0; 
if(prepocetL<=0) prepocetL=0; 
 
Pro realizaci pohybu servomotorů je třeba provést přepočet natočení na konstanty 
střídy pulzu PWM. Tento přepočet je realizován pomocí programového kódu: 
 
//prepocet uhlu na ciselnou hodnotu OCR3A 
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 OCR3A=(1843.8+(prepocetH*10.24))/2;         //min 922 
max 1842 
 OCR3B=(1843.8+(prepocetL*10.24))/2;          //min 922 
max 1842 
 
Daný kód provede přepočet nastaveného natočení a přepočtenou hodnotu přiřadí 
bitům OCR3A a OCR3B. Nastavováním bitů OCR3A a OCR3B v rozsahu 922 až 1842 
dochází ke generování pulzů PWM se střídou 1 ms až 2 ms.  
 
V tomto režimu má uživatel možnost nastavovat jak elevaci tak i perimetr plošiny.  
 
 
  
3.2.2. Automatické nastavení polohy 
 
Tento režim je velice podobný manuálnímu režimu popisovanému výše. Nastavování 
natočení je stejným způsobem jako u manuálního režimu. Potvrzení zadané polohy je 
provedeno pomocí klávesy ENTER. Rozložení a význam jednotlivých kláves popisuje 
obr.3.5. 
 
 
Obr.3.5: Struktura klávesnice 
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Legenda tlačítek: 
 
1   Natočení servomotor A o +1° 
2   Natočení servomotor A o +10° 
3   Natočení servomotor A o +100° 
4   Natočení servomotor A o -1° 
5   Natočení servomotor A o -10° 
6   Natočení servomotor A o -100° 
7   Natočení servomotor B o +1° 
8   Natočení servomotor B o +10° 
9   Natočení servomotor B o +100° 
*   Natočení servomotor B o -1° 
0   Natočení servomotor B o -10° 
#   Natočení servomotor B o -100° 
    ESC   Opuštění zvoleného režimu 
 ENTER  Potvrzení zadané polohy 
 
Po stisku klávesy ENTER dojde k přepočtení nastaveného natočení a nastavení bitů 
OCR3A a OCR3B.  Programová realizace stisku klávesy ENTER je pomocí kódu: 
 
case 0x88 :{      
 OCR3A=(1843.8+(prepocetH*10.24))/2;     //min 922 max 
1842 
 OCR3B=(1843.8+(prepocetL*10.24))/2;      //min 922 max 
1842 
         }; break;       //ENTER 
   
 
     
3.2.3. Pohyb v zadaném perimetru 
 
Tento režim je založen na principu manuálního režimu. Modifikace tohoto režimu 
spočívá v nastavování minimální a maximální hodnoty natočení a dále zvolené elevace. 
Po zadání hodnot pomocí maticové klávesnice Obr.3.6 a jejich potvrzením pomocí 
klávesy ENTER dojde k samotnému pohybu servomotorů.  
 
 
 
Obr.3.6: Struktura klávesnice 
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Legenda tlačítek: 
 
1   Natočení servomotor min. o +1° 
2   Natočení servomotor min. o +10° 
3   Natočení servomotor min. o +100° 
4   Natočení servomotor min. o -1° 
5   Natočení servomotor min. o -10° 
6   Natočení servomotor min. o -100° 
7   Natočení servomotor max. o +1° 
8   Natočení servomotor max. o +10° 
9   Natočení servomotor max. o +100° 
*   Natočení servomotor max. o -1° 
0   Natočení servomotor max. o -10° 
#   Natočení servomotor max. o -100° 
F1   Elevace o +5° 
F2   Elevace o -5° 
    ESC   Opuštění zvoleného režimu 
 ENTER  Potvrzení zadaných hodnot 
 
V tomto režimu nastavování natočení realizováno formou stavového automatu, kdy 
po každém stlačení tlačítka dojde k inkrementaci či dekrementaci proměnné PrepocetH a 
proměnné PrepocetL pro zadání perimetru. Pro nastavení elevace plošiny slouží 
proměnná elv, kterou pomocí kláves F1 a F2 inkrementujeme, nebo dekrementujeme. 
Nastavení je realizováno následujícím programovým kódem.  
 
 
 
if (key != 0) { 
switch (key) { 
 case 0x11 : {prepocetH+=1;key = 0;beep(200, 10);break;} // 1 
 case 0x12 : {prepocetH+=10;key = 0;beep(200, 10);break;} // 2 
 case 0x14 : {prepocetH+=100;key = 0;beep(200, 10);break;} // 3 
 case 0x21 : {prepocetH-=1;key = 0;beep(200, 10);break;} // 4 
 case 0x22 : {prepocetH-=10;key = 0;beep(200, 10);break;} // 5 
 case 0x24 : {prepocetH-=100;key = 0;beep(200, 10);break;} // 6 
 case 0x41 : {prepocetL+=1;key = 0;beep(200, 10);break;} // 7 
 case 0x42 : {prepocetL+=10;key = 0;beep(200, 10);break;} // 8 
 case 0x44 : {prepocetL+=100;key = 0;beep(200, 10);break;} // 9 
 case 0x82 : {prepocetL-=10;key = 0;beep(200, 10);break;} // 0 
 case 0x81 : {prepocetL-=1;key = 0;beep(200, 10);break;} // * 
 case 0x84 : {prepocetL-=100;key = 0;beep(200, 10);break;} // # 
 case 0x28 :{elv+=5;key = 0;beep(200, 10);break;}  // F1 
 case 0x48 :{elv-=5;key = 0;beep(200, 10);break;}  // F2 
 case 0x18 :key = 0;beep(200, 10);return(1);break;  //ESC 
 case 0x88 :{scan_per(Maximum,Minimum,elv);}     //ENTER 
           }         
 
 
 
Nastavování perimetru je prováděno ve formě 0°- 180° stejně jako elevace. Počáteční 
stav je nastaven na 90° což odpovídá pulzu 1,5 ms (centrální pozice modelářského serva). 
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Pro udržení proměnné v mezích 0°až 180° je použita podmínka hlídání stavu realizována 
kódem: 
 
if(prepocetH>=180) prepocetH=180; 
 if(prepocetL>=180) prepocetL=180; 
 if(prepocetH<=0) prepocetH=0; 
 if(prepocetL<=0) prepocetL=0; 
 if(elv>=180) elv=180; 
 if(elv<=0) elv=0; 
 
Pro realizaci pohybu modelářských serv je třeba provést přepočet natočení na 
konstanty střídy pulzu PWM. Tento přepočet je realizován pomocí programového kódu: 
 
 Maximum=(1843.8+(prepocetL*10.24))/2; 
 Minimum=(1843.8+(prepocetH*10.24))/2; 
 while (1) 
{ 
key = 0; 
  OCR3B=(1843.8+(elv*10.24))/2; 
for(OCR3A=Minimum;OCR3A<=Maximum;OCR3A+=autostep) 
   { 
    _delay_ms(500); 
 clear_disp(); 
 sprintf(info1, "Servo 1:  %d°",OCR3A); 
 put_string_xy(0, 0, info1); 
 if (key == 0x18) return 1;  
       } 
 for(OCR3A=Maximum;OCR3A>=Minimum;OCR3A-=autostep) 
   { 
     _delay_ms(500); 
 clear_disp(); 
 sprintf(info1, "Servo 1:  %d°",OCR3A); 
 put_string_xy(0, 0, info1); 
 if (key == 0x18) return 1;  
       } 
    } 
 
Daný kód provede přepočet nastaveného minimálního a maximálního perimetru a 
přepočet zadané elevace. Hodnota elevace je přiřazena bitu OCR3B, což vede k natočení 
modelářského serva do požadované pozice elevačního úhlu. Hodna bitu OCR3A se mění 
pomocí for cyklu, který mění hodnotu tohoto bitu od minimální hodnoty do maximální 
hodnoty natočení po definovaném kroku. Po dosažení zadaného maxima perimetru přejde 
režim do druhého for cyklu, který mění hodnotu OCR3A ze zadaného maxima do 
zadaného minima perimetru po definovaném kroku autostep. 
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3.2.4. Pohyb v jedné rovinně 
 
Tento režim je založen na principu skenování zadaného perimetru. Modifikace 
tohoto režimu spočívá ve výběru skenované roviny pomocí kláves F1 a F2. Pro výběr 
roviny slouží maticová klávesnice Obr.3.7. Stlačením jedné z výše zmíněných kláves 
dojde k samotnému pohybu modelářských serv.  
 
 
 
Obr.3.7: Struktura klávesnice 
 
 
 
Legenda tlačítek: 
 
F1   Výběr roviny X 
F2   Výběr roviny Y 
    ESC   Opuštění zvoleného režimu 
  
Po výběru roviny dojde k nastavování bitu OCR3A pro pohyb v rovině X a bitu 
OCR3B pro pohyb v rovině Y. Pohyb je realizován v rozmezí délek pulzů dle tab.: 3.3.1. 
Režim pohybu je realizován stejně jako u režimu zadaného perimetru. Programová 
realizace pohybu modelářského serva pro rovinu X je provedena pomocí dvou for cyklů. 
 
 
switch (key) { 
case 0x28 : { 
 char autostep=10; 
while (1) 
{ 
key = 0; 
for(OCR3A=922;OCR3A<=1842;OCR3A+=autostep) 
  {  
  if (key == 0x18) return 1;  
      }     
for(OCR3A=1842;OCR3A>=922;OCR3A-=autostep) 
  { 
  if (key == 0x18) return 1;  
      } 
 }  
   }; break;  // F1  
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Bit OCR3A pro realizaci pohybu v rovině X je krokováno pomocí autostop. Proměnná 
autostop realizuje automatický krok, který je programově nastaven na hodnotu 10.   
 
Programová realizace pohybu modelářského serva pro rovinu Y je provedena 
obdobně jako pro rovinu X. Modifikace spočívá pouze v nastavování bitu OCR3B ve 
dvou for cyklech. 
 
case 0x48 : { 
 char autostep=10; 
while (1) 
{ 
key = 0; 
for(OCR3B=922;OCR3B<=1842;OCR3B+=autostep) 
  {  
  if (key == 0x18) return 1;  
      }     
for(OCR3B=1842;OCR3B>=922;OCR3B-=autostep) 
  { 
  if (key == 0x18) return 1;  
      } 
 }  
   }; break;  // F2 
 
 Bit OCR3B pro realizaci pohybu v rovině Y je krokováno pomocí proměnné 
autostop. Proměnná autostop realizuje automatický krok, který je programově nastaven 
na hodnotu 10. Po dosažení maximálních hodnot natočení dojde k obracení směru 
pohybu směrem dolů k minimální hodnotě natočení v rozsahu 1 ms – 2 ms. 
 
3.2.5. Pohyb ve dvou rovinách 
 
Tento pohybový režim je modifikací režimu skenování v jedné rovině. V tomto 
režimu není implementováno zadávání hodnot natočení, ani výběr roviny skenování. 
Pohyb je realizován kontinuálním pohybem v oblasti perimetru v rozsahu minimálního a 
maximálního natočení dle tab.: 3.3.1. V oblasti perimetru je proveden pohyb od 
minimální hodnoty pulzu k maximální a zpět k minimální hodnotě. Po té dojde ke změně 
hodnoty elevace o programově daný krok. Pokud hodnota elevace dosáhne maximální 
hodnoty odpovídající délce pulzu 2 ms, dojde ke krokování směrem dolů k minimální 
hodnotě odpovídající délce pulzu 1 ms. Pohyb je řešen pomocí for cyklů. Realizace 
režimu je řešena programovým kódem. 
 
 
for(OCR3A=922;OCR3A<=1842;OCR3A+=autostep) 
 { 
    for(OCR3B=922;OCR3B<=1842;OCR3B+=autostep) 
    { 
      if (key == 0x18) return 1;  
    } 
 for(OCR3B=1842;OCR3B>=922;OCR3B-=autostep) 
    { 
  if (key == 0x18) return 1;  
    } 
    }; 
for(OCR3A=1842;OCR3A>=922;OCR3A-=autostep) 
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 { 
    for(OCR3B=922;OCR3B<=1842;OCR3B+=autostep) 
    { 
     if (key == 0x18) return 1;  
    } 
 for(OCR3B=1842;OCR3B>=922;OCR3B-=autostep) 
    { 
  if (key == 0x18) return 1;  
    }     
}; 
 
Programové nastavení automatického kroku autostop je nastavena v kódu na hodnou 
10, což odpovídá změně natočení o 1°.  
 
3.2.6. Pohyb na zadané trajektorii 
 
V tomto režimu má uživatel možnost zadat deset hodnot natočení modelářských serv 
a časové prodlevy v jednotlivých pozicích. Nastavování jednotlivých hodnot je 
prováděno pomocí maticové klávesnice Obr.3.8. 
 
 
Obr.3.8: Struktura klávesnice 
 
Legenda tlačítek: 
 
1   Natočení serva A o +1° 
2   Natočení serva A o +10° 
3   Natočení serva A o +100° 
4   Natočení serva A o -1° 
5   Natočení serva A  o -10° 
6   Natočení serva A o -100° 
7   Natočení serva B o +1° 
8   Natočení serva B o +10° 
9   Natočení serva B o +100° 
*   Natočení serva B o -1° 
0   Natočení serva B o -10° 
#   Natočení serva B o -100° 
F1   Prodleva o +1 s 
F2   Prodleva o -1 s 
    ESC   Opuštění zvoleného režimu 
 ENTER  Uložení nastavených hodnot do pole 
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Po stisku klávesy ENTER dojde k uložení zadaných hodnot natočení a pauzy pro 
danou pozici do pole o rozměrech 10 x 3 definovaného pomocí unsigned int 
multi_array[10][3]. Realizace nastavování a ukládání do pole je provedeno pomocí 
programového kódu: 
 
while(i<=9){ 
switch (key) { 
case 0x11 : {prepocetH+=1;key = 0;beep(200, 10);break;} 
 // 1 
case 0x12 : {prepocetH+=10;key = 0;beep(200, 10);break;} 
 // 2 
case 0x14 : {prepocetH+=100;key = 0;beep(200, 10);break;}
 // 3 
case 0x21 : {prepocetH-=1;key = 0;beep(200, 10);break;} 
 // 4 
case 0x22 : {prepocetH-=10;key = 0;beep(200, 10);break;} 
 // 5 
case 0x24 : {prepocetH-=100;key = 0;beep(200, 10);break;} 
 // 6 
case 0x41 : {prepocetL+=1;key = 0;beep(200, 10);break;} 
 // 7 
case 0x42 : {prepocetL+=10;key = 0;beep(200, 10);break;} 
 // 8 
case 0x44 : {prepocetL+=100;key = 0;beep(200, 10);break;} 
 // 9 
case 0x82 : {prepocetL-=10;key = 0;beep(200, 10);break;} 
 // 0 
case 0x81 : {prepocetL-=1;key = 0;beep(200, 10);break;} 
 // * 
case 0x84 : {prepocetL-=100;key = 0;beep(200, 10);break;} 
 // # 
case 0x28 : {elv+=1000;key = 0;beep(200, 10);break;} 
 // F1 
case 0x48 : {elv-=1000;key = 0;beep(200, 10);break;}  
 // F2 
case 0x18 : break; 
case 0x88 : { key=0; 
  multi_array[i][0]=prepocetH;   
  multi_array[i][1]=prepocetL; 
  multi_array[i][2]=elv; 
  i+=1; 
  _delay_ms(1000); 
  break;  
          }               
        //ENTER 
     } 
  } 
 
Stisknutím klávesy Enter je do příslušné pozice v poli uložena hodnota natočení 
jednotlivých serv a časové konstanty. Řádky pole jsou měněny pomocí proměnné i 
inkrementované po každém stisku ENTER. Nastavování a ukládání hodnot probíhá do 
chvíle než je proměnná i rovna hodnotě 9, což znamená naplnění 10 řádků definovaného 
pole.  
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Jednotlivé nastavované hodnoty jsou udržování v rozmezí 0°-180° pro natočení a 0-
60 s pro časovou konstantu pomocí podmínek: 
 
if(prepocetH>65000) prepocetH=0; 
if(prepocetL>65000) prepocetL=0; 
if(elv>65000) elv=0; 
if(prepocetH>=180) prepocetH=180; 
if(prepocetL>=180) prepocetL=180; 
if(elv>=60000) elv=60000; 
 
Po naplnění pole hodnotami následuje čtení hodnot z pole pomocí for cyklu a 
následné natáčení modelářských serv podle přepočtené délky pulzu z úhlu natočení. Po té 
co se serva natočí na požadovanou pozici je provedeno čekaní v zadané pozici po 
uživatelem definovanou dobu. Čtení z pole je realizováno programovou částí kódu: 
 
unsigned int z; 
unsigned int x; 
unsigned int y; 
unsigned int j,f; 
for (j=0;j<10;j++){    
x = multi_array[j][0]; 
y = multi_array[j][1]; 
z = multi_array[j][2]; 
if (key==0x18) break;    //ESC 
OCR3A=998+(x*5.55555555);      // prepocet uhlu 
na OCR3A 
OCR3B=998+(y*5.55555555);        // prepocet uhlu 
na OCR3B 
_delay_ms(z);      //pocka zadanou 
dobu 
           } 
 
Jednotlivé hodnoty načtené z pole jsou pomocí for cyklu ukládány do proměnných 
x,y pro natočení serv a z pro časové zpoždění před dalším krokem. Hodnoty proměnných 
x,y je třeba přepočítávat na hodnoty bitů OCR3A a OCR3B, aby hodnoty odpovídaly 
délce pulzu dle tabulky tab.: 3.1. 
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3.3. Pulzně šířková modulace 
 
Pro pohyb servomotoru je nutné generovat pulzně šířkovou modulaci pomocí 
zabudované jednotky v mikroprocesoru ATmega128. Frekvence generovaného signálu 
musí být 50 Hz pro možnost řízení modelářského serva. Dále musí mít signál periodu 20 
ms s proměnnou střídou 1 ms až 2 ms.  
 
Pro generování tohoto řídícího signálu použijeme zabudovaný PWM generátor. 
Tento generátor nastavíme do režimu fázově korigované PWM. Funkce tohoto režimu je 
znázorněna na obr.3.9.  
 
obr.3.9: Funkce fázově korigované PWM [1] 
 
Tento režim je výhodný pro pohonové řízení, jelikož poskytuje dvakrát větší 
rozlišení. To je dáno tím, že čítá ode dna až do hodnoty maxima (označována TOP) a po 
té směrem dolů ke dnu. Pro správné nastavení generátoru potřebujeme vypočítat hodnotu 
maxima (TOP). Tato hodnota je závislá na velikosti použitého krystalu, který slouží jako 
generátor časového signálu a na použité předděličce signálu. V našem případě je použit 
krystal s frekvencí 14,7456 MHz a předdělička je zvolena na 8. Předděličku je možné 
volit z rozsahu 1,8,64,256,1024. Volba hodnoty předdělička se provádí pomocí bitů 
CSn2, CSn1 a CSn0, kde n je číslo použitého časovače. Pro výpočet hodnoty TOP 
použijeme vzorec (3.1). 
 
2
clk
PWM
f
f
N TOP

 
         (3.1) 
 
kde, 
 fPWM je frekvence generovaného signálu 
fclk je frekvencí krystalu  
N je hodnota předděličky 
 
Pro vyjádření hodnoty TOP, což je signál o periodě 20 ms musíme vzorec upravit (3.1) 
upravit na vzorec (3.2). 
 
2
clk
PWM
f
TOP
N f

 
         (3.2) 
 
kde, 
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 fPWM je frekvence generovaného signálu 
fclk je frekvencí krystalu  
N je hodnota předděličky 
 
Po dosazení hodnot do vzorce (3.2) dostaneme následující zápis . 
 
14745600
2 8 50
TOP 
     
                  (3.3) 
 
Po provedení výpočtu získáme hodnotu maximálního čítání. Výpočtem jsme získali 
hodnotu 18432. Z této hodnoty musíme dále vypočítat konstanty pro nastavení délek 
pulzů pro střídy 1 ms až 2 ms. Tyto hodnoty získáme pomocí vzorce (3.4). 
 
20
PTOP TX

      (3.4) 
 
kde, 
 TOP je maximální hodnota čítání 
Tp je požadovaná střída (1 – 2 ms)  
 
Výpočtem byla získána následující tabulka tab.3.1 s hodnotami pro základní pozice 
servomotoru. 
 
tab.3.1: Tabulka vypočtených hodnot 
Střída Tp Vypočtená hodnota 
1 ms 922 
1,5 ms 1382 
2 ms 1842 
 
3.3.1. Programová realizace 
 
Pro nastavení PWM generátoru byl použit následující programový kód nastavující 
hlavní registry a bity potřebné k provozu PWM generátoru. 
  
DDRE = 0x18;  //povoleni portu PE3 a PE4 jako vystup 
PWM  
ICR3=(36864)/2;  //nastavení hodnoty TOP 
TCCR3A=0xA0;      //Nastaveni PWM s vystupem OCR3A 
TCCR3B=0x12;  //Nastaveni PWM s vystupem OCR3B 
TCNT3H=0x00;  
TCNT3L=0x00;   
OCR3A=(2764.8)/2; //nastavení centrální pozice 
OCR3B=(2764.8)/2; //nastavení centrální pozice 
 
Nejdříve musíme nastavit porty, na kterých budeme generovat PWM. Toto nastavení 
provedeme nastavením DDRE na hodnotu 0x18. Toto nastavení povolí porty PE3 a PE4 
označované také jako OC3A a OC3B, jako výstupy PWM. Dále nastavíme hodnotu TOP 
pomocí nastavení bitu ICR3. Po nastavení hodnoty TOP musíme nastavit PWM generátor 
pomocí registrů TCCR3A a TCCR3B viz. obr.3.10 
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Obr.3.10: Bity registrů TCCR3A a TCCR3B[1] 
 
Registr TCCR3A je v programovém kódu nastaven na 0xA0, což odpovídá nastavení 
bitů COM2A1 a COM3B1 na hodnotu 1. Registr TCCR3B je v programovém kódu 
nastaven na hodnotu 0x12. Toto nastavení odpovídá nastavení bitů WGM33 a CS31 na 
hodnotu 1. Ostatní bity těchto registrů jsou ponechány ve standartním nastavení od 
výrobce na hodnotě 0.  
 
Bity COM2A1 a COM3B1 řídí režim vývodů OC3A a OC3B. Bit WGM33 řídí 
čítanou sekvenci, volí maximální čítanou hodnotu a typ generovaného průběhu. Bit CS31 
volí výběr hodinového signálu. V případě generované PWM je voleno dělení frekvence 
krystalu 8. Pomocí bitů OCR3A a OCR3B volíme požadovanou střídu signálu. 
V počátečním nastavení PWM generátoru je volena střída 1,5 ms, což odpovídá centrální 
pozici servomotoru. 
 
3.4. A/D převodník 
 
Díky zabudovanému A/D převodníku je možné využívat mikropočítač ATmega128 
jako měřící jednotku. V mnoha aplikacích je nutné měřit hodnoty napětí, popřípadě 
jiných veličin na napětí převedených. Procesor ATmega128 má možnost měřit napětí 
pomocí zabudovaného A/D převodníku s postupnou aproximací o rozlišení až 10 bitů. 
Tato přesnost postačuje pro většinu senzorických měření.  
 
3.4.1. Popis A/D převodníku 
 
 
Obr.3.11  : 10-bitový A/D převodník [1] 
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Pro realizaci senzorického měření byl použit 10-bitový A/D převodník obr.3.11 
Vlastnosti zabudovaného převodníku jsou uvedeny v následujícím soupisu: 
 
 Doba převodu 65 – 200 ms 
 Rychlost až 15 kSPS 
 Režimy: jednoduchý převod/volný běh 
 Potlačovač šumu 
 7 diferenciálních kanálů 
 Možnost programovatelného zesílení u dvou kanálů 
 Maximální pracovní frekvence 200 kHz (možnost zvýšení při snížení 
rozlišovací schopnosti převodníku) 
 Volitelná napěťová reference 
 
K řízení zabudovaného A/D  převodníku je používáno několik specifických registrů. 
Jedním z nich je registr ADMUX. Rozložení bitů tohoto registru je na obr.3.12. 
 
 
Obr.3.12 : Rozložení řídících bitů ADMUX [1] 
 
 
Bity REFS0, REFS1 slouží k nastavení napěťové reference pro analogový převod. 
Význam jednotlivých nastaveni je uveden v tabulce tab.3.2. 
 
Tab.3.2 : Nastavení napěťové reference 
REFS1 REFS0 Význam 
0 0 Vnější reference 
0 1 AVCC (hodnota napájecího napětí) 
1 0 Zatím bez významu 
1 1 Vnitřní reference 2,56 V 
 
V případě realizace senzorického snímání pro navrhovanou plošinu  je napěťová 
reference volena na hodnotu napájecího napětí. Díky tomuto nastavení je možnost k A/D 
převodníku připojit senzory s rozsahem výstupního napětí v hodnotách 0 – 5 V bez 
nutnosti úpravy výstupní hodnoty. Bit ADLAR slouží k nastavení zarovnání výsledku 
převodu. Je-li bit vynulován, je výsledek zarovnán standardně napravo. Je-li bit nastaven, 
pak je výsledek zarovnán doleva. Pomocí bitů MUX4 - MUX0 provádíme výběr kanálu. 
Může být vybrán jeden kanál, použitelný pro převod, nebo dva kanály, kde se převání 
rozdíl mezi úrovněmi napětí těchto kanálů. Pokud nastavíme hodnotu 0 - 7, pak je zvolen 
jeden z kanálů. Naopak pokud je nastavena hodnota 8 - 29 pak se převod koná na 
výsledku rozdílu mezi vybranými diferenčními kanály.  
 
Dalším registrem, který je pro funkci A/D převodníku nutné použít je ADCSRA. 
Pomocí tohoto registru je řízen samotný převod a informuje o stavu převodu. Jednotlivé 
bity tohoto registru jsou viditelné na obr.3.13. 
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Obr.3.13 : Rozložení řídících bitů ADCSRA [1] 
 
 
 Bit ADEN - Zapíná a vypíná AD převodník. Pokud je prováděn převod, je 
ihned ukončen. 
 Bit ADSC - Začne s AD převodem na vybraném kanálu (nebo dvojici 
diferenčních kanálů. Čtením tohoto bitu také zjistíme v jakém stavu je 
převod. Pokud převod stále probíhá, je bit nastaven. Pokud je bit vynulován, 
byl převod dokončen. 
 Bit ADATE - Tento bit zajistí automatické spouštění vzniku nastaveného 
přerušení... Ukážeme si v příkladu. 
 Bit ADIF - příznak přerušení po dokončení AD převodu. 
 Bit ADIE - povolí přerušení od AD převodníku. 
  Bit ADPS2:ADPS0 - nastaví před-děličku hodin pro AD převodník. Dělicí 
faktor je 2,2,4,8,16,32,64,128. 
 
Výsledek převodu je zapisován do dvojice registrů. ADCH a ADCL. Hodnotu z 
těchto registrů musí být čtena vždy v pořadí ADCL, ADCH, aby byla čtena celá hodnota 
z právě dokončeného převodu A/D převodníku.  
 
3.4.2. Programová realizace 
 
Pro nastavení A/D převodníku byla napsána funkce pomocí které vyvoláme samotný 
převod. 
 
unsigned int read_adc(unsigned char kanal) 
{ 
ADMUX=kanal;   // určí převáděný kanál 
_delay_us(10); 
ADCSRA|=0x40;   // odstartuje převod 
while ((ADCSRA & 0x10)==0); 
ADCSRA|=0x10; 
return ADCW; 
} 
 
Do registru ADMUX je uložena hodnota argumentu funkce určující kanál. Nastavení 
argumentu kanál je provedeno pomocí unsigned char kanal = 0b01000000. Tímto 
nastavením je zvolen pin ADC0, na kterém bude napětí měřeno a dále napěťová 
reference. Vzhledem k tomu, že je vybrána reference AVCC, nemusíme se obávat, že 
bychom si takovýmto zásahem obsah registru poškodili. 
 
Nastavením bitu ADSC v registru ADCSRA je spouštěn  převod a čekání do 
nastavení bitu ADIF, který určuje konec převodu. 
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3.5. Reţimy snímání 
 
Režimy snímání jsou realizovány jako části podprogramu pohybu, volané pomocí 
konstanty senzor nastavované v menu výběru snímacích režimů. Realizace snímacích 
režimů je založena na nastavení A/D převodníku pro použití infračerveného senzoru 
realizovaného pomocí funkce: 
 
unsigned int read_adc(unsigned char kanal) 
{ 
ADMUX=kanal;   // určí převáděný kanál 
_delay_us(10); 
ADCSRA|=0x40;   // odstartuje převod 
while ((ADCSRA & 0x10)==0); 
ADCSRA|=0x10; 
return ADCW; 
} 
 
K realizaci informativního výpisu bylo nutné realizovat přepočtové funkce na základě 
rozdělení grafu obr.2.24  na úseky po 10 cm. Výsledné přepočtové funkce jsou zobrazeny 
v následující tabulce tab.3.3. 
 
Tab.3.3 : Tabulka přepočtových vzorců 
Úsek Rovnice 
20-30 cm y = -0,0901∙x + 65,856 
30-40 cm y = -0,1235∙x + 79,136 
40-50 cm y = -0,2128∙x + 107,45 
50-60 cm y = -0,2381∙x + 114,29 
60-70 cm y = -0,2941∙x + 127,06 
70-80 cm y = -0,4167∙x + 150,83 
80-90 cm y = -0,6667∙x + 193,33 
90-100 cm y = -0,8333∙x + 219,17 
100-110 cm y = -0,5882∙x + 184,12 
110-120 cm y = -3,3333∙x + 530 
120-130 cm y = -x + 243 
130-140 cm y = -2,5∙x + 412,5 
140-150 cm y = -3,3333∙x + 503,33 
 
Pro snímání pomocí ultrazvukového senzoru je nutné nastavení sběrnice I2C viz. 
kapitola 2.2. Pro Získání údajů z ultrazvukového senzoru není nutný žádný přepočet díky 
možnosti senzoru upravovat signál na výstup v palcích, centimetrech a milisekundách.  
 
Vyhodnocování vzdálenosti u senzoru SRF02 je provedeno pomocí měření doby 
přijetí odraženého zvukového signálu vysílaného senzorem na začátku měření. Tento 
odražený signál je označován jako echo. Doba mezi vysláním signálu a přijetím echa 
obr.3.14 je úměrná vzdálenosti. Jelikož známe rychlost zvuku můžeme tuto vzdálenost 
jednoduše určit pomocí vzorce (3.5). 
 
2
t
L c         (3.5) 
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kde, 
L je aktuální měřená vzdálenost [m] 
c je rychlost ultrazvuku [m∙s-1] 
t je čas přijetí echa [s] 
 
 
 
Obr.3.14 : Přijetí echa 
 
3.5.1. Mapování okolí 
 
Pomocí toho režimu má uživatel možnost kontinuálně mapovat okolí. Výsledné 
vzdálenosti je možné sledovat na LCD displeji ve formě výpisu aktuální vzdálenosti pro 
oba použité senzory. Realizace toho režimu je provedena pomocí programového kódu: 
 
 
vysledek = read_adc();  
/* prepoctove vzorce ADCW*/ 
if (vysledek<=109){prepocet=((-3.3333*vysledek) + 503.33);}  
else if (vysledek<=113){prepocet=((-2.5*vysledek) + 412.5);} 
else if (vysledek<=123){prepocet=(-vysledek + 243);} 
else if (vysledek<=126){prepocet=((-3.3333*vysledek) + 
530);} 
else if (vysledek<=143){prepocet=((-0.5882*vysledek)+ 
184.12);} 
else if (vysledek<=155){prepocet=((-0.8333*vysledek) + 
219.17);} 
else if (vysledek<=170){prepocet=((-0.6667*vysledek) + 
193.33);} 
else if (vysledek<=194){prepocet=((-0.4167*vysledek) + 
150.83);} 
else if (vysledek<=228){prepocet=((-0.2941*vysledek) + 
127.06);} 
else if (vysledek<=270){prepocet=((-0.2381*vysledek) + 
114.29);} 
else if (vysledek<=317){prepocet=((-0.2128*vysledek) + 
107.45);} 
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else if (vysledek<=398){prepocet=((-0.1235*vysledek) + 
79.136);} 
else if (vysledek<=509){prepocet=((-0.0901*vysledek) + 
65.856);} 
/* obsluha I2C */ 
for(delay=0; delay<30000L; delay++);                        
      i2c_transmit(0xE0,0,0x51);                   
// Rozliseni v cm 
      _delay_ms(100); 
      range = i2c_read(0xE0,2) <<8;             
// cteni vzdalenosti, high byte 
      range += i2c_read(0xE0,3);                  
// cteni  vzdalenosti,  low byte 
      sprintf(s,"SRF02= %d cm",range);  
      sprintf(info3, "L=  %dcm",prepocet);      
      cursor_disp_ctrl(0x04); 
      _delay_ms(200); 
       clear_disp(); 
       put_string_xy(0, 0, s); 
       put_string_xy(0,1,info3);  
       cursor_disp_ctrl(0x04); 
       _delay_ms(500);        
        
Programový kód režimu spouští A/D převodník pro snímání výstupního napětí Vo 
infračerveného senzoru a zároveň také čtení dat z ultrazvukového senzoru SRF02 po 
sběrnici I2C. Data převedená pomocí A/D převodníku jsou pomocí přepočtových funkcí 
převedena na délkové údaje. Data z ultrazvukového senzoru jsou přímo senzorem 
konvertována na délkový údaj pomocí nastavení konverze na 0x51. Proto není nutná další 
úprava těchto dat. Po zpracování měřených dat jsou délkové údaje zobrazeny na LCD 
displeji. 
 
3.5.2. Detekce kolize 
 
Pomocí toho režimu má uživatel možnost kontinuálně mapovat okolí s možností 
detekce kolize. Výsledné vzdálenosti je možné sledovat na LCD displeji ve formě výpisu 
aktuální vzdálenosti pro oba použité senzory. V případě nalezení překážky v  kolizní 
vzdálenosti je spouštěn alarm pro informaci o nastávající možnosti kolize. Realizace toho 
režimu je provedena pomocí programového kódu: 
 
vysledek = read_adc();  
/* prepoctove vzorce ADCW*/ 
if (vysledek<=109){prepocet=((-3.3333*vysledek) + 503.33);}  
else if (vysledek<=113){prepocet=((-2.5*vysledek) + 412.5);} 
else if (vysledek<=123){prepocet=(-vysledek + 243);} 
else if (vysledek<=126){prepocet=((-3.3333*vysledek) + 530);} 
else if (vysledek<=143){prepocet=((-0.5882*vysledek) + 
184.12);} 
else if (vysledek<=155){prepocet=((-0.8333*vysledek) + 
219.17);} 
else if (vysledek<=170){prepocet=((-0.6667*vysledek) + 
193.33);} 
else if (vysledek<=194){prepocet=((-0.4167*vysledek) + 
150.83);} 
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else if (vysledek<=228){prepocet=((-0.2941*vysledek) + 
127.06);} 
else if (vysledek<=270){prepocet=((-0.2381*vysledek) + 
114.29);} 
else if (vysledek<=317){prepocet=((-0.2128*vysledek) + 
107.45);} 
else if (vysledek<=398){prepocet=((-0.1235*vysledek) + 
79.136);} 
else if (vysledek<=509){prepocet=((-0.0901*vysledek) + 
65.856);} 
if (přepočet<=kolize){alarm();} 
/* obsluha I2C */ 
for(delay=0; delay<30000L; delay++);                        
      i2c_transmit(0xE0,0,0x51);             
// Rozliseni v cm 
      _delay_ms(100); 
      range = i2c_read(0xE0,2) <<8;          
// cteni vzdalenosti, high byte 
      range += i2c_read(0xE0,3);             
// cteni  vzdalenosti,  low byte 
      if (range<=kolize){alarm();} 
      sprintf(s,"SRF02= %d cm",range);  
      sprintf(info3, "L=  %dcm",prepocet);      
      cursor_disp_ctrl(0x04); 
      _delay_ms(200); 
       clear_disp(); 
       put_string_xy(0, 0, s); 
       put_string_xy(0,1,info3);  
       cursor_disp_ctrl(0x04); 
       _delay_ms(500);        
 
Programový kód režimu spouští A/D převodník pro snímání výstupního napětí Vo 
infračerveného senzoru a zároveň také čtení dat z ultrazvukového senzoru SRF02 po 
sběrnici I2C. Data převedená pomocí A/D převodníku jsou pomocí přepočtových funkcí 
převedena na délkové údaje. Data z ultrazvukového senzoru jsou přímo senzorem 
konvertována na délkový údaj pomocí nastavení konverze na 0x51. Proto není nutná další 
úprava těchto dat. Po zpracování měřených dat jsou délkové údaje porovnány 
s uživatelsky nastavenou kolizní vzdálenosti a zobrazeny na LCD displeji. V případě 
nalezení předmětu na kolizní vzdálenosti dojde k vyvolání funkce alarm(), která uživatele 
informuje o nastávající kolizní situaci. Po provedení funkce alarm() dochází k návratu do 
hlavní části kódu režimu pomocí. 
 
void alarm (void) 
{ 
int i=0; 
for (i=0;i<=1;i+=1)  //provede dve opakovani alarmu 
{ 
beep(350, 100); 
beep(100, 100); 
beep(350, 100); 
beep(100, 100); 
} 
return;          //navrat 
} 
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Funkce alarm() generuje zvuky signál na základě vstupu ve tvaru půlperiody signálu 
a počtu cyklů. Sekvence volání funkce beep() realizuje kolísavý signál formou pípání, 
který je opakován celkem dvakrát pomocí for cyklu for (i=0;i<=1;i+=1). Po provedení 
cyklu for je proveden skok zpět do obslohy detekce. 
 
 
3.5.3. Kontinuální přenos měřených dat 
 
Režim kontinuálního přenosu dat realizuje přenos měřených dálkových údajů 
získaných pomocí zapojených senzorů. Po každém cyklu měření jsou pomoci UART 
linek RXD a TXD přenášeny údaje měřených dat ve formátu Infračervený senzor a 
Ultrazvukový senzor s patřičným dálkovým údajem. Po každém realizovaném přenosu je 
očekáván kontrolní bit potvrzující úplnost přenosu. A zároveň jsou údaje o měřené 
vzdálenosti vypsány na LCD displej. Pro přenos dat po linkách RXD a TXD bylo třeba 
nastavit rozhraní UART vestavěné do procesoru ATmega128. Nastavení je provedeno 
pomocí funkce USART_Init() jejímž jediným vstupním parametrem je přenosová 
rychlost. Po provedení inicializace rozhraní jsou použity funkce pro přenos dat 
USART_Transmit.  Vsutpem funkce pro vysílní dat je pouze datový řetězec, který má 
být vyslán.  
 
vysledek = read_adc(kanal); 
/* prepoctove vzorce */ 
if (vysledek<=109){ 
prepocet=((-3.3333*vysledek) + 503.33);}  
else if (vysledek<=113){ 
prepocet=((-2.5*vysledek) + 412.5);} 
else if (vysledek<=123){ 
prepocet=(-vysledek + 243);} 
else if (vysledek<=126){ 
prepocet=((-3.3333*vysledek) + 530);} 
else if (vysledek<=143){ 
prepocet=((-0.5882*vysledek) + 184.12);} 
else if (vysledek<=155){ 
prepocet=((-0.8333*vysledek) + 219.17);} 
else if (vysledek<=170){ 
prepocet=((-0.6667*vysledek) + 193.33);} 
else if (vysledek<=194){ 
prepocet=((-0.4167*vysledek) + 150.83);} 
else if (vysledek<=228){ 
prepocet=((-0.2941*vysledek) + 127.06);} 
else if (vysledek<=270){ 
prepocet=((-0.2381*vysledek) + 114.29);} 
else if (vysledek<=317){ 
prepocet=((-0.2128*vysledek) + 107.45);} 
else if (vysledek<=398){ 
prepocet=((-0.1235*vysledek) + 79.136);} 
else if (vysledek<=509){ 
prepocet=((-0.0901*vysledek) + 65.856);} 
    
sprintf(info3, "L=  %dcm",prepocet);  
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 /* obsluha I2C */ 
for(delay=0; delay<30000L; delay++);                        
       i2c_transmit(0xE0,0,0x51);      
// Rozliseni v cm 
       _delay_ms(100); 
       range = i2c_read(0xE0,2) <<8;          
// cteni vzdalenosti, high byte 
       range += i2c_read(0xE0,3);                  
// cteni  vzdalenosti,  low byte 
        sprintf(s,"SRF02= %d cm",range);  
       sprintf(info3, "L=  %dcm",prepocet);      
      cursor_disp_ctrl(0x04); 
      _delay_ms(200); 
    clear_disp(); 
    put_string_xy(0, 0, s); 
    put_string_xy(0,1,info3);  
    cursor_disp_ctrl(0x04); 
uhelA=((OCR3A-525)/8.88888); 
uhelB=((OCR3B-525)/8.88888); 
 
sprintf(bufer,"%d;%d;%d;%d;\r\n",uhelA,uhelB,prepocet,
range); 
USART_TransmitStr(bufer); 
 
3.5.4. Tvar přenosového paketu 
 
Přenosový paket má standardní tvar začínající start bitem, který započne samotný 
přenos a zakončen stop bitem ukončujícím přenos. Mezi tyto dva bity jsou vložena data 
ve formátu natočení serva 1, natočení serva 2, data senzoru sharp, data senzoru SRF 02, 
data pyrosenzoru. 
 
Data jsou přenášena jako textový řetězec ve tvaru Servo1_data; Servo2_data; 
IR_data; ultrazvuk_data; . Celý textový řetězec je uložen do jedné proměnné s názvem 
bufer, která je potom přenesa po sériové lince. 
  
sprintf(bufer,"%d;%d;%d;%d;",prepocetH,prepocetL,prepocet,sonar 
); 
USART_TransmitStr(bufer); 
 
Funkce USART_TransmitStr realizuje přenos po sériové lince. V případě procesoru 
Atmega128 je volen USART0. Textový řetězec je nejdříve zpracován pomocí funkce 
USART_Transmit, která prochází celý rětězec a odesilá jej po jednom znaku. 
 
 
//funkce pro prenos pres usart 
void USART_TransmitStr( unsigned char *data) 
{ 
    USART_Transmit(data, strlen(data)); 
} 
 
//funkce pro prenos retezce pres usart 
void USART_Transmit( unsigned char *data, unsigned char len ) 
{ 
-72- 
    unsigned char i; 
    for(i=0; i<len; i++) 
    { 
        /* Wait for empty transmit buffer */ 
        while ( !( UCSR0A & (1<<UDRE)) ) 
        ; 
        /* Put data into buffer, sends the data */ 
        UDR0 = data[i]; 
    } 
}  
 
Příkladem výstupu poslaných dat přes bluetooth je sekvence: 90; 180; 29; 41;. 
První číslice udává natočení serva v ose x, druhá číslice natočení serva v ose y, třetí 
číslice vzdálenost měřenou pomocí IR senzoru a poslední říslice vzdálenost měřenou 
ultrazvukovým dálkoměrem. 
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4. Zapojení 
 
 
 
Obr.4.1: Zapojení procesoru ATmega128 
 
Obr.4.2: Zapojení konektorů pro joystick, ultrazvukový senzor a bluetooth modul 
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Obr.4.3: Zapojení napájení procesoru a tlačítka reset 
 
 
Obr.4.4: Zapojení napájení a připojení serv 
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Obr.4.5: Zapojení konektoru pro LCD display 
 
 
 
 
 
Obr.4.6: Zapojení konektoru pro ISP programování 
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Obr.4.7: Deska plošných spojů-strana TOP 
 
 
 
Obr.4.8: Deska plošných spojů-strana BOTTOM 
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Obr.4.9: Osazovací schéma-strana TOP 
 
 
 
Obr.4.10: Osazovací schéma-strana BOTTOM 
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5. Závěr 
 
Celý program je realizován podle blokového digramu obr.5.1. Program je psaný 
v prostředí GCC pro AVR studio 4.16. GCC prostředí je implementaci jazyka C pro 
microkontroléry ATMEL AVR. 
 
 
Obr.5.1: Vývojový diagram programu 
 
 Po zapnutí ovládacího modulu je na LCD displeji zobrazena úvodní zpráva. Pomocí 
maticové klávesnice lze následně nastavovat pohybové režimy dle následujícího 
rozložení : 
 
 Manuální režim 
 Režim automatické polohy  
 Režim pohybu v jedné rovině  
 Režim pohybu ve dvou rovinách  
 Automatický perimetr  
 Automatické trasování  
 
V každém pohybovém režimu je možné nastavit jeden z režimů snímání: 
  
 Kontinuální snímání 
 Detekce kolize 
 Kontinuální přenos měřených dat 
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 Navržené zařízení je realizováno k použití ve spolupráci s malým mobilním 
robotem, který toto zařízení bude využívat k detekci okolních předmětů. Detekční mód a 
mód zpracování dat si určuje uživatel pomocí maticové klávesnice. Pohyb plošiny je 
možné řídit i pomocí připojeného joysticku. Při provozu plošiny ve spolupráci 
s mobilním robotem je předpokládán sběr dat a jejich zpracovaní na PC. Do budoucna je 
možné propojit senzorickou plošinu s ovládacím systémem pohybového ústrojí robota a 
jeho ovládání dle naskytnutých situací. Je také možné dále rozšiřovaní senzorické 
základny plošiny.   
 
 
Obr.5.2: Blokové uspořádání  
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5. Glosář 
 
Adresová sběrnice 
Adresová sběrnice je vedení, které spojuje CPU s paměťovým prostorem. 
 
Adresový prostor 
Adresový prostor je dán množstvím paměťových míst, které může procesor adresovat. 
Velikost se dá odvodit od šířky adresové sběrnice. 
 
Atmel 
Atmel Corporation je výrobce polovodičů a integrovaných obvodů založený roku 1984 se 
sidlem v San Jose, USA. 
 
AUX 
Označení pro sériové rozhraní PC. 
 
AVR 
AVR je označení pro rodinu 8bitových mikročipů typu RISC s harvardskou architekturou 
od firmy Atmel. 
 
Baud 
Baud je jednotka modulační rychlosti. Ve dvojkovém kódu odpovídá jeden Baud 
rychlosti přenosu 1 bitu za sekundu. S touto jednotkou se setkáme u sériového rozhraní 
nebo dálkového přenosu dat. 
 
Binární číselná soustava 
Binární (dvojková) číselná soustava je jediným systémem, kterému rozumí procesor (na 
hardwarové úrovni). Tato soustava pracuje pouze se dvěma hodnotami 0 a 1.  
 
Bit 
Jeden bit (Binary Digit) je nejmenší paměťovou jednotkou, nabývá hodnot 0 nebo 1. 
 
Bus 
Anglické označení pro sběrnici. Jedná se o soustavu vodičů (většinou provedenou na 
plošném spoji), která propojuje jednotlivé skupiny systému. 
 
Byte 
Byte (BinarY Term) se skládá z 8 bitů a může nabývat 0 až 255 (desítkově) a 0 až FF 
(hexadecimálně). Jedná se o nejmenší adresovatelnou jednotku paměti. 
 
CPU 
Central Processing Unit – centrální jednotka, mikroprocesor. 
 
Datová sběrnice 
Datová sběrnice slouží k přenosu dat mezi jednotlivými subsystémy zařízení. 
 
GCC 
Jedná se o impretaci jazyka C určenou pro programovatelné mikroprocesory v prostředí 
jazyka C. Implementace prostředí jazyka C se provádí pomocí utility WinAVR. 
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HMI 
HMI (Human Machine Interface), uživatelské rozhraní často používáno v rámci 
počítačových systémů a elektronických zařízení. 
 
I2C 
I2C (anglicky Inter-Integrated Circuit) je multi-masterová počítačová sériová sběrnice 
vyvinutá firmou Philips, která je používána k připojování nízkorychlostních periferií k 
základní desce, vestavěnému systému nebo mobilnímu telefonu. 
 
Interrupt 
Interrupt je anglický název přerušení, tedy procesu, při němž dojde vlivem vnějšího 
podmětu k přerušení hlavního programu a vykonaní obslužného programu přerušení, po 
jehož dokončení opět pracuje hlavní program. 
 
I/O 
Input/Output neboli vstup/výstup 
 
LCD 
Liquid Crystal Display – displej z tekutých krystalů. 
 
Microprocesor 
Microprocesor je mozek počítače. Jeho úkolem je provádět větší část jednoduchých 
instrukcí strojového jazyka. Microprocesory se vyskutují i v programovatelné formě např. 
ATMEL AVR ATmega128. 
 
Multitasking 
Označení pro současné provádění více programů jedním procesorem. Toto současné 
provádění více programů je jen zdánlivé. 
 
Periferie 
Periferií rozumíme každé externí zařízení připojené k procesoru. 
 
Porty 
Porty představují spojení mezi procesorem a ostatními částmi systému. U ATmega128 
nalezneme porty označené jako A až G. Každé písmeno obsahuje osmici I/O portů. 
 
PWM 
Pulsně šířková modulace, neboli PWM (Pulse Width Modulation) je diskrétní modulace 
pro přenos analogového signálu pomocí dvouhodnotového signálu. Jako dvouhodnotová 
veličina může být použito například napětí, proud, nebo světelný tok. Signál je přenášen 
pomocí střídy. 
 
Registr 
Jedná se o zápisníkovou paměť integrovanou přímo do procesoru. 
 
RS232 
Označení amerického standardu pro rozhraní sériového typu. 
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Servo 
Servomotor zkráceně Servo je motor pro pohony, u kterých lze na rozdíl od běžného 
motoru nastavit přesnou polohu natočení osy. Ovládají se jím například posuvy u CNC 
strojů, nastavení čtecí hlavičky u pevného disku. Všechny RC (Radio control) modely 
používají malá modelářská serva. 
 
 
Sériové rozhraní 
Tímto rozhraním jsou data přenášena sériově, tedy po bitech jedním vodičem tam 
(označen TX) a druhým zpět (označen RX). 
 
SRF02 
Ultrazvukový dálkoměr schopný měřit vzdálenosti od 15 cm do 6 m. 
 
2Y0A02 F 
Infračervený dálkoměr od firmy Sharp schopen měřit vzdálenosti od 20 cm do150 cm.  
 
PIN 
Personal identification number - osobní identifikační číslo. Jedná se o jedinečný 
identifikátor, pomocí kterého je možné se autorizovat. 
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6. Přílohy 
 
A: CD se zdrojovým kódem a e-dokumentaci 
 Obsah CD: 
  Dokumentace  
 Zdrojový kód programu 
 Schéma a deska plošných spojů 
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