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Nykyaikaiset sovellukset ovat yhä useammin verkkosovelluksia. Verkkosovellukset eivät
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datassa kulkevat tapahtumina, joiden hallinta on tärkeää sovelluksen toiminnan kannalta.
Tapahtumien hallinnan logiikan toteuttaminen virheettömästi osoittautuu usein vaikeaksi.
Tutkielmassa käsitellään reaktiivista ohjelmointia verkkosovellusten palvelinpuolella.
Reaktiivisen ohjelmoinnin avulla pyritään ratkaisemaan tapahtumien hallinnan ongelmat.
Tapahtumien hallinta kärsii usein monimutkaisista rippuuvuuksista, vaikeasti ymmärrettävyy-
destä ja huonosta testattavuudesta. Reaktiivisen ohjelmoinnin avulla pyritään selkeyttämään
sovellusten rakennetta.
Tutkielmaa varten toteutettiin yksinkertainen verkkosovellus, jossa käyttäjät voivat
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viestejä. Verkkosovelluksen palvelinpuoli toteutettiin kahden reaktiivisen kirjaston avulla,
sekä vertailun vuoksi ei-reaktiivisesti. Reaktiivisten versioiden toteutukseen käytettiin RxJs-
ja Bacon.js-kirjastoja.
Reaktiivisen ohjelmoinnin vaikutusta palvelinohjelmointiin tutkittiin staattisella lähde-
koodin analyysillä. Tulosten perusteella reaktiivinen ohjelmointi lisää hieman lähdekoodin
kokoa, mutta samalla vähentää sen kompleksisuutta.
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1 Johdanto
Reaktiivinen ohjelmointi (Reactive Programming, RP) on viimeaikoina yleistynyt
ohjelmointiparadigma, joka pyrkii ratkaisemaan sovellusten tapahtumien hallinnan
ongelmat. Reaktiivista ohjelmointia käytetään erityisesti tapahtumapohjaisten ja
asynkronisten sovellusten kehittämiseen. Tästä syystä sen käyttö on lisääntynyt
erityisesti verkkosovelluksissa. Verkkosovelluksissa asynkronisuus ja tapahtumien hal-
linta ovat keskeisessä osassa niiden toimintaympäristöstä johtuen. Verkkosovellusten
toimintaympäristö on sellainen, jossa kommunikaatio ja erilaiset kutsut kulkevat
verkon läpi asiakkaan ja palvelimen välillä. Tällöin vastaukset eivät ole välittömästi
saatavilla, vaan niitä joudutaan odottamaan. Yksittäistä vastausta ei kuitenkaan
voida odottaa määrättömiä aikoja, koska sovelluksen toiminnan on pysyttävä respon-
siivisena käyttäjän suuntaan. Tällä tarkoitetaan sitä, että vaikka sovellus odottaa
sisäisesti vastausta johonkin kyselyyn täytyy sovelluksen toiminnan jatkua käyttäjän
kannalta sujuvasti.
Tapahtumien hallinta verkkosovelluksissa on perinteisesti toteutettu asynkronis-
ten takaisinkutsujen ja tarkkailijasuunnittelumallin avulla. Takaisinkutsufunktiolla
tarkoitetaan funktiota, joka annetaan parametrina suoritettavaksi toiselle funktiol-
le, joka kutsuu sitä myöhemmin. Tätä voidaan asynkronisen ohjelmoinnin avulla
hyödyntää siten, että kutsutaan funktiota, joka suorittaa jonkun toiminnon ja kut-
suu sille annettua takaisinkutsufunktiota sen jälkeen kun se on saanut toimintansa
suoritettua. Asynkronisuudella tarkoitetaankin sitä, ettei sovelluksen toimintoja suo-
riteta peräkkäin vaan sovelluksen toiminta jatkuu samalla kun asynkroninen funktio
suorittaa toimintaansa. Asynkronisten funktioiden käytössä täytyy kuitenkin huo-
mioida että esimerkiksi funktion paluuarvo saattaa olla saatavilla vasta myöhemmin,
jolloin sitä joudutaan odottamaan. Asynkronisten takaisinkutsujen hallinta on kui-
tenkin osoittautunut haastavaksi ja ne muodostavat usein monimutkaisia rakenteita,
jolloin lähdekoodin ja samalla sovelluksen toiminnan ymmärtäminen vaikeutuu. Li-
säksi takaisinkutsujen käyttäminen vaikeuttaa usein sovelluksen ylläpitämistä ja
testaamista.
Reaktiivisen ohjelmoinnin avulla pyritään välttämään takaisinkutsujen ja tark-
kailijasuunnittelumallin ongelmia sekä selkeyttämään sovelluksen ymmärrettävyyttä,
ylläpidettävyyttä ja testattavuutta. Reaktiiviseen ohjelmointiin liittyy keskeisesti
muutosten levittäminen (propagation of change) eli tiedon automaattinen päivit-
tyminen. Reaktiivinen ohjelmointi voidaan jakaa reaktiiviseen ohjelmointiin (RP)
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ja funktionaaliseen reaktiiviseen ohjelmointiin (FRP). Funktionaalinen reaktiivi-
nen ohjelmointi tarjoaa tapahtumien hallintaan signaalit ja tapahtumavirrat, joilla
tapahtumien hallintaa pyritään yksinkertaistamaan deklaratiivisen määrittelyn ja
kapseloinnin avulla. Signaalit ovat automaattisesti päivittyviä reaktiivisia arvoja
ja tapahtumavirrat nimensä mukaisesti ovat virta yksittäisiä asynkronisia tapahtu-
mia, joita voidaan kuunnella, muokata ja yhdistellä funktionaalisesta ohjelmoinnista
tutuilla funktioilla.
Useat yritykset ovat alkaneet käyttämään reaktiivista ohjelmointia sovelluksis-
saan. Muun muassa Facebook [Fac15c], Netflix [Net13] ja GitHub [Git16] käyttä-
vät reaktiivista ohjelmointia. Facebook kehittää React [Fac15b] ja Flux [Fac15a]
-kirjastoja reaktiivisten käyttöliittymien rakentamiseen. Netflix ja GitHub puolestaan
käyttävät Rx (Reactive Extensions) [Mic16] -kirjastoja. Netflix käyttää reaktiivis-
ta ohjelmointia ohjelmointirajapintansa (API) kehittämisessä [Chr13] ja GitHub
Windows käyttöjärjestelmälle suunnatussa sovelluksessaan [Cle12].
Reaktiivinen ohjelmointi liitetään usein käyttöliittymäohjelmointiin, koska käyt-
töliittymissä tapahtuu paljon reaktiivista vuorovaikutusta. Tässä tutkielmassa tar-
kastellaan reaktiivisen ohjelmoinnin vaikutuksia erityisesti palvelinohjelmointiin.
Tutkielmassa esitellään erilaisia palvelinohjelmointiin soveltuvia reaktiivisia kirjasto-
ja. Reaktiivinen ohjelmointi on perinteisesti liitetty funktionaalisiin ohjelmointikieliin,
kuten Haskell [Has15] ja Scala [É15], mutta tässä tutkielmassa käsitellään JavaScript
[Moz15] -ohjelmointikielellä toteutettuja kirjastoja.
Tutkielmaa varten on toteutettu kaksi reaktiivista ja yksi ei-reaktiivinen versio
saman toiminnallisuuden tarjoavasta verkkosovelluksen palvelinpuolen toteutuk-
sesta. Toteutettuja sovelluksia pyritään arvioimaan erilaisten lähdekoodin kokoa
ja kompleksisuutta kuvaavien mittareiden näkökulmasta. Mittareiden pohjalta ar-
vioidaan reaktiivisen ohjelmoinnin vaikutuksia lähdekoodin ymmärrettävyyteen ja
ylläpidettävyyteen verkkosovellusten palvelinohjelmoinnissa.
Tutkielman rakenne on seuraavanlainen: aluksi luvussa 2 esitellään reaktiivisen
ohjelmoinnin paradigmaa sekä sen taustalla olevia ohjelmointiperiaatteita. Tapahtu-
mien käsittelystä esitellään perinteisemmät tavat sen toteuttamiseen takaisinkutsujen
ja tarkkailijasuunnittelumallin avulla. Funktionaalisesta reaktiivisesta ohjelmoinnis-
ta esitellään sen tarjoamat vaihtoehdot reaktiivisuuden toteuttamiseen signaalien
ja tapahtumavirtojen avulla. Luvussa 3 esitellään nykyaikaisten verkkosovellusten
haasteet ja verkkoon ohjelmointiympäristönä liittyvät erityispiirteet. Luvussa 4 puo-
lestaan käsitellään reaktiivista ohjelmointia verkkoympäristössä ja erilaisia erityisesti
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palvelinohjelmointiin soveltuvia reaktiivisia kirjastoja ja ohjelmointikieliä. Luvussa 5
esitellään tutkielman analyysin pohjana käytettyjä esimerkkisovellusten toteutuksia.
Esimerkkisovelluksista kuvaillaan niiden toteutusta, toimintaperiaatteita ja arkki-
tehtuuria. Luvussa 6 käsitellään esimerkkisovelluksista kerättyjä mittareita sekä
tehdään johtopäätöksiä niiden pohjalta. Luvussa 7 tehdään yhteenveto tutkielmassa
esitellyistä aiheista ja konstruktiivisen osuuden tuloksista.
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2 Reaktiivinen ohjelmointi
Reaktiivinen järjestelmä on sellainen, joka ylläpitää jatkuvaa vuorovaikutteista kans-
sakäymistä ympäristönsä kanssa. Se vastaanottaa syötetapahtumia (input-event) ja
vastaa niihin tulostetapahtumilla (output-event). Tyypillinen esimerkki reaktiivi-
sesta järjestelmästä on graafinen käyttöliittymä, jossa käyttäjän käyttöliittymässä
antamat syötteet, kuten hiiren painallusten aiheuttamat tapahtumat aikaansaavat
järjestelmässä reaktion, jonka pohjalta palautetaan tulostetapahtumana järjestelmän
vastaus käyttäjän syötteeseen. Reaktiiviset järjestelmät koostuvat usein rinnakkai-
sista (parallel) komponenteista, joita suoritetaan samanaikaisesti (concurrently).
Samanaikaisuuden hallinta tavanomaisilla peräkkäin suoritettavilla ohjelmointikie-
lillä (sequential programming languages) on havaittu vaikeaksi, joten reaktiivisten
kielten kehitykselle on selkeä tarve. [Puc98]
Käytännössä reaktiivinen sovellus on sellainen, joka reagoi ympäristöönsä käytön
aikana. Useimmat käyttäjän syötteisiin reagoivat työpöytäsovellukset ovat reaktiivi-
sia. Verkkosovellusten lähtökohta on staattisissa sovelluksissa, mutta viimeaikoina
niiden käyttötarkoitukset ovat muuttuneet työpöytämäisimmiksi, jolloin myös niiden
interaktiivisuuden ja siten reaktiivisuuden tarve on lisääntynyt. Reaktiivisuuden
toteutusten kehittyminen on keskeistä käyttökokemusten kannalta erityisesti juu-
ri verkkosovelluksissa, koska verkkosovellusten käyttötarkoitukset, teknologiat ja
arkkitehtuurit ovat kokeneet valtavan muutoksen vuosien kuluessa.
Reaktiivinen ohjelmointi ei ole täysin uusi käsite. Reaktiivisesta ohjelmoinnis-
ta löytyy tieteellistä tutkimusta jo vuodelta 1985, jolloin Harel ja Pnueli [HaP85]
julkaisivat artikkelin, jossa he jakavat järjestelmät reaktiivisiin ja muuntaviin (trans-
formational). Muuntava järjestelmä ottaa vastaan käyttäjän syötteitä ja muuttaa
niitä toiseen muotoon. Reaktiivinen järjestelmä puolestaan ottaa jatkuvasti vastaan
käyttäjän syötteitä ja vastaa niihin. Järjestelmiä ei kuitenkaan rajata pelkästään
ohjelmistoihin vaan reaktiivisuutta voidaan hyödyntää monenlaisissa ympäristöissä.
Harel et al. tutkimus ei kuitenkaan ole läheskään ensimmäinen tieteellinen reak-
tiivisia järjestelmiä koskeva tutkimus, vaan niitä on tutkittu jo 60-luvulta lähtien
[Sut63].
Reaktiivinen ohjelmointi perustuu ajan mukaan muuttuviin arvoihin ja muutosten
levittämiseen (propagation of change). Muuttujien väliset riippuvuudet muodostavat
verkon, jossa muuttujien arvot ovat riippuvaisia toisille muuttujille suoritetuista
operaatioista. Reaktiivisessa ohjelmoinnissa tilamuutokset levitetään automaattisesti
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riippuvuusverkkoa pitkin niin, että toisistaan laskennallisesti riippuvat muuttujat
päivitetään. Yksinkertainen esimerkki tästä on listauksessa 1. Kun muuttuja a tai b
muuttuu, huolehtii käytetty reaktiivinen ohjelmontikieli automaattisesti muuttujan
c päivittämisestä [BCC13].
Listaus 1: Reaktiivinen esimerkki
var a = 1;
var b = 2;
var c = a + b; // 3
Perinteisissä ketjutetuissa imperatiivisissa ohjelmointikielissä (sequential program-
ming language) muuttujan c arvoa ei päivitetä automaattisesti muuttujien a tai
b arvojen muuttuessa, vaan muuttujan c arvona pysyy muuttujien a ja b alkupe-
räisten arvojen summa. Reaktiivisissa ohjelmointikielissä muuttujan a tai b arvojen
muuttaminen johtaa automaattisesti muuttujan c päivittämiseen, sillä muuttuja c
sidotaan riippuvaiseksi muuttujista a ja b. [BCC13] Kuvassa 1 nähdään esimerk-
ki edellämainitusta riippuvuusketjusta. Tällöin ohjelmointikieli tai kirjasto hoitaa
riippuvuuksien hallinnan ja muutosten automaattisen levittämisen, jolloin sovellus-
kehitys yksinkertaistuu, kun kehittäjän ei erikseen tarvitse esimerkiksi tarkkailijan
avulla seurata muutoksia muuttujiin a tai b, vaan ohjelmointikieli hoitaa tämän
automaattisesti. Myös tapahtumien hallintaan liittyvien virheiden riski vähenee, kun
vastuu tapahtumien hallinnasta ja muutosten levittämisestä riippuvuusverkkoa pitkin
siirtyy kirjastolle.
Kuva 1: Riippuvuusverkko
Reaktiivisen ohjelmoinnin yleistymiseen on vaikuttanut viimeaikainen akateemi-
nen tutkimus funktionaalisesta reaktiivista ohjelmoinnista (functional reactive pro-
gramming, FRP). Funktionaalinen reaktiivinen ohjelmointi perustuu funktionaalisen
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ohjelmoinnin paradigmaan imperatiivisen sijaan. Funktionaalisessa reaktiivisessa oh-
jelmoinnissa yhdistyvät funktionaalinen- ja reaktiivinen ohjelmointi. Funktionaalisen
reaktiivisen ohjelmoinnin kirjastoissa reaktiivinen kirjasto laajentaa olemassaolevaa
funktionaalista ohjelmointikieltä tarjoamalla reaktiivisia toimintoja. Funktionaalisis-
sa ohjelmointikielissä voidaan käyttää esimerkiksi kombinaattoreita map, filter ja
reduce tapahtumien prosessointiin. [BCC13]
Luvussa 2.1 käsitellään The Reactive Manifeston [BFK14] kuvailemia periaatteita,
joilla saadaan kehitettyä toimivia, skaalautuvia ja responsiivisia järjestelmiä. Luvussa
2.2 käsitellään tapahtumien hallinnan toteuttamiseen perinteisesti käytettyjä takai-
sinkutsufunktioita, sekä niiden käytössä ilmeneviä ongelmia. Luvussa 2.3 käsitellään
esimerkkien avulla lupauksia ja miten takaisinkutsujen toiminnallisuutta voidaan sel-
keyttää lupausten avulla. Luvussa 2.4 käsitellään tarkkailijasuunnittelumallia ja sen
käyttöä tapahtumienhallinnassa. Luvussa 2.5 esitellään funktionaalisen ohjelmoinnin
paradigma ja miten reaktiivinen ohjelmointi voidaan sovittaa yhteen funktionaalisen
ohjelmoinnin kanssa. Luvussa 2.6 käydään läpi muutosten levittäminen vetävää ja
työntävää evaluointimallia käyttäen, sekä näiden käyttöön liittyvät ongelmat. Lu-
vussa 2.7 käsitellään nostamista. Nostaminen määrittelee miten ohjelmointikielen
operaattoreita voidaan käyttää yhdessä reaktiivisten arvojen kanssa.
2.1 Reaktiiviset ohjelmointiperiaatteet
Arkkitehtuuritasolla reaktiivisten järjestelmien suunnittelua helpottamaan on jul-
kaistu Reaktiivinen Manifesti (The Reactive Manifesto) [BFK14]. Manifesti kuvailee
periaatteita reaktiivisten järjestelmien rakentamiseen. Reaktiiviset järjestelmät ovat
responsiivisia (responsive), sitkeitä (resilient), joustavia (elastic) ja viestipohjaisia
(message-driven). Nämä ominaisuudet ovat riippuvaisia myös toisistaan. Kuvasta 2
nähdään reaktiivisten ominaisuuksien väliset riippuvuudet. Viestipohjaisuus mahdol-
listaa responsiivisten, sitkeiden ja joustavien järjestelmien kehittämisen. Pysyäkseen
responsiivisena täytyy järjestelmän myös olla sitkeä ja joustava. Sitkeän järjestelmän
on oltava joustava ja joustavan järjestelmän sitkeä. Yhteen osa-alueeseen keskittymi-
nen ei siis riitä reaktiivisen järjestelmän toteuttamisessa, vaan paras tulos saavutetaan
kaikkien näiden ominaisuuksien yhteensovittamisen avulla. Näitä ominaisuuksia ja
niiden sisältöä käsitellään seuraavaksi.
Responsiivinen järjestelmä vastaa kutsuihin nopeasti ja johdonmukaisesti. Res-
ponsiivisuus on keskeinen osa järjestelmän käytettävyyttä ja hyödyllisyyttä. Res-
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Kuva 2: Reaktiiviset periaatteet
ponsiivisuus muodostaa perustan koko sovelluksen käytettävyydelle. Sitkeydellä
kuvataan järjestelmän kykyä selvitä virhetilanteista. Sitkeä järjestelmä pysyy res-
ponsiivisena myös virhetilanteiden sattuessa. Sitkeys saavutetaan monistamalla ja
jakamalla komponentin toimintaa, jolloin toimintaa voidaan suorittaa esimerkiksi
samanaikaisesti useilla eri säikeillä. Sitkeys varmistetaan eristämällä ja rajaamalla
komponentin toimintaa, jolloin mahdollinen virhetilanne pääsee vaikuttamaan ker-
rallaan vain pieneen osaan järjestelmää. Joustavuus tarkoittaa järjestelmän kykyä
toimia kuormasta riippumatta. Joustavuus saavutetaan varmistamalla sovelluksen
skaalautuvuus. Viestipohjaisuudella tarkoitetaan järjestelmän kykyä asynkroniseen
eli samanaikaiseen ja suoritusjärjestyksestä riippumattomaan viestintään. [BFK14]
Manifesti on tutkielman kirjoitushetkellä päässyt jo toiseen versioonsa ja tarkenta-
nut määritelmäänsä reaktiivisten järjestelmien periaatteista. Reaktiivinen ohjelmointi
on vielä kehittyvä paradigma, ja sen ympärille rakennetut ohjelmointikehykset ja
-kielet eivät ole vakiintuneita ja yhtenäisiä terminologian osalta. Manifestin ideat
eivät ole myöskään täysin uusia, vaan enemmänkin kokoavat yhteen aiempia ideoita
verkkosovellusten kehityksestä. Manifesti kuitenkin tarjoaa yhtenevän rakenteen ja oh-
jenuoran reaktiivisten järjestelmien rakentamiseen. Manifesti on visio nykyaikaisesta,
interaktiivisesta ja korkeasti skaalautuvasti järjestelmästä.
2.2 Tapahtumien hallinta
Takaisinkutsut ja tarkkailijasuunnittelumalli (observer design pattern) ovat perintei-
siä tapoja reaktiivisten verkkosovellusten toteuttamiseen. Viimeaikoina on kehitelty
myös lupaukset (promises) ja futuurit (futures) korvaamaan takaisinkutsujen toimin-
nallisuutta. Takaisinkutsufunktio on funktio, joka annetaan parametrina suoritetta-
vaksi toiselle funktiolle, joka kutsuu sitä myöhemmin. Lupaukset ja futuurit ovat
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takaisinkutsujen laajennuksia, joissa on enemmän toiminnallisuutta, mutta kuiten-
kin käsittelevät yksittäisiä olioita. Lupaukset tarjoavat valmiita toiminnallisuuksia,
joita voidaan hyödyntää tapahtumien hallinnassa. Tarkkailijasuunnittelumallissa
olioiden välille luodaan yhteys, jolla oliot näkevät toisissa olioissa tapahtuneet muu-
tokset ja voivat päivittää itsensä muutosten perusteella. Tarkkailijasuunnittelumallin
toteutuksissa hyödynnetään usein takaisinkutsuja. [MaO12]
Asynkroniset takaisinkutsufunktiot ovat olleet perinteinen tapa tapahtumien
hallinnan toteuttamiseen verkkosovelluksissa. Listauksessa 2 nähdään esimerkki
jQuery:llä [jQu15] toteutetusta takaisinkutsusta, jossa jQueryn avulla haetaan but-
ton-elementti, jolle asetetaan click-funktion avulla kuuntelija. Painallustenkuunte-
lijalle annetaan parametrinä aiemmin määritelty funktio doStuff, joka suoritetaan
aina painiketta painettaessa eli click-tapahtuman tapahtuessa. Tässä esimerkissä
takaisinkutsufunktion avulla voitaisiin esimerkiksi päivittää jotain toista elementtiä
tai tallentaa dataa tietokantaan.
Listaus 2: Takaisinkutsu jQuery:llä




Pienemmissä verkkosovelluksissa takaisinkutsuilla toteutettu toiminnallisuus py-
syy ymmärrettävänä ja loogisena, mutta suuremmissa sovelluksissa takaisinkutsu-
jen rakenne voi muodostua monimutkaiseksi takaisinkutsujen viidakoksi. Laajaa
syvien sisäkkäisten takaisinkutsujen muodostamaa rakennetta kutsutaan termillä
‘asynkroninen spagetti’. Tämän kaltaisessa sovelluksessa sovelluksen toimintalogii-
kan seuraaminen ja ymmärtäminen osoittautuu nopeasti erittäin vaikeaksi, mikä
vaikeuttaa sekä itse sovelluksen toteutusta että mahdollisten virheiden löytämistä.
Sisäkkäisten asynkronisten takaisinkutsujen muodostamaa rakennetta, jossa seu-
raava takaisinkutsu saa edellisen palautusarvon kutsutaan muun muassa termeillä
‘takaisinkutsuhelvetti’ tai ‘tuomion pyramidi’. [KBD13]
Listauksessa 3 nähdään rakentamiseen liittyvän esimerkin avulla sisäkkäisten ta-
kaisinkutsujen muodostama rakenne. Esimerkissä takaisinkutsufunktiot ketjutetaan
siten, että jokaisen funktion paluuarvoa käytetään seuraavan kutsun parametrinä.
Aluksi kutsutaan rakennaPerustukset-funktiota, jolle annetaan parametrinä sijainti,
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niminen muuttuja. Funktio palauttaa annetun muuttujan perusteella paluuarvon,
jonka se antaa parametrinä kutsuessaan rakennaSeinät-funktiota. Kun rakennaSeinat-
funktio suorittaa toimintonsa kutsuu se annettua funktiota antaen sille parametrinä
paluuarvon seinatvalmiit. Kutsuttu funktio saa seinatvalmiit-muuttujan parametrinä
ja kutsuu rakennaKatto-funktiota, jolle se antaa parametrinä seinatvalmiit-muuttujan
ja uuden takaisinkutsufunktion. Tämän jälkeen rakennaKatto-funktio kutsuu pa-
rametrinä saamaansa funktiota ja antaa sille parametrinä kattovalmis-muuttujan.
Kutsuttu takaisinkutsufunktio kutsuu puolestaan ilmoitaAsukkaille-funktiota, jolle
se antaa saadun kattovalmis-muuttujan parametrinä.
Listaus 3: Sisäkkäinen takaisinkutsu
rakennaPerustukset(sijainti, function (pohjavalmis) {
rakennaSeinat(pohjavalmis, function (seinatvalmiit) {





Esimerkissä olevat sisäkkäiset takaisinkutsut muodostavat kohtalaisen selkeän ja
luettavan rakenteen, mutta esimerkki on vielä verraten pieni. Kuitenkin toiminnalli-
suuden ymmärtäminen vaatii työtä, eikä välttämättä ole suoraan ymmärrettävissä.
Takaisinkutsujen muodostamat rakenteet usein hajautuvat vielä useiden komponent-
tien kesken jolloin niiden ymmärtämisestä tulee haastavaa. Sisäkkäisissä takaisin-
kutsuissa luettavuus heikkenee nopeasti, ja takaisinkutsujen monimutkaistuessa ja
levitessä ympäri sovellusta, myös niiden välisten riippuvuuksien sekä niiden muodos-
taman logiikan seuraamisesta tulee nopeasti erittäin vaikeaa. Tämä vaikeuttaa lisäksi
sovelluksen testataamista. Esimerkiksi, jos takaisinkutsut kommunikoivat useiden
eri komponenttien välillä ja niiden paluuarvoja ketjutetaan komponentista toiseen,
muodostuu toimintalogiikan seuraaminen erittäin työlääksi. [KBD13]
2.3 Lupaukset — vaihtoehto takaisinkutsuille
Lupauksella voidaan esittää jotain arvoa, jota ei vielä lupauksen luontihetkellä ole
olemassa. Lupaus saa lopulta lupaukselle parametrinä annetun funktion suorituksen
onnistumisesta riippuen joko ratkaistun (resolve) tai hylätyn (reject) arvon. Useim-
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missa toteutuksissa lupaukset ovat muuttumattomia (immutable), ja ne voidaan
ratkaista vain kerran. Lupauksen sisään voidaan kapseloida asynkroninen tapahtuma
ja sen valmistuessa toimia ratkaisusta riippuen. [KBD13]
Lupaukset ja futuurit ovat vaihtoehtoinen tapa takaisinkutsujen toteuttamiseen.
Ne tarjoavat paljon aputoiminnallisuutta, jolla voidaan selkeyttää ja helpottaa asynk-
ronisten takaisinkutsujen käyttöä [KBD13]. Listauksessa 4 toteutetaan aiemman
esimerkin sisäkkäinen takaisinkutsu lupausten avulla. Lupausten avulla funktiot voi-
daan ketjuttaa peräkkäin siten, että ohjelmakoodi pysyy luettavana. Näin ketjutetut
lupaukset muodostavat synkronisen ketjun, jossa edellisen asynkronisen funktion pa-
lautusarvo ohjataan seuraavalle, joka aloittaa sitten toimintansa saaden parametrinä
edellisen funktion palautusarvon. Ketjutetulle lupaukselle annetaan then-funktion
jälkeen ensimmäisenä parametrinä lupauksen täyttyessä suoritettava funktio ja toi-
sena parametrinä voidaan antaa funktio, joka suoritetaan mikäli lupaus hylätään.
Virhetilanteet voidaan myös ottaan huomioon catch-funktion avulla, jolloin toisena







Lupaukset tarjoavat paljon muutakin. Lupaukset ovat vaihtoehtoinen tapa to-
teuttaa reaktiivisuutta pienissä verkkosovelluksissa, joissa reaktiivisen ohjelmoinnin
käyttöönotto ei tunnu järkevältä. Suuremmissa verkkosovelluksissa vaarana lupaus-
ten käytössä tapahtumien hallinnan toteuttamiseen ovat kuitenkin samat ongel-
mat, joita ilmenee takaisinkutsuihin perustuvissa toteutuksissa. Varomattomalla
lupausten käytöllä voidaan saada aikaan samanlaista sisäkkäistä spagettikoodia kuin
takaisinkutsufunktioiden käytöllä. Myös lupausten käytössä on tärkeää noudattaa
suunnitelmallisuutta ja hyviä ohjelmointikäytänteitä. Reaktiivinen ohjelmointi ja




Yleisin tapa tapahtumien hallinnan toteuttamiseen verkkosovelluksissa on tarkkaili-
jasuunnittelumalli. Tarkkailijasuunnittelumalli tunnetaan myös nimellä julkaisija-
tilaaja (publish-subscribe) -suunnittelumalli. Tarkkailijasuunnittelumallissa rakenne-
taan yhden suhde moneen riippuvuus usean olion välille, jossa yhden olion muutokset
levitetään siitä riippuviin olioihin. Tarkkailijasuunnittelumalli mahdollistaa tarkkaili-
joiden ja tarkkailtavien olioiden tai komponenttien riippumattomuuden toisistaan.
Kun tapahtumien hallinta abstraktoidaan tarkkailijasuunnittelumallin avulla, voi-
daan tarkkailijoille ilmoittaa automaattisesti muutoksista tarkkailtavissa olioissa.
Tarkkailijoiden tyypillä ja määrällä ei myöskään ole väliä, koska muutoksista ilmoitta-
minen hoituu samalla tavalla tarkkailijan toteutuksesta riippumatta. Tarkkailijoita ja
kohteita voidaan yhdistellä ja vaihtaa vapaasti, mikäli niiden käyttämän rajapinnan
toteutus on samanlainen. Tarkkailijan ja kohteen ei myöskään tarvitse olla tietoinen
rajapinnan sisäisestä toteutuksesta. [GHJ95]
Tarkkailtavaa oliota kutsutaan kohteeksi (subject). Kohteella voi olla useita tark-
kailijoita (observer). Kun kohteen tila muuttuu, levitetään muutokset kuuntelijoille.
Tarkkailijasuunnittelumallissa muutosten levittäminen riippuvuusverkkoa pitkin riip-
puu toteutukseen käytetystä evaluointimallista. Evaluointimalli määrittelee suunnan,
jolla muutokset kulkevat tarkkailijan ja kohteiden välillä. Muutokset voidaan levittää
veto- tai työntöpohjaisesti. Muutosten levittämistä ja evaluointimalleja käsitellään
luvussa 2.6. Tarkkailijasuunnittelumallissa käytetään tyypillisesti takaisinkutsuja
ja lupauksia olioiden väliseen kommunikaatioon. Tarkkailijan asettaja yleensä mää-
rittelee takaisinkutsufunktion, jota kutsutaan tarkkailijan havaitessa muutoksia.
[GHJ95]
Yksinkertaisin vaihtoehto muutosten seuraamiseen on tallentaa viitteet tark-
kailijoihin suoraan tarkkailtavaan olioon. Tällöin tarkkailtava sisältää kokoelman
tarkkailijoita. Tarkkailtavan muuttuessa voidaan kokoelmaan tallennettujen takai-
sinkutsujen avulla tiedottaa tarkkailijoita. Tarkkailija saattaa joissain tilanteissa
tarkkailla useampia kohteita, jolloin toteutuksessa kannattaa antaa parametrinä
viite kohteeseen. Kohteen poistossa tulee varmistaa ettei tarkkailijoihin jää viitteitä
kohteeseen. Tämä voidaan ratkaista esimerkiksi ilmoittamalla tarkkailijoille poistos-
ta, jolloin niiden tulee itse poistaa viitteet. Tarkkailijan poistamista ei yleensä ole
mahdollista suorittaa automaattisesti, sillä tarkkailijalla voi olla muita tehtäviä tai
se voi tarkkailla jotain toista kohdetta. [GHJ95]
11
Kuvasta 3 voidaan nähdä tarkkailijasuunnittelumallin toimintaperiaatteet. Kun
kohteessa tapahtuu muutoksia, ilmoittaa julkaisija työntävässä mallissa muutoksista
tarkkailijoille, jotka suorittavat päivitystoiminnot. Vetävässä mallissa vastuu muu-
tosten havaitsemisesta on tarkkailijoilla, jotka tarkkailevat muutoksia. Tarkkailijat
olettavat saavansa kaikki tapahtumat tarkkailun kohteissa ja julkaisijat olettavat
kaikkien niiden julkaisemien tapahtumien saavuttavan kohteensa [Fai10].
Kuva 3: Tarkkailijasuunnittelumalli
Tarkkailijasuunnittelumallin on argumentoitu rikkovan useita keskeisiä ohjelmis-
tosuunnittelun periaatteita. Odersky et al. esittelevät yksinkertaisen piirtämistoimin-
nallisuuden, jossa hiirellä piirretään viiva, joka yhdessä tarkkailijasuunnittelumallin
toteutusperiaatteiden [GHJ95] kanssa rikkovat useita ohjelmointiperiaatteita. Näi-
tä ovat esimerkiksi koostettavuus, kapsulointi ja haasteiden eriyttäminen. Edellä
mainittu toiminnallisuus esitellään seuraavaksi. [MaO12]
Listauksessa 5 esitellään lähdekoodi yksinkertaiselle Scala-ohjelmointikielellä
toteutetulle piirtotoiminnallisuudelle, jossa piirretään polku hiiren painalluksesta
sen vapauttamiseen asti. Esimerkin toiminta perustuu path-muuttujaan ja kolmeen
tarkkailijaan. Ensimmäinen tarkkailija tarkkailee hiiren liikkeitä, toinen hiiren pai-
nalluksia ja kolmas hiiren painikkeen vapautuksia. Näiden avulla voidaan piirtää
polku pisteestä, jossa hiiren painike painetaan alas siihen pisteeseen jossa se vapaute-
taan. Tarkkailijoiden lisäämiseen käytetään esimerkissä control-rajapintaa. Aluksi
lähdekoodissa määritellään muuttuja path, joka on kaikille toiminnoille yhteinen
muuttuja, ja jonka avulla välitetään sovelluksen tilaa eri tarkkailijoiden välillä. Path-
muuttuja määritellään tyhjäksi eli se saa arvon null. Kun hiiren painike painetaan
alas, sijoitetaan path-muuttujaan uusi Path-olio, joka saa parametrinä painalluk-
sesta kertovan tapahtuman sisältämän hiiren sijainnin. Tämän lisäksi lisätään uusi
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hiiren liikkeitä seuraava tarkkailija. Tarkkailija saa tapahtumia kaikista hiiren liik-
keistä ja piirtää viivaa hiiren senhetkiseen sijaintiin. Tämä tapahtuu kutsumalla
path-muuttujan lineTo-funktiota ja kutsumalla piirron toteuttavaa draw-funktiota,
jolle annetaan path-muuttuja parametrina. Kun hiiren painike vapautetaan, niin
liikkeiden tarkkailija poistetaan ja polku suljetaan kutsumalla path-muuttujan close-
funktiota. Tämän jälkeen kutsutaan vielä draw-funktiota, jolle annetaan parametrinä
senhetkinen path-muuttuja.
Listaus 5: Esimerkki tarkkailijasuunnittelumallin käytöstä
var path: Path = null




control.addMouseDownObserver { event =>
path = new Path(event.position)
control.addMouseMoveObserver(moveObserver)
}





Tarkkailijasuunnittelumallin käyttö perustuu sivuvaikutuksiin (side-effects). Tark-
kailijoiden tilattomuuden takia sovelluksen toiminnallisuuden toteuttamiseen tarvi-
taan yleensä useita tarkkailijoita [GHJ95]. Tarkkailijoilla on oltava yhteisiä julkisia
muuttujia, joiden muuttaminen aiheuttaa sivuvaikutuksena sovelluksen toiminnan.
Kuten listauksessa 5 nähdään, perustuu toiminnallisuus täysin sivuvaikutuksiin.
Tarkkailijoilta ei saada mitään paluuarvoja vaan ohjelman toiminta pohjautuu tark-
kailijoiden yhteiseen muuttujaan path, jota muutetaan tarkkailijoiden havaitessa
muutoksia. Sivuvaikutuksiin perustuvat toteutukset vaikeuttavat ohjelmiston tes-
tausta ja mahdollisten virheiden löytämistä. [MaO12]
Kapseloinnin (encapsulation) avulla komponentin käyttämät muuttujat ja data
piilotetaan yhden komponentin sisään [Vli93]. Tarkkailijasuunnittelumallissa useiden
tarkkailijoiden käyttämä yhteinen muuttuja jätetään tarkkailijoiden ulkopuolelle
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julkiseksi muuttujaksi, kuten listauksen 5 esimerkissä nähdään. Kapselointia riko-
taan silloin, kun joku tarkkailijoiden ulkopuolinen komponentti tekee muutoksia
tarkkailijoiden yhteiseen muuttujaan. [MaO12]
Koostettavuudella (composability) tarkoitetaan, että modulaarisista eli itsenäi-
sistä ja toisistaan riippumattomista moduuleista voidaan vapaasti koostaa uusia
järjestelmiä [Mey88]. Listauksessa 5 käytetyssä esimerkissä tarkkailijoita lisätään ja
poistetaan eri paikoissa ja kohdissa, joten raahaustoiminnallisuuden lisäys ja poisto
ei onnistu helposti. [MaO12]
Tarkkailijan lisääminen ja poistaminen tapahtuu eksplisiittisesti. Resurssien
hallinta (resource management) tapahtuu listauksen 5 tarkkailijan poistoissa ja
lisäyksissä erikseen määritellyissä kohdissa. Esimerkiksi hiiren liikkumista on tärkeää
suorituskyvyn parantamiseksi seurata vain hiiren ollessa painettuna pohjaan. Tästä
syystä tarkkailija lisätään, kun hiiren painike painetaa pohjaan ja poistetaan, kun se
vapautetaan. Resurssien hallinta on siis täysin sovelluskehittäjän vastuulla. [MaO12]
Haasteiden eriyttämisellä (separation of concerns) pyritään rajaamaan jokaisen
komponentin toiminta yhteen selkeään tehtävään [Vli93]. Kuitenkin tarkkailijasuun-
nittelumallia käytettäessä yksittäinen tarkkailija saattaa hoitaa useita eri tehtäviä.
Listauksen 5 esimerkissä tarkkailijat ovat vastuussa useista eri tehtävistä. Esimerkiksi
hiiren painikkeita kuunteleva addMouseDownObserver-tarkkailija sekä lisää uuden
arvon path-muuttujaan, että uuden hiiren liikkeiden tarkkailijan. [MaO12]
Tarkkailijasuunnittelumallia käytettäessä datan yhtenäisyydelle (data consistency)
ei ole mitään takeita. Sovelluksella saattaa olla samanaikaisesti useita tarkkailijoita,
jotka suorittavat toimintoja muutosten perusteella. Näillä tarkkailijoilla voi myös olla
omia tarkkailijoitaan, jotka tekevät muutoksia näiden perusteella. Kun tarkkailijat
ovat riippuvaisia toisistaan, saattaa sovellus saada hetkellisesti virheellisen tilan, jos
kaikkia riippuvuuksia ei saada laskettua riittävän ajoissa. [MaO12]
Tarkkailijoita lisätään tarkkailijasuunnittelumallia käytettäessä usein eri tilan-
teissa eri tavoin, mikä haittaa koodin yhtenäisyyttä (uniformity). Listauksen 5 ta-
pauksessa esimerkiksi hiiren painallusten tarkkailijat ja liikkeiden tarkkailija lisätään
eri tavoin. [MaO12]
Tarkkailijasuunnittelumallin käyttö perustuu usein raskaiden rajapintojen käyt-
töön. Listauksen 5 toiminta perustuu vahvasti control-rajapinnan käyttöön. Yksittäis-
ten tapahtumalähteiden abstraktointi (abstraction) ei listauksen esimerkissä onnistu.
[MaO12]
Tarkkailijasuunnittelumalli on laajassa käytössä useissa eri ohjelmointikielissä ja
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-kirjastoissa. Sen käytössä olisi hyvä huomioida edellä mainitut ongelmat. Erilaisten
suunnittelumallien kehittyminen on positiivista, sillä jokaisessa ongelmakentässä on
omat haasteensa ja jokaista suunnittelumallia voidaan kehittää. Tarkkailijasuunnit-
telumalli tarjoaa ratkaisun tapahtumien hallintaan tietyissä tilanteissa, mutta sitä
voidaan parantaa. Erään vaihtoehtoisen ratkaisun tarjoavat funktionaalisessa reaktii-
visessa ohjelmoinnissa käytetyt tapahtumavirrat ja signaalit. Signaaleja käsitellään
tarkemmin luvussa 2.5.
2.5 Funktionaalinen reaktiivinen ohjelmointi (FRP)
Funktionaalinen ohjelmointi nähdään usein vain rekursion käyttämisenä silmukoi-
den sijaan. Funktionaalinen ohjelmointi sisältää kuitenkin paljon muutakin. Funk-
tionaalisessa ohjelmoinnissa sovelluksilla ei ole lainkaan tilaa, eikä funktioilla ole
sivuvaikutuksia, joten ne tuottavat aina saman tuloksen samoilla parametreillä.
Funktionaalisen ohjelmoinnin hyödyiksi luetaan muun muassa selkeämpi ulkoasu ja
sivuvaikutusten puuttuminen. [Hud89]
Imperatiivisessa ohjelmoinnissa sovelluksilla on implisiittinen tila, jota muokataan
ohjelmointikielen käskyjen avulla. Tästä syystä ohjelmointikielessä määritellään käs-
kyjen suoritusjärjestys deterministisen ja tarkan hallinnan säilyttämiseksi. [Hud89]
Imperatiivinen ohjelmointityyli on yleisemmin käytössä, kuin vaikeammaksi koet-
tu funktionaalinen ohjelmointityyli. Funktionaalisen ohjelmoinnin paradigma on
erityisesti käytössä tutkijapiireissä ja yliopistoissa. Funktionaalisen ohjelmoinnin
paradigma perustuu matemaattisten funktioiden käyttöön ja sillä tuotetut funktiot
ja ohjelmat muistuttavat enemmän matemaattista merkintätapaa. Funktionaalinen
ohjelmointi keskittyy kuvailemaan ongelmaa, kun imperatiivinen ohjelmointi keskitty
kuvailemaan miten ongelma ratkaistaan.
Funktionaalinen reaktiivinen ohjelmointi otettiin ensimmäistä kertaa käyttöön ani-
maatioiden toteuttamiseen Fran (Functional reactive animation) [Ell15] -ohjelmointikielellä
[BCC13]. Fran ja funktionaalinen reaktiivinen ohjelmointi pohjautuu synkronisiin
tietovuo-ohjelmointikieliin (synchronous data-flow programming languages) [ElH97].
Funktionaalista reaktiivista ohjelmointia käytetään kuitenkin muissakin yhteyk-
sissä, kuten käyttöliittymien tekemiseen, sekä robotiikkaan Frob-ohjelmointikielen
(Functional robotics) [HaP99] avulla.
Funktionaalisen reaktiivisen ohjelmoinnin käyttö terminä ei myöskään ole aivan
täysin yhdenmukaista. Esimerkiksi Reactive Extensions (Rx) kertoo dokumentaatios-
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saan noudattavansa funktionaalista reaktiivista ohjelmointiparadigmaa, vaikka sen
toteutus ei vastaa esimerkiksi Fran:n tai Frob:n puhtaasti funktionaalista toteutusta.
Funktionaalisen reaktiivisen ohjelmoinnin avulla voidaan selkeyttää ohjelmakoodia
sekä vähentää sivuvaikutuksia [MaO12]. Vaikka sovelluskehitys on funktionaalisen
ohjelmointiparadigman avulla haastavampaa kuin imperatiivisen ohjelmointiparadig-
man avulla, on funktionaalisen ohjelmoinnin avulla tuotettujen sovellusten rakenne
usein huomattavasti selkeämpi ja lyhyempi kuin imperatiivisen ohjelmointiparadig-
man mukaan kirjoitettuna.
Funktionaalinen reaktiivinen ohjelmointi rakentuu käytösten (behaviours) ja ta-
pahtumien (events) ympärille, jotka ovat kaksi keskeisintä korkean tason abstraktiota
funktionaalisessa reaktiivisessa ohjelmoinnissa [Hud00]. Käytöksillä viitataan kirjalli-
suudessa ajan mukaan muuttuviin arvoihin (time-varying values). Ne muuttuvat jat-
kuvasti ajan kuluessa. Tapahtumilla puolestaan viitataan muutoksista muodostuviin
tapahtumavirtoihin. Toisin kuin jatkuvasti ajan kuluessa muuttuvat käytökset, ta-
pahtumat ilmaantuvat epäsäännöllisesti esimerkiksi näppäinpainalusten tai sijaintien
muutosten mukaan. [BCC13]
Käytösten ja tapahtumien pohjalta on kehitetty signaalit ja tapahtumavirrat
(event stream), jotka ovat keskeisimmät työkalut tapahtumien hallintaan funktio-
naalisessa reaktiivisessa ohjelmoinnissa [MaO12]. Signaalit vastaavat joissain kielissä,
kuten Fran:ssa, käytettyä termiä käytökset [ElH97]. Tapahtumavirrat ovat tapah-
tumien päälle rakennettu abstraktio. Tapahtumavirtojen on tarkoitus yhtenäistää
tapahtumankäsittelyä. Tapahtumavirroilla voidaan piilottaa tapahtumien levittämi-
nen (event propagation) ja tarkkailijoiden käsittely yhteisen käyttöliittymän alle.
Tapahtumavirrat ovat ajan mukaan järjestetty kokoelma tapahtumia, jotka käsi-
tellään niiden saapuessa. Signaalit ovat ajan mukaan muuttuvia arvoja. Signaalit
päivittyvät automaattisesti niiden riippuvuuksiin tulleiden muutosten seurauksena.
Signaalien käyttö yksinkertaistaa sovelluksen kehittämistä, sillä sovelluskehittäjän ei
tarvitse huolehtia päivityslogiikasta ja muutosten levittämisestä. [MaO12]
Sekä signaalit että tapahtumavirrat ovat ensimmäisen luokan arvoja, eli niitä
voidaan antaa parametreina muille funktiolle, palauttaa paluuarvoina funktiolta,
sijoittaa muuttujiin tai tallentaa tietorakenteisiin. Tämä mahdollistaa uusien sig-
naalien ja tapahtumavirtojen luomisen helposti jo olemassaolevien signaalien ja
tapahtumavirtojen pohjalta. [WaH00]
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2.6 Muutosten levittäminen, evaluointimallit ja häiriöt
Reaktiivisen ohjelmointikielen evaluointimalli käsittelee sitä, miten kielessä levitetään
muutokset riippuvuusverkkoa pitkin. Muutokset levitetään toisistaan riippuvaisten
arvojen ja laskentojen (computation) muodostamaa verkkoa pitkin. Muutosten le-
vittäminen tapahtuu sovelluskehittäjän näkökulmasta automaattisesti eikä se vaadi
erityisiä toimia. [BCC13] Evaluointimalli vastaa muutosten levittämisestä (propaga-
tion of change). Evaluointimallin toteutuksesta riippuu miten muutokset levitetään
verkkoa pitkin. Erilaisia evaluointimalleja ovat vaatimuslähtöiset vetävät (pull) mal-
lit, sekä datalähtöiset työntävät (push) mallit. Molemmilla on omat vahvuutensa ja
heikkoutensa, joten moderneissa ratkaisuissa käytetään myös näiden yhdistelmiä.
[Ell09]
Ensimmäiset reaktiivisten ohjelmointikielten toteutukset, kuten Fran pohjautuvat
vetävään evaluointimalliin [ElH97]. Vetävän tiedonlevityksen ratkaisuissa riippuvuuk-
sien uudet arvot haetaan vasta kun niitä tarvitaan. Näin voidaan välttää turhien
muuttumattomien arvojen hakemista, mutta toisaalta samalla vasteajat lisääntyvät
ja saattavat olla melkoisen suuria jos riippuvuusketjut ovat pitkiä. Erityisesti tämä
on ongelma kielissä, jotka käyttävät laiskaa laskentaa (lazy evaluation), kuten Fran
ja Yampa. Näissä saattaa muodostua aika- ja tilavuotoja (space and time leaks).
Aikavuodoksi kutsutaan tilannetta, jossa laskenta jää jälkeen sen takia, että arvoa
ei ole tarvittu riittävän ajoissa. Tällöin joudutaan odottamaan arvon levittämis-
tä. Tilavuodoiksi kutsutaan tilanteita, joissa myös tilaa sitoutuu suoritukseen asti.
[BCC13]
Esimerkiksi listauksen 6 muodostama riippuvuusketju nähdään kuvasta 4. Ve-
tävässä evaluointimallissa uudelleenlaskenta tehdään tarpeen mukaan. Kuvan esi-
merkissä kuvataan vaihe vaiheelta riippuvuusketjun päivittäminen vetävän mallin
mukaisesti. Esimerkissä esitellään tilannetta, jossa muuttuja a on saanut uuden
arvon 2, ja muuttujaa d tarvitaan jossain uudessa laskennassa, jolloin muuttujan
ja sen riippuvuuksien riippuvuudet joudutaan tarkastamaan. Vaiheessa 1 kuvataan
alkutilannetta. Kun muuttujaa d tarvitaan joudutaan vetämään kaikki muutokset.
Aluksi vaiheessa 1 vedetään muuttuja d. Tämä ei kuitenkaan riitä vaan muuttujaan
vaikuttavien muuttujien arvot joudutaan vielä päivittämään.
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Listaus 6: Muuttujien muodostamat riippuvuudet
var a = 1;
var b = 2;
var c = a + b;
var d = c * 2;
Vaiheessa 2 vedetään muuttujan d riippuvuus eli muuttuja c. Tämän jälkeen
vaiheessa 3 vedetään vielä muuttujan c riippuvuudet eli muuttujat a ja b. Tässä
vaiheessa havaitaan, että muuttujan a arvo on muuttunut. Tämän jälkeen lasketaan
muuttuja c uudelleen. Kun muuttuja c on saatu päivitettyä lasketaan vaiheessa 4
muuttuja d uudelleen. Vetävän evaluointimallin selkein hyöty on, että uudelleenlas-
kennat tapahtuvat vasta, kun jotain muuttujaa tarvitaan. Tällöin kaikki kyseisen
muuttujan riippuvuudet tulee laskea uudelleen. Näin säästetään uudelleenlaskentaan
tarvittavia resursseja. Laiskasta uudelleenlaskennasta johtuen muuttujien päivittä-
miseen kohdistuu kuitenkin viivettä, joka on huomioitava.
Aika- ja tilavuoto syntyy, kun joku laskennallisuus on riippuvainen aiemmista
käyttäjän syötteistä, jolloin nämä joudutaan pitämään muistissa kunnes niiden kes-
kinäiset riippuvuussuhteet täyttyvät. Pahimmillaan saatetaan kerryttää muistiin
koko tapahtuman historia. Laiska laskenta siis johtaa siihen, että toisistaan riip-
puvaisten arvojen uudelleenlaskentaa ei käynnistetä heti muutosten sattuessa vaan
odotetaan kunnes arvoja tarvitaan, jolloin toisistaan riippuvaiset tapahtumat jäävät
muistiin. Aika- ja tilavuoto muodostuu, kun yhä pidempi ketju toisistaan riippuvaisia
tapahtumia kertyy muistiin ja jokainen muutos näissä aiheuttaa uudelleenlaskennan.
Näiden seurauksena sovellus hidastuu pikkuhiljaa enemmän ja enemmän, kun yhä
uudet toisistaan riippuvaiset laskennat ja tapahtumat kertyvät jonoon. Tilavuoto
siis tarkoittaa, että muistiin kertyy tapahtumia, jolloin tilaa käytetään odotettua
enemmän ja syntyy aikavuotoja, eli laskenta vie odotettua kauemmin. [Kri13]
Työntävät mallit työntävät uudet arvot heti arvojen muuttuessa. Työntävissä
malleissa painopiste on uuden tiedon saatavuudella sen tarpeen sijaan. Monet uu-
det reaktiiviset kielet, kuten Flaxjax ja Scala.React käyttävät työntäviä malleja.
Muutosten levittämiseen käytetään tyypillisesti takaisinkutsuja. Työntävät mallit
kuitenkin käynnistävät uudelleenlaskennan joka kerta arvojen muuttuessa, joten
niitä käytettäessä on otettava huomioon ratkaisut, joilla voidaan vähentää resurssien
haaskausta. Työntävissä malleissa muutosten levittäminen on välitöntä, mikä on
hyödyllistä reaktiivisten sovellusten toteutuksen kannalta. [BCC13]
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Kuva 4: Vetävä evaluointimalli
Työntävän mallin toiminnasta nähdään esimerkki kuvassa 5. Työntävässä mal-
lissa keskeisintä on siis muutosten välitön levittäminen. Tarkastellaan samanlaista
tilannetta kuin vetävän mallin esimerkissä. Esimerkissä käsitellään tilannetta, jossa
muuttuja a päivitetään arvoon 2 ja muuttujaa d tarvitaan. Muuttujan a muutos
aiheuttaa välittömästi muutoksia myös siitä riippuvissa muuttujissa. Vaiheessa 1
asetetaan muuttujalle a uusi arvo 2 ja ilmoitetaan siitä riippuvalle muuttujalle c
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muutoksesta. Vaiheessa 2 muuttujan c arvo lasketaan uudelleen ja ilmoitetaan siitä
riippuvalle muuttujalle d muutoksesta. Vaiheessa 3 lasketaan muuttujan d arvo
uudelleen. Jos muuttujaa d on tässä vaiheessa jo ehditty käyttää jossain toisessa
laskennassa, ilmoitetaan myös muuttujan d muutoksesta eteenpäin riippuvuusverkko
pitkin. Muuttujan nykyarvon todenperäisyyttä ei siis tarkisteta automaattisesti, vaan
muuttujan nykyarvoa käytetään heti ja oletetaan päivitystapahtumien korjaavan
tilanteen jossain vaiheessa.
Kuva 5: Työntävä evaluointimalli
Kuten edellä todettiin, työntävät mallit eivät kuitenkaan ole täysin ongelmattomia,
sillä niissä arvot saattavat saada väliaikaisesti epäkonsistentin tilan. Muuttujaa
käytättäessä saattaa sillä olla vanhentunut tila, jos sitä edeltävä riippuvuusketju ei
ole vielä päivittynyt. Tällöin saattaa sovellukseen jäädä vanhentuneita arvoja. Tila
on kuitenkin väliaikainen, sillä muuttujien uudelleenlaskennat suoritetaan uudestaan,
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kun muuttujan riippuvuudet kertovat muutoksista omissa arvoissaan. Jatkuvat
uudelleenlaskennat kuitenkin hukkaavat resursseja, ja sovelluksen virheellinen tila on
ongelmallinen käyttäjän kannalta. [BCC13]
Työntävissä malleissa päivittäminen tapahtuu ilmoittamalla muutoksista riip-
puvuusverkkoa pitkin aina seuraavalle riippuvalle muuttujalle. Vetävässä mallissa
päivitykset tapahtuvat toiseen suuntaan pyytämällä uutta arvoa muuttujan riippu-
vuuksilta. Molempien evaluointimallien käytössä on omat ongelmansa ja muutosten
levittäminen tulisi toteuttaa sovelluksen käyttötarkoituksen mukaisesti, ja ottaa
huomioon ratkaisuun liittyvät ongelmat mallia valitessa. Sovellusten muutosten le-
vittäminen tapahtuu todellisuudessa usein yhdistelemällä näiden evaluointimallien
toimintaa [BCC13].
2.7 Nostaminen
Reaktiivisia kirjastoja tai kielen laajennuksia käytettäessä kielen alkuperäiset ope-
raattorit, kuten + tai -, tai käyttäjän määrittelemät funktiot ja metodit täytyy
muuntaa toimimaan käytösten tai toiselta nimeltään signaalien kanssa. Reaktiivista
ohjelmointia käsittelevä kirjallisuus tuntee tämän muunnoksen termillä nostaminen
(lifting). [BCC13] Nostamisen avulla tavallisia funktioita voidaan käyttää yhdessä
reaktiivisten arvojen kanssa. Esimerkiksi aika on yksinkertainen jatkuvasti muuttuva
arvo. Jos aikaa haluttaisiin lisätä esimerkiksi operaattorin + avulla yhdellä, niin
täytyisi +-operaattori aluksi sovittaa toimimaan yhdessä aikaa kuvaavan muuttujan
kanssa. Reaktiivisessa kontekstissa tämä tapahtuu nostamalla. [PRC14] Nostamiseen
voidaan käyttää kolmea eri strategiaa, jotka ovat implisiittinen, eksplisiittinen ja
manuaalinen nostaminen. Muuttujat rekisteröidään riippuvuusverkkoon nostamisen
yhteydessä. [BCC13]
Käytettäessä implisiittistä nostamista jokainen signaaliin liitetty operaattori
nostetaan automaattisesti. Implisiittistä nostamista käytetään yleensä dynaamises-
ti tyypitetyissä kielissä. Implisiittisen nostaminen hyötynä on läpinäkyvyys, sillä
olemassaolevia operaattoreita voidaan käyttää vapaasti signaaleissa. [BCC13] Läpinä-
kyvyyden ansiosta ohjelmointikirjaston alla olevan ohjelmointikielen operaattoreita
voidaan käyttää suoraan kirjaston kanssa ilman syntaktisia muutoksia, eli sama oh-
jelmakoodi toimii suoraan myös kirjastossa. Esimerkiksi FrTime [Coo15] ja FlapJax
[The15a] käyttävät implisiittistä nostamista. Implisiittisen noston toteutukset ovat
kuitenkin usein tehottomia [BCK07] ja saattavat viedä paljon resursseja [MaO12].
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FlapJax käyttää implisiittistä nostamista, kun sitä käytetään ohjelmointikielenä
ja eksplisiittista nostamista, kun sitä käytetään kirjastona [BCC13]. Listauksesta 7
nähdään esimerkki implisiittisestä nostamisesta käyttäen FlapJax-ohjelmointikieltä.
Esimerkissä alustetaan timerB-funktiota käyttäen muuttuja timer. Tämän jälkeen
lisätään muuttujaan timer yksi millisekunti käyttäen +-operaattoria. Implisiittistä
nostamista käyttäessä nostamista ei tarvitse erikseen määritellä, vaan ohjelmointikieli
huolehtii suoraan operaattorin + nostamisesta, jotta muuttujaan timer voidaan lisätä
yksi millisekunti. Kun FlapJax:ia käytetään ohjelmointikielenä huolehtii kääntäjä
nostamisesta automaattisesti. [The15b]
Listaus 7: Implisiittinen nostaminen
// Alustetaan 1000 millisekunnin välein suoritettava ajastin
var timer = timerB(1000);
// Lisätään ajastimelta tulevaan tapahtumaan yksi millisekunti
var timerPlusOneMillis = timer + 1;
Eksplisiittisessä nostamisessa ohjelmointikieli tarjoaa funktiot, joilla operaattori
voidaan nostaa. Eksplisiittistä nostamista käytetään yleensä staattisesti tyypitetyissä
kielissä. [BCC13] Listauksessa 8 nähdään esimerkki eksplisiittisestä nostamisesta
käyttäen FlapJax-ohjelmointikirjastoa. Reaktiivisesta arvosta timer luodaan uusi
reaktiivinen arvo liftedTimer. Eksplisiittisesti nostettaessa operaattoria + ei voida
käyttää suoraan, kuten aiemmassa esimerkissä, vaan se täytyy nostaa käyttäen
funktiota liftB. Funktio timerB perii funktion liftB, jota voidaan käyttää suoraan
nostamiseen. Funktio liftB saa parametrinä nimettömän funktion, jolla voidaan
käsitellä reaktiivista arvoa timer. Funktiosta palautetaan uusi reaktiivinen arvo,
jonka arvo on reaktiivisen arvon timer arvo lisättynä yhdellä. Näin eksplisiittisesti
nostettuna operaattoria + voidaan käyttää reaktiivisen arvon kanssa.
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Listaus 8: Eksplisiittinen nostaminen
// Alustetaan 1000 millisekunnin välein suoritettava ajastin
var timer = timerB(1000);
// Käytetään nostamiseen eksplisiittisesti funktiota liftB
var timerPlusOneMillis = timer.liftB(function (t) {
// Lisätään ajastimelta tulevaan tapahtumaan yksi millisekunti
return t + 1;
});
Manuaalisessa nostamisessa ohjelmointikieli ei tarjoa nostotoimintoja, vaan kehit-
täjän tehtäväksi jää nykyarvon pyytäminen tai kuunteleminen. Kielissä, jotka eivät
tarjoa signaaleja ensimmäisen luokan arvoina, tapahtuu nostaminen aina manuaali-
sesti. [BCC13] Listauksessa 9 nähdään esimerkki Bacon.js:llä [Paa15] toteutetusta
manuaalisesta nostamisesta. Esimerkissä esitetään edellisten esimerkkien mukaises-
ti tilanne, jossa käytetään manuaalista nostamista. Bacon.js ei tarjoa samanlailla
ajan nykyarvoa palauttavaa reaktiivista arvoa, vaan esimerkissä simuloidaan vastaa-
vanlaista reaktiivista arvoa. Bacon.js käyttää käytöksiä (behaviours) semanttisesti
vastaavia ominaisuuksia (property). Aluksi esimerkissä luodaan edellisten esimerk-
kien timerB-funktiota vastaava reaktiivinen arvo, jossa ajan nykyarvoja palauttava
interval-funktio muunnetaan reaktiiviseksi arvoksi toProperty-funktion avulla. Tä-
män jälkeen luodaan uusi reaktiivinen arvo, jossa arvoihin lisätään yksi millisekunti.
Esimerkissä nostaminen tapahtuu map-funktion avulla. Toteutettu manuaalinen
nostaminen muistuttaa hyvin paljon eksplisiittistä nostamista, mutta Bacon.js ei kui-
tenkaan tarjoa reaktiivisten arvojen nykyarvon suoraan hakemista, vaan se tapahtuu
kuuntelemalla tapahtumavirtoja. Reaktiivisten arvojen nykyarvon hakeminen jää
manuaalista nostamista käytettäessä sovelluskehittäjän vastuulle.
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Listaus 9: Manuaalinen nostaminen
// Muunnetaan 1000 ms välein nykyajan palauttava tapahtumavirta
Property:ksi
var timer = Bacon.interval(1000).map(function () {
return new Date().getTime();
}).toProperty();
// Luodaan uusi reaktiivinen arvo edellisen pohjalta käyttäen
map-funktiota
var timerPlusOneMillis = timer.map(function (t) {
// Lisätään ajan nykyarvoon yksi




Vuosien varrella verkkosovellukset ovat kokeneet suuren muutoksen. Alun perin
staattisista hyperteksti-sivuista on tullut interaktiivisia, ja ne alkavat muistutta-
maan toiminnallisuuksiltaan yhä enemmän työpöytäsovelluksia. [Dav10] Esimerkiksi
Google [Goo15b] tarjoaa tekstinkäsittely-, piirto ja taulukkolaskentasovelluksia, jotka
muistuttavat hyvin paljon natiiveja työpöytäsovelluksia toiminnallisuuksiensa ja käyt-
töliittymänsä osalta. Verkkosovellusten interaktiivisuus on parantunut huomattavasti,
josta esimerkkinä on Facebook [Fac15c]. Facebook-yhteisöpalvelussa lähetetyt viestit
saapuvat lähes reaaliaikaisesti toisille käyttäjille ilman, että käyttäjien tarvitsee
ladata sivuaan uudelleen.
Verkkosovellusten ja verkkosivujen kehitystä esti pitkään hitaan verkkoinfra-
struktuurin asettamat rajoitukset sekä tietokoneiden laskentatehon puute. Nykyään
tiedonsiirron siirtonopeuksia mitataan megabiteissä sekunnissa ja jopa puhelinten
laskentateho ylittää vanhempien tietokoneiden laskentatehon. Kehittyneet verkkoin-
frastruktuurit ja päätelaitteet ovat lisänneet huomattavasti verkkosovellusten käyt-
täjien määrää, ja samalla verkkosovellusten teknologiat ovat kehittyneet hurjasti.
[Dav10] Tämä kehitys asettaa kasvavia odotuksia verkkosovelluksille niin toiminnal-
lisuuksien kuin laadun puolesta. Verkkosovellusten teknologioiden ja arkkitehtuurien
tulee kyetä huomattavasti tehokkaampaan ja interaktiivisempaan toimintaan kuin
vielä muutamia vuosia sitten.
Perinteisesti verkkosovellukset on jaettu selain- ja palvelinpuolen vastuualueisiin.
Asiakaspuolella käytössä ovat HTML (Hypertext Markup Language) [W3C15b] ja
CSS (Cascading Style Sheets) [W3C15a] sekä ohjelmointikielenä yleensä JavaScript.
[Dav10] JavaScript on yleisin verkkosovellusten asiakaspuolella käytetty ohjelmointi-
kieli. Sen pääkäyttötarkoitukseksi onkin muodostunut käyttö verkkosovelluksissa, ja
tästä syystä kielen kehityksessä on keskitytty tapahtumapohjaiseen (event-driven)
kommunikaatioon. [KBD13] Palvelinpuolella vaihtoehtoisia ohjelmointikieliä on suu-
rempi määrä. Nykyisin moderneissa palvelinpuolen toteutuksissa käytettyjä kieliä
ovat muun muassa Java [Ora15], JavaScript ja Scala [É15].
Verkkosovellusten arkkitehtuurit ja teknologiat ovat kehittyneet vuosien varrella,
ja enää ei jokaisen sivun sisäisen siirtymän kohdalla ladata uutta sivua palvelimelta,
vaan päivitetään sovelluksen näkymiä ilman sivun täydellistä uudelleenlatausta. Si-
vujen päivittäminen pala kerrallaan parantaa sivun interaktiivisuutta ja tehostaa
sovelluksen toimintaa. Sovelluksia, jotka toteutetaan toimimaan yhdellä sivulla ilman
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uudelleenohjauksia, kutsutaan yhden sivun sovelluksiksi (single page application).
[MeD07] Yhden sivun sovellusten kehitys on lähtenyt asynkronisista Ajax (Asyncro-
nous JavaScript And XML) kutsuista, joiden avulla voidaan esimerkiksi verkkosivujen
lomakkeista lähettää dataa tietokantaan. Ajax kirjastot helpottavat datamanipulaa-
tiota, animointia ja lomakkeiden validointia. Eri Ajax kirjastoja on useita, mutta
suosituin niistä on jQuery. [Dav10] Tiedon asynkroninen lataaminen mahdollistaa si-
vun päivittämisen ilman, että sivulta siirrytään toiselle. Tällöin koko sivua ei tarvitse
ladata uusiksi, jolloin selaimen ja palvelimen välisen kommunikaation tarve vähenee.
Sivuja voidaan päivittää dynaamisesti käyttäjän syötteiden mukaisesti. Tällöin ei
tarvita erillisiä siirtymiä staattisten sivujen välillä, vaan sisältöä voidaan päivittää
tarpeen mukaan. Tämä parantaa myös sovelluksen interaktiivisuutta. [MeD07]
Tässä luvussa käsitellään yleisesti verkkosovelluksia, niiden kehittymistä vuosien
varrella, sekä nykyaikaisten verkkosovellusten piirteitä ja arkkitehtuureja. Luvussa
3.1 käsitellään nykyaikaisia verkkosovelluksia ja vastuun siirtymistä palvelimelta
asiakkaalle. Luvussa 3.2 käsitellään yleisimmät verkosovelluksissa käytetyt arkkiteh-
tuurit. Verkkosovellusten asiakaspuolella tapahtuvaa toimintaa kuvataan tarkemmin
luvussa 3.3. Luvussa 3.4 puolestaan käsitellään verkkosovellusten palvelinpuolelle
tyypillisesti kuuluvia vastuualueita.
3.1 Nykyaikaiset verkkosovellukset
Perinteisesti verkkosovellusten vastuualueet on jaettu asiakaspuolen, palvelinpuolen
ja tietokannan vastuualueisiin. Tällöin asiakas eli selain on keskittynyt ainoastaan
esittämään käyttäjälle staattista HTML-rakennetta tyylitiedostojen avulla. Asiakas-
puolella on saattanut olla kevyttä validointia, mutta pääasiassa business-logiikka on
sijoitettu sovelluksen palvelinpuolelle. Palvelinpuolella on hoidettu business-logiikka,
validointi, pääsynhallinta, HTML-sivun generointi sekä käyttöliittymän tilan seu-
ranta. Tietokanta on ollut vastuussa tiedon säilyttämisestä ja saattanut sisältää
mahdollisesti business-logiikkaa. [Lew98]
Nykyaikaisissa verkkosovelluksissa asiakas voi tarvittaessa hoitaa isoa osaa perin-
teisesti palvelimelle kuuluvista tehtävistä, kuten business-logiikasta, validoinnista ja
käyttöliittymän tilan seurannasta. Siirtämällä palvelimen tehtäviä selaimeen saadaan
verkkosovelluksia skaalautumaan paremmin suurille määrille käyttäjiä, kun voidaan
hoitaa iso osa laskennasta käyttäjän verkkoselaimella jolloin palvelimeen kohdistuva
kuorma vähenee. Vastuunjaossa asiakkaan ja palvelimen välillä tulee huomioida sovel-
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luksen käyttötarkoitus. Laskennallisesti raskas asiakas voi esimerkiksi mobiililaitteilla
vaikuttaa liikaa sovelluksen käytettävyyteen. [Lew98]
Kuvista 6 ja 7 nähdään laskennallisen vastuun siirtyminen palvelimelta selaimelle.
Palvelin hallinnoi edelleen sille parhaiten soveltuvia tehtäviä, kuten pääsynhallintaa
(access-control) ja validointia, mutta yhä suurempi osa bisneslogiikasta ja käyttöliit-
tymän tilan seurannasta on siirretty selaimen vastuulle.
Kuva 6: Perinteinen verkkosovellus
Kuva 7: Nykyaikainen verkkosovellus
Perinteisesti asiakkaan ja palvelimen kommunikaatio on ollut synkronista, eli
pyynnöt ja vastaukset on ketjutettu peräkkäin. Nykyaikaisissa verkkosovelluksissa
hyödynnetään JavaScriptin asynkronisia kutsuja, joilla dataa voidaan hakea ja laittaa
palvelimelle sovelluksen taustalla ilman, että käyttäjän tai sovelluksen toiminta
häiriintyy. Tämän ansiosta verkkosovelluksissa ei tarvitse sivulta toiselle siirtyessä
ladata palvelimelta uutta sivua, vaan sovelluksen näkymiä voidaan päivittää. Myös
interaktiivisten sovellusten käyttö paranee, kun muualla tapahtuvat muutokset
voidaan automaattisesti hakea sovelluksen taustalla käyttäjän huomaamatta, ja
soveltaa ne näkymään sitä mukaa kun ne ovat saatavilla. [MeD07]
Kuvien 6 ja 7 esittämää rakennetta voidaan tarkentaa kuvaamalla asiakkaan ja
palvelimen välistä kommunikaatiota. Kommunikaatioon kuuluvat asiakkaan kutsu
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palvelimelle ja palvelimen vastaukset. Tällöin perinteisissä ratkaisuissa asiakas lähet-
tää HTTP-palvelupyynnön, johon palvelin vastaa lähettämällä kokonaisen HTML-
sivun. Nykyään tyypillisesti lähetetään vain osa sivusta ja JavaScript-koodia. Tämän
lisäksi asiakas ja palvelin kommunikoivat keskenään käytön ajan lähettäen dataa eri
muodoissa tai lisää HTML-sivun osia. [MeD07]
3.2 Verkkosovellusten yleisimmät arkkitehtuurit
Verkkosovelluksissa tyypillisesti käytettyjä arkkitehtuureja ovat asiakas-palvelin
(client-server model), vertaisverkko (peer-to-peer, p2p), malli-näkymä-ohjain (model-
view-controller model, MVC), sekä yhden sivun sovellus -mallit (single page applica-
tion). MVC-mallista on lisäksi myös muita variaatioita, joissa käytetyt komponentit
vaihtelevat variaatiosta riippuen. Sellainen on esimerkiksi MV*, jossa ohjain voidaan
korvata jollain muulla komponentilla. Näiden lisäksi verkkosovelluksissa käytetään
muun muassa REST-arkkitehtuuria (Representational State Transfer), sekä aiemmin
mainittua julkaisija-tilaaja -mallia. [Fai10]
Verkkosovellusten vallitsevat arkkitehtuurit verkkoratkaisujen osalta ovat asiakas-
palvelin ja vertaisverkko -mallit. Vertaisverkko ja asiakas-palvelin -mallien erot ovat
siinä, miten tietoa jaetaan käyttäjien välillä. Asiakas-palvelin -mallissa tieto liikkuu
asiakkaan ja palvelimen välillä, kun vertaisverkkomallissa dataa siirtyy suoraan ver-
taisten välillä, ja palvelimen osuus liikenteeseen on minimaalinen. Vertaisverkkomalli
soveltuu erityisesti data-intensiivisiin sovelluksiin. Perinteisissä verkkosovelluksissa
käytetään asiakas-palvelin -mallia, jos tiedon synkronointi asiakkaiden välissä on
tärkeää hoitaa palvelimella. [KuR13]
Asiakas-palvelin -mallissa palvelin palvelee samanaikaisesti useaa asiakasta vasta-
ten näiden pyyntöihin. Asiakkaalla tarkoitetaan yleensä selainta, mutta asiakkaalla
voidaan voidaan tarkoittaa myös esimerkiksi toista palvelinta tai mobiililaitetta.
Asiakas vastaa perinteisesti käyttöliittymästä ja siihen liittyvästä logiikasta. Palvelin
puolestaan vastaa datan käsittelystä ja yhteydenpidosta tietokantaan. Asiakkaan ja
palvelimen vastuualueet voivat vaihdella, mutta mallin kannalta keskeistä on, että
palvelin palvelee useita asiakkaita. Skaalautuvuutta voidaan parantaa lisäämällä
palvelinten määrää, jolloin kyetään palvelemaan yhä useampia asiakkaita. Verk-
kosovellusten tehtävien jaottelu asiakas- ja palvelinpuolen tehtäviin tulee vahvasti
asiakas-palvelin -mallin kautta. [KuR13]
Malli-näkymä-ohjain -mallissa komponentit jaetaan malli- (model), näkymä-
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(view), näkymä/ohjain- (view/controller) ja ohjainkomponentteihin (controller). Käy-
tetyt komponentit riippuvat pitkälti käytetystä suunnittelumallista, joita ovat esi-
merkiksi MVC ja MV*. Malli edustaa dataa. Se sisältää tiedon olioiden tilasta ja
tiedottaa rekisteröidyille näkymille datan muutoksista. Lisäksi malli tarjoaa sovelluk-
seen littyvän datan ja loogiset toiminnot. Näkymä edustaa jotain tiettyä mallia ja on
vastuussa sen sisältämän datan esittämisestä. Ohjain vastaanottaa käyttäjän käskyt
ja huolehtii komentojen muuntamisesta sovelluksen toiminnoiksi. Ohjaimen tulisi olla
kevyt. Kaikki ylimääräinen, kuten business-logiikka tulisi sisällyttää malliin. [Fai10]
MVC-mallin toiminnan kuvaus voidaan nähdä kuvasta 8. Esimerkkiin on lisätty
käyttäjä korostamaan toiminnan kulkua. Ohjain tekee käyttäjän tekemien muutosten
pohjalta muutoksia näkymään tai malliin. Malli puolestaan päivittää näkymää siihen
tehtyjen muutosten pohjalta. Päivitetty näkymä esitetään käyttäjälle.
Kuva 8: Malli-Näkymä-Ohjain
MVC-malli on keskeinen arkkitehtuuri käyttöliittymien toteuttamiseen. Siitä
on kehitetty useita erilaisia variaatioita. Viimeaikoina MVI-malli eli malli-näkymä-
aikomus (Model-View-Intent) -malli on saanut nostetta. MVI-malli on kehitetty
erityisesti reaktiivista ohjelmointia käyttäviä verkkosovelluksia varten. MVI-malli
on käytössä esimerkiksi reaktiivisessa Cycle.js-kirjastossa [Sta16a]. MVC:n ohjain
ei sovellu sellaisenaan reaktiiviseen ohjelmointiin, koska se passivoi joko mallia
tai näkymää. MVC-mallia voidaan kuitenkin parannella muuttamalla ohjaimen
toimintaa reaktiivisemmaksi. MVI-mallissa ohjain korvataan aikomuksella (Intent).
Aikomuksen tarkoitus on tulkita käyttäjän toimintojen aiheuttamia tapahtumia.
Aikomus tulkitsee käyttäjältä saatavia tapahtumia malleihin sopivaksi. Mallin tehtävä
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on ylläpitää sovelluksen tilaa ja näkymän tarkoituksena on edustaa mallia. MVI-
mallia havainnollistetaan kuvassa 9. MVI-mallin toiminnan kulku muodostaa syklin,
jossa aikomus tarkkailee käyttäjää, malli tarkkailee aikomusta, näkymä tarkkailee
mallia ja käyttäjä tarkkailee näkymää. Keskeistä MVI-mallissa on siinä tapahtuva
yhdensuuntainen kommunikaatio. [Sta16b]
Kuva 9: Malli-Näkymä-Aikomus
Yhden sivun sovelluksissa tarkoituksena on poistaa sivujen uudelleenlataukset
siirtymissä ja keskittyä uuden HTML-sisällön tai datan hakemiseen ja niiden pe-
rusteella tapahtuvaan näkymien päivitykseen. Yhden sivun sovelluksissa asiakkaan
ja palvelimen välinen kommunikaatio perustuu lähinnä tilamuutoksiin. Tämän on
tarkoitus parantaa muun muassa käytettävyyttä ja tehokkuutta. Kun koko sivu
joudutaan uudelleenlataamaan, ei käyttäjä pysty sillä välin käyttämään sivua, vaan
joutuu odottamaan latauksen valmistumista. Tästä syystä sivun rakenne pyritään
toteuttamaan niin, että esimerkiksi siirtymät näkymästä toiseen hoidetaan näkymiä
vaihtamalla tai päivittämällä. [MeD07] Yhden sivun sovellukset kuitenkin vaativat
enemmän asiakas-puolen koodia kuin staattiset verkkosivut. Tämä lisääntynyt määrä
lähdekoodia joudutaan lataamaan palvelimelta ja tämän jälkeen renderöimään, mikä
hidastaa hidastaa sovellusten käynnistymistä. Sivujen latauksen nopeuttamiseen on
kehitetty isomorfinen JavaScript, joka tarkoittaa sivujen renderöintiä palvelimella ja
html-koodin lähettämistä valmiina asiakaspuolelle. Isomorfisen JavaScriptin avulla
voidaan nopeuttaa sovelluksen ensimmäistä latausta ja tämän jälkeen päivittää sivua
käyttäjän syötteiden mukaisesti.
REST on arkkitehtuurityyli rajapintojen toteuttamiseen. REST on tarkoitettu
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hajautettujen hypermediajärjestelmien (distributed hypermedia systems) toteutta-
miseen. REST pyrkii tarjoamaan komponenttien välille yhteensopivan rajapinnan
asettamalla joukon rajoitteita. REST-arkkitehtuuria noudattavat verkkosovellukset
käyttävät tyypillisesti HTTP-protokollaa, mutta arkkitehtuuri ei vaadi tätä erikseen.
REST-arkkitehtuurin avulla voidaan toteuttaa järjestelmiä, joissa useat yhteensopi-
vaa kommunikaatiota käyttävät erilliset sovellukset voivat kommunikoida käyttäen
yhteistä rajapintaa. [FiT02]
3.3 Verkkosovellusten asiakaspuoli
Verkkosovellusten asiakaspuoli (client-side) viittaa yleensä verkkosovelluksen osiin,
joita voidaan käyttää selaimella ja jotka tarjoavat sovelluksen käyttöliittymän [Car14].
Asiakaspuolen tehtävät vaihtelevat sovelluskohtaisesti, mutta perinteisesti asiakas on
tarjonnut selaimen avulla käytettävän käyttöliittymän sovellukselle. Nykyään yhä
suurempi osa sovelluksen business-logiikasta hoidetaan selainpuolella.
Selainohjelmointi perustuu kolmen peruselementin käyttöön, jotka ovat HTML-
merkkauskieli, CSS-tyylitiedostot ja JavaScript-ohjelmointikieli. HTML ja CSS mää-
rittelevät sivun rakenteen ja ulkonäön. HTML-sivut ovat staattisia, joten ne eivät
enää muutu kun sivu on kerran ladattu. JavaScript on dynaamisesti tyypitetty kie-
li, jota käytetään asiakaspuolella interaktiivisuuden toteuttamiseen, asynkroniseen
kommunikaatioon palvelimen kanssa ja HTML-sivun muuttamiseen. JavaScript on
yleisin selaimissa käytetty ohjelmointikieli, sillä kaikki suosituimmat selaimet tukevat
nykyään JavaScriptiä. [Car14] JavaScript on kuitenkin tulkittu kieli, joten toisin
kuin natiivisovelluksilla, joissa sovellus pyörii suoraan käyttöjärjestelmän päällä,
joudutaan JavaScript tulkitsemaan selaimen virtuaalikoneen avulla, mikä tekee siitä
hitaampaa kuin natiivikielistä [Dav10]. Asiakaspuolen ohjelmoinnissa voidaan käyt-
tää JavaScriptiä tai JavaScriptiksi käännettäviä kieliä. Selainten JavaScript tuki
vaihtelee ja kaikki selaimet eivät tue heti uusimpia ominaisuuksia.
Käyttämällä aiemmin luvussa 3 mainittuja Ajax-kirjastoja, voidaan asiakkaalta
lähettää dataa palvelimelle tai pyytää dataa palvelimelta. Ajax-kirjastojen avul-
la voidaan lähettää palvelimelle asynkronisia kutsuja. Asynkroniset kutsut ovat
ajasta riippumattomia, eikä niitä suoriteta perättäisesti eli synkronisesti, kuten
ohjelmointikoodia tavallisesti suoritetaan. Tämä vaatii käytetyltä selaimelta tukea
XMLHttpRequest-ohjelmointirajapinnalle. Käytännössä kaikki nykyaikaiset selaimet
tukevat tätä rajapintaa. Vaikka rajapinnan nimi viittaa XML-merkintäkieleen (Ex-
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tensible Markup Language), niin dataa siirretään nykyään yleisesti JSON (JavaScript
Object Notation) muodossa. Datan formaattia ei ole rajoitettu, vaan vastausviesti
saattaa sisältää esimerkiksi HTML- tai selkokieli-muotoisen (plain text) vastauk-
sen. Ajax kutsun vastauksen perusteella voidaan päivittää sivua ilman koko sivun
uudelleenlatausta. [MeD07]
HTML5-standardin mukana verkkosovelluksiin on myös ilmestynyt WebSocket-
ohjelmointirajapinta. Siinä missä kommunikaatio Ajax-kirjastojen avulla perustuu
asiakkaan tekemään aloitteeseen, voidaan Websocket-rajapinnan avulla suorittaa
kaksisuuntaista kommunikaatiota. WebSocket-kirjastoja on useita, kuten esimerkiksi
Socket.IO [Rau15]. WebSocket-rajapinnan käyttö koostuu kättelystä (handshake),
jossa muodostetaan yhteys asiakkaalta palvelimelle, sekä tiedonsiirrosta. Yhteyden
muodostamisen jälkeen yhteys jää auki, jonka jälkeen rajapintaa voidaan käyttää
tiedon kaksisuuntaiseen siirtämiseen palvelimen ja asiakkaan välillä. Tämä mahdol-
listaa nykyaikaisen ajantasaisen kommunikaation, jolla esimerkiksi useille asiakkaille
voidaan välittää ajantasaista tietoa. [PiN12]
Tärkeä osa näkymän muokkausta on DOM-rajapinta (Document Object Model).
DOM kuvaa sisäisesti HTML-sivun rakennetta selaimessa ja toimii rajapintana, jolla
käytetyn ohjelmointikielen avulla voidaan muokata HTML sivun rakennetta. DOM:n
avulla sivun elementtejä voidaan poistaa, lisätä tai muokata. [Dav10]
3.4 Verkkosovellusten palvelinpuoli
Verkkosovelluksen palvelinpuolella (server-side) viitataan operaatioihin, jotka asiakas-
palvelin suhteessa suoritetaan verkkopalvelimella. Asiakas on HTML-sivu, ja palvelin
on erillisellä palvelimella sijaitseva verkkopalvelin (web server), joka on saatavilla
käyttäjän selaimen avulla. [Car14] Palvelin on perinteisesti passiivisesti odottanut
erilaisia pyyntöjä asiakkailta ja vastannut niihin. Nykyaikaiset palvelimet kuiten-
kin erityisesti reaktiivisissa sovelluksissa lähettävät aktiivisesti mutta satunnaisesti
uutta dataa asiakkaille. [Lew98] Erilaisia verkkopalvelimia on toteutettu useilla eri
ohjelmointikielillä ja sovelluskehyksillä. Valmiita kehyksiä löytyy muun muassa Java,
JavaScript, Scala ja Ruby -ohjelmointikielillä [Rub15]. Valmiita sovelluskehyksiä
palvelinpuolen toteuttamiseen ovat esimerkiksi Node.js ja Ruby on Rails [Han15].
Perinteisesti verkkosovellusten palvelinpuolella on hoidettu datan hallinta, proses-
sointi ja yhteydenpito tietokantaan tai muille palvelimille. Yhteydenpito tietokantaan
on palvelimelle luonnollinen tehtävä pääsynhallinnan ja tietokannan sijainnin puo-
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lesta. [Car14] Nykyään asiakaspuolella saattaa olla myös oma tietokantansa, mutta
eri asiakkaiden välinen yhteinen data silti tyypillisesti säilytetään tietokannassa,
joka on saatavilla palvelimen kautta. Palvelin hoitaa sovelluksesta riippuvan määrän
business-logiikasta [Lew98]. Palvelimella on myös tärkeä tehtävä interaktiivisissa so-
velluksissa, jossa useat käyttäjät samanaikaisesti käsittelevät yhteistä dataa. Tällöin
palvelinpuolella hoidetaan muutosten synkronointi ja hallinta asiakkaiden välillä.
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4 Reaktiivinen ohjelmointi verkkosovelluksissa
Nykyaikaisissa interaktiivisissa verkkosovelluksissa on tärkeää kyetä näyttämään
muuttunut data välittömästi käyttäjälle ilman sivun uudelleenlatausta. Muuttunut
data siis levitetään kaikille sitä tarvitseville asiakkaille. Esimerkiksi Google Docs
-sovelluksessa useat käyttäjät voivat muokata samaa tekstidokumenttia samanai-
kaisesti. Tällöin käyttäjän tekemien muutosten levittäminen reaaliaikaisesti muille
samanaikaisesti dokumenttia muokkaaville on erittäin tärkeää. Reaktiivisuudella
verkkosovelluksissa tarkoitetaan yleensä juuri sivun päivittämistä datan muuttuessa.
Reaktiivinen ohjelmointi soveltuu erinomaisesti käyttöliittymien ohjelmointiin,
sillä käyttöliittymät perusluonteeltaan ovat sellaisia, että niiden tulee reagoida käyt-
täjän syötteisiin [Puc98]. Tapahtumien hallintaa tarvitaan kuitenkin niin palvelin-
kuin asiakaspuolella, joten reaktiivista ohjelmointia voidaan hyödyntää molemmissa.
Osa reaktiivisista kirjastoista keskittyy vain asiakaspuolen ratkaisuihin jättäen pal-
velinpuolen ratkaisut muiden kirjastojen tai kehysten tehtäväksi, koska reaktiivinen
ohjelmointi mielletään monesti hyödylliseksi vain käyttöliittymien toteutuksessa.
Esimerkiksi Facebookin avoimen lähdekoodin lisenssillä julkaisemat React [Fac15b]
ja Flux [Fac15a] keskittyvät juuri asiakaspuolen tarpeisiin. Tässä tutkielmassa käsi-
tellään reaktiivista ohjelmointia palvelinpuolen näkökulmasta, joten asiakaspuoleen
keskittyvät kirjastot ja kehykset jätetään tarkoituksella käsittelemättä.
Tässä luvussa käsitellään reaktiivisten verkkosovellusten toteuttamiseen soveltu-
via ohjelmointikieliä ja -kirjastoja, sekä reaktiivista ohjelmointia verkkosovellusten
palvelinpuolella. Luvussa 4.1 käsitellään eri ohjelmointikieliä ja -kirjastoja reaktiivis-
ten verkkosovellusten toteuttamiseen. Luvussa 4.2 käsitellään reaktiivisen ohjelmoin-
tiparadigman käyttöä verkkosovellusten palvelinpuolella.
4.1 Reaktiivisia kieliä ja kirjastoja
Nykyään löytyy useita kirjastoja ja kehyksiä, jotka tarjoavat reaktiivisen ohjel-
moinnin laajennoksia olemassaoleviin ohjelmointikieliin ja ohjelmistokehyksiin. Esi-
merkiksi Meteor [Met15a] on koko pinon (full-stack) ohjelmistokehys reaktiivisten
sovellusten kehittämiseen. Reactive Extensions [Mic15b] tarjoaa reaktiivisen oh-
jelmoinnin laajennuksia useille eri ohjelmointikielille. Näitä ovat esimerkiksi Java-
ohjelmointikielelle kehitetty RxJava [Mic15d], .Net kehyksen ympärille kehitetty
Rx.Net [Mic15f], JavaScript-ohjelmointikielelle tarkoitettu RxJs [Mic15e], sekä Scala-
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ohjelmointikielelle kehitetty RxScala [Mic15g]. Muita kirjastoja ovat muun muassa
Bacon.js [Paa15], Kefir [Pom15] ja Elm [Cza15]. Myös Flapjax [The15a] kirjasto
tarjoaa työkalut reaktiiviseen ohjelmointiin, mutta sen kehitys on päättynyt vuonna
2012, joten sen käyttöönotto uusissa verkkosovellusprojekteissa ei ole enää järkevää,
eikä sitä myöskään käsitellä tässä tutkielmassa.
Reactive Extensions on reaktiivisten ohjelmointikirjastojen joukko, joilla reak-
tiivisuus voidaan ottaa käyttöön eri ohjelmointikielissä. Reactive Extensions sai
alkunsa Microsoftin C#-ohjelmointikielellä kehittämän Rx.Net-ohjelmistokehyksen
pohjalta. Rx.Net on reaktiivinen laajennos .NET-alustaan, joka on rakennettu LINQ-
kyselykirjaston (Language-Integrated Query) [Mic15c] päälle. [BCC13] RxJs käyttää
myös LINQ-tyylisiä kyselyoperaattoreita [Sto15]. Rx:n pohjalta on julkaistu reaktii-
visen ohjelmoinnin kirjastoja useille eri kielillä. Esimerkiksi aiemmin mainitut RxJs,
RxJava ja RxScala. Sovelluskehys on julkaistu avoimen lähdekoodin lisenssillä, ja sitä
käyttävät jo muun muassa GitHub ja Netflix [Mic15a]. Sovelluskehyksen kehitykseen
osallistuu myös laaja joukko yrityksen ulkopuolisia kehittäjiä, koska sitä käytetään
useissa kaupallisessa käytössä olevissa tuotteissa.
RxJs esittää datavirrat (data stream) tarkkailtavien (observable) muuttujien
avulla. Tarkkailtava siis esittää datavirtoja. RxJs:n datavirroilla tarkoitetaan samaa
asiaa kuin aiemmin mainituilla tapahtumavirroilla ja molemmista käytetään jatkossa
nimistystä tapahtumavirta. Tarkkailtavalle voidaan asettaa tarkkailija (observer),
joka kuuntelee tarkkailtavan muutoksia. Tarkkailija kertoo muutokset tarkkailijalle.
Tarkkailijalle määritetään tapahtumavirta, jonka tilaamalla voidaan kuunnella siinä
tapahtuvia muutoksia. [Sto15]
Tapahtumavirtojen luonti ja hallinta tapahtuu Rx:n Observable-rajapintaa käyt-
täen. Listauksessa 10 nähdään esimerkki, jossa a ja b tunnuksilla varustettujen
HTML-painikkeen painalluksista muodostetaan tapahtumavirrat. Tämän jälkeen
tapahtumavirrat yhdistetään ja yhdistetty tapahtumavirta tilataan ja tulostetaan.
Observable rajapinnan fromEvent-operaattoria käyttämällä tehdään tapahtumavirta
jQuery:llä haetuista elementeistä ja map-funktion avulla palautetaan niihin kohdis-
tuneista tapahtumista painiketta kuvaava merkkijono. Tämän jälkeen Observable
rajapinnan merge-funktion avulla yhdistetään molemmat tapahtumavirrat, jotka
tilataan subscribe-funktion avulla ja tulostetaan konsoliin.
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Listaus 10: RxJs tapahtumavirtojen luonti ja hallinta
var a = Rx.Observable.fromEvent($(’#a’), ’click’).map(function () {
return ’a’;
});
var b = Rx.Observable.fromEvent($(’#b’), ’click’).map(function () {
return ’b’;
});
var molemmat = Rx.Observable.merge(a, b);
molemmat.subscribe(function (tapahtuma) {
console.log(tapahtuma); // => a tai b
});
Bacon.js on RxJs:stä vaikutteita ottanut CoffeeScript:lla [Ash15] kirjoitettu funk-
tionaalisen reaktiivisen ohjelmoinnin kirjasto. Bacon.js on pienehkö avoimen lähde-
koodin projekti, joka on tutkielman kirjoitushetkellä versiossa v0.7.73. Projektin
kehittäjä kertoo kirjaston soveltuvan tuotantokäyttöön, mutta suurten kaupallisten
toimijoiden ylläpitämien projektien tasolla se ei varmasti ole. Bacon.js tarjoaa reak-
tiivisuuden hallintaan tapahtumavirrat (EventStream) ja ominaisuudet (Property).
Bacon.js:n EventStream on tarkkailtava (Observable) tapahtumavirta. Tapahtumavir-
toja voidaan yhdistellä, muuntaa ja suodattaa käyttäen funktionaalisia operaatioita,
kuten map ja filter. [Paa15]
Tapahtumavirtoja voidaan luoda monin tavoin, kuten tapahtumista, taulukoista
tai tietyn välein toistuvista intervalleista. Bacon.js käyttää jQuery-kirjastoa DOM:n
hallintaan. Nämä tarjoavat ketterän tavan tapahtumavirtojen luomiseen ja hallin-
taan, kuten listauksesta 11 voidaan nähdä. Esimerkissä on kaksi HTML-painiketta
tunnuksilla a ja b. Näistä elementeistä voidaan asEventStream-funktion avulla kuun-
nella painalluksia. Painikkeesta a palautetaan merkkijono a ja painikkeesta b pa-
lautetaan merkkijono b. Nämä tapahtumavirrat voidaan myös kätevästi yhdistää
merge-funktion avulla ja niitä voidaan kuunnella onValue-funktion avulla, jolloin
molempien painikkeiden painallukset tulostetaan konsoliin. [Paa15]
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Listaus 11: Bacon.js tapahtumavirtojen luonti ja hallinta
var a = $(’#a’).asEventStream(’click’).map(’a’);
var b = $(’#b’).asEventStream(’click’).map(’b’);
var molemmat = a.merge(b);
molemmat.onValue(function(arvo) {
console.log(arvo); // => a tai b
});
Meteor on koko pinon (full-stack) sovelluskehys verkkosovellusten toteuttamiseen.
Koko pinon sovelluskehyksenä se tarjoaa sekä asiakas että palvelinpuolen kehyksen.
Meteor on toteutettu Node.js:llä, ja se tarjoaa valmiina MongoDB-tietokannan sekä
oman ratkaisun asiakaspuolen toteutukseen. Meteor sovelluskehyksen asiakaspuolella
voi myös halutessaan käyttää jotain muuta asiakaspuolen sovelluskehystä, kuten
React tai AngularJS [Goo15a].
Reaktiivisuuden toteuttamiseen Meteor tarjoaa Meteor Tracker [Met15b] -kirjaston,
jonka kerrotaan noudattavan läpinäkyvää reaktiivista ohjelmointia (Transparent
Reactive Programming). Läpinäkyvän reaktiivisen ohjelmoinnin idea Meteor sovel-
luskehyksessä on, että ohjelmakoodin ei tarvitse olla tietoinen reaktiivisuudesta
lainkaan. Tracker:n ohjelmointirajapintoja ei tarvitse erikseen kutsua vaan reaktiivi-
suutta hyödynnetään automaattisesti reaktiivisia arvoja käytettäessä. Riippuvuudet
reaktiivisiin arvoihin tunnistetaan automaattisesti, eikä sovelluskehittäjän tarvit-
se erikseen määritellä riippuvuuksia. [Met15a] Listauksessa 12 nähdään esimerkki
reaktiivisuuden käytöstä Meteor:ssa. Tracker-kirjaston autorun-funktiolle annetaan
parametrinä funktio, joka on riippuvainen jostain reaktiivisesta arvosta. Aina arvon
muuttuessa autorun-funktio ajetaan uudestaan. Tässä esimerkissä autorun saa para-
metrinä funktion, joka hakee reaktiiviselta arvolta reaktiivinenArvo sen nykyarvon
haeArvo-funktion avulla, jonka jälkeen haettu arvo tulostetaan.
Listaus 12: Reaktiivisten arvojen käyttäminen Meteor:ssa
Tracker.autorun(function () {
console.log(’Painikkeen arvo on: ’ + reaktiivinenArvo.haeArvo());
});
Meteor:ssa voidaan Template luokan avulla kuunnella näkymiin kohdistuneita
tapahtumia. Template luokkaa voidaan käyttää esimerkiksi listauksessa 11 käyte-
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tyn jQuery:n sijaan. Esimerkiksi listauksessa 13 painikkeiden painalluksia voidaan
kuunnella suoraan Template luokan avulla. Tässä esimerkissä kutsutaan reaktiivisen
arvon kasvataArvoa-funktiota. Arvon kasvattaminen johtaa listauksessa 12 käytetyn
autorun-funktion uudelleen ajamiseen.
Listaus 13: Reaktiivisten arvojen kutsuminen tapahtumien avulla
Template.esim.events({




Listauksessa 14 nähdään esimerkki reaktiivisen arvon määrittelystä. Reaktiiviselle
arvolle määritellään Tracker kirjaston avulla uusi riippuvuus r1. Muuttujan arvo al-
kuarvoksi alustetaan parametrinä annettu alkuArvo-muuttuja, joka tässä esimerkissä
on nolla. Riippuvuus määritellään luomalla uusi Dependency-olio. Dependency-olion
avulla voidaan käyttää depend ja changed-funktioita. Kun depend-funktiota käy-
tetään autorun-funktion sisällä, lisää se ympäristöön tiedon riippuvuudesta. Kun
changed-funktiota kutsutaan mitätöi se kaikki riippuvuudet ympäristössä, ja ilmoit-
taa kaikille siitä riippuville autorun-funktiolle tiedon muutoksesta, jolloin ajetaan
uudestaan kaikki autorun-funktiot joita riippuvuus koskee. Esimerkin tapaukses-
sa haeArvo-funktion kutsuminen lisää autorun-funktion sisällä riippuvuuden riip-
puvuuteen r1. Kun käyttöliittymässä painetaan painiketta, joka kutsuu funktiota
kasvataArvoa, kasvatetaan arvo-muuttujaa yhdellä ja ja kutsutaan riippuvuuden
r1 funktiota changed, joka mitätöi riippuvuuden r1 riippuvuudet, jonka jälkeen
autorun-funktio suoritetaan uudelleen. Yleistäen reaktiivisten arvojen get-funktio
kutsuu ajettaessa jotain riippuvuutta, jolle set-funktio kertoo muutoksista. Reakti-
viisen arvon käyttäjälle tämä kaikki tapahtuu automaattisesti. Meteor tarjoaa useita
reaktiivisia arvoja valmiina käytettäväksi. [Met15b]
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Listaus 14: Meteor reaktiivinen arvo
var reaktiivinenArvo = (function (alkuArvo, r1) {
var arvo = alkuArvo;
return {
haeArvo: function () {











Kefir on kevyt JavaScript:lla toteutettu reaktiivisen ohjelmoinnin kirjasto, joka
on saanut innoituksensa RxJs ja Bacon.js -kirjastoista. Kefir-projekti on saanut
alkunsa 2014, jonka jälkeen se on kasvanut tasaista tahtia. Kefir on yhden kehittäjän
projekti, kuten Bacon.js. Tästä syystä se sisältää myös riskin projektin jatkuvuudesta,
jos alkuperäinen projektin kehittäjä kyllästyy sen ylläpitämiseen. Kefir keskittyy
tehokkuuteen ja vähäiseen muistin käyttöön. Kefir soveltuu käyttöön palvelinpuolella.
[Pom15]
Listauksesta 15 nähdään esimerkki tapahtumavirtojen luomisesta ja käsittelystä
Kefir:llä. Esimerkissä on toteutettu sama toiminnallisuus kuin aiemmin nähtiin
listauksen 11 esimerkissä Bacon.js:llä toteutettuna. Kefir:n syntaksi muistuttaa hyvin
pitkälti Bacon.js:n syntaksia. Aluksi luodaan tapahtumavirrat a ja b kuuntelemalla
fromEvents-funktiolla painikkeille a ja b tapahtuvia painalluksia. Tämän jälkeen map-
funktiolla muunnetaan tapahtuman palautusarvoksi painiketta vastaava merkkijono
a tai b. Tämän jälkeen tapahtumavirrat yhdistetään merge-funktion avulla. Kefir:n
merge-funktio ottaa parametrina listan yhdistettäviä tapahtumavirtoja ja palauttaa
uuden tapahtumavirran, joka sisältää kaikkien sille annettujen tapahtumavirtojen
tapahtumat. Tämän jälkeen onValue-funktiolla tilataan yhdistetty tapahtumavirta
ja tulostetaan sen saamat arvot.
39
Listaus 15: Kefir.js tapahtumavirtojen luonti ja hallinta








var molemmat = Kefir.merge([a, b]);
molemmat.onValue(function(arvo) {
console.log(arvo); // => a tai b
});
Elm on funktionaalista reaktiivista ohjelmointia hyödyntävä kirjasto, joka sai
alkunsa Evan Czaplicki:n opinnäytteestä vuonna 2012. Elm on tarkoitettu graafisten
käyttöliittymien toteuttamiseen (Graphical User Interface, GUI), eikä siten ole tar-
koitettu palvelinpuolen ratkaisuiden toteuttamiseen, joten sitä ei myöskään käsitellä
tarkemmin tässä tutkielmassa. Elm koodi käännetään HTML ja JavaScript muotoon
suoritusta varten. Elm käyttää JavaScript:sta poikkeavaa Haskell [Has15] -tyylistä
lauserakennetta. Elm käyttää signaaleja reaktiivisuuden toteuttamiseen. [Cza12]
4.2 Reaktiivinen ohjelmointi verkkosovellusten palvelinpuo-
lella
Verkkosovelluksissa keskeinen ongelma on tapahtumien hallinta. Tapahtumien hallin-
nan vaikeudesta kertoo vuonna 2006 Adoben työpöytäsovelluksista tehty tutkimus,
jonka mukaan kolmasosa kaikista Adoben työpöytäsovellusten lähdekoodista liittyy
tapahtumien hallinnan logiikkaan ja jopa puolet ohjelmointivirheistä liittyy tähän
logiikkaan. [Par06] Reaktiivista ohjelmointia voidaan hyödyntää palvelinpuolella
juuri tapahtumien hallinnan toteuttamisessa. Reaktiivisuus on perinteisesti toteu-
tettu asynkronisilla takaisinkutsuilla. Asynkronisten takaisinkutsujen muodostamat
rakenteet, joissa yhden takaisinkutsun palautusarvo annetaan parametrinä seuraa-
valle muodostavat kuitenkin usein vaikeasti ymmärrettäviä ja testattavia rakenteita.
Tapahtumien hallintaa voidaan selkeyttää abstraktoimalla toteutus reaktiivisen oh-
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jelmointikirjaston taakse ja takaisinkutsufunktioita voidaan selkeyttää käyttämällä
lupauksia niiden sijaan. [KBD13]
Nykyaikaisissa verkkosovelluksissa asiakkaan ja palvelimen välillä tapahtuu paljon
kommunikaatiota, jota voidaan selkeyttää reaktiivisen ohjelmoinnin avulla. Esimer-
kiksi RxJs:n tapahtumavirrat voidaan yhdistää Node.js:n tapahtumien hallintaan, ja
tämän jälkeen hyödyntää RxJs:n operaattoreita tapahtumien hallinnan toteuttami-
sessa. [Sto15] Listauksessa 16 nähdään esimerkki siitä, miten Node.js:n EventEmitter-
kirjastoa voidaan käyttää RxJs:n tarkkailtavien kanssa tapahtumien hallinnan toteut-
tamiseen. Tarkkailtava tapahtumavirta muodostetaan antamalla EventEmitter-olio ja
kuunneltava tapahtuma parametrina tarkkailtavan fromEvent-funktiolle. Tarkkailta-
van kuuntelemiin EventEmitter:lle saapuviin tapahtumiin päästään käsiksi tilaamalla
tarkkailtava. Esimerkissä luodaan uusi tarkkailtava EventEmitter:n tapahtumien hal-
linnasta ja muutetaan se RxJs:n tapahtumavirraksi. Aina kun EventEmitter lähettää
uuden tapahtuman voidaan tapahtumaa käsitellä suoraan tilaamalla tapahtumavirta.
Esimerkissä tilattu tapahtuma käsitellään tulostamalla se konsoliin.
Listaus 16: RxJs esimerkki
var eventEmitter = new EventEmitter();
var source = Rx.Observable.fromEvent(eventEmitter, ’data’)
var subscription = source.subscribe(function (data) {
console.log(’data: ’ + data));
});
eventEmitter.emit(’data’, ’foo’);
// => data: foo
Netflix käyttää RxJava-kirjastoa apuna palvelinpuolen toteutuksessa. Sovelluksen
arkkitehtuuri muodostuu siten, että kaikki erityyliset asiakkaat yhdistävät yhteiseen
rajapintaan, jossa ne käsitellään esilaisten sovittimien kautta ja lopulta ohjataan
oikeaan palveluun. Kuvaus Netflixin arkkitehtuurissa nähdään eräässä Netflixin tek-
niikkablogissa esitetyssä arkkitehtuurikuvauksessa joka nähdään kuvassa 10. Netflix:n
tekniikkablogin mukaan koko sovelluksen palvelukerros on toteutettu RxJavan avulla
asynkronisesti ja kaikki palvelukerroksen funktiot palauttavat tarkkailtavan. Reaktii-
visuuden käytön kerrotaan mahdollistavan samanaikaisuuden toteuttamisen ilman
tyypillisiä säieturvallisuuden (thread-safety) ja synkronisaation aiheuttamia ongel-
mia. [ChH13] Koko Netflixin ohjelmointirajapinta on pyritty toteuttamaan täysin
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asynkronisesti reaktiivisia periaatteita käyttäen, jotta voidaan hyödyntää samanai-
kaisuutta ja samalla kuitenkin piilottaa säieturvallisuus ja rinnakkaisajo (parallel
execution) asiakaspuolen kehittäjiltä. Tällöin saadaan samanaikaisuuden tarjoamat
tehokkuushyödyt, mutta pidetään sovelluksen kompleksisuus matalana. Sovelluksen
konsistentisti asynkroninen ohjelmointirajapinta helpottaa asiakaspuolen kehittäjien
työtä. [Chr13]
Kuva 10: Netflixin arkkitehtuuri
Reaktiivista ohjelmointia voidaan hyödyntää myös palvelinohjelmoinnissa. Lis-
tauksessa 17 nähdään esimerkki Node.js:n ja MongoDB:n avulla toteutetusta yk-
sinkertaisesta post-pyynnöstä, jolla luodaan uusi tehtävä ja lisätään se tehtävälle
määritellyn käyttäjän tehtävälistaan. Esimerkissä käytetään Node.js:lle kehitettyä
Express.js-ohjelmointikehystä [Str15], sekä datan mallinnukseen käytettyä mongoose-
ohjelmointikirjastoa [Lea15]. Oletetaan, että tarkoituksena on kehittää toiminnal-
lisuus, jossa sovellus vastaa post-pyyntöön luomalla uuden parametrinä annetun
Task-olion. Lisäksisovellus lisää olion tunnuksen siihen liittyvän käyttäjän (User),
tasks-attribuutin sisältämään listaan. Kaikista virhetilanteista palautetaan status-
koodi 500 ja onnistuneesta suorituksesta palautetaan lisätty Task-olio.
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Listaus 17: Palvelinohjelmointiesimerkki
app.post(’/task’, jsonParser, function (req, res) {
Task.create(req.body, function (err, task) {
if (err) return res.sendStatus(500);
User.findByIdAndUpdate(req.body.user, {$push: {tasks: task._id}},
function (err, user) {





Esimerkkisovelluksen lähdekoodia tarkastelemalla voidaan havaita kaksi keskeis-
tä ongelmaa, joita ovat sisäkkäisten takaisinkutsujen muodostama rakenne, sekä
virheiden hallinnan hajaantuneisuus. Post-kutsun saapuessa luodaan uusi Task-olio
pyynnössä parametrinä välitetystä datasta. Tämän jälkeen, jos virheitä ei sattu-
nut, etsitään käyttäjä ja lisätään tämän tasks-attribuutin sisältämään listaan viite
Task-olioon. Lopuksi tarkistetaan sattuiko virheitä. Virheiden sattuessa palautetaan
status-koodi 500, ja muuten palautetaan luotu Task-olio.
Listauksessa 18 nähdään esimerkki listauksen 17 toiminnallisuuden toteutuk-
sesta reaktiivista ohjelmointiparadigmaa käyttäen. Esimerkissä käytetään edellisen
esimerkin tekniikoiden lisäksi Bacon.js -kirjastoa reaktiivisuuden toteuttamiseen.
Bacon.js-kirjaston avulla voidaan Node.js:n takaisinkutsuista luoda fromNodeCall-
back-funktion avulla tapahtumavirtoja, jotka suoritetaan kerran. Aluksi esimer-
kissä määritellään createTask niminen tapahtumavirta, joka luodaan antamalla
Mongoose:n create-funktio parametrinä fromNodeCallback-funktiolle. createTask-
tapahtumavirran pohjalta luodaan updateUser-tapahtumavirta käyttäen Bacon.js:n
flatMap-funktiota, joka luo jokaisesta sen kuunteleman tapahtumavirran tapahtu-
masta uuden tapahtumavirran. Luotu uusi updateUser-tapahtumavirta suoritetaan
siis createTask-tapahtumavirran suorittamisen jälkeen. Apuna käytetään taas from-
NodeCallback-funktiota, jolle annetaan parametrinä Mongoose:n findByIdAndUp-
date-funktio, joka lisää luodun task-olion tunnisteen määritellyn käyttäjän tasks-
attribuutin sisältämään taulukkoon. Lopulta nämä tapahtumavirrat yhdistetään
käyttäen combineAsArray-funktiota, jotta createTask-tapahtumavirran palautta-
ma uusi task-olio voidaan palauttaa käyttäjälle. Tapahtumavirtaa kuunnellaan on-
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Value-funktion avulla, josta palautetaan uusi task-olio käyttäjälle. Virhetilanteet
hoidetaan keskitetystä onError-funktion avulla. Bacon.js:ssä kaikkien ketjutettu-
jen tapahtumavirtojen virhetilanteet käsitellään ensimmäisessä vastaan tulevassa
onError-virheidenhallintafunktiossa.
Listaus 18: Palvelinohjelmointiesimerkki Bacon.js:llä
app.post(’/task’, jsonParser, function (req, res) {
var createTask = Bacon.fromNodeCallback(Task.create.bind(Task),
req.body);
var updateUser = createTask.flatMap(function (task) {
return Bacon.fromNodeCallback(User.findByIdAndUpdate.bind(User),
req.body.user, {$push: {tasks: task._id}});
});








Tässä esimerkissä toteutus Bacon.js:n avulla lisää hieman lähdekoodin rivimäärää,
mutta keskittää virheidenhallinnan yhteen paikkaan, sekä vähentää koodin sisäk-
käisyyttä. Ratkaisua voitaisiin selkeyttää esimerkiksi abstraktoimalla onValue- ja
onError-funktiot erillisen funktion alle joka saisi käsiteltävän tapahtumavirran para-
metrinä. Lähdekoodin ymmärtäminen Bacon.js:llä toteutetussa ratkaisussa vaatii
kuitenkin perehtymistä eikä ole yhtä selvää kuin aiemmassa ratkaisussa.
Koska verkkosovellusten toteutukset ovat kehittyneet interaktiivisemmiksi, ovat
verkkosovellusten asiakaspuolen toteutukset kasvaneet huomattavasti. Tästä syys-
tä reaktiivisissa sovelluksissa käytetään usein isomorfista JavaScriptiä. Isomorfista
JavaScriptiä käytettäessä sivu renderöidään valmiiksi palvelinpuolella, jolloin asiakas-
puolella ladataan valmis HTML-sivu. Tämä lyhentää sivun latausaikoja, helpottaa
hakukoneiden sivun indeksointia, sekä helpottaa lähdekoodin ylläpitoa asiakkaan
ja selaimen käyttäessä samaa koodikantaa. Node.js:lle on kehitetty tähän käyttöön
sopivia kirjastoja. Esimerkiksi Meteor hyödyntää isomorfista JavaScriptiä. [Wel16]
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5 Reaktiivinen esimerkkisovellus
Tutkielmaa varten toteutettiin yksinkertainen keskustelusovellus, jossa asiakaspuo-
lelta tulevat viestit välitetään palvelimen kautta tietokantaan ja muille asiakkail-
le. Tutkielmassa keskityttiin palvelinpuolen toteuttamiseen, joten käyttöliittymän
osalta toteutettiin vain toiminnan testaamisen kannalta välttämätön toiminnalli-
suus. Tästä syystä myöskään sovelluksen eri versioissa ei muutettu asiakaspuolen
toteutusta. Verkkosovelluksen palvelinpuoli toteutettiin Node.js:llä. Sovelluksen käyt-
täjien kirjoittamat viestit tallennetaan MongoDB-tietokantaan. Kommunikaatio
asiakkaiden ja palvelimen välillä tapahtuu luvussa 3.3 mainittua Socket.io nimistä
WebSocket -ohjelmointirajapintaa käyttäen. Socket.io soveltuu monenlaisiin reaa-
liaikaisiin samanaikaisesti käytettäviin verkkosovelluksiin. Tässä sovelluksessa sen
suurin hyöty tuleekin yhden käyttäjän toimien levittämisessä muille käyttäjille. Esi-
merkiksi käyttäjän kirjoittama viesti voidaan välittömästi jakaa muille palvelimen
WebSocket-pistokkeeseen yhdistäneille asiakkaille.
Keskustelusovelluksesta toteutettiin kolme versiota, jotka vastaavat toiminnalli-
suudeltaan toisiaan. Ensimmäinen versio toteutettiin pelkän Node.js:n avulla. Toinen
versio toteutettiin Bacon.js- ja kolmas versio RxJs-kirjaston avulla. Koska sovelluk-
sesta toteutettiin kolme eri versiota, pyrittiin sovelluksen lähdekoodin koko pitämään
tutkielman laajuuteen nähden pienenä, mutta silti riittävän laajana, jotta käytettyjä
kirjastoja voidaan riittävästi vertailla keskenään.
Tässä luvussa käsitellään tutkielmaa varten toteutetun verkkosovelluksen toimin-
taa ja toteutusta, sekä sen arkkitehtuuria. Luvussa 5.1 käsitellään verkkosovelluksen
toiminnallisia vaatimuksia ja toiminnallisuuksien toteutusta. Luvussa 5.2 käsitellään
sovelluksen keskeisimpiä toimintoja. Sovelluksen arkkitehtuuria käsitellään luvussa
5.3.
5.1 Sovelluksen esittely ja toteutus
Toteutettu verkkosovellus on yhden sivun sovellus, jossa useita käyttäjiä voi yh-
täaikaisesti keskustella keskenään, joko julkisesti tai lähettämällä yksityisviestejä.
Sovelluksen toimintaa esittelevä kuvakaappaus löytyy kuvasta 11. Käyttöliittymä on
toiminnallisuudeltaan hyvin yksinkertainen ja sisältää vain syötekentän, viestinäky-
män ja lähetysnapin. Nämä ovat käyttöliittymän keskeisimmät komponentit, jotka
mahdollistavat sovelluksen toiminnallisuuksien käyttämisen.
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Kuva 11: Kuvankaappaus esimerkkisovelluksen käyttöliittymästä
Sovellukseen saapuville käyttäjille annetaan samanlaisilla etuliitteillä varustettu
satunnainen, mutta samalla ainutlaatuinen käyttäjätunnus. Toisin sanoen samalla
käyttäjätunnuksella varustettuja käyttäjiä voi sovelluksella olla vain yksi kerrallaan.
Käyttäjälle näytetään kymmenen viimeisintä tietokantaan tallennettua viestiä, kun
sovelluksen etusivu ladataan. Kymmenen viimeisintä viestiä näytetään vain jos
viestien hakemisessa ei tapahtunut virheitä. Viimeisimpien viestien hakemisessa
tapahtuvat virheet eivät vaikuta muun sovelluksen toimintaan.
Käyttäjät voivat kirjoittaa sovellukseen viestejä kirjoittamalla viestin sisältö
tekstikenttään ja painamalla ‘Send’-painiketta tai näppäimistön rivinvaihtonäppäintä.
Lähetetty viesti näytetään sivulla sekä muille käyttäjille että lähettäjälle itselleen.
Sovelluksessa lähetetyt viestit tallennetaan tietokantaan.
Viestien sijaan voidaan lähettää komentoja käyttämällä etuliitteenä vinoviivaa.
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Esimerkkisovelluksen ainoa mahdollinen komento on yksityisviestien lähettäminen
toisille käyttäjille lisäämällä etuliitteen ‘/msg’. Etuliitteen jälkeen viestiin erotellaan
välilyönneillä ensin käyttäjätunnus jolle viesti kirjoitetaan ja seuraavaksi viestin
sisältö. Yksityisviestin tulee siis sisältää komennon etuliite, käyttäjätunnus ja viesti.
Jos komento on virheellinen, käyttäjänimeä ei löydy tai yksityisviesti ei sisällä kaikkia
vaadittuja osia näytetään käyttäjälle virheilmoitus. Yksityisviestejä ei tallenneta
tietokantaan eikä niitä näytetä kymmenen viimeisimmän viestin joukossa sivua
uudelleenladattaessa.
Käyttäjille näytetään ilmoitus uuden käyttäjän saapuessa sovellukseen tai nykyi-
sen käyttäjän poistuessa sovelluksesta. Saapumis- ja poistumisilmoituksia ei myös-
kään tallenneta tietokantaan, eikä niitä näytetä sovellukseen saapuville käyttäjille
sivua ladattaessa.
Tietokantayhteyden virheidenhallinta on eristetty sovelluksen toimintalogiikasta
niin, että tietokannan virhetilanteet eivät vaikuta keskustelusovelluksen muuhun
toimintaan. Vaikka esimerkiksi viestien tallentaminen tietokantaan ei onnistuisi,
näytetään viesti silti normaalisti käyttäjille. Tietokantayhteyden hetkelliset toimin-
tahäiriöt eivät vaikuta sovelluksen muuhun toimintaan. Tietokantaan yhdistämi-
seen käytetään Mongoose-kirjastoa [Lea15]. Mongoose:n avulla voidaan hallinnoida
MongoDB-tietokantaa ja määritellä sekä validoida tietokannan skeemaa.
5.2 Sovelluksen keskeisimmät toiminnot
Sovelluksen toiminnan kannalta keskeisimmät toiminnot ovat sovellukseen yhdistämi-
nen, sovelluksesta poistuminen, viestien lähetys ja yksityisviestien lähetys. Kaikissa
näissä toiminnoissa keskeisenä komponenttina toimii Socket.io:lla toteutettu asiak-
kaan ja palvelimen välinen kommunikaatio. Socket.io:n asiakaskomponentin avulla
yhdistetään palvelimella sijaitsevaan isäntänä toimivaan Socket.io-rajapintaan. Isän-
nän kautta voidaan välittää viestejä toisille asiakkaille ja hallinnoida sovelluslogiikkaa.
Sovelluslogiikan käsittelyn kannalta tärkeimmän osan muodostavat tapahtuman-
kuuntelijat. Sovelluksen toiminnan kannalta keskeisimpiä toimintoja kuvaillaan seu-
raavaksi uimaratakaavioiden (swimlane diagram) avulla. Kaavioissa kuvataan eri
käyttötapausten toiminnallisuutta. Kaaviot kuvaavat sovelluksen toimintaa sekä
asiakas-, että palvelinpuolella. Kaavioissa palvelimen ja asiakkaan toiminnot kul-
kevat vierekkäisillä uimaradoilla ja niiden keskinäiset yhteydet kuvataan nuolten
avulla. Uimaratakaavioissa toiminta alkaa alkupisteestä ja päättyy päätepisteeseen.
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Kaavioiden avulla on tarkoitus havainnollistaa sovelluksen toimintalogiikkaa.
Sovellukseen yhdistäminen alkaa sivun pyytämisellä HTTP-kutsun avulla. Palve-
limen selaimelle toimittama asiakaskehys sisältää Socket.io-asiakkaan, jolla otetaan
yhteys palvelimella sijaitsevaan Socket.io-pistokkeeseen. Asiakaspuolen JavaScript-
koodia ladattaessa arvotaan käyttäjälle käyttäjätunnus, joka annetaan yhteyttä
muodostaessa parametrina. Kun palvelimen Socket.io-pistokkeeseen yhdistetään, ta-
pahtuu aluksi kättely, jossa varmistetaan, että käyttäjälle on käyttäjätunnus ja ettei
valittu käyttäjätunnus ole jo käytössä. Mikäli käyttäjällä on tunnus, joka ei vielä ole
käytössä, sallitaan käyttäjän yhdistää palvelimelle. Muuten käyttäjän pääsy estetään
ja palautetaan virheilmoitus. Käyttäjän yhdistäessä eli ‘connection’-tapahtuman
sattuessa haetaan tietokannasta aluksi kymmenen viimeisintä tallennettua viestiä.
Viestien haun onnistuessa lähetetään yhdistäneen käyttäjän Socket.io-asiakkaalle
‘messages’ -tapahtuma, jonka parametrinä annetaan lista viestejä. Nämä viestit
lisätään selaimessa viestinäkymään. Mikäli viestejä ei voitu hakea, näytetään palve-
limella virheilmoitus. Riippumatta viestien haun onnistumisesta lisätään käyttäjä
‘users’ -listalle, joka on lista käyttäjätunnuksista ja asiakkaan pistokkeen tunnis-
teista (id) muodostettuja pareja. Käyttäjätunnus toimii viitteenä ja asiakkaaseen
viittaavana tunnistearvona. Seuraavaksi kaikille käyttäjille lähetetään ‘connected’
-tapahtuma, jossa parametrinä annetaan yhdistäneen käyttäjän käyttäjätunnus. Selai-
messa lisätään viestinäkymään ilmoitus uuden käyttäjän liittymisestä keskusteluun.
Tämän jälkeen lisätään tapahtumakuuntelijat käyttäjän poistumiselle ja uusille vies-
teille. Kuvassa 12 nähdään edellä mainittu toiminnallisuus uimaratakaavion avulla
esitettynä.
Viestien lähetys tapahtuu käyttäjän aloitteesta. Ensin käyttäjä kirjoittaa syö-
tekenttään viestin ja painaa joko ‘Send’ -painiketta tai näppäimistön rivinvaih-
tonäppäintä. Jos syötekentän sisältämän syötteen pituus on suurempi kuin nolla,
lähetetään Socket.io-pistokkeelle ‘message’ -tapahtuma, jonka parametrinä annetaan
olio, joka sisältää käyttäjätunnuksen ja viestin sisällön. Tämän jälkeen syötekenttä
tyhjennetään. Palvelinpuolella tarkistetaan sisältääkö viesti komennoille tarkoitetun
vinoviiva-etuliitteen. Jos ei niin kyseessä on tavallinen viesti. Tällöin tallennetaan
tietokantaan uusi viesti. Palvelimella näytetään virheilmoitus, jos viestin tallenta-
minen tietokantaan ei onnistu. Tämän jälkeen joka tapauksessa lähetetään kaikille
asiakkaille ‘message’ -tapahtuma, jolle annetaan parametrinä olio, joka sisältää vies-
tin lähettäneen käyttäjän käyttäjätunnuksen sekä viestin. Kun tapahtuma havaitaan
asiakaspuolella, lisätään sovelluksen viestikenttään uusi viesti. Kuvassa 13 esitetään
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Kuva 12: Uimaratakaavio sovellukseen yhdistämisestä
viestin lähettäminen toisille käyttäjille uimaratakaaviona.
Yksityisviestien lähetys tapahtuu hyvin pitkälti samalla tavalla kuin tavallis-
ten viestien lähetys. Aluksi käyttäjä kirjoittaa syötekenttään viestin ja lähettää
lomakkeen. Tämän jälkeen kuten viestien lähetyksessä, lähetetään palvelinpuolen
Socket.io-pistokkeelle ‘message’ -tapahtuma. Mikäli viestin ensimmäinen merkki on
vinoviiva on kyseessä komento. Tämän jälkeen varmistetaan, että komento sisäl-
tää etuliitteenä yksityisviestejä kuvaavan ‘/msg’. Tämän lisäksi viestin pituuden on
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Kuva 13: Uimaratakaavio viestin lähettämisestä muille käyttäjille
oltava suurempi kuin kaksi. Jos nämä ehdot eivät täyty lähetetään komennon lä-
hettäjälle virheilmoituksen sisältämä ‘errormessage’ -tapahtuma. Ehtojen täyttyessä
lähetetään yksityisviestissä osoitetulle vastaanottajalle yksityisviesti ‘privatemessage’
-tapahtuman parametrinä, sekä viestin lähettäjälle ‘sentmessage’ -tapahtuma ilmaise-
maan yksityisviestin lähetyksen onnistumista. Kun asiakaspuolella vastaanotetaan
yksityisviestistä ilmaiseva tapahtuma, lisätään viestinäkymään vastaanotettua yksi-
tyisviestiä kuvaava viesti. Samoin vastaanotettaessa yksityisviestin lähetyksen vah-
vistava tapahtuma lisätään yksityisviesti sovelluksen viestinäkymään. Yksityisviestin
lähettämistä esitellään uimaratakaavion avulla kuvassa 14.
Sovelluksesta poistuminen alkaa, kun Socket.io-asiakas lähettää palvelimelle
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Kuva 14: Uimaratakaavio yksityisviestin lähettämisestä käyttäjälle
‘disconnect’ -tapahtuman. Tapahtuma lähetetään automaattisesti, kun asiakas kat-
kaisee yhteyden. Kun tapahtuma havaitaan palvelinpuolella poistetaan käyttäjä
‘users’-listalta, joka sisältää kaikki sovelluksen sen hetkiset käyttäjät ja näiden yhtey-
den tunnisteen. Tämän jälkeen kaikille käyttäjille lähetetään ‘disconnect’-tapahtuma,
joka sisältää sovelluksesta poistuneen käyttäjän käyttäjätunnuksen. Kun asiakaspuo-
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lella havaitaan poistumistapahtuma, lisätään tapahtumaa kuvaava viesti sovelluksen
viestinäkymään. Edellä mainittua toiminnallisuutta havainnollistetaan kuvan 15
avulla.
Kuva 15: Uimaratakaavio sovelluksesta poistumisesta
5.3 Sovelluksen arkkitehtuuri
Toteutettu verkkosovellus jakautuu asiakas- ja palvelinpuolen toteutuksiin asiakas-
palvelin -arkkitehtuurin mukaisesti. Asiakas on vastuussa viestien piirtämisestä
tapahtumien pohjalta viestinäkymään ja käyttäjän kirjoittamien uusien viestien
välittämisestä palvelimen kautta muille käyttäjille. Asiakaspuolella hoidetaan myös
uuden käyttäjätunnuksen arvonta ja palvelimen WebSocket-pistokkeeseen yhdis-
täminen. Asiakaspuolella sovellus on toteutettu yhden sivun sovelluksena, jossa
WebSocket-teknologiaan perustuva Socket.io kommunikoi palvelimella sijaitsevan
WebSocket-pistokkeen kanssa. Kommunikaatio palvelimen ja asiakkaiden välillä pe-
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rustuu tapahtumiin, joten tapahtumienhallinnan merkitys sovelluksessa korostuu.
Sovelluksen palvelinpuolen toteutus perustuu tarkkailijasuunnittelumalliin, jossa
palvelin reagoi asiakkaalta saapuviin tapahtumiin.
Palvelimen ja asiakkaiden välinen kommunikaatio tapahtuu Socket.io:n avulla
siten, että palvelinpuolella on Socket.io -moduuli, joka kommunikoi samanaikaisesti
useiden Socket.io-client -moduuleiden kanssa. Tätä WebSocket-rakennetta esitellään
tarkemmin kuvassa 16. Kommunikaatio asiakkaan ja palvelimen Socket.io -moduulien
välillä kulkee molempiin suuntiin. Socket.io:n välittämien tapahtumien pohjalta voi-
daan ohjata sovelluksen toimintaa sekä palvelin- että asiakaspuolella. Kuvasta näh-
dään pistokkeiden sijainti verkkosovelluksen rakenteessa. Pistokkeet muodostavat
kommunikaatioväylän asiakkaiden ja palvelimen välillä. Pistokkeet sijaitsevat osana
toteutusta, mutta selkeästi erillisinä moduuleina, jolloin ne välittävät tapahtumia
toisilleen irti muun sovelluksen toiminnasta. Sovellus ei siis ole riippuvainen käy-
tetystä kirjastosta tai sen sisäisestä toteutuksesta, jos rajapinnat niiden käyttöön
pysyvät samanlaisina. Socket.io -moduulin sisäisellä toteutuksella ei siis ole merkitys-
tä muun sovelluksen toiminnan kannalta. Muutokset kommunikaation toteuttavassa
moduulissa eivät myöskään vaikuta muun sovelluksen toimintaan.
Kuva 16: Socket.io arkkitehtuuri
Sovelluksen hakemistorakenne järjesteltiin sovelluksen arkkitehtuurin mukaisesti
tiedostoittain asiakaspuolen ja palvelinpuolen hakemistoihin. Kuvassa 17 havainnol-
listetaan sovelluksen hakemistorakennetta. Sovelluksen niin sanotut julkiset tiedostot,
joista muodostuu selaimessa näytettävä asiakaspuoli, sijaitsevat omassa ‘public’ -
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hakemistossaan ja palvelimen käyttämät tiedostot ‘app’ -hakemistossa. Kolmansien
osapuolten kirjastot sijoitettiin omiin hakemistoihinsa ‘node_modules’ -hakemiston
alle. Sovelluksen kaikki eri versiot noudattavat samaa hakemistorakennetta.
Kuva 17: Esimerkkisovelluksen hakemistorakenne
Verkkosovellus jaettiin palvelinpuolella komponentteihin toiminnallisuuksien mu-
kaisesti. Komponentteihin jaon avulla pyrittiin selkeyttämään sovelluksen rakennetta
ja arkkitehtuuria. Kolmansien osapuolten moduulien hallinta tapahtuu Node.js:lle
tarkoitetun pakettienhallintatyökalun npm:n [npm16] (Node Package Manager) avul-
la. Sovelluksen palvelinpuolen rakennetta ja komponenttien välisiä riippuvuuksia
havainnollistetaan kuvan 18 avulla. Kuvasta on jätetty asiakaspuolen toteutus ko-
konaan pois. Kolmannen osapuolen kirjastot sijoitettiin kaaviossa vasempaan ‘Kir-
jastot’ -laatikkoon. Kaaviosta puuttuvat versiokohtaiset reaktiiviset Bacon.js ja
RxJs -kirjastot. Nuolilla kuvataan komponenttien välisiä riippuvuuksia. Nuolen suun-
ta kertoo riippuvuuden. Esimerkiksi server-komponentti kutsuu ja riippuu socket-
komponentista. Näihin kirjastoihin piirrettäisiin riippuvuus kaikista komponenteista,
jotka niitä käyttävät. Sovelluksen riippuvuudet kolmannen osapuolten kirjastoihin
kirjataan packages.json-tiedostoon. Tiedostoon kirjatut riippuvuudet asennetaan
automaattisesti npm-pakettienhallintatyökalun avulla, kun kansiossa suoritetaan
‘npm install’ -komento.
Sovelluksen keskeisin komponentti on server, joka määrittelee ja käynnistää No-
de.js -palvelimen, yhdistää MongoDB -tietokantaan, sekä kutsuu riippuvuuksiaan
socket ja routes. Palvelimen kehyksenä käytetään Node.js:lle tarkoitettua Express.js-
verkkopalvelinkehystä [Str15]. Kehyksen avulla voidaan hoitaa muun muassa palveli-
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Kuva 18: Esimerkkisovelluksen komponenttien rakenne ja keskinäiset riippuvuudet
men määrittäminen ja reitittäminen. Socket-komponentti on vastuussa verkkosovel-
luksen sovelluslogiikasta ja kommunikaatiosta asiakkaiden ja palvelimen välillä. Para-
metrinä komponenttia kutsuttaessa annetaan lista käyttäjistä, sekä viite palvelimeen.
Socket-komponentti käyttää mongoose-moduulia tietokantaoperaatioihin ja Socket.io-
moduulia kommunikaatioon palvelimen ja asiakkaiden välillä. Message-komponentin
avulla voidaan mallintaa viestejä tietokantaskeemana. Message-komponenttia käyte-
tään socket-komponentissa viesti-olioiden kuvaamiseen.
Keskeisimmät erot verkkosovelluksen eri versioiden toteutusten välillä sijait-
sevat server- ja socket-komponenteissa. Server-komponentin reaktiivisissa toteu-
tuksissa tietokantaan yhdistäminen muutetaan tapahtumavirraksi. Komponentin
lähdekoodin keskeisimmät toisistaan eroavat toteutukset löytyvät liitteestä 2. Soc-
ket-komponentissa puolestaan muunnetaan pistokkeen tapahtumankuuntelijat sekä
mongoose:n avulla suoritettavat tietokantaoperaatiot tapahtumavirroiksi. Nämä kes-
keisimmät toteutukset on listattu liitteessä 1. Näiden muutosten avulla pyritään
yksinkertaistamaan ja selkeyttämään lähdekoodia, välttämään luvussa 2.2 mainittuja
sisäkkäisten takaisinkutsujen aiheuttamia ongelmia, sekä virtaviivaistamaan sovel-
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luksen rakennetta. Käytettyjen reaktiivisten kirjastojen avulla voidaan muun muassa
muuttaa Node.js:n takaisinkutsuja tapahtumavirroiksi. Tällöin voidaan suoraan vält-
tää takaisinkutsujen aiheuttamia ongelmia ja käsitellä funktion palautetta suoraan
tapahtumavirtana. Esimerkiksi Bacon.js tarjoaa Node.js:n takaisinkutsujen muutta-
miseen tapahtumavirroiksi fromNodeCallback-funktion. Node.js käyttää konsistentisti
funktioille rakennetta, jossa takaisinkutsufunktion ensimmäinen parametri sisältää
virheilmoituksen ja toinen parametri sisältää onnistuneen suorituksen palautteen.
Funktio annetaan parametrinä fromNodeCallback-funktiolle, joka muuntaa sen ta-
pahtumavirraksi. Tämän jälkeen sitä voidaan käsitellä tavallisena tapahtumavirtana,
joka saa yhden arvon.
Socket-komponentin toiminta perustuu sovelluksen perusversiossa tarkkailija-
suunnittelumalliin. Palvelimen WebSocket-pistokkeeseen saapuvien tapahtumien
perusteella suoritetaan palvelinpuolella operaatioita ja lähetetään tapahtumia asiak-
kaille. Reaktiivisissa versioissa sovelluksen toimintaa pyrittiin selkeyttämään ja
yksinkertaistamaan siirtymällä tarkkailijasuunnittelumallista reaktiiviseen ohjelmoin-
tiparadigmaan tapahtumienhallinnan osalta. Komponentin lähdekoodia esitellään
kommentoituna tarkemmin liitteessä 2, jossa esitellään komponenttien keskeisimmät
muuttuneet toteutukset. Ensimmäisenä liitteessä esitellään ei-reaktiivinen versio
komponentin toteutuksesta, jossa funktiot ja toiminnallisuus on toteutettu takaisin-
kutsuihin perustuen. Toisena liitteessä esitellään RxJs-kirjaston avulla toteutettua
versiota komponentista ja kolmantena puolestaan Bacon.js-kirjastoon perustuvaa
toteutusta.
Komponentin eri versioiden toteutuksista löytyy liitteestä esimerkiksi ei-reaktiivisesti,
sekä RxJs- ja Bacon.js-kirjastojen avulla toteutettu handleMessages-funktio, jon-
ka toteutus kuvastaa hyvin reaktiivisuuden käyttöä. Tavanomaisesti toteutettuna
funktio perustuu loogisten lausekkeiden avulla toteutettuun rakenteisiin lauseisiin
ja takaisinkutsufunktioihin. Komponentin toiminta etenee tällöin loogisien lausek-
keiden mukaisesti omissa lohkoissaan ja uuden viestin luomiseen käytetylle Mes-
sage-olion create-funktiolle annettuun takaisinkutsufunktioon, joka synkronisesti
jatkaa sovelluksen toimintaa. Reaktiivisessa versiossa puolestaan funktion toiminta
perustuu kahteen tapahtumavirtaan, joilla toteutetaan sama toiminnallisuus kuin
ei-reaktiivisessa versiossa. Ensimmäinen tapahtumavirta on messageStream, joka
kuuntelee saapuvia viestejä, jotka eivät ole komentoja. Tapahtumavirran arvot muun-
netaan flatMap-funktion avulla palauttamaan uusia viestejä tietokantaan tallentavan
createMessage-funktion arvoja. Tämän jälkeen tapahtumavirta tilataan ja sen saaman
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arvon pohjalta ilmoitetaan käyttäjille viestistä. Toinen tapahtumavirta kuuntelee
viestejä, jotka tunnistetaan komennoiksi. Tapahtumavirta tilataan ja sen saades-
sa uusia arvoja kutsutaan handleCommand-funktiota, jolle välitetään parametrina
tapahtumavirran arvot. Molemmat tapahtumavirrat kuuntelevat pistokkeen saa-
mia message-tapahtumia, ja ne poistetaan, kun disconnect-tapahtuma saa arvon
käyttäjän poistuessa sovelluksesta.
Server-komponentin lähdekoodi löytyy liitteestä 2. Komponentin keskeisin eroa-
vaisuus eri versioiden välillä on siinä miten tietokantaan yhdistäminen on toteutettu.
Liitteessä esitellään miten tietokantaan yhdistäminen on toteutettu normaalisti
takaisinkutsun avulla, sekä kahden reaktiivisen kirjaston avulla. Ei-reaktiivisessa
versiossa toteutus tapahtuu antamalla tietokantaan yhdistävälle funktiolle para-
metrinä takaisinkutsu, joka käsittelee virhe- ja onnistumistilanteet. Molemmissa
reaktiivisissa versiossa on käytetty näiden kirjastojen toteuttamaa fromNodeCallback-
funktiota, jolle yhdistämiseen käytetty funktio annetaan parametrina. Kirjastojen
toteuttamat fromNodeCallback-funktiot eroavat hieman toisistaan siinä miten uutta
tapahtumavirtaa kutsutaan ja miten virheet siinä käsitellään.
Muuttuneesta toteutuksesta huolimatta sovelluksen eri versioiden komponent-
tien toiminta pysyy samana. Sovelluksen eri versioiden toiminnan yhteneväisyyttä
ja samalla tutkielman konstruktiivisen osuuden validiteettia käsitellään tarkem-




Tutkielmassa käsitellään reaktiivista ohjelmointiparadigmaa palvelinpuolella. Tar-
koituksena on tutkia luvussa 5 esitellyn esimerkkisovelluksen ja sen eri versioiden
pohjalta mitä konkreettisia hyötyjä, haittoja ja eroavaisuuksia näiden toteutusten
välillä löytyy. Tässä luvussa tarkastellaan esimerkkisovelluksen eri versioiden toteu-
tusten lähdekoodia staattisen analyysin avulla. Lähdekoodin staattisen analyysin
avulla tarkastellaan muutoksia sovelluksen lähdekoodissa eri versioiden välillä. Eri
versioiden toteutusten lähdekoodeja voidaan tarkastella muun muassa rivimäärän tai
kompleksisuuden kautta. Koon ja kompleksisuuden mittareiden pohjalta pyritään
arvioimaan erilaisten toteutusten vaikutusta lähdekoodin ylläpidettävyyteen, ymmär-
rettävyyteen ja kehittämisen vaikeuteen. Tarkoituksena tutkimuksessa on selvittää
reaktiivisten ja ei-reaktiivisten versioiden erot toteutuksissa, sekä niistä johtuvat
hyödyt tai haitat.
Sovelluksen eri versioiden lähdekoodien analysoinnin avulla pyritään johtamaan
lähdekoodista mittareita, joista pystytään tekemään johtopäätöksiä reaktiivisen oh-
jelmoinnin soveltuvuudesta palvelinohjelmointiin. Tutkimus pyrittiin suorittamaan
niin, että tulokset ovat yleistettävissä ja pätevät myös huomattavasti suurempiin kau-
pallisiin toteutuksiin. Kaikki toteutukset pohjautuvat JavaScript-ohjelmointikielellä
tehtyihin toteutuksiin, joten välttämättä suoraa korrelaatiota muilla ohjelmointi-
kielillä tehtyihin toteutuksiin ei ole. Tutkielmassa käytetyt reaktiiviset kirjastot
perustuvat kuitenkin reaktiivisen ohjelmointiparadigman mukaisiin periaatteisiin,
joten voidaan olettaa tässä tutkielmassa havaittujen reaktiivisten ja ei-reaktiivisten
toteutusten erojen pätevän myös muilla ohjelmointikielillä tehdyissä ratkaisuissa.
Esimerkiksi yhdessä sovelluksen versiossa käytetty Rx-kirjasto on toteutettu useilla
eri ohjelmointikielillä. Toteutusperiaatteet Reactive Extensions -kirjastoissa ovat
pohjimmiltaan samanlaiset.
Tutkielmaa varten toteutetuilla esimerkkisovelluksilla on tutkielman analyysin
kannalta keskeinen merkitys. Luvussa 6.1 tarkastellaan esimerkkisovelluksen toteu-
tusten vertailukelpoisuutta toiminnallisuutta varmistavien testien avulla. Luvussa
6.2 esitellään analyysin mittarit ja teoria analyysin taustalla. Analyysin tuloksia
käsitellään luvussa 6.3. Luvussa 6.4 puolestaan pyritään tekemään johtopäätöksiä
tutkimuksen tulosten pohjalta.
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6.1 Esimerkkisovelluksen toteutusten vertailukelpoisuus
Jotta tutkimuksessa vertailtavien esimerkkisovelluksen toteutusten eri versioita voi-
daan keskenään vertailla, tulee varmistua tutkimuksen validiteetista. Toteutusten
täytyy siis olla keskenään vertailukelpoisia. Tällöin eri versioiden täytyy toteuttaa
samat toiminnallisuudet, vaikka toteutukset sisäisesti eroavat toisistaan. Toteutusten
toiminnallisuutta varmistetaan sovellukselle tehtyjen testien avulla. Testeillä voidaan
varmistaa, että jokainen versio toteuttaa saman toiminnallisuuden.
Testien suorittamiseen käytetään Node.js:lle kehitettyä Mocha-ohjelmistestauskehystä
[moc16]. Testien määrittelyyn käytetään Chai-kirjastoa [cha16], jonka avulla voidaan
määritellä väittämiä ja niihin perustuvia vertailuja. Chai-kirjastolla voidaan määri-
tellä arvioitava muuttujan arvo expect-funktion sisälle ja kohdistaa siihen vertailuja,
kuten listauksen 19 esimerkissä nähdään. Esimerkissä userid-muuttujan oletetaan
vastaavan merkkijonoa anon123. Muuttuja userid annetaan expect-funktiolle, jonka
jälkeen kutsutaan expect-funktion palauttaman arvon to-getterin equal-funktiota,
jolle annetaan parametrinä vertailtava arvo, joka on tässä esimerkissä merkkijo-
no anon123. Väittämän pitäessä paikkansa testin suoritus hyväksytään ja väitteen
ollessa paikkansa pitämätön testin suoritus hylätään.
Listaus 19: Chai väittämä
expect(userid).to.equal(’anon123’);
Mocha-kehyksen avulla testejä voidaan ryhmitellä kuvailevien describe-funktioiden
ja määrittelevien it-funktioiden avulla. Tästä nähdään esimerkki listauksessa 20.
Esimerkissä describe-funktiolle annetaan sen toimintaa kuvaava kuvaus merkkijonona.
Näitä describe-funktioita voidaan määritellä sisäkkäin useissa tasoissa muodostaen
hierarkioita. Suoritettava testi määritellään käyttäen it-funktiota, jolle annetaan
parametrinä kuvaus, sekä suoritettava funktio. Testejä suoritettaessa koostetaan
testin suoritusta kuvaava lause describe- ja it-funktioista. Listauksen esimerkin
testistä muodostuisi ‘pistokkeen pitäisi lähettää käyttäjätunnus yhdistäessä’. Testin
määrittelevä it-funktio saa parametrinä, funktion done. Jos done-funktiota käytetään
parametrinä testissä, osaa testikehys odottaa automaattisesti, kunnes funktiota
kutsutaan testissä tai testeille määritelty aikakatkaisu täyttyy. Funktion avulla
voidaan testeissä odottaa asynkronisten funktioiden suoritusta. Listauksen esimerkissä
done-funktiota kutsutaan, kun käyttäjän sovellukseen yhdistämisestä ilmoittava
connected-tapahtuma vastaanotetaan ja väittämän oikeellisuus on varmistettu.
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Listaus 20: Mocha testi
describe("socket", function() {
it(’pistokkeen pitäisi lähettää käyttäjätunnus yhdistäessä’,
function(done) {






Testin sisällä käsitellään kaikki sille Chai-kirjaston avulla määritellyt väittämät.
Testi onnistuu vain jos kaikki sen käsittelemät väittämät toteutuvat. Testi epäon-
nistuu aina, jos yksikin sen käsittelemien väittämien ehdoista ei täyty. Erillisen
asetustiedoston avulla voidaan ohjata Mocha-kehyksen toimintaa ja määrätä esi-
merkiksi testien keskeyttäminen heti ensimmäisen virheen kohdalla. Listauksen 20
testin sisällä kutsutaan listauksessa 19 kuvattua väittämää. Väittämän tarkistamisen
jälkeen kutsutaan done-funktiota, jolloin siirrytään seuraavaan testiin.
Testaamisen tukena voidaan käyttää lupauksia. Lupausten avulla voidaan ket-
juttaa testauksessa suoritettavia funktioita. Lisäksi lupausten avulla voidaan muun
muassa varmistaa asynkronisten funktioiden suoritusjärjestys tai odottaa jonkin suo-
rituksen valmistumista ennen expect-funktion kutsua. Tässä tutkielmassa käytetään
Bluebird-kirjastoa lupausten toteuttamiseen [Ant16].
Testit suoritetaan pelkästään palvelinpuolella ja keskittyvät socket.js-komponentin
testaamiseen. Tutkielma keskittyy nimenomaan reaktiiviseen ohjelmointiin palvelin-
puolella. Suurin osa toteutettujen sovellusten muutoksista on toteutettu socket.js-
komponentissa. Testeistä jätettiin kokonaan pois selaimella tapahtuva end-to-end
(e2e) -testaus. Lisäksi testaamiseen käytettiin socket.io-client -komponenttia, jolla
voidaan ottaa yhteys palvelimen socket-io -pistokkeeseen matkien selaimessa käy-
tettävän socket.io-client -komponentin toimintaa. Ainoa ero selainversioon on se,
että testeissä käytettävä komponentti ladataan npm-pakettienhallintatyökalun avulla
erillisenä komponenttina.
Testien toiminnan kuvaukset löytyvät liitteestä 3. Kaikki tutkielmassa käytetyt
testit menivät läpi. Kaikki testit suoritettiin samanlaisina jokaiselle sovelluksen eri
versiolle. Näin voitiin varmistua, että kaikkiin eri toteutusten toiminnallisuuksiin
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kohdistettiin kaikissa toteutetuissa versioissa samat vaatimukset. Tällöin sovelluksen
toiminnalliset vaatimukset ovat yhdenmukaiset toteutuksesta riippumatta. Validi-
teetin varmistamiseksi täytyy testien olla myös riittävän kattavat ja testien mitata
oikeita asioita, eli olla virheettömiä. Tämän tutkielman testien osalta pyrittiin testaa-
maan automaattisesti kaikki järkevästi testattavissa olevat toiminnalliset vaatimukset.
Testien oikeellisuuden varmistamiseksi kaikki testit kirjoitettiin niin, että aluksi syö-
tettiin testin vaatimuksiin virheellinen arvo, jolloin testin suoritus tuotti hylkäyksen.
Näin voidaan varmistaa testin hylkääminen väärillä arvoilla, ja näin välttää tes-
tit, jotka menevät aina läpi eivätkä mittaa mitään. Tämän jälkeen testit korjattiin
käyttämään oikeita muuttujia.
Testien riittävää kattavuutta pyrittiin varmistamaan grunt-mocha-cov- [Mou16] ja
blanket.js [Sev16] -kirjastojen avulla. Testien rivikattavuudeksi saatiin 90 prosenttia.
Automaattisten testien ulkopuolelle jäivät ainoastaan tietokantayhteyden virhetilan-
teiden hallinta. Nämä testikattavuuden puutteet pyrittiin korvaamaan manuaalisen
testauksen avulla.
6.2 Analyysissä käytetyt mittarit
Ohjelmistoista kerättävät erilaiset mittarit ja mittaus ylipäätään ovat osa ohjelmis-
tojen laadunvarmistusta. Näin ollen ne kuuluvat keskeisesti ohjelmistokehitykseen.
Niiden avulla voidaan varmistua esimerkiksi siitä, että tiettyyn tarkoitukseen kehi-
tetty ohjelma soveltuu konsistentisti, vakaasti ja virheettä tarkoitukseen johon se on
kehitetty. Ohjelmistoja voidaan mitata usein eri tavoin, kuten esimerkiksi ohjelmiston
käytettävyyttä ja ylläpidettävyyttä arvioimalla. [FeB14]
Esimerkkisovelluksesta toteutettujen eri versioiden lähdekoodia voidaan arvioida
sovelluksen laadun näkökulmasta. Tutkielmassa arvioidaan sovelluksen eri versioi-
den toteutusten sisäistä laatua. Sisäisellä laadulla tarkoitetaan sovelluksen sellaisia
mittareita, joita voidaan mitata ilman lähdekoodin suoritusta. Lähdekoodin sisäisen
laadun mittareita ovat muun muassa lähdekoodin koko ja monimutkaisuus. Lähde-
koodin kokoa voidaan arvioida esimerkiksi rivimäärän (LOC, lines of code) ja loogisen
rivimäärän (LLOC, logical lines of code) avulla. Koodin monimutkaisuutta voidaan
arvioida esimerkiksi McCaben syklomaattisen kompleksisuuden näkökulmasta. Läh-
dekoodin monimutkaisuus vaikuttaa sen ylläpidettävyyteen ja ymmärrettävyyteen.
Vertailemalla eri toteutusten sisäisen laadun mittareita keskenään voidaan arvioida
toteutusten hyviä ja huonoja puolia. Mittareiden avulla voidaan arvioida toteutuk-
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seen käytetyn teknologian vaikutusta eri kokoisten sovellusten kehitykseen. Sisäisen
laatun mittareista voidaan myös johtaa ulkoisen laadun mittareita, joilla voidaan
arvioida käytettyjen teknologioiden vaikutusta muun muassa sovelluksen työmääriin
tai kustannuksiin. [FeB14]
Tutkielmassa keskitytään sovelluksen lähdekoodin sisäiseen laatuun jättäen ul-
koisen laadun mittarit tutkielman ulkopuolelle. Tutkielman kontekstin kannalta
ulkoisten mittareiden mittaaminen esimerkiksi tuottavuuden ja kustannusten osalta
voisi osoittautua hyödyttömäksi, sillä sovellus on kaupallisiin toteutuksiin verraten
varsin pieni. Tämä tutkielmassa käytetyn sovelluksen koko on niin pieni, että ulkoisten
mittareiden käyttäminen ei todennäköisesti tuottaisi hyödyllisiä tuloksia. Pelkkien
ulkoisten mittareiden lisäksi kannattaa mahdollisissa kooltaan suuremmissa sovel-
luksissa tarkastella tuottavuutta ja kustannuksia esimerkiksi muutosskenaarioiden
avulla.
Tutkielmassa käytetään sisäisen laadun mittaamiseen Complexity-report -kirjastoa
[Sti16a]. Complexity-report toimii komentorivikäyttöliittymänä escomplex-kirjastolle
[Sti16b]. Kirjasto tarjoaa ratkaisun JavaScript-kielisen lähdekoodin analysointiin ja
erilaisten tunnuslukujen tuottamiseen lähdekoodin pohjalta. Kirjaston avulla voidaan
laskea lähdekoodista muun muassa erilaisia kokoa ja monimutkaisuutta kuvaavia
mittareita, sekä muutamia Halsteadin mittareista [Hal77]. Lähdekoodin sisäisen
laadun analysointiin käytetään tässä tutkielmassa lähdekoodin rivimäärää, loogista
rivimäärää, McCaben syklomaattista kompleksisuutta sekä Halsteadin mittareista
ohjelman pituutta (program length) ja sanaston kokoa (vocabulary size).
Lähdekoodin kokoa voidaan mitata sen rivimäärän avulla. Rivimäärän mittaa-
minen voidaan suorittaa lähdekoodin fyysistä (lines of code, LOC) tai loogista rivi-
määrää mittaamalla (logical lines of code, LLOC). Koodin rivimäärän käyttämistä
mittarina arvostellaan usein siitä, että rivimäärä ei itsessään kerro lähdekoodin laa-
dusta. Lähdekoodin kokoon vaikuttaa myös kehittäjän ohjelmointityyli. Esimerkiksi
lähdekoodin muuntaminen luettavammaksi vaikuttaa suoraan lähdekoodin rivimää-
rään. Koodin rivimäärän mittaamiseen käytettävän työkalun täytyy myös käsitellä
lähdekoodia aina samoin. Usein fyysisen rivimäärän osalta mitataan rivejä, jotka
eivät ole tyhjiä, eivätkä ala kommenteilla. Lähdekoodin rivimäärään vaikuttaa esimer-
kiksi se lasketaanko kommenttirivit rivimäärään. Tässä tutkielmassa on mitattavasta
lähdekoodista poistettu kaikki kommentit, jotta saadaan realistisempi kuva lähde-
koodin koosta. Tutkielmassa käytetty kirjasto laskee lähdekoodin rivit mukaanlukien
tyhjät rivit ja kommentoidut rivit. Tutkielmassa vertailtavan sovelluksen eri versiot
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on pyritty kirjoittamaan mahdollisimman samalla tyylillä ja näin välttämään tyylin
vaihtelusta aiheutuvaa harhaa. Sovelluksen eri versioiden lähdekoodi on nähtävis-
sä liitteissä 1 ja 2. Lähdekoodin mittauksen suorittavat työkalut myös suorittavat
mittauksen kaikille sovelluksen eri versioille samanlailla.
Lähdekoodin fyysiseen koon mittaamiseen vaikuttaa miten kommentit, tyhjät ri-
vit, ketjutetut komennot ja muuttujien esittely lasketaan. Laskentatyyli vaikuttaakin
merkittävästi koodin rivimäärään, joten eri tavoin suoritetut mittaukset eivät ole
keskenään vertailukelpoisia. Tässä tutkielmassa kuitenkin kaikki eri versiot mitataan
samoin, joten mittaukset ovat rivimäärän osalta tutkielman sisällä vertailukelpoisia.
Mittausten toistettavuuteen kuitenkin vaikuttaa käytetty työkalu ja mittaustekniikat,
joten mahdollisissa jatkotutkimuksissa tai mittausten toistamisessa täytyy tämä huo-
mioida. Siinä missä fyysinen rivimäärä mittaa rivejä mitataan loogisella rivimäärällä
imperatiivisten lausekkeiden määrää. Toisin sanoen loogista rivimäärää laskiessa pois-
tetaan kommentit ja tyhjät rivit ja lasketaan useille riveille jaetut lausekkeet yhdeksi
riviksi. Lähdekoodin luettavuuden parantamiseksi ketjutetut funktiot jaetaan usein
useille riveille. Fyysinen rivimäärä olisi tässä tilanteessa useita rivejä, mutta loogisina
riveinä vain yksi. Sekä RxJs:ssä, että Bacon.js:ssä on tavanomaista ketjuttaa useita
komentoja peräkkäin. Laskemalla lähdekoodin sekä fyysinen että looginen rivimäärä
voidaan tutkielman esimerkkisovelluksisten osalta arvioida käytettyjen reaktiivisten
kirjastojen vaikutusta sovelluksen ylläpidettävyyteen ja ymmärrettävyyteen. [FeB14]
Listauksessa 21 nähdään esimerkki Bacon.js -kirjastolla toteutetusta toiminnalli-
suudesta. Esimerkissä esitellyn toiminnallisuuden avulla luodaan message-tapahtumia
kuunteleva tapahtumavirta, jota kuunnellaan disconnect-tapahtumavirran saamaan
ensimmäiseen tapahtumaan asti. Tapahtumavirran tapahtumista suodatetaan vain
tapahtumat, joiden sisältämän viestin tekstiosan ensimmäinen kirjain on vinoviiva.
Tälläisen tapahtuman sattuessa suoritetaan handleCommand-funktio. Esimerkin toi-
minnallisuus muodostuu ketjutetuista funktioista, jotka on jaettu useammalle riville
luettavuuden parantamiseksi. Fyysisesti laskemalla tämän esimerkin rivimäärä on
kuusi. Esimerkin looginen rivimäärä kuitenkin on vain kaksi, sillä eri riveille jaettu
ketjutettu funktio lasketaan yhdeksi riviksi. Toinen rivi tulee filter-funktiolle annetun
takaisinkutsufunktion käytöstä, joka lasketaan erilliseksi loogiseksi riviksi.
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Listaus 21: Bacon.js koodiesimerkki
var commandStream = Bacon.fromEvent(socket, ’message’)
.takeUntil(disconnect)
.filter(function (msg) {
return msg.text[0] === ’/’
})
.onValue(handleCommand, socket);
Lähdekoodin kompleksisuudella pyritään kuvaamaan sitä miten vaikeaa ohjelman
ylläpitäminen, ymmärtäminen ja muuttaminen on. Lähdekoodin monimutkaisuutta
voidaan mitata monin eri tavoin. Tunnetuin niistä on McCaben syklomaattinen
kompleksisuus. McCaben syklomaattinen numero on graafiteoriaan perustuva nu-
mero, jolla voidaan arvioida ohjelman tai sen testien kehittämisen vaikeutta ja
ylläpidettävyyttä. Ohjelma on sitä kompleksisempi mitä enemmän siinä on kont-
rollirakenteita. Kontrollirakenteita ovat muun muassa silmukat ja ehtolausekkeet.
Lausekkeiden lisääminen ei vaikuta ohjelman kompleksisuuteen, vaan syklomaattinen
numero lasketaan ohjelman kontrollirakenteiden perusteella. [FeB14]
Ohjelman tai funktion syklomaattinen kompleksisuus saadaan laskemalla kaikki
ohjelman lineaarisesti itsenäiset suorituspolut. Toisin sanoen ohjelmasta muodoste-
taan verkko, josta lasketaan kaikki sen mahdolliset suorituspolut. Syklomaattinen
numero saadaan kaavalla V(G) = E - N + 2P, jossa E on verkon kaarien lukumäärä,
N verkon solmujen lukumäärä ja P on verkon yhtenäisten osien lukumäärä. Näin
saatu numero kertoo ohjelman testattavuudesta ja kompleksisuudesta. Ohjelmia
joissa yhdenkin yksittäisen moduulin kompleksisuus nousee yli kymmenen voidaan
pitää liian monimutkaisina. [FeB14, s. 392]
Listauksessa 22 esitellään esimerkkisovelluksen ei-reaktiivisen version viestejä kä-
sittelevän handleMessages-funktion toteutus. Aluksi viesteistä tarkistetaan sisältävät-
kö ne vinoviivaa, jolloin kutsutaan handleCommand-funktiota. Muussa tapauksessa
käsitellään saapunut viesti tavallisena viestinä. Aluksi vastaanotetun viestin perus-
teella yritetään luoda tietokantaan uusi viesti. Tämän jälkeen käsitellään viestien
tallentamisessa mahdollisesti tapahtuneet virheet. Seuraavaksi tietokantaan tallenta-
misen onnistumisesta riippumatta lähetetään message-tapahtuma, jonka parametrinä
lähetetään käsitelty viesti. Esimerkin kompleksisuutta arvioidessa täytyy lähdekoodin
toiminnallisuuden kulusta muodostaa verkko, josta voidaan seurata ohjelman kulkua.
Tästä verkosta voidaan laskea suoraan toteutuksen syklomaattinen kompleksisuus.
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Listaus 22: Ei-reaktiivinen koodiesimerkki
function handleMessages(msg) {
if (msg.text[0] === ’/’) {
handleCommand(msg, this);
} else {









Edellisen esimerkin lähdekoodista muodostetaan vuokaavio, joka löytyy kuvasta
19. Tämän vuokaavion perusteella voidaan arvioida funktion kompleksisuutta. Kaa-
viossa solmujen lukumäärä on seitsemän, kaarien määrä on seitsemän ja yhtenäisten
osien lukumäärä on yksi, jolloin E = 7, N = 7, ja P = 1. Tästä saadaan V(G) =
7 - 7 + 2 * 1, jolloin funktion kompleksisuudeksi saadaan 2. Vuokaaviosta voitai-
siin oikeastaan jättää ensimmäinen kohta pois, mutta koska tällä ei ole ohjelman
kompleksisuus numeron laskemisen kannalta merkitystä, se on jätetty selkeyttämään
kaavion kulkua.
Listauksen 22 esimerkin toiminnallisuus voidaan toteuttaa myös reaktiivisesti ta-
pahtumavirtoja hyödyntäen. Tämän toiminnallisuuden toteuttamisesta reaktiivisesta
RxJs-kirjaston avulla nähdään esimerkki listauksessa 23. Esimerkissä toteutus on kor-
vattu kahdella tapahtumavirralla, jotka käsittelevät samaa tapahtumaa, mutta niistä
suodatetaan erikseen komento-tapahtumat ja tavalliset viesti-tapahtumat. Molem-
pia tapahtumavirtoja myös kuunnellaan käyttäjän poistumiseen asti. Toteutuksessa
ei käytetä kontrollirakenteita, joten syklomaattinen kompleksisuus toteutuksessa
putoaa yhteen.
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Kuva 19: Viestien käsittelyn toteutus ei-reaktiivisesti
Listaus 23: Viestien käsittelyn toteutus RxJs:n avulla
function handleMessages(socket, userid, disconnect) {
var messageStream = Rx.Observable.fromEvent(socket, ’message’)
.takeUntil(disconnect)
.filter(function (msg) { return msg.text[0] !== ’/’ })
.flatMap(function (msg) { return createMessage({userid: msg.userid,
text: msg.text})});
var commandStream = Rx.Observable.fromEvent(socket, ’message’)
.takeUntil(disconnect)





Tapahtumavirtojen avulla toteutettuna toiminnallisuus on deklaratiivinen, jol-
loin lähdekoodin luettavuus paranee. Lähdekoodi ilmaisee tällöin mitä sovelluksen
toiminnot pyrkivät toteuttamaan, eikä miten toiminnot toteutetaan. Eri toimin-
tojen sisäinen toteutus jää käytetyn kirjaston tehtäväksi. Peräkkäin jäsennellystä
deklaratiivisesta lähdekoodista voidaan suoraan seurata ohjelman toiminnan kulkua
sen sijaan, että joudutaan päättelemään sitä monimutkaisten kontrollirakenteiden
perusteella. [BCC13]
Vaikka syklomaattinen kompleksisuus antaa kuvan ohjelman testattavuudesta
ja kompleksisuudesta, niin sen käyttäminen ohjelman todellisen monimutkaisuuden
mittaamiseen saattaa olla harhaanjohtavaa. Voidaan myös osoittaa, että syklomaatti-
nen numero on yksi enemmän kuin ohjelmassa olevat kontrollin haarautumakohdat.
Lisäksi ohjelman kontrollin haarautumakohtien määrä ei välttämättä kerro aina to-
tuutta lähdekoodin ymmärrettävyydestä ja ylläpidettävyydestä. Numeron perusteella
voidaan muodostaa kuitenkin arvio lähdekoodin kompleksisuudesta. Tässä tutkiel-
massa kompleksisuuden arvioinnilla pyritään arvioimaan reaktiivisen ohjelmoinnin
vaikutuksia ohjelman monimutkaisuuteen, ylläpidettävyyteen ja ymmärrettävyyteen.
[FeB14]
Halsteadin mittareilla voidaan arvioida lähdekoodin kokoa ja kompleksisuutta
rivimäärää syvemmin. Halsteadin mittarit perustuvat teoriaan, jonka mukaan lähde-
koodi muodostuu ‘merkeistä’ (token). Merkit jaetaan operaattoreihin (operator) ja
operandeihin (operand). Operaattoreita ovat muun muassa varatut sanat ja mate-
maattiset operaattorit. Operandit ovat kohteita, joille operaattorit tekevät muutoksia.
Perusmittareita teoriassa on neljä, joita ovat ainutlaatuisten operaattoreiden (unique
operator) ja ainutlaatuisten operandien lukumäärä (unique operand), sekä operan-
dien ja operaattoreiden kokonaismäärä. Perusmittareista voidaan johtaa tarkempia
lähdekoodia kuvaavia mittareita. Halsteadin mittareita ovat ohjelman sanaston koko
(vocabulary size), ohjelman pituus (program length), volyymi, vaikeus, taso (program
level), vaiva, kehittämiseen kuluva aika (time to implement) ja virheiden määrä (num-
ber of delivered bugs). Tutkielmassa näistä käytetään sanaston kokoa ja ohjelman
pituutta. [FeB14]
Halsteadin mittarit eivät kuitenkaan ole ongelmattomia, sillä on argumentoitu,
ettei suurimmasta osasta niiden paikkansapitävyydestä ole empiirisiä todisteita. Mit-
tareista ohjelman pituus ja sanaston koko kuvastavat mittausteorian mukaisesti ja
yleisesti hyväksyttyjä ohjelmien ja niiden koon suhteita vastaavia käsityksiä noudat-
taen ohjelman kokoa. Tästä syystä tutkielmassa käytetäänkin ohjelman pituutta ja
67
sanaston kokoa muodostamaan lähdekoodin rivimäärille vaihtoehtoinen tapa ohjel-
man koon mittaamiseen. Ohjelman pituus saadaan laskemalla N1 + N2, jossa N1
on operaattoreiden kokonaismäärä ja N2 operandien kokonaismäärä. Sanaston koko
puolestaan saadaan laskemalla n1 + n2, jossa n1 on ainutlaatuisten operaattoreiden
määrä ja n2 ainutlaatuisten operandien määrä. [FeB14]
Listauksen 22 esimerkissä käytetään kahdeksaa ainutlaatuista operaattoria 19
kertaa. Operaattoreita ovat esimerkiksi function, if ja else. Lähdekoodissa käytetään
16 ainutlaatuista operandia 28 kertaa. Operandeja esimerkissä ovat esimerkiksi
handleMessages, msg ja text. Ohjelman pituudeksi saadaan tässä tapauksessa siis 19
+ 28 = 47. Sanaston koko saadaan puolestaan laskemalla ainutlaatuisten operandien
ja operaattorien määrä yhteen. Näin saadaan 8 + 16 = 24. Tällöin esimerkin ohjelman
pituus on 47 ja sanaston koko 24. Listauksessa kuvatun 23 esimerkin lähdekoodissa
puolestaan käytetään kymmentä ainutlaatuista operaattoria 48 kertaa ja 25:ttä
ainutlaatuista operandia 59 kertaa. Tästä laskettuna ohjelman kooksi saadaan 48
+ 59 = 107 ja sanaston kooksi 10 + 25 = 35. Näitä kahta esimerkkiä vertailemalla
voidaan siis havaita, että reaktiivisen version ohjelman pituus on merkittävästi
pidempi kuin ei-reaktiivisen version. Sanaston koko on myös huomattavasti suurempi
reaktiivisessa versiossa, kuin ei-reaktiivisessa versiossa. Vaikka eri versioiden rivimäärä
ei suuresti muutu, voidaan Halsteadin mittareiden avulla arvioida vaihtoehtoisella
tavalla ohjelman kokoa. Näin voidaan arvioida lähdekoodin kokoa sekä rivimäärän
että rivien sisällön näkökulmasta. Tästä syystä tutkielmassa käytetäänkin molempia
näistä mittareista kuvaamaan eri versioiden koon muutoksia pelkän rivimäärän
tarkastelun lisäksi.
6.3 Analyysin tulokset
Lähdekoodin eri versioiden mittaukset on suoritettu vain palvelinpuolen osalta. Ana-
lyysin perustana käytetyt mittarit kerättiin escomplex-kirjaston avulla. Mittarit
kerättiin sekä koko lähdekoodin että yksittäisten komponenttien osalta. Komponen-
teista vain kahdessa tapahtui muutoksia. Näissä komponenteissa laskettiin mukaan
myös versioille yhtenäiset muuttumattomat osat. Lähdekoodin kokoa kuvaavista
mittareista kerättiin fyysistä ja loogista rivimäärää kuvastavat mittarit, sekä Hals-
teadin mittareista ohjelman pituus ja sanaston koko. Lähdekoodin kompleksisuuden
osalta kerättiin McCaben syklomaattista kompleksisuutta kuvaava syklomaattinen
numero. Syklomaattisen numeron osalta sovelluksesta saadaan escomplex-työkalulla
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sekä funktioiden, moduuleiden, että koko ohjelman kattava syklomaattinen numero.
Koko ohjelman syklomaattisen numeron osalta jää hyöty melko pieneksi. Yksittäis-
ten moduulien ja funktioiden osalta saadaan paljon hyödyllisempiä tuloksia. Mo-
duuleiden kompleksisuutta vertaillessa voidaan helpommin tunnistaa mahdollisesti
ongelmallisia moduuleita. Syklomaattinen numero laskettiin kaikissa tapauksissa sa-
manlailla jäsentimen (parser) muodostaman syntaksipuun avulla lasketusta ohjelman
suorituspoluista saatavasta syklomaattisesta numerosta.
Taulukossa 1 listataan koko lähdekoodista kerätyt mittarit. Mittarit kerättiin
käyttäen grunt-contrib-concat [gru16] -kirjastoa aluksi koostamaan kaikki palvelin-
puolen komponentit yhteen tiedostoon, josta escomplex-kirjastoa käyttäen kerättiin
mittarit. Escomplex-kirjasto käyttää apunaan esprima-jäsennintä, joka muodostaa
lähdekoodista syntaksipuita (syntax tree), jotka annetaan analyysia varten escomplex-
kirjastolle. Taulukkoa tarkastellessa voidaan heti kokonaisuutena huomata kuinka
merkittävä ero muodostuu ei-reaktiivisen ja reaktiivisten versioiden välille. Reaktii-
visten kirjastojen välillä erot ovat pienempiä. Pelkän JavaScript:n avulla toteute-
tussa versiossa kaikki sovelluksen kokoa kuvaavat mittarit ovat selkeästi pienempiä
kuin reaktiivisissa toteutuksissa. Lähdekoodin sekä fyysinen rivimäärä että looginen
rivimäärä ovat pienemmät kuin reaktiivisissa toteutuksissa. Lisäksi Halsteadin mitta-
reiden luvut ovat pienempiä kuin reaktiivisissa toteutuksissa. Tästä voidaan päätellä
ei-reaktiivisen version sisältävän vähemmän rivejä ja näiden rivien sisältävän vähem-
män koodia. Syklomaattinen kompleksisuus ei-reaktiivisessa versiossa on kuitenkin
kaksinkertainen reaktiivisiin toteutuksiin verrattuna.
LOC LLOC H. pituus H. sanasto Sykl. Kompl.
JavaScript 110 80 521 123 9
RxJs 122 85 668 141 4
Bacon.js 119 85 645 141 4
Taulukko 1: Koko lähdekoodin mittarit eriteltynä versioittain
RxJs ja Bacon.js versioiden toteutukset ovat lähempänä toisiaan mittareiden osal-
ta. Fyysisen rivimäärän osalta eroa on kolmen rivin verran. Tämä ero on niin pieni,
että se voi selittyä jo pelkän lähdekoodin jäsentelyllä. Loogisen rivimäärän osalta on
Bacon.js:llä toteutettu versio yhtä pitkä kuin RxJs:llä toteutettu versio. Halsteadin
ohjelman pituuden mittarin osalta toteutukset eroavat hieman toisistaan. Prosen-
tuaalisesti erot eivät ole erityisen suuria. RxJs-version toteutus on sekä fyysiseltä
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rivimäärältään että Halsteadin ohjelman pituuden mittarin osalta suurempi kuin
Bacon.js-version toteutus. Osaltaan tämä saattaa selittyä sillä, että toteutuksissa on
voitu tiivistää lausekkeita yhdelle riville.
Bacon.js sisältää useita lyhennefunktioita (shorthand-function). Näiden avulla
esimerkiksi map- ja filter-funktioita voidaan lyhentää antamalla parametrinä merkki-
jonoja, joilla voidaan esimerkiksi määritellä polku josta arvo löydetään. Tälläinen on
esimerkiksi socket.js-komponentista löytyvä funktio, jota esitellään listauksessa 24.
Esimerkissä doAction-funktiolle kerrotaan merkkijonon avulla mitä tapahtumavir-
ran käsittelemän olion funktiota tulee kutsua. Tässä esimerkissä doAction-funktiota
kutsutaan fromNodeCallback-funktion palauttamalle arvolle, joka sisältää listan vii-
meisimmistä viesteistä. Tällöin reverse-funktiota kutsuttaessa palautettava lista
käännetään ympäri.
Listaus 24: Lyhenteiden käyttö Bacon.js:ssä
.doAction(’.reverse’);
Edellä mainitun Halsteadin ohjelman pituuden mittarin erojen perusteella voi-
daan arvioida, että saman toiminnallisuuden toteuttamiseen RxJs:llä joudutaan
kirjoittamaan hieman enemmän koodia, kuin Bacon.js:llä. Halsteadin sanaston koko
ja syklomaattinen numero on yhtä suuri RxJs- ja Bacon.js-versioissa. Koska syklo-
maattisen kompleksisuuden merkitys korostuu vasta yksittäisten komponenttien tai
funktioiden osalta käsitellään sitä tarkemmin server.js- ja socket.js-komponenttien
kohdalla. Neljän komponentin kompleksisuudeksi numero on kuitenkin vielä erittäin
pieni.
Socket.js-komponentista kerätyt mittarit listataan taulukossa 2. Komponentti on
ohjelman sovelluslogiikan kannalta keskeisin komponentti ja se sisältää asiakkaiden ja
palvelimen välisen kommunikaation hallinnan. Komponentti sisältää myös suurimman
osan eri versioiden välisistä eroavaisuuksista. Kuten yleisesti huomattiin aiemmasta
taulukosta, niin tässäkin komponentissa ei-reaktiivinen toteutus on lähdekoodin
koon puolesta reaktiivisia toteutuksia pienempi sekä rivimäärän että sisällön määrän
osalta. Syklomaattinen kompleksisuus kuitenkin on tässäkin komponentissa suurempi
kuin reaktiivisissa versioissa.
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LOC LLOC H. pituus H. sanasto Sykl. Kompl.
JavaScript 66 51 340 85 8
RxJs 74 54 464 104 4
Bacon.js 70 53 440 104 4
Taulukko 2: Socket.js:n mittarit eriteltynä versioittain
Bacon.js- ja RxJs-toteutusten osalta RxJs-version lähdekoodin koko on fyysisen
ja loogisen rivimäärän, sekä Halsteadin ohjelman pituuden mittarin osalta suurempi
kuin Bacon.js-version. Tässä nähdään taas jo aiemmin mainittujen lyhenteiden hyöty.
Listauksessa 25 nähdään esimerkkinä viimeisimpien viestien hakemisen onnistumisen
hoitaminen Bacon.js- ja RxJs-toteutusten avulla.
Listaus 25: Viimeisimpien viestien hakemisen onnistuminen
// Viimeisimpien viestien hakemisen onnistuminen Bacon.js
getLastMessages.onValue(socket, ’emit’, ’messages’);




RxJs:ssä tapahtumavirtaa tilatessa annetaan subscribe-funktiolle parametrinä
takaisinkutsufunktiot, jotka suoritetaan riippuen tapahtuman suorituksen onnistumi-
sesta. Listauksen esimerkissä viestien haun onnistuessa kutsutaan socket-pistokkeen
emit-funktiota, jolle annetaan ensimmäisenä parametrinä tapahtuman nimi merkki-
jonona sekä tapahtuman yhteydessä välitettävä lista viestejä. Bacon.js:ssä voidaan
hallita tapahtumavirtoja eri funktioiden, kuten onValue, onError tai onEnd avulla.
Käsittelijöiden toimintaa voidaan ohjata parametreinä annettujen funktioiden tai
merkkijonojen avulla. Tässä esimerkissä onValue-funktiolle annetaan parametrinä
socket-pistoke, sekä merkkijonot emit ja messages. Tällöin tapahtumavirran saadessa
arvon kutsutaan pistokkeen emit-funktiota, jolle annetaan ensimmäisenä parametri-
nä messages-merkkijono ja toisena parametrinä tapahtumavirran saama arvo. Näin
toteutuksen pituus lyhenee merkittävästi. Tämä onnistuu vain yksinkertaisissa ti-
lanteissa ja monimutkaisempien logiikoiden osalta tämä jouduttaisiin toteuttamaan
takaisinkutsufunktion avulla. Eroja toteutuksissa löytyy myös esimerkiksi siinä, että
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RxJs palauttaa fromNodeCallback-funktiosta uuden funktion, jota kutsumalla luo-
daan tapahtumavirta, kun taas Bacon.js:ssä fromNodeCallback-funktio palauttaa
suoraan tapahtumavirran.
McCaben syklomaattisen kompleksisuuden osalta nämä toteutukset saavat mo-
lemmat numeron neljä. Kaikkien toteutusten osalta numero jää alle kymmenen,
joten syklomaattisen kompleksisuuden osalta niiden toteutukset ovat vielä hyvin ym-
märrettävissä. Erityisesti kun otetaan huomioon, että nämä komponentit koostuvat
useista metodeista. Liitteessä 1 nähdään komponentin toteutukset eri kirjastojen
avulla. Komponentin kompleksisimman yksittäisen funktion syklomaattinen numero
on kolme. Tämä funktio on socket-pistokkeen kättely-funktio (handshake). Funktio
on toteutettu täysin samanlailla kaikissa sovelluksen eri versioissa, eikä siis ole reaktii-
vinen toteutukseltaan. Komponentin osalta reaktiivisen ohjelmoinnin deklaratiivinen
määrittely selkeyttää ja johdonmukaistaa komponentin funktioiden kulkua. Vaikka
lähdekoodin koko kasvaa, niin komponentin kompleksisuus pienenee.
Taulukossa 3 listataan server.js-komponenttia kuvaavat mittarit. Myös tässä
komponentissa toistuvat samat erot ei-reaktiivisten ja reaktiivisten mittareiden vä-
lillä, joka on jo aiemmin huomattu. Reaktiivisissa toteutuksissa siis lähdekoodin
koko on suurempi kuin ei-reaktiivisessa versiossa. Syklomaattinen kompleksisuus
on myös pienempi reaktiivisissa toteutuksissa kuin ei-reaktiivisessa toteutuksessa.
Reaktiivisten toteutusten välillä ei tässäkään komponentissa ole merkittäviä eroja.
RxJs-version fyysinen ja looginen rivimäärä, sekä Halsteadin ohjelman pituus ovat
yhdellä pienemmät kuin Bacon.js-versiossa. Sanaston koko ja kompleksisuus ovat
toteutuksissa samat. Toteutusten välinen ero tässä komponentissa näkyykin lähinnä
tapahtumavirran käsittelyn hoidossa. RxJs-versiossa käsittelijät annetaan takaisin-
kutsufunktioina samalla rivillä subscribe-funktiolle, jolloin toteutuksen rivimäärä
on pienempi. Bacon.js-versiossa taas käsittelijät määritellään onError- ja onVa-
lue-funktioiden avulla erillisillä riveillä. Komponentin eri versioiden toteutus löytyy
liitteestä 2. Reaktiivisissa versioissa lähdekoodi tiivistyy ja toiminnan ymmärtäminen
helpottuu deklaratiivisen määrittelyn ansiosta.
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LOC LLOC H. pituus H. sanasto Sykl. Kompl.
JavaScript 25 16 101 37 2
RxJs 29 18 124 43 1
Bacon.js 30 19 125 43 1
Taulukko 3: Server.js:n mittarit eriteltynä versioittain
6.4 Johtopäätökset
Tutkielmassa havaittujen tulosten pohjalta voidaan päätellä, että reaktiivinen ohjel-
mointi kasvattaa sovellusten kokoa kaikkien koon mittareiden osalta, mutta samalla
sovelluksen syklomaattinen kompleksisuus pienenee. Syklomaattisen kompleksisuuden
osalta on huomioitava, että syklomaattinen kompleksisuus on pääasiassa tarkoitettu
imperatiivisten sovellusten mittaamiseen. Kuitenkaan funktionaalisille sovelluksille
ei ole olemassa vastaavaa kompleksisuutta kuvaavia mittareita, joten syklomaattista
kompleksisuutta hyödynnetään tässä tutkielmassa. Syklomaattisen kompleksisuuden
tulosten pohjalta voidaan päätellä, että reaktiivisen ohjelmoinnin avulla voidaan
yksinkertaistaa ja selkeyttää sovellusten toteutusta.
RxJs- ja Bacon.js -kirjastojen välillä on havaittavissa pieniä eroja koon osalta,
mutta nämä erot ovat niin pieniä, ettei niille voida antaa suurta painoarvoa mah-
dollisen aineistoon liittyvän harhan takia. Voidaankin sanoa ettei kirjastojen koon
ja kompleksisuuden välillä ole juuri eroa. Voidaan myös olettaa, että kokeneempi
kehittäjä, jolla on syvempää kokemusta näiden reaktiivisten kirjastojen käytöstä
voisi saada kavennettua ei-reaktiivisten ja reaktiivisten toteutusten välisiä kokoero-
ja. Lisäksi erilaisten kirjastojen avulla voitaisiin vielä merkittävästi yksinkertaistaa
erilaisten loogisten ja taulukko-operaatioiden (array-operation) toteutusta käyttäen
esimerkiksi lodash-kirjastoa [lod16].
Pelkkien staattisten mittareiden käyttö ei kuitenkaan sellaisenaan ole riittävä
varmistamaan reaktiivisen ohjelmoinnin hyötyjä. Tutkielmassa saadut tulokset in-
dikoivat kompleksisuuden vähenevän reaktiivista ohjelmointia käytettäessä, mutta
mielenkiintoisena jatkotutkimuksena voisi olla tarkastella reaktiivisen ohjelmoinnin
käyttöä suuremmassa tuotantokäytössä olevassa sovelluksessa. Pelkkien staattisten
mittareiden lisäksi voitaisiin tutkia reaktiivisen ohjelmoinnin vaikutusta ylläpidettä-
vyyteen ja kustannuksiin esimerkiksi muutosskenaarioiden avulla. Tällöin tehtäisiin
harkittuja muutoksia johonkin olemassaolevaan sovellukseen. Näitä muutoksia toteu-
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tettaessa voitaisiin tarkastella esimerkiksi muutoksiin kuluvaa aikaa ja siten niistä
aiheutuvia kustannuksia. Lisäksi sovelluksen kehittäjiin kohdistettujen haastattelu-
tutkimusten avulla voitaisiin tehdä johtopäätöksiä toteutusten vaikeudesta. Näiden
avulla voitaisiin arvioida reaktiivisen ohjelmoinnin vaikutusta verkkosovellusten yllä-
pidettävyyteen. Näin saatujen tulosten perusteella voitaisiin vetää eksaktimpia joh-
topäätöksiä reaktiivisen ohjelmoinnin vaikutuksista verkkosovellusten kehittämiseen
kuin pelkkien staattisten mittareiden arvioinnilla. Lisäksi laajemmissa tutkimuksissa
aineistoon liittyvän harhan riski vähenee.
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7 Yhteenveto
Tutkielmassa käsiteltiin reaktiivista ohjelmointia verkkosovellusten palvelinpuolella.
Tutkielmassa kuvailtiin myös reaktiivisen ohjelmoinnin paradigmaa yleisesti. Reaktii-
visen ohjelmoinnin avulla pyritään ratkaisemaan tapahtumienhallinnan ongelmat.
Tapahtumien hallinta kärsii usein monimutkaisista rippuuvuuksista, vaikeasti ym-
märrettävyydestä ja huonosta testattavuudesta. Tutkielmassa käsiteltiin myös verk-
kosovellusten ohjelmointia, joiden osalta keskityttiin erityisesti palvelinohjelmointiin,
sekä esiteltiin palvelinohjelmointiin soveltuvia reaktiivisia kirjastoja.
Tutkielmaa varten toteutettiin keskustelusovelluksen palvelinpuoli kahden reaktii-
visen kirjaston avulla, sekä vertailun vuoksi ei-reaktiivisesti. Reaktiivisten versioiden
toteutukseen käytettiin RxJs- ja Bacon.js-kirjastoja. RxJs on näistä kirjastoista
suurempi ja laajemmassa käytössä. RxJs perustuu Reactive Extensions -kirjastoihin,
jotka on toteutettu useilla eri ohjelmointikielillä. Bacon.js puolestaan on pienempi
projekti ja se otettiin mukaan tuomaan hieman erilaista näkökulmaa.
Reaktiivisen ohjelmoinnin vaikutusta palvelinohjelmointiin tutkittiin lähdekoodin
analyysillä. Tällä tarkoitetaan sovelluksesta toteutettujen eri versioiden lähdekoodis-
ta kerättyjen koon ja kompleksisuuden mittareiden vertailua. Tutkimuksesta saatujen
tulosten perusteella reaktiivinen ohjelmointi lisää hieman lähdekoodin kokoa, mut-
ta samalla vähentää sovelluksen kompleksisuutta. Kompleksisuuden vähentyminen
parantaa sovelluksen ymmärrettävyyttä.
Tutkielman tuloksia tarkastellessa tuli esiin jatkotutkimuskohteena reaktiivisen
ohjelmoinnin tarkastelu huomattavasti suuremmissa projekteissa, jotta voitaisiin
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1 Lähdekoodi socket.js:n eri versioiden toteutuk-
sista
Liitteessä kuvataan keskeisimmät eroavaisuudet eri versioiden toteutusten välillä.
Liitteessä on listattu vain ne funktiot joiden toteutus on olennaisesti muuttunut. Läh-
dekoodiin on lisätty kommentteja selittämään sovelluksen toimintaa. Liite koostuu
kolmesta saman toiminnallisuuden toteutuksesta eri tekniikoita käyttäen. Ensimmäi-
nen versio toteutettiin pelkän JavaScriptin avulla ilman reaktiivisia kirjastoja. Toinen
versio puolestaan toteutettiin RxJs- ja kolmas versio Bacon.js-kirjastoa käyttäen.
Kaksi viimeistä esimerkkiä käyttävät reaktiivisia ohjelmointikirjastoja.
/*
* socket.js:n toteutus ei-reaktiivisesti
*/
// Käsittelee käyttäjän lähettämän viestin.
function handleMessages(msg) {




// Tarkistetaan onko viestin etuliitteenä komentoa tarkoittava vivoviiva
if (msg.text[0] === ’/’) {
handleCommand(msg, this);
// Muuten kyseessä on tavallinen viesti
} else {
// Lisätään tietokantaan uusi viesti
Message.create({userid: msg.userid, text: msg.text}, function (error,
msg) {










// Käsittelee uuden yhteydenoton asiakkaalta
function handleConnection(socket) {
// Haetaan kymmenen viimeisintä tietokannasta löytyvää viestiä
Message.find().sort({’created’: -1}).limit(10).exec(function (error,
messages) {
// Käsitellään virheet jos niitä sattui, muuten lähetetään viestit






var userid = socket.handshake.query.userid;
users[userid] = socket.id;
io.emit(’connected’, userid);
// Käsitellään käyttäjän uloskirjautuminen poistamalla käyttäjä
// listalta ja ilmoittamalla muille käyttäjille poistumisesta




// Lisätään pistokkeeseen kuuntelija, joka käsittelee viestit




// Kun käyttäjä yhdistää pistokkeeseen lähettää io-komponentti connection




* socket.js:n toteutus RxJs-kirjaston avulla
*/
// Luodaan funktio, joka palauttaa tietokantaan lisätyn viestin
var createMessage =
Rx.Observable.fromNodeCallback(Message.create.bind(Message));
// Käsittelee käyttäjän lähettämän viestin.
function handleMessages(socket, userid, disconnect) {
// Luodaan message-tapahtumista koostuva tapahtumavirta
var messageStream = Rx.Observable.fromEvent(socket, ’message’)
// Jota kuunnellaan disconnect-tapahtumaan asti
.takeUntil(disconnect)
// Ja joka ei sisällä msg-parametrin text-muuttujan
// ensimmäisenä merkkinä vinoviivaa
.filter(function (msg) { return msg.text && msg.text[0] !== ’/’ })
// Muunnetaan tapahtumavirta palauttamaan uuden viestin
// luovan tapahtumavirran
.flatMap(function (msg) { return createMessage({userid: msg.userid,
text: msg.text})});
// Luodaan message-tapahtumista koostuva tapahtumavirta
var commandStream = Rx.Observable.fromEvent(socket, ’message’)
// Jota kuunnellaan disconnect-tapahtumaan asti
.takeUntil(disconnect)
// Ja jonka msg-parametrin text-muuttujan ensimmäinen merkki
// on vinoviiva
.filter(function (msg) { return msg.text && msg.text[0] === ’/’ });
// Tilataan messageStream-tapahtumavirta, jonka onnistuessa ilmoitetaan
// uudesta viestistä käyttäjille ja epäonnistuessa kutsutaan handleError
// -funktiota
messageStream.subscribe(io.emit.bind(io, ’message’), handleError);
// Tilataan commandStream-tapahtumavirta, jonka onnistuessa kutsutaan




// Käsittelee uuden yhteydenoton asiakkaalta
function handleConnection(socket) {
var userid = socket.handshake.query.userid;
users[userid] = socket.id;
// Luodaan disconnect tapahtumia kuunteleva tapahtumavirta
var disconnect = Rx.Observable.fromEvent(socket, ’disconnect’).first();
// Määritellään kysely, joka hakee tietokannasta kymmenen viimeisintä
// viestiä
var lastMessagesQuery = Message.find().sort({’created’: -1}).limit(10);
// Luodaan kyselystä uusi funktio, jonka suorittaminen muodostaa
// tapahtumavirran, jonka arvoja ovat kyselyn tulokset
var getLastMessages =
Rx.Observable.fromNodeCallback(lastMessagesQuery.exec.bind(lastMessagesQuery));
// Haetaan viestit ja muodostetaan tapahtumavirta
var messageStream = getLastMessages();
// Käsitellään haetut viestit. Annetaan funktiolle parametreinä
// takaisinkutsut, joista ensimmäinen käsitellään onnistuessa, toinen
// virheiden sattuessa ja kolmas kun komento on suoritettu. Kolmas
// takaisinkutsu suoritetaan riippumatta komennon onnistumisesta.
messageStream.subscribe(
// Viestien hakemisen onnistuessa lähetetään sovellukseen




// Muuten käsitellään virhe
handleError,






// Tilataan disconnect-tapahtumavirta, jonka sattuessa poistetaan






// Kun käyttäjä yhdistää pistokkeeseen lähettää io-komponentti connection
// -tapahtuman, jolloin kutsutaan handleConnection-funktiota
io.on(’connection’, handleConnection);
/*
* socket.js:n toteutus Bacon.js-kirjaston avulla
*/
// Käsitellään viestit
function handleMessages(socket, userid, disconnect) {
users[userid] = socket.id;
io.emit(’connected’, userid);
// Luodaan message-tapahtumia kuunteleva uusi tapahtumavirta
var messageStream = Bacon.fromEvent(socket, ’message’)
// Jota kuunnellaan disconnect-tapahtumaan asti
.takeUntil(disconnect)
// Joka ei sisällä msg-parametrin text-muuttujan ensimmäisenä
// merkkinä vinoviivaa
.filter(function (msg) { return msg.text && msg.text[0] !== ’/’ })
// Muunnetaan tapahtumavirta palauttamaan tietokantaan
// tallennetun uuden viestin palauttavan tapahtumavirran.






// Käsitellään uusi viesti ilmoittamalla siitä käyttäjille
messageStream.onValue(io, ’emit’, ’message’);
// Luodaan uusi message-tapahtumia kuunteleva tapahtumavirta
var commandStream = Bacon.fromEvent(socket, ’message’)
// Jota kuunnellaan disconnect tapahtumaan asti
.takeUntil(disconnect)
// Jonka msg-parametrin text-muuttujan ensimmäinen merkki on
// vinoviiva
.filter(function (msg) { return msg.text && msg.text[0] === ’/’ })
// Uuden tapahtuman sattuessa kutsutaan handleCommand-funktiota
// jolle annetaan parametrinä socket-pistoke
.onValue(handleCommand, socket);
// Disconnect-tapahtumavirran saadessa arvon poistetaan käyttäjä








// Käsittelee uuden yhteydenoton asiakkaalta
function handleConnection(socket) {
var userid = socket.handshake.query.userid;
// Määritellään uusi disconnect-tapahtumia kuunteleva tapahtumavirta
var disconnect = Bacon.fromEvent(socket, ’disconnect’);
// Määritellään viimeisimmät kymmenen tietokannasta löytyvää
// viestiä hakeva kysely
var lastMessagesQuery = Message.find().sort({’created’: -1}).limit(10);
// Luodaan kerran suoritettava tapahtumavirta, joka saa arvokseen
// kyselyn avulla haetut viimeisimmät viestit
var getLastMessages =
Bacon.fromNodeCallback(lastMessagesQuery.exec.bind(lastMessagesQuery))
// Kutsutaan taulukon reverse-funktiota, jolloin taulu käännetään
.doAction(’.reverse’);
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// Käsitellään viestien haun virhetilanteet
getLastMessages.onError(handleError);
// Kun uusi arvo saadaan ilmoitetaan siitä yhdistäneelle käyttäjälle
// ja annetaan parametrinä viimeisimmät viestit
getLastMessages.onValue(socket, ’emit’, ’messages’);
// Viestien hakemisen jälkeen jatketaan sovelluksen toimintaa
// onnistumisesta tai virheistä huolimatta kutsumalla handleMessages
// -funktiota. Parametrinä annetaan pistoke, käyttäjätunnus sekä
// poistumisia kuunteleva tapahtumavirta
getLastMessages.onEnd(handleMessages, socket, userid, disconnect);
}
// Kun käyttäjä yhdistää pistokkeeseen lähettää io-komponentti connection
// -tapahtuman, jolloin kutsutaan handleConnection-funktiota
io.on(’connection’, handleConnection);
89
2 Lähdekoodi server.js:n eri versioiden toteutuk-
sista
Liitteessä kuvataan keskeisimmät eroavaisuudet eri versioiden toteutusten välillä.
Ne osat koodia, jotka eivät sisällä kontekstin kannalta keskeisiä tekijöitä on jätetty
liitteessä esiteltävän lähdekoodin ulkopuolelle. Tässä esitellyt funktiot toteuttavat
kaikki saman MongoDB-tietokantaan yhdistämisen käyttäen mongoose-kehystä.
Komponentin toteutuksessa eri versiot eroavat toisistaan vain siinä miten tietokantaan
yhdistäminen on toteutettu.
/*













* server.js:n toteutus RxJs.js-kirjaston avulla
*/
// Luodaan uusi funktio, joka kutsuttaessa yhdistää tietokantaan
var connectToDB =
Rx.Observable.fromNodeCallback(mongoose.connect.bind(mongoose));
// Yhdistetään tietokantaan, tilataan palautusarvona saatu
// tapahtumavirta ja annetaan parametrinä onnistumisen ja virheiden





* server.js:n toteutus Bacon.js-kirjaston avulla
*/
// Määritellään uusi kerran suoritettava tapahtumavirta, joka saa









3 Sovelluksen eri versioiden yhteneväisyyttä var-
mistavat testit
Liitteessä listataan kuvaukset kaikille versioille ajetuista testeistä, joilla pyritään
varmistamaan eri toteutusten yhteneväisyyttä ja siten tutkimuksen validiteettiä.
Testit kirjoitettiin Mocha- ja Chai-kirjastoja käyttäen. Testien kattavuutta pyrittiin
myös arvioimaan lähdekoodin rivikattavuutta mittaavan mocha-cov -kirjaston avulla.
Testien rivikattavuudeksi saatiin 90 prosenttia. Testien ulkopuolelle jätettiin lähinnä
tietokantayhteyden onnistumiseen liittyvät osat lähdekoodia. Komponenttien testeissä
keskityttiin socket.js-komponentin testaukseen. Sovelluksen keskeisimmät toiminnot
ovat: sovellukseen yhdistäminen, sovelluksesta poistuminen, viestien kirjoittaminen
kaikille käyttäjille ja yksityisviestien kirjoittaminen tietyille käyttäjille.
Sovellukseen yhdistämisen osalta testattiin palvelimelle yhdistäminen. Sovelluk-
seen yhdistämisen osalta testattiin, että uuden käyttäjän käyttäjätunnus lähetetään
sisäänkirjautumisen yhteydessä, ja että yhdistämisestä lähetetään myös ilmoitus
muille käyttäjille. Lisäksi testeillä varmistettiin sovellukseen yhdistämisen osalta,
että yhdistäneelle käyttäjälle näytetään kymmenen viimeisintä sovellukseen jätet-
tyä viestiä. Sovelluksesta poistumisen osalta varmistettiin, että muut sovellukseen
yhdistäneet käyttäjät saivat tiedon käyttäjän poistumisesta.
Viestien kirjoittamisen osalta testattiin että viestien lähettäminen onnistuu,
lähetetyt viestit näkyvät muille käyttäjille ja, että tyhjiä viestejä eli pelkkien ri-
vinvaihtonäppäinten painalluksia ei lähetetä. Yksityisviestin lähettämisestä toiselle
käyttäjälle testattiin, että yksityisviestien lähettäminen onnistuu ja lähetetty viesti
näytetään myös lähettäjälle. Testeillä varmistettiin myös, että lähettäjälle näytetään
virheilmoitus, kun komentoa, vastaanottajan tunnusta tai viestin tekstiosaa ei löy-
tynyt. Virheilmoituksia ja epäonnistuneita komentoja ei myöskään näytetä muille
käyttäjille.
// Sovellukseen yhdistäminen
should allow connecting to server side Socket.io
should send user id with connection
should notify of user connection
should send last messages after connection
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// Sovelluksesta poistuminen
should notify of user disconnect
// Viestien kirjoittaminen
should allow sending messages
should show sent message to users
should not allow sending empty messages
// Yksityisviestien lähettäminen
should allow sending private messages
should display sent private message to sender
should display error message when command is not found
should display error message when private message target is not found
should display error message when private message does not have text part
should not display message to other users when command is not found
should not display errormessage to other users when command is not found
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