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ABSTRACT
The recent development of the Ada language by the
Department of Defense and its required use within the
Department of Defense for the development of embedded
software systems has resulted in a need for better methods to
represent Ada software designs.

Graphical design techniques

have long been used as software design and documentation
aids.

The use of graphical techniques to illustrate an Ada

design can provide a clear, concise means to describe a
complex software system.

The purpose of this paper is to

investigate several software design methodologies which
incorporate graphical design notations.

The specific

software methodologies examined in detail are the System
Analysis and Design Technique (SADT) developed by SofTech
Inc., the Yourdon - DeMarco structured design methodology,
and object oriented design.

The paper discusses the

feasibility of using these graphical techniques to represent
Ada designs.
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INTRODUCTION
The Naval Training Systems Center has recently begun to
specify that Ada will be used for all training system
software development.

Along with the introduction of Ada,

emphasis is being placed on new software engineering tools
and design techniques.

It is expected that this emphasis on

design and automated tools will lead to greater confidence in
software designs and fewer problems during the coding,
testing, and hardware/software integration phases of the
software development.

In order for this to occur, it is

necessary to identify better ways to represent and document
an Ada design.

The representation of an Ada design must

provide a means to describe a variety of components such as
packages, procedures, tasks and generics, and a means to
specify the interconnection information between components.
Graphical design methodologies are software design
methodologies which incorporate some type of graphical
notation to represent a software system design.

Low cost

graphics hardware and software along with recently developed
design techniques afford new opportunities for designing and
supporting software.

This paper describes the superiority of

graphics over text for conveying design information so that

it can be quickly and correctly understood by programmers,
project engineers and program managers.
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The purpose of this paper is to present several design
methodologies which incorporate a graphical notation.

Two

structured design methodologies, Structured Analysis and
Design Technique and Yourdon-DeMarco structured analysis and
design, and one newer approach, object oriented design, are
investigated.
A comprehensive description of the various methodologies
is beyond the scope of this paper.

Textbooks and/or courses

are available for all of the methodologies described.

A

brief description of each method is provided in order to make
the comparison of the techniques understandable.

The

appendix includes an example which illustrates the
differences between the three methodologies.
The feasibility of using graphical design notations to
document reusable software components will also be examined.
The successful reuse of Ada components in future training
system acquisitions will be largely dependent on our ability
to document the design of Ada components so that they can be
easily understood by future users.
Advantages and disadvantages of the various techniques
with respect to total life cycle support are presented.
Factors such as training, maintenance, automated tools,
automated support, reusability, graphic notation, and
applicability to Ada are given consideration.
results are presented in tabular form.

Evaluation

USE OF GRAPHICS IN SOFTWARE DESIGN
People relate easily to pictures and graphics.

Pictures

are used to present and explain all kinds of information.
Charts and graphs have become familiar and help readers to
assimilate and understand the data in business presentations,
newspapers, and textbooks.

In an article which surveyed the

current use of graphics in programming, Georg Raeder states
that it is "commonly acknowledged that the human mind is
strongly visually oriented and that people acquire
information at a significantly higher rate by discovering
graphical relationships in complex pictures than by reading
text"

(Raeder 1985, 12).
Advantages

of Graphical Representations

Raeder describes four reasons why pictures have an
advantage over text in providing information clearly and
quickly.
First, pictures offer random access to information. Text
is a sequential mode of expression.

A reader must scan

through preliminary information in order to find a particular
description or explanation.
random access to data.

A graphic description provides

The reader's eyes can rapidly move to

any area of a drawing and locate required details.

Important

features can be highlighted to focus attention quickly.
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Second, pictures provide three dimensions for the
representation of information, while text is a onedimensional medium consisting of words.

Physical properties

such as shape, color, texture, and size can be used to enrich
the graphic presentation.

Because pictures can provide data

with more variety, they can present the same data more
concisely and compactly than text.
Third, pictures generally provide a higher transfer rate
than text.

The information in a graphic representation can

be accessed and understood quicker and with less effort than
a textual description.
Finally, pictures provide a means to represent
abstractions.

Visual techniques are often used to present

abstract ideas in ways that make them simpler for people to
comprehend.

When trying to understand an abstract concept,

many people come up with a mental image which enables them to
understand the abstraction.

A picture can present an already

prepared image to a reader and speed up understanding of new
or complex ideas.
Visual Programming
The area of visual programming has received an
increasing amount of attention from researchers in recent
years.

Visual programming is the use of graphics to display

and/or interact with software and its associated
documentation.

Grafton and Ichikawa identify three related
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areas which comprise visual programming: software views,
graphical programming and animation (Grafton 1985).
Graphics techniques can be used in many ways to
represent different views of software which can clarify and
present a software system from different viewpoints for the
system designer, programmer, manager, user, and maintainer.
Graphics allow the system to be portrayed using symbols,
icons, arrows, and other connectors in a structured format.
Graphical programming offers a new approach to the
creation of programs.

The notion is that a programmer would

create a software representation by the manipulation of
symbols and icons.

The symbols would then be translated into

computer instructions.
In the area of animation, researchers are using graphics
to offer the ability to observe the control and data flow of
an algorithm as it executes.

This gives a programmer the

capability to quickly and easily understand the execution of
an algorithm and clarify its performance characteristics.
This paper will concentrate on the use of graphical
techniques to portray software views, particularly for Ada
software systems.

Graphical Software Views
Graphics have been used for years in the computer
programming field.

One of the earliest and best known

graphical techniques for software design is the flowchart
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(Figure 1).

Flowcharts were originally developed for

assembly language programming and offer a good method for the
depiction of fairly simple control structures.

READ
X,Y,Z

yes

I=O,J=lO
K=lOO

X= Y*2-Z
K

I=I+l
no

yes

Figure 1. Flowchart Example.

Current higher level, structured languages have
developed to the point where flowcharts are no longer
sufficient to provide a good view of a software system.
Complicated data structures and data types, more complex
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control structures and concepts such as packages, generic
procedures, and concurrent tasks cannot be described using
flowcharts.

More sophisticated graphics techniques have been

developed for higher level languages and currently the
adoption of the Ada language is pushing the development of
automated graphical techniques as a part of CASE (Computer
Aided Software Engineering) tools.

STRUCTURED ANALYSIS AND DESIGN
A variety of structured software design methodologies
were developed in the 1970's as software projects became
increasingly complex and new tools were needed to deal with
this complexity.

Methodologies based on top-down, functional

decomposition are still the most widely used techniques
today.

Two of the best known of these methodologies are the

Structured Analysis and Design Technique (SADT)

from SofTech,

Inc. and the Yourdon-DeMarco Structured Design methodology.

Structured Analysis and Design Technique {SADT}
The Structured Analysis and Design Technique (SADT) was
first developed by Douglas Ross and his colleagues at SofTech
in the mid 70's.

Ross originally defined the concept in a

paper (Ross 1977) and more recently discussed the current
uses and extensions of SADT (Ross 1985).

SADT is a method

for producing a blueprint to document the architecture of a
software system using the SADT graphical notation.

The

technique was extended to a complete design methodology and
copyrighted by SofTech, Inc. as SADT.
SADT is based on the premise that any amount of
complexity can be understood if it is presented as smaller
pieces which together make the whole.

The basic maxim of

SADT is that everything must be broken into 6 or fewer
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pieces.

The technique requires that the user begin by

looking at the topmost level of a system.

This level is then

broken down into two to six pieces of subject matter.

The

SADT maxim is then applied to each of these pieces of the
system, and the process continues recursively until all
lowest level pieces can be completely understood with no
further decomposition.

The result of this maxim is

hierarchical, top-down decomposition.
Input, control, and output are the interfaces between
the pieces of information.

The input is transformed by a

piece of the system into output under control.

A mechanism

is what carries out the transformation. The control interface
is a constraint on the transformation, which determines the
appropriate circumstances under which the transformation
takes place. The mechanism support for transformations
provides the means for realizing a complete piece of subject
matter.
The output of SADT is a hierarchically organized
structure of diagrams which is called an SADT model.

Each

diagram portrays a limited area of the total system.
The most complete modeling of a system involves creating
separate but complementary activity and data models, which
provide two views of the subject from different viewpoints.
In the activity model the system is broken down into pieces
of information which are verbs or actions.
outputs are data.

The inputs and

The data model of a system is developed
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using the opposite approach.
things

The system is decomposed into

(or nouns which describe the kinds or states of data)

and the inputs and outputs are actions

(or verbs used to

describe the activities that take place between the data).
SADT

Graphic Representation

The SADT graphical design notation uses two basic
components - boxes and arrows.

Each of the pieces of subject

matter from the SADT decomposition is expressed within a
box.

The four sides of the box are always used to represent

input, control, output, and mechanism.

The pieces of

information within each box are related and connected by
arrows.

The arrows connect the output of one box to the

input or control of another box.
The same graphic notation is used to describe both data
and activities.

In an activity model, the control arrows

represent the dominant constraints on the system and
determine when activities take place.

If inputs are

necessary for the diagram to be understood by a reader then
they are drawn.

However, obvious inputs can and should be

omitted from the activity diagrams.

In a data model, the

input arrows represent the dominant constraints for a data
box and unimportant control activity may be omitted from the
diagram.
Boxes are named and arrow segments are labeled.

The

SADT diagrams use a coding scheme to label arrows called ICOM
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codes.

An ICOM code begins with the letter I, C, O, or M

(standing for input, control, output, or mechanism)

followed

by an integer numbered from left to right or top to bottom.
The box which is being detailed by breaking it down into two
to six pieces is the parent box.
the parent diagram.

The parent box is a part of

The external, boundary arrows of a

diagram are labeled with ICOM codes which will match the
corresponding arrows on the corresponding parent box.
Figure 2 represents an abstract SADT diagram for an
activity model.

The top diagram is the parent diagram and

Process Bis the parent box of the lower diagram.

Process B

is broken down into four processes on the child diagram.
Note that Process B, the parent box, has two inputs, one
control interface, two outputs and one support mechanism.
These interfaces match the boundary arrows representing the
external interfaces on the child diagram.
Arrows can branch or join to display distribution.
Subdivision is represented by arrows for bundle or spread.
Two way interfaces are illustrated using dots above or below
the arrowheads.
The graphic representation of SADT can be used with any
language.

There are no graphic structures which support

particular features of the Ada language.

SADT is used

primarily as a requirements definition methodology and is
often interfaced to other software design methodologies to
develop the actual detailed system design.

At present SADT
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PROCESS
A

C1

PROCESS
B1

PROCESS
02

B2

PROCESS
12

PROCESS
B4

M1

Figure 2. Abstract SADT Diagram.

is less effectively used for actual detailed design of
software systems.

This may change as automated support tools

are developed.
Attempts have been made to produce graphic computer
support tools for SADT with varying degrees of success.
graphic requirements are not overwhelming for current

The
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graphics systems, but standard data base techniques can
become overburdened by the quantity of data required to
represent an SADT design.

Both SofTech and Mitre have

graphic-based efforts underway to link SADT with Ada packages
for life-cycle software development environments.
Yourdon-DeMarco Structured

Analysis and Design

The basic concepts of structured design were outlined
originally in an article by Stevens, Myers and Constantine in
1974 for the IBM Systems Journal.

Further developments and

refinements have been made by a number of contributors
including Yourdon, DeMarco and Jackson.

The following

discussion of the Yourdon-DeMarco structured system design
methodology is based on material found in texts by DeMarco
(DeMarco 1979) and Page-Jones

(Page-Jones 1980).

The purpose of structured analysis and design is to
develop a system through partitioning of the problem into
modules which are then organized into hierarchies.

The

methodology consists of structured analysis applied during
the analysis phase of a software project and structured
design techniques used during the detailed design of a
software system.
Structured analysis is applied during the analysis phase
of the software project development.

The purpose of this

phase is to develop and communicate the system requirements
to the software designers.

The output of the analysis phase
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is usually called a functional specification.

This term has

been replaced with the term structural specification in the
Yourdon-DeMarco methodology.

The structured specification is

graphic and concise and is partitioned in a top-down fashion
into data and processes.

It specifies what the system will

do, but not how it will be implemented.

The data flow

diagram is the principal graphic tool and output of the
structured analysis phase.
Data flow diagrams are one of the inputs to the
structured design phase of a project.

The purpose of this

phase is to transform system requirements into a plan for
implementing the requirements as a software system.
Structured design is used to partition a large and complex
system into "black boxes" and to organize the boxes into
hierarchies.

The structure chart is the graphic tool used to

document the structured design.

Yourdon-DeMarco Graphic Representation
The Yourdon-DeMarco structured design methodology
results in two graphic representations of a system - data
flow diagrams and structure charts.
The data flow diagram, or bubble chart, is an output of
the analysis phase and is the graphic representation of the
initial partitioning into data and processes.

The data flow

diagram portrays the system as a network and is composed of
four basic graphic elements called the data flow, the process
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or transform, the data store and the terminator or
source/sink.

A data flow diagram for all but an extremely

small system consists of many more processes than can be
depicted on a single page.

In this case, the data flow

diagrams are partitioned into a top-down hierarchy.

Each

bubble or process on the topmost level of the diagram can be
represented by another detailed data flow diagram.

This

process of leveling continues until the lowest level of
detail required has been captured in a graphic format.

An

example of an abstract data flow diagram is shown below.

dataflow 2

data store 1

SINK

5

Figure 3. Abstract Data Flow Diagram.

The data flow element illustrates the flow of data
through the system using an arrow.

The arrow is labeled with

the name of the piece of data being described and the
direction of the arrow indicates the direction of data flow.
The process icon indicates a transformation of incoming data
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flow(s)

into outgoing data flow(s).

Processes are

represented as bubbles or circles labeled with the process
name.

The data store is a repository for information and can

be thought of as a file, database, table or any other
mechanism which can be used to store data.

A data store is

represented as two parallel lines labeled with the name of
the data storage area between the lines.

Terminators, or

sources and sinks, are used to mark the boundaries of a
particular system model.

A source originates data flows

for

the system and sinks are receivers of data flows from the
system.

They are both represented by rectangular boxes and

labeled with the name of the terminator.
The structure chart is the graphic representation of the
design and is used to illustrate the partitioning into "black
boxes" or modules, and the hierarchy, organization, and
communication of the modules.

The details of the

implementation of a module are not a concern during this
phase of the design.

The structure chart depicts what a

module does by its name and graphically illustrates the
relationship and interfaces between modules.

An abstract

structure chart is shown in Figure 4.
A module is represented as a rectangular box and labeled

with the module name.

A predefined module is a module which

already exists in a software library and is represented by
adding a second vertical line on each side of the module box.
Connections between modules are shown using arrows.

The
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l'vODULE
A

Data A/

JJ{/

__

Fla

______
~taB

...__

l'vODULE
B

PREDEFINED

fvODULE

l'vODULE

D

C

PREDEFINED

l'vODULE

l'vODULE

E

F

Figure 4. Abstract Structure Chart.

arrow originates with the calling module and points to the
called module.

Communications between modules are

illustrated using small arrows with a circle on one end.
These arrows represent data passing between modules using an
open circle and also represent flags sent between modules
using a filled circle.
B, C, and D.

In the figure, Module A calls Modules

Module A sends DATA A to Module Band Module B

returns DATA Band a flag to the calling module.
The graphic representations used in the Yourdon-DeMarco
methodology are not specific to a particular computer
language.

The methodology is used during the requirements

analysis and design phases of the software development
process.

A growing number of CASE (Computer Aided Software
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Engineering) tools, such as Teamwork from Cadre Technologies
Inc. and Excelerator from Index Technology Corporation, are
becoming available which automate the generation of data flow
diagrams and structure charts.

These automated tools aid in

the original generation of the graphical design
representations and accompanying textual documentation, and
ease the modification of the design documentation when
necessary changes are made to the system throughout the life
cycle of the software system.

OBJECT ORIENTED DESIGN
A software development methodology called object
oriented design (OOD) has been developed in the 1980's and
implemented in Smalltalk and Ada.

This methodology is

fundamentally different from the structured, functional
decomposition methodologies discussed in the previous
section.
Description of OOD
The OOD approach views a software system as a set of
objects and the operations performed on these objects, rather
than as a set of actions or processes.

Object oriented

design takes advantage of the data abstraction and
information hiding capabilities available in the Ada
language.

Booch has developed a graphical notation for an

object oriented approach to software development

(Booch 1986)

and has written a book describing its application to software
development in Ada (Booch 1987).
The use of an object oriented approach requires that the
decomposition of a system be based on objects.

Reusability

considerations are taken into account early in the design
process.

Since data structures rather than functions are the

elements of decomposition, the design allows data to be made
available only to those functions requiring the use of the
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data, rather than allowing data to be common to all functions
within a software system.

Because the details of the data

implementation are hidden, a later change in the
implementation of a data structure can be made without
affecting modules using the data structure.
Some proponents of this method suggest that the system
to be modeled or simulated be described by one paragraph.
Once written the paragraph is analyzed to determine the
objects

(nouns) and operations

(verbs) of interest.

This

approach becomes unwieldy as the size of the system
increases.

Booch suggests that the objects and their

attributes be extracted from data flow diagrams developed
using structured analysis.

A class of objects may be

established if several of the objects identified are similar.
In this case each object is considered as an instance of a
more general class of objects.
The operations to be performed on or by these objects
are then identified.

The operations characterize the

behavior required of each object or object class.
Constraints on object behavior are identified, such as the
requirement that a file must be opened before it can be read.
The visibility of objects in relation to other objects must
be established by identifying dependencies among objects.
Finally the interface of each object is established by
producing a specification in the target language.

21

OOD Graphic

Representation

The graphical notation developed by Booch uses a variety
of rectangles and parallelograms to represent subprograms,
packages and tasks.

Arrows are used to illustrate the

dependencies and communication between units.

Objects are

represented as amorphous shapes to symbolize that the
internal structure of the object is not important at this
point in the design process and is not even visible.

Objects

are contained within packages.
Subprograms are illustrated as rectangles with a
dividing line to emphasize the two separate parts of its
structure, the specification and the body.

Packages are

represented as rectangles with types and operations shown as
"windows" into the package.

Generic subprograms and packages

are differentiated by utilizing dotted outlines instead of
solid outlines.

Tasks are depicted as parallelograms to

emphasize the parallel nature of their structure.

In an

object oriented design the decomposition is based primarily
on packages and generic units and is not strictly
hierarchical.
An example of Booch's object oriented design notation is
shown in Figure 5. In this figure, Subprogram A uses and
depends upon two generic packages, A and B, and a non-generic
package C.

The packages contain types and operations which

are visible outside the package, but the implementation of

22

Subsystem

Subprogram A

Type

Operations

Entries

Figure 5. Example of Object Oriented Design Notation.
its objects is hidden.
task declaration.

The package C illustrated contains a

The task has entries which are depicted as

windows into the task.

Package C also contains the depiction

of an object whose implementation details are not visible
outside the package.
Booch's graphical notation for OOD maps well to the Ada
language.

Languages such as Ada are better suited than

traditional languages for this design approach, since Ada
provides packages and tasks as structured building blocks in
addition to the traditional building block of subprograms.
These constructs are important to the design of reusable
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modules. OOD is used during the design and implementation
phases of project development.

Some other method such as

structured analysis or SADT must be used during the
requirements analysis phase of development.

Automated

support for OOD development is offered by Rational as a
hardware/software development system.
economical solution for many users.

This is not an
As this methodology

becomes better defined, it is likely that more automated
design tools for OOD will become available.

SUPPORT FOR REUSABLE SOFTWARE
Reusable software does not happen automatically.
Software must be designed to be reusable.
into making software reusable.

Many factors go

Any of the methodologies

discussed could be used to design reusable software, although
some techniques such as OOD are more likely to produce
reusable code since the consideration of reuse is an integral
part of the OOD process.

However, one of the most important

factors in producing software which will be reused is
probably understandability.

Even if a software module has

been well-designed and implemented with future reuse as a
goal, it will only be reused if a future user can locate and
understand the module easily to determine whether it will
serve his purpose.
The key to producing software which can be understood is
clear and concise documentation.

In the earlier section on

graphics, the superiority of graphics over text in
communicating information quickly and easily was discussed.
A graphical design notation can communicate the important
features about a software module to a reader much better than
text alone.
One problem with using a graphical notation to document
reusable software is that a reader must spend some time
learning the graphical notation.
24

A library of reusable
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modules would have to provide readers with a key to following
the graphical notations used for documentation.

If the

graphical notation to be used could be standardized, this
problem would be reduced.

SUMMARY

The graphical design notations described in the previous
sections vary enormously.

Since they have been used and

refined for more than ten years, the SADT design notation and
the Yourdon-DeMarco data flow diagrams are the most complex
and well-defined.

Because of this complexity they require

more skill on the part of the designer to be used.

Both

notations give a clear description of the overall structure
of a software system.
The notation of OOD gives an overview of a software
system from a different perspective.

The objects are the

most important consideration and the software structure is
described as relations between objects.

This methodology is

new and not as well defined as the traditional structured
methodologies.

It is more difficult to understand,

particularly when the designer is accustomed to using
functional decomposition.
These software design methodologies all look at a
software system in different ways.

No one methodology is the

best to use for all software projects.

Many software

development teams combine two or more methodologies during
the analysis and design phases of a software project.
methodology has its own graphical notation.

26

Each

27
The strengths and weaknesses of the three methodologies
are compared in Table 1.

The criteria used to classify the

methodologies are training, ease of maintenance, life cycle
support, automated support, reusability, graphic notation,
and applicability to Ada.
The training classification considers the availability
of information about the methodology and the ease of learning
a method.

Ease of maintenance is the ability of the design

produced by a methodology to change during development or
life cycle maintenance.

Life cycle support refers to the

range of life cycle phases which are supported by a
methodology.

Automated support indicates the availability of

automated tools to support the methodology.

Reusability

refers to the support the method provides for the design of
reusable modules.

The section on graphic notation rates the

strength of the graphic notation as a design documentation
tool for a software system design.

The applicability to Ada

refers to the support provided by a methodology for the use
of Ada language constructs.
The discriminators used to rate the methodologies are
weak, moderate and strong.
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TABLE 1
COMPARISON OF GRAPHICAL SOFTWARE
DESIGN METHODOLOGIES

System Analysis Yourdon-DeMarco
Object
and Design
Oriented
Structured
Technique (SADT} Analysis & Design Design (OOD}
MOD/STRONG
STRONG
MODERATE
Texts and
Available from Many texts and
courses
TRAINING
classes
SofTech
available
available
and qrowinq
MODERATE
WEAK
WEAK
Uses abstract
Does not take
Does not take
advantage of
data types
advantage of
EASE OF
& inf.hiding
info hiding
info hiding
MAINTENANCE and abstraction and abstraction to minimize
impact of
chanqes
WEAK
WEAK
MODERATE
Supports analysis Only design
Only analysis
LIFE CYCLE
phase of
phase of life and design phases
SUPPORT
life cycle
of life cycle
cycle supported
supported
STRONG
MODERATE
WEAK
Automated tools HW/SW systen
No automated
AUTOMATED
available from
available
tools available
SUPPORT
yet to support several companies from Ration~]
not economic
SADT
WEAK
WEAK
STRONG
Reusability not Reusability not Reusability
considered as
considered as
integral to
REUSABILITY
integral to
integral to
design usin~
design
design
objects as
basic pieces
WEAK
MODERATE
MODERATE
Notation becomes Relatively easy
Easy to
GRAPHIC
understand to understand
difficult to use
NOTATION
inot
entirely
and use
with complex
well defined
svstems
STRONG
WEAK
WEAK
Maps well tc
Language
Language
APPLICABILITY independent an Ada
independent TO ADA
program
Packages, tasks
Packages, tasks
structure
not specifically not specifically
used
used

CONCLUSIONS
Graphical design techniques and support tools described
in this paper as well as others not described here are
currently evolving.

Application of any of these techniques

should increase software productivity.
Training system software developers should be aware of
these tools and techniques and consider their use when
developing trainer software.

Some methodologies are best

suited to a limited class of applications while others may be
applied more broadly.

Careful consideration should be given

to several methodologies prior to selecting one for a
software project.

For some applications it may be

appropriate to use a combination of methodologies.
To standardize on any one technique at this time would
be premature.

Tools that document designs, generate code and

aid in software maintenance should be given prime
consideration.
The Department of Defense requirement to use the Ada
language for software development and an increasing awareness
of the importance of reusability in software design, will be
driving forces in the refinement of software methodologies
for the 1990's.

Graphical design notations will become

easier to use as automated tools continue to be developed.
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Currently, it is reasonable to require a training system
software developer to utilize a software development
methodology which incorporates a graphical design notation.
The integration of graphics into methodologies and automated
support of graphic notations is extensive enough that this
requirement would not overly restrict a developer.
It may become reasonable in the future to recommend a
particular software design methodology, as software
methodologies mature and our understanding of the design
process increases.

Ultimately the graphical methodology that

is easily understood and provides the most comprehensive life
cycle support using automated tools will gain the support of
software developers.

APPENDIX

CRUISE CONTROL EXAMPLE
This example has been adapted from a system used by
Booch in an article explaining OOD (Booch 1986).

The example

has been simplified and is used to illustrate the differences
between the graphical design notations discussed in this
paper.
A cruise control system in an automobile can be
activated by the driver to maintain a constant speed.
are four inputs to the system:

There

a system on/off signal, a

wheel pulse generated once every revolution, an accelerator
signal indicating how far the pedal is depressed, and a clock
pulse used as a timing signal.

The single output from the

system is the throttle setting.

The effects of the brake

pedal and resume switch have been ignored to limit the scope
of the problem.
The cruise control system can be designed using any of
the methodologies which were described in previous sections.
The notation for the SADT design for the system is shown in
Figure 6.

The Yourdon-DeMarco structured analysis and design

technique results in the data flow diagram of Figure 7 and
the structure chart of Figure 8.

The object oriented design

approach is illustrated using Booch's notation in Figure 9.
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Figure 6. Cruise Control Example Using SADT.
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Figure 7. Cruise Control Data Flow Diagram.
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Figure 8. Cruise Control Structure Chart.
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Figure 9. Cruise Control Example in OOD Notation.
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