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ABSTRAKT

Në këtë punim diplome, është përshkruar procesi i ndërtimit të një quadcopteri në
konfiguracionin X i cili mund të rri pezull në mënyrë autonome, me të gjitha pjesët, duke
përfshirë edhe kontrolluesin e fluturimit, programimi i të cilit është bërë me Arduino DUE.
Gjatë këtij punimi janë hasur sfida dhe probleme të ndryshme të cilat janë përshkruar dhe
shpresojmë që përvoja që është përfituar gjatë tejkalimit të këtyre problemeve, të shërbejë si
udhëzues për projekte të ngjashme në të ardhmen.
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FJALORI I TERMAVE
Quadcopter - (shqip. kuadkopter) – pajisje fluturuese me katër motorë
Dron – Në kontekstin e këtij punimi, njëjtë me quadcopter, mirëpo ka kuptimin më të gjerë
për çdo fluturake autonome(pa pilot) .
Arduino DUE- Mikrokontroller nga kompania Arduino
Reagim – Feedback
rrpm - rrotullime për minutë
ESC - (Electronic Speed Control – shq. Kontrollim Elektronik të Shpejtësisë )
PID – Proporcional Derivat Integral – kontrollues
mah – mili amperë për orë
MEMS – Micro Electrical Mechanical Sensors shq. Sensorët Mikro Elektriko-Mekanikë
IMU – Inercial Measurement Unit – Njësia e Matjes Inerciale
I2C- Inter-Integrated Circuit – Qark i ndërlidhur
SPI – Serial Peripheral Interface- Ndërfaqja e Pajisjeve Serike
DMP – Digital Motion Processing – Çipi për procesim digjital të lëvizjes
PID – Kontrolluesi Proporcional Derivat Integral
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HYRJE

Quadcopterët apo dronët, pajisjet fluturuese që kontrollohen prej largu, janë njëra prej
teknologjive të cilat kanë parë përparim të madh kohëve të fundit, si në përdorim ashtu edhe
në teknologjinë e prodhimit të tyre. Kjo vjen si pasojë e fushave të shumta të veprimtarisë
njerëzore që kanë parë dobinë e përdorimit të këtyre pajisjeve, fusha këto si, xhirimi i
videove, dërgimi i porosive, ndihma në raste të emergjencave, përdorimi për argëtim si në
garat me dronë, etj. Edhe pse ideja e përdorimit të katër motorëve për fluturim nuk është e
re, përdorimi i këtyre pajisjeve është mundësuar me zhvillimi e teknologjisë gjatë dekadave
të fundit.
Në këtë punim diplome, kemi dashur që përmes ndërtimit të një quadcopteri ti kuptojmë sa
më mirë sfidat dhe problemet që përfshihen në dizajnin dhe ndërtimin e këtyre pajisjeve.
Qëllimet që fillimisht kemi pasur për këtë punim janë:
•

Ndërtimi i një quadcopteri me pjesët përcjellëse

•

Zhvillimi i kontrolluesit të fluturimit nga fillimi për qëllime të quadcopterit tonë

•

Të paktën të arrihet fluturimi autonom stabil në një vend

•

Lëvizjet tjera si dhe metodat e kontrollimit janë dytësore, nëse arrihen qëllimet e
mësipërme
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HISTORIKU

Helikopteri me katër motorë, i cili njihet ndryshe edhe si quadcopter ose quadrotor apo në
kohët e fundit dron, është pajise me katër motorë të cilët gjenerojnë forcë të mjaftueshme
për fluturim duke e shtyrë ajrin poshtë me anë të helikave. Ky është edhe definicioni i një
helikopteri të ‘vërtetë’ pasi që fluturimi arrihet i tëri nga lëvizja e ajrit në drejtim horizontal.
Dizajni më i hershëm i quadcopterë-ve është quadcopteri De Bothezat. Emrin e mori nga
inxhinieri Dr. George de Bothezat, i cili ishte kontraktuar në vitin 1920 nga ushtria amerikane
për ta prodhuar një makinë fluturuese me Ngritje dhe Ulje Vertikale-VTOL. Ky quadcopter
ishte i dizajnuar për drejtim nga piloti, pra kishte madhësi shumë më të madhe se
quadcopterat tipik të sodit. Ky quadcopter peshonte rreth 1700 kg dhe kishte një motor me
220 Kuaj-Fuqi. Ai fluturoi për herë të parë në tetor të vitit 1922 në të ashtuquajturën Fusha
Wright në Dayton të Ohio-së. De Bothezat nuk fluturoi kurrë më shumë se 5 metra në lartësi,
kjo ndodhi pasi që pilotimi i këtij quadcopteri pa ndihmën e kontrollit kompjuterik ishte
shumë kompleks. Pas shumë viteve testimi dhe përpjekje për ta përsosur këtë quadcopter,
ushtria amerikane hoqi dorë nga ai në vitin 1930, pasi që kishte shpenzuar më shumë se
200,000 dollarë në këtë program.

Figura 1. Quadcopteri De Bothezat

Pas kësaj zhvillimi i quadcopterëve dhe helikopterëve u ndërpre deri pas përfundimit të luftës
së dytë botërore. Kur u rifilluan punimet quadcopterët nuk u morën parasysh për shkak të
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dështimeve të më hershme dhe pasi që helikopterët e zakonshëm kishin sukses më të madh,
u punua në zhvillim e tyre.
Puna në quadcopter nuk vazhdoi deri në zhvillimin e mikrokompjuterëve dhe sensorëve të
vegjël në vitet e 90-ta të shekullit të kaluar. Pikërisht në atë kohë në Japoni u zhvillua një
sistem me kontrollim me radio i quajtur Gyro Saucer 1(Fluturakja me Xhiroskop 1). Ajo
përmbante xhiroskop mekanik dhe motorë të vegjël DC. Kjo fluturake kurrë nuk doli nga
Japonia prandaj nuk është shumë e njohur.

Figura 2. Gyro Saucer 1

Zhvillimi i quadcoptrë-ve modernë nuk filloi deri në vitet 2000, kur modeli i parë që mund
të konsiderohet si quadcopter modern u dizajnua dhe u prodhua nga Draganfly Innovations.
Me kalimin e kohës Draganfly e kanë përmirësuar dizajnin dhe modelet e reja janë shumë
më të sofistikuara dhe vijnë me një numër të madh funksionesh. Modeli i ri i tyre quhet X-8
dhe ka katër motor me nga dy palë helika që i mundësojnë manovra të ndryshme. (Norris,
2014)

3
Figura 3. Draganfly X-8
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DEKLARIMI I PROBLEMIT

Qëllimi i këtij punimi të diplomës është që duke e ndërtuar një quadcopter, të kuptohet më
mirë se ku qëndrojnë sfidat inxhinerike që duhet kapërcyer për ta ndërtuar një quadcopter
funksional, me kosto sa më të ulët. Me anë të përvojës praktike është tentuar që të tregohet
se në cilat faza të zhvillimit të këtij projekti ka sfida më të mëdha. Fokusi, gjatë ndërtimit të
quadcopterit është që ai të arrij të zhvilloj fluturim pezull në mënyrë autonome pa ndikimin
e pilotit, prandaj kontrollimi i quadcopterit nga larg nuk është njëra nga objektivat kryesore.
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METODOLOGJIA

Gjatë punimit të kësaj teme të diplomës, ne kemi shfletuar punime të ndryshme të mëhershme
ku është detajuar ndërtimi i quadcopterëve dhe duke u bazuar në to ne i kemi marrë disa
vendime sa i përket strukturës dhe dizajnit të quadcopterit. Së pari, për madhësinë e
quadcopterit kemi vendosur që ai të ketë një madhësi mesatare, dimensionet e sakta janë
përmendur më poshtë, pastaj sa i përket konfiguracionit të motorëve kemi vendosur që
quadcopteri të jetë në konfiguracionin X, kjo pastaj na e ka imponuar modelimin
matematikorë si dhe dizajnin e kontrollimit të quadcopterit.

5
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REZULTATET

Për dallim nga fluturaket tjera, quadcopterët fluturojnë dhe kontrollohen vetëm përmes
shpejtësisë së motorëve. Kjo i bën quadcopterët mjaft të pa përshtatshëm për pilotim nga
njerëzit, pra nevojitet ndihma e kontrollerit elektronik. Një gjë e tillë nuk ka qenë e
mundshme deri në dy dekadat e fundit, kur teknologjia e kompjuterëve dhe
mikrokontrollerëve është përmirësuar dukshëm. Përpos mikrokontrollerëve, përmirësim
është kërkuar edhe në teknologjinë e sensorëve, të cilët nevojitet të jenë sa më të saktë në
mënyrë që të bëhen llogaritjet e duhura për kontrollim të quadcopterit.
Në mënyrë që të mund ta programojmë kontrollin e quadcopterit, duhet që së pari ta
modelojmë atë matematikisht. Për modelim të quadcopterit na duhet ta dimë dinamikën e
lëvizjeve dhe se si ndërlidhen, shpejtësia e helikave të motorit me nxitimet dhe me këndet e
quadcopterit, kahja e rrotullimit të motorit me momentin e forcave, etj.
Quadcopteri matematikisht mund të përshkruhet përmes nxitimeve dhe tri këndeve të
hapësirës, α, β, θ, që quhen ndryshe këndet e Eulerit dhe që respektivisht paraqesin
rrotullimin rreth boshtit X, rrotullimin rreth boshtit Y dhe rrotullimin rreth boshtit Z
(Gibiansky, 2012). Këto kënde paraqiten në relacion me sistemin e koordinatave që e
përshkruajmë mbi quadcopter dhe kushtet e të cilit janë të jetë sistem kënddrejtë dhe të jetë
sistem i djathë, pra sistem për të cilin vlen rregulla e dorës së djathtë. Sistemi mund të merret
në mënyrë arbitrare përderisa i përmbush ato rregulla, mirëpo është mirë që të merret sistemi
ashtu që boshti Z të jetë pingul në quadcopter dhe boshtet tjera të përshtaten me boshtet e
sensorit për matje inerciale. Ne kemi vepruar në këtë mënyrë, pasi që kështu thjeshtohen edhe
llogaritjet.

Figura 4. Sistemi i koordinatave i bazuar në
këndet e Eulerit ku Yaw - theta , pitch Beta, roll
Alfa

Figura 5. Sistemi i koordinatave i mbishkruar mbi një
quadcopter.
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Këndet ndryshohen përmes shpejtësive të motorëve. Duke ndryshuar këndet ndryshohet edhe
pozita e quadcopterit, për shembull, me ndryshimin e këndit α quadcopteri lëviz përpara ose
pas. Pra ndryshorja e vetme e cila kontrollohet nga mikrokontrolleri është shpejtësia e
motorëve. Vlerën e këndeve e marrim nga sensori, për të cilin do të bëhet fjalë më poshtë.
Për nga pozita e motorëve në relacion me njëri tjetrin si dhe me sistemin e koordinatave,
quadcopterët mund të jenë në dy konfiguracione, në konfiguracionin plus dhe në
konfiguracionin X (Norris, 2014).

Figura 6. Konfigurimet + dhe X të quadcopëterëve si dhe kahja e rrotullimit
të motorëve.

Ne kemi përzgjedhur konfiguracionin X. Si pasojë e shpejtësisë së madhe të rrotullimit të
motorëve, në sistem shfaqet momenti i rrotullimit i cili shkakton lëvizje të quadcopterit rreth
boshtit Z. Për ta anuluar këtë efekt duhet që motorët të rrotullohen në drejtime të kundërta,
pra njëri në drejtim të akrepave të orës e tjetri në drejtim të kundërt dhe në këtë mënyrë secili
motor e anulon efektin e motorit që e ka kahun e kundërt të rrotullimit me të. Pasi që për tu
arritur fluturimi nevojitet që motorët ta shtyjnë ajrin poshtë, atëherë përdoren helika të
kthyera në drejtimin e duhur, pra helika për drejtim kah akrepat e orës dhe helika për
drejtimin e kundërt. Në fig.6 shihet se motorët 1 dhe 2 sillen në drejtim të kundërt me akrepat
e orës kurse motorët 3 dhe 4 kah akrepat e orës.
Për lëvizje të quadcopterit, siç u përmend edhe më lart, duhet tu japim shpejtësi motorëve në
atë mënyrë që ti kontrollojmë këndet e pozitave. Nëse dëshirojmë të lëvizim përpara, atëherë
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motorët e përparmë ngadalësohen për një vlerë të caktuar, T, kurse motorët e pasmë
shpejtohen për vlerën e njëjtë dhe në këtë mënyrë lartësia e quadcopterit nuk ndryshon. Duke
u bazuar në fig.4, nëse dëshirojmë që të lëvizim përpara atëherë duhet që shpejtësia e
motorëve 0 dhe 1 të zvogëlohet për T kurse ajo e motorëve 2 dhe 3 të rritet për T. Në këtë
mënyrë këndi α ndryshon, dhe quadcopteri lëvizë përpara.
Korniza mbi të cilën kemi vendosur ta ndërtojmë quadcopterin, është e punuar nga fibrat e
karbonit, që është material i fortë dhe me peshë të ulët. Dimensionet e kornizës janë: 220mm
në diagonale, gjerësia 175mm, kurse gjatësia nga njëri motor te tjetri është 130mm.

Figura 7. Korniza e quadcopterit
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5.1

Kontrolleri
Mikrokontrolleri që e kemi përzgjedhur për ta kontrolluar quadcopterin, është
Arduino Due, i cili bazohet në procesorin nga kompania Atmel - SAM3X8E ARM
Cortex-M3, pra një procesor me arkitekturën ARM. Ky procesor është 32 bitësh, ka
një shpejtësi prej 84 MHz, ka gjithsej 54 pina për hyrje/dalje digjitale, 12 pina për
hyrje analoge, 2 dalje nga konvertori digjital-analog(pra 2 dalje analoge) (Arduino
AG, a.d.).
Ky mikrokontroller punon në tensionin 3.3V, prandaj gjatë punës është dashur të
kemi kujdes, pasi që versionet tjera të mikrokontrollerit Arduino punojnë me 5V dhe
shumica e pajisjeve si sensorët dhe qarqet tjera, janë të prodhuara për 5V.

Figura 8. Arduino DUE

Arduino Due, pasi që bën pjesë në familjen e Arduinos, i përcjell përparësitë e kësaj
familje të mikrokontrollerëve, e që përparësia më e madhe është thjeshtësia me të
cilën programohen këto pajisje.
Programimi bëhet në ambientin për kodim të Arduinos. Përparësia tjetër shumë e
madhe e Arduinos është komuniteti i madh i njerëzve, të cilët kontribuojnë në
zhvillimin e programeve të ndryshme, shumica e të cilave lëshohen në publik me
licenca open-source(me burim të hapur).
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Figura 9. Arduino IDE

5.2

Motorët dhe helikat

Motorët janë njëra nga pjesët kryesore të quadcopterit. Ato kryejnë shtytjen e quadcopterit
dhe e mbajnë atë në ajër, gjithashtu me anë të motorëve kontrollohet edhe pozita e
quadcopterit në hapësirë. Shtytja është forca që motorët me helika, duke e shtyrë ajrin
teposhtë, e shkaktojnë në quadcopter, dhe e ngritin atë në ajër. Shtytja duhet të jetë të paktën
2 herë më e madhe se sa pesha e quadcopterit, teknikisht raporti mes shtytjes dhe peshës në
mënyrë që quadcopteri të ngritët në ajër, duhet të jetë më i madh se 1, mirëpo 2 herë merret
si minimumi në mënyrë që të ketë fluturim të sigurt (Liang, 2013). Shtytja është funksion i
rrotullimeve për minutë të motorëve si dhe i gjatësisë dhe pjerrtësisë së helikave. Nëse helikat
janë më të gjata ato mund të shtyjnë më shumë ajër teposhtë, kjo vlenë edhe për pjerrtësinë
10

e tyre, pra nëse janë më të pjerrëta, gjenerojnë më shumë shtytje. Mirëpo me rritjen e gjatësisë
dhe pjerrtësisë së helikave, rritet edhe fuqia që kërkohet nga motori për të arritur numër të
caktuar të rrotullimeve për minutë. Prandaj gjatë zgjidhjes së motorëve dhe helikave, na është
dashur që të kemi kujdes për këto karakteristika. Helikat që ne i kemi zgjedhë kanë gjatësinë
12.7 cm kurse pjerrtësinë 30°. Gjithashtu, për shkak se motorët duhet të rrotullohen në kahe
të ndryshme, dy kah akrepat e orës e dy në kahen e kundërt, helikat duhet të jenë dy lloje, një
për secilin kah të rrotullimit siç shihet në figurën 10.

Figura 10. Helikat e quadcopterit, një për rrotullim kah akrepat e orës dhe një në të kundërtën

Për motorë, ka zgjidhje të shumta, mirëpo ne kemi vendosur që të përdorim motorë me rrymë
të vazhduar, pa brusha. Këta motor për dallim nga motorët me brusha, janë më të
përshtatshëm për kontorllim, pasi që nuk kanë nevojë për reagim dhe shpejtësia e tyre
kontrollohet nga një qark i posaçëm, i cili e bënë edhe ndërlidhjen ndërmjet kontrollorit,
burimit të fuqisë dhe motorëve. Motorët që ne i kemi përdorur janë motorë me 2300KV që
do të thotë se ato rrotullohen me 2300 rrpm për çdo volt. Tensioni në të cilin mund të punojnë
është prej 7.4V deri në 12V. Rryma maksimale që e përdorin është 7.6A kurse fuqia
maksimale 84.4W. Pra këta motorë janë shpenzues të mëdhenj të energjisë.
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Figura 11. Motor pa brusha DYS 2300 KV

Qarqet e posaçme të cilat e bëjnë kontrollimin e motorëve quhen qarqe për ESC. ESC-të
bëjnë ndërlidhjen ndërmjet motorit, burimit të energjisë dhe Arduino-së. Secili motor ka
nevojë për një ESC të veçantë. ESC në vete përmban një mikrokontroller të vogël i cili e
merr sinjalin nga Arduino DUE dhe e konverton në sinjal të përshtatshëm për motorin.
Motorët që ne i kemi përdorur janë motorë tre fazorë, prandaj edhe ESC-të kanë tre faza me
anë të të cilave e bëjnë kontrollimin e motorëve. ESC-të e bëjnë koordinimin në mes të
fazave, dhe janë shumë të saktë në kohë, prandaj edhe kanë mundësi të mëdha për
kontrollimin e mirë të shpejtësisë së motorëve.
5.2.1

Kodi për motorë

ESC-të janë dizajnuar për të pranuar sinjal të ngjashëm me sinjalin e motorëve servo, pra
ESC-ët kërkojnë sinjal PWM për tu kontrolluar, në mënyrë që të jenë sa më të lehtë për tu
kontrolluar nga sinjalet analoge të transmetuesve me radio, mirëpo kjo nuk paraqet problem
pasi që Arduino ka një librari të gatshme të kodit për kontrollimin e servo motorëve. Ne e
përdorim këtë librari për të dërguar sinjalin te ESC e cila me radhë e kontrollon shpejtësinë
e motorit. Kodi për kontrollin e shpejtësisë së motorëve me anë të ESC dhe librarisë
Servo.h, është shpjeguar në vazhdim.
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Së pari e bëjmë përfshirjen e librarisë Servo.h:
#include <Servo.h>

Pastaj duhet që ti deklarojmë katër objekte të klasës Servo e cila është e definuar në librarinë
Servo.h. Këto objekte ne i kemi emërtuar ESC1, ESC2, ESC3, ESC4:
Servo ESC1,ESC2,ESC3,ESC4;

Pastaj në funksionin setup() të Arduino-së, këtyre objekteve duhet të ju tregojmë numrat
e pinave se ku janë lidhur ESC-ët në Arduino, e që në rastin tonë janë pinat 4, 5, 6 dhe 7.
Këtë e bëjmë përmes metodës .attach(pini) :
ESC1.attach(4);
ESC2.attach(5);
ESC3.attach(6);
ESC4.attach(7);

Pastaj ua japim komandën për ta vendosur shpejtësinë në zero, që të jemi të sigurte që nuk
lëshohen

motorët,

komandimin

e

shpejtësisë

e

bëjmë

përmes

metodës

.writeMicroseconds(shpejtësia);. Kjo metodë e pranon një numër, që paraqet
mikrosekondat që zakonisht kërkohen për të kontrolluar një servo motor, mikrosekondat që
sinjali PWM është në pozitën maksimale dhe pasi që ESC, siç e kemi përmendur, sillen si
servo, ne mund ta kontrollojmë shpejtësinë e motorëve përmes kësaj metode (Scarpino,
2015). Sigurisht vlera më e vogël që mund të pranoj kjo metodë është 0, në vlerën 700
motorët fillojnë të rrotullohen shumë ngadalë, kurse në vlerën 2300 motorët rrotullohen me
shpejtësi maksimale. Këto vlera, në mënyrë që ti pranojë ESC-ja, së pari duhet të kalibrohet.
Për ti kalibruar ESC-të, është një procedurë e përcaktuar nga programi(firmware) i ESC-së.
Procedura për kalibrim është si në vazhdim:
•

Së pari e lidhim ESC me Arduino dhe me motorë mirëpo jo me burim.

•

Pastaj, ia japim prej Arduino-së shpejtësinë maksimale, pra:
ESC.writeMicroseconds(2300);

•

Pastaj, e lidhim ESC-ën me burim, kur të bëhet lidhja dëgjojmë një melodi të shkurtër
që tregon se ESC-ja është gati për kalibrim.
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•

Pastaj dërgojmë shpejtësinë minimale:
ESC.writeMicroseconds(0);

•

Dëgjojmë sërish një melodi të shkurtër nga motori, dhe me këtë kalibrimi ka
përfunduar.

Në vazhdim të kodit, në funksionin setup(), e vendosim shpejtësinë e motorëve në 0:
ESC1.writeMicroseconds(0);
ESC2.writeMicroseconds(0);
ESC3.writeMicroseconds(0);
ESC4.writeMicroseconds(0);

Me këtë përfundon përgatitja e motorëve për punë. Në vazhdim motorët janë të gatshëm të
kontrollohen në funksionin loop(). Për ta bërë më të lehtë ndryshimin e shpejtësisë për
secilin motor, e kemi përdor një varg të numrave:
int mot[4];

Motorët në këtë varg janë të renditur duke filluar nga motori i përparmë në anën e majtë të
quadcopterit i cili e ka indeksin 0, pastaj motori i përparmë në anën e djathtë e ka indeksin 1,
motori i pasmë në anën e majtë ka indeksi 2 dhe motori i pasmë në anën e djathë e ka indeksin
3.
Në fillim të funksionit loop() ua japim shpejtësinë motorëve, në mënyrë që në secilin
iterim të funksionit, puna e parë që bëhet është ndryshimi i shpejtësisë së motorëve:
ESC1.writeMicroseconds(mot[0]);
ESC2.writeMicroseconds(mot[1]);
ESC3.writeMicroseconds(mot[2]);
ESC4.writeMicroseconds(mot[3]);

Në vazhdim shpejtësia e motorëve ndryshohet sipas nevojës nga kontrolli i quadcopterit, që
është kontrollimi me PID.
5.3 Burimi i fuqisë dhe lidhjet e motorëve
Burimi i fuqisë është pjesë shumë e rëndësishme e quadcopterit. Së pari, rëndësi të veçantë
ka lidhja e motorëve dhe ESC-ve me burimin në qark. Pasi që motorët siç e kemi cekur,
përdorin fuqi të madhe, pra me rryma deri në 7 A, lidhja prej burimit te motorët si dhe lidhja
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në mes të motorëve (ESC-ve, pasi që ESC-të janë ndërmjet burimit dhe motorit), duhet të
jetë e tillë që të mund ta bartë atë fuqi. Gjatë ndërtimit të quadcopterit, ne kemi hasur në
probleme me rrymën që vinte nga burimi i fuqisë, dhe arsyeja për këtë ishte se ne kemi
përdorë tela me diametër të vogël, dhe për shkak të rezistencës së telave është limituar rryma
që mund të bartet deri te motorët. Kjo është shumë e rrezikshme pasi që përpos që nuk
punojnë motorët si duhet, ekziston mundësia që izolimi i telave të merr flakë nga nxehtësia
e madhe që gjenerohet.
Për burim të fuqisë, kemi përdor bateri me polimer të litiumit, me tri qeli, ku secila qeli e ka
tensionin 3.7V, pra tensioni total i baterisë është 11.1V. Gjithashtu bateria ka kapacitet 2200
mah. Kjo bateri mund ta furnizojë quadcopterin me fuqi të vazhdueshme sa 30 herë kapaciteti
i sajë, pra ka mundësi të lëshoj deri në 66 amperë në mënyrë të vazhdueshme, deri sa të
zbrazet (zbrazja në këtë shkallë të përdorimit ndodhë për 2 minuta). Në maksimumin e
përdorimit kur të katër motorët përdorin 7 amperë, pra totali 24 amperë, bateria zbrazet për
5.5 minuta, e nëse e llogarisim me një mesatare prej 4.5 amperë për motor, bateria zbrazet
pas, 7.3 minuta, e nëse e llogarisim me maksimum 10 amperë për të katër motorët, bateria
zbrazet për 13 minuta. Pra kjo bateri nuk ka kapacitet të atillë që të mundësojë fluturim të
gjatë. Arsyet e zgjidhjes së kësaj baterie janë pesha dhe çmimi i sajë, pasi që bateri me
kapacitet më të lartë dhe me peshë të njëjtë e kanë çmimin shumë më të madh.
5.4

Sensori

Prej pjesëve më të rëndësishme në zhvillimin e quadcopterëve janë sensorët e pozitës. Këta
sensorë ia mundësojnë quadcopterit ta dijë pozitën e tij në hapësirë. Sensorët kryesorë janë
xhiroskopi dhe akselerometri. Kërkesat kryesore për këta sensorë janë që të kenë madhësi të
përshtatshme si dhe të japin rezultate të mira. Madhësia e sensorëve është zvogëluar dukshëm
me zhvillimin e pajisjeve MEMS. Nga emërtimi i këtyre pajisjeve kuptohet se bëhet fjalë për
sensorë të vegjël që përdorin veti mekanike dhe elektrike të materialeve për të ndier dukuritë
fizike. Të tilla janë edhe sensorët që ne i kemi përdorur për quadcopterin tonë.
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5.4.1 Xhiroskopi
Xhiroskopi është sensor i cili e matë shpejtësinë këndore përreth një boshti, pra xhiroskopi e
matë shkallën e ndryshimit të këndit në njësi të kohës. Nga kjo, përmes integrimit, mund të
nxirret këndi rreth atij bosht. Për të ditur orientimin në hapësirë, nevojiten tre xhiroskop, nga
një për secilin bosht. Siç është përmendu më lart, këndet e pozitës së quadcopterit në hapësirë,
janë të mjaftueshme për ta kontrolluar atë, mirëpo për shkak se informatat e xhiroskopit duhet
që të integrohen për të arritur deri te këndi, paraqitet problemi i lëvizjes së vlerës. Kjo vjen
pasi që integrimi bëhet duke e marrë diferencialin kohorë të fundëm, e që sipas definicionit
matematikorë të integralit, ky diferencial duhet të jetë infitesimal dhe në sistemin real, digjital
të dronit, në Arduino, kjo është e pa mundur. Integrali për llogaritjen e këndit,
𝑇

∫ 𝜃̇ (𝑡) ∗ 𝑑𝑡
0

(1)

mund të përafrohet me shumën
𝑇

∑ 𝜃̇𝑖 (𝑡) ∗ ∆𝑡
𝑖=0

(2)

Ku 𝜃̇ (𝑡) paraqet shpejtësinë këndore dhe 𝑑𝑡 është diferenciali kohorë kurse ∆𝑡 është
ndryshimi i kohës që nga hera e fundit kur është lexuar vlera e shpejtësisë këndore.
Për shkak se ∆𝑡 e ka një madhësi relativisht të madhe, me kalimin e kohës integrimi i vlerës
së xhiroskopit bëhet gjithnjë e më i pa saktë, pasi që shkon duke u rritur. Për ta rregulluar
këtë gabim përdoret akselerometri – matësi i nxitimit.
5.4.2 Akselerometri
Akselerometri është sensor që matë nxitimin për gjatë boshtit në të cilin është vendosur. Pra
nga akselerometri është e mundur të nxirret pozita e quadcopterit në hapësirë, relativisht prej
pozitës fillestare kur ai ka filluar punën. Mirëpo për të marrë vlerat e pozitës, tash vlerat e
sensorit duhet të integrohen dy herë, prandaj edhe gabimi rritet edhe më shumë se te
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xhiroskopi dhe këto vlera shpejtë bëhen të pa vlefshme. Prandaj akselerometrin nuk e
përdorim për të marrë pozitën, por e përdorim për të llogaritur këndet rreth boshteve X dhe
Y. Këto kënde llogariten edhe në xhiroskop, mirëpo xhiroskopi ka gabime dhe këto vlera të
akselerometrit përdoren për ti rregulluar vlerat e xhiroskopit. Arsyeja se pse nuk përdoret
vetëm akselerometri është se akselerometri është shumë i ndjeshëm dhe ndikohet nga secila
forcë që vepron në quadcopter duke përfshirë edhe dridhjet e motorëve, prandaj vlerat e
akselerometrit kanë shumë gabime në to. Pra ne i bashkojmë vlerat e xhiroskopit me vlerat e
akselerometrit me anë të një filtri matematikorë siç është filtri i Kalman-it. Formulat për
llogaritjen e këndeve nga vlerat e akselerometrit janë (Pedley, 2013):
𝑡𝑔(𝛼) =

𝐴𝑦
𝐴𝑧

(3)

dhe
𝑡𝑔(𝛽) =

−𝐴𝑥
√𝐴2𝑦 + 𝐴𝑧2

(4)

Ku
α – Këndi rreth boshtit X
β – Këndi rreth boshtit Y
Ax – Nxitimi në drejtim të boshtit X
Ay – Nxitimi në drejtim të boshtit Y
Az – Nxitimi në drejtim të boshtit Z
Nga këto formula mund të llogariten këndet shumë lehtë përmes funksionit invers
trigonometrik 𝑎𝑟𝑐𝑡𝑔:
𝐴𝑦
𝛼 = 𝑎𝑟𝑐𝑡𝑔 ( )
𝐴𝑧

(5)

Dhe
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−𝐴𝑥
𝛽 = 𝑎𝑟𝑐𝑡𝑔 (
)
√𝐴𝑦2 + 𝐴2𝑧

(6)

5.4.3 IMU
IMU është term që përdoret për të përshkruar njësitë e sensorëve ku janë të përmbledhur
xhiroskopët, akselerometrat dhe ndonjëherë edhe sensorë tjerë që ndihmojnë në llogaritjen e
pozitës, siç janë magnetometrat - matësit e fushës magnetike të cilët mund të përdoren për të
ndihmuar me gjetjen e këndit rreth boshtit Z duke e treguar drejtimin e polit verior - pastaj
barometrat - matësit e presionit atmosferik të cilët mund të përdoren për të matur lartësinë e
quadcopterit – ku të gjithë këta sensorë janë të paketuar në një pllakë të vetme elektronike.
Kjo bënë që IMU-të të jenë shumë të përshtatshme, pasi që të gjithë sensorët janë të vendosur
në një pllakë dhe përmes komunikimit digjital, përmes protokolleve si I2C dhe SPI, të gjithë
këta sensorë mund të lidhen me Arduino vetëm përmes një busi për komunikim. Në fillim e
kemi përdorë një IMU nga prodhuesi Adafruit. Në pllakën e Adafruit janë çipat:

Tabela 1. Lista e sensorëve në Adafruit 10 DOF IMU

L3GD20H

Xhiroskop me 3 boshte

LSM303

Akselerometër dhe magnetometër me 3 boshte

BMP180

Barometër dhe matës i temperaturës

Lidhja e kësaj pllake me Arduino, bëhet me protokollin I2C ku nevojiten dy pina për të
komunikuar me të gjithë sensorët. Pinat për I2C zakonisht emërtohen SDA- Serial Data(shq.
Të dhënat serike) dhe SCL-Serial Clock (Takti serik) e që në Arduino Due këta pina janë pini
20 për SDA dhe pini 21 për SCL. Komunikimi bëhet përmes librarisë Wire.h e cila i ka të
programuara detajet e protokollit. Gjithashtu kompania Adafruit ofron librari të kodit për
lexim dhe përpunim të vlerave nga sensorët, ato vlera pastaj përdoren drejtpërdrejt në kodin
e quadcopterit për kontrollim.
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Figura 12. Adafruit 10 DOF IMU

Megjithatë, në nuk e kemi përdorë këtë paketë të sensorëve, pasi që akselerometri kthente
vlera shumë të zhurmshme të cilat edhe pas filtrimit nuk jepnin vlera të mira për kontrollim
të quadcopterit. Prandaj e kemi përdorë një IMU tjetër, të kompanisë InvenSense me emrin
MPU6050. Kjo pllakë e sensorëve përmban vetëm akselerometra dhe xhiroskopë për tre
boshtet, pra nuk ka magnetometër dhe barometër. Komunikimi edhe me këtë pllakë bëhet
përmes I2C. Për ti marrë vlerat e sensorëve nga pllaka nuk ka librari zyrtare nga InvenSense,
mirëpo ekzistojnë libraria jo-zyrtare të cilat e kryejnë punën shumë mirë. Një veçori e këtij
sensori është i DMP – Digital Motion Processor (shq. Procesori Digjital i Lëvizjes). Kjo është
një pjesë e veçantë e qarkut të sensorit e cila ka për detyrë të bëjë llogaritjet e nevojshme për
të treguar vlerat e këndeve në hapësirë. Pra DMP-ja i bënë të gjitha llogaritjet për të cilat
kemi shkruar më sipër siç janë marrja e vlerave nga xhiroskopi dhe akselerometri, përpunimi
i këtyre të dhënave si dhe filtrimi dhe bashkimi i tyre përmes një filtri siç është filtri i
Kalmanit. Përparësia e kësaj është se në këtë mënyrë hiqet barra e llogaritjes prej Arduinosë dhe në kod vijnë vlerat e gatshme.
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Figura 13. Sensori MPU6050

5.4.4

Kodi

Kodi për të lexuar vlerat e këndeve nga sensori MPU6050, përbëhet kryesisht nga funksionet
e librarisë së kodit për pajisje me komunikim I2C I2Cdev. Kjo është një librari me kod të
hapur, e cila nuk është e zhvilluar nga Arduino apo nga ndonjë prodhues i pajisjeve me I2C,
por është nisur nga një inxhinier me emrin Jeff Rowberg, e pastaj me ndihmën e tjerëve në
komunitetin e kodit të hapur është zhvilluar më tutje.
Përdorimi i librarisë është i ngjashëm me librarinë Servo.h për motorë. Dallimi është se tash
duhet ti përdorim tre skedarë ku njëri përmban klasat kryesore të librarisë, njëri i ka
funksionet specifike të sensorit MPU 6050, si dhe skedari me funksione dhe struktura të
dobishme matematikore.
#include
#include
#include
#include

<helper_3dmath.h>
<MPU6050_6Axis_MotionApps20.h>
<I2Cdev.h>
<Wire.h>

I2Cdev.h është libraria kryesore, MPU6050_6Axis_MotionApps20.h është libraria
me funksionet specifike të sensorit dhe helper_3dmath.h është libraria me funksionet
ndihmëse matematikore për llogaritje në 3 dimensione. Gjithashtu duhet të përfshihet edhe
libraria Wire.h edhe pse është e përfshirë te I2Cdev.h pasi që nganjëherë Arduino ka
problem me makrot paraprocesorike.
Pastaj janë disa deklarime të variablave që duhet ti bëjmë:
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MPU6050 mpu;
bool dmpReady = false;
uint8_t mpuIntStatus;
uint8_t devStatus;
uint16_t packetSize;
uint16_t fifoCount;
uint8_t fifoBuffer[64];
Quaternion q;
VectorInt16 aa;
VectorInt16 aaReal;
VectorInt16 aaWorld;
VectorFloat gravity;
double perx, pery;

MPU6050 është klasa që përmban funksionet për sensor, pastaj variablat tjera deri te vargu
fifoBuffer[64] janë varabla ndihmëse të cilat përdoren për të mbajtur informata që
kthehen nga funksionet e sensorit, si p.sh. variabla dmpReady e cila përdoret për të treguar
se a është i gatshëm për përdorim çipi DMP. Pastaj variablat në vazhdim deri te perx dhe
pery janë variabla me tipa të definuar në helper_3dmath.h pra që përdoren për
llogaritje matematikore, perx dhe pery janë variablat ku rruhen vlerat finale të këndit
kah boshti x dhe y respektivisht. Gjithashtu për përdorim të çipit DMP duhet ta përdorim
edhe ndërprerjet(interrupt). Kjo bëhet me anë të funksionit të gatshëm të Arduinos
attachInterrupt(). Në vazhdim në funksionin setup() i kryejmë disa hapa për
fillimin e punës me sensorin dhe me çipin DMP:
mpu.initialize();
mpu.testConnection()
devStatus = mpu.dmpInitialize();
mpu.setXGyroOffset(220);
mpu.setYGyroOffset(76);
mpu.setZGyroOffset(-85);
mpu.setZAccelOffset(1788);

Në fillim e nisim punën e sensorit me anë të metodës initialize(), pastaj e testojmë
lidhjen me anë të metodës testConnection() pastaj e nisim çipin DMP me anë të
metodës dmpInitialize() dhe rezultatin e nisjes e ruajmë në variabilën devStatus,
kjo variabël përdoret më vonë për të kontrolluar se a është në rregull puna e çipit apo jo.
Pastaj me metodat Offset për secilin bosht, i tregojmë zhvendosjet fizike të sensorit të cilat
mund ti gjejmë në fletën e të dhënave të sensorit:
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if (devStatus == 0) {
mpu.setDMPEnabled(true);
attachInterrupt(digitalPinToInterrupt(3), dmpDataReady, RISING);
mpuIntStatus = mpu.getIntStatus();
dmpReady = true;
packetSize = mpu.dmpGetFIFOPacketSize(); }

Pastaj e kontrollojmë variabilen devStatus , nëse është e barabartë me zero atëherë çdo
gjë është në rregull. Në vazhdim, tregojmë që do ta përdorim çipin DMP me anë të metodës
setDMPEnabled(), pastaj siç e cekëm më lart duhet ta përdorim funksionin
attachInterrupt() i cili i pranon tre parametra ku i pari tregon pinin ku e kemi lidhur
ndërprerjen, e që në rastin tonë është pini 3, pastaj duhet ti tregojmë emrin e funksionit që
duhet të ekzekutohet kur Arduino detekton një ndërprerje, e që në rastin tonë është funksioni
me emrin dmpDataReady() , që do ta tregojmë më poshtë, si dhe parametri i tretë paraqet
modën e regjistrimit të ndërprerjes e që rastin tonë është RISING që do të thotë se ndërprerja
duhet të regjistrohet në ngritje të sinjalit. Në vazhdim të kodit e lexojmë statusin e
ndërprerjeve nga sensori, pre e kontrollojm se a ka dërguar ndërprerje sensori apo jo. Pastaj
e vendosim se çipi DMP është i gatshëm për përdorim dhe e marrim madhësinë e paketave
me të dhëna që vijnë nga sensori me anë të metodës dmpGetFIFOPacketSize(). Nëse
devStatus nuk është e barabartë me zero kemi pasur ndonjë gabim me DPM-në, prandaj
kodi ndalet dhe nuk vazhdon, pra duhet të ri-startohet Arduinoja.
Pas këtyre hapave, jemi të gatshëm ti marrim vlerat nga sensorët. Këtë e bëjmë vazhdimisht
në funksionin loop(), përmes funksionit Vlerat_e_reja():
void Vlerat_e_reja()
{
if (!dmpReady) return;
while (!mpuInterrupt && fifoCount < packetSize)
{
if(mpuInterrupt) break;
}
mpuIntStatus = mpu.getIntStatus();
fifoCount = mpu.getFIFOCount();

Brenda funksionit në fillim e kontrollojmë se a është i gatshëm sensori për punë, nëse jo funksioni
nuk vazhdon. Pastaj e kontrollojmë se a ka vlera të reja për lexim si dhe e marrim sasinë e vlerave
që janë të gatshme.
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if (mpuIntStatus & 0x02) {
while (fifoCount < packetSize){
fifoCount = mpu.getFIFOCount();
}
mpu.getFIFOBytes(fifoBuffer, packetSize);
fifoCount -= packetSize;
mpu.dmpGetQuaternion(&q, fifoBuffer);
mpu.dmpGetGravity(&gravity, &q);
mpu.dmpGetYawPitchRoll(zyx, &q, &gravity);
}
}

Pastaj nëse çipi DMP është i gatshëm për tu lexuar (pra nëse përmbushet kushti
mpuIntStatus & 0x02), atëherë presim deri sa të mbushet fifioBuffer, dhe pastaj
i lexojmë vlerat me anë të metodës getFIFOBytes(). Në fund i përpunojmë këto vlera
me anë të tri metodave të cilat thirren me rend, dmpGetQuaternion(),
dmpGetGravity(), dmpGetYawPitchRoll(). Në fund, këndet rreth boshteve
kordinative rruhen në vargun zyx, të cilin e përdorim në funksionin loop() për ti kryer
llogaritjet e nevojshme:
x_data = zyx[2]* 180/M_PI;
y_data = zyx[1]* 180/M_PI;
z_data = zyx[0]* 180/M_PI;

Secila vlerë e vargut zxy shumëzohet me

180°
𝜋

për tu kthyer në shkallë.

Funksioni që përdoret kur ka ndërprerje është:
volatile bool mpuInterrupt = false;
void dmpDataReady() {
mpuInterrupt = true;
}

Në fillim variabla mpuInterrupt deklarohet si volatile që tregon se mund të
ndryshojë në çdo moment, pra kompajlleri nuk guxon të bëj optimizime mbi këtë variabël.
Në funksionin dmpDataReady() variabla mpuInterrupt barazohet me vlerën true,
pra tregohet se ka ndërprerje dhe pastaj kjo variabël përdoret në funksionin
Vlerat_e_reja() siç është treguar më lartë.
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5.5

PID

Kontrolluesi PID – Proporcional Integral Derivat, është një mekanizëm për kontroll me unazë
me reagim që ka përdorim të gjerë në sisteme automatike. Ky mekanizëm, që është në
përdorim që nga vitet e 20-ta të shekullit të kaluar, mundëson kontrollimin quadcopterit duke
e kontrolluar shpejtësinë e motorëve në atë mënyrë që pozita aktuale e quadcopterit të
përshtatet me pozitën e dëshiruar. Kontrolluesi PID këtë e bënë duke e llogaritur vazhdimisht
vlerën e gabimit që paraqet ndryshimin në mes të vlerës së dëshiruar dhe vlerës aktuale që
matet, e që në rastin tonë janë këndet e pozitës që i matim me anë të IMU-së, pastaj
kontrolluesi aplikon një rregullim të gjendjes që bazohet në termet proporcionale, integrale
dhe derivate. Pra kontrolluesi përpiqet ta minimizoj gabimin në kënd përgjatë kohës, duke e
ndryshuar një variabël të kontrollit që në rastin tonë është shpejtësia e motorëve. Ekuacioni
i përgjithshëm i PID është:
𝑡

𝑢(𝑡) = 𝐾𝑝 𝑒(𝑡) + 𝐾𝑖 ∫ 𝑒(𝜏)𝑑𝜏 + 𝐾𝑑
0

𝑑𝑒(𝑡)
𝑑𝑡

(7)

Ku 𝑢(𝑡) është variabla e kontrollit, e që në rastin tonë është variabla që e ndryshon
shpejtësinë e motorëve, 𝐾𝑝 , 𝐾𝑖 dhe 𝐾𝑑 që janë numra pozitiv, paraqesin koeficientët për
termet proporcionale, integrale dhe derivate, respektivisht. Termi proporcional i rregullon
vlerat e tanishme të gabimit, termi integral i rregullon vlerat e kaluara të gabimit kurse termi
derivat i rregullon vlerat e mundshme të gabimit në të ardhmen duke u bazuar në shkallën e
tanishme të ndryshimit.
Në rastin tonë, për quacdopter na janë nevojitur dy kontrollues PID, një për këndin rreth
boshtit X dhe një për këndin rreth Y-it. Për këndin rreth boshtit Z, nuk kemi përdorur
kontrollues pasi që leximet e IMU-së për atë kënd nuk janë shumë të sakta, prandaj
kontrollimi i atij këndi i mbetet pilotit të dronit pasi që nuk paraqet ndonjë problem shumë të
madh.
Pasi që të llogariten vlerat e kontrolluesve PID për secilin kënd, duhet që ta ndryshojmë
shpejtësinë e motorëve përkatësisht me pozitën e secilit motor, pra nëse motori kontribuon
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në rritje të këndit rreth boshtit X atëherë duhet ta mbledhim shpejtësinë e motorit me vlerën
e kontrolluesit për këndin kah X-i, e nëse motori kontribuon në zvogëlimin e këndit duhet ta
zbresim vlerën e kontrolluesit nga shpejtësia e motorit, e kështu me radhë për secilin motor.

5.5.1 Kodi për PID
Kodi për PID është i bazuar në librarinë me kod të hapur për llogaritje të PID për Arduino të
quajtur Arduino PID library, të cilën e ka zhvilluar një inxhinier i cili pastaj e ka bërë publike
për përdorim të lirë. Të gjitha detajet e implementimit të librarisë mund të gjenden në uebfaqen e Arduino-së si dhe në ueb-faqen e inxhinierit në fjalë, Brett Beauregard. Për ne me
rëndësi është funksioni i cili e bënë llogaritjen e PID i cili është:
double error = *mySetpoint - input;
ITerm += (ki * error);
if(ITerm > outMax) ITerm= outMax;
else if(ITerm < outMin) ITerm= outMin;
double dInput = (input - lastInput);
double output = kp * error + ITerm- kd * dInput;

Ku fillimisht llogaritet gabimi që është ndryshimi në mes të vlerës së dëshiruar dhe vlerës
aktuale, pastaj llogaritet termi integral i PID, pastaj llogaritet edhe termi Derivat. Në fund
dalja e PID llogaritet duke i mbledhur termat në mes veti.
Në kodin tonë për ta përdorur librarinë PID duhet ti deklarojmë disa variabla ku përfshihen
edhe dy objekte nga libraria të cilat i kemi quajtur x_anglePID dhe y_anglePID, si dhe
disa variabla tjera ndihmëse:
double Setpoint, Input_x, Input_y, Output_x, Output_y;
double Kp=8, Ki=0, Kd=1.5;
PID x_anglePID(&Input_x, &Output_x, &Setpoint, Kp, Ki, Kd, DIRECT);
PID y_anglePID(&Input_y, &Output_y, &Setpoint, Kp, Ki, Kd, DIRECT);

Këtu variablat Setpoint, Input_x, Input_y, Output_x, Output_y, janë
variabla ndryshuese, prandaj ia kalojmë konstruktorit të klasës PID duke i referencuar pasi
që dëshirojmë që ndryshimet që ndodhin në këto variabla të përcillen në të gjitha vendet ku
përdoren. Setpoint parqet vlerën e dëshiruar, Input_x, Input_y janë hyrjet për
kontrolluesin për këndin rreth X-it dhe Y-it si dhe daljet janë Output_x dhe Output_y.
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Variablat Kp,

Ki,

Kd, paraqesin koeficientet e termeve të PID-së, këto mund ti

ndryshojmë më vonë por duhet ta përdorim një funksion të klasës për ta bërë këtë. Parametri
DIRECT

është një parametër i konstruktorit të klasës i cili e tregon drejtimin e daljes së PID-

së, mënyra tjetër e këtij parametri është REVERSE që do të thotë e kundërt, pra dalja e ka
drejtimin e kundërt, kjo modë nuk përdoret shumë mirëpo ka mundësi ndërrimi për aplikime
të ndryshme. Në vazhdim, në funksionin setup() i rregullojmë objektet e PID-së, pra
x_anglePID dhe y_anglePID, në mënyrë që të mund ti përdorim më vonë:
Setpoint = 0;
x_anglePID.SetMode(AUTOMATIC);
y_anglePID.SetMode(AUTOMATIC);
x_anglePID.SetOutputLimits(-100,100);
y_anglePID.SetOutputLimits(-100,100);

Në fillim e vendosim variabilen Setpoint në zero, pra dëshirojmë që këndet rreth X-it dhe
Y-it të jenë zero në mënyrë që quadcopteri të qëndroj i balancuar në ajër. Pastaj e përdorim
funksionin SetMode(),me anë të të cilit i lëshojmë në punë kontrolluesit, pra parametri
AUTOMATIC

e lëshon në punë kontrolluesin kurse nëse ka nevojë që të ndalet, e që në rastin

tonë kjo nevojë nuk paraqitet, mund të përdoret parametri MANUAL. Me anë të funksionit
SetOutputLimits() i vendosim limitet e vlerës së daljes nga kontrolluesi, ne i kemi
vendosur nga -100 deri në 100. Pra nga kontrolluesit PID e marrim një vlerë në mes të këtyre
limiteve, e pastaj këtë vlerë mund ta përdorim për ta shtuar apo zvogëluar shpejtësinë e
motorëve. Pas kësaj, kontrolluesit janë të gatshëm për përdorim. Në funksionin loop() e
kemi përdorur funksionin SetTunings()për ti ndërruar vlerat e parametrave të PID-së.
Vlerat e reja i vendosim me anë të komunikimit serik prej kompjuterit, kjo nevojitet vetëm
për kalibrim të parametrave e jo gjatë punës normale të quadcopterit:
x_anglePID.SetTunings(Kp,Ki,Kd);
y_anglePID.SetTunings(Kp,Ki,Kd);

Pastaj, punën e mëtutjeshme të kontrolluesve e kemi vendosur në një funksion që e kemi
quajtur PID_rreg(); e që e thërrasim vazhdimisht në funksionin loop():
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void PID_rreg()
{
Input_x = x_data;
Input_y = y_data;
x_anglePID.Compute();
y_anglePID.Compute();
mot[0]
mot[1]
mot[2]
mot[3]

=
=
=
=

value
value
value
value

+
+

Output_y
Output_y
Output_y
Output_y

+
+
-

Output_x;
Output_x;
Output_x;
Output_x;

}

Në fillim të funksionit, i japim vlerat e reja nga sensori, pastaj e përdorim funksionin
Compute() të cilin e kemi treguar më lartë, ku bëhet llogaritja e PID-së. Në fund, vlerat e
llogaritura të PID ua shtojmë motorëve sipas pozitës së tyre dhe rolit në quadcopter. Vlerat e
PID-së për këndin kah boshti Y ia zbresim motorëve me indeksin 0(që është motori i
përparmë në anën e majtë siç e kemi cekur më lartë) dhe 2 pasi që këta motor kontribuojnë
negativisht në atë kënd dhe kështu nëse këndi është më i madh se sa dëshirojmë atëherë dalja
e PID-së është negative prandaj shpejtësia e motorëve rritet për ta drejtuar këndin, kurse iu
shtohet motorëve me indekset 1 dhe 3. Dalja për këndin kah boshti X iu shtohet motorëve me
indeks 0 dhe 1, pra motorëve të përparmë, kurse iu zbritet motorëve me indekse 2 dhe 3 për
arsyet e njëjta si për daljen e këndit kah boshti Y.
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6

DISKUTIME DHE PËRFUNDIME

Gjatë punimit të quadcopterit, problemi më i madh që është hasur ka qenë leximi i vlerave
nga sensori dhe përpunimi i tyre. Siç është përmendur, është dashur të provohen dy sensorë
të ndryshëm pasi që i pari nuk funksiononte si duhet, mirëpo edhe sensori tjetër ka pasur
probleme me lexim të vlerave. Problemi kryesorë te sensorët ka qenë zhurma e jashtme e
veçanërisht dridhjet e mëdha nga motorët. Në figurat 14 dhe 15 mund të shihet dallimi në
mes të sensorëve Adafruit 10 DOF dhe MPU6050. Në këto figura shihet se sensori MPU6050
jep informata shumë më stabile dhe të pa ndikuara nga zhurmat e jashtme, në anën tjetër
sensori Adafruit 10 DOF shihet se jep të dhëna shumë të zhurmshme, të cilat për fat të keq
nuk janë të përshtatshme për quadcopter.

Figura 14. Leximi nga sensori Adafruit 10 DOF

Figura 15. Leximi nga sensori MPU6050

Për ta përmirësuar këtë zhurmë nga sensori, është tentuar të aplikohet filtri i Kalmanit dhe ka
pasur sukses të mirë mirëpo pasi që ky filtër kërkon resurse të mëdha kompjuterike të cilat
janë të vështira për Arduino DUE, kemi vendosur ta përdorim DMP-në e MPU6050.
Pjesë tjetër që ka mbetur për tu përmirësuar është edhe kontrollimi nga larg i quadcopterit.
Edhe pse kjo nuk ishte pjesë e qëllimeve kryesore të punimit, një quadcopter nuk është i
kompletuar nëse nuk mund të pilotohet nga larg. Për këtë, përmirësim i mirë do të ishte
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mundësia e kontrollit nga larg me anë të ndonjë pajisje smart siç janë telefonat smart apo
tabletat e ndryshme.
Ndërtimi i këtij quadcopteri ka qenë një përvojë mjaft e mirë në dizajn dhe në përdorimin e
veglave të ndryshme inxhinierike dhe shpresojmë që të shërbejë në të ardhmen në projekte
të tjera.

29

7

REFERENCAT

Arduino AG. (n.d.). arduino.cc. (Arduino AG) Retrieved July 25, 2015, from
https://www.arduino.cc/en/Main/arduinoBoardDue
Gibiansky, A. (2012, November 23). andrew.gibiansky.com. Retrieved March 2, 2016,
from http://andrew.gibiansky.com/blog/physics/quadcopter-dynamics/
Liang, O. (2013, October). oscarliang.com. Retrieved November 12, 2016, from
https://oscarliang.com/quadcopter-motor-propeller/
Norris, D. (2014). Build Your Own Quadcopter: Power Up Your Designs with the Parallax
Elev-8. McGraw-Hill Education.
Pedley, M. (2013). cache.freescale.com. Retrieved November 2016, from
https://cache.freescale.com/files/sensors/doc/app_note/AN3461.pdf
Scarpino, M. (2015). Motors for Makers: A Guide to Steppers, Servos, and Other Electrical
Machines. Que Publishing.

30

