A central goal of computer science education is to teach students how to reason about the correctness of the code they write. Typically, students use a trial and error process and check that their logic "works" by running it on test inputs. Typically, instructors encourage them towards logical reasoning through manual tracing of the code. Rarely reasoning tools are used in the process, at least partly because few instructors are familiar with them and fewer have the time to investigate and experiment. The purpose of this panel is to introduce the attendees to a variety of reasoning tools the presenters have used in their classrooms. In some cases, the tools have been used in only one or two classes of a course to illustrate specific points. In other cases, entire projects have been done using the tools. The courses range from the introductory sequence and discrete structures to software engineering and graduate-level courses. The tools are freely available on the web and attendees will be encouraged to experiment with the reasoning tools on their own laptops to solve simple reasoning problems.
Inside the classroom, reasoning tools make it possible to demonstrate quickly certain non-trivial aspects of reasoning, helping students ask and answer a variety of "what if" questions that would be difficult or impossible to do in the absence of tools. Outside the classroom, students can learn to check the logic of their code at their own pace at a place and time of their convenience, and understand the ideas using a number of exercises. The overall goal is to help educators see the potential benefits of using reasoning tools in the context of introductory computer science, discrete structures, programming languages, and software engineering courses. The panelists will use a variety of examples to illustrate the ideas, ranging from simple straight-line code with subtle errors to code involving objects, loops, and recursion.
The panel will be organized as follows. Each panelist will present a reasoning concept or two in about 8 minutes, and then follow it up with 8 minutes of "what if" questions from either from the panelist to the attendees or from the attendees to the panelist (asked in the style of students learning the topic). The goal is to motivate and demonstrate how one might approach teaching rigorous reasoning about software correctness. Some of the exercises might involve the attendees trying the tools on their own laptops. The goal is to introduce a range of concepts that can be effectively taught with tools using various course contexts so that the attendees to incorporate the ideas in their own courses.
BRUCE W. WEIDE
Reasoning tools have been used in the second semester of the introductory sequence in "software" for CS majors at Ohio State. The software sequence (designed by Weide and others) consists of two semester-long courses, the second of which is taken concurrently with the first of two courses in "foundations." The first software course introduces some logic concepts and notations so that students can read and understand (but not write) formal specifications, and the second one also instructs them in how to write some specifications. In the first foundations course, students become familiar with some proof techniques. This means that by late in the second software course, all these concepts can be tied together nicely via examples using automated verification tools that students should increasingly be expected to encounter in the workplace shortly after graduating. 
MURALI SITARAMAN
In three required courses for CS majors at Clemson, Sitaraman and other instructors have used a web-based reasoning tool supported by the RESOLVE verifying compiler, details of which may be found in [1, 2] . For connecting proofs with establishing software correctness in a discrete structures course, he has used a variety of exercises, including ones that involve inductive proofs and recursive code, for example [3] . Clemson has also used the reasoning tool more extensively in a software engineering course for underscoring the role of formal contracts in establishing the correctness of component-based code in a modular fashion. Details of these reasoning projects may be found in [4] .
Murali Sitaraman is Professor of Computer Science in the School of Computing at Clemson University. His research spans a spectrum of foundational, practical, and educational topics in software engineering. He has been involved in developing tools and techniques for enhancing mathematical reasoning in undergraduate CS education for nearly 25 years. He has offered tutorials and workshops to educators on teaching mathematical reasoning at SIGCSE several times, including four of the last five years.
NIGAMANTH SRIDHAR
At Cleveland State University, Nigamanth Sridhar uses reasoning tools in two different courses. In the senior-level course on software engineering, students learn the role of formal assertions in the context of specifying software interfaces. Students work in the Visual Studio environment and use Code Contracts [5] to check correctness of code with respect to specifications. The other is a graduate-level formal methods course that is focused exclusively on tools for model checking and software verification, such as Dafny, NuSMV, RESOLVE, and SPIN.
Nigamanth Sridhar is an Associate Professor in Electrical Engineering and Computer Science at Cleveland State University. He co-directs the graduate program in Software Engineering. For the last several years, Sridhar has worked on the application of formal methods in reasoning about correctness of software for small embedded systems. Sridhar, along with his colleagues, is currently running an NSF-funded project to train high school teachers across Ohio to teach the new CS Principles course.
GREG KULCZYCKI
Greg Kulczycki has introduced reasoning tools in Object-Oriented Software Specification and Construction, a course in the core curriculum for software engineering graduate students at George Mason University. The course uses [6] to present a specificationcentric view of Java development and introduces assertions such as requires clauses, ensures clauses, abstraction functions, and representation invariants. The course uses Dafny [7] , an objectoriented language that can be annotated with assertions. Using the Dafny compiler, code exercises can be written, compiled, and verified online, though Dafny is limited in its support of abstraction and modularity.
Gregory Kulczycki served as an assistant professor at Virginia Tech and has worked as a formal methods researcher at Battelle Memorial Institute. He is currently a professor of practice at Virginia Tech and is coordinating the Computer Science Department's involvement in the online Masters of Information Technology program. He has been introducing students to formal reasoning in one form or another for over a decade and has significant experience with instruction via online courses.
PANEL AUDIENCE
The panel should be of interest to all educators who might be interested in infusing tools to engage students and help them see the benefits of logical reasoning. Since examples from a variety of courses using different tools will be presented, the audience will be quickly introduced to a number of ideas with which they can experiment in their classrooms. SIGCSE routinely has a sizeable contingent of attendees interested in mathematical thinking [8] , code analysis, and tools. The panel will be of interest to a good number of these attendees who are looking for ways to help students learn to reason better about their code. The panel will involve significant tool demonstration and active audience participation to make it engaging.
