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Cilj diplomske naloge je bil raziskati delovanje in področja uporabe tehnologije veriženja blokov 
ter s pomočjo pridobljenega znanja in programskih ogrodij razviti aplikacijo za deljenje vsebin, ki 
temelji na izmenjavi denarja v zasebni kriptovaluti. 
Naloga posrednika v klasičnih, centraliziranih sistemih je, da skrbi predvsem za verodostojnost 
in avtentičnost podatkov. Z uporabo tehnologije veriženja blokov odpade potreba po zaupanja vrednem 
posredniku pri izmenjavi podatkov. Vsak zapis v verigo blokov je javen in lahko kdorkoli preveri, ali se 
je od njegovega nastanka spremenil. Zaradi načina delovanja tehnologije veriženja blokov je mogoče 
imeti popoln pregled nad preteklimi stanji sistema, saj je podatke, zapisane v verigo, praktično 
nemogoče spremeniti. 
Aplikacije, ki temeljijo na tehnologiji veriženja blokov, se uporabljajo na različnih področjih, 
predvsem kjer imamo opravka s pomembnimi informacijami in ne želimo, da bi te bile na kakršenkoli 
način spremenjene ali pa bi imel nad njimi nekdo nepošten vpliv. Blokovna veriga se tako na primer 
uporablja v kibernetski varnosti, decentraliziranem shranjevanju podatkov, decentraliziranih 
avtonomnih organizacijah, internetu stvari in zdravstvu. 
Za enostavnejši in hitrejši razvoj aplikacij, ki temeljijo na tehnologiji veriženja blokov, obstaja 
mnoštvo programskih knjižnic in storitev. Za razvoj lastne rešitve za izmenjavo vsebin z uporabo 
navideznega denarja, imenovane MMShare, sem tudi sam preizkusil delovanje ene izmed odprtokodnih 
izvedb blokovne verige, imenovane Naivecoin. Vsak prenos navideznega denarja se v platformi zabeleži 
v blokovno verigo, tako da nihče izmed uporabnikov ne more svojih digitalnih sredstev porabiti dvakrat 
in sistem pretentati.  
Platformo MMShare sestavljata zaledni in čelni del. Zaledni del sestavljajo knjižnica Naivecoin 
s spletnim vmesnikom REST, ki skrbi za interakcijo z blokovno verigo, podatkovna zbirka MongoDB 
za zapis potrebnih informacij o uporabnikih in vsebinah ter aplikacijska logika s spletnim vmesnikom 
REST za dostop čelnega dela do funkcionalnosti platforme. Aplikacijo MMShare je mogoče uporabljati 
s spletno ali mobilno aplikacijo, ki sta prilagojeni uporabi na različnih napravah.  
Ključne besede: blokovna veriga, veriženje blokov, varnost, porazdeljeno omrežje (P2P), 
deljenje vsebin, aplikacija, zasebna valuta 
  
   
 
Abstract 
The goal of the diploma thesis was to investigate the operation and the scope of the blockchain 
technology, and through the acquired knowledge and software frameworks to develop a content sharing 
application based on the exchange of money in private cryptocurrency. 
The task of an intermediary in classical, centralized systems is to take care primarily of the 
authenticity of the data. With the use of blockchain we get rid of a trusted agent to exchange data. Each 
record in the blockchain is public and anyone can check whether it has changed since its creation. Due 
to the way the blockchain operates, it is possible to have a complete overview of the past system 
conditions, since the data recorded in the chain is practically impossible to change. 
Applications based on blockchain technology are used in different areas, especially where we deal 
with important information and we do not want them to be altered in any way or would have an unfair 
influence over them. For example, the block chain is used in cyber security, decentralized data storage, 
decentralized autonomous organizations, the Internet of Things and healthcare.  
There are many software libraries and services for simpler and faster development of applications 
based on blockchain technology. In order to develop my own solution for sharing content using virtual 
money called MMShare, I have tried one of the open source versions of the blockchain libraries called 
Naivecoin. Every transfer of virtual money is recorded in the block on the platform, so that none of the 
users can spend twice their digital assets in order to cheat. 
The MMShare platform consists of the backend and the frontend. The backbone consists of the 
Naivecoin library with the REST web interface that interacts with the blockchain, the MongoDB 
database to record the necessary information on users and content, and the application logic with the 
REST web interface for accessing the front end. The MMShare application can be used with a web or 
mobile version that is customized for use on different devices. 
Key words: blockchain, chaining blocks, security, distributed network (P2P), content sharing, 












 Z razvojem informacijsko-komunikacijskih tehnologij se spreminja tudi način, na 
katerega se informacije shranjujejo in so nato dostopne uporabnikom. Pri shranjevanju 
informacij je pomemben tako tehnični vidik, ki vključuje načine in vrste shrambe, kot tudi 
stopnja varnosti, ki nam jo posamezen način shranjevanja in dostopa do podatkov nudi. 
 Tradicionalni način shranjevanja in dostopa do informacij, ki je danes še vedno najbolj 
razširjen in uporabljen, je centralizirani dostop. V jedru arhitekture takšnega dostopa je 
centralni strežnik, ki skrbi za hrambo informacij ter njihovo obdelavo. Odjemalci se s 
strežnikom povezujejo in pridobivajo informacije preko računalniškega omrežja z uporabo 
različnih komunikacijskih protokolov. Strežnik je tako dosegljiv od kjerkoli iz omrežja več 
uporabnikom hkrati, kar pa ima določene prednosti in slabosti. 
Prednost tradicionalnega centraliziranega načina shranjevanja informacij je njihovo 
shranjevanje na enem samem mestu. Vsi podatki so takoj dosegljivi in kakršna koli sprememba 
v shranjenih informacijah je takoj vidna vsem končnim odjemalcem. Ti lahko v zbirki 
podatkov centraliziranega sistema izvajajo operacije iz družine CRUD (Create, Read, Update, 
Delete), ki vključujejo ustvarjanje, branje, posodabljanje in brisanje podatkov. 
Ima pa centralizirani način shrambe informacij tudi kar nekaj slabosti. Če pride do 
izgube ali spremembe informacij, je te zelo težko povrniti nazaj. Težava je lahko tudi slabša 
pretočnost in v skrajnem primeru dostopnost informacij, če pride v kratkem časovnem intervalu 
na strežnik veliko zahtevkov. Napadalci lahko strežnik namenoma obremenijo z velikim 
številom zahtevkov, ki jih strežnik ne more sproti obdelati, in na ta način ohromijo storitev. 
Ker večina uporabnikov redko občuti omenjene pomanjkljivosti, zaupa, da bodo strežniki 
vedno na voljo ter da se podatkom ne more kaj dosti zgoditi. Še posebej pa se povprečnemu 
uporabniku ne zdi verjetno, da bo ravno on tarča naslednjega obsežnega vdora. 
Poleg zgoraj navedenih ranljivosti je problematičen še en vidik uporabe centraliziranih 
sistemov. Za strežnik namreč vedno skrbi nek ponudnik storitve shranjevanja informacij 
oziroma posrednik. Uporabniki morajo posredniku zaupati, da so shranjeni podatki [1]:  
 verodostojni (se od svojega nastanka niso spreminjali), 
 avtentični (zagotovljeno je, da je določena oseba res njihov avtor), 
 neovrgljivi (podpis oz. overitev podatkov se ne more zanikati), 
 trajni (se ne bodo izgubili), 
 časovno opredeljeni (jih ni mogoče ustvariti ali podpisati za nazaj) in 
 tajni (določeni podatki so vidni samo osebi, kateri so namenjeni). 
Navedene lastnosti so pomembne predvsem v primeru dokumentov, ki vsebujejo občutljive 
podatke, kot so to na primer pogodbe. Težava nastopi, ko posrednik, ki mu uporabniki zaupajo 
zagotavljanje omenjenih lastnosti podatkov, v resnici ni vreden zaupanja. Rešitev tega 
problema je lahko shranjevanje podatkov v podatkovni zbirki, ki ne obstaja le na strežnikih 
enega ponudnika, ampak je porazdeljena po omrežju enakovrednih gostiteljev (t. i. omrežja 
vsak z vsakim, ang. Peer-to-Peer, P2P). Konceptualna razlika v delovanju centraliziranega in 
porazdeljenega sistema je prikazana na Sliki 1. Porazdeljena podatkovna zbirka lahko deluje 




na podlagi tehnologije veriženja blokov. Vsak vozel v takšnem omrežju je lahko udeležen pri 
urejanju podatkov, torej njihovem dodajanju v verigo in preverjanju pravilnosti zapisov v 
verigi. Da se lahko doda v verigo nov zapis, mora med vsemi vozlišči priti do uskladitve, da je 
podatek zaupanja vreden, kar vozel dokazuje s količino vloženega dela (t. i. Proof of Work, 
PoW). Pri kriptovaluti Bitcoin je ta proces poznan kot rudarjenje (ang. mining). 
 
Slika 1: Konceptualni prikaz razlike med centraliziranim in decentraliziranim  informacijskim sistemom [2] 
Glavna prednost tehnologije veriženja blokov je možnost, da so zapisi v verigi javni in 
lahko kdorkoli preveri, če so nespremenjeni od trenutka, ko so bili ustvarjeni (integriteta in 
transparentnost podatkov). Za razliko od centraliziranega sistema odjemalec na podatkih v 
verigi tako ne more izvajati operacij spreminjanja podatkov, ampak le njihovo branje, 
dodajanje in preverjanje. Za zagotavljanje varnosti podatkov je namreč zelo pomembno, da je 
vsak podatek, ki je dodan v verigo, v njej za vedno ohranjen in se ne more spremeniti. 
Nadaljevanje diplomskega dela je strukturirano na sledeč način. V drugem poglavju se 
podrobneje posvetim tehnološkemu ozadju, ki je potrebno za razumevanje delovanja 
tehnologije veriženja blokov. V tretjem poglavju predstavljam ključna področja uporabe 
tehnologije veriženja blokov in primere aplikacij, ki rešujejo določene probleme znotraj 
posameznega področja. Razvijalci za razvoj aplikacij želijo porabiti čim manj časa, truda in 
virov, zato je pomembno, kakšna orodja imajo na voljo. V četrtem poglavju predstavljam 
knjižnice v različnih programskih jezikih in programske vmesnike, ki so na voljo razvijalcem 
za lažjo komunikacijo z obstoječimi blokovnimi verigami, kot sta Bitcoin in Ethereum, in 
ustvarjenje novih verig. Da bi preizkusil delovanje ene izmed izvedb blokovnih verig in 
raziskal tehnično ozadje tehnologije veriženja blokov, sem razvil aplikacijo za deljenje vsebin, 
imenovano MMShare, ki jo opisujem v petem poglavju. Aplikacija uporablja blokovno verigo 
za beleženje prenosov digitalnih sredstev za pridobitev dostopa do želene vsebine.  
  




2 Tehnologija veriženja blokov 
 
Za razumevanje delovanja tehnologije veriženja blokov (ang. blockchain) so v tem 
poglavju predstavljeni sestavni deli in njihove funkcije za zagotavljanje delovanja blokovne 
verige ter podrobneje razloženi ključni tehnološki koncepti, na podlagi katerih je tehnologija 
veriženja blokov zgrajena. Slednji vključujejo šifrirne postopke, zgostitvene funkcije in 
postopek za doseganje soglasja znotraj blokovne verige, imenovan tudi dokaz dela. 
2.1 Osnovni elementi mehanizma veriženja blokov 
 
Slika 2: Shematičen prikaz zgradbe blokovne verige 
Blokovna veriga je porazdeljena podatkovna zbirka znotraj omrežja vsak z vsakim, ki 
vključuje seznam podatkov, zapisanih v obliki transakcij, ki so nato zapisane v povezane bloke. 
Vsak član omrežja (slo. vozel, ang. node) ima pri sebi kopijo verige. Blokovna veriga je 
sestavljena iz vsaj enega bloka. Povezava in sestava posameznih elementov veriženja blokov 
v obliki UML diagrama so prikazani na Sliki 2. 
2.1.1 Blok 
 Blok vsebuje vse lastnosti, potrebne za zagotovitev verodostojnosti, avtentičnosti in 
časovne opredeljenosti podatkov v verigi. Ti vključujejo časovno oznako, javni ključ lastnika 
bloka, izvleček in dokaz dela: 
 Časovna oznaka opredeli nastanek dokumenta. 
 Javni ključ lastnika bloka ("rudar, ki je blok potrdil") zagotavlja avtentičnost 
ustvarjenega bloka. Vsi javni ključi sodelujočih vozlišč so vidni vsem ostalim, tako da 
ne more priti do napada vrinjenega napadalca (ang. Man in The Middle attack; MITM), 
ki je podrobneje predstavljen v nadaljevanju (poglavje 2.4).  




 Izvleček (ang. hash) se izračuna z različnimi zgostitvenimi funkcijami in tako 
zagotavlja nespremenljivost podatkov. Blokovne verige namreč praktično ni mogoče 
neopazno spremeniti, saj se že ob majhni spremembi podatkov v njej izvleček 
popolnoma spremeni (več o tem v poglavju 2.3). 
 Dokaz dela služi kot orodje za doseganje soglasja o tem, kateri vozel v omrežju bo v 
verigo dodal naslednji blok. V svetu kriptovalut se namesto izraza dokaz dela uporablja 
izraz rudarjenje (ang. mining). Delo se nanaša na rešitev določenega matematičnega 
problema, ki ga je možno rešiti samo z iterativnim reševanjem. Več o dokazu dela v 
poglavju 2.5.1. 
2.1.2 Veriga 
Blokovna veriga je povezan seznam (ang. linked list) vseh blokov. Na Sliki 3 je 
prikazano povezovanje posameznih blokov v verigo. Vsak vozel v omrežju lahko v verigo doda 
nov blok in preveri veljavnost že obstoječe verige tako, da pri bloku preveri, če njegov kazalec 
(ang. pointer) ustreza izvlečku prejšnjega bloka. Poleg tega na podanih podatkih v bloku še 
enkrat izračuna izvleček bloka ter ga primerja s predhodno vpisanim izvlečkom. Če izvlečka 
nista enaka, je prišlo do spremembe podatkov. V tem primeru vozel zavrže svojo kopijo in 
zahteva iz omrežja kopijo blokovne verige, ki je trenutno veljavna [3]. 
 Če bi napadalec poizkušal spremeniti enega izmed vmesnih blokov v verigi, bi se 
spremenili izvlečki vseh blokov, od spremenjenega bloka do konca verige, saj so bloki med 
seboj povezani z izvlečki predhodnih blokov. Ker pa je veriga shranjena po vseh vozlih v 
omrežju, bi ostali sodelujoči vozli ugotovili, da je prišlo pri nekem vozlu do spremembe.  
 
Slika 3: Prikaz povezovanja blokov v verigo [3] 
Edini način, ko bi lahko napadalec pretental sistem, je, če bi imel na voljo več kot 
polovico računske moči sistema. Od potvorjenega bloka do konca verige bi moral namreč 
napadalec hitreje kot "pošteni" del omrežja na novo izračunati vse izvlečke z vsemi dokazi 
dela, saj v omrežju na koncu obvelja daljša veriga. Vsak sodelujoči vozel omrežja ima pri sebi 
shranjeno lokalno kopijo verige. Znotraj lokalne kopije lahko vsak vozel počne kar hoče, 
vendar ko želi uveljaviti spremembe, morajo ostali členi te potrditi tako, da preverijo 
verodostojnost vseh blokov. Pri preverjanju in doseganju konsenza tako na koncu obvelja 
najdaljša veriga oz. tista, v katero je bilo vloženega največ dela. Če napadalec nima več kot 
polovice računske moči, praktično ne more svoje verige spremeniti hitreje od ostalega, 
"poštenega" omrežja in s tem uveljaviti potvorjenih podatkov [3]. 
  





 V splošnem je transakcija zapis določenih podatkov v blok. Transakcije v blokovni 
verigi imajo praktično enako vlogo kot transakcije v tradicionalnih podatkovnih zbirkah, kjer 
služijo spreminjanju zapisov v podatkovni zbirki. V svetu kriptovalut je predmet transakcij 
prenos digitalnih sredstev iz enega javnega naslova na drugega. Da zagotovimo verodostojnost 
transakcije, mora le-ta vsebovati javna ključa pošiljatelja in prejemnika, ki sta namenjena njuni 
identifikaciji. Transakcija mora vsebovati še količino prenesenih sredstev, izvleček prejšnje 
transakcije in digitalni podpis celotnega izvlečka transakcije [4]. Podpis je potreben, da lahko 
vsako vozlišče preveri, ali so prenesena sredstva zares lastnikova. Verodostojnost podpisa se 
preveri tako, da se z javnim ključem lastnika dešifrira njegov podpis in preveri, če rezultat 
ustreza izvlečku transakcije. Če se rezultat ujema, lahko trdimo, da je transakcija verodostojna. 
Več o delovanju šifrirnih postopkov, ki so potrebni za izvedbo digitalnega podpisa transakcije, 
je predstavljeno v poglavju 2.2. 
 
Slika 4: Shema transakcij pri kriptovaluti Bitcoin. [4] 
Slika 4 prikazuje, prenos digitalnega denarja v blokovni verigi kriptovalute Bitcoin. Na 
sliki so prikazane povezave med transakcijami, ki se nato zapišejo v blok. Prenos poteka tako, 
da pošiljatelj s svojim zasebnim ključem podpiše izvleček pretekle transakcije in javni ključ 
naslednjega lastnika digitalnih sredstev. Prejemnik digitalnega denarja lahko vsak podpis 
preveri z javnim ključem pošiljatelja. Vsi javni ključi so objavljani v blokovni verigi kot 
naslovi za prejemanje digitalnih sredstev. 
  




2.1.4 Stanje računov 
Evidenca stanja računov je pomožen element, uporaben pri shranjevanju stanja 
digitalnih sredstev na posameznem računu v svetu kriptovalut. Namen elementa je predvsem 
pohitriti iskanje računov in računanje bilančnih stanj na posameznem računu. Če ne bi sproti 
shranjevali stanja po opravljenih transakcijah, bi se morali ob vsaki zahtevi za prenos digitalnih 
sredstev iz enega na drug naslov vedno znova sprehoditi čez celotno blokovno verigo, da bi 
lahko preverili trenutno stanje posameznega naslova. Ker pa imamo to informacijo takoj na 
voljo, se transakcije lahko hitreje izvedejo. 
2.2 Šifrirni postopki 
 
Šifrirni postopki so pomembni pri izvedbi transakcij v blokovni verigi. Lastnik 
digitalnih sredstev namreč s svojim digitalnim podpisom zagotovi, da se strinja s prenosom 
sredstev, vsi ostali vozli pa lahko z nasprotno operacijo podpis preverijo.  
Šifrirni postopki so lahko simetrični ali asimetrični.  Simetrični postopki se pri 
tehnologiji veriženja blokov skoraj ne uporabljajo, saj je njihova ključna težava distribucija 
ključa po nevarnem kanalu. Oba, pošiljatelj in prejemnik, uporabljata namreč isti ključ za 
šifriranje in dešifriranje sporočila. Tehnologija veriženja blokov tako pri beleženju transakcij 
uporablja asimetrične blokovne šifrirne postopke, ki so opisani v nadaljevanju. 
2.2.1 Asimetrični šifrirni postopki 
Pri asimetričnih šifrirnih postopkih ima vsaka oseba svoj javni in zasebni ključ. Javni 
ključ je objavljen in ga lahko uporabimo za šifriranje sporočila, ki ga nato lahko dešifrira le 
oseba, ki ima pripadajoči zasebni ključ. Pri digitalnih podpisih se šifrirni postopek uporablja v 
obratni smeri, saj uporabnik podpiše dokument ali transakcijo s svojim zasebnim ključem. 
Avtentičnost podpisa lahko vsakdo preveri z javnim ključem podpisnika [1]. 
Pri blokovnih verigah podpisnik skupaj s podpisom dokumenta ali transakcije pošlje še 
izvleček dokumenta in svoj javni ključ. Nato lahko vsak na podlagi izvlečka in javnega ključa 
preveri veljavnost transakcije (ujemanje izvlečkov) in tako potrdi, da je določen uporabnik 
zares lastnik prenesenih digitalnih sredstev [1]. 
Obstaja več algoritmov za ustvarjanje javnih in zasebnih ključev. Eden bolj 
uporabljenih je algoritem RSA. Pri kriptovaluti Bitcoin in aplikacijah, ki temeljijo na blokovni 
verigi Naivecoin (uporabljeni tudi v praktičnem delu diplome), pa se uporabljajo eliptične 
krivulje. 
  






RSA (Rivest–Shamir–Adleman) [6] je trenutno eden najbolj uporabljenih 
matematičnih algoritmov za ustvarjanje javnega in zasebnega ključa. Algoritem temelji na 
predpostavki, da je potenciranje velikih števil tudi za računalnike še vedno zahteven postopek. 
Predvsem pa je ob uporabi velikih števil časovno dolgotrajen postopek iskanje inverzne 
funkcije korenjenja, saj napadalcu ne preostane drugega, kot da preizkusi vse možnosti. 
Rezultat postopka RSA sta števili E in N, ki skupaj tvorita javni ključ, ter število Kd, ki 
je zasebni ključ [5, 6]. Enačbi (1, 2) prikazujeta postopek šifriranja sporočila C (čistopisa) z 
javnim ključem E, N in dešifriranje sporočila S (šifropisa) z zasebnim ključem Kd [1]. 
(1)  𝑆 =  𝐶𝐸  𝑚𝑜𝑑 𝑁  
 (2)  𝐶 = 𝑆𝐾𝑑  𝑚𝑜𝑑 𝑁  
Enačbe nakazujejo, da dobimo šifropis tako, da čistopis potenciramo z javnim ključem E 
in izračunamo ostanek pri deljenju s številom N (operacija mod N). Isti čistopis lahko nato 
dobimo, če šifropis potenciramo s pripadajočim zasebnim ključem Kd in izračunamo ostanek 
pri deljenju s številom N. 
Za ustvarjanje javnega in zasebnega ključa je potrebno slediti sledečemu postopku [5, 6]: 
 Izbrati je potrebno veliki praštevili p in q. 
 Izračunamo modul deljenja po enačbi (3):   
(3) N = p * q 
 Izračunamo koeficient Φ po enačbi (4):    
(4) Φ = (p - 1) * (q - 1) 
 Javni ključ E izračunamo tako, da poiščemo prvo s številom Φ tuje število, kar pomeni, 
da morata imeti E in Φ največjega skupnega delitelja, ki je enak ena. 
 Zasebni ključ Kd se izračuna po enačbi (5). Zasebni ključ Kd mora zadostiti pogoju, da 
je produkt Kd in javnega ključa E po matematični operaciji modeliranja enak ena. 
(5) (E * Kd) mod Φ = 1 
Edini možen način, da napadalec pridobi zasebni ključ Kd je, da faktorizira število N, 
ker ve, da je sestavljeno iz praštevil p in q. Če bi uspel izračunati števili p in q, bi bil izračun 
zasebnega ključa enostaven. A iskanje velikih praštevil je časovno zelo zahteven postopek in 
lahko ob izbiri zadosti velikih števil in računski moči, ki je na voljo danes, traja tudi nekaj deset 
let. 




2.2.1.2 Eliptične krivulje  
 
Slika 5: Grafični izgled eliptične krivulje in prikaz seštevanja točke P in Rn-1 [7] 
Drugačen matematični algoritem z enakim namenom pridobiti javni in zasebni ključ 
deluje na podlagi eliptičnih krivulj (ang. Elliptic Curve Cryptography; ECC). Eliptična krivulja 
je definirana z enačbo (6). 
(6) 𝑦2 = 𝑥3 + 𝑎𝑥 + 𝑏.  
Vrednosti a in b sta konstanti, ki določata obliko krivulje. Pred začetkom računanja 
javnega in zasebnega ključa je potrebno izbrati dve začetni točki, ki ležita na krivulji, ki ju 
označimo kot P(xP , yP) in Rn-1(xRn-1 , yRn-1). Izbrati je potrebno tudi število n, ki predstavlja 
zasebni ključ, in število ponovitev računanja presečišč premice z eliptično krivuljo, ki gre skozi 
dve točki [5]. 
Ena iteracija izračuna naslednje točke Rn je sledeča: točka Rn je določena s presečiščem 
premice z naklonom m, ki je izražen v enačbi (7) in gre skozi točki P in Rn-1, in eliptično 
krivuljo. 
(7)  𝑚 =  
𝑦𝑃−𝑦𝑅𝑛−1
𝑥𝑃−𝑥𝑅𝑛−1
   
Točka Rn je zrcaljenja čez abscisno os (slika 5), kar  podaja enačba (8) [7]. 
(8) 𝑅𝑛 =  (𝑚
2 − 𝑥𝑃 − 𝑥𝑅𝑛−1,    𝑦𝑃 + 𝑚(𝑚
2 − 𝑥𝑃 − 𝑥𝑅𝑛−1 − 𝑥𝑃) ).   




Za izračun naslednje točke se vedno uporabi začetna točka P in na novo izračunana 
točka Rn. Postopek se ponovi n-krat. Varnost postopka temelji na dejstvu, da števila n ni možno 
izračunati iz znane začetne točke P in končne točke Rn. Tudi če bi napadalcu uspelo ugotoviti 
vmesno točko Rn-1, še vedno ne bi mogel vedeti, koliko ponovitev je do končne točke Rn. Točka 
Rn se uporabi kot javni ključ [5]. 
 Eliptične krivulje pridobivajo na veljavi, saj je z njihovo pomočjo mogoče za dosego 
enake stopnje varnosti uporabiti precej krajši ključ kot pri RSA [1, 5, 6]. Tabela 1 prikazuje 
potrebne dolžine ključev v bitih za dosego enake stopnje varnosti z algoritmom RSA in 
algoritmom na podlagi eliptičnih krivulj. 






    Tabela 1: Primerjava dolžin ključev pri asimetričnih šifrirnih postopkih RSA in ECC za dosego enake stopnje varnosti 
2.3 Zgostitvene funkcije 
 
S pomočjo zgostitvene funkcije izračunamo izvleček (ang. hash) sporočila. Gre za najboljši 
način zaščite sporočila pred naključnimi ali namernimi spremembami, saj se izvleček že ob 
majhni spremembi sporočila popolnoma spremeni. Zaradi uporabe zgostitvene funkcije nad 
vsebino blokov se podatki, ko se zapišejo in potrdijo v blokovni verigi, ne morejo več 
spremeniti, saj bi posamezen vozel ob spremembi podatkov v bloku to med preverjanjem 
veljavnosti izvlečkov zaznal.  
Zgostitvena funkcija mora imeti sledeče lastnosti [1]: 
 Verjetnost najti dva čistopisa z enakim izvlečkom mora biti zanemarljivo majhna.  
 Podpis mora biti navidezno naključen, kar pomeni, da sprememba enega bita v 
čistopisu spremeni polovico bitov v izvlečku. 
 Najti čistopis iz podanega izvlečka mora biti težko izvedljivo. 
Verjetnost, da zgostitvena funkcija na podlagi dveh čistopisov izračuna enak izvleček, je 
zanemarljivo majhna, kar je bistveno pri zagotavljanju nespremenljivosti blokovne verige. 
Povprečno število poizkusov izbire naključnih čistopisov, da bi ta imela enak izvleček, je 
približno enak številu n, izraženemu v enačbi (9). Število N je število vseh možnih izvlečkov 
in je izraženo kot N = 2m, kjer m predstavlja dolžino izvlečka v bitih. 
(9) 𝑛 = 1,25 ∗  √𝑁 = 1,252𝑚/2  
Posamezne zgostitvene funkcije izračun izvedejo v več ciklih, pri čemer je rezultat enega 
cikla uporabljen kot vhodni podatek v drugega. S tem se poveča varnost, saj je tako težje 
izračunati inverzno funkcijo ter posledično nezaznavno spremeniti podatke [1, 5]. 
Danes je najbolj varna in najbolj pogosto uporabljena zgostitvena funkcija SHA-2, ki 
jo zato med drugim uporablja tudi kriptovaluta Bitcoin. Čeprav obstaja novejši postopek, pa se 




SHA-3 v praksi ne uporablja, saj so v postopku našli tako imenovana stranska vrata za vdor 
(ang. backdoor). V preteklosti pa so se uporabljale tudi funkcije MD, vendar jih je danes že 
mogoče razbiti, zato njihova uporaba ni več priporočljiva [1]. 
Zgostitvena funkcija Dolžina izvlečka (bit) Število ciklov 
SHA-0 100 80 
SHA-1 160 80 
SHA-2 224, 256, 384, 512 64/80 
SHA-3 224, 256, 384, 512 24 
MD2  128 18 
MD4 128 3 
MD5 128 4 
MD6 0 do 512 40, 80 
    Tabela 2: Pregled najbolj pogosto uporabljenih zgostitvenih funkcij 
2.4 Problem avtentičnosti ključev 
 
 
Slika 6: Shematski prikaz napada vrinjenega napadalca 
Predhodno opisani postopki rešijo večino varnostnih problemov v mehanizmu veriženja 
blokov, razen problema istovetnosti javnega ključa. V primeru uporabe asimetričnih šifrirnih 
postopkov namreč ne moremo z gotovostjo trditi, da je javni ključ neke osebe v resnici njen. 
Lahko se namreč zgodi, da se tretja oseba (vrinjen napadalec) z javnim ključem predstavi kot 
ta druga oseba, a tega ne moremo zaznati [1]. Primer komunikacije med osebo 1 in osebo 2, 
kjer vrinjenega napadalca predstavlja oseba 3, je na Sliki 6.  
Problem je mogoče pri centralizirani infrastrukturi rešiti na več načinov [1]: 
 Javni ključ je osebno izročen drugi osebi. 
 Javni ključ je javno objavljen na zaupanja vredni spletni strani, kjer ga lahko vsak 
preveri. 




 Javni ključ je objavljen v imeniku javnih ključev, kjer ključ overi zaupanja vreden 
posrednik. Ta način je uporabljen  pri digitalnih potrdilih z overoviteljem    
(ang. Certificate Authority) in infrastrukturi javnih ključev (ang. Public Key 
Infrastrucure, PKI).   
V tehnologiji veriženja blokov je problem avtentičnosti ključev rešen tako, da so vsi 
javni ključi objavljeni in zapisani v verigi. Tako je za potencialnega napadalca nemogoče 
spremeniti posamezen ključ in se pretvarjati, da je nekdo drug. Veriga je namreč javno 
objavljena in več tisoč vozlov, ki sodeluje v njej, lahko v vsakem trenutku preveri 
verodostojnost posameznega javnega ključa. 
2.5 Doseganje soglasja znotraj blokovne verige 
 
Ker pri dodajanju blokov v verigo lahko sodeluje veliko vozlišč, je potrebno med njimi 
doseči soglasje, katero in kdaj lahko doda nov blok v verigo. Ker komunikacija med 
sodelujočimi poteka po nezavarovanem kanalu, se pojavi problem, da vozel, ki pošlje v 
omrežje nov blok, ne more vedeti, ali so ga ostali sodelujoči prejeli in sinhronizirali svoje 
lokalne kopije verig z novim blokom.  
 
Slika 7: Problem doseganja soglasja po nezavarovanem kanalu [8] 
Na Sliki 7 je prikazan problem, ko noben izmed komunicirajočih osebkov ne more z 
gotovostjo vedeti, ali je drugi prejel njegovo sporočilo, če komunicirata po nezavarovanem 
kanalu. 
Problem doseganja soglasja vozlov je tako podoben Byzantinovemu problemu 
generalov [8], ki je ilustriran na Sliki 8 in nudi dobro osnovo za razumevanje uporabnosti 
dokaza dela v blokovni verigi. Problem vključuje več oseb, izmed katerih je lahko ena ali več 
oseb lažnivcev. Lažnivci skušajo preprečiti dosego soglasja tako, da ostalim udeležencem 
posredujejo spremenjeno sporočilo v primerjavi s tistim, ki so ga prejeli sami. Da bi v sistemu 
dosegli soglasje, se mora večina strinjati glede vsebine sporočila. Predvideno je, da mora biti 




vsaj dve tretjini generalov iskrenih oz. največ tretjina lažnivcev. V nasprotnem primeru 
zmagajo lažnivci, saj se lahko zgodi, da se soglasja ne doseže ali pa se doseže soglasje z 
"napačnim" sporočilom, ki ga pošljejo napadalci [8].  
 
Slika 8: Shematični prikaz delovanja Byzantinovega problema [8] 
Če na primer "poglavar" (oseba, ki želi doseči, da se njegovo sporočilo sprejme in 
uskladi) pošlje ostalim sporočilo V in je oseba 3 lažnivec (Slika 8), potem je oseba 2 dobila 
dvakrat sporočilo V in enkrat sporočilo X. V tem primeru se tako oseba 2 odloči, da je sporočilo 
V tisto pravo, kljub temu da jo je oseba 3 želela zavesti z lažnim sporočilom. Oseba 1 in oseba 
3 prav tako dobita sporočila od vseh ostalih sodelujočih in na podoben način upoštevata 
"pravo" sporočilo V. 
2.5.1 Dokaz dela 
Za rešitev problema doseganja soglasja, opisanega z Byzantinovim problemom generalov, 
se pri tehnologiji veriženja blokov uporablja t. i. dokaz dela (ang. Proof of Work, PoW), ki 
poslano sporočilo iz prejšnjega poglavja uporablja kot soglasje o tem, kdo izmed sodelujočih 
vozlov bo v blokovno verigo dodal naslednji blok. Da je lahko posamezen vozel sploh izbran 
kot tisti, ki ima pravico zapisati naslednji blok v verigo, mora najti rešitev določenega 
matematičnega problema, kar je dokaz dela. Vsaka izvedba blokovne verige ima lahko na 
drugačen način definiran dokaz dela, mora pa ta vedno slediti dvema ključnima lastnostma [9]: 
 rešitev za dani matematični problem je težko najti, 
 preverjanje ustreznosti rešitve mora biti enostavno. 
Pri kriptovaluti Bitcoin mora vozlišče, ki želi dodati naslednji blok v verigo, najti zaporedje 
številk (ang. nonce), za katerega velja da, če ga dodamo na konec sporočila in napravimo 
izvleček sporočila z dodanim zaporedjem, se tak izvleček začne z vnaprej predpisanim 
številom ničel [10]. 
Število predpisanih ničel na začetku izvlečka sporočila z dodanim iskanim zaporedjem je 
bilo pri kriptovaluti Bitcoin na začetku natančno določeno, kasneje pa se je to število začelo 
samodejno prilagajati glede na razpoložljivo računsko moč (več začetnih ničel potrebuje 
izvleček, težje je najti iskano zaporedje), saj je potrebno zagotoviti, da se podatkovni bloki v 




verigo ne dodajo prehitro. Zmanjšanje težavnosti dokaza dela in posledično možnost hitrejšega 
dodajanja blokov v verigo, bi "lažnivim" vozlom olajšalo delo, če bi želeli spremeniti kakšen 
podatek iz preteklih blokov (bolj podrobno opisano v poglavju 2.1.2). "Lažnivi" vozli bi lahko 
tako z uporabo manj računske moči hitreje izračunali vse izvlečke blokov do zadnjega in na ta 
način potencialno vplivali na konsistentnost verige. 
Vozlišča, ki poizkušajo zapisati naslednji blok v verigo, se imenujejo rudarji (ang. miners) 
in so za svoje delo za zapis novega bloka nagrajena z nekaj digitalnimi dobrinami (npr. pri 
Bitcoinu je bila začetna nagrada 50 kovancev, ki se vsakih 210.000 dodanih blokov v verigo 
razpolovi) [10].  
Ko je blok dodan v blokovno verigo, lahko nato vsako vozlišče enostavno preveri, ali 
zapisani blok ustreza zahtevam po težavnosti opravljenega dela. Pri kriptovaluti Bitcoin mora 









   




3 Uporabnost tehnologije veriženja blokov 
 
Z razvojem tehnologije veriženja blokov se tudi njena uporabnost širi na različna 
področja.  Prednost uporabe blokovnih verig je, ne glede na področje uporabe, lažje 
zagotovljena varnost podatkov, predvsem pa odprava zaupanja vrednega posrednika in s tem 
zmanjšanje stroškov obratovanja s pomočjo pametnih pogodb. 
3.1 Kibernetska varnost 
3.1.1 Spreminjanje podatkov in prevare 
Kot sem zapisal že v prejšnjem poglavju, lahko veriženje blokov prepreči spreminjanje 
podatkov in s tem povezane prevare. Pri tem je pomembna lastnost verige, da se podatki zaradi 
zaporednega računanja izvlečkov posameznih blokov v njej ne morejo spremeniti, ker se vsak 
naslednji blok navezuje na prejšnjega. Primer aplikacije, ki je namenjena zavarovanju 
občutljivih podatkov, je Guardtime [11]. Gre za alternativo tradicionalnima ureditvama: 
potrdilom z overoviteljem (ang. Certificate Authority, CA) in infrastrukture javnih ključev 
PKI, ki se danes z uporabo asimetričnega šifriranja uporabljata za digitalno podpisovanje. 
Aplikacija Guardtime namesto omenjenih uporablja infrastrukturo KSI (ang. Keyless 
Signature Infrastructure), razvito z uporabo tehnologije veriženja blokov [12, 13]. Za razliko 
od večine ostalih blokovnih verig uporablja veriga v KSI za dokaz dela napredne matematične 
algoritme in formalno določena pravila. Podpisi transakcij so razviti do te mere, do so varni 
pred naslednjo generacijo kvantnih računalnikov. 
3.1.2 Porazdeljena ohromitev storitve 
Cilj ohromitve storitve (ang.Distributed Denial of Service; DDoS) je onesposobiti 
določeno storitev tako, da napadalec obremeni ciljni strežnik s tolikšno količino prometa oz. 
zahtev, da jih ta ne more več sproti obdelati, saj ne loči med "dobrimi" in "slabimi" zahtevki. 
Najpogosteje se porazdeljene ohromitve storitve osredotočajo na DNS (ang. Domain Name 
System) strežnike. Ti so v arhitekturi svetovnega spleta pomemben člen, saj prevajajo naslove 
IP (ang. Internet Protocol) v človeku prijaznejša domenska imena. Napadi nanje so zato zelo 
učinkoviti, saj lahko napadalec na razmeroma preprost način onemogoči dostopnost storitve za 
veliko število navadnih uporabnikov [14]. 
Da je problem z ohromitvijo DNS strežnikov resen, priča množica odmevnih napadov 
v preteklosti. Eden odmevnejših se je odvil oktobra 2016, ko so napadalci z ohromitvijo DNS 
strežnikov ponudnika Dyn za nekaj časa uspeli zaustaviti delovanje storitev Twitter, PayPal, 
Netflix in Spotify po celotnih ZDA [15]. 
Alternativo centraliziranim DNS strežnikom nudi tehnologija Namecoin [16], pri kateri 
so zapisi o domenskih imenih shranjeni v blokovni verigi v vsakem sodelujočem vozlišču. Na 
ta način je odpravljena težava napadov na posamezen strežnik, saj so ostali še vedno delujoči. 
Obenem Namecoin rešuje tudi problem zaupanja v DNS strežnike. Postaviti je mogoče namreč 
DNS strežnik, ki se pretvarja za varnega, a uporabnika preusmeri na lažno stran, kjer mu 




napadalci lahko ukradejo podatke. Z decentraliziranim DNS sistemom, temelječim na 
veriženju blokov, takšne kraje niso mogoče.  
Podobna kot NameCoin je tudi platforma BlockName [17]. 
3.1.2.1 Decentralizirani splet 
 
Čeprav je ohromitev storitve najlažje in najučinkoviteje izvesti z napadi na DNS 
strežnike, pa je tovrstne napade mogoče izvajati tudi na preostale spletne in aplikacijske 
strežnike. V večjem ali manjšem obsegu se napadi na različne spletne storitve dogajajo vsak 
dan, kar je razvidno iz grafičnega prikaza na strani digitalattackmap.com [18]. 
Alternativo trenutni organiziranosti svetovnega spleta, kjer se več odjemalcev povezuje 
s strežniki, ki ponujajo neko storitev na bolj ali manj na centraliziran način, ponuja platforma 
BlockStack [19, 20]. Ta vključuje različne aplikacije in sestoji iz treh delov: 
 uporabniške identitete (identifikacije), zapisane v blokovni verigi, ki je uporabljena za 
prijavo v katerokoli aplikacijo v okviru platforme;   
 decentraliziran DNS sistem, kot je bil predstavljen v poglavju 3.1.2., ter 
 shrambo podatkov.  
Za shranjevanje podatkov lahko uporabniki uporabljajo oblačno shranjevanje Gaia [21] 
ali pa svojo lokalno shrambo. Tako ima vsak uporabnik možnost izbire, katere podatke, na 
kakšen način in s kom jih bo delil. Vsi uporabnikovi podatki pa so zapisani v blokovni verigi 
[20]. 
Podobna rešitev okolju BlockStack je IPFS (Interplanetary File System) [22], ki nudi 
alternativo protokolu HTTP (ang. HyperText Transfer Protocol), na katerem temelji današnji 
svetovni splet. V sistemu IPFS je vsak dokument označen z izvlečkom. Po spremembi se 
dokument ne shrani ponovno v celoti, ampak se v blokovno verigo zabeležijo njegove 
spremembe in zgodovina (podobno kot pri sistemu Git, namenjenemu beleženju različic 
dokumentov). Vsako vozlišče ima pri sebi shranjene tiste dokumente, ki jih uporabnik 
potrebuje, vse ostale pa lahko najde v omrežju na podlagi enoličnega izvlečka dokumenta [22].  
3.1.3 Preprečevanje kraje podatkov 
V zadnjih letih je bilo izvedenih kar nekaj odmevnih omrežnih napadov, v katerih je 
bilo izgubljenih ali ukradenih veliko podatkov. V letih 2013 in 2014 so bili na primer ukradeni 
podatki s treh milijard uporabniških računov pri podjetju Yahoo, v letu 2014 pa so vdrli tudi v 
145 milijonov uporabniških računov popularnega omrežja eBay. Eden večjih vdorov v letu 
2017 pa se je zgodil podjetju Equifax, kateremu je bilo tudi ukradenih 143 milijonov 
uporabniških računov [23]. 
Platforma Enigma [24] je primer uporabe tehnologije veriženja blokov, ki preprečuje 
kraje  podatkov. Podatki, ki so shranjeni v bloke, se znotraj blokovne verige namreč šifrirajo. 
Na kakšen način in do katerih podatkov bo lahko uporabnik dostopal, je določeno s pomočjo 
pametnih pogodb, ki so opisane v naslednjem poglavju. 




3.2 Pametne pogodbe 
 
Pametne pogodbe (ang. Smart Contracts) sestavlja izvedljiva programska koda, 
shranjena v blokovni verigi, namen katere je olajšanje izvrševanja in uveljavljanja sporazuma 
med pogodbenimi strankami. Ukazi v programski kodi se izvedejo samodejno, ko so izpolnjeni 
določeni pogoji. Tako pametne pogodbe omogočajo nižje provizije pri transakcijah v 
primerjavi s tradicionalnimi sistemi, kjer izpolnjevanje in uveljavljanje pogojev sporazuma 
preverjajo in zahtevajo posredniki (odvetniki, notarji in sodišča). Pametno pogodbo je najlažje 
razumeti kot sistem, ki sprosti digitalna sredstva vsem ali nekaterim sodelujočim strankam, ko 
so izpolnjena določena pravila. Tako bo na primer oseba A osebi B poslala določeno število 
enot digitalnih sredstev, takoj ko prejme določeno količino sredstev od osebe C [25].  
Pametne pogodbe so v literaturi razdeljene na dve kategoriji, in sicer na pametno 
pogodbeno kodo in pametno pravno pogodbo. Pametna pogodbena koda je dejanska 
programska koda, ki je shranjena, preverjena in izvedena v okviru porazdeljene blokovne 
podatkovne zbirke. Zmožnost pogodbe je tako v celoti odvisna od sposobnosti uporabljenega 
programskega jezika zapisati ustrezne pogoje in ukaze. Pametna pravna pogodba pa pomeni 
kodo, ki zaključi ali nadomesti pravne pogodbe. Tudi pametne pravne pogodbe so zapisane v 
določenem programskem jeziku, vendar je njihova vsebina odvisna od pravnih, političnih in 
finančnih inštitucij. V nadaljevanju so predstavljene predvsem pametne pogodbe kode [26].
  
 
Slika 9: Prikaz delovanja pametnih pogodb [27] 
Slika 9 prikazuje sistem delovanja pametnih pogodb. Pametna pogodba vsebuje stanje 
računa, shrambo in izvršljivo kodo. Stanje pogodbe se shranjuje v blokovno verigo vsakič, ko 
je pogodba izvedena.  
Vsaka pogodba ima dodeljeno enoznačno oznako. Uporabniki lahko digitalna sredstva 
pošljejo na naslov pogodbe, ta pa se nato izvede po vseh vozliščih omrežja. Vozlišča nato 
dosežejo soglasje glede novega stanja v pogodbi, ki se nato kot nov blok zapiše v verigo. 




Pogodba lahko na podlagi prejetih digitalnih dobrin bere oz. piše v svojo shrambo, shranjuje 
stanje na računu, pošilja oziroma sprejema naročila od uporabnikov ali drugih pogodb. Lahko 
pa celo ustvari nove pogodbe [25]. 
Pametne pogodbe se delijo na deterministične in nedeterministične. Medtem ko prve 
ne potrebujejo dodatnih informacij zunaj blokovne verige, pa so slednje odvisne od zunanjih 
podatkovnih virov. Primer slednjih je pogodba, ki potrebuje vremenske podatke [25]. 
Primera uveljavljenih orodij in programskih jezikov, namenjenih delu s pametnimi 
pogodbami, sta Counterparty [28] in Ethereum [29]. Counterparty je platforma, zgrajena na 
blokovni verigi Bitcoin, ki omogoča ustvarjanje "denarnic" in nato razvoj lastnih aplikacij in 
pametnih pogodb preko aplikacijskega programskega vmesnika (ang. Application 
Programming Interface; API). Denarnica je skupek javnih ključev uporabnika, na katere lahko 
dobiva ali porablja navidezna denarna sredstva. Vsak uporabnik mora imeti v denarnici vsaj 
en javni ključ, če želi, pa jih ima lahko tudi več.  
Blokovna veriga Ethereum je za razliko od Bitcoina, ki se osredotoča na finančne 
transakcije, bolj prilagojena za zapis in izvajanje pametnih pogodb. Ethereum uporablja za 
pisanje pametnih pogodb programski jezik Solidity [29].   
 
3.3 Decentralizirana avtonomna organizacija  
Tradicionalne organizacije in vsa večja podjetja so organizirana hierarhično, kar povzroča 
nekatere težave, povezane z neučinkovitostjo zaradi centralizacije, delegiranega odločanja z 
vrha podjetja ter regulacij. Rešitev problema je lahko decentralizacija z uporabo veriženja 
blokov in pametnih pogodb. Več pametnih pogodb je mogoče povezati skupaj in tako ustvariti 
decentralizirano avtonomno organizacijo (ang. Decentralized Autonomous Organisation; 
DAO), ki deluje po postopkih, definiranih v pogodbah in programski kodi. Na ta način se lahko 
povežejo ljudje, organizacije in naprave [30, 31]. 
V organizacijah, ustvarjenih s pomočjo pametnih pogodb, je tako potrebnega manj 
upravljanja, saj se ukazi izvajajo in beležijo samodejno, ko so izpolnjeni določeni pogoji. 
Preverjanje poslovanja organizacije je zelo olajšano, saj je vsako dejanje zabeleženo v blokovni 
verigi in ga je nemogoče poneveriti. 
Primeri organizacij, ki temeljijo na decentralizirani strukturi pametnih pogodb, so sledeči 
[32]. 
 Samoorganizirano socialno omrežje Steemit [33] deluje tako, da uporabnike nagradi z 
navideznim denarjem imenovanim STEEM, če v aplikaciji delijo vsebino ali glasujejo 
za objave drugih uporabnikov, da te pridobijo na popularnosti in so prikazane pred 
ostalimi. Pridobljeni digitalni denar lahko nato uporabniki porabijo za nakup ugodnosti 
znotraj aplikacije ali pa na sorodnih straneh Utopian.io, Busy.org in DTube, ki 
uporabljajo isti digitalni denar. 
 Socialno omrežje Indorse [34] je zgrajeno na blokovni verigi Ethereum. Aplikacija 
ponuja pošteno uporabo omrežja in spodbude za interakcijo med uporabniki. Ob 
registraciji dobijo uporabniki nekaj kovancev imenovanih SCR (Indorse Scores) in IND 




(Indorse Tokens), ki jih lahko nato porabijo za nakup dobrin znotraj omrežja. Nove 
kovance pa pridobijo tako, da dovolijo deljenje svojih podatkov oglaševalcem [35]. 
 Primer aplikacije, ki deluje kot konkurent klasičnim platformam za izmenjavo dobrin, 
kot je na primer Ebay in temelji na pametnih pogodbah, je OpenBazaar [36]. Podatki v 
aplikaciji so porazdeljeni po omrežju, to pa nadzoruje samo sebe s pomočjo pravil, 
zapisanih v blokih.  
 
3.4 Blokovna veriga v oskrbovalni verigi podjetji 
Podjetja v okviru neke panoge pogosto sestavljajo medsebojno oskrbovalno verigo 
(ang. supply chain) in si morajo zato izmenjevati podatke, količine slednjih pa so lahko 
ogromne. V oskrbovalni verigi se pogosto pojavljata problema sledljivosti podatkov in 
zaupanja. 
Računalniško podjetje IBM in logistično podjetje Maersk sta pred časom na trgu 
ponudila rešitev, ki omogoča sledenje dobrinam znotraj oskrbovalne verige. Tehnologija 
veriženja blokov v oskrbovalni verigi odpravi prevare in napake, zmanjša administracijo z 
vključitvijo pametnih pogodb, hitreje zazna težave ter tako izboljša zaupanje med pogodbenimi 
strankami [37]. Rešitev je med drugim uporabljena tudi za sledenje ladijskim kontejnerjem. 
 Drugo rešitev za oskrbovalne verige ponuja aplikacija Everledger [38, 39], pri kateri 
se v blokovno verigo zapišejo značilnosti, zgodovina in lastništvo nad dobrinami. Aplikacija 
Everledger za sledenje nad podatki uporablja pametne pogodbe.  
3.5 Shranjevanje podatkov v porazdeljenem oblaku 
 
Za deljenje in shranjevanje dokumentov večina uporabnikov uporablja klasične 
oblačne storitve, kot so Google Drive, OneDrive ali Dropbox. Za vsebine tako skrbi posrednik, 
ki mu je potrebno zaupati. Pri vseh omenjenih oblačnih storitvah vsebine sicer niso shranjene 
na centralnem strežniku, saj ima vsak uporabnik pri sebi tudi lokalno kopijo, vendar pa je 
njihova sinhronizacija po različnih računalnikih centralizirana preko strežnikov podjetja, ki 
skrbi za delovanje sistema. 
Alternativa obstoječim aplikacijam oblačnega shranjevanja v oblaku s centraliziranim 
dostopom je porazdeljena shramba Storj [40]. Koncept njenega delovanja temelji na 
spodbujanju deljenja svojega odvečnega prostora na disku. Vsi podatki so tako porazdeljeni po 
omrežju in zapisani v blokovno verigo. Uporabniki za deljenje prostora dobijo določeno 
plačilo, ki ga lahko potem porabijo, da zakupijo prostor za shrambo od drugih uporabnikov 
omrežju.  
Podobna rešitev Storj-u, je tudi Sia [41]. 
  




3.6 Internet stvari 
 
Trenutni projekti in implementacije na področju interneta stvari (ang. Interent of 
Things; IoT) temeljijo na tradicionalni arhitekturi strežnik-odjemalec, vendar z rastjo števila 
povezanih naprav v internet ta, zaenkrat še dobro delujoča arhitektura, lahko postane ozko grlo 
pri komunikaciji, saj centralni strežniki ne bodo mogli učinkovito obdelati velikih količin 
podatkov. V trenutni arhitekturi prežijo potencialne nevarnosti tudi v obliki kritične točke 
odpovedi sistema (ang. single point of failure), ko pride do napada (na primer z namenom 
ohromitve storitve, poglavje 3.1.2) in posledično nedelovanja naprav interneta stvari. 
Internet stvari bo vključeval več milijard v internetno omrežje povezanih naprav, ki 
bodo med seboj komunicirale. Ker vsem napravam ne moremo zaupati, ponovno potrebujemo 
posrednika, ki skrbi za zasebnost, varnost in zaupanja vredno komunikacijo med njimi (ang. 
Machine to Machine; M2M) [42]. V ta namen lahko vsako napravo interneta stvari registriramo 
v blokovno verigo in jo spremenimo v "pametno dobrino" (ang. smart property), definirano s 
pametno pogodbo. Z njo definiramo dovoljena dejanja posamezne v internet povezane naprave, 
določimo pa lahko tudi povezave med napravami in preverimo njihovo avtentičnost [43]. 
Podjetji Samsung in IBM sta leta 2015 predstavili koncept ADPET (ang. Autonomous 
Decentralized Peer-to-Peer Telemetry), ki temelji na tehnologiji veriženja blokov in bo lahko 
decentraliziral internet stvari [44]. V konceptu sta združila že delujoče tehnologije: 
 omrežje vsak z vsakim za deljenje vsebin, imenovano BitTorrent, 
 blokovno verigo Etherium za izdelavo pametnih pogodb ter 
 protokol Telehash, ki omogoča varno P2P komunikacijo med napravami [45]. 
Koncept ADEPT bo služil kot knjižnica za zapis v verigo vseh medsebojno povezanih 
naprav, ki bodo lahko delovala avtonomno s pomočjo definiranih pametnih pogodb. Sistem bo 
omogočal tudi, da si bodo povezane naprave lahko signalizirale potencialne probleme ter same 
z omrežja pridobile ustrezne programske posodobitve [44]. 
3.7 Blokovne verige v zdravstvu 
 
Zbirke podatkov v zdravstvu so lahko zelo kompleksne, saj je sam proces zdravljenja 
navadno kompleksen postopek. Problem predstavljajo tudi različni standardi v različnih delih 
sveta. Dostopnost do medicinskih podatkov lahko v mnogih pogledih omejijo tudi zakoni o 
varovanju zasebnih podatkov. Dober primer kompleksnosti izhaja iz mesta Boston, kjer 
uporabljajo 26 različnih medicinskih sistemov beleženja, kar predstavlja precejšno težavo pri 
deljenju in usklajevanju podatkov med sistemi [46]. 
Težave, povezane z dostopnostjo, združljivostjo in varnostjo različnih vrst podatkov, 
najbolje reši tehnologija veriženja podatkovnih blokov. Ta bi se lahko z uporabo pametnih 
pogodb uporabila za zapis kliničnih raziskav, zdravljenj pacientov in zaračunavanja ter 
upravljanja premoženja zdravstvenih ustanov [46].  




Na področju shranjevanja medicinskih podatkov so pri MIT (Massachusetts Institute of 
Technology) razvili sistem MedRec, ki uporablja zasebni podatkovni blok, osnovan na 
blokovni verigi Ethereum in pametnih pogodbah [47]. Sistem rešuje problem združljivosti in 
varnosti podatkov. Podatki niso shranjeni neposredno v blokovno verigo, ampak so v verigi 
tako imenovani meta podatki, ki vsebujejo informacijo o lastništvu in dovoljenjih nad podatki. 
3.8 Kriptovalute  
 
Večina plačilnih sistemov še vedno uporablja tradicionalni digitalni denar, ki pa je 
samo digitalna oblika fizičnega denarja. Za poslovanje z digitalnim denarjem pa uporabnik še 
vedno potrebuje posrednika. Navadno je to banka, ki jamči za verodostojnost denarja. Glavni 
namen kriptovalut je ustvariti porazdeljeni sistem, v katerem bi uspeli preprečiti dvakratno 
porabo istega digitalnega denarja in bi se tako izognili potrebi po zaupanja vrednih posrednikih 
[48]. Ključne lastnosti vseh kriptovalut [49] so: 
 nespremenljivost - ko je enkrat blok potrjen in dodan v verigo, ga nihče ne more več 
spremeniti za nazaj; 
 navidezna anonimnost - nobena transakcija ali račun nista zares povezana z realnim 
svetom. Uporabnik dobi denar na določen javni naslov, ki pa ga ni mogoče povezati s 
pravo identiteto uporabnika; 
 hitre in globalne transakcije - transakcije so v trenutku dostopne vsem v mreži in 
potrjene v nekaj minutah, tako bo transakcija potekala enako hitro, ne glede na to, kje 
se uporabnik fizično nahaja; 
 varna izmenjava kovancev - denar je v kriptovalutah "zaklenjen" z asimetričnimi 
šifrirnimi postopki, tako da ga lahko samo imetnik zasebnega ključa pošlje z enega 
javnega naslova na drugega; 
 začetek trgovanja brez dovoljenja posrednika - vsak se lahko pridruži omrežju in začne 
poslovati v kriptovalutah. Uporabnik mora samo namestiti potrebno programsko 
opremo. 
Danes najbolj poznane in uporabljene kriptovalute so: 
 Bitcoin - prva in najbolj znana kriptovaluta. Ima največjo tržno vrednost v svetu 
kriptovalut. Zelo je popularna za transakcije na področju kibernetskega kriminala, 
uporabljajo pa jo tudi špekulanti za hiter zaslužek. 
 Ethereum - poleg osnovnega preverjanja transakcij in stanja na računih ima možnost 
obdelave kompleksnejših pametnih pogodb. Na Ethereumu temelji veliko 
decentraliziranih avtonomnih organizacij, ki so bolj podrobno predstavljene v poglavju 
3.3. 
 Litecoin - ena prvih kriptovalut, ustvarjenih po Bitcoinu. Navidezna valuta Litecoin v 
sistemu dovoli več kovancev in drugačen matematičen algoritem za rudarjenje kot 
Bitcoin. Iz njegove strukture so se razvile tudi nekatere druge valute, kot sta Dogecoin 
in Feathercoin. 




 Monero - kriptovaluta, ki je dodala nekaj zasebnosti, ki je Bitcoin nima. Uporabniki 
lahko vidijo le svojo zgodovino transakcij in finančno stanje, od ostalih pa ju ne morejo. 
3.9 Slovenske aplikacije s tehnologijo veriženja blokov 
 
Slovenija je glede na število prebivalcev trenutno ena bolj uspešnih držav po številu 
aplikacij, povezanih s tehnologijo veriženja blokov. Primeri najbolj uspešnih slovenskih 
aplikacij so [50]: 
 Bitstamp [51] - borza za trgovanje s kriptovalutami. Omogoča trgovanje z različnimi 
kriptovalutami, kot so Bitcoin, Ripple, Litecoin, Ether, in BicoinCash. 
 Cofound.it [52] - rešitev za množično financiranje zagonskih podjetji, ki svoje 
delovanje temeljijo na tehnologiji veriženja blokov. V osnovi je platforma podobna 
tradicionalnim platformam za množično financiranje, kot je na primer Kickstarter [53], 
vendar je namenjena zbiranju digitalnih sredstev iz različnih kriptovalut. 
 Datafund [54] omogoča varno decentralizirano shranjevanje uporabniških podatkov in 
dovoljenj v blokovno verigo, skladno z novim evropskim zakonom o varovanju osebnih 
podatkov GDPR (ang. General Data Protection Regulation). V končni različici bo 
mogoče svoje podatke prodati podjetjem v zameno za plačilo v obliki digitalne dobrine 
[55]. 
  




4 Pregled knjižnic in vmesnikov za razvijalce 
 
Razvijalci si delo večinoma olajšajo z uporabo že narejenih ogrodij v obliki 
programskih knjižnic in oddaljenih storitev, ki imajo že izvedene določene funkcionalnosti. S 
tem pospešijo razvoj aplikacij in zmanjšajo možnost programskih napak, ki bi kasneje vzele 
veliko časa za razreševanje. V poglavju bom predstavil oddaljene spletne storitve (ang. web 
service) in programske knjižnice (ang. libraries), ki razvijalcem večinoma olajšajo interakcijo 
z različnimi izvedbami blokovnih verig. 
4.1 Spletne storitve 
  
Izraz spletna storitev se nanaša na objektno naravnan vmesnik za dostop do oddaljene 
funkcionalnosti različnih ponudnikov preko komunikacijskega protokola, pri čemer je 
najpogosteje uporabljan protokol HTTP (ang. HyperText Transfer Protocol).  Spletna storitev 
je lahko izvedena kot klasična SOAP (ang. Simple Object Access Protocol) storitev ali pa v 
obliki manj formalnega arhitekturnega vzorca REST (ang. Representational State Transfer). 
Oba načina izvedbe omogočata izmenjavo informacij med strežnikom in odjemalcem v 
računalniku razumljivem formatu, v prvem primeru je to jezik XML (ang. Extensible Markup 
Language), v drugem primeru pa najpogosteje JSON (ang. JavaScript Object Notation). 
Na spletu različni ponudniki storitev ponujajo svoje rešitve razvijalcem in jim 
omogočijo dostop do potrebnih različnih funkcionalnosti. V nadaljevanju je predstavljenih 
nekaj najboljših spletnih storitev, ki so na voljo razvijalcem aplikacij, temelječih na tehnologiji 
veriženja blokov. 
4.1.1 Tierion  
Tierion se lahko uporablja za shranjevanje zgodovine poslovnih procesov, časovno 
žigosanje in podpisovanje dokumentov ter zagotavljanje integritete podatkov, pridobljenih z 
naprav interneta stvari. Storitev omogoča dodajanje do sto zapisov na sekundo v lastno 
podatkovno zbirko. Tierion ponuja aplikacijski vmesnik, z uporabo katerega se lahko podatki 
pošiljajo tako s spletnih kot mobilnih aplikacij. Za verodostojnost podatkov uporabljajo 
protokol Chainpoit, ki je postal de-facto standard za časovno dokazljivost nastanka podatka 
[56]. 
4.1.2 Factom Alpha 
   Storitev omogoča deljenje, pregledovanje in izmenjevanje občutljivih podatkov, ki so 
zavarovani s tehnologijo veriženja blokov. Razvijalcem omogočajo tudi izgradnjo lastnih 
aplikacij z uporabo lastne tehnologije. Storitev je namenjena predvsem velikim podjetjem 
(bolnišnice, banke, vladne organizacije), ki želijo zavarovati svoje dokumente z uporabo 
blokovne verige [57]. 
  





   Storitev omogoča integracijo plačil v kriptovalutah Bitcoin, Bitcoin Cash, Litecoin in 
Ethereum v lastni aplikaciji. Za varnost storitve je poskrbljeno tako, da je pred vsakim 
prenosom digitalnih sredstev zahtevano overjanje uporabnika. Storitev omogoča ustvarjanje 
novih računov ter kupovanje, prodajo in prejemanje omenjenih kriptovalut [58]. 
4.1.4 Blockchain.info 
  Blockchain.info je storitev, ki omogoča integracijo plačil s kriptovaluto Bitcoin v 
različne aplikacije. Vse potrebne informacije o transakcijah so na voljo v obliki zapisa JSON, 
kar razvijalcem olajša njihovo nadaljnjo obdelavo [49, 59]. Vsak uporabnik si mora pred 
uporabo na njihovi spletni strani odpreti brezplačni račun, kjer lahko tudi vidi svoje bilančno 
stanje. 
4.1.5 Gem 
  Storitev omogoča enostavno integracijo Bitcoinovih javnih ključev v različne 
aplikacije. Uporabnik lahko preko njihovega sistema ustvari neomejeno število javnih ključev. 
Njihov aplikacijski vmesnik poskrbi za varnost komunikacije z več-faktorsko avtorizacijo. S 
spremljanjem vseh transakcij v realnem času omogočajo boljši nadzor nad trgovanjem z 
digitalnimi sredstvi [49, 60]. 
4.1.6 BlockCypher 
Storitev BlockCypher omogoča dostop do blokovnih verig Ethereum in Bitcoin preko 
aplikacijskega vmesnika in protokolov HTTP ali HTTPS. Storitev vsakemu odjemalcu 
omogoča do največ šeststo zahtevkov na uro. Za nakupe znotraj storitve omogočajo 
mikrotransakcije, ki se v okviru storitve izvedejo hitreje, kot če bi jih je potrebno uskladiti s 
celotno blokovno verigo Ethreum ali Bitcoin [49, 61].             
4.1.7 BitGo 
Storitev BitGo je primerna za integracijo kriptovalut v druge aplikacije. Omogoča 
komunikacijo z različnimi kriptovalutami preko skupnega aplikacijskega vmesnika. Ključne 
lastnosti BitGo storitve so [62]: 
 ustvarjanje novih javnih ključev, 
 spremljanje stanja na uporabnikovem računu in poti transakcij, 
 ustvarjanje transakcij in njihovo podpisovanje, 
 varno overjanje uporabnikov, 
 nastavljanje omejitev največje količine porabljenega denarja posameznega uporabnika. 
  





 Fosha je storitev, ki omogoča ustvarjanje pametnih pogodb. Razvijalcem nudi 
aplikacijski vmesnik združljiv s knjižnico web3j, ki omogoča komunikacijo z blokovno verigo 
Ethereum [63, 64]. Pred začetkom uporabe si morajo uporabniki v svoj brskalnik namestiti 
razširitev, imenovano MetaMask [65], in na njihovi spletni strani ustvariti unikaten žeton (ang. 
Access Token). 
4.2 Programske knjižnice 
 
Programske knjižnice (ang. libraries) vsebujejo nabor funkcij in operacij, ki se jih lahko 
večkrat uporabi neodvisno od ostalega dela programa. Na primer, če razvijalec želi v programu 
izvesti matematične operacije, mu jih ni potrebno napisati samemu, temveč so mu ob vključitvi 
ustrezne knjižnice v programsko kodo na voljo preko klicev njenega aplikacijskega 
programskega vmesnika. 
Razlika med programskimi knjižnicami in spletnimi storitvami je v tem, da storitve 
ponujajo določeno oddaljeno funkcionalnost preko transportnega protokola,  programske 
knjižnice pa so specifične za posamezen programski jezik in jih je potrebno prevesti skupaj z 
ostalo izvršljivo programsko kodo aplikacije, tako da so neločljivo povezane z aplikacijo. 
V spodnjih poglavjih so predstavljene najbolj uporabne programske knjižnice, ki 
temeljijo na tehnologiji veriženja blokov. 
4.2.1 Javanske programske knjižnice 
Knjižnica Vir Funkcionalnosti 
BicoinJ [63, 66] BicoinJ je odprtokodna programska knjižnica, ki omogoča 
ustvarjanje novih javnih ključev in upravljanje transakcij v 
blokovni verigi Bitcoin. Kot veliko drugih odprtokodnih 
projektov ima tudi BicoinJ nekaj pomanjkljivosti, predvsem z 
vidika varnosti uporabljenih algoritmov.      
Web3j [63, 67] Knjižnica omogoča ustvarjanje novih javnih ključev in 
upravljanje transakcij. Nudi tudi ogrodje za pisanje pametnih 
pogodb Ethereum v programskem jeziku Solidity. 
HyperLedger 
Fabric 
[63, 68] Knjižnica omogoča naslednje ključne funkcionalnosti: 
 upravljanje kanalov za izmenjavo zaupnih informacij, 
 zanesljivo obveščanje o transakcijah vseh vozlov 
znotraj omrežja, 
 ustvarjanje pametnih pogodb na podlagi blokovne 
verige Ethereum. 
   Tabela 3: Pregled javanskih knjižnic, ki temeljijo na blokovni verigi  
  




4.2.2 Programske knjižnice za python 
Knjižnica Vir Funkcionalnosti 
BigchainDB 
python 
[69] Programska knjižnica omogoča lažjo interakcijo s podatkovno 
zbirko BigchainDB, ki podatke shranjuje v porazdeljeno 
blokovno verigo. 
Blockstack [70] Knjižnica, ki omogoča enostavno ustvarjanje Blockstack vozla 
(opis v poglavju 3.1.2.1). Ponuja funkcije za integracijo nove 
aplikacije v porazdeljeno okolje Blockstack. 
Mythri [71] Mythri je orodje za varnostno analizo pametnih pogodb 
Ethereum. Nudi različne vrste analiznih postopkov za 
odkrivanje ranljivosti v pametnih pogodbah. 
Bitshares [72, 73] Knjižnica omogoča izvedbo lastne decentralizirane avtonomne 
organizacije in ustvarjanje lastnega javnega ključa. Podatki 
(računi, bloki, cene) so zapisani v obliki JSON, ponuja pa tudi 
enostavno uporabo aplikacijskega vmesnika. 
Blockchain [74, 75] Knjižnica za python, ki omogoča  enostavno komunikacijo s 
storitvijo Blockchain.info, predstavljeno v poglavju 4.1.4 
   Tabela 4: Pregled knjižnic za python, ki olajšajo interakcijo z blokovno verigo 
4.2.3 Programske knjižnice za PHP 
Knjižnica Vir Funkcionalnosti 
Api-v1-client-
php 
[76] PHP knjižnica, ki omogoča komunikacijo s storitvijo 
Blockchhain.info. Knjižnica nudi enake funkcionalnosti kot 
njena pythonska različica. 
Blockcypher/ph
p-client 
[77] Knjižnica, ki omogoča interakcijo s storitvijo BlockChyper, 
predstavljeno v poglavju 4.1.6. 
BitGoSDK PHP [78] Knjižnica vsebuje funkcije za enostavno interakcijo s storitvijo 
BitGO, predstavljeno v poglavju 4.1.7 
   Tabela 5: Pregled PHP knjižnic, ki olajšajo interakcijo z blokovno verigo 
  




4.2.4 Programske knjižnice za javascript in Node.js 
Knjižnica Vir Funkcionalnosti 
Web3.js [79] Knjižnica je izvedba sorodne javanske knjižnice Web3j, 
predstavljene v poglavju 4.2.1., za javascript. Omogoča enake 
funkcionalnosti za interakcijo z blokovno verigo Ethereum. 
Truffle [80, 81, 82] Razvojno orodje za lažjo interakcijo z blokovno verigo 
Ethereum, ki omogoča: 
 upravljanje pametnih pogodb, 
 avtomatizirano testiranje pogodb z orodji Mocha in 
Chai, 
 izvajanje programske kode v okviru okolja Truffle. 
 
Bitcore-lib [83] Odprtokodna programska knjižnica za javascript, ki omogoča 
lažjo interakcijo z blokovno verigo Bitcoin. Vsebuje funkcije, 
ki omogočajo izvajanje prenosa navideznega denarja iz enega 
na drug uporabniški račun. 
Solium [84] Knjižnica omogoča analizo napisanih pametnih pogodb v 
blokovni verigi Ethereum. Omogoča tudi odkrivanje slogovnih 
napak, če pametna pogodba ni napisana po vnaprej določenih 
pravilih. Omogoča odkrivanje tudi varnostnih težav ter ponudi 
njihovo možno razrešitev. Z njeno uporabo je mogoče 
poenotiti slog pisanja pogodb znotraj razvojne skupine. 
Hyperledger 
Composer 
[85] Izvedba knjižnice HyperLedger Fabric za javascript, 
predstavljene v poglavju 4.2.1. 
Bcoin [86, 87] Nudi lastno izvedbo kriptovalute. Omogoča prenos digitalnih 
sredstev iz enega na drug javni naslov. Aplikacija Purse.io, ki 
omogoča spletno nakupovanje, na primer uporablja 
alternativno implementacijo kriptovalute s knjižnico Bcoin. 
Embark [88] Orodje za enostaven razvoj decentraliziranih aplikacij s 
tehnologijo veriženja blokov. Knjižnica temelji na blokovni 
verigi Ethereum ter decentraliziranem shranjevanju 




[89] Bigchaindb-driver je dostopna točka do decentralizirane 
blokovne podatkovne zbirke BigChainDB za Node.js. 
Knjižnica nudi enake funkcionalnosti kot njena sorodna 
izvedba v pythonu, predstavljena v poglavju 4.2.2. 
Blockchain.info [90]  Gre za knjižnico za Node.js, ki omogoča komunikacijo s 
storitvijo Blockchhain.info. Knjižnica nudi enake 
funkcionalnosti kot njeni različici za python in PHP. 
   Tabela 6: Pregled Node.js knjižnic, ki olajšajo interakcijo z blokovno verigo 
V poglavju 4 je opisanih samo del vseh storitev in programskih knjižnic, ki so na voljo 
razvijalcem. Količina orodij in njihovih različnih funkcionalnosti nakazujeta hiter razvoj 
tehnologije veriženja blokov. Storitve in programske knjižnice nudijo predvsem dodaten sloj 
abstrakcije, tako da se razvijalcem aplikacij praktično ni potrebno ukvarjati z delovanjem 
tehnologije veriženja blokov. Ti se tako lahko posvetijo funkcionalnostim aplikacije, za varno 




in porazdeljeno shranjevanje podatkov brez zaupanja vrednega posrednika pa poskrbi 
uporabljena knjižnica ali storitev. 
Kot je razvidno v poglavjih 4.2.1 do 4.2.4, obstaja veliko knjižnic za uporabo blokovnih 
verig za različne programske jezike. Osredotočil sem se na jezike, ki se danes najbolj 
uporabljajo, a knjižnice obstajajo tudi za druge programske jezike. Kot je razvidno iz pregleda 
v omenjenih poglavjih, imajo največjo izbiro razvijalci v izvajalnem okolju Node.js in 
programskem jeziku javascript, saj so spletne aplikacije zelo popularne zaradi svoje 
enostavnosti in, ob pravilni izvedbi, tudi neodvisnosti od brskalnika, v katerem so uporabljene.  
Veliko je zelo podobnih knjižnic z enakimi funkcionalnostmi med različnimi 
programskimi jeziki. Največ je  takih, ki omogočajo lažjo komunikacijo z aplikacijskim 
programskim vmesnikom določene storitve, ki so opisane v poglavju 4.1. Obstajajo pa tudi 
knjižnice, ki nudijo lastno izvedeno blokovno verigo z obširno dokumentacijo in so podrobneje 
predstavljene v naslednjem poglavju. 
4.3 Knjižnice za lastno izdelavo blokovnih verig 
 
Na spletu obstaja mnogo knjižnic z obširno dokumentacijo, kako izdelati lastno 
blokovno verigo v različnih programskih jezikih. Večinoma so vse odprtokodne in jih lahko 
razvijalec vzame kot osnovo in jih nato prilagodi, popravi in izboljša glede na potrebe 
aplikacije, ki jo razvija. V Tabeli 7 je navedenih nekaj odprtokodnih izvedb blokovne verige v 
različnih programskih jezikih.  
Knjižnica, ogrodje oziroma vodič Programski jezik Vir 
a simple blockchain in python python [91] 
Jbc python [92] 
blockchain python tutorial python [93] 
Brewchain javascript [94] 
build you own blockchain in javascirpt javascript [95] 
Noobchain java [96] 
code your own blockchain go [97] 
Naivecoin javascript [3, 98, 99, 100] 
   Tabela 7: Pregled knjižnic za lastno implementacijo blokovne verige 
Pri razvoju aplikacije MMSahre, ki na strežniškem delu za shranjevanje transakcij 
prenosa navideznih sredstev za dostop do vsebin uporabnikov uporablja blokovno verigo, sem 
uporabil izvedbo blokovne verige za Node.js, imenovano Naivecoin. Za razliko od ostalih 
navedenih knjižnic v Tabeli 7,  ima Naivecoin že izvedene API klice za interakcijo z lastno 
blokovno verigo. To dejstvo pohitri razvoj končne rešitve. Kako deluje aplikacija, kakšna je 
njena zgradba ter kako in s kakšnimi prilagoditvami je uporabljena programska knjižnica 
Naivecoin, je predstavljeno v naslednjem poglavju.  




5 Platforma za izmenjavo vsebin z uporabo kriptovalute 
 
V praktičnem delu diplomske naloge sem izdelal platformo MMShare, ki uporabnikom 
omogoča enostavno shranjevanje in deljenje vsebin, podobno kot to omogočata aplikaciji 
Dropbox ali GoogleDrive. Za razliko od omenjenih aplikacij pa MMShare uporabnike 
spodbuja k sodelovanju. Naložene vsebine so namreč dostopne samo tistim uporabnikom, ki 
tudi sami prispevajo vsebine v skupnost. Uporabnik si pridobi dostop do naloženih vsebin s 
plačilom v zasebni kriptovaluti MMCoin, obenem pa tudi sam prejme sredstva, ko nekdo želi 
njegov dokument. Vsak prenos digitalnih sredstev se beleži v verigo blokov, s čimer je 
zagotovljeno, da noben uporabnik ne more večkrat porabiti istega navideznega denarja ter tako 
na nepravičen način dobiti dostop do več vsebin, kot bi jih sicer. 
Vsak nov uporabnik ob registraciji dobi javni ključ, ki identificira njegov račun, in 
začetnih pet tisoč kovancev, kar zadošča za dostop do nekaj izbranih vsebin. Če želi uporabnik 
pridobiti več sredstev za dostop do novih vsebin, mora na platformo naložiti lastne vsebine, ki 
so nato na voljo ostalim. Navidezni denar se tako s pomočjo transakcij neposredno prenese iz 
enega uporabnikovega računa na drugega. Za vsako uspešno transakcijo dobi lastnik vsebine 
nagrado v višini tristo kovancev, ki se izplača iz osrednjega računa platforme. Na ta način 
platforma uporabnike spodbuja, da vsak prispeva nekaj nazaj skupnosti, saj ljudje ne moremo 
virov samo porabljati, ampak jih moramo za dobrobit vseh tudi sami ustvarjati in deliti. 
Uporabnik lahko na strežnik naloži različne vrste vsebin. Te so lahko v formatih Word, 
Excel, PowerPoint, pdf ali v obliki enostavnega besedila (txt). Na strežnik je mogoče naložiti 
tudi slikovne vsebine v formatih jpeg in png. Velikost naložene vsebine je omejena na deset 
MB. Strežnik ima tako hitrejše odzivne čase, uporabnik hitreje dobi željeno vsebino, strežnik 
pa je zaščiten pred zlonamernimi uporabniki, ki bi ga želeli preobremeniti z obsežnimi 
vsebinami. Ko je vsebina uspešno naložena, se glede na njeno velikost izračuna cena za dostop 
do nje (vsakih tisoč zlogov (kB) stane en kovanec).  
Struktura platforme je prikazana na Sliki 10. Platforma je razdeljena na zaledni (ang. 
backend) in čelni del (ang. frontend). Ključni del platforme je zaledni del, ki ga sestavljajo 
sledeče komponente (podrobnejši opis sledi v poglavju 5.1):  
 blokovna veriga, izdelana s pomočjo knjižnice Naivecoin; 
 REST storitev za interakcijo z blokovno verigo, ki skrbi za shranjevanje bilančnih stanj 
posameznih računov v blokovni verigi in izvajanje transakcij pri prenosu navideznega 
denarja iz enega na drug račun; 
 aplikacijska logika za shranjevanje vsebin in uporabnikovih podatkov v podatkovno 
zbirko; 
 REST storitev, ki nudi enovit dostop do zalednega dela in storitev, ki jih ta ponuja 
čelnemu delu. Uporaba storitev zalednega dela tako ni odvisna od uporabljenega 
programskega jezika za izdelavo uporabniškega vmesnika in ga tako lahko sočasno 
uporablja več različnih aplikacij. Za lažjo uporabo platforme sem razvil tako spletno 
kot mobilno aplikacijo (več o uporabniškem delu platforme v poglavju 5.2). 





Slika 10: Struktura platforme MMShare 
5.1 Zaledni del 
  
Zaledni del je izveden na strežniku, ki skrbi za shranjevanje podatkov in njihovo 
varovanje, aplikacijsko logiko in dostop do blokovne verige. Izvaja se v izvajalnem okolju 
Node.js s pomočjo ogrodja Express.js, napisan pa je v programskem jeziku javascript. Za 
shranjevanje podatkov je uporabljena podatkovna zbirka MongoDB, namenjena shranjevanju 
dokumentov. Za dostop do podatkovne zbirke je uporabljena knjižnica za Node.js Mongoose. 
Podrobnejša struktura podatkov v zbirki je predstavljena v poglavju 5.1.2. Strežnik je dostopen 
na naslovu https://diploma-denar-uz5335.c9users.io.  
Pomemben del strežnika predstavlja blokovna veriga Naivecoin [98, 99], namenjena 
shranjevanju transakcij pri pridobivanju dostopa do vsebin z uporabo navideznega denarja. 
Delovanje blokovne verige Naivecoin je predstavljeno v nadaljevanju. 
  




5.1.1  Blokovna veriga Naivecoin 
Naicevoin je odprtokodna izvedba blokovne verige na podlagi licence Apache 2.0, ki 
dopušča njeno prilagajanje in dopolnjevanje potrebam končne aplikacije. Napisana je za 
izvajalno okolje Node.js, kar omogoča enostavnejšo integracijo in lažje prilagoditve platformi 
MMShare, saj je tudi zaledni del te platforme izveden z enakimi tehnologijami. V okviru 
izvedbe je na voljo tudi vmesnik spletne storitve REST, ki omogoča enostavno uporabo verige 
v poljubni aplikaciji.  
Podrobnejšo strukturo strežnika opisuje Slika 11. Verigo sestavljajo elementi Rudar, 
Upravljalec in Vozel, "Strežnik" pa predstavlja preostali del zaledja aplikacije. Naloge 
posameznih elementov so sledeče [98]: 
 Rudar skrbi za dodajanje novih blokov v verigo.  
 Upravljalec skrbi za javne ključe in bilance stanj na računih uporabnikov ter ustvarja 
nove transakcije za prenos navideznega denarja med računi uporabnikov.  
 Vozli so posamezni členi, ki sodelujejo v sistemu in vzdržujejo konsistentnost blokovne 
verige.   
 
Slika 11: Logična zgradba strežnika [98] 
  Uporabljena blokovna veriga Naivecoin vključuje gradnike in principe delovanja 
tehnologije veriženja blokov, predstavljenih v poglavju 2. Za ustvarjanje javnih in zasebnih 
ključev sodelujočih uporabnikov, ki se uporabljajo pri podpisovanju in prenosu navideznega 
denarja med uporabniki, Naivecoin uporablja asimetrično šifriranje z eliptičnimi krivuljami 
[100], imenovano ECDSA (ang. Elliptic Curve Digital Signature Alghoritm). Princip 
ustvarjanja ključev na podlagi eliptičnih krivulj je podrobneje predstavljen v poglavju 2.2.1.2. 
Kot osnovo za dostop do funkcionalnosti blokovne verige sem uporabil obstoječ 
Naivecoinov aplikacijski programski vmesnik in ga prilagodil tako, da je mogoče do njega 
dostopati z uporabo spletne storitve REST (ang. Representational State Transfer) in njenega 
komunikacijskega vmesnika. Za uporabo spletne storitve REST  sem se odločil, ker uporablja 
splošno uveljavljene spletne standarde, ki jih je enostavno mogoče udejanjiti. S tem sem 




zaledni del, ki se ukvarja z blokovno verigo, ločil od ostale aplikacijske logike in tako omogočil 
avtonomno delovanje in dostop preko poljubnega odjemalca. Če bi bilo potrebno (na primer z 
vidika čim večje izkoriščenosti strojne opreme za potrebe rudarjenja), bi se taka storitev, ki 
skrbi za blokovno verigo, izvajala na lastnem fizičnem strežniku, dostop do verige pa se ne bi 
spremenil.  
5.1.1.1 Dostopovni vmesnik blokovne verige 
 
Osnovni URI (ang. Universal Resource Identifier) naslov spletne storitve za dostop do 
blokovne verige je /coinsAPI, posamezne funkcionalnosti pa so na voljo z dodajanjem 
ustreznega podnaslova, uporabo standardnih metod protokola HTTP in parametrov, ki se 
dodajo telesu HTTP zahtevka. Podprte funkcionalnosti so navedene v Tabeli 8, pri čemer je 










Operacija za dodajanje novega 
uporabnika, ki na osnovi podanega 
gesla ustvari nov javni in zasebni 
ključ ter na njegov račun prenese 










Ustvari transakcijo in prenese 
navidezna sredstva iz enega računa 
na drugega. Pred prenosom 
navideznega denarja algoritem 
preveri bilančno stanje kupca 
vsebine ter podpiše transakcijo z 
njegovim privatnim ključem 
(istovetnost uporabnika se preveri s 
podanim geslom, saj je geslo 
povezano s privatnim ključem). 
Transakcija se nato zapiše v blok, ki 




/ Pridobi trenutno stanje za določen 





Zamenja staro geslo z novim. 
   Tabela 8: Pregled API klicev za upravljanje z blokovno verigo 
 Za ustvarjanje novega uporabniškega računa torej s HTTP zahtevo po metodi POST 
posredujemo na naslov /coinsAPI/operator/wallets geslo novega uporabnika. Vsak uporabnik 
dobi svoj javni ključ, ki identificira uporabnika in račun, na katerega bo ta dobival in iz katerega 
bo porabljal navidezna sredstva. Ko se prijavljen uporabnik odloči pridobiti dostop do izbrane 
vsebine, izvede HTTP POST zahtevo na naslov /coinsAPI/operator/wallets/{walletID} 
/transactions, v telesu zahtevka pa pošlje zahtevane parametre.  
Potrjevanje in dodajanje novih blokov (rudarjenje) je omogočeno samo centralnemu 
strežniškemu računu, zato se ta del algoritma izvede takoj ob uspešnem prenosu digitalnih 
sredstev med uporabnikovima računoma. Vsak rudar je namreč nagrajen z nekaj navideznimi 




sredstvi MMCoin, če je on tisti, ki uspe dodati naslednji blok v verigo. Če bi sistem torej 
podpiral več rudarjev, bi to pomenilo, da bi si ti lahko pridobili sredstva z rudarjenjem, kar pa 
ni v skladu z namenom platforme, saj želimo, da lahko uporabniki sredstva v kriptovaluti 
MMCoin pridobijo samo, če nalagajo lastne vsebine.  
5.1.1.2 Vsebina  transakcije 
 
Transakcije v verigi Naivecoin za prenos kovancev MMCoin in zagotavljanje 
njihovega lastništva so zapisane v formatu JSON. Slika 12 prikazuje primer zapisane 
transakcije, ki jo uporablja aplikacija MMShare. 
 
Slika 12: Transakcija v obliki JSON 
Glavne sestavine transakcije so naslednje: 
 Izvleček zagotavlja nespremenljivost transakcije. Pomemben je tudi pri preverjanju 
pošiljateljevega podpisa z njegovim javnim ključem. Če se dešifriran podpis 
pošiljatelja in izvleček transakcije pri preverjanju ne ujemata, je ta neveljavna.  
 Id je univerzalna enolična oznaka vsake transakcije.  
 V strukturi data.inputs[0] sta ključna javni ključ pošiljatelja in podpis transakcije, saj 
se s podpisom potrdi lastništvo navideznih denarnih sredstev. Razdelek vsebuje tudi 
javni naslov pošiljatelja in njegova sredstva pred prenosom. 
 Struktura data.outputs[0] vsebuje količino prenesenega navideznega denarja in javni 
ključ prejemnika. 
 Struktura data.outputs[1] vsebuje količino preostalega navideznega denarja, ki ga ima 
pošiljatelj po uspešno izvedeni transakciji še na voljo. 
 





Slika 13: Vizualizacija transakcij v aplikaciji MMShare 
V spletni aplikaciji MMSahre je na voljo interaktivna vizualizacija vseh transakcij med 
uporabniki platforme. Uporabniki si tako lažje predstavljajo in določijo, kdo izmed sodelujočih 
dobiva največ navideznega denarja in kdo ga največ porablja. Iz tega je moč sklepati, komu 
ostali najbolj zaupajo pri kvaliteti naloženih vsebin. Do vizualizacije je mogoče dostopati v 
spletni aplikaciji na podnaslovu /admin. Predstavitev transakcij je ustvarjena s pomočjo 
programske knjižnice sigma.js [101]. Slika 13 prikazuje zaslonski posnetek vseh preteklih 
transakcij med uporabniki. Puščica nakazuje smer transakcije od kupca vsebine do prejemnika 
navideznih sredstev. Večje število povezav med uporabnikoma pomeni več prenosov sredstev 
med njima. Ob transakcijah, izvedenih med istima uporabnikoma, je zapisana skupna količina 
vseh prenesenih sredstev med njima. 
5.1.2 Struktura podatkovne zbirke 
Platforma za shranjevanje podatkov uporablja entitetno-relacijsko podatkovno zbirko 
MongoDB, ki je namenjena shranjevanju dokumentov in za razliko od relacijskih podatkovnih 
zbirk nudi veliko več fleksibilnosti glede strukture in povezav med podatki. Dostop do 
podatkovne zbirke ima strežnik, ki skrbi za aplikacijsko logiko. Ta pred zapisom v zbirko 
preveri veljavnost dokumentov glede na opredeljeno shemo, ki definira dovoljen format 
zapisanih dokumentov. Na Sliki 14 je prikazana struktura podatkovne zbirke. 





Osrednja shema je poimenovana Vsebina in vsebuje vse potrebne podatke o naloženi 
vsebini in logične povezave (reference) z ostalimi shemami. Vsebina ima tako definiranega 
lastnika, temo, v katero jo je lastnik umestil, ime, ceno, vrsto vsebine (na primer png, jpg, pptx 
, pdf), čas njenega nastanka in tabelo vseh uporabnikov, ki imajo pravico dostopa do nje.  
V shemi Uporabnik je pomemben kazalec do uporabnikovega javnega ključa, 
uporabljenega v blokovni verigi. Pomembno pa je tudi geslo, saj se z njim uporabnika overi. 
Iz uporabnikovega gesla je ustvarjen zasebni ključ, ki se nato uporablja pri podpisovanju 
transakcij. Z ustreznim javnim ključem lahko strežnik s poizvedbo v blokovno verigo pridobi 
bilančno stanje na računu uporabnika. 
Shema Teme omogoča umestitev posamezne vsebine v določeno temo, kar izboljša 
uporabniško izkušnjo, saj je vsebine mogoče pregledovati po temah. 
5.1.3 Varnost na strežniku 
Varnostno kritičen podatek na strežniku je uporabniško geslo, saj se uporablja tako za 
overjanje uporabnika kot tudi za ustvarjanje njegovega zasebnega ključa, ki je uporabljen pri 
podpisovanju transakcij. Zato je zelo pomembno, da uporabniškega gesla nihče ne more videti 
ali pa enostavno izračunati.  Uporabnik si mora tako izbrati vsaj osemmestno geslo, saj je krajša 
gesla z napadom grobe sile že možno izračunati v doglednem času.  
Slika 14: Shematičen prikaz strukture podatkovne zbirke MongoDB 




Za varstvo uporabniškega gesla se na strežniku uporablja zgostitvena funkcija 
programske knjižnice bcrypt [102]. Geslo je tako v zbirki shranjeno kot izvleček in ga je zelo 
težko dešifrirati (niti administrator zbirke, niti njen razvijalec, še manj pa potencialni 
napadalec). Za preverjanje pravilnosti gesla, vpisanega ob prijavi, se tako njegov izvleček 
primerja z izvlečkom v podatkovni zbirki, saj se ista kombinacija znakov zmeraj preslika v isti 
izvleček. 
Zasebni ključ uporabnika ni shranjen nikjer, ampak se pri ustvarjanju transakcije vedno 
znova izračuna iz podanega gesla. To je razlog, zakaj mora uporabnik pred vsakim nakupom 
ponovno vnesti svoje geslo. 
Strežniški del platforme se izvaja v integriranem razvojnem in izvajalnem okolju 
Cloud9 [103], ki vse zahtevke pošilja po varnem komunikacijskem protokolu HTTPS (ang. 
HyperText Transfer Protocol Secure). Tako potencialni napadalec zelo težko pride do 
podatkov, ki se pošiljajo med strežnikom in odjemalcem. 
5.1.4 Storitev MMShare 
Pomemben del strežniškega dela platforme je spletna storitev REST, ki omogoča 
različnim aplikacijam dostop do funkcionalnosti platforme ne glede na izbran programski jezik 
in izvajalno okolje. Naslov storitve MMShare je /logic_api. Uporabljeni klici storitve se delijo 
na tri skupine in so tako namenjeni: 
 manipulaciji z uporabnikovimi podatki (Tabela 9), 
 manipulaciji z naloženo vsebino (Tabela 10) in 
 iskanju vsebin, tem in uporabnikov (Tabela 11). 
 
Vsi podatki, ki se izmenjujejo med strežnikom in odjemalci, so v obliki JSON. V 







GET /logic_api/getUser/{id} / Metoda pošlje 
uporabnikove podatke 
glede na uporabnikov 
ID. 
GET /logic_api/getUserBalance/{id} / Metoda vrne bilančno 
stanje uporabnikovega 
računa glede na podan 
ID (za pridobitev 
bilančnega stanja se 
izvede ustrezen 
aplikacijski klic v 
blokovno verigo, kot je 
to predstavljeno v Tabeli 
8). 









uporabniškega računa in 
njegovega javnega in 
zasebnega ključa. 
Metoda pošlje ustrezen 
aplikacijski klic v 
blokovno verigo, kot je 
to predstavljeno v Tabeli 
8. Po uspešnem 
ustvarjanju novega 
uporabnika se dokument 
zapiše v podatkovno 
zbirko MongoDB. 
POST /logic_api /login uporabniško ime, 
geslo 
Overjanje uporabnika, ki 
se želi prijaviti in pričeti 
z uporabo platforme. 
PUT /logic_api/changeDescription/{id} opis uporabnika Z opisom je 
posameznemu 
uporabniku sistema 
omogočeno, da se vsem 
ostalim predstavi. Ostali 




PUT /logic_api/changePassword/{id} novo geslo, 
staro geslo 
Metoda zamenja 
uporabnikovo geslo za 
njegovo overjanje. 
DELETE /logic_api/deleteUser uporabnikov ID Izbris uporabnikovega 
računa. Na strežniku se 
odstranijo vse 
uporabnikove naložene 
vsebine,  njegova 
aktivnost "kupovanja" 
vsebin ostane v obliki 
transakcij še vedno 
zapisana v blokovni 
verigi. Dostop do 
njegovega navideznega 
denarja ni več mogoč, 
saj nihče drug kot 
uporabnik sam ne pozna 
zasebnega ključa.   
   Tabela 9: Aplikacijski klici za interakcijo z uporabnikovimi podatki 
  









POST /logic_api/fileUpload vsebina, 
uporabnikov ID, 
ime teme 
Metoda na strežnik shrani 
novo vsebino in jo razvrsti 
v izbrano temo. Vsebina  




{ime vsebine}. Na ta način 
strežnik hitreje najde 
uporabnikovo vsebino.   
GET /logic_api/fileDownload/ 
{id}/{fileId} 
/ Po preverjanju pravic za 
dostop do vsebine metoda 
prenese izbrano vsebina s 
strežnika k uporabniku. 
POST /logic_api/buyContent uporabnikov ID, 
ID vsebine, 
geslo 
Metoda iz podatkovne 
zbirke pridobi 
uporabnikov javni ključ 
ter preveri njegovo geslo, 
nato pa izvede klic 
vmesnika REST blokovne 
verige za izvedbo 
transakcije, kot je to 
predstavljeno v Tabeli 8. 
DELETE /logic_api/deleteContent uporabnikov ID, 
ID vsebine 
Lastnik vsebine z metodo 
odstrani vsebino s 
strežnika, tako da ta ni več 
na voljo za prenos. 
POST /logic_api/createTopic ime teme  Metoda ustvari novo 
temo, pod katero se lahko 
uvrsti vsebina. 
   Tabela 10: Aplikacijski klici za interakcijo z vsebino 
  









GET /logic_api /searchByUserName/ 
{userName} 
/ Metoda pridobi podatke o 
vseh vsebinah, ki jih je 
podan uporabnik naložil. 
Iskanje se izvede glede na 
podano uporabniško ime. 
GET /logic_api /searchByUserId/{id} /  Metoda, ki pridobi vse 
naložene vsebine 
uporabnika, glede na 
podan ID. 
GET /logic_api /userDataByUserName/ 
{userName} 
/ Metoda pridobi vse 
uporabnikove podatke 
glede na podano 
uporabniško ime. 
GET /logic_api /searchContentInTopic/ 
{topicName} 
/ Metoda pridobi podatke o 
vseh vsebinah, ki sodijo 
pod izbrano temo. 
GET /logic_api /getAllTopics / Pridobi seznam vseh tem, 
ki so trenutno na voljo. 
GET /logic_api /getAllAccessTopic/ 
{userId} 
/ Metoda pridobi seznam 
vseh vsebin, do katerih ima 
podan uporabnik dostop.  
GET /logic_api /findContentById/{id} / Metoda pridobi podatke o 
zahtevani vsebini. 
   Tabela 11: Aplikacijski klici za iskanje vsebine 
5.2 Aplikacija za dostop do vsebin 
 
Za  lažjo uporabo predstavljene platforme MMShare lahko uporabnik izbira med 
uporabo spletne ali mobilne aplikacije. Obe za delovanje uporabljata v prejšnjem podpoglavju 
predstavljeno storitev MMShare. Aplikaciji se razlikujeta po izgledu in določenih 
funkcionalnostih, ki so prilagojene za uporabo na različnih napravah. 
5.2.1 Spletna aplikacija MMShare 
Spletna aplikacija je namenjena uporabnikom namiznih računalnikov, prenosnikov in 
tablic. Prednost uporabe spletne aplikacije je enoten uporabniški vmesnik ne glede na 
uporabljen brskalnik in operacijski sistem. Spletna aplikacija je napisana v jezikih HTML in 
CSS, za enoten izgled pri različnih ločljivostih in velikostih zaslonov (oziroma t. i. odzivno 
zasnovo spletnih strani, ang. responsive web design) pa je poskrbljeno z vključitvijo 
programske knjižnice Bootstrap. 
Spletna aplikacija je izdelana po principu aplikacije na eni strani (ang. Single Page 
Application; SPA), pri kateri ima uporabnik občutek, kot da uporablja klasično namizno 
aplikacijo, ki se izvaja v okviru operacijskega sistema (ang. native). Aplikacije na eni strani se 
namreč v brskalniku v celoti naložijo le ob prvem zagonu, med uporabo pa se posodabljajo le 
delčki uporabniškega vmesnika. S tem se izognemo vsakokratnemu ponovnemu nalaganju 
celotne spletne strani, ko uporabnik na njej izvede neko dejanje. Po prenosu s strežnika se torej 




aplikacija na eni strani v celoti izvaja v brskalniku, njena programska koda pa je napisana v 
jeziku javascript. Za izdelavo spletne aplikacije MMShare sem uporabil programsko knjižnico 
ReactJS, ki omogoči enostavno izdelavo aplikacij na eni strani. 
5.2.1.1 Uporabniški vmesnik spletne aplikacije 
  
V nadaljevanju je predstavljeno delovanje in izgled spletnega vmesnika platforme 
MMShare. Ko uporabnik prvič pride na spletno stran, se prikaže obrazec za prijavo ali pa ima 
možnost registracije.  
Uporabnik se lahko prijavi z uporabniškim imenom ali elektronskim naslovim ter 
svojim geslom (Slika 15). Podobno izgleda tudi registracija, kjer vpiše svoje željeno 
uporabniško ime, elektronski poštni naslov in dvakrat ponovi željeno geslo, ki mora vsebovati 
vsaj osem znakov. 
 
Na domačem zaslonu (Slika 16a) vidi prijavljen uporabnik vse svoje naložene vsebine, 
ima pa jih tudi  možnost izbrisati ali prenesti na svoj računalnik. Na zgornjem levem delu strani 
(Slika 16b) ima pregled nad bilančnim stanjem računa, kjer ima možnost tudi spreminjanja 
svojih podatkov ali pa izbrisati račun. V zgornjem desnem delu strani (Slika 16c) se nahaja 
meni, ki uporabniku omogoča dostop do okna s seznamom vseh vsebin, do katerih je pridobil 
dostop. Vsebine je mogoče filtrirati po temah ali po imenu uporabnika, in sicer preko iskalnega 
okenca na sredini orodne vrstice ali pa v stranskem meniju, kjer so navedene vse trenutne teme. 
Vsaka vsebina ima s simboli označeno, kaj lahko uporabnik z njo počne glede na pridobljene 
pravice. 
Slika 15: Zaslon za prijavo 





Slika 16:  Domači zaslon prijavljenega uporabnika 
Na Sliki 17a je označen gumb, ki prikaže modalno okno za nalaganje novih vsebin na 
strežnik. Ob dodajanju vsebine na strežnik mora uporabnik vsebino izbrati in določiti temo, v 
katero jo želi uvrstiti. Lahko ustvari tudi novo temo (Slika 17). 
 
Slika 17: Dodajanje nove vsebine na strežnik 
Na Sliki 18 je prikazan proces pridobitve dostopa do določene vsebine, kjer aplikacija 
zahteva potrditev z vnovičnim vnosom gesla.  





Slika 18: Prikaz pridobitve dostopa do vsebine 
5.2.2 Mobilna aplikacija MMShare 
Mobilna aplikacija deluje na vseh napravah, ki imajo operacijski sistem Android 
različice 4.1 ali več. Mobilna aplikacija ponuja vse funkcionalnosti spletne aplikacije, ki pa so 
prilagojene mobilni napravi. V njej tako lahko uporabnik uporabi fotoaparat svojega telefona 
in s klikom na gumb ob izbiri ustrezne teme zajeto sliko takoj prenese na strežnik. 
Aplikacija je na voljo tudi v trgovini Google Play Store [104]. 
5.2.2.1 Uporabniški vmesnik mobilne  aplikacije 
 
Ob zagonu mobilne aplikacije se uporabniku prikaže zaslon za prijavo (Slika 19). 
Aplikacija omogoča prijavo že registriranega uporabnika, registracija pa je mogoča le preko 
spletnega vmesnika. 
Izgled domačega zaslona s seznamom vseh uporabnikovih vsebin je viden na Sliki 20. 
Kljukica pri posamezni vsebini označuje, ali ima uporabnik pravice za dostop do vsebine ali 
pa si mora te še pridobiti z nakupom. 

















Ob kliku na posamezno vsebino s prikazanega seznama na Sliki 20 se uporabniku 
prikažejo podrobne informacije o izbrani vsebini (Slika 21). Akcijski gumbi se dinamično 
prilagajajo glede na pravice, ki jih ima uporabnik do določene vsebine, podobno kot v spletni 
aplikaciji. Uporabnik ima možnost prenosa, izbrisa ali nakupa vsebine. 
Na Sliki 22 je prikazan navigacijski meni, v katerem je izpisano tudi uporabniško ime 














Slika 19: Domači zaslon uporabnika Slika 20: Prijava v mobilno aplikacijo 
Slika 21: Podrobnosti vsebine Slika 22: Prikaz navigacijskega menija v 
mobilni aplikaciji 




Na Sliki 23 je prikazano iskanje po različnih temah. Iskanja uporabnikov mobilna 
različica aplikacije ne omogoča. 
Slika 24 prikazuje nalaganja nove vsebine na strežnik, ki jo uporabnik ustvari kot 
fotografijo z vgrajenim fotoaparatom, nato pa uvrsti pod izbrano temo. V mobilni aplikaciji 















Slika 23: Seznam vseh razpoložljivih tem Slika 24: Nalaganje nove vsebine z 
uporabo mobilne aplikacije 






Tehnologija veriženja blokov je dokaj nova tehnologija, ki pa v zadnjih letih pridobiva 
na popularnosti in razširjenosti v vsakdanjih aplikacijah. Njen razvoj je spodbudilo zavedanje, 
da zaupanje v posrednika s seboj prinese tudi določena tveganja, če je posrednik 
kompromitiran. Veriženje blokov se poizkuša uveljaviti na različnih področjih, vendar zaradi 
relativne novosti še ne moremo z gotovostjo trditi, na katerih se bo dokončno uveljavila. Na 
trgu se mesečno pojavi veliko novih aplikacij, ki ponujajo določene rešitve z uporabo blokovne 
verige. Nove rešitve je mogoče spremljati in jih podpreti na platformi za množično financiranje 
ICO Drops [105]. 
V diplomskem delu sem raziskal obstoječe blokovno verižne knjižnice in storitve ter 
eno izmed njih, knjižnico Naivecoin, uporabil pri razvoju lastne platforme za deljenje vsebin 
MMShare. Večina programskih knjižnic poenostavi izmenjavo določene kriptovalute ali pa 
olajša komunikacijo z oddaljeno storitvijo. Po drugi strani pa je na voljo relativno malo orodij, 
ki bi podpirala naprednejšo uporabo tehnologije veriženja blokov, na primer pisanje pametnih 
pogodb. Razlog za to verjetno tiči v dejstvu, da je njihov razvoj relativno zahteven, poleg tega 
pa pametne pogodbe v praksi še niso tako razširjene in uveljavljene kot kriptovalute. Največ 
programskih knjižnic je na voljo za različne spletne jezike, kot sta to na primer javascript in 
PHP. Razlog za to je najverjetneje razširjenost spletnih tehnologij in možnost njihove enotne 
uporabe z različnimi brskalniki na različnih operacijskih sistemih.  
Prednost uporabe knjižnic ali storitev je poenostavitev in pohitritev izdelave aplikacij, 
saj nudijo dodaten sloj abstrakcije, tako da se razvijalcem ni potrebno ukvarjati z delovanjem 
tehnologije veriženja blokov in se lahko posvetijo ostalim funkcionalnostim aplikacije. Ko je 
bilo na primer v aplikaciji MMShare potrebno uporabiti funkcionalnosti blokovne verige, sem 
za to enostavno uporabil knjižnico Naivecoin, prilagodil vmesnik do nje lastnim potrebam ter 
se v nadaljevanju posvetil aplikaciji sami. Po drugi strani so predvsem odprtokodne 
programske knjižnice pogosto podvržene programskim hroščem in je zato potrebno veliko 
preizkušanja in prilagajanja programske kode, kar sem pri razvoju ugotovil tudi sam, in za 
odpravljanje programskega hrošča (vsi javni ključi uporabnikov so bili enaki) uporabljene 
knjižnice porabil precej časa. Zatorej je odprtokodne rešitve smiselno uporabiti na manjših 
projektih, ki niso tako zahtevni glede zanesljivosti in učinkovitosti delovanja. Za zahtevnejše 
projekte, kjer je potrebno zagotoviti brezhibno delovanje, se razvijalci pogosto odločijo za 
razvoj lastnih knjižnic ali pa njihov nakup, da si s tem pridobijo vso potrebno podporo. 
Da bi bila izdelana platforma primerna za splošno uporabo, bi bilo pred tem potrebno 
odpraviti še nekaj pomanjkljivosti. Zagotoviti bi bilo potrebno varno izmenjavo uporabnikovih 
ID-jev z uporabo JWT (ang. JSON Web Token) žetonov, ki bi ID-je kriptografsko zaščitili. 
Potrebno bi bilo tudi urediti način shranjevanja naloženih vsebin, saj se trenutno shranjujejo v 
datotečni sistem strežnika, kar bi ob veliki količini zahtevkov za nalaganje datotek vodilo v 
preobremenjenost sistema. Najbolje bi bilo shranjevanje datotek izvesti z uporabo drugega 
strežnika, kot je to na primer Amazon S3 [106], z uporabo katerega ne bi bilo težav glede 
učinkovitosti, zanesljivosti in možnostjo razširitve delovanja. 
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