Abstract-
I. INTRODUCTION
Tina (TIme Petri Net Analyzer, http://www.laas.fr/tina) is a software environment to edit and analyze Petri Nets and Time Petri Nets. This paper overviews its capabilities, architecture, and main applications. More details can be found in [1] .
Time Petri nets [2] are one of the most widely used model for the specification and verification of real-time systems. They extend Petri nets with temporal intervals associated with transitions, specifying firing delay ranges for the transitions.
In addition to the usual editing and analysis facilities of similar environments, Tina offers various abstract state space constructions that preserve specific classes of properties of the state spaces of nets, like absence of deadlocks, linear time temporal properties, or bisimilarity. For untimed systems, abstract state spaces helps to prevent combinatorial explosion. For timed systems, abstractions are mandatory as their state spaces are typically infinite, Tina implements various abstractions based on state classes.
Tina accepts input in graphical or textual formats, including (an XML based exchange format for Petri nets). Transition system outputs can be produced in a number of textual or binary formats, for external checkers.
II. CONSTRUCTIONS a) Classical methods:
A first group of tools provided by Tina implement "classical" constructions and methods for Petri nets: reachability graphs, coverability graphs (determining unbounded places) and structural analysis (invariants).
b) Partial order abstractions: A second group of tools implement so-called "partial-order" reduction techniques, aimed at preventing combinatorial explosion due to representation of parallelism by interleaving. Two families of methods are provided. The first, based on "stubborn", or "persistent", sets, consists, under certain conditions, of exploring only one path among all equivalent possible paths w.r.t. the class of properties to be preserved. The second implements the "covering steps" technique, in which one fires "steps", or sets of independent transitions fired simultaneously, rather than simple transitions. These techniques preserve deadlock freeness, and, under certain conditions, the linear structure of state spaces. Combining these two techniques yields the method of persistent steps [3] . Realtime properties, like those expressed in logic are checked using the standard technique of observers. The technique is applicable to a large class of realtime properties and can be used to analyze most of the "timeliness" requirements found in practice. An alternative is provided by path analysis, for which Tina provides a dedicated tool, plan, able to computes all firing schedules over some firing sequence.
III. MODEL-CHECKING
Tina can present its results in a variety of formats, understood by model checkers like MEC [7] , a -calculus formula checker, or behavior equivalence checkers like Bcg, part of the toolset [8] . In addition, several modelcheckers are being developed specifically for Tina. The first available, selt, is a model-checker for an enriched version of [9] , a linear time temporal logic supporting both state and transition properties. The logic is rich enough to encode marking invariants like . For the properties found false, a timed counter example is computed and can be replayed by the simulator.
IV. ARCHITECTURE
The functional architecture of Tina is shown Figure 1 . The kernel of Tina is the exploration engine, parameterized by the class of properties to be preserved. The front-ends convert models into internal representation (abstract timed transition systems). An abstract is available, so that users wishing to use Tina for analyzing their specific models can develop their own front-end. That abstractly implements a class of "Time Predicate/Action nets", adding to TPN's the capabilities of manipulating data.
Similarly, several back-ends convert the Kripke transition systems obtained as the result of the various constructions into physical representations readable by the proprietary or external model checkers and transition system analyzers.
A screen snapshot of a typical Tina session is shown in Figure 2 , showing a being edited and its state class graph in verbose and graphical representations. 
VI. PROSPECTIVE
A number of developments are ongoing for Tina, concerning new tools, new front-ends, and new back-ends. Acalculus model checker is in progress, as well as a version of selt operating "on-the-fly". New front-ends are scheduled, notably for and a realtime language developed within project TOPCASED.
Addition to Time Petri nets of suspension/resumption of actions, of a great value for modeling scheduled real-time systems, has been investigated by several authors, notably [10] , [11] . A major extension of Tina is being experimented that will support such features, based on the "Stopwatch Time Petri Nets" described in [12] .
