Synthesis for testability ensures that the synthesized circuit is testable by exploring the fundamental relationship between don't care and redundancy. With the exploration of the relationship, redundancy removal can be applied to improve the testability, reduce the area and improve the speed of a synthesized circuit. The test generation problems have been adequately solved, therefore an innovative testability synthesis strategy is necessary for achieving the maximum fault coverage and area reduction for maximum speed. This paper presents a testability synthesis methodology applicable to a top-down design method based on the identification and removal of redundant faults. Emphasis has been placed on the testability synthesis of a high-speed binary jumping carry adder. A synthesized 32-bit testable adder implemented by a 1.2 mm CMOS technology performs addition in 4.09 ns. Comparing with the original synthesized circuit, redundancy removal yields a 100% testable design with a 15% improvement in speed and a 25% reduction in area.
INTRODUCTION
A synthesis process involves converting a register-transfer level (RTL) description to a gate-level netlist consisting of interconnected gate-level primitive and macro cells which have been optimized for performance and area. In synthesis, the optimization and mapping processes need to meet design constraints which are typically classified as area, timing, and testability.
Synthesis for testability approaches can be classified into two categories: synthesis approaches that impose constraints on logic optimization such that the resulting circuit is restricted to the fully testable subset of the overall design space, or approaches that exploit the fundamental relationships between don't cares and redundancy in combinational and sequential circuits [1, 2] . The latter approach has the advantage that the addition of extra don't care conditions during the logic optimization step can improve the area and performance characteristics of a design as well as its testability. Logic minimization techniques augmented with satisfiability and observability don't-care sets can ensure primality and irredundancy for a Boolean network and guarantee 100% single stuck-at fault testability [3] . While don't-care exploitation and minimization is useful for area minimization [4] , the don't-care minimization procedure that makes a Boolean network prime and irredundant has found not practical in use [3] . This is because complete don't-care sets are typically very large and are difficult to be generated and used during minimization.
Currently, the most popular method for obtaining prime and irredundant Boolean networks or fully single stuck-at fault testable circuits is to use test generation algorithms to iteratively identify and remove single stuck-at fault redundancies in combinational logic circuits. Extensive work in test generation for single stuck-at fault has resulted in the development of efficient methods for redundancy removal.
Redundancy is the main link between test and logic optimization. If there are untestable stuck-at faults, there is likely to be redundant logic. The reason is that if a stuckat fault does not have any test (the fault is untestable), the output responses of the faulty circuit (with this untestable fault) will be identical to the responses of the fault-free circuit. Thus, the faulty circuit with an untestable stuck-at fault is indeed a valid implementation of the fault-free circuit. Therefore, when test generation identifies a stuckat-1 (stuck-at-0) fault as untestable, you can simplify the circuit by setting the faulty net to logic 1(0), thus effectively removing the faulty net from the circuit. This operation, called redundancy removal, also removes all the logic driving the faulty net if the net has no fanout. Because this method only removes logic from the circuits, the circuit is smaller when the process ends; the topological delay of the longest paths will be shorter than or at the most equal to that of the original circuit. The power dissipation of the optimized circuit will also be lower.
Removing a redundant fault can change the status of other faults. Those that were redundant may now not be redundant and vice versa. Although these changes complicate redundancy removal, they also pave the way for optimization in redundancy removal. Even for a circuit with no redundancies, designers can add redundancies to create new redundancies elsewhere in the circuit. Thereafter, an optimized circuit can be obtained by removing the newly created redundancies [5] . Figure 1 describes the testability synthesis pipeline which employs test generation for identification and removal of redundancy. To ensure that all logic was testable, we started checking it at the RTL. We designed the chip hierarchically, with different modules that we can assemble to create a full chip. For each module of the design, we included all testable modules that could result in changes to the design, to avoid costly surprises later. The testability synthesis pipeline eliminated time-consuming iterations caused by conventional design flows in which test engineers returning to the design engineers with requests to address testability issues. In this synthesis pipeline the Mentor graphics toolset is used for RTL synthesis. The SIS toolset [6] is used for logic optimization. A conversion handler software named ABC [7] was developed for conversion between the synthesized logic and the structural format used in SIS for the purpose of testability synthesis.
The testability synthesis pipeline employs efficient algorithms for test pattern generation and redundancy removal. First, fault collapsing is performed across simple gates; both fault equivalence and fault dominance algorithms are used to minimize the total number of faults to be considered. Random test generation is done using parallel fault simulation. After the random patterns have been simulated, the algorithm performs a deterministic search to find tests for the remaining faults. A set of equations is written to express the difference between the good and the faulty circuits and Boolean satisfiability is used to find a satisfying assignment for these equations. While the test generation for stuck-at faults is NPcomplete, the implementation has been able to produce 100% stuck-at-fault coverage. By properly orienting the search for redundancy, redundancy removal iteratively removes all redundant faults.
32-BIT JUMPING CARRY BINARY ADDER
A new class of jumping carry adder was designed in which the carry generation circuitry was modified to generate all the carry bits. The principle of a conditional carry generation was applied so that a configuration similar to a spanning tree adder could be obtained for high-speed additions.
Carry Generation
Let % denote the exclusive-OR operation, þ denote the logic OR operation, and the juxtaposition of two variables denote the logic AND operation. In a two-operand addition, let the two operands be X ¼ {x n21 ; . . .; x 1 ; x 0 } and Y ¼ {y n21 ; . . .; y 1 ; y 0 } and let the sum be S ¼ {s n21 ; . . .; s 1 ; s 0 }: The addition process at each bit position then obeys the rule s i ¼ x i %y i %c i ; where c 0 is the carry input to an n-bit adder. The carry generation at each bit position can be described as c iþ1 ¼ c i x i y i þ c i ðx i þ y i Þ: This form of representation was intentionally used to derive carry generation based on a 2:1 multiplexer Boolean function. Alternatively, the carry generation can be expressed as:
These definitions are also used in carry lookahead adders. Note that some carry lookahead adders and especially Manchester carry chain and spanning tree adders use 
In other words, we may define
Adder Construction
The original conditional carry generation used multiplexers in a cascade configuration. A modification of the conditional carry generation uses a more regular or monolithic structure of multiplexers. This design is similar to the first one where multiplexers are cascaded. However, the 2-bit carry generation function was used and thus, only half of the carry bits were generated. Redundant carry generation circuits are used to generate c 2 ,c 6 ,c 14 ,c 22 , and c 32 independently for a 32-bit adder. Carry-select adders are then used to generate sum bits accordingly. Moreover, the adder has to be used in the 8-bit and 16-bit carry select adders (CSAs) such that the sum bits can be generated at a speed comparable to that of the carry bits. There are only three basic building blocks in the proposed adder design; 2:1 multiplexer, CU2 and ripple carry adder. Carry lookahead functions are derived two bits at a time. It is shown that a more efficient design is achieved this way. Similarly, a direct generation of G 2 i and P 2 i can be derived easily as follows:
This direct implementation of G 2 i and P 2 i will be used as the basic building block of the carry generation circuit. Figure  2 shows the gate level realization of G 2 i and P 2 i : A 2-bit carry unit (CU2) consists of both functions.
The sum of the adder is done by ripple carry adder blocks. These blocks are the main part in the CSAs for the sum generation. The sum generation can be derived easily as s i ¼ x i %y i %c i : The schematic of a 16-bit jumping carry (JC) units, JC16, is shown in Fig. 3 . Other jumping carry units for a word length less than 16 can also be seen in this figure. When the carry circuit is realized exactly as shown in Fig. 3 where all eight carry bits are generated, it is essentially a higher radix version of the carry portion of a conditional-sum adder.
The CSA units are built using the ripple carry adders (RCAs) and the multiplexers. The adders are pre-charged by either a low or high voltage carry-in. The select signal on the multiplexer is the carry out from a previous cell, which controls which sum should be chosen. Figure 4 shows a 2-bit CSA that will generate sum 0 and sum 1 . The schematics for the 4, 8 and 16 bit CSA units will be shown later in this section. The JC units are used as building blocks in these units to generate the carry.
For an optimal speed design based on the timing characteristics of the available building blocks, it was decided that each JC unit would generate only one carry bit. Figure 5 shows the optimal speed design of the 32-bit adder [8] . The bold lines show the critical path in this design. As shown in Fig. 5 , a hierarchical structure is used to ensure that the sum bits are available when the carry bit is generated. As indicated in Fig. 5 , the worst case delay time occurs at S 22 -S 29 . This delay time is measured between the insertion of input operands, represented by X 0 , and the arrival of the worst case sum bit, represented by S 29 .
Testability Analysis
The 32-bit adder designed above was not designed to ensure a 100% testable design. Each and every individual module of the design as well as the entire design is subjected to testability analysis which is shown in 
TESTABILITY SYNTHESIS OF 32-BIT JUMPING CARRY ADDER
The automatic test pattern generation (ATPG) for the 32-bit jumping carry adder resulted in a total of 714 redundant faults. These redundant faults are due to the redundant logic present in the design. In this section, testability synthesis for identification and removal of redundant faults for achieving maximum fault coverage and area reduction for maximum speed is illustrated.
Jumping Carry (JC) Unit
The jumping carry unit JC2 as described consists of a CU2 unit cascaded with a multiplexer. The synthesis for testability process detected one redundant fault. The fault is FIGURE 5 The optimal speed a 32-bit adder structure. TESTABILITY SYNTHESIS identified and removed by using SIS. Figure 6 shows the testable circuit. Similarly, redundant faults were removed from JC4, JC8, JC16 units. Redundant logic was present in most of the cases in the multiplexer and in some of the cases at the fanout branches (OR gates). Figure 7 describes the circuit after redundancy removal. The CU2 unit and the multiplexer units by themselves were optimized and had no redundant logic present. It is observed that the CU2 unit produces two outputs whereas the multiplexer has only one output. This affects the controllability and observability of the nodes drastically. The reason for this is that when these circuits are analyzed individually they have a better controllability features because there are two primary outputs and the goal is to propagate the faulty value at the faulty site to any one of the two primary outputs. The multiplexer on the other hand has only one output and, thus the controllability of the nodes is now difficult since the faulty value has to be propagated to the only primary output. The use of a multiplexer introduces more don't care conditions in the design which need to be taken care of. It is also important to discuss the interdependency of the circuits. It has been observed that circuits that previously appeared to be optimized and were irredundant appear to carry redundant logic when cascaded.
Carry Select Adders
A major portion of redundant logic was identified as present in the carry select adders. Table II shows the schematic for the 2-bit carry select adder. It consists of the two ripple carry adder modules feeding a multiplexer. The carry-in input of one of the adders is set to logic "1" and that of the other is set to logic "0". The select signal of the multiplexer is driven by the carry-in bit, which selects either of the sum bits generated by the adders. If the carry-in is "0", then the sum bits generated by the adder whose carry-in input was set to "0" are selected; otherwise, the sum bits generated by the other adder are selected. The main cause of the faults in the case of carry-select adders is at the carry-in node of the ripple carry adders where it is set to either a logic "1" or "0" value. Consider a case when the carry-in bit is set to a logic value "1", a certain number of faults cannot be detected by test patterns that need the carry-in bit to be "0". Similarly, in the case where a carry-in of the ripple carry-adder is set to logic "0", test patterns requiring the carry-in bit to be set to value "1" can never be generated. Since several faults are interdependent, the resultant analysis yields undetected faults. These faults can be classified as redundant faults.
The remedy for such faults is to implement or hard code the constant logic in the circuit. The sum expression for an adder is described as SUM ¼ A%B%carry -in: The modified description of the sum expression that hard codes the constant value is SUM ¼ A%B; when the carryin is set to "0" and is SUM ¼ A% B; when the carry-in is set to "1". Figure 9 shows the embedded carry-select adder schematic. The constant logic in the 4-bit and 8-bit carry select adder was embedded similarly.
Synthesis of a 16-bit Testable Carry Select Adder
Redundant logics were removed from the jumping carry units and the carry-select adders were modified by embedding the constant logics as described above. The ATPG process for the 32-bit fast adder resulted in 2604 total faults, 2600 detectable faults, and 4 redundant faults. The circuit was investigated again module by module. The faults were finally linked to the 16-bit carry-select adder with the hierarchical JC unit, as shown in Fig. 5 . Figure 10 shows the 16-bit carry-select adder module (embedded logic ripple carry adders). Note that two of the inputs C1 and C2 of this module are generated from the same circuit and hence, would always have the same values, i.e C1 ¼ C2: Thus, test patterns that would require C1 and C2 to be different can never be generated in this configuration. The circuit can be divided into two 8-bit carry select adder sections and there is no direct dependency between these sections and therefore, the above mentioned problem does not arise. It is advisable not to have the two inputs of interdependent circuits generated from identical modules. Functionally, they yield the same result but in a testability analysis, these two inputs would be treated separately as the focus is on the module and some test patterns would require these inputs to be different. Furthermore, there is unused logic present in the circuit that needs to be removed. There are two multiplexers with the select line driven by a constant value "1" and other two multiplexers with the select line driven by a constant value "0". This results in only one of the inputs being selected all the time. Figure 11 shows the circuit with the unused logic being removed. The overall area is reduced as two ripple carry adders and two 2:1 4-bit multiplexers are removed. However, the circuit still has some constant logic that needs to be embedded. Figure 11 shows the circuits with embedded JC4 units. Figure 12 shows the schematic of the embedded JC4 units. Figure 13 denotes a simplified version of the 16-bit CSA. The decoder circuit is used instead of the multiplexers. It is observed that the output is either x 1 or x 2 . 
FIGURE 11 16-Bit CSA with redundancy removal.
The outputs generated by the original ripple carry adders propagate through two levels of multiplexers; thus, there is an increase in the delay. The functionality of the circuit is not altered. The truth table for the 8-bit CSA section is listed in Table III. The truth table can be further  simplified which removes intermediate logic and is listed  in Table IV , where y 1 and y 2 are the outputs of the embedded logic "0" and "1" jumping carry units; x 1 and x 2 are the outputs of the 4-bit embedded logic "0" and "1" 4-bit ripple carry adders; z 1 and z 2 are the outputs of the decoder that are fed to the 2:1 4-bit multiplexer. The select line is driven by the signal IN which is the carry-in for the module. Signal OUT represents the 4-bit output of the multiplexer. The signal OUT gets the value of either x 1 or x 2 depending on the status of y 1 , y 2 and IN. Thus, signals y 1 , y 2 and IN can be decoded to generate the select signal. Figure 14 depicts the schematic of the decoder circuit. The modified 16-bit carry save adder is shown in Fig. 15 . The total number of faults in the modified 16-bit carry select adder are 1275 and all of these faults can be detected. Table V lists the number of test patterns and the total number of detected faults. The entire design is now 100% testable for all possible stuck-at-faults.
TESTABILITY SYNTHESIS RESULTS
The synthesis for testability process ensured that the adder design was 100% testable. This was achieved by removing all the redundant logic in the circuit. The testable design was then subjected to synthesis for 
FIGURE 12 JC4 unit with embedded constant logic. layout in 1.2 mm CMOS technology library. The critical path is shown in the Fig. 16 . The worst case timing occurs at S 22 -S 29 : This delay time is measured between the insertion of input operands and arrival of the true output at the respective worst case sum bit. Table VI compares the area and timing of the untestable and the testable design. Significant improvement in area and timing is observed from the data obtained from synthesis and simulation results. A 15% improvement in speed is observed, as worst case propagation delay time, for the original adder was 4.79 ns and the worst case propagation delay for the testable design is 4.09 ns. A 25% reduction in overall area is observed as improvement in area and timing are inherent features of synthesis for testability process. Removal of redundant logic results in removal of some elements in the critical path, reduction in levels and significant reduction in area.
The original 32-bit adder design had 3793 total possible faults, 3079 detectable faults and 714 redundant faults. The number of test patterns required to detect the testable faults were 365 and the fault coverage of the design was 81.17%. The testable 32-bit adder design has a total of 2072 possible faults. All these faults are detected by applying 179 test patterns; the fault coverage is 100%. In addition, all subcircuits JC2, 
SUMMARY
Testability constraint plays a vital role in the synthesis process. In this paper, synthesis for a testable 32-bit fast binary adder with a conditional carry generation was presented. A comparison of ATPG, area and timing results of the original design and the testability synthesis design has shown the effectiveness and efficiency of the proposed techniques. Testable 64-bit or 128-bit binary adders with conditional carry generation can be designed by making use of the generated testable modules, thus giving the present testable design an excellent scalability feature.
