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Using VHDL for Link to Synthesis ToolsMohammed BELHADJIRISA, Campus de Beaulieu35042 Rennes, FRANCEAbstractThis paper presents the work done to use industry andacademic synthesis tools for the hardware-software code-sign of reactive systems. It emphasizes the hardware syn-thesis and design part by linking SIGNAL and VHDL.The SIGNAL language is used for system specication andVHDL for the link to synthesis tools. To permit a max-imum of exibility, dierent strategies for linking are de-scribed.1 IntroductionVHDL is now used in dierent synthesis tools as aninput and/or output description language. This presentsan ideal opportunity to develop tools with an easy accessto various synthesis and CAD/CAE tools using VHDL ascommon platform.The exibility of VHDL allows description of architec-ture at dierent levels of abstraction (behavioral, registertransfer, or gate levels) and with various styles [4]. Syn-thesis tools depending on the input abstraction level usesubsets of VHDL that can be mapped automatically to ar-chitecture. An architecture (in a given abstraction level)can be described with dierent styles. Not all descriptionstyles will lead to an optimized design.This paper describes the work done to develop linkingmethodologies between the SIGNAL [8] environment forspecication, simulation and design of reactive, signal pro-cessing, and real-time applications, and synthesis tools andCAD/CAE environments using VHDL.We describe rst our motivations to use VHDL as anaccess language to various synthesis tools. Then, a briefdescription of SIGNAL environment is given. The fourthand fth sections deal with the VHDL generation methodand the experimental environment.2 MotivationsIn our view, SIGNAL is used as a high level designlanguage (front-end) and VHDL as an access medium forCAD/CAE tools. This ts in the general stream of Top-Down design environment and methodology for reactivesystems, where parts of a system (or the whole) may be
implemented in hardware. SIGNAL environment will def-initely oer tools for hardware-software codesign includ-ing: specication, simulation, formal verication, hard-ware synthesis, software compilation, etc. Use of VHDLoers the possibility to use a wide number of synthesis toolswithout loss of independence regarding the technology andCAD/CAE tools, and increasing design reuse.The exibility of VHDL permits to translate a SIG-NAL program at dierent levels of abstraction (see Fig.1). A SIGNAL program can be translated in behaviorallevel VHDL. A program with more implementation de-tails (Register Transfer \RTL" or gate level) is translatedinto RTL or structural VHDL. This exibility can be usedfor the development of specic high level synthesis toolsaround SIGNAL and translating the result into RTL orstructural VHDL (structural can be understood as gatelevel or any library based design).We will purpose a framework for SIGNAL environmentusing a multi-level VHDL generator: A behavioral translator converts a SIGNAL programinto a VHDL program that can be used by high levelsynthesis tools. An RTL translator generates VHDL programs suit-able for register transfer (RTL) synthesis. A structural translator.In the next section we will give an insight of the SIGNALenvironment. SIGNAL VHDL BehavioralRegister TransferGateSystemFigure 1: SIGNAL to VHDL translation3 SIGNAL EnvironmentThe SIGNAL language [8] was developed at IRISARennes to design and implement reactive systems. The1
basic object handled by SIGNAL is a possibly innite se-quence (or a stream) of values called a signal.A SIGNAL process is a set of relations (equations) be-tween signals, specifying both constraints on their valuesand timing. SIGNAL contains the following basic opera-tors: Functions: Usual functions AND, OR, +, *, etc frominstantaneous domains (boolean, integer,...) are ex-tended to signals. Delay: The delay operator gives access to past valuesof a signal. The SIGNAL statement correspondingto delay is: ZX := X $ 1 , with ZX init x0. For everyoccurrence of the signal X, ZX carries the previousvalue of X. We can extend this operator to a delay ofk (k > 1). When: This operator allows one to conditionally ex-tract values from a given signal. The expression: Y :=X when C, where X and Y are signals of the sametype and C is a boolean signal describing the undersampling of X. Y is present when both X and C arepresent and C is TRUE (\?" represents the absenceof value).X : x1 x2 ? x3 ? x4 x5 x6 ...C : F T F F T T ? T ...Y : ? x2 ? ? ? x4 ? x6 ... Default: This operator allows the merge of signalsof the same type: Z := X default Y, Z merges X andY, with priority to X when both signals are simulta-neously present.X : x1 x2 ? x3 ? ...Y : y1 ? y2 ? y3 ...Z : x1 x2 y2 x3 y3 ...We can build elementary processes as equations be-tween signals " X := exp", where X is a signal and exp isany valid SIGNAL expression built using the kernel opera-tors and other signals (e.g X:= (A when B) default (C+D)). More complex processes can be built using the com-mutative and associative composition operator "j". Theprocess (j P1 j P2 ....j Pn j)simply denotes the union of the equations expressed byP1,P2,...,Pn, where Pi is an elementary process or a com-posed process. Consider the following example:(j Y := (0 when R) default ((ZY+1) when C)j ZY := Y$ 1 j)The behavior of the process is simple: when the signalR (reset) is true Y is equal to 0, otherwise it is equal tothe previous value of Y noted ZY plus one when the signalC (clock) is true. A possible execution is shown hereafter,ZY is initialized with 0:R: T F ? F ? F ? T ...C: T T T T T T T T ...Y: 0 1 2 3 4 5 6 0 ...ZY: 0 0 1 2 3 4 5 6 ...
Other operators have been dened from the kernel thatpermit the reduction of programming eort, they can befound in [8].The SIGNAL compiler transforms a program into thekernel language, and checks for its consistency. It is in facta formal calculus system [8]. A valid executable program isthen translated into an intermediate form, used in dierenttools in the SIGNAL environment.The SIGNAL environment consists of: a mixedschematic/textual program entry, a compiler, and genera-tion tools (see Fig. 2). The compiler transforms SIGNALprograms into an intermediate graph format. This for-mat is used for sequential code generation (C, Fortran77).It can be also used for parallel execution on general pur-pose machines (e.g. iPSC, T-node) or specialized parallelmachines. The intermediate format is also used for gener-ation of compact representation for formal verication andfor hardware synthesis.Intermediate Graph CodeText editor Schematic editorSIGNAL programscompiler Other tools...Formal verificationtoolHardwaresynthesis(to ASICs)Generation ofparallel codeGeneration ofsequential codeFigure 2 : SIGNAL environment4 Link to VHDL synthesis toolsTo map SIGNAL programs to VHDL some importantpoints must be taken into account. SIGNAL is an abstractlanguage that can describe behavior of a system or prop-erties (constraints). The following SIGNAL statement: \X=̂ when(X)", means that X is always true (it is a propertyor a constraint, and not a function that computes outputsgiven inputs and internal states). For synthesis purposewe require that SIGNAL programs to be translatable toVHDL must be executable (this can be checked using thecompiler).SIGNAL programs can be implemented as synchronous,asynchronous or mixed (synchronous and asynchronous)circuits. As most of the existing tools use synchronouscircuits, we will present in this section how we achievethe translation to VHDL for synchronous implementation.Starting from SIGNAL executable programs, three trans-lations can be performed: behavioral, Register Transfer,and structural.4.1 BehavioralMost of synthesis tools translate VHDL into a repre-sentation called CDFG (control data ow graph). It repre-








..Figure 3: SIGNAL internal graph representationIn Figure 3 h0, h1,.. represent control instructions (con-dition, ..) and G0, G1, .. represent data dependencygraphs where vertices represent operation (input, output,+, *,etc) and arcs data transfer.The translation from a SIGNAL program to a behav-ioral VHDL program is quite obvious. We generate aVHDL process representing the DG. There are only twodicult points:1. synchronization: As a SIGNAL program is a reactiveprocess it waits for events on inputs and executes allcorresponding computations (it reacts to input stim-uli). The computation takes \0" logical time. Apossible interpretation of SIGNAL's Dynamic Graph,would be:wait until H;.. sequential representation of.. control and data flow graph (variables :=).. signal assignments(<=)where H is true if there is a transaction in any one ofthe inputs. We use signal assignments (<=) once foreach signal assigned in the process at the end of theprocess. We calculate the values to be assigned usingvariables.2. High Level Synthesis limitations: One can translateeasily SIGNAL into VHDL , but to be useful for syn-thesis the generated code have to follow some guide-lines: restrictions on accepted data types. some synthesis tools take into account only a re-stricted form of the wait (e.g. wait until CON-DITION, where CONDITION is a boolean ex-pression on signals). Attributes like Transactionand Delayed are prohibited. The translation of
the synchronization described above is not suit-able. We replace it by a condition set to truebefore the wait. memory management: in SIGNAL the delay op-erator ($ k) is optimized by the compiler in orderto generate ecient code for simulation and ex-ecution of SIGNAL programs. This is done bya specic representation of past value of a sig-nal and an ecient access to the delayed signal.This is misleading for synthesis, and for delaygreater than 1, we have to change the repre-sentation of the delay in the intermediate graphgenerated by the compiler.4.2 Register TransferIn an RTL description the time is divided into intervalsor steps of control. An RTL description species for eachstep the transfers to perform and the next control step toenter. To be synthesizable, an RTL VHDL description hasto meet some restrictions. As dierent synthesis tools havedierent restrictions, we choose (for the moment) the mostrestrictive subset.To translate a SIGNAL program into the VHDL RTLdescription, we have to check if the program veries thoserestrictions (data type, one clock, etc). For register trans-fer translation two cases can be distinguished:1. Combinatorial logic: The SIGNAL program will ul-timately correspond to a combinatorial circuit de-scribed as a VHDL process with an explicit sensitivitylist. The following SIGNAL statement:(| (D := A+B when C) default (A*B when not C) |)will be translated as:process(A,B,C)beginif C then D <= A+B;else D <= A*B;end if;end process;2. Clocked logic: For clocked logic we restrict ourselvesto one clock with either rising or falling edge. A SIG-NAL program will correspond to a sequential processwith a wait statement at the beginning of the form:beginwait until clock=VALUE;.. -- statements..endThis is not the only possible scheme for translationand not the most ecient for all synthesis tools. Themain advantage of this approach is that almost allRTL synthesis tools can handle such a description.
Initial values: Synthesis tools like Synopsys[2] do notaccept signals with initial values. To permit the ac-curate translation of SIGNAL programs we add aninput RESET that will be used to describe the be-havior corresponding to the setting of initial values.if RESET then....set signals to initial valueselse.... description used previously....end ifControl extraction: Another possible translationscheme will be to convert the initial SIGNAL speci-cation into two processes: control and data path. Thedierence with the previous scheme is that the con-trol extraction is done in the SIGNAL environmentand not in the RTL synthesis tool. The user canchoose either the control extraction associated witheach synthesis tool or use a unique one, implementedin the SIGNAL environment. The control extractionalgorithm uses the set of boolean used for memory op-erator (the delay $ in SIGNAL). Given this set, Wecan use a simple constructive algorithm that com-putes the transition function, control function (fromcontrol to the data path), and status function (fromdata path to control).4.3 StructuralThe structural translation converts a net of SIGNALprocesses into a net of VHDL entities. Therefore, an ob-vious one to one mapping, but useful when dealing withalready implemented design (the corresponding VHDL wasgenerated), using dierent synthesis environments for dif-ferent parts of a design, or for a bottom-up methodology.5 ExperimentationThe methodology described above is subject of on-going development. We use three high level synthesistools: Gaut, VSS, and AMICAL (see Fig. 4). Gaut[5]is a pipeline architecture synthesis tool, dedicated to sig-nal processing applications under real-time execution con-straints. AMICAL[7] and VSS[3] are more general highlevel synthesis tools. Two commercial tools are used forRTL synthesis: Synopsys[2] and Compass[1].The user can choose to translate a SIGNAL programinto behavioral, RTL or structural VHDL. The default isbehavioral. For behavioral and RTL we check for the possi-bility of translation of SIGNAL program to VHDL suitablefor synthesis (data, clock, ..).
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Figure 4: SIGNAL synthesis environment6 ConclusionTo meet today technological challenge design method-ologies for complex system are required. These method-ologies have to give exibility, accuracy and achieve goodperformances. SIGNAL environment permits the designof reactive systems and their implementation on softwareand hardware. The link to hardware is done using VHDL.This translation is still in early step and is restrictive, asno standard subset for synthesis of VHDL exists. However,the interface is exible enough to access dierents toolsand by adapting the generated VHDL to specic synthe-sis environments, we can expect to achieve eciency andaccuracy.References[1] ASIC Synthesizer for VHDL Design. COMPASS designautomation, V8R4.0 edition, Nov. 1992.[2] Synopsys VHDL Compiler Reference Manual.[3] VHDK Synthesis System (VSS), User's Manual. Universityof California, Irvine, version 5.0 edition, Jun. 1992.[4] Allen Wu Daniel Gajski, Nikil Dutt and Steve Lin. High-Level Synthesis. Kluwer Academic Publishers, 1992.[5] H. Dubois J. Philippe E. Martin, O. Sentieys. GAUT: anarchitectural synthesis tool for dedicated signal processors.In Euro-DAC, pages 14{19, Sep. 1993.[6] L. Stock J. van Eijndhoven, G. de Jong. The ASICS DataFlow Graph. Technical Report 91-E-251, EINDHOVENUNIVERSITY OF TECHNOLOGY, Jun. 1991.[7] A. Jerraya, I. Park, and K. O'Brien. AMICAL: interactivehigh-level synthesis environment. In EDAC 93 Paris, Feb.1993.[8] Paul Le Guernic, Thierry Gautier, Michel Le Borgne, andClaude Le Maire. Programming real-time applications withSignal. Proceedings of the IEEE, 79(9):1321{1336, sep.1991.
