Introduction
One of the most widely taught courses in undergraduate engineering curricula is linear circuit analysis, as many majors other than just electrical engineering require their students to have at least general familiarity with electrical circuits. For example, around 19 mostly large (70-80 student) sections of this course (including 2 sections completely online) are typically taught every year at Arizona State University (ASU) to ~1200 students by many different instructors. Optimizing student success in this class is therefore of considerable importance. To this end, we have been developing a computer-aided tutoring system with the goal of replacing conventional homework assignments with a highly interactive system that provides feedback to students at every step of their work. [1] [2] [3] Such a system can adapt to the individual needs of each student, and can provide as much or as little practice as needed to achieve mastery learning of the course topics. The system generates problems from scratch based on user specifications, from very simple ones to highly complex ones if needed. At the same time, the computer generates fully worked solutions using the same algebraically-based techniques taught to students in these Page 26.1311.3
classes, rather than the numerical modified nodal analysis method used by programs such as PSPICE. Students therefore have the opportunity to view as many worked examples of gradually increasing difficulty on any topic as needed, and are not limited to those that are preprinted in a textbook.
The other key feature of the system is that it accepts a wide variety of inputs from students, rather than just a final numerical answer, as in more typical answer-based tutoring systems. The latter method is essentially equivalent to providing answers in the back of a textbook. While this approach does tell students whether they worked the problem correctly or not, it does not begin to explain where they went wrong if they did not. In the system described here, students write equations directly on the computer screen, receiving immediate feedback as to whether each equation is correct. They do not, therefore, have to waste hours of time solving equations that are not even correctly written. Students can also re-draw circuit diagrams using an interactive graphical editor, as they need to do when combining elements in series or parallel, carrying out source transformations, using superposition, forming Thévenin and Norton equivalent circuits, and so forth. They will be given immediate feedback on the correctness of any re-drawing.
Problem Generation System and its Extension to AC Circuits
Previous investigations have established that computer-based instruction can be of great help in teaching circuit analysis, using for example interactive learning modules, [4] [5] [6] intelligent tutoring systems, [7] [8] [9] [10] [11] [12] multimedia-based instruction, 13 web-based materials, [14] [15] [16] virtual classrooms, 17, 18 expert systems, 19 and visualization tools. 20 The most widely deployed systems are however those that accompany textbooks on publisher web sites, which provide mainly algorithmic problems where a few element values are randomly varied and the student is asked to input numerical answers. A meta-analysis of different types of tutors by VanLehn found that the typical effect size for such answer-based tutoring systems is a Cohen d-value of 0.31 standard deviations (σ). However, step-based tutors, such as the one we are developing, average d-values of 0.76, nearly as good as the average effect of expert human tutors (d = 0.79). 21 A controlled, randomized laboratory-based study, which compared use of our tutorial exercises to working conventional textbook problems for the same period of time, found a large and statistically significant effect size of d = 1.21 σ.
2-3 Unique aspects of our system include the use of a variety of pedagogical features, such as color-coding of nodes and other circuit features, and the ability to create an unlimited supply of completely unique problems (both in terms of circuit topology and element values). This feature is not found in most prior systems, which rely on a limited supply of human-generated problems and solutions that might contain errors.
We previously described the basic three-step algorithm we use to generate circuit problems that are similar to typical problems found in textbooks. 1 We first generate a circuit "topology" consisting of only short and open circuits laid out on a square grid, having the desired number of meshes and not being "hinged" (where two parts can be connected by a single wire, and therefore effectively isolated). Next, the required number of generic circuit elements are substituted for some of the shorted segments, with at least two per mesh to ensure that no elements are shorted. Finally, the generic elements are changed into the actual desired ones by placing voltage sources and inductors on the twigs of a randomly selected tree, and current sources and capacitors on the links of that tree (resistors can be placed anywhere ). The speed penalty for doing so is negligible. An example of a randomly generated AC circuit (created directly in the phasor domain) is shown in Fig. 1 , along with the equations and solution via node analysis (all generated by the computer). Mesh analysis solutions can also be performed (not shown). Note that nodes are color coded in the figure to help students understand the circuit. It is also possible to select a particular KCL equation to color code, in which case each term in the equation is color-coded to match the color of an arrow drawn on the circuit diagram to represent a current leaving a given node or supernode (as shown in Ref. 2) (nodes are then not color coded to avoid confusion). Similar color coding can be performed for the voltage drops around a selected mesh or supermesh when doing mesh analysis. These pedagogical features help students understand the origin of the terms in the equations. Fig. 1 . Automatically generated steady-state AC circuit problem (generated directly in the phasor domain), showing the computer-generated equations and solution as well as the instructor interface used to specify the problem characteristics.
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We also added the ability to create AC problems in the time domain, where reactive element values are shown in farads and henries, and independent voltage and current sources are shown as cosine functions with appropriate phase angles. In this case, we first generate impedances in a desired range, so that the different elements in the circuit will have comparable impedances (otherwise, student errors in combining them might go undetected when they enter answers to a limited number of significant digits). We then select a linear time frequency whose mantissa and exponent are both randomly chosen, and convert the impedance values of the reactive elements into element values for that frequency. These values are then rounded to the nearest integers to create a reasonable looking problem. The first step in the automated or student-generated solution is then to convert those element values back to impedances at the specified frequency (which will now not be integers, because we use round numbers for f rather than for ω).
Student Input Modules

A. Graphical Circuit Editor
Problems such as superposition, source transformations, combination of series and parallel passive elements and sources, and formation of Thévenin and Norton equivalents all require students to modify given circuit diagrams. To do this in our step-based philosophy, where all student work is immediately checked for correctness, we created a graphical circuit editor module as shown in control and/or sought voltage across it or a control and/or sought current through it (or remove same), or make its absorbed or supplied power (as appropriate, depending on element type) a sought quantity. These changes are readily made using a context-sensitive drop-down menu, as visible in the figure. One can also add a ground symbol to any node, which automatically replaces any existing ground (we only allow one such symbol, as we do not currently use it to symbolize interconnected ground points).
In the "Add New" mode, one can add new circuit elements of any selected type to any open location on the grid (elements automatically snap into place on the grid as the cursor is moved). One can also designate a "non-branch voltage" (voltage drop that does not appear directly across any one circuit element) as a sought quantity (item to solve for) by placing markers for the positive and negative sides of the voltage and then clicking a button. (These markers are available on a second tab, which is not visible in Fig. 2 .) Any existing non-branch voltage can also be selected and removed using a drop-down menu. This type of feature would not normally be enabled for students, but mainly for instructors who wish to construct a specific (nonrandomly-generated) problem for students to work in the system. Such problems can be stored on disc and later loaded into the system during a tutorial. The second tab also allows the problem type to be changed (from seeking one or more specified sought voltages, currents, and/or powers) to finding all node voltages or all mesh currents. The equation editor has the ability to edit both DC and steady-state AC circuits (the latter in either time or phasor domain).
Once a circuit has been edited, the user clicks on a button to check the circuit for validity and (optionally) exit the editor. The normal validity check ensures that that the circuit does not have dangling or shorted elements, that it is not "hinged" (i.e., it does not consist of separate parts that could be connected by only one wire, and are therefore usually isolated from each other), that all required blanks have been filled in with valid values, that all dependent sources have unique control variables that are properly defined somewhere in the circuit, that there are no duplicate sought variable names, and that the circuit is in fact soluble by both node and mesh analysis (i.e., not inconsistent). When this editor has been incorporated into tutorial exercises, as we plan to do in the near future, the validity check will be extended to ensure that the student has made a circuit transformation that is in fact correct. For example, we would check that the student has correctly combined a series or parallel set of elements if they are being asked to simplify the circuit in that manner. They will be required to perform only one such simplification at a time, to make this check easier to carry out. They system could also check that they have performed a valid source transformation, that they have properly turned "off" all but one sources in a superposition problem, and so forth. These checks will be easy to implement using our existing data structures and methods.
B. Equation Entry System
A unique feature of our system is that students enter equations they have been asked to write (such as node or mesh equations) using a template-based interface, as illustrated in Fig. 3 . This interface both makes it possible to enter the required terms very quickly, and at the same time gives students guidance on the proper form of their equations as a kind of scaffolding. Once the student feels the equation is complete and correct, they click a button to check the equation. The computer first validates the syntax of the equation (checking for one and only one equals sign, for example), then checks it against all solution equations of the specified type that have not already been entered. Duplicate entries are flagged. We allow for placing terms on either side of the equation and any sign changes that are consistent (algebraic equivalence). Students generally adapt quickly to using this system, and appear to benefit from the scaffolding it provides.
We also have form-based interfaces to enter "simplified" forms of the systems of equations involved in node or mesh analysis (where all terms involving the same variable have been combined in standard form), and the corresponding matrix equations. 2 These systems again check user entries against the correct ones, allowing for algebraic equivalence (except that equations may not be combined or added to each other at this stage).
C. Graphical Waveform Interface
A number of problems typically assigned from textbooks give a time-varying signal, often a current or voltage of a circuit element (capacitor or inductor). The student is asked to draw a different time-varying signal, which often involves integration or differentiation. For example, the problem might give the voltage across a given capacitor, and ask the student to sketch the current through that capacitor as a function of time.
We are developing a new system to produce randomly generated problems of the above types, which will present a graph to the user and request that the user sketch one or more different graphs as the answer (these are not multiple choice questions, the graphs must be created from scratch). As our ultimate goal is a purely web-based application, and this type of exercise is somewhat separate from the rest of our tutorial system, we are implementing this function as a web application. The server side is written in PHP, and the client side is written in HTML5 with JavaScript, CSS3, and Canvas. No plug-ins, such as Flash or Java, are used, and the interface will work in all modern browsers. A screenshot of this interface being used to solve a problem is shown in Fig. 4 . In the screenshot, a pre-defined problem is shown to the student with a graph of the current through an inductor, and the voltage across that inductor is requested as the answer. The user has already drawn a waveform (although incorrect), and the equation corresponding to their sketch (with the proper units) is automatically displayed underneath the graph.
The ramp segment is currently selected in the graph, as indicated by a change in color of the line and background. All properties of the segment may be adjusted either by dragging the round handles on the graph with the mouse cursor (or a finger on a touchscreen), or by changing the numbers in the dialog box to the right of the graph. The two endpoints may be moved to adjust the endpoints of the segment.
Other functions (such as constants, parabolas, exponentials, sinusoids, exponentiallydamped sinusoids, etc.) display handles appropriate to their type. The function types made available change depending on the problem type and difficulty to guide the student in their selections.
The user clicks the "Check Answer" button to send their work to the server, which compares each segment with the correct answer and determines whether the user input is correct. The attempt is logged, and appropriate feedback is given to the user. The user may also give up and be shown the answer (that option is not visible in the screenshot).
We are currently developing the ability to generate problems for this interface. A computergenerated waveform will be displayed to the student, and the system will request an answer waveform for a quantity like charge, current, voltage, power, or stored energy. The system will automatically calculate the correct answer to check the user's work or to display if the user gives up. This same functionality will be used to offer an unlimited number of examples to the user. Fig. 4 . Screen shot of the web-based waveform input module. The blue ramp section has been selected, so its parameters are the ones shown in the dialog boxes at right. The problem statement is at the top; in this case, it is a pre-defined problem.
Classroom Usage and Analysis of Log File Data
A. Usage Statistics and Student Satisfaction
Prior to Fall 2014, our system included three basic tutorials, covering identification of elements in series and parallel, writing node equations (including voltage constraint equations, supernodes, and dependent sources), and writing mesh equations (including current constraint equations, supermeshes, and dependent sources). Starting in Fall 2014, the system was expanded to include 10 new tutorials (for a total of 13). One involves the identification of series and parallel elements in the presence of terminals (which can be alternatively used to measure voltage, view an input impedance, or attach an arbitrary subcircuit), which prepares students to combine elements to find an input impedance as viewed from a set of terminals. Additional tutorials involve the series and parallel combination of resistors, inductors, capacitors, and general AC impedances to find the net input resistance, inductance, capacitance, or impedance, respectively (including complicated multi-step simplifications). Others include steady-state AC (phasor) versions of the node and mesh equation tutorials; and tutorials in which DC or AC circuits are fully solved for one or more desired voltages, currents, and/or powers, including formulation of the problem as simplified equations in standard form and then as a matrix equation. (A tutorial that asks students to draw the current or voltage for a capacitor or inductor, given the opposite quantity, using a web-based sketching interface, is expected to be released in Through Fall 2014, the tutorials have been used by over 1290 students in a total of 18 class sections (defined as completing one or more of the tutorials). Through Spring 2014, 80% of the students using the system completed all three of the tutorials available at that time.
To assess student satisfaction with the software, we administer a brief two-question survey at the completion of each tutorial within the software itself. First we ask if the tutorial was "very useful," "somewhat useful," "not very useful," or "a waste of time" in learning the relevant topic. Combining data from Spring 2013 through Fall 2014, the percentages of ratings in each category were about 70%, 25%, 2%, and 2%, respectively, so that 96% of students found them to be very or somewhat useful. The second question in this survey asked students for open-ended comments, a sampling of which is shown in Table I for Spring 2014. In general, students liked the pedagogical devices such as node coloring and found them helpful, and the most frequent request was to extend the system to other topics (which we are now doing). Students generally appreciated that they are not penalized for wrong answers, but always have the chance to simply Page 26.1311.10 work a new problem of the same type and difficulty, after being shown the solution to a problem they could not solve.
Subsequently, a 12-question anonymous survey was administered to those who used the software (in Fall 2013 and in Spring and Fall 2014). It addressed three main issues, whether the tutorials were useful and well designed, if the difficulty and coverage was appropriate, and whether students prefer them over conventional homework exercises. The average favorable ratings in these categories were 84%, 82%, and 80%, respectively. Ratings by students at Notre Dame were uniformly higher than those at ASU (92%, 92%, and 88% in the above categories).
Ratings by students at Morgan State University (88%, 70%, and 88%) were also generally good, although more of those students apparently tended to feel that the difficulty and length of the exercises were too high. Overall, the survey results suggest that the software can be employed usefully at institutions of different types.
B. Analysis of Log File Data
Student actions are recorded to a central server while they play the "games" (tutorials). In Spring 2013, we recorded only completion of circuit problems and tutorials, but in Fall 2013 we began recording details about the numbers of right and wrong answers at each level of each tutorial, to get a better picture of student progress. Through Fall 2014, we have collected over 402,000 log entries while students attempted to analyze or solve over 35,000 distinct circuit diagrams using our system. The analysis of data from Fall 2013 showed that even though students were completing the 
Series-Parallel Tutorial
• Wish Unit Games were available. Also wish that there were versions of circuit tutor for superposition, and other concepts. This Program taught me these concepts quickly and well.
• I understand the difference between series and parallel so much better now! Thanks! • This game was brilliant and really helped me in understanding how to spot parallel and series circuit elements. I think there needs to be more resources like this.
• I really liked this game and the tutorial before the game. I think the tutorial explained things really well and I was able to get through the game quite easily. I learned a lot of series and parallel circuits that I didn't fully understand before doing this exercise. Very helpful! We should do more of these! • If there were video tutorials, that'd be great instead of reading through textual information.
• Coloring the nodes was EXTREMELY helpful. I honestly would have never thought about doing that. Thanks for the help
Nodal Analysis
• More chances to write out an equation, as sometimes just making a simple sign error was the issue and could have been resolved on the following guess.
• I thought I had a good understanding of Nodal Analysis but this exercise really helped • Could have used this to study before exam.
• A tutorial at the beginning, like with the first module, would have been helpful. • I liked how there was an option to view new circuits without penalty.
Mesh Analysis
• Cleared my confusion on Mesh Analysis. Thanks again! I hope you do other exercises on other circuit's topics (Thevenin .. etc) • I like these games! They help drill the concepts in too :) • More enjoyable than a standard HW.
• These are awesome! • This was also very helpful in understanding this topic. Lots of great practice.
tutorials "successfully," they were still entering many wrong answers, even up to the end of the tutorial. For example, 51% of the sets of elements they identified as being in series or parallel were incorrect. They were nonetheless able to complete the exercise because there was (at that time) no limit on the number of wrong answers (possibly guesses) they could enter about a particular circuit diagram, and no penalty for wrong answers. Further examination showed a different result when averaging the fraction of incorrect answers over users, where the average percent wrong was only 32%, with a median percent wrong of 21%, indicating a skewed distribution. Examination revealed that students having more difficulty (and getting more wrong answers) played the game much longer than those doing well. Moreover, the average percentage correct tended to stagnate or even decrease as students moved from the easier levels into harder levels, which does not reflect the improvement we would like to see as they gain experience (see Fig. 5 ). If the students were truly mastering the ideas, we would hope to see a reduction in wrong answers as students gain experience and go the higher levels, or at least fewer overall.
(The laboratory trial did show very substantial learning gains from doing this exercise, 2,3 but that does not mean that all students mastered the ideas.)
For the node and mesh equation tutorials, the fractions of entered equations that were correct were 51% and 64%, respectively (the node tutorial usually being completed first). Students had the greatest difficulty with control variable equations for dependent sources, even though they are generally very simple to write (only 33% and 35% of these were correct in node and mesh analysis, respectively). This observation suggests that students are just not understanding the concept of a control variable, and perhaps confuse it with something else. The KCL and KVL equations were the next most difficult, with correct answer rates of 49% and 66%, respectively. It is not yet clear why students do so much better with KVL than with KCL, and that question needs to be studied further. The voltage and current constraint equations were found to be the easiest, with 65% and 69% correct answers, respectively. Yet further improvements in the tutorials would certainly be desirable to foster more complete and rapid learning.
Iterative Refinement of Tutorials
Based on the above observations, we undertook significant revisions of the tutorials in early 2014, in attempt to see if we can achieve "perfect learning" of the material. First, we limited the numbers of wrong answers, so that students are forced to "give up" on a problem if they enter too many for a given type of entry. This change should encourage them to think more deeply about what is correct, rather than just trying many different answers to find the right one. When they do give up (voluntarily or involuntarily), they are now offered much more detailed explanations of the correct solutions (previously, we just showed them the correct answers without any discussion). The explanations are tailored to the specific circuit and refer to its color-coded nodes (for series-parallel identification and node analysis tutorials). In the seriesparallel tutorial, they are also given a detailed explanation of why any incorrect (as opposed to incomplete) set of elements they entered is not in fact in series or parallel as they stated. We also improved the introductory tutorial explaining the ideas of series and parallel connections. The effect of these changes is shown as the red curves in Fig. 5 . The percentage of correct answers (averaged by student) now increases with increasing difficulty and experience, rising from 83% and 86% for parallel and series sets, respectively, to 88% and 94%. This trend reflects the type of desired learning behavior.
A similar tutorial introduction has not yet been created for the node and mesh analysis cases but is planned, though of course students can also rely on their textbook and lectures for this purpose. We do not yet offer explanations of why equations are incorrect for mesh and node analysis, as that will require revision of our equation entry interface to ask students to specify which mesh or node (or supermesh or supernode) they are writing the KVL or KCL equation for, or for which source they are writing a constraint equation, or for which dependent source they are writing a control variable equation (if there is more than one, which is not normally the case).
We made similar improvements to the node and mesh equation games in the same time frame. These games require students to enter node or mesh equations for randomly generated circuits using a pre-defined palette of terms to provide scaffolding. First, we re-arranged the terms in the equation palette to more logically reflect how the different types of equations are formed, and limited the number of wrong answers prior to giving up. Next, we added detailed explanations of the correct Kirchhoff current law and Kirchhoff voltage law equations, and generic explanations of voltage & current constraint equations and control variable equations for dependent sources. We also required completion of two problems rather than one at the hardest level, for extra practice. With these improvements, the percent correct generally improved by about 10% (with the exception of difficulty level #3 out of 5, where they decreased for an unknown reason), as illustrated in Figs. 6 and 7. The trend of correct percentage with difficulty was not monotonic, but showed improved behavior compared to the earlier versions. Page 26.1311.13
Conclusions
Our computer-based interactive tutorial system has been extended to incorporate new features, including an improved, highly capable graphical circuit editor, the ability to generate and solve AC circuits using phasor analysis in addition to DC circuits, and a fully developed web-based waveform sketching tool that can assess the correctness of student drawings. The number of available tutorial exercises has been considerably expanded from 3 to 13. At the same time, usage of the system has been expanded to many more class sections both at ASU, at Notre Dame, and at Morgan State University, and will shortly be extended to use at other institutions including the University of the Pacific as well. High levels of student satisfaction have been achieved. A large quantity of log file data is being analyzed and used to iteratively refine the existing tutorials, with the eventual objective of achieving "perfect learning" of the covered topics by all students. New tutorials are also under development. were students who chose to use it earlier in the semester, and may have been more motivated than those using version 2.2.2. Fig. 7 . As Fig. 6 , but for correct KVL equations in the mesh equation game.
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