Diseño, simulación e implementación de un embedded system basado en PSoC de Cypress: aplicación a la síntesis de sonido by Castillo Jordán, Ángel
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
TRABAJO DE FINAL DE 
CARRERA 
 
 
 
 
 
 
 
 
 
TÍTULO DEL TFC: Diseño, simulación e implementación de un embedded 
system basado en PSoC de Cypress: aplicación a la síntesis de sonido. 
 
TITULACIÓN: Ingeniería Técnica de Telecomunicaciones, especialidad 
Sistemas de Telecomunicación 
 
AUTOR:  Ángel Castillo Jordán 
 
DIRECTOR: Francesc Josep Sánchez Robert 
 
FECHA: 2 de Junio del 2008 
 
  
 
Título: Diseño, simulación e implementación de un embedded system basado 
en PSoC de Cypress: aplicación a la síntesis de sonido. 
 
Autor: Ángel Castillo Jordán 
 
Director: Francesc Josep Sánchez Robert 
 
Fecha: 2 de Junio del 2008 
 
 
 
 
Resumen  
 
La asignatura optativa de Sistemas Digitales Reconfigurables (SDR) que se 
pondrá en marcha el cuatrimestre de primavera del curso 07-08 incluye en el 
temario los Programmable System on Chip (PSoC) de Cypress. 
 
Este proyecto pretende dotar a la asignatura con tutoriales y material de 
estudio para aprender a usar y a diseñar aplicaciones con estos dispositivos. 
Se han realizado un conjunto de kits individuales que irán aproximando al 
estudiante en los diversos módulos de este dispositivo y en la forma de 
programarlos. Los kits individuales trabajarán aplicaciones para: puertos E/S, 
pantallas LCD, temporizadores digitales, circuitos de acondicionamiento 
(amplificación y filtrado) analógicos, convertidores A/D y D/A, memoria de 
almacenamiento, puertos para comunicaciones asíncronas (UART) y 
síncronas (I2C). El lenguaje de programación será el C. 
 
En la fase final del proyecto, el autor realizará una aplicación final que estará 
centrada en el ámbito de la síntesis digital de sonido y usará múltiples módulos 
de los trabajos previos de forma individual. Esta aplicación se montará 
finalmente en un prototipo de circuito impreso usando las herramientas EAGLE 
y se verificará al laboratorio. 
 
El proyecto usara las placas de entrenamiento (basadas en el chip 
CY8C29466) y el entorno de programación (ensamblador y C) PSoC Designer 
v1.4, así como la colección de notas de aplicaciones y materiales de 
autoaprendizaje disponibles en la web del fabricante Cypress. 
 
 
 
 
 
 
 
 
 
 
 
 
Title:  Design, simulation and implementation of an embedded system based 
on Cypress PSOC: application to the synthesis of sound. 
 
Author:  Ángel Castillo Jordán 
Director: Francesc Josep Sánchez Robert 
Date:  June 2, 2008 
 
 
 
Overview 
 
 
The optional subject Reconfigurable Systems Digitals (SDR) which starts on 
07/08’s spring includes in the program Programmable System on Chip (PSoC) 
of Cypress. 
 
This project wants to help on using and designing for PSoC (tutorials and 
examples). There have been created some individuals kits with different 
modules of this dispositive and the way to programming. The individual kits will 
work for: ports I/O, LCD displays, timers, amplifiers, A/D and D/A converters, 
filters, memory, UART and I2C communications. The program language will be 
C. 
 
The end of the project, the author will do the final application that will concern 
on digital sound synthesizer and will use the previous multiple work modules. 
Finally, this application will be build on a prototype protoboard using EAGLE 
software and it will be tested in the laboratory. 
 
This Project will use the evaluation kit CY3210 (based on chip PSOC 
CY8C29466) and Integrated Development Environment (IDE) PSoC Designer 
v1.4, as the application notes collection and training materials available in the 
Cypress web. 
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INTRODUCCIÓN 
 
Bienvenido lector, tiene entre sus manos un proyecto de iniciación en el diseño 
de embedded systems basados en la tecnología de microcontroladores de 
señal mixta PSoC (Programmable System on Chip) del fabricante Cypress (ver 
[7]). El lenguaje de programación será el C en todo el proyecto.   
 
El PSoC CY8C29466 de Cypress es un microcontrolador de 8 bits muy versátil 
ya que dispone de recursos analógicos (amplificadores operacionales, sensor 
de temperatura, conversor AD y DA, filtros,…) y digitales (temporizadores, 
contadores, moduladores de ancho de pulso (PWM), comunicación serie, 
generadores de números pseudo-aleatorios,…) completamente configurables 
en el mismo encapsulado. Permite reducir el número de componentes 
electrónicos externos del circuito final del “embedded system” y lo que es más 
importante reduce costes. 
 
El procesador proporciona una velocidad de 24 MHz y ofrece 4 MIPS (millones 
de instrucciones por segundo). Dispone de 32 KB de memoria tipo flash para el 
almacenamiento del programa y 2 KB de SRAM para datos. Tiene 3 puertos de 
E/S a 8 bit, es decir, un total de 24 pines de entrada o salida (analógica o 
digital). Además el PSoC incorpora flexibles generadores internos de señal de 
reloj o clock programables vía software mediante factores de división. 
 
La configuración del hardware analógico y digital se realiza en forma de 
bloques PSoC. La arquitectura del microcontrolador, ofrece un máximo de 16 
bloques digitales y un máximo de 12 bloques analógicos. Cada bloque tiene 
una serie de registros que determinan su funcionalidad y su conectividad con 
otros bloques, multiplexores, buses o puertos E/S. Los bloques PSoC 
proporcionan una arquitectura flexible a modificaciones provocadas por un 
cambio de las especificaciones iníciales en la ejecución de un proyecto de un 
sistema empotrado. 
 
En el CAPÍTULO 1, se detallarán las prestaciones del PSoC CY8C29466, 
explicaremos la arquitectura interna y con ello la configuración del hardware 
analógico y digital en forma de bloques PSoC.  
 
En el CAPÍTULO 2, explicaremos el software PSoC Designer IDE (entorno de 
desarrollo integrado) y su división en secciones o editores. PSoC Designer 
dispone de librerías pre-built y pre-tested de los periféricos hardwares 
conocidos como user modules. Estos son seleccionados vía software (doble 
click de ratón) y son implementaciones de periféricos simples que pueden 
utilizar señales digitales, analógicas o ambas.  
 
La librería estándar de los user modules contiene alrededor de 50 periféricos 
comunes agrupados en las siguientes categorías: 
 Conversores A/D. 
 Conversores D/A. 
 Temporizadores. 
 Contadores
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 Multiplexores. 
 Moduladores por anchura de pulsos (PWM) 
 Generadores pseudo-aleatorios de números. 
 Generador DTFM. 
 Comunicaciones digitales (CRC, I2C, SPI, IRDA, UART, tarjeta SD) 
 Amplificadores. 
 Filtros analógicos paso bajo y baso banda (2 polos y 4 polos). 
 Bloque analógico de capacidades conmutadas para el diseño de 
periféricos analógicos no incluidos en PSoC Designer. 
 Buffers digitales, inversor digital, algoritmo de EEPROM, pantalla LCD, 
led, led 7 segmentos y sleep timer. 
 Sensor de temperatura interno. 
 
Cada user module contiene los registros básicos de opciones relacionadas con 
su función, estos parámetros se configuran mediante listbox. También, nos 
proporcionan las APIs (interfaces de desarrollo) que son funciones de alto nivel 
para el control y la respuesta de eventos hardware. Estas funciones están 
disponibles en lenguaje ensamblador y en C. Los user modules van 
acompañados de sus datasheets, donde se explican las operaciones internas, 
las características, las APIs, los registros y hasta incluyen código ejemplo. 
 
La finalidad de este proyecto es, dotar a la asignatura optativa de Sistemas 
Digitales Reconfigurables (SDR) de tutoriales y material de estudio para 
aprender a diseñar aplicaciones con dispositivos PSoC. Para ello, se han 
realizado una serie de kits individuales que irán aproximando al estudiante en 
los diferentes módulos de este microcontrolador y la forma de programarlo. El 
modelo PSoC utilizado es el CY8C29466 junto con la tarjeta de pruebas PSoC 
Eval1. Los kits están añadidos en el ANEXO III: en modo de presentación en 
power point.  
 
Los kits albergarán todos los pasos necesarios para realizar un proyecto con 
PSoC desde cero. Todos siguen el mismo formato, empezando con una 
descripción del proyecto seguida del  esquema electrónico, la configuración 
hardware así como la interconexión de los bloques PSoC está detallada paso 
por paso, también están incluidos los diagramas de flujo del código principal e 
interrupciones junto con el código en lenguaje C, la grabación del 
microcontrolador que utiliza el software PSoC Programmer. AL final de cada kit 
verificamos que los resultados obtenidos y las medidas de laboratorio sean 
satisfactorios.  
 
El kit 1 explica el acceso a los puertos de E/S y el user module para escribir en 
la pantalla de cristal líquido (LCD). El kit 2 explica las interrupciones para los 
puertos E/S. El kit 3 introduce el concepto de los bloques digitales y analógicos, 
usaremos un temporizador digital de 16 bits y un conversor D/A a 8 bits. El Kit 4 
añade los user module de amplificador de ganancia programable y conversor 
A/D de tipo incremento y resolución variable. 
 
En el CAPÍTULO 3 y CAPÍTULO 4 detallaremos los puertos E/S y las 
interrupciones, respectivamente. Los CAPÍTULO 5, CAPÍTULO 6, CAPÍTULO 
INTRODUCCIÓN  3 
 
7, CAPÍTULO 8 y CAPÍTULO 9 explican los user modules: pantalla de cristal 
líquido (LCD), temporizador de 16 bits (TIMER16), conversor analógico/digital 
de 8 bits (DAC8), amplificador de ganancia programable (PGA) y conversor 
digital/analógico de tipo incremento y resolución variable (ADCINCVR). 
  
El CAPÍTULO 9 alberga la aplicación final del proyecto, que consiste en 
realizar un embedded system de síntesis digital de sonido que ponga en 
práctica los conocimientos adquiridos en la lectura y realización de los kits. El 
empotrado se conoce como caja de ritmos (drum machine). Es un instrumento 
musical electrónico que sintetiza los sonidos que genera una batería acústica 
(bombo = kick, caja = snare, etc.) e incluye un secuenciador (teclado) de 16 
pasos que será el compás 4x4 donde escribiremos nuestros ritmos. La 
velocidad del compás, en instrumentos musicales electrónicos, se mide en 
BPM (bombo por minuto), que nos fijará la velocidad a la que el secuenciador 
reproduce el sonido. 
 
El resultado final es un prototipo de caja de ritmos que dispone de un pequeño 
menú (pantalla LCD) el cual nos permite ajustar los BPM, el tiempo de ataque, 
el tiempo de decaimiento y el valor exponencial para sintetizar diferentes kick 
drum. Para el secuenciador de 16 pasos, se han encadenado 2 codificadores 
de 8:3 para obtener un codificador de 16:4 y reducir, así, el número de 
conexiones a los puertos E/S. El secuenciador es la única parte del empotrado 
que usa electrónica externa ya que PSoC integra los amplificadores 
operacionales, el conversor D/A, el conversor A/D y el filtro sallen-key de orden 
2 y tipo bessel. Esta ventaja reduce el número de componentes, el tamaño de 
la placa, el número de soldaduras y, por lo tanto, abarata los costes de 
fabricación. 
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CAPÍTULO 1. PSoC CY8C29466 
 
La familia PSoC corresponde a los dispositivos llamados Mixed-Signal Array 
with On-Chip Controller. Estos microcontroladores han sido diseñados para 
substituir a los múltiples y tradicionales MCU por un único dispositivo 
programable de bajo coste. Los PSoCs incluyen bloques configurables tanto 
analógicos como digitales, configurables mediante software. Esta arquitectura 
permite al usuario crear configuraciones de periféricos optimizados para los 
requerimientos de cada embedded systems. Adicionalmente, una CPU rápida, 
una memoria flash programable, una memoria de datos SRAM y puertos E/S 
configurables están incluidos. 
 
1.1. Ventajas que ofrece PSoC 
 
PSoC (Programable System-on-Chip) nos ofrece una arquitectura flexible a 
modificaciones en el desarrollo de embedded systems ya que permite cambiar 
las configuraciones de los periféricos analógicos y/o digitales según nuestras 
necesidades o si los resultados obtenidos no son satisfactorios. Estas 
configuraciones se realizan vía software. 
 
Dispone de una librería muy amplia de periféricos, alrededor de 50. Con un 
único chip PSoC podemos abarcar un amplio abanico de aplicaciones a 
diseñar, por lo tanto, podemos ajustar o adaptar cualquier diseño de embedded 
systems a la plataforma PSoC. Al estar integrados tantos periféricos dentro de 
un único encapsulado, PSoC consigue reducir el tamaño del circuito electrónico 
de manera considerable y esto repercute en un descenso de los costes de 
fabricación del empotrado. 
 
En la Fig. 1.1 podemos ver unos ejemplos reales de las ventajas que ofrece 
PSoC en comparación con los MCU tradicionales.  
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Fig. 1.1 Ejemplos diseños con PSoC y sin PSoC. 
 
1.2. Arquitectura PSoC CY8C29466 
 
La arquitectura interna o diagrama de bloques del CY8C29x66 PSoC es el 
mostrado en la Fig. 1.2. Se compone de cuatro partes: PSoC Core, Digital 
System, Analog System y System Resources. El System Bus Global puede ser 
configurado para combinar diferentes bloques, tanto analógicos como digitales, 
con el fin de conseguir un sistema completo hecho a medida. El PSoC 
CY8C29x66 puede tener hasta 8 puertos IO que se interconectan con las 
conexiones globales analógicas y digitales, dando acceso a 16 bloques 
digitales y a 12 bloques analógicos.  Nuestro modelo, CY8C29466, utilizado 
dispone de 3 puertos IO de 8 bits cada uno. 
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Fig. 1.2 Arquitectura interna PSoC CY8C29x66 
 
1.3. Núcleo PSoC CY8C29466 
 
El núcleo PSoC dispone de un potente procesador con una velocidad de 24 
MHz, ofrece 4 MIPS (millones de instrucciones por segundo) en un arquitectura 
Harvard de 8 bits. 
 
Dispone de una memoria de 32 KB tipo flash para el almacenamiento del 
programa, 2 KB de SRAM para almacenamiento de datos y la posibilidad de 
emular 2 KB de EEPROM en la flash. La flash puede utilizar un sistema de 
protección mediante bloques de 64 Bytes. 
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El PSoC incorpora flexibles generadores internos de señal de reloj o clock, 
incluye un 24 MHz IMO (internal main oscillator) con un error de 2.5% en 
función de la temperatura y/o voltaje de alimentación. Los 24 MHz se pueden 
doblar a 48 MHz para ser utilizado en los bloques digitales. Un reloj de 32 KHz 
ILO (internal low speed oscillator) es el encargado del Sleep Timer y WDT 
(watch dog timers). Si se desea una precisión de cristal de cuarzo, el ECO 
(32.768 KHz external crystal oscillator) está disponible para usarse como RTC 
(real time clock) y generar, opcionalmente, una precisión de 24 MHz mediante 
PLL para el clock. Los clocks, se pueden programar mediante software 
utilizando factores de división proporcionando flexibilidad para integrar 
diferentes requerimientos de tiempo (ver apartado 1.6). 
 
Las GPIOs (general purpose input output) conectan la CPU, los bloques 
digitales y los analógicos. Cada pin puede seleccionar hasta 8 modos 
diferentes de conexión (pull up, pull down, strong , strong low, high Z, high Z 
analog, open drain high y open drain low). Cada pin también tiene la capacidad 
de generar una interrupción por nivel alto, bajo o cambio de modo de conexión.  
 
El núcleo del PSoC dispone de 5 registros internos que se usan durante la 
ejecución del programa. La lista de estos registros son: 
 Acumulador (A) 
 Índice (X) 
 Contador de programa (PC) 
 Puntero de pila (SP) 
 Indicadores (F, flags) 
 
Todos los registros del núcleo tienen un tamaño de 8 bits excepto el PC que 
son 16 bits. Cuando restablecemos los registros A, X, PC, SP son reseteados a 
la dirección 00h. El registro F se resetea a la dirección 02h estableciendo a 1 el 
indicador Z. 
 
Con cada operación de pila el SP se incrementa o decrementa 
automáticamente hasta el siguiente Byte de pila en la memoria RAM. Si el 
último Byte de la pila corresponde a la dirección FFh el puntero de pila 
apuntará a la dirección 00h en la memoria RAM. 
 
Con la excepción del registro F, el resto de registros internos del núcleo no son 
accesibles mediante el acceso explícito de direcciones.  
 
El registro F se puede leer usando la dirección F7h de cada registro de banco. 
 
1.4. Sistema digital PSoC CY8C29466 
 
El Digital System está formado por 16 bloques digitales PSoC en una matriz de 
4x4 (ver Fig. 1.3). Cada bloque PSoC es de 8 bits que puede ser utilizada 
individualmente o combinada con otros bloques para conseguir capacidades de 
16, 24 o 32 bits. Los periféricos reciben el nombre de user modules y ocupan 
bloques PSoC.  
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Las configuraciones de periféricos incluidas son: 
 PWMs (8, 16, 24 y 32 bit) 
 PWMs con banda muerta (8, 16, 24 y 32 bit) 
 Contadores (8, 16, 24 y 32 bit) 
 Temporizadores (8, 16, 24  y 32 bit) 
 UART 8 bit con paridad (hasta 4) 
 SPI maestro y esclavo (hasta 4) 
 I2C multi-maestro y esclavo (disponible como recurso adicional) 
 Generador/Control de redundancia cíclica (8, 16, 24 y 32 bit) 
 IrDA (hasta 4) 
 Generadores de pseudo secuencia aleatoria (8, 16, 24 y 32 bit) 
Los bloques digitales pueden conectarse con cualquier GPIO desde una serie 
de buses globales y estos pueden interconectar cualquier señal con cualquier 
pin. Los buses también permiten multiplexar señales y realizar operaciones 
lógicas. Esta configuración de buses ofrece flexibilidad en las conexiones de 
los periféricos.  
 
Los bloques digitales se distribuyen en una matriz (o array) de 4x4, donde el 
número de bloques varía dependiendo de la familia PSoC. Para el CY8C29466 
disponemos 16 bloques digitales. 
 
1.5. Sistema analógico PSoC CY8C29466 
 
El sistema analógico se compone de 12 bloques configurables distribuidos en 
una matriz de 3x4 bloques PSoC (ver Fig. 1.4), cada uno incluye un circuito de 
OPAMP (operational amplifier) para trabajar con señales analógicas en las 
columnas.  
 
Los periféricos analógicos son muy flexibles y pueden ser optimizados según 
las especificaciones de la aplicación a diseñar. Los bloques analógicos más 
comunes son (incluidos en user modules): 
 ADCs (hasta 4, de 6 a 14 bit resolución, incremento, delta sigma y SAR) 
 Filtros (2, 4, 6 o 8 polos paso-banda, paso-bajo y noth) 
 Amplificadores (hasta 4, ganancia máxima 48x) 
 Amplificadores instrumentación (hasta 2, ganancia máxima 93x) 
 Comparadores (hasta 4, con 16 umbrales) 
 DACs (hasta 4, de 6 a 9 bit resolución) 
 Multiplicadores DACs (hasta 4, de 6 a 9 bit resolución) 
 Corriente elevada de salida (40 mA) 
 1.3 V Referencia (como recurso adicional) 
 DTMF Marcador 
 Moduladores 
 Correladores 
 Detectores de pico 
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 Bloque de capacidades conmutadas SC configurable 
Los bloques analógicos se distribuyen en 4 columnas de 3 filas, las cuales 
incluyen un bloque CT (tiempo continuo) y dos bloques SC (capacidades 
conmutadas). 
 
1.6. Recursos adicionales del sistema PSoC CY8C29466 
 
Algunas de las utilidades del sistema han sido mencionadas anteriormente, 
proporcionando capacidad adicional para el diseño de sistemas empotrados. 
Las herramientas incluidas son un multiplicador, un decímetro, un interruptor 
modo pump, un detector de bajo voltaje, de potencia y de reset.  
 
En la siguiente lista, se muestran el porqué de estas herramientas: 
 3 Divisores digitales de clock que nos permiten adaptar la frecuencia del 
clock para las diferentes aplicaciones. Los clocks pueden 
interconectarse a ambos bloques, digitales y analógicos. Si necesitamos 
clocks adicionales podemos generarlos a partir de bloques digitales 
PSoC configurados para tal fin. Reciben el nombre de VC1, VC2 y VC3. 
 Multiply Accumulate (MAC) proporciona una multiplicación de 8 bit con 
un acumulador de 32 bit, utilizado para cálculos matemáticos y filtros 
digitales. 
 El decímetro o decimator, nos proporciona filtros hardware para señales 
digitales y también para aplicaciones que necesitemos utilizar un Delta 
Sigma ADCs. 
 El modulo I2C (protocolo de comunicación estándar para diferentes 
microcontroladores) proporciona comunicaciones de 100 y 400 KHz 
sobre dos cables. Dispositivo esclavo, maestro y modo multimaestro. 
 La interrupción de Low Voltage Detection (LVD) ofrece señales para un 
nivel de voltaje bajo cuando se pasa de señal High a señal Low (o 
viceversa). Con el avanzado circuito POR (power on reset) elimina la 
necesidad de de un sistema supervisor. 
 Voltaje de referencia interno a 1.3 V para el Analog System, incluidos 
ADCs y DACs. 
 Switch Mode Pump (SMP) integrado ofrece voltajes de operación desde 
una simple pila de 1.2 V, proporcionando conversores de bajo consumo. 
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Fig. 1.3 Arquitectura interna sistema digital PSoC CY8C29x66 
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Fig. 1.4 Arquitectura interna sistema analógico PSoC CY8C29466 
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CAPÍTULO 2. PSoC DESIGNER IDE 
 
PSoC Designer IDE (entorno de desarrollo integrado) es el software para el 
desarrollo de aplicaciones de los Programable System-on-Chip.  El IDE se basa 
en una interfaz de usuario gráfica (GUI) para realizar la configuración hardware. 
 
PSoC Designer IDE permite la programación de los dispositivos en lenguaje 
ensamblador o C o la mezcla de ambos. Aunque para programar en C hay que 
adquirir una licencia para el compilador ImageCraft (ver [8]) (viene incluido en 
el IDE) o comprar el compilador de Hi-Tech para PSoC. 
 
Mi director de proyecto me ha facilitado el número de licencia del compilador 
ImageCraft, ya que, el microcontrolador lo programaremos en lenguaje C. Hi-
Tech ofrece una versión de demostración con licencia para 45 días en su web 
(ver [9]). 
 
La versión utilizada del PSoC Designer es la número 4.4, aunque actualmente 
existe la número 5.0. Destacar que el software se puede descargar de manera 
gratuita desde la web del fabricante (ver [10]). 
 
2.1. PSoC Designer IDE 
 
PSoC Designer se divide en tres secciones o subsistemas: 
 Device editor 
 Application editor 
 Debugger 
 
2.1.1. Device editor 
 
Este es el primer sistema que aparece cuando abrimos PSoC Designer, en el 
se realiza la configuración del PSoC, es decir, se seleccionan los periféricos 
(user modules) analógicos y digitales que se necesitan para una aplicación en 
particular. Una vez finalizada esta etapa se generan los ficheros necesarios de 
configuración (APIs, ISRs, datasheet, etc…) con la opción Generate 
Application. 
 
Device Editor se compone de dos partes: 
a) Selection view (ver Fig. 2.1): donde se seleccionan los user modules 
disponibles en las librerías (menú de la izquierda) agrupados en 
categorías y se incluyen dentro de la configuración del chip (al hacer 
doble click sobre el user module). Los user modules seleccionados se 
muestran en la parte superior central. En la parte inferior aparece el 
esquematico del user module y más abajo el datasheet del mismo. La 
parte derecha de la pantalla muestra los recursos utilizados del chip.  
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Fig. 2.1 PSoC Designer IDE, ventana selection view. 
 
 
b) Interconnect view (ver Fig. 2.2): en esta pantalla están las herramientas 
necesarias para la conexión de los diferentes bloques PSoC que 
configuran las matrices analógicas y digitales. En la parte izquierda de la 
pantalla aparecen tres tablas de listbox (menús desplegables). De 
superior a inferior se trata de los siguientes menús: 
 Global resource table: a través de ella se configuran los parámetros 
generales del dispositivo (tensión de alimentación, clock 
interno/externo, frecuencia del clock principal y auxiliares, etc.) 
 User module parameters: en ella se seleccionan los parámetros 
característicos de cada bloque seleccionado (analógico y/o digital). 
Los parámetros susceptibles de modificación vienen descritos en el 
datasheet del modulo. 
 Port table: mediante esta tabla se seleccionan las características de 
los puertos de E/S (general purpose input-output GPIO). 
 
En la parte central de la pantalla aparecen las dos matrices 
programables, la digital en la parte superior y la analógica en la parte 
inferior. Sobre estas matrices se colocarán los bloques seleccionados y 
se interconexionarán hacia los distintos pines del PSoC. En la versión 
empleada del PSoC (CY8C29466) disponemos 16 módulos digitales 
organizados en una matriz de 4x4 elementos, y 12 módulos analógicos 
organizados en una matriz 3x4. A su alrededor se observan las diversas 
líneas de interconexión y puertos disponibles. 
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La parte derecha de la pantalla muestra una vista del chip con los pines 
empleados y su descripción (entrada/salida, analógico/digital). 
 
 
 
Fig. 2.2 PSoC Designer IDE, ventana interconnect view. 
 
2.1.2. Application editor 
 
El segundo subsistema que aparece una vez se ha configurado el PSoC es el 
Application editor (ver Fig. 2.3). En éste se incluye el código principal del 
programa que debe ejecutar el núcleo microcontrolador, el fichero se llama 
“main.c”. También están añadidos los ficheros que forman la librería de los user 
modules ya configurados. 
 
2.1.1. Debugger 
 
PSoC Designer proporciona una excelente herramienta para depurar el código 
del microcontrolador (ver Fig. 2.4). Podemos agregar breakpoints, visualizar el 
registro de la CPU, los de E/S, la memoria RAM, la memoria flash y variables 
del programa. Aunque necesitamos adquirir el dispositivo hardware ICE (in-
circuit emulator) (ver Fig. 2.5) que además nos permitirá depurar el sistema a 
tiempo real. 
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Fig. 2.3 PSoC Designer IDE, ventana application editor. 
 
 
 
Fig. 2.4 PSoC Designer IDE, ventana debugger. 
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Fig. 2.5 Dispositivo hardware modo debugger. ICE (in-circuit emulation) 
 
2.2. Botones PSoC Designer IDE 
 
Para desplazarnos entre las 3 secciones explicadas anteriormente, disponemos 
de los siguientes botones: 
 
 
 
Fig. 2.6 PSoC Designer IDE, botones principales. 
 
 
Los botones activos cuando estamos en la sección device editor y en la vista 
interconnect view están relacionados con la configuración hardware de los user 
modules (ver Fig. 2.7). 
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 Next allowed placament: nos permite desplazar un user module por la 
matriz de bloques PSoC para elegir su ubicación.  
 Place user module: nos fija el user module en el bloque PSoC elegido 
con el botón anterior. 
 Undo place user module: si queremos cambiar el bloque donde hemos 
fijado un user module pulsamos este botón y el user module puede ser 
recolocado en otro bloque PSoC. 
 Restore default pinout: restablece los valores por defecto de la tabla de 
puertos E/S. 
 Generate application: tenemos que pulsarlo cuando la configuración 
hardware sea correcta y queramos proceder a escribir el código 
principal. 
 
 
Fig. 2.7 PSoC Designer IDE, botones ventana interconnect view. 
 
 
Los botones disponibles en la ventana del compilador en C, es decir, la sección 
application editor (ver Fig. 2.8) son, uno para compilar el código, otro para 
generar el fichero de salida .hex a grabar en el PSoC y el último botón, el bóton 
program part, que nos abre el programa de grabación del PSoC llamado PSoC 
Programmer con el fichero .hex ya cargado. 
 
 
Fig. 2.8 PSoC Designer IDE, botones ventana application editor.
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CAPÍTULO 3.  PUERTOS E/S 
 
En Este capítulo explicaremos los puertos E/S que reciben el nombre de GPIO 
(E/S de propósito general) y los registros relacionados, así como el circuito 
responsable de la capa (interface) de los pines E/S del dispositivo PSoC. Los 
bloques GPIO proporcionan la capa entre el núcleo M8C y el mundo exterior. 
PSoC ofrece un gran número de configuraciones para la mayoría de 
operaciones de E/S para sistemas analógicos y digitales. 
 
3.1 Arquitectura GPIO 
 
Los GPIO incorporan buffers de entrada, circuitos de salida, registro de 
almacenamiento del bit y configuraciones lógicas para conectar PSoC al mundo 
exterior. 
 
Los puertos E/S disponen de 8 bits cada uno, el modelo CY8C29466 tiene 3 
puertos. Cada puerto contiene 8 bloques GPIO idénticos, identificados con una 
única dirección y registro del número de bit para cada bloque. Cada bloque 
GPIO puede usar los siguientes tipos de E/S: 
 
 E/S Digitales: entrada y salida digital controlada por software. 
 E/S Globales: entrada y salida para bloques digitales PSoC. 
 E/S Analógicas: entrada y salida para bloques analógicos PSoC. 
 
Cada pin E/S dispone de diferentes configuraciones de conexión y, por 
supuesto, interrupciones (explicadas en el CAPÍTULO 4) . Todos los pines 
GPIO son idénticos y validos para E/S digitales, sin embargo, algunos pines no 
se pueden conectar internamente con funciones analógicas. 
 
El diagrama de bloques de GPIO se muestra en la figura Fig. 3.1. Tener en 
cuenta que algunos pines no tienen todas las funcionalidades mostradas, 
según el tipo de conexión interna. 
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Fig. 3.1 Diagrama de bloques GPIO. 
 
3.2 E/S Digitales 
 
La operación más básica de los puertos GPIO es permitir al M8C enviar 
información al exterior del dispositivo PSoC y recoger información para la M8C 
del exterior.  El acceso para lectura y escritura se realiza mediante el registro 
PRTxDR, donde la x equivale al número del puerto. El acceso al número de bit 
del puerto x se realiza con los siguientes valores en hexadecimal: 
 
Tabla 3.1 Correspondencia bit del puerto en hexadecimal. 
 
Port X_7 X_6 X_5 X_4 X_3 X_2 X_1 X_0 
HEX 0x80 0x40 0x20 0x10 0x08 0x04 0x02 0x01 
 
 
Ejemplo: establece P0[0] a valor alto  PRT0DR|=0x01; 
 
También podemos definir una función, basándonos en el estándar ANSI C, 
para el acceso al bit del puerto de una manera más elegante y práctica. 
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Tabla 3.2 Correspondencia bit del puerto en número de bit 
 
#define Bit(bitNumber)(1<<(bitNumber)) 
 
 
Ejemplo: establece P0[0] a valor alto  PRT0DR|=Bit(0); 
 
La tarea más común y simple a la hora de programar microcontroladores es 
activar (HIGH) o apagar (LOW) los bits de los diferentes registros. El estándar 
C dispone de operadores para bit y PSoC Designer soporta las diferentes 
operaciones booleanas: 
 a|b operador OR: realiza la operación de suma lógica, es decir, 
establece un bit a valor HIGH mediante la forma PRT3DR|=Bit(6). 
 a&b operador AND: realiza la operación de producto lógico, da como 
resultado un valor HIGH si los bits son HIGH y da un valor LOW si uno 
de los dos bits es LOW, es decir, chequea el estado. PRT0DR&Bit(0). 
 a^b operador OR EXCLUSIVA: también conocida como función XOR 
realiza la función flip, es decir, si los bits son distintos devuelve un HIGH 
y si son iguales devuelve un LOW. PRT0DR^=Bit(7). 
 ~a operador COMPLEMENTO: realiza una negación del bit, es el 
utilizado para escribir un valor LOW en un registro. PRT1DR&=~Bit(2). 
Para el correcto funcionamiento entre el mundo exterior y PSoC debemos 
configurar el modo de conexión interna del pin de E/S en función del 
componente electrónico que conectemos. PSoC lo llama modos de conductor 
(drive modes) y utilizan 3 registros por pin para su configuración llamados 
PRTxDMx. El voltaje del pin dependerá del modo de conductor y de la carga 
externa. 
 
A continuación mostramos en la Tabla 3.3 la configuración de los registros 
PRTxDMx según el conductor que necesitemos y su correspondencia 
electrónica (ver Fig. 3.2).  
 
Tabla 3.3 Configuración del modo de conductor. 
 
DM2 DM1 DM0 Drive Mode 
Diagram 
Number 
Data = 0 Data = 1 
0 0 0 Resistive Pull Down 0 Resistive Strong 
0 0 1 Strong Drive 1 Strong Strong 
0 1 0 High Impedance 2 Hi-Z Hi-Z 
0 1 1 Resistive Pull Up 3 Strong Resistive 
1 0 0 Open Drain, Drives High 4 Hi-Z Strong (Slow) 
1 0 1 Slow Strong Drive 5 Strong (Slow) Strong (Slow) 
1 1 0 High Impedance Analog 6 Hi-Z Hi-Z 
1 1 1 Open Drain, Drives Low 7 Strong (Slow) Hi-Z 
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Fig. 3.2 Esquema electrónico del modo conductor.  
 
3.3 E/S Globales 
 
Los puertos GPIO también los usamos para interconectar señales hacia y 
desde los bloques digitales PSOC, es decir, entradas o salidas globales. 
 
La opción de E/S global viene por defecto desactivada si queremos hay que 
cambiar dos parámetros. Para configurar la GPIO como entrada global, el bit 
del puerto global seleccionado debemos establecerlo a 1 mediante el registro 
PRTxGS, es decir, establece BYP = 1 (ver Fig. 3.1) y desconecta la salida 
hacia el registro PRTxDR desde el pin. También, el modo del conductor para la 
GPIO debemos configurarlo para el estado High-Z digital. Para configurar la 
GPIO como salida global, el bit del puerto global seleccionado también lo 
establecemos a 1 pero el modo del conductor lo configuramos para un estado 
diferente al High-Z. 
 
3.4 Entradas analógicas 
 
Las señales analógicas pasan a través del pin AOUT de los bloques GPIO (ver 
Fig. 3.1) hacia el núcleo del PSoC. El pin AOUT ofrece una conexión resistiva 
(~300 Ω) a través del bloque GPIO. Para trabajar con señales analógicas, los 
bloques GPIO los configuraremos con el modo High-Z analog. Este modo 
desactiva el disparador de Schmitt para la entrada analógica, el consumo de 
potencia disminuye y el ruido de conmutación también.  
 
3.5 Salidas analógicas 
 
El modelo CY8C29466 dispone de 4 salidas analógicas, una salida por cada 
columna analógica. Solo podemos seleccionar un bloque analógico por 
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columna para conectarlo hacia el bus analógico de salida (ABUS). El registro 
para activar la salida analógica de un bloque analógico hacia el bus analógico 
de cada columna se llama ABF_CR0. Destacar que, la salida analógica puede 
provocar un consumo elevado de potencia. 
 
En la Fig. 3.3 mostramos la relación de los bloques analógicos con las salidas 
analógicas así como su distribución por columnas analógicas. 
 
 
 
Fig. 3.3 Diagrama salidas analógicas. 
 
3.6 Puertos E/S en PSoC Designer IDE 
 
En los apartados anteriores hemos explicado los bloques GPIO, las 
configuraciones del modo de conexión permitidas según el componente a 
conectar, los tipos de E/S disponibles y los registros necesarios. Pero todo esto 
se realiza vía software, es decir, mediante listboxs en la ventana device edito” 
del PSoC Designer. Una vez configurados los puertos E/S a utilizar tenemos 
que generar la aplicación para cargar las librerías con las configuraciones. 
 
En la Fig. 3.4 se muestra la tabla de puertos en PSoC Designer que será 
nuestra interfaz para la configuración. 
 
 
Fig. 3.4 PSoC Designer IDE, tabla de puertos E/S. 
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CAPÍTULO 4.  INTERRUPCIONES 
 
En este capítulo explicaremos el controlador de interrupciones, el cual 
proporciona un mecanismo para la respuesta de eventos hardware. Una 
interrupción detiene la ejecución del programa principal y salta a ejecutar un 
nuevo código específico para un evento en concreto.  
 
Las interrupciones están disponibles para los bloques digitales PSoC, para las 
columnas de los bloques analógicos PSoC, tensión de alimentación, modo 
sleep, señal de clock y para los pines GPIO. 
 
PSoC dispone de registros que proporcionan un mecanismo para que el 
usuario pueda borrar todas las interrupciones nuevas o en espera, o borrarlas 
de manera individual. El mecanismo para activar las interrupciones individuales 
se realiza vía software durante el desarrollo de la aplicación. 
 
4.1 Arquitectura controlador de interrupciones 
 
La secuencia de eventos que ocurren durante el proceso de una interrupción es 
el siguiente (ver Fig. 4.1): 
1. Se activa una interrupción: porque se cumple la condición de 
interrupción (por ejemplo, desbordamiento del temporizador), porque 
previamente se activa una interrupción nueva mediante el registro de 
mascara de interrupciones (interrupt mask register), o porque hay una 
interrupción en espera que se activa cuando cambiamos el bit GIE 
(activación de interrupciones globales) de 0 a 1 en el registro de 
indicadores de la CPU (CPU flag register). 
2. La instrucción en ejecución finaliza. 
3. La rutina interna de la interrupción se ejecuta, necesita 13 ciclos. 
Durante este tiempo: 
 El PCH, PCL, y el registro de indicadores CPU_F (CPU flag 
register) son puestos en la pila. 
 El registro CPU_F se borra. El bit GIE pasa a 0 y las 
interrupciones adicionales se desactivan temporalmente. 
 El PCH (PC[15:8]) se borra a 0. 
 El controlador de interrupciones lee el vector de interrupciones y 
coloca su valor en el PCL (PC[7:0]). El contador del programa PC 
apunta a la dirección de memoria según a tabla de interrupciones 
(por ejemplo, 001Ch para interrupciones GPIO). 
4. El programa ejecuta el vector de interrupciones. Normalmente, una 
instrucción LJMP (instrucción de salto) en el vector de interrupciones 
salta a ejecutar la rutina del servicio de interrupciones (ISR) introducida 
por el usuario. 
5. El ISR se ejecuta. Observar que las interrupciones son desactivadas 
mediante GIE = 0. En el ISR, las interrupciones pueden reactivarse si así 
lo deseas mediante GIE = 1. 
6. El ISR termina con una instrucción RETI (retorno desde interrupción)
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7. El programa se reanudará en la instrucción siguiente antes de que se 
produjese la interrupción. 
 
 
 
Fig. 4.1 Diagrama de bloques controlador de interrupciones.  
 
 
El tiempo entre la activación de una interrupción y la ejecución del ISR se 
puede calcular con la siguiente ecuación: 
 
 
 
 
 
 
 
Por ejemplo, si una instrucción JMP de 5 ciclos se está ejecutando cuando una 
interrupción es activada, el número total de ciclos de CPU antes de que el ISR 
empiece es: 
 
 
 
 
 
 
Si la velocidad de CPU es 24 MHz, los 25 ciclos tardan 1.042 µs. 
 
4. 1. 1 Concepto de interrupción nueva o pendiente 
 
Cuando la condición de interrupción se cumple se produce una interrupción 
nueva y la señal de reloj para el flip-flop (ver Fig. 4.1) se activa. La interrupción 
se mantendrá como nueva hasta que la interrupción se realice o se borre el 
registro INT_CLRx. 
 
(4.1) 
(4.2) 
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Una interrupción nueva no estará en espera, a menos que se active mediante 
el registro de mascara de interrupción INT_MSKx. Todas las interrupciones 
pendientes son procesadas por el codificador de prioridad que las ejecuta en 
orden, siempre y cuando, esté activado el bit GIE (activación de interrupciones 
globales) del registro de indicadores CPU_F. 
 
Desactivar una interrupción borrando el bit de mascara de las interrupciones no 
elimina la interrupción nueva ni impide que se cree una nueva interrupción. 
Simplemente provoca que la interrupción nueva no se convierta en una 
interrupción en espera. 
 
4.2 Interrupciones GPIO 
 
Cada bloque GPIO (explicado en CAPÍTULO 3) lo podemos configurar para 
provocar una interrupción en el pin de E/S. El bloque GPIO permite activar la 
interrupción y su modo para cada pin. Los tipos de interrupciones soportadas 
por cada pin es valor alto, bajo o cambio de modo de conexión. 
 
Si activamos interrupciones para múltiples pines, el usuario debe programar el 
mecanismo para determinar que pin es la fuente de interrupción cuando se 
ejecute el ISR. Los pasos requeridos para usar las interrupciones GPIO son: 
1. Establecer el modo interrupción en el bloque GPIO. 
2. Activar el bit de interrupción en el bloque GPIO. 
3. Establecer el bit del registro de la máscara para cada interrupción GPIO. 
4. Activar las interrupciones globales. 
 
4.3 Interrupciones en PSoC Designer IDE 
 
Primero debemos activar la opción en el software PSoC Designer llamada 
enable interrupt generation control (activar control de generación de 
interrupciones). Así podremos crear funciones de interrupción y activar las 
interrupciones ya sean para los puertos E/S o para los user modules mediante 
listbox y al generar la aplicación PSoC Designer las añadirá a la tabla del 
vector de interrupciones. 
 
El compilador ImageCraft nos proporciona una directiva para añadir funciones 
de interrupción (ver [3]). Hay que escribir las cabeceras de las funciones en 
orden de uso y antes de la definición de la función a la que hace referencia. Se 
pueden declarar varias interrupciones con una única directiva separando los 
nombres por espacios en blancos. 
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Tabla 4.1 main.c, código declaración de función interrupción 
 
#pragma interrupt_handler NombreDeInterrupcion 
… 
void NombreDeInterrupcion() 
{ 
 //código de atención a la interrupción. 
} 
 
 
La tabla del vector de interrupciones esta en el fichero con el nombre boot.asm. 
En la tabla debemos añadir las instrucciones LJMP para que PSoC apunte a la 
dirección de memoria donde está la ISR. Las instrucciones LJMP se añaden de 
manera automática, siempre y cuando, hayamos activado la interrupción 
mediante listbox en el software PSoC Designer (puertos E/S o user modules) 
 
Tabla 4.2 boot.asm, tabla del vector de interrupciones. 
 
... 
org   1Ch ;GPIO Interrupt Vector 
ljmp PSoC_GPIO_ISR  
reti  
 
org   20h ;PSoC Block DBB00 Interrupt Vector 
// call void_handler  
reti  
 
org   24h ;PSoC Block DBB01 Interrupt Vector 
ljmp _Timer16_ISR 
reti  
... 
.  
 
La ISR está en los ficheros de la librería de nuestra aplicación. Por ejemplo, 
para las interrupciones GPIO el fichero se llama psocgpioint.asm, para el user 
module temporizador de 8 bits se llama timer8int.asm.  En estos ficheros 
debemos añadir la cabecera de nuestra función interrupción ISR (ver Tabla 
4.3). 
 
Tabla 4.3 psocgpioint.asm, cabecera de la función ISR declarada en main.c. 
 
PSoC_GPIO_ISR: 
   ;@PSoC_UserCode_BODY@ (Do not change this line.) 
   ;--------------------------------------------------- 
   ; Insert your custom code below this banner 
   ;--------------------------------------------------- 
 ljmp  _NombreDeInterrupcion  
   ;--------------------------------------------------- 
   ; Insert your custom code above this banner 
   ;--------------------------------------------------- 
   ;@PSoC_UserCode_END@ (Do not change this line.) 
   reti  
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En el programa principal tenemos que activar las interrupciones globales y 
activar el bit del registro de las mascara de interrupciones cuando sea 
necesario. 
 
Tabla 4.4 Funciones para activar y desactivar interrupciones. 
 
M8C_EnableGInt; 
M8C_DisableGInt; 
M8C_EnableIntMask(INT_MSK0, INT_MSK0_GPIO); 
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CAPÍTULO 5.  USER MODULE PANTALLA LCD 
 
El user module LCD es una librería de rutinas que nos permite escribir cadenas 
de caracteres (strings) y formatos de números para una pantalla de cristal 
liquido de 2 o 4 líneas.  El dibujo de barras horizontales o verticales están 
soportados, usando los gráficos de caracteres de estos módulos LCD. Este 
módulo ha sido desarrollado para el estándar Hitachi HD44780 de 2 líneas por 
16 caracteres. Requiere solo 7 pines E/S. 
 
 
 
Fig. 5.1 Diagrama de bloques LCD. 
 
5. 1 Descripción user module LCD  
 
El user module LCD requiere un único puerto E/S para la interfaz del 
controlador estándar Hitachi HD44780A. Este tipo de pantallas tiene una 
interfaz simple basada en 8 bits de datos, bit lectura/escritura (R/W), bit RS y 
una señal de activación E. Para reducir el número de pines requeridos, el user 
module proporciona una interfaz de 4 bits. Las conexiones del LCD con PSoC y 
su descripción están recogidas en la siguiente Tabla 5.1. 
 
Tabla 5.1 Conexiones con PSoC. 
 
Pin PSoC   Pin LCD   Descripción 
Port-X0  DB4  Data Bit 0 dato 
Port-X1  DB5  Data Bit 1 dato 
Port-X2  DB6  Data Bit 2 dato 
Port-X3  DB7  Data Bit 3 dato 
Port-X4  E  LCD Activado  
Port-X5  RS   Pin de selección  
Port-X6  R/W  Lectura / Escritura 
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Una de las APIs incluidas en el user module, realiza la función de cursor que 
nos permite colocar el cursor para escribir en cualquier posición del LCD. Para 
la pantalla de 2 líneas por 16 caracteres, la esquina superior izquierda es la 
posición (0,0) y la esquina inferior derecha es la posición (1,15). (Ver Fig. 5.2) 
 
 
 
Fig. 5.2 LCD, filas y columnas. 
 
5. 1. 1 Modo dibujo horizontal user module LCD 
 
Cada carácter de la pantalla LCD se compone de 5 pixeles horizontales por 8 
verticales. La función de dibujo de barra horizontal, dibuja líneas verticales de 1 
pixel horizontal por 8 verticales a los que llamamos, pixel columna. Un carácter 
de la pantalla se compone de 5 pixeles columna. Como la pantalla LCD es de 
16 caracteres, disponemos de 80 pixeles columna en total (16·5 = 80). La 
librería nos proporciona dibujar una línea simple o una línea sólida. 
 
 
 
Fig. 5.3 LCD, dibujo de barras horizontales. 
 
5. 1. 2 Modo dibujo vertical user module LCD 
 
La función de dibujo de barra vertical, dibuja líneas horizontales de 1 pixel 
vertical por 5 pixeles horizontales a los que llamamos, pixel fila. Cada carácter 
puede dibujar un total de 8 pixel fila. Empezando por la base del carácter, el 
primer pixel fila corresponde al 1 y el último pixel fila al 8. Combinando las 2 
líneas de la pantalla obtenemos 16 pixel fila. También tenemos el modo simple 
o sólido (ver Fig. 5.4). 
 
EMBEDDED SYSTEM BASADO EN PSOC DE CYPRESS  30 
 
 
Fig. 5.4 LCD, dibujo de barras verticales. 
 
5. 2 Configuración user module LCD 
 
EL LCD no usa ningún bloque PSoC de la arquitectura del chip, ya que se trata 
de una librería que nos proporciona las APIs. Podemos usar tantos LCDs como 
necesitemos. Solo disponemos de 2 parámetros configurables mediante listbox 
en el software PSoC Designer: 
 LCDPort: seleccionamos el puerto al que vamos a conectar el LCD. 
 Bargraph: activar para las funciones de dibujo. 
 
Si Bargraph es activado el user module ocupa 646 Bytes de memoria flash sino 
434 Bytes. 
 
5. 3 APIs user module LCD 
 
Las APIs son las interfaces de programación que nos proporciona la librería del 
user module LCD están explicadas en la Tabla 5.2. Estas son accesibles desde 
PSoC Designer y están recogidas en el datasheet del user module. En el 
datasheet se nos proporciona código de ejemplo tanto en lenguaje C como en 
ensamblador (ver Tabla 5.3). 
 
Tabla 5.2 LCD, interfaces de programación APIS. 
 
Prototipo C Descripción 
void LCD_Start(void); Enciende la interfaz user module LCD. 
void LCD_Init(void); Inicializa a cero (reset) la pantalla. 
void_LCD_Position 
(BYTE bRow, BYTE bCol); 
Mueve el cursor hasta la posición indicada. bRow: 
posición de la fila donde apuntar. bCol: posición de la 
columna donde apuntar.  
void LCD_PrString 
(char *sRamString); 
Imprime en la posición indicada (bRow,bCol) una 
variable string almacenada en RAM. 
void LCD_PrCString 
(const char *sRomString); 
Imprime en la posición indicada (bRow,bCol) una 
constante string (“hola”) almacenada en ROM. 
void LCD_PrHexByte 
(BYTE bValue); 
Imprime una variable de 8 bits en formato de 2 
caracteres hexadecimal. 
void LCD_PrHexInt (INT iValue); 
Imprime una variable del tipo int (2 bytes) en formato de 
4 caracteres hexadecimal. 
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void LCD_InitBG(BYTE bBGType); 
Inicializa LCD especificando el tipo de dibujo de la 
barra horizontal: LCD_SOLID_BG o LCD_LINE_BG. Se 
tiene que usar antes de la función dibujar 
LCD_DrawBG() ya que únicamente carga en la 
memoria RAM los datos necesarios para dibujar.  
void LCD_DrawBG(BYTE bRow,  
BYTE bCol, BYTE bLen, BYTE 
bPixelColEnd); 
Dibuja la barra horizontal empezando en la posición 
(bRow,bCol) con una longitud máxima de carácter bLen 
hasta el pixel columna indicado en bPixelColEnd.  
void_LCD_InitVBG(void); 
Inicializa LCD para el dibujo de barra vertical. Se debe 
llamar antes de la funcion LCD_DrawVBG() ya que 
únicamente carga en la RAM los datos necesarios.  
void LCD_DrawVBG(BYTE bRow, 
BYTE bCol, BYTE bHeight, BYTE 
bPixelRowEnd); 
Dibuja la barra vertical empezando en la posición 
(bRow,bCol) con una altura maxima de carácter 
bHeight hasta el pixel fila indicado en bPixelRowEnd.  
 
 
Tabla 5.3 LCD, código ejemplo en C. 
 
//--------------------------------------------------------------------   
// Código C de ejemplo LCD   
//   
//  Imprime el string “PSoC LCD” en la parte superior en la posición 6 
//  del LCD  
//    
//--------------------------------------------------------------------   
#include <m8c.h>        // constantes y macros núcleo M8C     
#include "PSoCAPI.h"    // PSOC APIs para todos los user modules 
void main()   
{   
   char theStr[] = "PSoC LCD";   // Definimos string en RAM 
   LCD_Start();                  // Inicializamos LCD   
   LCD_Position(0,5);            // Colocamos cursor LCD fila 0,col 5   
   LCD_PrString(theStr);         // Imprimimos “PsoC LCD” en LCD 
}   
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CAPÍTULO 6. USER MODULE TEMPORIZADOR 16 BITS 
 
El periférico usa 2 bloques digitales PSoC, recordemos que el modelo 
CY8C24699 dispone de 16 bloques digitales PSoC. Ocupa 93 Bytes de 
memoria flash. Este user module proporciona un temporizador con periodo 
programable y capacidad de captura. Nosotros utilizamos el de 16 bits pero 
también están disponibles de 8 ,24 y 32 bits. La señal de clock y activación 
pueden ser internas o externas. El temporizador o timer opera de manera 
continua hasta que alcanza el valor del periodo introducido, entonces se activa 
la salida terminal count. Tiene la opción para capturar una señal de entrada que 
sirva de valor de cuenta. En cada ciclo de clock, el timer comprueba si el valor 
de cuenta es mayor o mayor e igual al valor de comparación. Las 
interrupciones se pueden generar para la salida de cuenta terminada (terminal 
count), comparador o para una señal capturada. También se puede conexionar 
la señal de comparación al bus de fila local. En la Fig. 6.1 tenemos el diagrama 
de bloques. 
 
 
 
Fig. 6.1 Diagrama de bloques TIMER16. 
 
6. 1 Descripción user module TIMER16. 
 
La API del temporizador proporciona funciones en C y en ensamblador para 
encender o parar el modulo y para leer y escribir los diferentes registros de 
datos. Escribir en el registro del period, cuando el timer está parado, provoca 
que el valor del period se copie al registro de cuenta. Cuando el temporizador 
está parado la salida es de nivel bajo. 
 
Cuando el temporizador empieza, el registro de cuenta se va decrementando 
por 1 en cada cruce de ciclo de clock. Una vez el registro de cuenta alcanza el 
valor 0, dicho registro se recarga con el valor del registro del periodo. En el 
siguiente ciclo de clock, se dispara la salida de terminal count con un 1. Esta 
salida puede durar medio periodo o un periodo completo. Si optamos por un 
periodo completo obtendremos un divisor de clock. El periodo/frecuencia de 
USER MODULE TEMPORIZADOR 16 BITS  33 
 
salida están relacionadas con el periodo/frecuencia de la fuente de señal de 
clock del timer por un factor igual al valor del registro del periodo más 1. 
 
 
 
 
Cuando la anchura del pulso de la terminal count es un ciclo completo, el ciclo 
de trabajo es: 
  
 
 
 
El valor del registro de periodo se introduce mediante listbox en la ventana 
device editor. Adicionalmente, este puede ser modificado a tiempo real 
mediante la API. El periodo se copiará en el registro de cuenta 
automáticamente en el siguiente ciclo de reloj después de un terminal count. 
Así, el valor del periodo cambiado mediante la API no es inmediato. Para que 
sea inmediato debemos parar el timer, escribir el nuevo valor del periodo y 
encender el timer. 
 
En cada entrada de reloj, la cuenta del registro count es comparada con el 
valor almacenado en el registro de comparación. La comparación puede ser 
mayor que o mayor que o igual a, esta opción se asigna mediante el parámetro 
CompareType en el device editor. Cuando la comparación se realiza, un evento 
es disparado en el siguiente ciclo de trabajo. Esta salida auxiliar no se puede 
conectar directamente a un bloque digital PSoC adyacente, sin embargo, se 
puede conectar a otro bloque digital PSoC o a los pines GPIO mediante los 
buses de fila locales. 
 
El modo de captura, permite sincronizar el reloj del sistema mediante la 
transición a 1 de una señal de entrada externa. El valor del registro de cuenta 
se transfiere al registro de comparación. Si el modo de interrupción lo 
establecemos a capture, una interrupción se provocará después de la captura. 
El valor de cuenta se puede leer usando la función API ReadTimer. 
 
También podemos activar interrupciones para terminal count o para compare 
events. La primera lanzará una interrupción para aplicaciones que necesiten 
medidas de tiempo y la segunda para comparar tiempos. La activación y el tipo 
de interrupción se configuran mediante listbox en la ventana device editor. 
 
6. 2 Configuración user module TIMER16 
 
Una vez añadido en el proyecto y colocado en la arquitectura PSoC (ver Fig. 
6.3) hay que configurar los parámetros para la aplicación. Estos parámetros se 
configuran mediante listbox en la ventana de device editor y son los registros 
internos del user module. La lista de parámetros es la siguiente (ver Fig. 6.2): 
 Clock: selección de la señal de reloj del user module timer16. 
(6.1) 
(6.2) 
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 Capture: habilita el modo de captura de señal y te permite seleccionar el 
tipo de entrada. 
 Terminal Count Out: conexión auxiliar para la salida de la señal terminal 
count. 
  Compare Out: conexión auxiliar para la salida de la señal compare out 
 Period: configura el valor del periodo del temporizador. El rango es de 0 
hasta 216-1. 
 Compare Value: configura el valor de cuenta a comparar. 
 Compare Type: selección del modo de comparación less than o less 
than or equal. 
 Interrupt Type: selección del modo de interrupción capture, terminal 
count o compare true. 
 Clock Sync: selección del tipo de sincronización de señal de reloj para 
toda la arquitectura del PSoC Sync to SysClk, Sync to SysClk*2, SysClk 
Direct o unsynchronized. 
 TC Pulse Width: Full Clock para divisores de tiempo o One-Half Clock 
para otras aplicaciones. 
 Interrupt API: activamos las interrupciones y genera la cabecera de la 
interrupción y la entrada en la tabla de vector de interrupciones. 
 Int Dispatch Mode: especifica el modo de respuesta a las interrupciones. 
 Invert Capture: invierte la señal de entrada externa para el modo 
captura. 
 
 
 
Fig. 6.2 TIMER16, parámetros configuración. 
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Fig. 6.3 TIMER16, emplazamiento en arquitectura digital PSoC. 
 
6. 3 APIs user module TIMER16 
 
Las APIs son las interfaces de programación que nos proporciona la librería del 
user module timer16 están explicadas en la Tabla 6.1. Estas son accesibles 
desde PSoC Designer y están recogidas en el datasheet del user module. En el 
datasheet se nos proporciona código de ejemplo tanto en lenguaje C como en 
ensamblador (ver Tabla 6.2). 
 
Tabla 6.1 TIMER16, interfaces de programación APIs. 
 
Prototipo C Descripción 
Timer16_PERIOD 
Variable int con el valor PERIOD introducido 
en  mediante listbox[0,65535]  
Timer16_COMPARE_VALUE 
Variable int con el valor COMPARE VALUE 
introducido mediante listbox[0,65535]  
void Timer16_EnableInt(void) 
Activa modo interrupción. La interrupción 
global debe ser activadas antes  
M8C_EnableGInt  
void Timer16_DisableInt(void) Desactiva interrupción del timer.  
void Timer16_Start(void) Empieza a funcionar el bloque.  
void Timer16_Stop(void) Para el funcionamiento del bloque.  
void Timer16_WritePeriod(WORD wPeriod) 
Establece en el registro PERIOD un nuevo 
valor  int wPeriod.  
void Timer16_WriteCompareValue (WORD 
wCompareValue) 
Establece en el registro COMPARE un 
nuevo valor int wCompareValue.  
WORD Timer16_wReadCompareValue(void) 
Lee el valor int del registro COMPARE  del 
timer16.  
WORD Timer16_wReadTimerSaveCV(void) 
Lee el valor actual COUNT del timer16, 
mientras mantiene el registro COMPARE.  
WORD Timer16_wReadTimer(void) Lee el valor actual del registro COUNT.  
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Ejemplo en C para crear una función cada 1ms, la interrupción es terminal 
count. El modo captura se conecta a LOW. Los divisores de reloj VC2 = 16 y 
VC1 = 15 y la velocidad de la CPU es de 24 MHz. 
 
Si despejamos el valor del registro de periodo de la ecuación (6.1): 
 
 
 
 
 
Recordar que debemos añadir la cabecera de la función interrupción al ISR del 
fichero correspondiente al user module, en este caso timer16int.asm. 
 
Tabla 6.2 TIMER16, código ejemplo en C interrupción cada 1ms. 
 
#include <m8c.h>        // constantes y macros núcleo M8C     
#include "PSoCAPI.h"    // PSOC APIs para todos los user modules 
     
#pragma interrupt_handler Setup1msPulse(void);//cabecera de la función 
   
void Setup1msPulse(void)  //función 
{   
    /* establece el periodo a 100 ciclos de clock */   
    TIMER16_WritePeriod(99);   
   
    /* activa la interrupción del timer */   
    TIMER16_EnableInt();   
   
    /* activa las interrupciones globales */   
    M8C_EnableGInt;   
   
    /* empieza el temporizador */   
    TIMER16_Start();   
} 
 
 
 
(6.3) 
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CAPÍTULO 7.  USER MODULE CONVERSOR 
DIGITAL/ANALÓGICO 8 BITS 
 
El user module DAC8 convierte la información digital a analógica, acepta hasta 
un máximo de 125 K muestras por segundo. El user module soporta diferentes 
formatos de entrada: 2’s complement, offset binary y sign/magnitude. Utiliza 2 
bloques analógicos PSoC de circuitos conmutados (SC) y necesita 175 Bytes 
de memoria flash. Además, el user module DAC8, compensa el offset de la 
señal para minimizar el error. En la siguiente Fig. 7.1 podemos ver el diagrama 
de bloques. 
 
 
 
Fig. 7.1 Diagrama de bloques DAC8. 
 
7. 1 Descripción user module DAC8 
 
Los valores digitales a convertir pueden ser del tipo binario natural en 
complemento a 2 (2’s complement) con un rango de -127 a +127, binario 
natural desplazado (offset binary) con un rango de 0 a 254, y binario natural 
con valor signo/magnitud (sign/magnitude) con un rango de 3F18h a 1F38h. La 
salida analógica acepta diferentes rangos de tensión dependiendo del 
parámetro global RefMux (permite cambiar la referencia analógica) 
seleccionado.  
 
El user module DAC8 utiliza dos bloques analógicos PSoC de capacidades 
conmutadas. Estos bloques se llaman LSB (bit menos significativo) y MSB (bit 
más significativo). El bloque LSB se conecta al bloque MSB mediante el 
condensador BCap, C4. Internamente, la operación se realiza en el formato de 
valor signo/magnitud. Los 5 bits más significativos de magnitud establecen el 
valor del C3, en la figura Fig. 7.2 vemos un esquema simplificado del DAC8. 
Los 2 bits menos significativos establecen el valor de C1. C3 acepta valores de 
0 a 31 y C1 acepta {0, 8, 16, 24}. La tensión de referencia, que se puede 
invertir mediante el bit ASign, se divide en cada paso por la relación de los 
EMBEDDED SYSTEM BASADO EN PSOC DE CYPRESS  38 
 
 
condensadores, C1 y C3, con los condensadores de realimentación, C2 y C5, 
respectivamente. Cada condensador tiene un valor nominal de hasta 32 
unidades. La salida del LSB se divide de nuevo entre la relación del 
condensador de acoplo, C4, con el condensador de realimentación, C5. 
 
 
 
Fig. 7.2 Circuito electrónico simplificado DAC8. 
 
 
La ecuación de salida es: 
 
 
 
 
 
Cuando el parámetro global RefMux se configura para (2BandGap) ± BandGap 
en la ventana de device editor, AGND es 2.6 V y la tensión de referencia es 1.3 
V. La ecuación de salida (7.1) se simplifica: 
 
 
 
 
 
En la ecuación (7.2) aparece un resultado con 10 bits de magnitud, sin 
embargo, recordar que C1 se puede simplificar por los 2 bits menos 
significativos de magnitud en un factor de 8. Si cancelamos el factor de escala 
de C1 y su denominador, el resultado de salida se expresa: 
 
 
 
 
 
(7.1) 
(7.2) 
(7.3) 
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Ejemplo, para el valor -74 donde el signo es negativo, si convertimos 74 a 
formato digital obtenemos 1001010b y al ser negativo se le añade el signo 
mediante un 1, es decir, 11001010b. Los 2 bits menos significativos 10b 
equivalen al valor en decimal 2 y será el valor de C1 y los 5 bits más 
significativos 10010b equivalen a 18 en decimal y será el valor de C3. La 
tensión de salida será (valor ideal): 
 
 
 
7. 2 Configuración user module DAC8 
 
El user module DAC8 se coloca en la matriz de bloques analógicos PSOC y 
utiliza 2 bloques de circuitos conmutados (ver Fig. 7.3). Si se desea, se puede 
renombrar una vez colocado en la matriz. Los parámetros (ver Fig. 7.4) a 
configurar vía listbox en la ventana device editor son los siguientes: 
 DataFormat: selección del tipo de datos digitales. 
 AnalogBus: conexión hacia el bus de la columna analógica, es decir, 
señal de salida analógica. 
 ClockPhase: normal para una única salida analógica o modo swaped 
para la sincronización con otros periféricos. 
 
Destacar que la señal de clock de la columna analógica donde está localizado 
el user module DAC8 se divide entre 4 para generar el reloj para las fases Φ1 y 
Φ2 
. 
 
Fig. 7.3 DAC8, emplazamiento en arquitectura analógica PSoC. 
 
(7.4) 
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Fig. 7.4 DAC8, parámetros configuración. 
 
7. 3 APIs user module DAC8 
 
Las APIs nos proporciona la librería del user module DAC8 están explicadas en 
la Tabla 7.1. Son accesibles desde PSoC Designer y están recogidas en el 
datasheet del user module. En el datasheet se nos proporciona código de 
ejemplo tanto en lenguaje C como en ensamblador. 
 
Tabla 7.1 DAC8, interfaces de programación APIs. 
 
Prototipo C Descripción 
void DAC8_Start(BYTE 
bPowerSetting) 
Enciende el DAC8 y se indica la potencia para el 
bloque SC. 
bPowerSettingDAC8_OFF, DAC8_LOWPOWER,              
DAC8_MEDPOWER,  DAC8_FULLPOWER  
void DAC8_SetPower(BYTE 
bPowerSetting) 
Establece el nivel de potencia para el bloque SC.  
void DAC8_WriteBlind(BYTE 
bOutputValue) 
Convierte el valor de tipo Offset Binary [0,254] a 
voltaje.  
void DAC8_WriteBlind(char 
cOutputVAlue) 
Convierte el valor de tipo 2’s Complement [-127,127] a 
voltaje.  
void DAC8_WriteBlind2B(BYTE 
bMSB, BYTE bLSB) 
Convierte el valor de tipo 2 Byte Sign and Magnitude” 
[0x3F18,0x1F38] a voltaje.  
void DAC8_WriteStall(BYTE 
bOutputValue) 
Utilizado en aplicaciones con requerimientos altos del 
procesador.  
void DAC8_Stop(void) Para la conversión digital-analógica  
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CAPÍTULO 8.  USER MODULE AMPLIFICADOR DE 
GANANCIA PROGRAMABLE  
 
El user module analógico amplificador de ganancia programable PGA 
implementa un amplificador no inversor con ganancia programable por el 
usuario vía software (ver. El amplificador tiene una entrada de alta impedancia, 
un amplio ancho de banda y referencias seleccionables (AGND, Vss, etc). 
Dispone de 33 ganancias programables hasta un valor máximo de ganancia de 
48. Usa un bloque analógico PSoC de tiempo continuo y ocupa 52 Bytes en 
memoria flash.  
 
 
 
Fig. 8.1 Diagrama de bloques PGA. 
 
8. 1 Descripción user module PGA 
 
El user module PGA amplifica señales internas o externas. Esta señal se puede 
referenciar a la masa analógica interna (Vss), o seleccionar otras referencias. 
La ganancia se establece mediante un vector de resistencias internas y su 
realimentación. La ganancia, entrada, referencia y la activación del bus de 
salida son establecidas mediante listbox en la ventana device editor. 
 
Para ganancias mayores o iguales a 1 la función de transferencia es: 
 
 
 
Para ganancias menores a 1, es decir, atenuaciones la función de transferencia 
es: 
 
(8.1) 
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Los rangos de tensiones para la entrada y salida no pueden sobrepasar el nivel 
de la tensión de alimentación del dispositivo PSoC. 
 
En las siguientes figuras (ver Fig. 8.2) podemos ver la ganancia en función de 
la frecuencia según la configuración del parámetro global Op-Amp Bias 
(permite seleccionar nivel de potencia de los amplificadores operacionales, alto 
o bajo) y del nivel de potencia del user module PGA (alto, medio o bajo). El 
ancho de banda del PGA permite reducir el ruido a altas frecuencias y suele ser 
utilizado como filtro antialising para los user modules conversores A/D. 
 
 
  
 
Fig. 8.2 Gráficas ganancia versus ancho de banda PGA. 
 
 
 
 
(8.2) 
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8. 2 Configuración user module PGA 
 
Como ya hemos comentado utiliza un bloque analógico PSoC de tiempo 
continuo (CT) (ver Fig. 8.3) y los parámetros de configuración (ver Fig. 8.4) 
son: 
 Gain: selección de la ganancia deseado desde 0.062 hasta 48.00. 
 Input: selección de la entrada a amplificar, puede ser de un bloque 
analógico PSoC adyacente o una entrada externa. 
 Reference: selección de la referencia a masa. AGND (masa analógica 
del chip), Vss, un bloque CT o un bloque SC. 
 AnalogBus: activa la salida hacia el bus de salida analógico de la 
columna donde este colocado el PGA para poder conectarlo a un pin de 
salida.  
 
 
 
Fig. 8.3 PGA, emplazamiento en arquitectura analógica PSoC. 
 
 
 
Fig. 8.4 PGA, parámetros de configuración. 
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8. 3 APIs user module PGA 
 
Las APIs nos proporciona la librería del user module DAC8 están explicadas en 
la Tabla 8.1Tabla 6.1. Son accesibles desde PSoC Designer y están recogidas 
en el datasheet del user module. En el datasheet se nos proporciona código de 
ejemplo tanto en lenguaje C como en ensamblador. 
 
Tabla 8.1 PGA, interfaz de programación API. 
 
Prototipo C Descripción 
void PGA_Start (BYTE 
bPowerSetting) 
Inicializa el USER MODULE y estable el nivel de potencia para el 
bloque CT (Continuos Time) PSOC. 
bPowerSetting: PGA_OFF, PGA_LOWPOWER, 
PGA_MEDPOWER, PGA_HIGHPOWER.  
void 
PGA_SetPower(BYTE 
bPowerSetting) 
Utilizado para apagar o encender el módulo.  
void PGA_Stop(void) Desactiva el USER MODULE.  
void 
PGA_SetGain(BYTE 
bGainSetting) 
Establece la ganancia para la amplificación. 
bGainSetting: PGA_G0_06, PGA_G0_12, PGA_G0_18, 
PGA_G0_25, PGA_G0_37, PGA_G0_43, PGA_G0_50, 
PGA_G0_56, PGA_G0_62, PGA_G0_68, PGA_G0_75, 
PGA_G0_81, PGA_G0_87, PGA_G0_93, PGA_G1_00, 
PGA_G1_06, PGA_G1_14, PGA_G1_23, PGA_G1_33, 
PGA_G1_46, PGA_G1_60, PGA_G1_78, PGA_G2_00, 
PGA_G2_27, PGA_G2_67, PGA_G3_20, PGA_G4_00, 
PGA_G5_33, PGA_G8_00, PGA_G16_0, PGA_G24_0, 
PGA_G48_0.  
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CAPÍTULO 9.  USER MODULE  CONVERSOR 
ANALÓGICO/DIGITAL 
 
El user module ADCINCVR es un conversor A/D de tipo incremento con 
resolución variable entre 7 y 13 bits. El tiempo de integración se puede 
optimizar para eliminar frecuencias no deseadas. Utiliza la tecnología rail-to-
Rail, en el que, el margen de tensión de entrada abarca desde la alimentación 
negativa a la positiva. La salida es en formato de complemento a 2 y utiliza las 
tensiones de entrada –Vref y +Vref centradas en AGND. 
 
Acepta velocidades de 4 a 10000 muestras (samplers) por segundo 
dependiendo de los bits de resolución, del paramétro DataClock y del 
CalcTime. 
 
El user module ADCINCVR (ver Fig. 9.1) utiliza 3 bloques digitales PSoC y 1 
bloque analógico PSoC del tipo SC (circuito conmutado). Ocupa 325 Bytes de 
memoria flash y 5 Bytes de memoria RAM. 
 
 
 
Fig. 9.1 Diagrama de bloques ADCINCVR. 
 
9. 1 Descripción user module ADCINCVR 
 
En la siguiente figura Fig. 9.2 podemos observar el circuito electrónico 
simplificador del user module ADCINVR.  
 
El bloque digital está configurado como un integrador con la posibilidad de 
reset. Dependiendo de la polaridad de salida, el control de referencia está 
configurado de tal manera que la tensión de referencia se sume o se reste a la 
tensión de entrada y se coloque en el integrador. 
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Fig. 9.2 Circuito electrónico simplificado ADCINCVR. 
 
 
La ecuación de entrada queda definida: 
 
 
 
 
 
Donde n es el valor analógico a digitalizar. 
 
Ejemplo, para una Vref de 1.3 v, 8 bits de resolución y un valor n = 200. 
Obtenemos la tensión: 
 
 
 
 
 
Para determinar el código esperado para una tensión concreta de entrada, la 
ecuación es la siguiente: 
 
 
 
 
 
El DataClock es la señal de clock para el user module ADCINCVR y tiene que 
ser la misma para los 4 bloques. La velocidad de muestreo (SampleRate) es el 
DataClock dividido por el tiempo de integración más el tiempo que tarda en 
(9.1) 
(9.2) 
(9.3) 
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calcular el resultado (CalcTime). El tiempo de integración es el periodo en que 
la señal de entrada es digitalizada por el ADCINCVR. 
 
 
 
 
 
El tiempo que se tarda en calcular el resultado, CalcTime, varía inversamente 
proporcional con el clock de la CPU. El CalcTime debe ser mayor al tiempo 
requerido para obtener el resultado y hay que redondearlo al número entero 
superior. 
 
 
 
 
 
El siguiente grafico (ver Fig. 9.3) se muestra el rango de muestras por segundo 
para una frecuencia de CPU de 12 MHz en función de la señal de frecuencia 
DataClock para los diferentes bits de resolución. 
 
 
 
Fig. 9.3 ADCINCVR, Samples por segundo versus DataClock (señal de clock 
del user module) para diferentes bits de resolución. 
 
 
 
(9.4) 
(9.5) 
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9. 1. 1 Consumo CPU 
 
El user module ADCINCVR requiere tiempo de procesador de la CPU para 
calcular el resultado de la digitalización, el número de ciclos de la CPU 
requeridos son: 
 
 
 
 
 
En tanto por ciento: 
 
 
 
 
 
El gráfico (ver Fig. 9.4) muestra el porcentaje de CPU en función del número 
de muestras por segundo y para los diferentes bits de resolución. 
 
 
 
Fig. 9.4 ADCINCVR, consume de la CPU versus samples por segundo para los 
diferentes bits de resolución 
 
 
 
(9.6) 
(9.7) 
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9. 1. 2 Rechazo de frecuencias 
 
Podemos optimizar el tiempo de integración para eliminar algunas fuentes de 
ruido. Para rechazar una fuente de ruido y sus armónicos hay que seleccionar 
un tiempo de integración igual al periodo de la fuente de ruido. Si queremos 
rechazar varias fuentes de ruido, el tiempo de integración (integrated time) será 
igual al periodo de ambas señales. 
 
Por ejemplo, si queremos rechazar las frecuencias de 50 Hz y 60 Hz y sus 
armónicos. El tiempo de integración será: 
 
 
 
 
 
Si la resolución es de 13 bits y el tiempo de integración es de 100 mseg, 
necesitamos una señal de reloj igual a: 
 
 
 
 
 
Si la frecuencia de la CPU es de 12 MHz el CalcTime será: 
 
 
 
 
 
El CalcTime debe ser redondeado al valor próximo superior, quedando 
muestras por segundo: 
 
 
 
9. 2 Configuración user module ADCINCVR 
 
La configuración del user module ADCINCVR se realiza mediante listbox en la 
ventana device editor de PSoC Designer, los parámetros son los siguientes: 
 Input: selección de la entrada procedente de otro bloque analógico 
PSoC ya que no se puede conectar directamente una entrada 
procedente de un pin E/S. Normalmente se utiliza un user module PGA. 
 ClockPhase: normal para una única salida analógica o swaped para la 
conexión con otros periféricos. 
 ADCResolution: configura los bits de resolución, de 7 a 13 bits. 
(9.8) 
(9.9) 
(9.10) 
(9.11) 
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 CalcTime: establece el tiempo para digitalizar la señal, recordar que hay 
que incrementar en 1 su valor para una correcta optimización. 
 Clock: selección de la fuente de clock para el bloque analógico, recordar 
que tiene que ser la misma para todos los bloques del user module. 
 DataFormat: formato de los números con signo (signed) o sin signo 
(unsigned). 
 IntDispatchMode: especifica el modo de respuesta a las interrupciones. 
 
 
 
 
Fig. 9.5 ADCINCVR, emplazamiento en arquitectura analogical y digital PSoC. 
 
 
 
Fig. 9.6 ADCINVR, parámetros de configuración. 
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9. 3 APIs user module ADCINCVR 
 
Las APIs nos proporciona la librería del user module DAC8 están explicadas en 
la Tabla 9.1. Son accesibles desde PSoC Designer y están recogidas en el 
datasheet del user module. En el datasheet se nos proporciona código de 
ejemplo tanto en lenguaje C (ver Tabla 9.2) como en ensamblador. 
 
Tabla 9.1 ADCINCVR, interfaz de programación API. 
 
Prototipo C Descripción 
void ADC_Start(BYTE 
bPower) 
Inicializa el user module y establece el nivel de 
potencia para los bloques SC (Switched Capacitor). 
bPower: ADCINCVR_OFF,ADCINCVR_LOWPOWER, 
ADCINCVR_MEDPOWER,ADCINCVR_HIGHPOWER.  
void ADC_Stop(void) 
Detiene los bloques analógicos SC y los bloques 
digitales. Es recomendable para ahorrar energía si la 
conversión A/D no está en uso.  
void 
ADC_GetSample(BYTE 
bNumSamples) 
Inicializa y empieza el algoritmo A/D para un número 
de muestras indicado en bNumSamples como un valor 
de 8 bit. Si bNumSamples es 0, A/D funciona 
continuamente. No olvidar activar las interrupciones 
globales con la instrucción M8C_EnableGInt;  
char 
ADC_fIsDataAvailable(void) 
Devuelve un valor distinto de 0 cuando la conversión 
A/D se ha completado y el dato está disponible para 
leer.  
int ADC_iGetData(void) 
Devuelve el dato convertido a digital. La función 
ADC_fIsDataAvailable() se tiene que llamar a priori  
antes de guardar el dato para asegurarnos que es 
válido. El dato se tiene que guardar antes de que la 
siguiente conversión se complete sino el dato será 
sobreescribido.  
void ADC_ClearFlag(void) 
Elimina el indicador (flag) de dato disponible. Esta 
función se llamará después de leer/guardar el dato.  
 
Tabla 9.2 ADCINCVR, código ejemplo en C digitalización. 
 
#include <m8c.h>        // Constantes y macros núcleo M8C PSoC   
#include "PSoCAPI.h"    // PSoC API definiciones de los user modules   
   
void main()   
{   
    INT iData;   
    M8C_EnableGInt;               // Interrupciones globales activadas   
    ADCINCVR_Start(ADCINCVR_HIGHPOWER); // Enciende ADC   
    ADCINCVR_SetResolution(10);         // Establece resolución 10Bits   
    ADCINCVR_GetSamples(0);             // ADC en modo continuo     
    for(;;){   
        while(ADCINCVR_fIsDataAvailable() == 0); // Esperando dato    
        iData = ADCINCVR_iGetData();    // Guardar dato   
        ADCINCVR_ClearFlag();           // Borrar indicador dato leido   
       // Código del usuario  }   
}   
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CAPÍTULO 10. APLICACIÓN FINAL: SÍNTESIS DE AUDIO 
 
Este capítulo alberga la aplicación final del proyecto, que consiste en realizar 
un embedded system de síntesis digital de sonido que ponga en práctica los 
conocimientos adquiridos en la lectura y realización de los kits (incluidos en 
anexos). El empotrado es conocido con el nombre de caja de ritmos (drum 
machine). Es un instrumento musical electrónico que sintetiza los sonidos de 
una batería acústica (bombo = kick, caja = snare, etc.) e incluye un 
secuenciador (teclado) de 16 pulsadores que será el compas 4x4 donde 
escribiremos nuestros ritmos. La velocidad del compás en instrumentos 
musicales electrónicos se mide en BPM (bombo por minuto), que nos fijará la 
velocidad a la que el secuenciador reproduce el sonido. 
 
10. 1 Historia 
 
El compositor estadounidense Henry Cowell (1897-1965) y el ingeniero ruso 
León Theremin (1896-1993) (inventor del conocido instrumento electrónico 
Theremin (1919) ver Fig. 10.1) a principio de los años 30, fueron los primeros 
en inventar un compositor de ritmos automáticos. Se llamó Ritmicon y era un 
sistema electromecánico. La secuencia rítmica era introducida mediante un 
teclado musical y quedaba registrada en unos discos metálicos perforados. Al 
girar éstos permitían o interrumpían el paso de la luz a través de unas células 
fotoeléctricas conectadas al generador de sonido. Los sonidos eran simples y 
se basaban en la adición y sustracción (técnicas de síntesis) de un número 
limitado de armónicos generados por un oscilador de onda senoidal mediante 
tubos de vacío. 
 
 
 
Fig. 10.1 Leon Theremin (1896-1993). 
 
La primera caja de ritmos programable aparece en los años 70 por la compañía 
japonesa Roland (ver [14]). El nombre era: Roland CR-78 y la generación del 
sonido era analógica. A la CR-78 le siguió la famosa serie TR también de 
Roland que influyó de forma decisiva en la evolución de la música electrónica y 
dance.
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Roland CR-78 (analógica) 1979 Roland TR-808 (analógica) 1981 
 
Roland TR-606 (analógica) 1982 Roland TR-909 (híbrida) 1984 
Roland TR-707 (digital) 1985 Roland TR-727 (digital) 1985 
Roland TR-505 (digital)1986  
 
 
Roland TR-626 (digital) 1987 
Fig. 10.2 Evolución de las cajas de ritmos del fabricante Roland. 
 
Las cajas de ritmos son una síntesis de los instrumentos que forman una 
batería acústica (bombo, caja, tom bajo, tom medio, tom alto, platillo). Todas 
las cajas de ritmos (modelos antiguos y modernos) disponen de unas 
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secciones estándares para su funcionamiento. Todas tienen un secuenciador 
de 16 pasos (botones) (ver Fig. 10.3) para poder reproducir un compás musical 
de 4x4. Si se pulsan los botones 1, 5, 9, 13 para el bombo, se programa un 
ritmo 4x4. Mientras el secuenciador está funcionando, una luz recorre los pasos 
del 1 al 16. Para acelerar o frenar la velocidad de dicha luz necesitamos la 
unidad de medida de tiempo musical conocida por B.P.M (número de bombo en 
un minuto). Al tratarse de síntesis y no de samples, se pueden modificar los 
parámetros de dicha síntesis para obtener sonidos más particulares. 
 
 
 
Fig. 10.3 Secuenciador de 16 pasos. 
 
10. 2 Descripción del embedded system 
 
El sonido sintetizado en el proyecto corresponde al bombo y en el argot se 
conoce como kick drum. Consiste en una onda senoidal cuyo tono cae 
rápidamente, de frecuencias del orden de los cientos de hercios hasta 
frecuencias del orden de los 50 Hz en milisegundos. La caída es exponencial, 
es decir, a medida que va disminuyendo la frecuencia también va 
disminuyendo la velocidad de caída.  
 
Los parámetros necesarios para la síntesis digital del kick drum se almacenan 
en la siguiente estructura de código C: 
 
Tabla 10.1 Código en C, estructura del kick drum. 
 
typedef struct kick_drum  
{ 
 int init_freq; 
 int final_freq; 
 float exp_scale; 
 int amp_attack_time; 
 int amp_decay_time; 
 int t; 
 float t_freq; 
}kick_drum; 
 
 
Si necesitamos obtener una señal senoidal podemos utilizar la función cos() 
que nos ofrece la librería matemática math.c, sin embargo, esta función utiliza 
cálculos complejos para obtener el valor del coseno de un ángulo y, 
generalmente, es una función que consume mucho tiempo de procesador. 
Nosotros utilizaremos un método más sencillo y que requiere poco tiempo de 
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procesador: las tablas de onda o lookup. Técnica de síntesis implementada en 
el kit 3 (anexos). 
 
Para implementar un oscilador digital mediante tablas de ondas lo que se hace 
es precalcular la onda que queremos reproducir durante un periodo y 
almacenar los valores en una tabla de tamaño finito (256 muestras). Cuando 
queramos hacer funcionar nuestro oscilador lo que haremos será recorrer la 
tabla precalculada comenzando por la posición 0 y dando saltos de tamaño:  
 
 
 
 
 
Siendo TAM_TABLA el tamaño en muestras (256) de nuestra onda 
precalculada, F_MUEST la frecuencia de muestreo del dispositivo de salida 
(15000 Hz) y frec la frecuencia en hercios a la que queremos sintetizar la señal. 
 
Por el teorema de Nyquist solo podremos reproducir frecuencias hasta Fs/2 si 
no se producirá efecto antialiasing. 
 
La tabla la almacenaremos en un fichero .h usando las directivas de procesado 
que proporciona el compilador C ImageCraft. El fichero tendrá de nombre 
sinefloattable.h. 
 
Tabla 10.2 Fichero sinefloattable.h con los valores del seno. 
 
#ifndef _SINEF_DATA_H 
#define _SINEF_DATA_H 
#define SINEF_DATA_SIZE 256 
const float SineFData[SINEF_DATA_SIZE]={0,0.024541,0.049068,0.073565,0.098017, 
0.12241,0.14673,0.17096,0.19509,0.2191, 0.24298,0.26671,0.29028,0.31368, 
0.33689,0.3599,0.38268,0.40524,0.42756, 0.44961,0.4714,0.4929,0.5141,0.535, 
0.55557,0.57581,0.5957,0.61523,0.63439, 0.65317,0.67156,0.68954,0.70711, 
0.72425,0.74095,0.75721,0.77301,0.78835,0.80321,0.81758,0.83147,0.84485, 
0.85773,0.87009,0.88192,0.89322,0.90399,0.91421,0.92388,0.93299,0.94154, 
0.94953,0.95694,0.96378,0.97003,0.9757, 0.98079,0.98528,0.98918,0.99248, 
0.99518,0.99729,0.9988,0.9997,1,0.9997, 0.9988,0.99729,0.99518,0.99248, 
0.98918,0.98528,0.98079,0.9757,0.97003, 0.96378,0.95694,0.94953,0.94154, 
0.93299,0.92388,0.91421,0.90399,0.89322,0.88192,0.87009,0.85773,0.84485, 
0.83147,0.81758,0.80321,0.78835,0.77301,0.75721,0.74095,0.72425,0.70711, 
0.68954,0.67156,0.65317,0.63439,0.61523,0.5957,0.57581,0.55557,0.535,0.5141, 
0.4929,0.4714,0.44961,0.42756,0.40524,0.38268,0.3599,0.33689,0.31368,0.29028, 
0.26671,0.24298,0.2191,0.19509,0.17096, 0.14673,0.12241,0.098017,0.073565, 
0.049068,0.024541,0,-0.024541,-0.049068,-0.073565,-0.098017,-0.12241,-0.14673, 
-0.17096,-0.19509,-0.2191,-0.24298,-0.26671,-0.29028,-0.31368,-0.33689, 
-0.3599,-0.38268,-0.40524, -0.42756,-0.44961,-0.4714, -0.4929,-0.5141,-0.535,  
-0.55557,-0.57581,-0.5957, -0.61523,-0.63439,-0.65317,-0.67156,-0.68954, 
-0.70711,-0.72425,-0.74095,-0.75721,-0.77301,-0.78835,-0.80321,-0.81758, 
-0.83147,-0.84485,-0.85773,-0.87009,-0.88192,-0.89322,-0.90399,-0.91421, 
-0.92388,-0.93299,-0.94154,-0.94953,-0.95694,-0.96378,-0.97003,-0.9757, 
-0.98079,-0.98528,-0.98918,-0.99248,-0.99518,-0.99729,-0.9988,-0.9997,-1, 
-0.9997,-0.9988,-0.99729,-0.99518,-0.99248,-0.98918, -0.98528,-0.98079, 
-0.9757,-0.97003,-0.96378, -0.95694,-0.94953,-0.94154,-0.93299,-0.92388, 
-0.91421,-0.90399,-0.89322,-0.88192,-0.87009,-0.85773,-0.84485,-0.83147, 
-0.81758,-0.80321,-0.78835,-0.77301,-0.75721,-0.74095,-0.72425,-0.70711, 
-0.68954,-0.67156,-0.65317,-0.63439,-0.61523,-0.5957,-0.57581,-0.55557,-0.535, 
(10.1) 
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-0.5141,-0.4929,-0.4714,-0.44961,-0.42756,-0.40524,-0.38268,-0.3599,-0.33689, 
-0.31368,-0.29028,-0.26671,-0.24298,-0.2191,-0.19509,-0.17096,-0.14673, 
-0.12241,-0.098017,-0.073565,-0.049068, -0.024541}; 
#endif 
 
 
 
Fig. 10.4 Representación gráfica de los valores del fichero sinefloattable.h 
 
 
También debemos añadir una envolvente, es decir, una señal que da forma a 
otra señal a lo largo del tiempo. Normalmente las envolventes se utilizan para 
modular la amplitud de los sonidos. Cuando oímos la nota en un piano, al 
principio el sonido comienza con un volumen alto y a medida que transcurre el 
tiempo, el sonido se va a pagando hasta extinguirse totalmente, es su 
envolvente de amplitud la que define este comportamiento. En nuestro caso 
será una envolvente de ataque y caida.   
 
 
 
Fig. 10.5 Envolvente de ataque y caída. 
 
 
Obtenemos un prototipo de caja de ritmos que dispone con un pequeño menú 
(pantalla LCD) el cual nos permite ajustar los BPMs, el tiempo de ataque, el 
tiempo de caida y el valor exponencial para sintetizar diferentes kick drum. Para 
el secuenciador de 16 pasos, se han encadenado 2 codificadores de 8:3 para 
obtener un codificador de 16:4 y reducir, así, el número de conexiones a los 
puertos E/S. El secuenciador es la única parte del embedded system que usa 
electrónica externa ya que PSoC integra los amplificadores operacionales, el 
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conversor D/A, el conversor A/D y el filtro sallen-key de orden 2 (2 polos) de 
tipo bessel. PSoC reduce el número de componentes, el tamaño de la placa, el 
número de soldaduras y, por lo tanto, abarata los costes de fabricación. 
 
El diagrama de bloques del sistema se muestra en la siguiente Fig. 10.6, el 
esquema electrónico está incluido en el (ANEXO I:). 
 
 
 
Fig. 10.6 Diagrama de bloques, empotrado drum machine. 
 
10. 3 Configuración hardware 
 
A continuación detallamos los user modules utilizados en el embedded system 
de caja de ritmos implementada con PSoC con el sonido kick drum sintetizado 
y sus parámetros de configuración (ver Fig. 10.7) : 
 PGA + ADC: se encargan de digitalizar la tensión procedente del 
potenciómetro conectado al pin P0[6]. El potenciómetro se utiliza para 
indicar la velocidad en BPM, el tiempo de ataque, de caída y el valor 
exponencial para la síntesis del kick drum. 
PGA Bloque PSoC: ACB01. 
ADC Bloques PSoC: ASD11, DBB10, DBB11 y DCB12. 
 TIMER24: se encarga de proporcionar una interrupción cada tiempo de 
BPM para la lectura del vector secuenciador. 
TIMER24 Bloques PSoC: DBB20, DBB21 y DCB22. 
 TIMER16: se encarga de proporcionar una interrupción para la 
frecuencia de muestreo necesaria para el conversor D/A. 
TIMER16 Bloques PSoC: DBB00 y DBB01. 
Parámetros de síntesis.
Potenciometro.
• PGA + ADC
• Tabla de seno + algorítmo de síntesis
• KICK DRUM en flash
Secuenciador 16 pasos.
2 Codificadores 8:3 
encadenados.
Codificador 16:4
• Vector secuenciador[16]
• TIMER24 según velocidad BPM
• LCD control del secuenciador.
Cuando vector 
secuenciador[i]==1
• Modo de reproducción del sonido kick 
drum sintetizado y almacenado en la 
memoria flash.
KICK DRUM en flash.
• TIMER16 frecuencia de muestreo
• DAC + LPF
• OUT analógica mini-jack
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 DAC8+LPF: se encargan de traducir los valores digitales del kick drum 
generado y almacenado en la memoria flash a valores de tensión. El 
filtro paso bajo es un sallen-key de 2º orden para eliminar armónicos no 
deseados. 
DAC8 Bloques PSoC: ASC10 y ASD20. 
LPF Bloques PSoC: ACB03. 
 Secuenciador: sistema electrónico diseñado con 2 codificadores 
74LS148 que proporcionan un codificador de 16:4. Conectado al puerto 
1 del pin 0 al 4. 
 LCD: utilizado para implementar el menú y el secuenciador. Conectado 
al puerto 2. 
 
 
 
  
  
Fig. 10.7 Parámetros de configuración de los user modules. 
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Los puertos, se configuran también mediante listbox a través del PSoC 
Designer y son los mostrados en la siguiente figura (ver Fig. 10.8). Los 
recursos globales del PSoC incluyen los parámetros relacionados con la 
velocidad de la CPU, el valor de los divisores de clock (VC1 y VC2), la tensión 
de referencia a tierra, etc.  
 
 
 
 
 
 
 
 
Fig. 10.8 Configuración de los puertos E/S y de los recursos globales. 
 
10. 3. 1 TIMER16 
 
La función del user module TIMER16 (temporizador de 16 bits) es proporcionar 
una interrupción del tipo Terminal Count para obtener una frecuencia de 
muestreo de 15000 Hz para el conversor digital a analógico de 8 bits (user 
module DAC8). 
 
Establecemos un valor de periodo = 99. Con el divisor de reloj VC1 = 1.5 MHz. 
Según la ecuación (ver (6.1)) la frecuencia de salida del TIMER16 será: 
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Establecemos 15000 Hz de frecuencia de muestro, por lo tanto, nuestro ancho 
de banda según Nyquist será 7500 Hz. 
 
10. 3. 2 TIMER24 
 
El objetivo del user module TIMER24 es ajustar la velocidad de lectura del 
secuenciador, es decir, el tiempo de BPM. Este valor lo asigna el usuario 
mediante la digitalización de la tensión del potenciómetro que está conectado al 
pin P0[6]. El BPM es el tiempo que transcurre entre la nota negra de un 
compás y la negra del siguiente compás: 
 
 
 
 
 
El secuenciador permite escribir un compás de 4x4, es decir, 4 compases de 4 
notas cada uno. Para calcular el tiempo que transcurre entre cada nota (en 
lugar de entre cada negra): 
 
 
 
 
 
Ejemplo para 125 BPM: 
 
 
 
 
 
El temporizador debe crea una interrupción del tipo Terminal Count cada 
tiempo de BPM, para el ejemplo, cada 120 ms para recorrer el vector del 
secuenciador. El valor de configuración del periodo con una señal de clock  
VC2 = 750 KHz será : 
 
 
(10.2) 
(10.3) 
(10.4) 
(10.5) 
(10.7) 
(10.6) 
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10. 3. 3 ADC 
 
El user module ADC corresponde al conversor D/A explicado en el CAPÍTULO 
9 de tipo incremento y con una resolución de 8 bits. Utilizamos el divisor de 
reloj VC2 = 750 KHz tanto para los bloques digitales como para el bloque 
analógico (recordemos que el ADC utiliza 4 bloques PSoC) 
 
 
 
 
 
El resultado hay que aproximarlo a su superior entero de 5.625  6 y hay que 
sumarle una unidad para su correcta configuración, CalcTime = 7. 
 
El número de muestras por segundo: 
 
 
 
 
 
El resultado de la digitalización es de 8 bits sin signo [0,255]. 
 
10. 3. 4 Codificador 16:4 
 
El secuenciador utiliza 16 pulsadores para  poder escribir ritmos 4x4, debido a 
que el PSoC CY8C29466 tiene un total 24 E/S ha sido necesario implementar 
un codificador de 16:4 encadenando 2 codificadores de 8:3 modelo 74LS148 
(ver [19]). Así utilizamos solo 5 entradas al PSoC (4 para la codificación y 1 
para el grupo seleccionado).  
 
Las entradas se conectan a P1[0] hasta P1[4] y se activan como interrupciones 
GPIO. Cada vez que pulsemos un pulsador, PSoC atenderá a la interrupción 
añadiendo un 1 al vector del secuenciador “kick_drum_sequence[16]”. 
 
Hemos realizado una simulación mediante el software Proteus 7.2 (ver [13]) 
para verificar el correcto funcionamiento del esquema electrónico, 
proporcionado en el propio datasheet del integrado 74LS148, para encadenar 2 
codificadores de 8:3 (ver Fig. 10.9). 
 
 
(10.8) 
(10.9) 
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Fig. 10.9 Simulación en Proteus, botón número 4  1100 + 1 
 
10. 3. 5 Low Pass Filter 
 
El PSoC dispone de filtros analógicos basados en circuitos conmutados (SC) 
configurables para la mayoría de aplicaciones a diseñar. Sin embargo, estos 
tipos de filtros están caracterizados por los valores de los condensadores y la 
señal de reloj de los bloques SC. En el caso que queramos implementar tipos 
de filtros estándares y analógicos podemos utilizar los bloques analógicos 
PSoC de tiempo continuo (CT), y añadir las resistencias y condensadores 
externos. 
 
El filtro sallen-key es el filtro activo más sencillo. Vamos a implementarlo de 2º 
orden (2 polos) y tipo paso bajo. Si quisiésemos aumentar el orden habría que 
conectar varios filtros en cascada. El circuito electrónico corresponde a la Fig. 
10.10. La función de transferencia del filtro es: 
 
 
 
 
 
 
(10.10) 
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Fig. 10.10 Esquema electrónico filtro activo salen-key 2º orden. 
 
 
Los valores de resistencias, despejando la ecuación de transferencia (10.10): 
 
 
 
 
 
 
 
 
El valor del C3 lo elegimos nosotros en función de la impedancia requerida 
para el circuito. Y el valor de C4 es para ganancia unitaria (K=1): 
 
 
 
 
 
El factor de amortiguamiento d = 1.732 que corresponde a un filtro de tipo 
bessel. Los filtros bessel solo contienen polos y están diseñados para tener una 
fase lineal en la banda de paso por lo que no distorsionan las señales, 
excelente para audio. En contra, la zona de transición entre la banda de paso y 
la banda rechazada es mayor. Para su implementación en PSoC, utilizaremos 
el user module PGA y la conexión externa de resistencias y condensadores 
(ver Fig. 10.11). Los valores de R1, R2, C2 y C4 despejando las ecuaciones 
anteriores para una frecuencia de corte de 400 Hz y una ganancia de 0 dB 
están recogidos en la siguiente Tabla 10.3: 
  
(10.11) 
(10.12) 
(10.13) 
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Tabla 10.3 Valores para LPF. 
 
R1 estándar = 562000 Ω 
R2 estándar = 127000 Ω 
C3 = 0.001 µF 
C4 = 0.0022 µF 
 
 
 
 
Fig. 10.11 Configuración y conexión LPF. 
 
10. 4 Funcionamiento 
 
El funcionamiento del embedded system es bastante secuencial. Primero nos 
solicita por la pantalla LCD los datos necesarios para la síntesis del kick drum 
así como la velocidad BPM. Estos valores se ajustan mediante un 
potenciómetro y se visualizan en la pantalla LCD, para ello hemos creado una 
función “void bpm_to_lcd(char line[], char num, int i)” que convierte un valor de 
tipo entero a su correspondencia en string. Cuando el valor es el deseado se 
presiona el pulsador para aceptar dicho valor. En el diagrama de flujo (ver Fig. 
10.12) se visualiza la configuración de los parámetros de síntesis del kick drum.  
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Fig. 10.12 Diagrama de flujo, programa principal. 
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Una vez introducido los 4 valores (en este orden): BPM, tiempo de ataque, 
tiempo de caída y exponencial se inicializa la estructura del kick drum mediante 
la función “void kick_drum_init(kick_drum *kd, int ifreq, int ffreq, float exp_scale, 
int amp_attack, int amp_decay)”. El embedded system sintetiza el sonido 
mediante la función “kick_drum_work(&kd)” y lo almacena en memoria flash en 
el vector “char output[]”. Entonces, el TIMER24 (ver Fig. 10.13) se pone en 
marcha y cada tiempo de BPM provocará una interrupción “void 
TIMER24_ISR_C()” y leerá una posición del vector secuenciador “char 
kick_drum_sequence[16]”. 
 
 
 
Fig. 10.13 Diagrama de flujo, interrupción TIMER24 para los BPM. 
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Cada posición del vector secuenciador corresponde a un pulsador del teclado 
de 16 pasos. Cuando se pulsa un pulsador, se provoca una interrupción del tipo 
GPIO “void GPIO_ISR_C()” y se actualiza con un 1 la posición del vector 
secuenciador (ver Fig. 10.14). Si se pulsa el mismo pulsador el valor que se 
añade es un 0.  
 
Esta información se muestra en la pantalla LCD. La primera línea del LCD es el 
cursor del secuenciador, según la velocidad de BPM irá más rápido o más 
lento. En la segunda línea del LCD se muestran las posiciones del vector 
secuenciador que hay activadas, es decir, el compás de 4x4.  
 
 
 
Fig. 10.14 Diagrama de flujo, interrupción GPIO para lectura del secuenciador. 
 
Cuando el cursor detecta un 1 se activa el TIMER16 “void TIMER16_ISR_C()” 
que proporciona la reproducción del vector de salida “char output[]” a través del 
DAC8 (ver Fig. 10.15 ). 
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Fig. 10.15 Diagrama de flujo, interrupción TIMER16 para frecuencia de 
muestreo DAC8. 
 
10. 5 Pruebas de laboratorio 
 
A continuación mostramos unas capturas de pantalla de diferentes sonidos 
obtenidos con diferentes parámetros de síntesis. Estas capturas han sido 
realizadas con el software Soundcard Scope v1.22 [11].  Cuando el valor de 
exponente es 1 observamos la envolvente perfectamente pero obtenemos solo 
contenido armónico en los 290 Hz. En las siguientes capturas donde el 
exponente es 30, 60 y 90 obtenemos contenido armónico desde los 50 Hz 
hasta los 290 Hz ya que el kick drum tiene un ancho de banda de 250 Hz 
aproximadamente. La tensión de pico a pico es para todos los sonidos 
sintetizados de 1.784 V. 
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Fig. 10.16 Osciloscopio y analizador de espectro para ataque = 100ms, caída = 
1000 ms y exponente = 1 
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Fig. 10.17 Osciloscopio y analizador de espectro para ataque = 100ms, caída = 
1000 ms y exponente = 30 
 
APLICACIÓN FINAL: SÍNTESIS DE AUDIO  71 
 
 
Fig. 10.18 Osciloscopio y analizador de espectro para ataque = 100ms, caída = 
1000 ms y exponente = 60. 
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Fig. 10.19 Osciloscopio y analizador de espectro para ataque = 100ms, caída = 
1000 ms y exponente = 90. 
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CAPÍTULO 11. CONCLUSIONES 
 
Los microcontroladores PSoC se presentan como la nueva generación de chips 
para el desarrollo de sistemas empotrados. A lo largo de este proyecto hemos 
observado la facilidad y la rapidez con la que se crea un embedded system y 
esto se debe al potente entorno de desarrollo integrado PSoC Designer IDE. 
 
Hay que destacar que la arquitectura del PSoC basada en una matriz de 4x4 
para los periféricos digitales y una matriz de 4x3 para los periféricos analógicos 
permite múltiple configuraciones de user modules y pueden abarcar el diseño 
de cualquier sistema empotrado analógico y/o digital sin necesidad de 
componentes externos. 
 
PSoC Designer IDE nos proporciona una interfaz gráfica agradable y sencilla 
para configurar los periféricos (user modules) tanto analógicos como digitales. 
Además de la extensa librería de user modules y de la configuración de los 
parámetros mediante listbox. Estas características hacen posible un tipo de 
diseño circular, es decir, PSoC soporta el cambio de las especificaciones 
iniciales de un proyecto sin que ello repercuta en un retraso en la fecha de 
finalización o en un incremento de costes. 
 
Hay que resaltar como se reduce el tamaño de la placa del circuito electrónico 
final, por ejemplo, en la aplicación final de síntesis de audio ya que con un 
único microcontrolador hemos podido realizar un embedded system que incluye 
conversor A/D, conversor D/A, amplificador, filtro analógico, temporizador y el 
controlador LCD. 
 
La caja de ritmos realizada es bastante simple ya que únicamente sintetiza un 
sonido aunque para añadir más sonidos basta con añadir más líneas de código 
y más user modules. La caja de ritmos basada en PSoC se puede perfeccionar 
hasta conseguir un producto casi idéntico a una caja de ritmos comercial. Mi 
intención como apasionado de la electrónica y de la música es seguir con el 
diseño de la drum machine en mi tiempo libre como si de un hobby se tratase e 
ir exponiendo mis resultados en una página web. 
 
No hay que olvidar que la finalidad del proyecto es una toma de contacto con 
esta tecnología Mixed Signal Array y dotar de material didáctico a la asignatura 
optativa de SDR (sistemas digitales reconfigurables). 
 
El material de estudio añadido en los anexos en modo de presentación power 
point tiene la finalidad de introducir al alumno en el diseño de sistemas 
electrónicos basados en el microcontrolador PSoC. Este material de estudio va 
acompañado de teoría y de proyectos ejemplo que facilitan a cualquier 
interesado una rápida introducción en el concepto de la tecnología PSoC. 
 
PSoC de Cypress es una tecnología puntera e innovadora que deberíamos 
seguir de cerca para el diseño de modernos y actuales embedded systems en 
una sociedad donde la tecnología de empotrados avanza a pasos agigantados.   
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ANEXO I: ESQUEMA ELECTRÓNICO CAJA DE 
RITMOS 
  
 
Fig. I.1 Esquema electrónico embedded system caja de ritmos. 
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ANEXO II: CÓDIGO C CAJA DE RITMOS 
 
Tabla II.1 Código C del fichero main.c 
 
#include <m8c.h>        // constantes y macros PSoC 
#include <math.h>       // librería de matemáticas 
#include "PSoCAPI.h"    // PSoC API definitions for all User Modules 
#include "sinetable8bits.h" // fichero valores seno 8 bits 
#include "delay.h"          // fichero delay 
#pragma interrupt_handler TIMER16_ISR_C // F. Muestreo, interrupción cada    
                                           VC1/400=15000Hz 
#pragma interrupt_handler TIMER24_ISR_C // Velocidad secuenciador,    
                                           interrupción tiempo bpm  
#pragma interrupt_handler GPIO_ISR_C // Interrupción del secuenciador (teclado   
                                        16 pulsadores) 
#pragma abs_address:0x4000 
unsigned char output[]={0}; //vector de salida (síntesis) en memoria flash 
#pragma end_abs_address 
#define Bit(bitNumber)(1<<(bitNumber)) //definición número de puerto 
#define EDIT PRT1DR&Bit(7) //constante para lectura del pulsador P1[7] 
#define F_MUEST 15000 //constante frecuencia de muestreo 
 
//VARIABLES GLOBALES 
char unsigned DAC8=0; 
int POT=0; 
char unsigned bpm=0; 
int menu=0; 
int Pointer=0,Pointer_max=0; 
int inc=0; 
int i=0; 
int j=0; 
char kick_drum_sequence[16]={0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0}; 
int aux1=0,aux2=0,aux3=0; 
int attack=0,decay=0,expon=0; 
long bpm_aux=0,bpm_aux2=0,bpm_aux3=0; 
 
typedef struct kick_drum // Estructura del sonido a sintetizar (kick drum) 
{ 
 int init_freq; 
 int final_freq; 
 float exp_scale; 
 int amp_attack_time; 
 int amp_decay_time; 
 int t; 
 float t_freq; 
}kick_drum; 
 
//FUNCIONES SÓNIDO 
void kick_drum_init(kick_drum *kd,int ifreq,int ffreq,float exp_scale,int 
amp_attack,int amp_decay); 
void kick_drum_work(kick_drum *kd); 
// Función para mostrar número int como string en LCD 
void bpm_to_lcd(char line_bpm[],char num,int i);  
 
void main() 
{ //VARIABLES MENU 
 int w=0; 
 int unidades=0,decenas=0,centenas=0,mil=0; 
 char line_bpm[]="    BPM"; 
 char line_attack[]="    ms (150 ms)"; 
 char line_decay[]="     ms (1500 ms)"; 
 char line_expon[]="    (60)"; 
 kick_drum kd; 
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 //API ACTIVAR LCD 
    LCD_Start(); 
    LCD_Position(0,0); 
    LCD_PrCString("DRUM MACHINE 1.0"); 
 //ACTIVAR INTERRUPCIONES GLOBALES, PUERTOS E/S Y TIMER 
    M8C_EnableGInt; 
    M8C_EnableIntMask(INT_MSK0,INT_MSK0_GPIO); 
    TIMER16_EnableInt(); 
    TIMER24_EnableInt(); 
    //API ENCENDER MÓDULOS ANALÓGICOS 
    PGA_Start(PGA_HIGHPOWER); 
    ADC_Start(ADC_HIGHPOWER); 
    LPF_Start(LPF_HIGHPOWER); 
    DAC8_Start(DAC8_HIGHPOWER); 
   //API COMENZAR A DIGITALIZAR TENSIÓN POTENCIÓMETRO 
    ADC_GetSamples(0);  
    menu=0; 
    while(1)//BUCLE INFINITO, MENÚ PRINCIPAL 
    { 
 if(EDIT) //PULSADOR EN P1[7] 
 { 
     Delay10mTimes(25); // SOLUCIÓN EFECTO DEBOUCING 
     menu++; //SE INCREMENTA CADA VEZ QUE SE PULSA PULSADOR EDIT 
 } 
 switch(menu) 
 { 
     case 1: 
  while(ADC_fIsDataAvailable()!=0) //ajustamos bpm  
  { 
      bpm=ADC_iGetData(); 
      ADC_ClearFlag(); 
      unidades=bpm%10; 
      decenas=(bpm%100)/10; 
      centenas=(bpm/100)%10; 
      for(w=0;w<3;w++) 
      { 
   if(w==0) 
       bpm_to_lcd(line_bpm,centenas,w); 
   if(w==1) 
       bpm_to_lcd(line_bpm,decenas,w); 
   if(w==2) 
       bpm_to_lcd(line_bpm,unidades,w); 
      } 
      LCD_Position(1,0); 
      LCD_PrString(line_bpm); //API mostrar bpm en pantalla LCD 
  } 
  break; 
     case 2: 
  LCD_Init(); 
  ADC_Stop(); 
  bpm_aux=750*(float)((15000/bpm));  
  TIMER24_WritePeriod(bpm_aux+1);  //ACTUALIZAMOS REGISTRO TIMER24 
  LCD_Position(1,0); 
  LCD_PrCString("OK BPM"); 
  break; 
          case 3: 
  ADC_Start(ADC_HIGHPOWER); 
  LCD_Init(); 
  LCD_Position(0,0); 
  LCD_PrCString("ATTACK KICK");  //ajustamos valor ataque 
  while(ADC_fIsDataAvailable()!=0) 
  { 
                  attack=ADC_iGetData(); 
       ADC_ClearFlag(); 
       unidades=attack%10; 
       decenas=(attack%100)/10; 
       centenas=(attack/100)%10; 
       for(w=0;w<3;w++) 
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      { 
   if(w==0) 
       bpm_to_lcd(line_attack,centenas,w); 
   if(w==1) 
       bpm_to_lcd(line_attack,decenas,w); 
   if(w==2) 
       bpm_to_lcd(line_attack,unidades,w); 
      } 
      LCD_Position(1,0); 
      LCD_PrString(line_attack); //API mostrar ataque en LCD 
       } 
             break; 
     case 4: 
  LCD_Init(); 
  ADC_Stop(); 
  LCD_Position(1,0); 
  LCD_PrCString("OK ATTACK"); 
  break; 
     case 5: 
  ADC_Start(ADC_HIGHPOWER); 
  LCD_Init(); 
  LCD_Position(0,0); 
  LCD_PrCString("DECAY KICK"); // ajustamos valor caida 
  while(ADC_fIsDataAvailable()!=0) 
  { 
      decay=ADC_iGetData()*8; 
      ADC_ClearFlag(); 
      unidades=decay%10; 
      decenas=(decay%100)/10; 
      centenas=(decay/100)%10; 
      mil=decay/1000; 
      for(w=0;w<4;w++) 
      { 
   if(w==0) 
       bpm_to_lcd(line_decay,mil,w); 
   if(w==1) 
       bpm_to_lcd(line_decay,centenas,w); 
   if(w==2) 
       bpm_to_lcd(line_decay,decenas,w); 
   if(w==3) 
       bpm_to_lcd(line_decay,unidades,w); 
      } 
      LCD_Position(1,0); 
      LCD_PrString(line_decay); //API mostrar caída en LCD 
  }    
  break; 
     case 6: 
  LCD_Init(); 
  ADC_Stop(); 
  LCD_Position(1,0); 
  LCD_PrCString("OK DECAY"); 
  break; 
     case 7: 
  ADC_Start(ADC_HIGHPOWER); 
  LCD_Init();     
  LCD_Position(0,0); 
  LCD_PrCString("EXPONENTE KICK"); //ajustamos valor exponente 
  while(ADC_fIsDataAvailable()!=0) 
  { 
      expon=ADC_iGetData(); 
      ADC_ClearFlag(); 
      unidades=expon%10; 
      decenas=(expon%100)/10; 
      centenas=(expon/100)%10; 
      for(w=0;w<3;w++) 
      { 
   if(w==0) 
       bpm_to_lcd(line_expon,centenas,w); 
EMBEDDED SYSTEM BASADO EN PSOC DE CYPRESS  80 
 
 
   if(w==1) 
       bpm_to_lcd(line_expon,decenas,w); 
   if(w==2) 
       bpm_to_lcd(line_expon,unidades,w); 
      } 
      LCD_Position(1,0); 
      LCD_PrString(line_expon); //API mostrar exponente en LCD 
  }    
  break; 
      case 8: 
  LCD_Init(); 
  ADC_Stop(); 
  kick_drum_init(&kd,300,50,expon,attack,decay); //inicializamos     
                                                         estructura del sonido 
  LCD_Position(1,0); 
  LCD_PrCString("OK EXPONENTE"); 
  break; 
           case 9: 
  LCD_Init(); 
  kick_drum_work(&kd); //sintetizamos el sonido 
  Pointer=0;  
  j=0;  
  LCD_Init(); 
  TIMER24_Start(); //encendemos TIMER24, secuenciador. 
  break; 
  } 
 } 
} 
 
//FUNCIÓN PARA INICIALIZAR LA ESTRUCTURA DEL SONIDO KICK DRUM 
void kick_drum_init(kick_drum *kd,int ifreq,int ffreq,float exp_scale,int 
amp_attack,int amp_decay) 
{ 
    kd->init_freq=ifreq; 
    kd->final_freq=ffreq; 
    kd->exp_scale=exp_scale; 
    kd->amp_attack_time=amp_attack; 
    kd->amp_decay_time=amp_decay; 
    kd->t=0; 
    kd->t_freq=0.0; 
} 
 
void kick_drum_work(kick_drum *kd)//FUNCIÓN PARA SINTESIS DEL SONIDO 
{ 
    int i; 
    int aattack,adecay; 
    float amp; 
    float freq; 
    float inc; 
    float dac; 
    char unsigned DAC8; 
    //Número de muestras de ataque y caida. 
    aattack=kd->amp_attack_time*(float)(F_MUEST/10000); 
    adecay=kd->amp_decay_time*(float)(F_MUEST/10000); 
  
    for(i=0;i<(aattack+adecay);i++) 
    { 
    //calculo de la amplitud de la onda senoidal. 
 amp=0.0; 
 if(kd->t < aattack) 
     amp=(float)kd->t / aattack; 
 else if (kd->t >= aattack) 
          amp=1.0-((float)(kd->t - aattack) / adecay); 
 if(amp<0.0) 
 { 
     kd->t=-1; 
     break; 
       } 
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 //cálculo de la frecuencia. 
      freq=kd->final_freq; 
      freq+=(kd->init_freq - kd->final_freq)*(1/exp(kd->exp_scale*((float)kd-      
>t/F_MUEST))); 
 inc=(float)freq*256/F_MUEST; 
 dac=amp*SineData[(int)kd->t_freq]; 
 DAC8= dac*127; //ajustamos margen dinámico valores seno.   
 output[i]=DAC8; 
 //calculo incremento en la tabla seno. 
 kd->t_freq+=inc; 
 if(kd->t_freq>=SINE_DATA_SIZE) 
          kd->t_freq-=SINE_DATA_SIZE; 
 kd->t++; 
 LCD_Position(0,0); 
 LCD_PrCString("LOADING..."); 
 LCD_Position(1,10); 
 LCD_PrHexInt(i); 
 Pointer_max=i; 
 } 
} 
 
 
void TIMER16_ISR_C() //INTERRUPCIÓN PARA LA FRECUENCIA DE MUESTREO 15000Hz 
{ 
    DAC8_WriteBlind(output[Pointer]);//API salida analógica del DAC8 
    Pointer++; 
    if (Pointer==Pointer_max) 
    { 
 Pointer=0; 
 TIMER16_Stop(); 
    } 
} 
 
void TIMER24_ISR_C() //INTERRUPCIÓN PARA TIEMPO DE RITMO (BPM) 
{  
 
    if((kick_drum_sequence[j])==1) 
    { 
     TIMER16_Start();//API frecuencia de muestreo para reproducir sonido 
    } 
    j++; 
    LCD_DrawVBG(0,j-1,1,0);//API para mostrar desplazamiento secuenciador 
    LCD_DrawVBG(0,j,1,8); 
    if(j==16) 
    { 
 j=0; 
 LCD_DrawVBG(0,0,1,8); 
    } 
} 
 
void GPIO_ISR_C()//INTERRUPCIÓN TECLADO 16 PULSADORES 
{ 
 
    LCD_InitVBG(); 
  
    if((PRT1DR==0x00)&&(kick_drum_sequence[0]==0)) 
    { 
 kick_drum_sequence[0]=1; 
 LCD_DrawVBG(1,0,1,8); 
    } 
    else if (PRT1DR==0x00) 
    { 
 kick_drum_sequence[0]=0; 
 LCD_DrawVBG(1,0,1,0);  
    } 
    if((PRT1DR==0x11)&&(kick_drum_sequence[1]==0)) 
    { 
 kick_drum_sequence[1]=1; 
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 LCD_DrawVBG(1,1,1,8); 
    } 
    else if (PRT1DR==0x11) 
    { 
 kick_drum_sequence[1]=0; 
 LCD_DrawVBG(1,1,1,0); 
    }   
    if((PRT1DR==0x12)&&(kick_drum_sequence[2]==0)) 
    { 
 kick_drum_sequence[2]=1; 
 LCD_DrawVBG(1,2,1,8); 
    } 
    else if (PRT1DR==0x12) 
    { 
 kick_drum_sequence[2]=0; 
 LCD_DrawVBG(1,2,1,0); 
    }  
    if((PRT1DR==0x13)&&(kick_drum_sequence[3]==0)) 
    { 
 kick_drum_sequence[3]=1; 
 LCD_DrawVBG(1,3,1,8); 
    } 
    else if (PRT1DR==0x13) 
    { 
 kick_drum_sequence[3]=0; 
 LCD_DrawVBG(1,3,1,0); 
    } 
    if((PRT1DR==0x14)&&(kick_drum_sequence[4]==0)) 
    { 
 kick_drum_sequence[4]=1; 
 LCD_DrawVBG(1,4,1,8); 
    } 
    else if (PRT1DR==0x14) 
    { 
 kick_drum_sequence[4]=0;   
 LCD_DrawVBG(1,4,1,0); 
    } 
    if((PRT1DR==0x15)&&(kick_drum_sequence[5]==0)) 
    { 
 kick_drum_sequence[5]=1; 
 LCD_DrawVBG(1,5,1,8); 
    } 
    else if (PRT1DR==0x15) 
    { 
 kick_drum_sequence[5]=0; 
 LCD_DrawVBG(1,5,1,0); 
    } 
    if((PRT1DR==0x16)&&(kick_drum_sequence[6]==0)) 
    { 
 kick_drum_sequence[6]=1; 
 LCD_DrawVBG(1,6,1,8); 
    } 
    else if (PRT1DR==0x16) 
    { 
 kick_drum_sequence[6]=0; 
 LCD_DrawVBG(1,6,1,0); 
    } 
    if((PRT1DR==0x17)&&(kick_drum_sequence[7]==0)) 
    { 
 kick_drum_sequence[7]=1; 
 LCD_DrawVBG(1,7,1,8); 
    } 
    else if (PRT1DR==0x17) 
    { 
 kick_drum_sequence[7]=0; 
 LCD_DrawVBG(1,7,1,0); 
    } 
    if((PRT1DR==0x18)&&(kick_drum_sequence[8]==0)) 
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    { 
 kick_drum_sequence[8]=1; 
 LCD_DrawVBG(1,8,1,8); 
    } 
    else if (PRT1DR==0x18) 
    { 
 kick_drum_sequence[8]=0; 
 LCD_DrawVBG(1,8,1,0); 
    } 
    if((PRT1DR==0x19)&&(kick_drum_sequence[9]==0)) 
    { 
 kick_drum_sequence[9]=1; 
 LCD_DrawVBG(1,9,1,8); 
    } 
    else if (PRT1DR==0x19) 
    { 
 kick_drum_sequence[9]=0; 
 LCD_DrawVBG(1,9,1,0); 
    } 
    if((PRT1DR==0x1A)&&(kick_drum_sequence[10]==0)) 
    { 
 kick_drum_sequence[10]=1; 
 LCD_DrawVBG(1,10,1,8); 
    } 
    else if (PRT1DR==0x1A) 
    { 
 kick_drum_sequence[10]=0; 
 LCD_DrawVBG(1,10,1,0); 
    } 
    if((PRT1DR==0x1B)&&(kick_drum_sequence[11]==0)) 
    { 
 kick_drum_sequence[11]=1; 
 LCD_DrawVBG(1,11,1,8); 
    } 
    else if (PRT1DR==0x1B) 
    { 
 kick_drum_sequence[11]=0; 
 LCD_DrawVBG(1,11,1,0); 
    } 
    if((PRT1DR==0x1C)&&(kick_drum_sequence[12]==0)) 
    { 
 kick_drum_sequence[12]=1; 
 LCD_DrawVBG(1,12,1,8); 
    } 
    else if (PRT1DR==0x1C) 
    { 
 kick_drum_sequence[12]=0; 
 LCD_DrawVBG(1,12,1,0); 
    } 
    if((PRT1DR==0x1D)&&(kick_drum_sequence[13]==0)) 
    { 
 kick_drum_sequence[13]=1; 
 LCD_DrawVBG(1,13,1,8); 
    } 
    else if (PRT1DR==0x1D) 
    { 
 kick_drum_sequence[13]=0; 
 LCD_DrawVBG(1,13,1,0); 
    } 
    if((PRT1DR==0x1E)&&(kick_drum_sequence[14]==0)) 
    { 
 kick_drum_sequence[14]=1; 
 LCD_DrawVBG(1,14,1,8); 
    } 
    else if (PRT1DR==0x1E) 
    { 
 kick_drum_sequence[14]=0; 
 LCD_DrawVBG(1,14,1,0); 
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    } 
    if((PRT1DR==0x1F)&&(kick_drum_sequence[15]==0)) 
    { 
 kick_drum_sequence[15]=1; 
 LCD_DrawVBG(1,15,1,8); 
    } 
    else if (PRT1DR==0x1F) 
    { 
 kick_drum_sequence[15]=0; 
 LCD_DrawVBG(1,15,1,0); 
    } 
} 
//FUNCIÓN PARA CONVERTIR UN VALOR INT A STRING PARA MOSTRAR EN LCD 
void bpm_to_lcd(char line_bpm[],char num,int i) 
{ 
    if(num==0) 
 line_bpm[i]='0'; 
    if(num==1) 
 line_bpm[i]='1'; 
    if(num==2) 
 line_bpm[i]='2'; 
    if(num==3) 
 line_bpm[i]='3'; 
    if(num==4) 
 line_bpm[i]='4'; 
    if(num==5) 
 line_bpm[i]='5'; 
    if(num==6) 
 line_bpm[i]='6'; 
    if(num==7) 
 line_bpm[i]='7'; 
    if(num==8) 
 line_bpm[i]='8'; 
    if(num==9) 
 line_bpm[i]='9'; 
} 
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