Introduction
Interactivity is a critical issue in designing a good game or similar virtual environments. As the computer hardware is continuously improved, more computing power can be invested in interactivity in addition to graphics rendering. For games with virtual characters, how a character interact with a user is usually specified at design time according to a given scene. Consequently, the characters in a game usually can only display canned motions at designated locations of a scene. After several runs of practice, the user may easily get bored because these actions become predictable. Therefore, it is highly desirable to have a smarter character that can plan its motions according to the inputs from the user as well as other constraints from the environments.
The motions of a character in a game are usually created by motion capture techniques. The captured motions are reproductions of real human motions and therefore the most realistic. However, the captured motions also lack flexibility in situations where the human model or the environment is different from the time when the motions were captured. Therefore, making captured motions more reusable for different characters and environments has become the focus of most recent work. For example, space-time constraints are often used to retarget the motions to a new character [Glercher 1998 ]. Another common objective of this approach is to synthesize a new sequence of motions from a motion library. For example, Kover et al. [2002] organizes elementary motion clips into a motion graph that connect nodes (motion clips) with similar connection frames. Motion wrapping and blending techniques are used to generate smooth transition between two motion clips.
Given the control devices, such as keyboard and mouse, available on common desktop computers, controlling the motion of a 3D character is not an easy task. Therefore, several intelligent user interface mechanisms have been proposed to make motion control for 3D character easier. For example, in [Hsu and Li 2006] , a realtime motion planner was used to generate compliant motions for an animated character to avoid obstacles. The motions were generated at run time but limited to the upper-body motions that were generated procedurally. Lee et al. [2003] used three types of interfaces (menu, sketching, and images) to help the user select appropriate motion clips from the motion library. In [Chen and Li 2007] , the idea of Feasible Motion Tree (FMT) has been proposed to generate feasible motions for a 3D character to navigate through a static environment with controls from a third-person view.
In this paper, we aim to design practical data structures and algorithms to realize a smart character that can choose appropriate motions from a motion library according to the user inputs. The motion planning ability of the smart character is demonstrated through a first-person shooting game where the user can move and shoot the computer-controlled character freely. Some snapshots of the game in action are shown in Figure 1 . The character strives to avoid being shot whenever possible by selecting appropriate captured motions organized in a motion graph. Since the available time in each frame for selecting an appropriate motion is limited by a given frame rate, the motion graph is traversed and maintained incrementally with the data structure of Feasible Motion Tree. Experimental data obtained from the implemented game will be reported to demonstrate the effectiveness of the mechanism.
System Description
In the experimental scenario of a shooting game, we assume that we are given a geometric description of the static objects in the virtual environment. The kinematics and geometric data of the virtual character are also given. A set of motion clips organized in a motion graph [Kover et al. 2002] are also available for the character to choose. Dynamic objects of known geometry such as bullets and howitzers are fired from the user's first-person view at run time when the user clicks on the mouse. A dynamic object follows a straight-line path at a constant speed after it is fired. The user can move his position and orientation (x, y, z, tilt, and pan) in the 3D environment by pressing designated keys on the keyboard. The objective of the smart character is to make good use of the motion clips in the motion graph to escape from the dynamic objects whenever possible while avoiding penetrating static obstacles. The system makes use of Feasible Motion Tree (FMT) [Chen and Li 2007] to store the motion clips that are viable in the near future. The feasible motion tree is the result of traversing a motion graph from a given position of the character. For example, assume that the motion graph of the character is given in Figure 2 (a). Each node in the graph represents a motion clip (denoted by Mi) while each directed arc represents a feasible transition from the source clip to the destination clip. A node in the FMT represents execution of a motion clip at a given position (denoted by Pj). For example, in Figure 2 (b), the character is currently executing the motion clip of M1 at position P1. The current node is then denoted by (M1, P1). According to the motion graph in Figure 2 (a), the feasible motion clips from M1 include M2 and M4. Therefore, the children of (M1, P1) consist of (M2, P2) and (M4, P3). However, not all motions are feasible due to the constraints of the static and dynamic objects in the environment. For example, in Figure 2 (b), the node (M5, P4) is marked forbidden after performing collision checks. Note that the feasibility of a motion clip depends on the time and the location where the motion is performed.
The feasible motion tree is maintained in an incremental fashion with best efforts for the given time budget in each frame update. It means that the system attempts to update FMT in a given time budget with a good exploration strategy that can grow the most promising portion of the tree. In the application of a shooting game, the cost of executing a motion clip may vary greatly according to the nature of the motion. For example, taking a side walk will definitely use less energy than taking a leap-over motion. Therefore, we have used energy consumption estimated for each motion to compute the base priority (denoted by p b (n), 0<p b (n)<1) for each motion clip n. The exploration priority of a node n (denoted by p(n)) in a FMT is computed as the product of its base priority and the exploration priority of its parent p(parent(n)). That is, p(n)=p b (n)*p(parent(n)). Because the base priorities are equal to or less than one, the lower the node in the tree, the less exploration priority it will get. Among the leaf nodes of an FMT, the node with the highest priority is selected for further exploration when the time allows.
When current motion clip has come to the end, a new motion clip is selected from the current FMT for execution. The criteria for selecting the next motion clip is based on the exploration result of FMT. In a FMT, each legal leaf node means that there exists a path of feasible motions that can bring the character from the root to this leaf. The longer the path, the further in the future the motions are considered. Thus, we design the goodness of a path as the sum of the exploration priorities p(n) for the nodes along the path P. The next node along the best path is selected for execution.
Experimental Results
We have implemented the smart character in a shooting game with the language of C++ and the DirectX library on the Windows platform. The motion graph used in our experiments consists of 35 motion clips converted from the motion library provided by CMU graphics laboratory [CMU 2007] . The collision detection between the character and the objects in the environment is performed on every frame of a motion clip.
The experimental scene that we have used in the game is shown in Figure 1 . A demonstration video for this game is available at URL <http://www.cs.nccu.edu.tw/~li/vrst07-divx.avi>. A user uses mouse movement to orient the gun and mouse buttons to fire howitzers or bullets to the character in the scene. The user can also use the keyboard to change the location of the weapon in three dimensions. In Figure 1 (c) and 1(d), we show two snapshots taken before and after a group of dense bullets were fired. The bullets may be too small to visualize when they are far away from the camera in the snapshots. Nevertheless, we can tell their existence by the smoke clouds caused when they hit the ground. In Figure 3 , we show the traces of the motions maintained in a typical FMT in two different situations. The number of nodes in FMT may vary greatly according to the amount of given time budget in a frame update. We have invited several users to test run the game, and all of them found it more than interesting than most commercial shooting game because the motions of the character is more versatile and unpredictable.
Conclusions and Future Work
Allowing the character to respond to the inputs of the user would enhance the interactivities and fun of a game. In this paper, we have used the data structure of Feasible Motion Tree to maintain the feasible motion clips of the character in the near future. An efficient exploration strategy and a motion selection strategy have also been introduced. These techniques have been demonstrated through a first-person shooting game. Further experiments for verifying the effectiveness of the tree exploration and motion selection strategies are undertaken. We believe that the level of interactivity brought up by this technique will enable new types of 3D interactive games to be developed in the future. 
