Introduction
The introduction of mobile components (e.g., mobile computers, wireless networks, mobile users) into a distributed system infrastructure creates an application execution environment that is highly dynamic with respect to quantity and quality of the available resources. Applications that want to provide optimal performance in such an environment have to be resource aware. This includes the ability to adapt to the current resource configuration.
A substantial amount of research in the field of mobile computing is devoted to making applications adaptive and resource aware. This includes the definition and tracking of acceptable resource states as well as the introductionof suitable reconciliation strategies (such as substituting a monochrome still image for a high-definition color video stream) -see for instance [2, 11] .
One important adaption technique is application partitioning, the dynamic, resource-dependent distribution of application functionality across the available network nodes. A fundamental prerequisite for a successful generalized use of this technique is the definition of a strategy for computing a suitable partitioning scheme dynamically at application startup, so that the currently available execution environment is optimally utilized. Currently, there is no suitable concept available.
The point of this paper is to propose a very pragmatic solution to this problem based on a specific enduser data model, the mobile frame model, which is an extension of the conventional frame model. The interesting fact is that support for application partitioning results as inherent consequence from the introduction of this end-user data model.
The contributions of the work presented in this paper to the field of mobile computing are:
To realize the general importance of an end-user data model for mobile computing. The proposal of a suitable model, integrating both end-user data management and definition of interactive applications. The observation that fully dynamic, automatic application partitioning can be provided by a straightforward extension of this model.
(It is worth noting that the claim of this paper is not "mobile frames are the solution to application partitioning", but rather "the end-user data model needed anyway is also able to solve the partitioning problem for a small additional price".)
The paper is further structured as follows: Section 2 gives a detailed discussion of the "application partitioning" technique. Section 3 discusses the need for an end-user data model and proposes the frame model as a suitable alternative. Section 4 describes, how application partitioning can be achieved by a simple extension of the frame model, the mobile frame model. Conclusions are given in Section 5.
Application partitioning
The basic idea behind "application partitioning" is to divide an application into individual component processes, which have specific requirements in terms of computation and communication resources. Upon application startup, the component processes are dynamically allocated to the network nodes based on available resources (startup adaptivity). As the resources change during application execution (e.g., drop of bandwidth of a wireless communication link), the application components may dynamically be reallocated to other nodes (runtime adaptivity).
The basic concept is described, for instance, in [14, 13] , in [4] (using the model of Relocatable Dynamic Objects), in [1] (within the definition of the language Obliq), and in [5] (based on a combination of Object Fragmentation and Process Migration). However, the important problem of how to partition an application is unsolved [4, 5] . In the current proposals, application partitioning schemes are individually designed on a per-application base by a programmer; the partitioning scheme is fixed at implementation time. The partitioning is usually even tailored towards a specific resource configuration, so that application partitioning today is very similar to conventional client/server programming -with the additional feature of client migration at startup (as provided, e.g., by Java [12] through down-loading of applets).
But in order to support startup and runtime adaptivity, the partitioning scheme must not be fixed at implementation time. It must be dynamically computed from the application definition based on the currently available execution environment.
In the next section, a seemingly quite unrelated problem is discussed, the question of an end-user data model for a specific class of mobile applications. The interesting point is that this data model provides a solution to the problem outlined here!
An end-user data model for mobile information systems
One of the visions of mobile computing is the creation of an integrated information environment, providing unrestricted access to both public and private dataanytime, anywhere. (A discussion of such a scenario and a prototype system is given in [5] .) At least for the management of private data, this environment has to provide the user with a suitable data model containing simple, yet powerful abstractions for describing, creating, and manipulating information. One important aspect of this model is to allow the user the creation of new functions -e.g., for the automation of repetitive tasks and the customization of his environment.
Ideally, all accessible data -whether private or public -would be representable in this data model, allowing the user to apply any function to any data item (modulo access rights).
One suitable data model is the "frame" model. Originally, frames have been developed as a means for knowledge representation in artificial intelligence applications [9] . Powerful frame representation languages have been developed as early as 1977 (e.g., FRL [10] ). From this application area, frames have inherited the ability to cope with structured, fast changing information -as it also exists in an integrated information environment.
Other typical uses of frame models are -incidentally -Hypermedia-based information management systems (e.g., Oval [6] ) and personal information management systems, such as the Newton Message Pad [7] .
A frame is -quite similar to an object -an entity with a unique identity that contains a set of name/value pairs ("slots"). Among conventional data types, frame references may be slot values, so that frame structures can be created. Also, slot values can be procedures, which may be invoked by message passing. The central differences to the conventional class/instance model of object-oriented programming (OOP) are:
The dynamic addition/removal of slots to/from frames, which enables incremental data definition and data reuse/data sharing. The prototype-based dynamic inheritance mechanism that allows a frame to inherit slots from an arbitrary other frame. (This and the previous point also clearly separate frames from static object based models such as Obliq [1] .) The availability of type information at runtime enables the handling of unknown (i.e., created by other users) frame structures. (E.g., for creating visualizations, as in Oval [6] .)
Frames therefore provide a dynamic environment that allows the user to flexibly create, augment, and modify information structures to suit his personal needs. Especially, they support an incremental data definition, which is required for both annotation of existing data and the ad-hoc creation of new structured data entities. So, frames seem to be suitable as enduser data model for an integrated information environment.
Note that the frame model is nothing "new". It is not the claim or goal of this section to introduce a new data model. The interesting point made here is rather that in order to integrate personal data management into an integrated information environment, one needs a data model that is substantially stronger than what is currently anticipated in, e.g., the WorldWide Web. The frame model has been picked from a range of existing data models merely as an especially promising candidate.
It is now very interesting that frame structures can be used for the definition of interactive applications. The most prominent example for this is probably NewtonScript [7] . This means, frames integrate a powerful end-user data model and a means for defining non-trivial interactive applications. Consequences are:
The user himself may create applications ad-hoc. This provides the required functional extensibility and tailorability of data and service access. The same system services (e.g., frame migration and replication, frame caching) can be used for managing the access of data and applications.
In the next section, it will be outlined how the basic frame-model can be extended to support automatic application partitioning.
The mobile frame model
The fundamental idea for supporting application partitioning is to group the frames defining an application into clusters. These clusters may then be allocated to the available network nodes (each cluster representing an application partition). Initial cluster setup (startup adaptivity) and dynamic reclustering (runtime adaptivity) are supported by the fundamental frame migration/replicationfacilities needed for basic remote data access. Clustering itself is guided by estimations of a frame's requirements in terms of computation, communication, and storage resources.
A (very simple) example for frame-based application partitioning is given in Figures 1 1 and 2 . The "application" -computation of a factorial -consists of a "front-end" frame (doing some preprocessing) and two "back-end" frames, doing the "number crunching". The application can be called, e.g., using the expression a:f(10), producing 3628800. 1 The language used for the example frame definition is NewtonScript.
A possible allocation is shown in Figure 2 . The standard single-threaded execution model of frames then has to be extended to support parallel evaluation in a multi-user environment. Here, the following straightforward strategy has been used: Each frame is mapped to an individual (conceptual) process whose state also contains the frame's slots. Frame processes solely communicate by message passing (i.e., no hidden shared memory is introduced). Frame processes are designed to support recursive remote method calls (maintaining original frame execution semantics). Frame processes also support at least a limited kind of multi-threading -e.g., lookup of slot values during method execution (enabling basic parallel execution). The frame state completely describes the frame's process, so that copying the frame state implements migration of the frame process (which is required for runtime adaptivity).
The resulting model is called the mobile frame model. It provides the basic facilities for automatic application partitioning with startup-and runtime adaptivity in a multi-user environment. It is also quite easy to add basic support for "itinerant agents" by allowing frame processes to actively move between nodes.
It is now interesting to ask, how the definition of a data model is able to answer the question of application partitioning: It is based on the introduction of an integrated representation of applications and data, resulting in the automatic applicability of data structuring techniques to application structuring. This structure is then used to automatically determine application partitions based on a syntactic analysis 2 .
Conclusion
In this paper, a pragmatic approach to automatic dynamic application partitioning has been described. It is based on the introduction of an end-user data model supporting the creation of frame-based structured application definitions, which are used to guide partitioning. Furthermore, the basic frame model has been enhanced to support parallel execution and migration of active frames.
The mobile frame model is currently in the state of a theoretical concept with a precise mathematical specification (including a frame definition language). The fundamental viability of mobile frames has been verified by an abstract implementation of the model and its language using the functional language Haskell [3] .
The complete model also provides extended support for the flexible visualization of arbitrary frame structures, based on the concepts of Facettes, Display Methods, and Viewers.
A major drawback of the work presented in this paper is the lack of actual experiments with the behavior of frame-based application partitioning. These experiments are required for answering, e.g., the following questions:
Which strategies should be used for optimizing an implementation of the mobile frame model (e.g., caching of inherited slots). How to design frame structures such that frame borders coincide with low traffic interfaces. How to describe a frame's resource requirements to guide clustering.
