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 Glosario 
● Híbrida​: en desarrollo web, una aplicación híbrida es una forma de integración y             
reutilización. Ocurre cuando de una aplicación web es usada o llamada desde otra             
aplicación, con el fin de reutilizar su contenido y/o funcionalidad. 
● As-a-service​: ​software como un Servicio, es un modelo de distribución de ​software            
donde el soporte lógico y los datos que maneja se alojan en servidores de una               
compañía de tecnologías de información y comunicación (TIC), a los que se accede             
vía Internet desde un cliente. 
● On-premises​: ​software ​on-premises se instala y corre en máquinas de la           
organización en vez de usar una facilidad remota como un servidor o la nube. 
● PKI​: una infraestructura de clave pública o PKI es una combinación de ​hardware​,             
software​, y políticas y procedimientos de seguridad, que permiten la ejecución con            
garantías de operaciones criptográficas, como el cifrado, la firma digital, y el no             
repudio de transacciones electrónicas. 
● Certificado digital: ​un certificado digital o certificado electrónico es un fichero           
informático generado por una entidad de servicios de certificación que asocia unos            
datos de identidad a una persona física, organismo o empresa, confirmando de esta             
manera su identidad digital en Internet. 
● Autoridad de registro: ​la función de las Autoridades de Registro es controlar la             
generación de certificados para los miembros de una entidad. Previa identificación,           
la Autoridad de Registro se encarga de realizar la petición del certificado y de              
guardar los datos pertinentes.  
● Framework: ​Un ​framework​ es un conjunto estandarizado de conceptos, prácticas y           
criterios para enfocar un tipo de problemática particular que sirve como referencia,            
para enfrentar y resolver nuevos problemas de índole similar. 
● Proxy: ​Un proxy, es un servicio que hace de intermediario en las peticiones de              
recursos que realiza un cliente a otro servidor. 
● TLS: ​Transport Layer Security es un protocolo criptográfico que proporciona          
comunicaciones seguras por una red, comúnmente Internet. 
● CSR: ​Es un fichero que contiene toda la información de la petición de certificado, e               
incluye la clave pública del usuario de dicha petición. 
● API: ​Una API es un conjunto de subrutinas, funciones y procedimientos que ofrece             
cierta biblioteca para ser utilizado por otro software como una capa de abstracción. 
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 Resumen 
En los últimos años se ha producido un gran avance en las tecnologías de              
seguridad, las cuales integran tecnologías de la información con herramientas y           
aplicaciones cotidianas para mejorar su gestión y/o ofrecer más funcionalidades. El simple            
hecho de gestionar telemáticamente cuentas bancarias, poder acceder remotamente a          
cualquier dispositivo industrial o también poder firmar digitalmente mediante un ​smartphone​,           
como algunos ejemplos de la aplicación de las tecnologías de seguridad, hace que este              
campo de la informática esté en pleno auge.  
 
En concreto, este proyecto se centra en el campo de aplicación de la criptografía en               
general y de las firmas digitales, sistemas seguros de autenticación, verificación de firmas,             
etc. en particular. Es por eso que un sistema de tal magnitud requiere de alguna               
infraestructura que gestione y garantice toda la seguridad y confianza necesaria en un             
sistema tan crítico en términos de seguridad. Esta infraestructura se basa en la tecnología              
PKI (​Public Key Infrastructure​), y en concreto el proyecto se centra en la creación de un                
componente de dicha infraestructura; la Autoridad de Registro usando tecnologías y           
paradigmas modernas ​Web y ​Cloud​. A lo largo de este documento explicaremos todo el              
proceso de definición y ejecución de este proyecto de final de grado.  
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 Abstract 
During the last years there has been a breakthrough in the security technologies,             
which try to integrate Information Technologies (IT) into everyday objects in order to improve              
their management and offer us more functionalities. The simple fact of managing            
telematically bank accounts, accessing remotely to any industrial device or also being able             
to digitally sign with a smartphone, as some examples of IoT, makes this field boom. 
 
Specifically, this project focuses on the cryptography field in general, and particularly            
on digital signatures, secure authentication systems, signature verification, etc. That is why a             
system of such a big magnitude requires some infrastructure that manages and guarantees             
all the necessary security in a critical system in terms of security. This infrastructure is based                
on the PKI technology, and in particular the project focuses on the creation of a particular                
component in such infrastructure; the Registration Authority using modern technologies and           
paradigms Web and Cloud. Throughout this document we will explain the entire process of              
this final degree project. 
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 1.- Introducción 
 
1.1.- Descripción del proyecto 
Este proyecto se realiza como Trabajo Final de Grado (TFG) de Ingeniería            
Informática, especialidad en Ingeniería del Software, en la Facultad de Informática de            
Barcelona, Universidad Politécnica de Catalunya (UPC) conjuntamente con la empresa          
española Safelayer Secure Communications, donde trabajo actualmente, especializada en         
fabricar ​software de seguridad para soluciones de infraestructura de clave pública (PKI),            
sistemas de autenticación multifactor, firma electrónica, cifrado y transacciones seguras [1].           
Su tecnología se usa en proyectos de identificación electrónica de personas (ámbito            
corporativo o ciudadano), dispositivos conectados (​hardware o ​software​) y en la           
generalización de servicios de confianza en redes telemáticas tales como ​Internet​ y móviles. 
 
Este proyecto está formulado por la propia empresa Safelayer. Este tiene como            
principal objetivo la creación del ​front-end web de una Autoridad de Registro PKI Híbrida              
que aportará un sistema de registro orientado a usuarios, donde por usuario se entiende la               
persona, el dispositivo o el sistema para quién se emiten los certificados. Por híbrida              
calificamos dos características esenciales de la nueva Autoridad de Registro. La primera            
característica es que pueda desplegarse y funcionar en un entorno ​on-premises (máquinas            
en casa de la organización) y un entorno como servicio (máquinas en un proveedor de               
servicio o en la Nube). Incluso que pueda desplegarse y funcionar en un entorno mixto o                
híbrido. La segunda característica es que pueda registrar y gestionar diferentes tipos de             
usuarios, ya sean personas, servicios y dispositivos/cosas. 
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 1.2.- Contexto 
 
Este proyecto surgió como iniciativa de la empresa Safelayer Secure          
Communications, S.A. en Julio de 2017 y está siendo realizado en el marco del proyecto               
DAVID, ​Distributed cloud-based service Architecture for managing billions of deViceIDs​,          
subvencionado por el Ministerio de Energía, Turismo y Agenda Digital dentro de la Acción              
Estratégica Economía y Sociedad Digital (AEESD) 2016-2017 con referencia         
TSI-100200-2016-26. 
 
El proyecto, nombre en código “DAVID”, que aquí se plantea pretende           
definitivamente popularizar y democratizar la tecnología PKI basada en certificados digitales           
de forma que ésta nunca más se considere una traba en el despliegue de servicios de                
información altamente seguros y confiables. Para ello, es fundamental el uso y aplicación de              
las nuevas tecnologías de virtualización y Cloud. 
 
Safelayer Secure Communications, S.A. es una compañía destacada en el mercado           
de seguridad y confianza para las TIC (Tecnologías de la Información y la Comunicación).              
Dispone de múltiples proyectos en el ámbito de la tecnología para la autenticación,             
autorización, integridad y confidencialidad de la información. 
 
En los puntos anteriores se han introducido las bases del contexto de este proyecto              
de final de grado. Ahora, es necesario ver quién son los actores implicados, es decir todo                
aquello que se beneficiará (o no) de la creación de este portal web. 
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 1.3.- Stakeholders 
Los ​stakeholders son todas aquellas personas, grupos y entidades que tienen           
intereses de cualquier tipo en una empresa y se ven afectados por su actividad. En nuestro                
caso nos centraremos en dos grandes grupos de ​stakeholders​: 
● Clientes​. Cuando hablamos de clientes entendemos todas esas personas que usen           
la infraestructura de clave pública para su propio uso. A continuación clasificamos            
por roles el tipo de clientes:  
Oficiales de seguridad​: son los que definen cuáles son los procesos de registro             
(datos a solicitar, operaciones disponibles, etc). 
Responsables de Marketing​: se encargan de mantener la imagen corporativa. Esto           
significa que el proyecto debe ser personalizable según los requisitos del puesto de             
registro. 
Administradores de sistemas​: mantienen el ​software​ del puesto de registro. 
Operadores de registro​: son los encargados de operar el puesto de registro            
mediante procesos de registro F2F (​face-to-face​). 
Usuarios​: son los receptores del certificado/tarjeta, tanto en procesos F2F como           
procesos remotos. 
● Competencia​. En el otro bando de los agentes implicados en este proyecto            
encontramos la competencia. La competencia son todas aquellas empresas o          
organizaciones que se dedican a ofrecer la operatividad de infraestructuras de clave            
pública tanto en máquinas ​on-premises o en máquinas en un proveedor de servicios.             
La realización de este proyecto podría repercutir negativamente para ellos, pues           
podrían perder parte de sus clientes ya que nuestra solución permitiría combinar            
nuestra PKI on-premises con otras PKI desplegadas como servicio mediante un           
mismo portal web. Empresas competidoras serían, por ejemplo, Nexus (ofrecen una           
PKI multi-tenant), Primekey o Entrust, la cual ofrece PKI tanto ​on-premises como            
as-a-service​. Por último, añadir que esta competencia es a nivel internacional. 
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 2.- Estado del arte 
 
En esta sección se incluyen los análisis de mercado hechos. Estos análisis se             
empezaron a hacer por parte de la empresa contratista y una vez vista la viabilidad y la                 
necesidad de este proyecto, se decidió apostar por él. Además, a nivel tecnológico, yo como               
autor de este trabajo, he tenido que formarme en distintas tecnologías para entender bien el               
análisis del mercado. En concreto, estas tecnologías se explicarán en el capítulo 5 de este               
documento. 
 
Una vez dicho esto, esta sección pretende mostrar lo que hay hasta ahora, ver qué               
aporta mi proyecto y si se podría llegar a aprovechar alguna cosa ya diseñada por algún                
tercero. Es por eso que para la realización de esta sección ha hecho falta un amplio estudio                 
de mercado. Antes de empezar, es importante saber que, a nivel nacional, no se ha               
encontrado ninguna competencia que ofrezca lo mismo que ofrece la empresa Safelayer.            
Sin embargo, a nivel internacional, hay empresas competidoras como hemos visto en la             
sección de agentes implicados en el proyecto. 
 
Como se ha visto en secciones anteriores, hay otras organizaciones o empresas que             
ofrecen operatividad con una PKI mediante un servicio. También hay otras empresas que             
ofrecen tanto la operatividad de sus PKI ​on-premises como las de PKI desplegadas como              
servicio. Justamente por eso, la realización del proyecto se respalda en la capacidad que              
han tenido otros para hacerlo y, por lo tanto, se sabe de la viabilidad de poder hacerlo.                 
Hasta aquí podemos ver que no se está innovando, pues se está intentando desarrollar algo               
que ya está en el mercado, adaptado por supuesto al producto de la empresa. La parte                
novedosa y que requiere de un diseño es la siguiente: la idea del proyecto es la de poder                  
crear una aplicación que permita la operatividad con distintas PKI de diferentes fuentes,             
desplegadas como servicio y la operatividad con PKI ​on-premises ​de una forma segura.             
Esto aumenta las fronteras de la empresa, ya que con el mismo portal web se podría operar                 
con distintas PKI, independientemente de quién las haya creado. Además, se podría usar el              
producto PKI que ofrece la empresa Safelayer. Todo esto se conseguiría mediante el uso de               
una API común. Está claro que hacer todo esto en 6 meses es prácticamente inviable. Sin                
embargo, el proyecto está creado con la idea de ser finalizado en más tiempo del               
establecido para el TFG.  
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 Respecto al uso de diseños de soluciones anteriores, está claro que podemos            
basarnos en cómo otros han implementado una solución parecida para poder dar soporte a              
infraestructuras de clave pública ​on-premises como esas desplegadas como servicio.          
Podemos aprovechar diseños ya existentes para poder adaptarlo a nuestro sistema. Sin            
embargo, para poder operar con diferentes PKI en la nube y en máquinas de la               
organización (​on-premises​), se requiere de una solución nueva y de un diseño que, de              
alguna manera, hasta ahora no se haya creado. Es por todos estos motivos que este               
proyecto requiere de un diseño de arquitectura importante. En esencia, esta es la             
justificación de por qué es prácticamente inviable terminar todo este proyecto en seis             
meses, pero sí puede servir de ayuda a Safelayer para poder empezar a encaminar este               
proyecto. Por lo tanto, lo que propone este proyecto es la creación de un frontal web pero                 
como bien se ha explicado previamente, que sea híbrido o mixto. Es decir, que pueda               
desplegarse tanto en un entorno​ on-premises​ como en la nube [2]. 
 
Antes de terminar esta sección, remarcar que el objetivo del proyecto no es la              
creación del frontal web de toda una infraestructura de clave pública, sino la creación, en               
concreto, del componente de una Autoridad de Registro, la cual tendrá todas las             
características descritas en esta sección. Por último, debido a la escasez de competencia,             
es difícil hacer un análisis de mercado sobre lo que se pretende hacer y por eso este                 
proyecto irás más enfocado en crear algo nuevo, adaptando soluciones de otros a nuestro              
producto. Conforme se vaya avanzando el documento, se irá explicando las tecnologías que             
se han decidido aplicar y el porqué. 
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 3.- Formulación del problema 
 
Una vez visto el proyecto que se realiza, es conveniente ver también por qué surge               
el proyecto, es decir, qué pretende resolver. Por ahora, el producto sólo está pensado para               
despliegues ​on-premises​. Es posible desplegarlo en la nube como cualquier otro producto,            
pero el producto no lo facilita, se requiere que el cliente utilice herramientas de terceros para                
hacer el despliegue. Esto es un problema, pues otros sistemas implementan la operativa de              
infraestructuras de clave pública en la nube, es decir, como servicio. Hay que destacar que               
una parte del proyecto ya ha sido diseñada y implementada por otras empresas, y es por                
ese motivo que conviene adaptarse a las nuevas funcionalidades introducidas por la            
competencia para seguir siendo una empresa competitiva.  
 
Tal y como está ahora implementado el producto, la Autoridad de Registro requiere             
del despliegue de una Autoridad de Registro local en los puestos de registro. Esto hace que,                
en esencia, requiera de un mantenimiento en cada puesto de registro (por ejemplo, en el               
caso de querer instalar una versión nueva). Sin embargo, si el proyecto se realiza              
correctamente no sería necesario desplegar ​software adicional en el puesto de registro,            
consiguiendo que se pueda operar la Autoridad de Registro de una forma completamente             
segura desde un ​smartphone o cualquier máquina con acceso a internet, pues es uno de los                
principales objetivos del proyecto, poder desplegarse en un entorno mixto o híbrido.            
Además, la parte innovadora es el diseño de un portal web que permita el despliegue de                
infraestructuras de clave pública tanto ​on-premises como ​as-a-service​. De esta manera, el            
cliente de nuestra empresa podría ofrecer un servicio de PKI gestionada. A su vez, los               
clientes de la PKI gestionada accederían a su PKI desde el mismo frontal, el cual accedería                
a la PKI correspondiente. Esto es el concepto de multi-tenant en la nube, donde el frontal                
web podría tener varias PKI. Otra vez, como he comentado anteriormente, es un proyecto              
muy ambicioso y en el tiempo establecido para terminar el proyecto es inviable hacer todo               
esto. Sin embargo, tener un primer prototipo funcional sí es posible y es uno de los objetivos                 
principales del proyecto, como veremos a continuación.  
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 3.1.- Objetivos del proyecto 
 
Este proyecto tiene unos objetivos bastante ambiciosos basándonos en el marco de            
tiempo establecido para el desarrollo del proyecto. Dicho esto, a largo plazo la Autoridad de               
Registro deberá: 
● Gestionar y automatizar el ciclo de vida de los certificados: registro de usuario,             
aprobación y denegación de peticiones de certificado, publicación de certificados y           
notificaciones de las operaciones y del estado de los certificados. 
● Gestionar la entrega de los certificados a sus titulares, incluyendo la entrega en             
tarjeta criptográfica y la instalación en el móvil del usuario. 
● Soportar un conjunto completo de mecanismos de registro, tanto presenciales, como           
remotos. 
● Desplegarse y funcionar en un entorno ​on-premises y un entorno como servicio            
(máquinas en un proveedor de servicio o en la Nube). Incluso que pueda             
desplegarse y funcionar en un entorno mixto o híbrido, esto es, parte de la Autoridad               
de Registro corporativo y parte como servicio. 
● Registrar y gestionar diferentes tipos de personas, servicios y dispositivos/cosas. 
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 4.- Alcance 
 
4.1.- Alcance del proyecto 
El alcance de este proyecto es concreto y como hemos visto hasta ahora, es un               
proyecto que supone una duración superior a seis meses. Es por eso que se recomienda               
una previa planificación para la ejecución de este. Para la realización del proyecto se              
estipulan unas fases a seguir las cuales son citadas a continuación: 
● Análisis y estudio de los ​frameworks más actuales y avanzados para el desarrollo y              
despliegue de software web. 
● Definición del protocolo de comunicación entre el ​front-end y el ​back-end de la             
Autoridad de Registro PKI. 
● Desarrollo del ​software que implemente y permita la construcción de dicha Autoridad            
de Registro ​on-premises en entornos corporativos así como su despliegue          
as-a-service​ por parte de prestadores de servicios de certificación. 
El alcance de la última fase se determinará durante la ejecución del proyecto. No              
obstante, se prevé que haya dos sub-fases: La primera sub-fase sería el primer prototipo, y               
la segunda el desarrollo final del sistema. En el caso de alargarse el proyecto más allá de 6                  
meses (o duración formal de la carga lectiva del TFG), el primer prototipo sería el objeto del                 
TFG, y la finalización del sistema final se llevaría a cabo ya como ingeniero dentro de la                 
estructura de Safelayer. 
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 4.2.- Posibles obstáculos 
 
En esta subsección, se pretende poner en contexto situaciones que pueden desviar            
el alcance del proyecto por diferentes motivos que a continuación se mostrarán. 
 
● Pérdida de datos parcial​: el contenido del proyecto local de mi ordenador puede             
perderse debido a fallo del SSD (Solid State Disk), interrupción de ​write del sistema              
operativo en el disco, cierre por ​crash del programa de edición u otro motivo que               
afecte al sistema. 
○ Solución​: salvar de forma periódica (en pequeños intervalos de tiempo) el           
contenido del trabajo y al finalizar la jornada laboral guardar el contenido en             
un servidor externo. 
● Pérdida de datos total​: el contenido del repositorio externo se pierde o quede             
completamente inutilizable debido a rotura de los discos de almacenaje o debido a             
destrucción del ​hardware​ por alguna calamidad. 
○ Solución​: se podría hacer ​mirroring del contenido del servidor en otro servidor            
localizado en una zona geográfica diferente.  
● Incumplimiento del contrato por parte de la empresa contratista: la empresa           
contratista, Safelayer, cambia de planes o sufre quiebra económica y los fondos para             
realizar el proyecto desaparecen. 
○ Solución​: a nivel empresarial el proyecto se cancelaría, pero de forma           
autónoma podría continuar con él pidiendo a la empresa permiso. 
● Tiempo Limitado: la finalización del proyecto en un marco de tiempo de seis meses              
puede llegar a ser un obstáculo. 
○ Solución​: acortar el alcance del proyecto para adaptarlo a los marcos de            
tiempo y, una vez finalizado el proyecto, acabar la aplicación web como            
ingeniero de la empresa contratista. 
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 5.- Conceptos y tecnologías del proyecto 
 
En este proyecto, a diferencia de otros con un propósito parecido pero con un              
enfoque distinto, se usan muchos conceptos que requieren de una cierta asimilación y             
formación. Dado que este proyecto está en el campo de la Seguridad Informática, se              
aconseja tener unas ciertas bases que esta sección pretende explicar. Por eso, la mayor              
parte de los primeros meses se ha estado asimilando todos estos conocimientos para poder              
efectuar el proyecto de la mejor manera posible.  
A continuación, se explicarán los conceptos, que como se verá a lo largo del              
proyecto, serán el núcleo de éste. Estos conceptos empiezan por una introducción a la              
Seguridad Informática, pasando por campos como la criptografía, la Infraestructura de Clave            
Pública, la Firma Digital y el Cifrado. Seguidamente, se explicarán los conceptos básicos de              
una Aplicación Web así como los de los Servicios Web. Una vez llegados a este punto ya                 
tendremos una sólida base de conocimientos, que a su vez, ampliaremos con las             
tecnologías usadas para implementar el proyecto, e introduciremos el producto Key One de             
la empresa Safelayer, el cual es la base fundamental a entender para poder efectuar el               
proyecto correctamente. Por último, se hará un análisis de los conocimiento aplicados y de              
qué alternativas existían a la hora de empezar este proyecto. 
 
5.1.- Introducción a la Seguridad Informática 
Generalmente, la seguridad informática consiste en garantizar que el material y los            
recursos de ​software de una organización se usen únicamente para los propósitos para los              
que fueron creados y dentro del marco previsto. De una forma más técnica y usando su                
definición, la seguridad informática es una disciplina que se encarga de proteger la             
integridad y la privacidad de la información almacenada en un sistema informático. ​Pero,             
¿cómo podemos saber que nuestro sistema es seguro? ¿cuándo se garantiza que éste está              
protegido? Estas preguntas son muy difíciles de responder, y hay que decir que no existe               
ninguna técnica que permita garantizar la inviolabilidad del sistema, pero sí existen términos             
que se usan para describir el grado de seguridad de un entorno como el que concierne a                 
este proyecto. Estos términos son citados y explicados a continuación: 
 
● Confidencialidad​: esta propiedad asegura que los datos transmitidos sólo pueden          
ser interpretados por su destinatario, es decir, tienen que ser legibles únicamente            
para los usuarios autorizados. 
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 ● Integridad​: la integridad de un sistema informático garantiza que los datos           
transmitidos no pueden ser modificados sin que esta modificación no pueda           
detectarse. Sólo personal autorizado podrá modificar estos datos. 
● No repudio​: la irrefutabilidad de un sistema garantiza que el autor de los datos              
transmitidos no puede rechazarlos ni negar sus acciones. 
● Disponibilidad​: la última propiedad garantiza que los datos están disponibles en           
cualquier momento para su uso. 
 
Así pues, observamos que para hacer servir estas propiedades, la información o los             
datos con los que tratamos deben estar protegidos, o dicho de otra forma, cifrados. Es aquí                
donde entra en juego la criptografía. 
 
5.1.1.- Criptografía 
La criptografía es el estudio de los métodos mediante los cuales se puede convertir              
la información, de su forma normal y comprensible, en otra forma ofuscada que resulta              
incomprensible si no se dispone del conocimiento necesario. Este conocimiento necesario           
es en el que se basa la fiabilidad de los métodos criptográficos. 
 
En el marco de este proyecto se denomina a este conocimiento clave y la seguridad               
de que la información es segura depende de que el conjunto de claves permanezcan a su                
vez seguras, ocultas y sean de confianza. Así pues la criptografía surge de la necesidad de                
intercambiar mensajes de forma que solamente sus destinatarios sean capaces de           
comprenderlos. Cabe destacar que también engloba a otras disciplinas como el           
criptoanálisis que se encarga de atacar un mensaje cifrado con el objetivo de conseguir              
descifrarlo. Cuando esto no es posible se considera que es un método seguro y que en                
ausencia de la clave no se podría recuperar la información.  
 
Para el cifrado de la información se usan algoritmos matemáticos que convierten el             
texto en criptogramas (o secuencias de información cifrada) que resultan ilegibles y sólo             
pueden ser descifrados por quien conozca la clave. En las siguientes secciones se             
describen los dos métodos de criptografía que más se usan en el ámbito informático. 
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 5.1.1.1.- Criptografía Simétrica 
La criptografía simétrica consiste en usar la misma clave tanto para cifrar (emisor)             
como para descifrar el mensaje (receptor), por eso se denomina simétrica. Su            
funcionamiento consiste en aplicar una serie de transformaciones al mensaje basándose en            
una clave, de forma que sea posible invertir las transformaciones si la clave es conocida.               
Los implicados en la comunicación deben ponerse de acuerdo de antemano sobre qué             
clave usar. Cuando ambos conocen la clave, el remitente cifra un mensaje usándola y lo               
manda al destinatario que lo descifra con la misma clave que él conoce. Para verlo de una                 
forma más matemática se pueden usar las funciones de cifrado y descifrado: 
P = e ( k , M ) 
M = d ( k , P ) 
La función de cifrado e() usa el parámetro​ k​ , que es la clave usada para la conversión 
del mensaje ​M en un nuevo mensaje ​P . El criptograma ​P sólo puede descifrarse con la                 
función de descifrado d() , que dará como resultado el mensaje original ​M siempre y cuando                
se conozca la clave ​k​.  
 
Por lo que a la seguridad se refiere, un buen sistema de cifrado pone toda la                
seguridad en la clave y ninguna en el algoritmo. En otras palabras, no debería ser de                
ninguna ayuda para un atacante conocer el algoritmo que se está usando. Sólo si el               
atacante obtuviera la clave, le serviría conocer el algoritmo. Dado que toda la seguridad              
está en la clave, es importante que sea muy difícil adivinar el tipo de clave. 
 
                            Figura 1. Cifrado con Criptografía Simétrica. 
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 Este método, aunque garantiza la confidencialidad de la información transmitida,          
presenta varios problemas: 
 
● Compartición de la clave​: Dado que, tanto el emisor como el receptor deben             
conocer la clave que se usará para el cifrado/descifrado del mensaje, es necesario             
que antes de iniciar la comunicación hayan intercambiado dicha clave a través de un              
medio de comunicación seguro. 
● Gran cantidad de claves​: Para cada grupo de entidades que deseen realizar una             
comunicación segura se debe acordar una clave compartida y por lo tanto son             
necesarias una gran cantidad de claves. 
● Falta de autenticación​: Dado que tanto emisores como receptores comparten la           
clave es imposible conocer quién ha sido el emisor de un mensaje o si el receptor es                 
el que se esperaba. 
● Debilidad de algunos algoritmos​: Algunos algoritmos criptográficos simétricos son         
vulnerables a ataques de ​fuerza bruta​* o descifrado con métodos criptoanalíticos           
usando la potencia de los equipos actuales. 
 
5.1.1.2.- Criptografía Asimétrica 
En criptografía asimétrica, cada entidad dispone de un par de claves, de las 
cuales una de ellas se publica para que todo el mundo la pueda conocer (clave pública) y 
la otra se almacena de forma segura (clave privada). Ambas claves están relacionadas 
matemáticamente y se generan a la vez, pero computacionalmente es imposible, a partir 
de la clave pública, hallar la privada. La gran mejora de esta técnica es que la clave privada                  
es solo conocida por el propietario, mientras que la pública puede distribuirse al resto de los                
usuarios, sin que ello comprometa de ningún modo la confidencialidad de la clave privada.  
Así mismo, las funciones de cifrado y descifrado se puede representar           
matemáticamente como en el caso anterior:  
P = e ( k ′ pub , M ) 
M = d ( k ′ prv , P ) 
La función de cifrado e() usa la clave pública​ k’ pub​ del destinatario para la conversión del 
mensaje ​M ​en un nuevo mensaje ​P . El criptograma ​P sólo puede descifrarse con la función                 
de descifrado d() , usando la clave privada ​k’ prv​ , que sólo debería conocer su propietario.  
 
*En criptografía, se denomina ataque de fuerza bruta a la forma de recuperar una clave probando todas las                  
combinaciones posibles hasta encontrar aquella que permite el acceso. 
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 En este tipo de cifrados, uno de los inconvenientes es la eventual pérdida de la clave                
privada, ya que imposibilita el posterior descifrado de los mensajes. Así mismo, para una              
misma longitud de clave y mensaje se necesita mayor tiempo de proceso. Otra desventaja              
es que las claves deben ser de mayor tamaño que las simétricas (generalmente son cinco o                
más veces de mayor tamaño que las claves simétricas) y por lo tanto el mensaje cifrado                
ocupa más espacio que el original. 
 
                         Figura 2. Cifrado con Criptografía Asimétrica. 
 
Una vez vistos los dos tipos de cifrado y las ventajas e inconvenientes de cada uno,                
podemos comparar los dos tipos de criptografía: 
 
● No intercambio de la clave​: En criptografía asimétrica, sólo es compartida la clave             
pública por lo que la clave privada se mantiene realmente en secreto. Además solo              
es necesario una clave pública y una privada por usuario a diferencia del número de               
claves que son necesarias en la criptografía simétrica. 
● Integridad, autenticidad y no-repudio​: En criptografía asimétrica, con la         
infraestructura adecuada, es posible asegurar la confidencialidad además de permitir          
identificar los remitentes, garantizar el no-repudio del mensaje y asegurar que los            
datos se han mantenido inalterados durante el envío. 
● Mayor tiempo de proceso​: En criptografía asimétrica, para una misma longitud de            
clave, como los métodos matemáticos son más complejos es necesario un mayor            
tiempo de cálculo. Además el mensaje una vez cifrado con este método es de mayor               
tamaño que el original, a diferencia de la criptografía simétrica. 
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 Una vez visto qué tipos de criptografía existen, en qué se basan y las principales               
semejanzas y diferencias entre ellas, es hora de dar paso a la infraestructura de clave               
pública, un sistema de encriptación basado en una clave pública y en una clave privada.  
 
5.1.2.- Public Key Infrastructure 
 
En criptografía, una infraestructura de clave pública (Public Key Infrastructure) es           
una combinación de hardware, software, y políticas y procedimientos de seguridad, que            
permiten la ejecución con garantías de operaciones criptográficas. Este sistema, permite           
vincular las claves públicas con sus respectivas entidades. De este modo, un organismo             
externo en el cual confían las partes implicadas garantiza que una clave pública pertenece a               
una identidad. Las operaciones criptográficas de clave pública utilizan unos algoritmos de            
cifrado conocidos y accesibles para todos. Por eso, la seguridad proporcionada por la             
tecnología PKI, está mayormente ligada a la privacidad de la clave privada y las políticas de                
seguridad aplicadas. 
 
La tecnología PKI permite a los usuarios autenticarse frente a otros usuarios y usar              
la información de los certificados de identidad (por ejemplo, las claves públicas de otros              
usuarios) para cifrar y descifrar mensajes, firmar digitalmente información, garantizar el no            
repudio de un envío, y otros usos.  
 
         Figura 3. Infraestructura de Clave Pública. 
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 A continuación se explicarán con un poco más de detalle los elementos que             
componen esta infraestructura. 
 
5.1.2.1.- Certificado digital 
Un certificado digital es una estructura de datos usada para transmitir la información             
relacionada con una entidad, en especial su identidad y clave pública, donde una tercera              
parte de confianza da fe de esa relación, en nuestro caso una Autoridad de Certificado o ​CA                 
(explicado más adelante). Existen varios formatos de certificados, pero el más extendido es             
el estándar UIT-T X509, comúnmente codificados en DER (Distinguished Encoding Rules) o            
PEM (Privacy-enhanced Electronic Mail) [3]. Los certificados digitales deben estar firmados           
por la CA que los ha emitido para asegurar su validez. Solo las CA denominadas raíz firman                 
el certificado con la misma entidad que están representado.  
 
Los certificados digitales, contienen más información en él además de la firma del             
mismo. A continuación se cita y explica esta información: 
 
● Número de serie​: actúa de identificador único del certificado. 
● Nombre del titular​: El titular ​subject expresado como ​DN (​Distinguished Name​) el            
cual está formado por el ​CN (​Common Name​), ​OU (​Organizational Unit​), ​O            
(​Organization​) y ​C​ (​Country​) 
● Información sobre el certificado​: información sobre su versión, la CA firmante del            
certificado (​Issuer​), las fechas de emisión y expiración del mismo, la metodología            
usada para la emisión del certificado, etc. 
● Clave pública​: La clave pública para cifrar un mensaje para este usuario o validar              
una firma del mismo así como el algoritmo usado para crearla. 
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Figura 4. Aspecto de un Certificado Digital. 
 
 
5.1.2.2.- Autoridad de certificación 
La Autoridad de Certificación o CA es la que tiene como principal objetivo emitir y               
revocar certificados digitales. También se encarga de renovar los certificados cuando estos            
caducan o son revocados. Es por eso, que la confianza hacia la autoridad de certificado es                
el fundamento de toda infraestructura PKI.  
 
Cuando se quiere confiar en una CA, es suficiente con instalarse en el sistema de la                
entidad final el certificado de la CA y, sólo a partir de ese momento, el sistema confiará en                  
esa. Además, la CA dispone de su propio certificado y claves pública y privada. Las usa                
para firmar los certificados solicitados y, a la vez, las CAs se pueden organizar de manera                
jeràrquica, donde el primer elemento de cualquier jerarquía se denomina CA raíz.  
 
5.1.2.3.- Autoridad de registro 
La Autoridad de registro o RA es la autoridad que tiene como principal objetivo              
conectar o comunicar las entidades que solicitan certificados con las autoridades de            
certificación. Debe verificar los datos proporcionados por las entidades solicitantes y tramitar            
la petición del certificado a la CA correspondiente. Una vez el certificado se haya generado               
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 deberá entregarlo a la entidad solicitante. Para la solicitud de certificados una RA envía una               
petición PKCS#10 (explicado más adelante), que incluye la información del solicitante, su            
clave pública y un fragmento firmado con su clave privada. 
 
5.1.2.4.- Repositorio de certificados 
El Repositorio de certificados, como su propio nombre indica, es un repositorio que             
contiene los certificados válidos para que las entidades que lo requieran puedan            
descargarlos. Suele estar implementado como directorios X.500 accesible mediante LDAP          
(​Lightweight Directory Access Protocol​) [4], que es un conjunto de protocolos abiertos            
usados para acceder información guardada centralmente a través de la red.  
 
5.1.2.5.- Repositorio de listas de certificados revocados 
El Repositorio de listas de certificados revocados es una lista de certificados (más             
concretamente sus números de serie) que han sido revocados, ya no son válidos y en los                
que no debe confiar ningún usuario del sistema. Estas listas son emitidas por las              
Autoridades de Certificación, por tanto, están firmadas por dicha parte de confianza. 
  
El objetivo de estas listas es que un tercero pueda verificar el estado de los               
certificados, ya sea para ver si han sido revocados porque ya no son válidos debido a la                 
caducidad, por la pérdida de clave privada, por información errónea, etc. Dicho tercero,             
deberá descargarse una lista actualizada de certificados revocados. Esta lista se puede            
obtener directamente desde la autoridad que la emitió. Una vez se tiene la lista, sólo se                
tiene buscar el número de serie del certificado que estamos comprobando dentro de esta              
lista. Si el número de serie aparece, significa que no debemos confiar en ese certificado               
(siempre y cuando la lista esté firmada por la CA en cuestión).  
 
Retomando el tema en cuestión, surge a la vista un problema; las listas son de un                
tamaño grande (debido a la cantidad de certificados en ella). ¿Cada vez tenemos que              
descargarnos la lista para comprobar un certificado? La respuesta es no. Obviamente si aún              
no tenemos la lista o bien hace mucho tiempo que la tenemos y la CA aconseja actualizarla,                 
en ese caso sí que deberíamos descargarla otra vez. Es aquí donde entra el protocolo               
OCSP (Online Certificate Status Protocol). Este protocolo nos permite realizar rápidas           
consultas sobre un certificado en concreto sin tener que bajarnos toda la lista de certificados               
revocados.  
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 Por último, concretar el tema de la validación. Cuando una CA emite un certificado              
digital, por motivos de cambios y avances tecnológicos, se establece una duración entre 2 y               
4 años para el certificado en cuestión.  
 
5.1.2.6.- Autoridad de validación  
La Autoridad de Validación es el componente que tiene como tarea suministrar            
información sobre la vigencia de los certificados digitales que, a su vez, hayan sido              
registrados por una Autoridad de Registro y certificados por la Autoridad de Certificación.             
Dicha autoridad, suele usar el protocolo OCSP explicado anteriormente con el fin de saber              
si un certificado es válido o no.  
 
5.1.2.7.- Autoridad de sellado de tiempo 
La Autoridad de sellado de tiempo o TSA (Time Stamping Authority) es un prestador              
de servicios de certificación que proporciona certeza sobre la preexistencia de determinados            
documentos electrónicos a un momento dado, cuya indicación temporal junto con el hash             
del documento se firma por la Autoridad de sellado de tiempo con su clave privada. Es                
decir, es una autoridad en la cual las partes implicadas confían y tiene como objetivo decidir                
si cierta información existió en un período de tiempo concreto. Gracias a esta autoridad se               
consigue la irrefutabilidad de los datos, con lo cual, hace del sistema, un sistema más               
seguro en términos informáticos.  
 
5.1.2.8.- Entidad final 
Por entidad final, se entiende al organismo, individuo o sujeto que dispone de un              
certificado con sus propias claves para hacer uso de la infraestructura de clave pública o               
PKI. Por claves entendemos la pública, visible por todo el mundo y la privada que sólo el                 
organismo o sujeto conoce. El uso de la PKI ya puede ser para firmar un certificado,                
validarlo, etc.  
 
5.1.2.9.- Estándares de criptografía de clave pública  
Los estándares de criptografía de clave pública o PKCS (​Public-Key Cryptography           
Standards​) definen los formatos que deben tener los datos o la información que esté de una                
manera u otra ligada con la infraestructura de clave pública. A continuación se muestra una               
tabla con los estándares más usados y una breve explicación de qué define cada uno [5]. 
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 PKCS#1 Estándar criptográfico RSA. Define el formato del cifrado RSA. 
PKCS#3 Un protocolo criptográfico que permite a dos partes sin conocimiento previo una 
de la otra establecer conjuntamente una clave secreta compartida, utilizando un 
canal de comunicaciones inseguro. 
PKCS#5 Recomendaciones para la implementación de criptografía basada en 
contraseñas, que cubren las funciones de derivación de claves, esquemas de 
encriptación, esquemas de autenticación de mensajes, y la sintaxis ASN.1 que 
identifica las técnicas. 
PKCS#6 Define extensiones a la antigua especificación de certificados X.509 versión 1. 
La versión 3 del mismo lo dejó obsoleto. 
PKCS#7 Usado para firmar y/o cifrar mensajes en PKI. También usado para la 
diseminación de certificados. El formato es recursivo y por lo tanto admite firmas 
sobre contenidos ya firmados. 
PKCS#8 Estándar sobre la sintaxis de la información de clave privada. 
PKCS#9 Tipos de atributos seleccionados. 
PKCS#10 Formato de los mensajes enviados a una Autoridad de certificación para solicitar 
la certificación de una clave pública. 
PKCS#11 Define un API genérico de acceso a dispositivos criptográficos. 
PKCS#12 Define un formato de fichero usado comúnmente para almacenar claves 
privadas con su certificado de clave pública protegido mediante clave simétrica. 
PKCS#15 Define un estándar que permite a los usuarios de dispositivo criptográficos 
identificarse con aplicaciones independientemente de la implementación del 
PKCS#11. 
Tabla 1. Estándares de criptografía de clave pública  
Una vez entendidos y asimilado los componentes de una infraestructura de clave            
pública, vemos que uno de los conceptos más fuertes e importantes es el de firma digital.                
En la siguiente sección profundizaremos en ese tema que nos hará entender un poco más               
la importancia que tiene de cara al desarrollo del proyecto. 
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 5.1.3.- Firma digital 
El proceso de firma digital es muy parecido al de firmar un documento por escrito. En                
el último caso coges un bolígrafo y pones tu firma, por ejemplo. En el caso digital pasa algo                  
parecido pero en vez de un bolígrafo físico se usa un proceso diferente que a continuación                
se explica. Partimos de un mensaje M que queremos enviar: 
 
● El emisor calcula el ​hash​* del mensaje M y lo cifra con su clave privada. 
● El emisor envía el mensaje M junto con la firma del hash al receptor. 
● El receptor, a través de la clave pública del emisor, descifra el hash que ha recibido                
cifrado. 
● El receptor, una vez descifrado, obtiene un hash.  
● A continuación el receptor calcula el hash del mensaje M y si coincide con el hash                
obtenido al descifrar, se considera el mensaje como auténtico. Si no, significa que ha              
sido alterado. 
 
Figura 5. Proceso de firma digital. 
 
 
 
 
 
 
*Los hash o funciones de resumen son algoritmos que consiguen crear a partir de una entrada una salida                  
alfanumérica de longitud normalmente fija que representa un resumen de toda la información que se le ha dado                  
[6]. 
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 5.1.3.1.- Tipos de firma 
Como hemos visto anteriormente, un certificado se firma digitalmente por una           
entidad o persona. Ahora bien, hay diferentes maneras o formas de hacer el proceso de               
firmado, donde básicamente, se relaciona la ubicación de la firma con la de los datos. A                
continuación veremos los principales tipos de firma: 
 
● Firma separada (detached): ​El contenedor de la firma digital o firmas digitales no             
incluye el archivo de datos que se ha firmado. 
● Firma envolvente (enveloping): ​El contenedor de la firma digital o firmas digitales            
incluye el archivo de datos que se ha firmado. 
● Firma incrustada (enveloped): ​El valor de la firma está incluido en el archivo que              
contiene los datos firmados. 
 
Figura 6. TIpos de firma digital. 
 
Una vez vistos los principales tipos de firma, cabe recalcar que existen también las              
multifirmas, donde la información se firma por más de una entidad o persona. En este tipo                
de firmas, cuando cada entidad sólo firma los datos, hablamos de ​firma en paralelo​. En               
cambio, si cada entidad firma los documentos firmados por las entidades anteriores            
(excepto la primera entidad que no tendrá firma anterior), se dice que es una ​firma en                
serie.  
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 5.1.3.2.- Formatos de firma 
 
Cuando nos disponemos a firmar un documento o certificado tenemos varias           
opciones, y es que existen diferentes formatos de firmas que a continuación veremos. 
 
CMS/PKCS#7, Cryptographic Message Syntax 
Como hemos visto anteriormente, el PKCS#7 define la sintaxis general para           
contenedores, donde se asocia un contenido con un tipo de contenido. Hay seis tipos de               
contenido: el contenido firmado, el cifrado sobre digital (​enveloped​), el cifrado (​encrypted​), el             
hash, el formado y cifrado, y por último, el no interpretado. A continuación se puede ver un                 
ejemplo de uso: 
  
contentInfo::=SEQUENCE { 
contentType ContentType, 
content [0] EXPLICIT ANY DEFINED BY contentType OPTIONAL} 
ContentType::= ObjectIdentifier 
 
Sin embargo, el CMS es un estándar de IETF que se basa en PKCS#7. Aunque               
tienen el mismo propósito, no son compatibles, y a su vez, el CMS, se usa también para                 
firmar digitalmente. Hay que decir que se puede usar para hacer muchas otras cosas, sin               
embargo, para la realización del proyecto no se necesita detallar más. 
 
XML-Dsig, XML Digital Signature 
El formato de firma XMLdSig representa un mecanismo genérico de firmar contenido            
XML, aunque soporte firmar otro tipo de datos. Es más extensible que el PKCS#7. Este               
formato permite hacer los tres tipos de firmas vistos previamente (separada, envolvente e             
incrustada). El formato tiene como nodos los elementos de la siguiente tabla: 
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SignedInfo: Especifica qué se ha firmado y con qué algoritmo. 
SignatureMethod El algoritmo que firma. 
CanonicalizationMethod El algoritmo de canonicalización*. 
Reference Las URI de los elementos que se han firmado. 
Transforms Las transformaciones antes de calcular el hash. 
DigestMethod El algoritmo usado para calcular el hash. 
DigestValue  El hash resultante. 
SignatureValue  El Base64* de la firma. 
Tabla 2. Formato XMLDsig, XML Digital Signature  
 
XAdES, XML Advanced Electronic Signature 
Este formato de firma extiende el definido por XMLDsig, el objetivo es ofrecer             
mecanismos robustos que garanticen la validez de la firma a largo plazo. Los más              
importantes son los siguientes: 
● XAdES-BES​: Exige que la firma incluya el certificado del firmante. 
● XAdES-EPES​: Exige que la firma incluye la política de firma. 
● XAdES-T​: Incluye un sello de tiempo asociado a la firma. 
● XAdES-C​: Añade a XAdES-T referencias completas de los certificados de CA y de             
los datos de revocación utilizados en la verificación de la firma. 
● XAdES-A​: Permite poner sellos de tiempo periódicamente para así mantener válida           
la firma indefinidamente y tener firmas longevas. 
 
 
 
 
 
 
*El algoritmo de canonicalización es el proceso por el que se estandariza el contenido de un documento XML. 
*El base64 es la codificación de unos datos binarios en caracteres alfanuméricos para permitir su transmisión 
por la red.  
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 S/MIME, Secure / Multipurpose Internet Mail Extension 
Es un estándar para criptografía de clave pública y firmado de correo electrónico             
encapsulado en MIME. S/MIME provee los siguientes servicios de seguridad criptográfica           
para aplicaciones de mensajería electrónica: 
 
● Autenticación, integridad y no repudio (mediante el uso de firma digital) 
● Privacidad y seguridad de los datos (mediante el uso de cifrado) 
 
PAdES, PDF Advanced Electronic Signatures 
El estándar PAdES perfila el soporte para firmas digitales del formato PDF con la              
finalidad de poder incluir firmas electrónicas avanzadas en los documentos PDF.  
 
Resumen de características de tipos de firma 
A continuación se muestra un resumen de los tipos de firmas y los formatos de firma                
que existen para saber qué formatos son aplicables a cada tipo de firma. 
 
Tipos de firma Formatos soportados Serie Paralelo 
Separada XML, S/MIME, 
PKCS#7/CMS 
Sólo XML Si el contenedor lo 
permite 
Envolvente XML, S/MIME, 
PKCS#7/CMS 
Si el contenedor lo 
permite 
Si el contenedor lo 
permite 
Incrustada XML, PDF Si el contenedor lo 
permite 
Nunca en PDF 
Tabla 3. Características de tipos de firma. 
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 5.1.4.- Cifrado 
Por último, para cerrar la breve introducción a la seguridad informática hablaremos            
del proceso de cifrado de información. Como se ha visto anteriormente, el cifrado de los               
datos es un proceso crucial para garantizar la integridad de los datos, donde sólo el usuario                
receptor de esos datos sea capaz de procesar esa información. Para poderlo garantizar,             
existen unos pasos a seguir: 
 
● El emisor consigue la clave pública del receptor y cifra los datos con dicha clave. 
● El emisor envía los datos cifrados. 
● Una vez recibido el mensaje, el receptor descifra los datos con su clave pública. 
Hasta aquí la introducción a la seguridad informática. Hemos visto de qué se trata,              
los fundamentos básicos de la criptografía y de las infraestructuras de clave pública.             
Además, hemos repasado el concepto de firma digital y, por último, el de cifrado.  
En la siguiente sección hablaremos del concepto de aplicación web, que al fin y al               
cabo, es uno de los principales objetivos a alcanzar del proyecto a nivel de desarrollo.               
Veremos qué papel juega en nuestro proyecto, cuáles son sus principales características y             
qué tecnologías las rodean. 
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 5.2.- Aplicaciones Web 
Por aplicación web entendemos cualquier aplicación que se accede a través de            
internet o intranet. Dichas aplicaciones están alojadas en un servidor y son ejecutadas             
(parcialmente) por el navegador de la máquina local. Por tanto, es una aplicación ​software              
que se codifica en un lenguaje soportado por los navegadores web en la que se confía la                 
ejecución al navegador. Las aplicaciones web son populares debido a lo práctico del             
navegador web como cliente ligero, a la independencia del sistema operativo, así como a la               
facilidad para actualizar y mantener aplicaciones web sin distribuir e instalar software a             
miles de usuarios potenciales. Estas aplicaciones suelen seguir una arquitectura de tres            
capas (Dominio - Vista - Controlador). Debido al objetivo de este proyecto, lo que nos               
interesa más es la parte del cliente que es la que afecta directamente a la creación del                 
front-end de la autoridad de registro. En esencia, la parte del cliente contiene buena parte               
de la capa de presentación. Como hemos visto, el código de cliente se ejecuta en el                
navegador y suele estar rodeado de las tecnologías HTML, CSS y Javascript. En este              
proyecto en particular, se usa una librería de Javascript llamada React. El lenguaje de              
programación de esta librería sigue la sintaxis de una extensión de Javascript llamada JSX,              
la cual combina los lenguajes Javascript y XML. En futuras secciones se hablará más a               
fondo de las tecnologías usadas para la parte del cliente de nuestra aplicación web. 
 
Por otra parte, la parte del servidor es la que contiene la capa de dominio, datos y                 
parte de la presentación. Como hemos visto anteriormente, la parte del servidor no es el               
principal objetivo de este proyecto, y por eso, no entraremos más en detalle.  
 
5.2.1.- Rich Internet Applications 
Yendo años atrás, cuando pensamos en el concepto de página web no tenemos             
para nada el concepto del de hoy en día. En los inicios de ​Internet​, la interacción del usuario                  
con la web se basaba en una relación muy simple entre el usuario y la web, donde había                  
escasez de elementos. Además, cada vez que el usuario hacía una petición a la web, esta                
tenía que recargarse por completo otra vez. Ahora bien, las aplicaciones web de hoy en día                
tienen un diseño gráfico espectacular además de una posibilidad de contenido de            
información que era impensable años atrás. Después de varios años, se introdujo en la web               
el concepto de aplicación de escritorio.  
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 Su primer y fundamental avance es el aumento de la interactividad con el usuario.              
Esto se consigue gracias a la diversidad de elementos incorporados que sólo estaban             
disponibles en entornos de escritorio. El segundo avance es el aumento de la velocidad de               
respuesta de la aplicación web. Gracias a esto, es posible conseguir una respuesta             
inmediata a las acciones del usuario sin necesidad de tener que descargar toda la página               
otra vez. Todos estos conceptos hacen de nuestra aplicación web una aplicación de internet              
rica o RIA (Rich Internet Application). 
 
No cabe duda que este tipo de aplicaciones, pueden mejorar sustancialmente la            
experiencia de usuario en la web. Sin embargo, existen como mínimo dos aspectos que              
conviene tener en cuenta: 
 
● Usabilidad​. El modelo de interacción en las páginas convencionales es          
extremadamente simple pero también extremadamente claro. En las RIA, los          
desarrolladores pueden crear, utilizar y personalizar nuevos elementos de         
interacción que permiten crear interfaces absolutamente complejas que, en algunos          
casos, más que ayudar al usuario, pueden provocar confusión y dudas sobre su uso. 
● Accesibilidad Web​. En muchas ocasiones, los avances de la tecnología          
representan una amenaza para la accesibilidad web. Actualmente, en lo que se            
refiere a las páginas convencionales, la accesibilidad web ha tenido un recorrido de             
más de una década y se puede decir que no existe ninguna razón técnica que               
justifique la no accesibilidad. Un recorrido que, desgraciadamente, no es suficiente           
para dotar de accesibilidad a todos los cambios que han venido de la mano de las                
RIA. 
 
 
   Figura 7. Características principales de las RIA. 
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En la siguiente sección veremos la integración de un nuevo concepto que acabará             
de definir la aplicación web en concreto que deseamos desarrollar para este proyecto. Este              
concepto es el de aplicación de página única o SPA (​Single Page Application​). 
 
5.2.2.- Aplicaciones de página única 
Las aplicaciones de página única son aplicaciones web donde la mayoría de            
interacciones están manejadas en la parte del cliente sin la necesidad de tener que              
contactar con el servidor, dando fluidez a la experiencia de usuario. En las SPA, aunque se                
pueda tener la percepción de estar navegando por páginas separadas en la aplicación, la              
página no se recarga en ningún punto del proceso ni se transfiere a otra página. Por tanto,                 
las SPA son aplicaciones web que contienen todo su código HTML en una única página [7]. 
  
Las SPA ofrecen muchísimas ventajas. Por ejemplo, da una experiencia de           
aplicación nativa al usuario con características tales como la opción de ir atrás o adelante,               
habilidad para ir offline, carga dinámica de datos de la parte del servidor, manejo con               
servicios web Rest, transición fluida entre estados de página y una interacción más rica              
entre los componentes de la interfaz del usuario. Gracias a todas estas características, con              
las SPAs eliminamos por completo uno de los principales cuellos de botella: el problema de               
la latencia. Así podemos conseguir que la aplicación web alcance la velocidad de cualquier              
aplicación nativa en lo que se refiere al tiempo de espera al cambiar de vistas. Esto se                 
aprecia notablemente sea cual sea el dispositivo. A su vez, podemos ahorrar mucho ancho              
de banda y tiempo de proceso de cálculo (en servidor y cliente) si gestionamos el estado de                 
la aplicación desde el cliente con una SPA. Por ejemplo, la SPA de cualquier aplicación               
podría mantener un estado interno en memoria y al cambiar de vista no tendría que               
transferir constantemente esa información en el servidor.  
 
Por lo que concierne a las tecnologías de las SPA, encontramos muchísimas            
librerías o frameworks que ayudan a construir una. La mayoría son de código abierto y               
hechas en Javascript. Entre ellas podemos destacar AngularJs, Ember, Aurelia, Vue, Cycle,            
Backbone y React. Esta última librería ha sido la escogida para realizar el proyecto y es por                 
eso que en secciones posteriores se le dedicará un tiempo para entender cómo funciona,              
por qué se ha escogido y qué ventajas nos presenta respecto a otros frameworks o librerías. 
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 Para cerrar esta sección, haremos un pequeño sumatorio de qué hemos visto.            
Hemos empezado explicando qué es una aplicación web, en que se basa y de qué surge.                
Seguidamente hemos explicado la diferencia entre una aplicación web normal y una rica o              
RIA. Por último, hemos visto un caso particular de aplicaciones web donde sólo hay una               
página en toda la aplicación llamada SPA. En la siguiente sección veremos qué protocolos y               
estándares se utilizan para el intercambio de datos en una aplicación web así como qué               
arquitectura sigue, entre otras cosas. En esencia, todo lo que engloba a los servicios web.  
 
5.3.- Servicios Web 
El diseño del software tiende a ser cada vez más modular. Las aplicaciones se              
componen de una serie de componentes (servicios) reutilizables, que pueden encontrarse           
distribuidos a lo largo de una serie de máquinas conectadas en red. Los servicios web nos                
permitirán distribuir nuestra aplicación a través de Internet, pudiendo una aplicación utilizar            
los servicios ofrecidos por cualquier servidor conectado a ​Internet​. La cuestión clave cuando             
hablamos de servicios web es la interoperabilidad entre las aplicaciones. 
Un Servicio Web es un componente accesible mediante protocolos web estándar,           
utilizando XML, por ejemplo, para el intercambio de información. Normalmente nos           
referimos con servicio web a una colección de métodos a los que podemos llamar desde               
cualquier lugar de Internet o de nuestra intranet, siendo este mecanismo de invocación             
totalmente independiente de la plataforma que utilicemos y del lenguaje de programación en             
el que se haya implementado internamente el servicio. Cuando conectamos con un servidor             
web desde nuestro navegador, el servidor nos devuelve la página web solicitada, que es un               
documento que se mostrará en el navegador para que lo visualice el usuario. Los servicios               
web son componentes de aplicaciones distribuidas que están disponibles de forma externa.            
Se pueden utilizar para integrar aplicaciones escritas en diferentes lenguajes y que se             
ejecutan en plataformas diferentes. Son independientes de lenguaje y de la plataforma            
gracias a que los vendedores han admitido estándares comunes de servicios web. El WC3              
(​World Wide Web Consortium​) define un servicio web como un sistema ​software diseñado             
para soportar interacciones máquina a máquina a través de la red. Dicho de otro modo, los                
servicios web proporcionan una forma estándar de interoperar entre aplicaciones ​software           
que se ejecutan en diferentes plataformas. Por lo tanto, su principal característica es su              
gran interoperabilidad y extensibilidad así como por proporcionar información fácilmente          
procesable por las máquinas gracias al uso de XML, por ejemplo.  
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 Un servicio web, es deseable que sea accesible mediante la web, debe poder ser              
localizado y debe contener información de sí mismo. A continuación mostraremos las            
ventajas que nos proporciona el uso de estos servicios así como qué inconvenientes tiene. 
Como bien hemos visto anteriormente, los servicios web aportan ​interoperabilidad          
entre aplicaciones independientemente de sus propiedades o lenguajes de programación.          
Otra ventaja es que estos servicios fomentan el uso de protocolos y estándares ​basados en               
texto​, que hacen más fácil acceder a su contenido y por último, permite ​combinar              
servicios localizados en lugares geogràficamente distintos y proveer servicios integrados          
fácilmente.  
Si bien hemos visto qué nos aportan los servicios web, también habría que ver qué               
desventajas tienen. Para empezar con la primera de ellas, cuando se dispone a realizar              
transacciones no se pueden comparar con los estándares abiertos de computación           
distribuida como CORBA. Otro inconveniente es que tiene un rendimiento bajo comparado            
con otros modelos de computación distribuida tales como Java RMI, Corba o DCOM. El bajo               
rendimiento es debido a la adopción de un formato basado en texto. Para acabar con las                
desventajas, es necesario que el equipo que usa el servicio web disponga de conectividad,              
ya que si no se dispone conexión el servicio no funcionará. 
5.3.1.- Arquitectura de los servicios web 
Los servicios Web presentan una arquitectura orientada a servicios o SOA (​Service            
Oriented Architecture​) que permite crear una definición abstracta de un servicio,           
proporcionar una implementación concreta de dicho servicio, publicar y localizar un servicio,            
seleccionar un instancia de un servicio, y utilizar dicho servicio con una elevada             
interoperabilidad. Es posible desacoplar la implementación del servicio web y su uso por             
parte de un cliente. También es posible desacoplar la implementación del servicio y del              
cliente. Las implementaciones concretas del servicio pueden desacoplarse a nivel de lógica            
y transporte. La siguiente figura muestra el diagrama de una arquitectura orientada a             
servicios. 
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Figura 8. Arquitectura orientada a servicios. 
 
El proveedor, primero publica el servicio en un registro público, denominado contrato. Cada             
proveedor debe decidir qué servicios mostrar, cómo gestionar la seguridad frente a la             
disponibilidad, etc. El registro público contiene el listado público de todos los contratos. Es el               
responsable de desarrollar la interfaz del servicio web, así como la implementación de los              
datos de acceso. Por último, los consumidores pueden buscar los servicios en el registro,              
consultar su descripción y invocar el servicio, dirigiéndose al proveedor de servicios. 
El gran beneficio de SOA es la agilidad que proporciona a las organizaciones que la               
usan. Las características propias de SOA permiten a las organizaciones la capacidad de             
controlar un problema de forma general, permitiendo una respuesta más rápida y eficaz y              
por tanto adaptarse de la mejor forma a los cambios. Otra de sus ventajas es la                
independencia de las plataformas e infraestructuras tecnológicas, lo que le permite           
integrarse con sistemas y aplicaciones diferentes de forma sencilla. Gracias a esta            
independencia SOA es una arquitectura flexible que permite la reutilización de las            
tecnologías existentes. 
Una vez vista la arquitectura y los principios básicos de un servicio web, en la               
siguiente sección veremos qué tipos de servicios web son lo más usados y cuáles de ellos                
haremos servir en el proyecto.  
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 5.3.2.- Tipos de servicios web 
Por lo que concierne a protocolos y estándares usados en servicios web, cabe             
destacar que existen muchos y sólo contemplaremos los que para nuestro proyecto son             
más relevantes. 
 
● XML (​Extensible Markup Language​): formato estándar para los datos que se vayan a             
intercambiar. 
● WSDL (​Web Services Description Language​): es el lenguaje de la interfaz pública            
para los servicios web. Es una descripción basada en XML de los requisitos             
funcionales necesarios para establecer una comunicación con los servicios web. 
● REST (​Representational State Transfer​): arquitectura que, haciendo uso del         
protocolo HTTP, proporciona una API que utiliza cada uno de sus métodos (GET,             
POST, PUT, DELETE) para poder realizar diferentes operaciones entre la aplicación           
que ofrece el servicio web y el cliente. 
● SOAP ​(​Simple Object Access Protocol​): es el protocolo usado para la comunicación            
con servicios web. 
● HTTP ​(​Hypertext Transfer Protocol​): es el protocolo usado para la transferencia de            
datos a través de internet. 
 
Una vez vistos de manera breve los estándares más usados, nos adentraremos un             
poco más para ver qué tipo de protocolos y estándares se usan en los servicios web. Para                 
el desarrollo de nuestro proyecto es necesario entender bien cómo funciona el protocolo             
HTTP y SOAP. Además, repasaremos los servicios web basados en Rest. 
 
5.3.1.1.- HTTP 
El Protocolo de transferencia de hipertexto HTTP (​Hypertext Transfer Protocol​) es el            
protocolo de comunicación que permite las transferencias de información en la ​World Wide             
Web desarrollado por el consorcio W3C y la IETF. Es la base de cualquier intercambio de                
datos en la web. El protocolo define la sintaxis y la semántica que utilizan los elementos                
software en arquitecturas web (clientes, servidores, proxies, etc.) para comunicarse. Puede           
estar implementado encima de cualquier otro protocolo de internet o en otras redes, dado              
que éste sólo presupone que existe una buena capa de transporte. 
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 El funcionamiento del protocolo HTTP es sencillo. Está basado en transacciones y            
en el principio de cliente-servidor: las peticiones son enviadas por una entidad: el agente del               
usuario (o un proxy a petición de uno). La mayoría de las veces el agente del usuario                 
(cliente) es un navegador web, pero podría ser cualquier otro programa. Cada petición             
individual se envía a un servidor, el cual la gestiona y responde. Entre cada petición y                
respuesta, hay varios intermediarios, normalmente denominados proxies, los cuales realizan          
distintas funciones. 
Como hemos visto anteriormente, las RIA introducen el concepto de estado y es que              
el protocolo HTTP es un protocolo sin estado, es decir, no guarda información sobre              
conexiones anteriores. Es por eso que necesitaremos de algún mecanismo que nos ayude a              
gestionar el estado de nuestra aplicación web. Este mecanismo se explica más adelante.  
Por último, destacar las características clave de este protocolo: 
● Sencillez. Pensado y desarrollado para ser leído y fácilmente interpretado           
por las personas. 
● Extensible. ​Fácil de ampliar y de experimentar con él. 
● Sin estado. ​No guarda ningún dato entre dos peticiones en la misma sesión. 
En la siguiente sección explicaremos el funcionamiento del protocolo que define           
cómo deben comunicarse dos procesos diferentes en la red, esto es SOAP. 
5.3.1.2.- SOAP 
El protocolo SOAP (​Simple Object Access Protocol​) es un protocolo estándar que            
define cómo dos objetos en diferentes procesos pueden comunicarse vía HTTP por medio             
de intercambio de datos XML. Fue creado por Microsoft y IBM, entre otros, y está regulado                
por el consorcio W3C. Este protocolo es muy usado en los servicios web. El protocolo está                
basado en XML y es un protocolo extensible, independiente y neutral (puede ser usado              
sobre cualquier protocolo de aplicación). 
 
Por lo que hace a su funcionamiento, se definen mensajes para comunicar los             
proveedores de servicios web y los consumidores. Un mensaje tiene una estructura tal             
como la siguiente figura.  
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       Figura 9. Ejemplo de un mensaje SOAP. 
 
Como podemos observar, se distinguen claramente tres partes; envelope, header y body. 
El ​envelope define un framework global que especifica qué contiene el mensaje, quién             
debería interactuar con él y si es opcional u obligatorio. El ​header ​es un mecanismo de                
extensión opcional ya que permite enviar información relativa a cómo debe ser procesado el              
mensaje. Es una herramienta para que los mensajes puedan ser enviados de la forma más               
conveniente para las aplicaciones. Por último, el ​body contiene la información relativa a la              
llamada y la respuesta. Es un elemento obligatorio. Los errores también se indican en este               
elemento a partir de un elemento ​Fault​.  
 
Por último, igual que hemos hecho en la sección anterior, destacamos las            
características claves del protocolo SOAP.  
 
● Interoperabilidad. ​Permite invocar procedimientos remotos de muchos lenguaje        
debido al XML. 
● Escalable. ​Debido al uso de una comunicación vía protocolo HTTP. 
● Implementación libre. ​Puede ser implementado utilizando cualquier lenguaje y         
ejecutado en cualquier plataforma. 
● Anonimato y autenticación. ​Es posible utilizarlo mediante usuario anónimo y          
mediante autentificación. 
● Integración con otros protocolos. ​Es posible transmitirlo mediante cualquier         
protocolo de transporte basado en texto. 
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 5.3.1.3.- REST 
La Transferencia de Estado Representacional o REST (​Representational State         
Transfer​) fue ganando amplia adopción en toda la web como una alternativa más simple a               
SOAP y a los servicios web. REST define un conjunto de principios arquitectónicos por los               
cuales se diseñan servicios web haciendo foco en los recursos del sistema, incluyendo             
cómo se accede al estado de dichos recursos y cómo se transfieren por HTTP hacia               
clientes escritos en diversos lenguajes. De hecho, REST logró un impacto tan grande en la               
web que prácticamente logró desplazar a SOAP y las interfaces basadas en WSDL por              
tener un estilo bastante más simple de usar. 
 
Este tipo de arquitectura se basa también en el principio de una comunicación             
cliente-servidor, igual que SOAP. El cliente lanza una petición al servidor, que la procesa y               
devuelve la respuesta. Las respuestas del servidor o recursos son conceptos que se             
representan mediante una dirección y representa el estado del recurso. Un servicio REST             
sigue cuatro principios de diseño importantes: 
 
● Utiliza los métodos HTTP de manera explícita​. Inicialmente fue descrita para           
usarse con HTTP aunque se puede aplicar en otro protocolos. Es por eso, que REST               
obliga a los desarrolladores usar métodos HTTP explícitamente de manera que           
resulte consistente con la definición del protocolo. Por ejemplo, se usa GET para             
obtener un recurso, POST para crear un recurso en el servidor, etc. Además, usa              
una sintaxis universal para identificar los recursos. En un sistema REST, cada            
recurso es direccionable únicamente a través de su URI. 
● No mantiene estado​. Es decir, cada petición es una transacción independiente que            
no tiene relación con cualquier solicitud anterior, de manera que la comunicación            
está compuesta por pares independientes de solicitudes (por parte del cliente) y            
respuestas (por parte del servidor).  
● Uso de URIs al estilo directorio​. Desde el punto de vista del cliente de la aplicación                
que accede a un recurso, la URI determina qué tan intuitivo va a ser el servicio                
REST, y si el servicio va a ser utilizado tal como fue pensado al momento de                
diseñarlo. Las URI de los servicios web REST deben ser intuitivas, hasta el punto de               
que sea fácil adivinarlas.  
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 ● Transfiere XML, JSON, o ambos​. Cuando se lanza una petición para obtener un             
recurso, lo que se está capturando es una “foto” del estado del recurso en ese               
momento. Una vez hecha la foto se transfiere desde el servidor hacia el cliente. Esa               
transferencia de datos puede hacerse usando diferentes lenguajes tales como XML           
o JSON. Esto minimiza el acoplamiento de datos entre el servicio y las aplicaciones              
que lo consumen, ya que permite a los clientes elegir qué formato de datos pueden               
leer. 
 
Una vez vistas las características de REST, podemos apreciar claramente que           
SOAP es un protocolo complejo y REST, es una arquitectura de diseño de servicios web               
más sencilla. No se pueden comparar directamente ya que uno es un protocolo y el otro no.                 
Así pues, ambos servicios tienen su características bien definidas; cuando se desee usar             
una aplicación de ámbito público con servicios de uso masivo es mucho mejor usar REST               
por su sencillez en la implementación y respuestas. Por otro lado, cuando queremos diseñar              
un servicio web para organismos que manejan datos complejos y se requiere de un cierto               
detalle en las respuestas del servidor, se recomienda usar SOAP. 
 
 
Figura 10. Distribución de protocolos y estilos de API’s. 
 
Como se ve en la anterior figura, a medida que transcurre el tiempo, el uso de los                 
servicios web basados en REST ha ido aumentando debido a su simplicidad. Sin embargo,              
cuando se diseñó la API que se usa en el proyecto, los desarrolladores y técnicos de                
arquitectura software optaron por usar un protocolo de llamada a un procedimiento remoto             
(XML-RPC). Este protocolo usa XML para codificar los datos y HTTP como protocolo de              
transmisión de mensajes.  
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 Es un protocolo bastante simple y se decidieron añadir funcionalidades, lo cual llegó             
a convertirse como lo que hemos visto anteriormente, SOAP. Los motivos que llevaron a los               
expertos a decantarse por un tipo de tecnología u otra los desconozco, pero sí puede ser                
debido a la recién llegada de la tecnología REST, la cual dista en unos cuantos años                
respecto a ahora.  
 
Por último, para cerrar la sección de los servicios web hablaremos de la seguridad              
que se tiene que aplicar a los servicios web.  
 
5.3.3- Seguridad 
Cuando se trata de la red, toda la información que se intercambia entre el emisor y el                 
receptor debe estar perfectamente protegida para evitar un mal uso de esta. Por eso, es               
importante tratar el tema de seguridad de los servicios web. Cuando hablamos de             
seguridad, distinguimos entre seguridad a nivel de transporte y a nivel de mensaje. 
 
A nivel de transporte 
Este tipo de seguridad se realiza mediante el protocolo HTTP, ya que es el más               
usado. Ofrece tres niveles de seguridad: 
 
● HTTP Basic​. Este mecanismo de seguridad básica consiste en autenticarse al           
servicio web. Se manda el nombre de usuario y una contraseña, codificado en             
base64 mediante el uso de HTTP headers.  
● HTTP Digest​. Este mecanismo nace del HTTP basic y pretende autenticarse           
también, pero en vez de enviar los datos de una forma “clara”, se resumen mediante               
un algoritmo hash.  
● HTTPS​. Por último, este tipo de seguridad recae en asegurar el canal por donde se               
transmite la información. El cifrado que usa para hacer el canal seguro es un cifrado               
basado en TLS (​Transport Layer Security​). 
 
 
Además de proteger el servicio web mediante el protocolo HTTP, se protegen            
también los mensajes intercambiados en la conexión. 
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 A nivel de mensaje 
Este tipo de seguridad basa su uso en situaciones donde es difícil confiar en la               
existencia de una capa de transporte segura donde se enviarán los mensajes. Este tipo de               
seguridad pretende alcanzar la identidad, integridad y autenticidad de un mensaje.  
 
Hasta ahora ya hemos visto toda la tecnología conceptual que requiere este            
proyecto antes de pensar en cualquier tipo de implementación. Ahora bien, en la siguiente              
sección hablaremos del tipo de tecnologías escogidas para implementar el proyecto           
teniendo en cuenta todos los conceptos previamente explicados. Hablaremos del porqué de            
su elección, qué ventajas tienen respecto a otras tecnologías y qué conceptos son clave              
para poder implementar la autoridad de registro híbrida usando estas tecnología           
innovadoras . 
 
5.4.- Tech Stack 
Llegados a este punto deberíamos tener una idea clara de qué queremos hacer y de               
por qué. Ahora bien, hay muchísimas herramientas que nos podrían servir para realizar este              
proyecto. Como herramientas, nos centraremos en esas tecnologías que atañen al proyecto            
y empezaremos por el ​front-end​, pues es el objetivo del proyecto. Frameworks como             
AngularJs, VueJs, EmberJs podrían servirnos para implementar una autoridad de registro.           
Ahora bien, la elección de cuál usar es crucial para la elaboración del proyecto. Dicho esto,                
ninguno de los frameworks anteriores se eligieron para crear la autoridad, sino que se usó               
React, el cual explicaremos en la siguiente sección.  
5.4.1.- React 
React es una librería Javascript de código abierto para crear interfaces de usuario             
con el objetivo de animar el desarrollo de las SPA (aplicaciones de una sola página). Fue                
creada por los ingenieros de software de Facebook. React ofrece grandes beneficios en             
rendimiento, modularidad y promueve un flujo muy claro de datos y eventos, cosa que              
facilita la planificación y desarrollo de aplicaciones complejas. [8] 
 
Antes de adentrarnos en el mundo de React, cabe señalar que es una librería              
enfocada en la visualización, es decir, en una arquitectura de capas basada en MVC              
(Modelo - Vista - Controlador), React se encargaría de la V (vista).  
 
48 
 
 Vamos a empezar a entrar en materia. Hasta ahora hemos descrito una simple             
librería de Javascript que se encarga de manipular las vistas de la aplicación, pero, qué le                
diferencia de los demás frameworks actuales? Aquí entra en juego el ​Virtual DOM​. El              
secreto de React es que implementa un DOM Virtual. Esto es que, en vez de renderizar                
todo el DOM cada vez que hay un cambio, sólo renderiza esos elementos del DOM que han                 
cambiado. Esto significa que, si en un momento dado tenemos una página con mil              
elementos y modificamos 3 de ellos, primero aplicará los cambios y luego renderizará los              
elementos que han cambiado. Si no usara el DOM Virtual, aplicaría los cambios a los               
elementos que han cambiado y renderizaría todos los elementos otra vez. Esto lo hace              
mediante una copia en memoria, donde realiza todos los cambios y después usa un              
algoritmo para comparar las propiedades de la copia en memoria con la de la versión del                
DOM. Es evidente que esto tiene una importante carga de trabajo a nivel de desarrollo pero                
luego resulta en una mejor experiencia de usuario y en un mejor rendimiento. 
 
Otro aspecto importante de React es la introducción al concepto de ​flujo de datos              
en un solo sentido​, reemplazando el flujo bidireccional usado en la mayoría de             
Frameworks. Gracias a esto, es más fácil detectar errores, pues solo hay una fuente por la                
que la información puede venir. 
 
        Figura 11. Distribución de los nodos sucios en Virtual DOM. 
 
 
Una vez vistas las dos principales características de React, es hora de ver en qué se                
basa React a nivel de desarrollo para acabar de entender el resto de ventajas que nos                
aporta. En React la unidad mínima de descomposición se denomina componente. Un            
componente es la representación de por ejemplo, un botón en la pantalla. A su vez, un                
componente podría ​ser una barra de navegación. Poniendo otros ejemplos, también podría            
ser una lista de ítems donde cada ítem es tambíen a su vez, un componente.  
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 Por lo tanto aquí observamos un patrón muy común en React. La combinación de              
distintos componentes forman una vista, y en efecto, forman la aplicación. Tarea del             
programador será decidir qué componentes hay y cómo se distribuyen. Precisamente por            
esa razón podemos hacer la distinción de componentes ​presentacionales o aquellos que            
simplemente se limitan a mostrar datos y tienen poca o nula lógica y componentes              
contenedores que tienen como propósito encapsular a otros componentes y          
proporcionarles las propiedades que necesitan, además se encargan de modificar el estado            
de la aplicación. En este punto, aparece un concepto nuevo llamado ​estado​. El estado de               
un componente es una foto de cómo los datos del componente son en un momento dado.                
La gracia de usar un estado es que, cada vez que el estado de un componente cambia, se                  
vuelve a renderizar el componente y es donde se aplica el Virtual DOM. El otro concepto                
novedoso es el de propiedad o ​props​. Una propiedad es una manera de pasar información               
o datos de un componente a otro. En esencia, es un canal de comunicación entre               
componentes, siempre de arriba abajo (del componente padre al hijo). Con estos dos             
conceptos vemos que hay un ciclo de vida para cada componente. Hay una fase donde el                
componente se crea y otra fase cuando las propiedades y el estado del componente              
cambian y cuando el componente se “desmonta”.  
 
A continuación veremos en qué puntos del ciclo de vida de un componente tenemos              
acceso a nivel de desarrollador: 
 
● ComponentWillMount​: es un método que se ejecuta antes de que el           
componente se renderice. Si en este punto le ponemos un estado al            
componente, este NO se volverá a renderizar. 
● ComponentDidMount​: es un método que se ejecuta después de que el           
componente se renderice. Si en este punto le ponemos un estado al            
componente, este SÍ se volverá a renderizar. 
 
Cuando el estado del componente cambia: 
 
● ShouldComponentUpdate​: este método se ejecutará cuando haya un        
cambio en el estado del componente y siempre antes de renderizarlo. Aquí            
se define si deseas renderizar cuando hay un cambio de estado o no.  
● ComponentWillUpdate​: este método se ejecuta siempre y cuando el método          
anterior devuelva cierto.  
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 ● ComponentDidUpdate​: este método se llama una vez se ha renderizado el           
componente.  
 
Cuando las propiedades cambian, se llaman a los mismos métodos que cuando            
cambia el estado pero con un método adicional: 
 
● ComponentWillReceiveProps​: este método sólo se ejecuta si hay        
propiedades que han cambiado y no ha sido el renderizado inicial del            
componente.  
 
Por último cuando el componente se destruye o desmonta: 
 
● ComponentWillUnmount​: este método se ejecuta antes de que el         
componente se borre del DOM. Es útil en situaciones donde queramos           
limpiar algunas operaciones.  
 
 
Figura 12. Funciones del ciclo de vida de un componente 
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 Una vez explicado el ciclo de vida de los componentes podemos destacar otra             
característica más de React, el ​hot-reloading​. Al tener las vistas asociadas a los datos, no               
necesitamos escribir código para manipular la página cuando los datos cambian. Esta parte             
en librerías sencillas es muy laboriosa de conseguir y es algo que React hace              
automáticamente. 
 
Por último, hay una característica más que me gustaría destacar y es la del              
isomorfismo​. Éste es un concepto relativamente nuevo, pero muy interesante en el            
desarrollo de aplicaciones que desean tener un buen posicionamiento en buscadores.           
Básicamente se trata de que, con un mismo código, se pueda renderizar HTML tanto en el                
servidor como en el cliente, rebajando la carga de trabajo necesaria para realizar             
aplicaciones web amigables para buscadores. Así, gracias a esta característica, una           
aplicación React es capaz de posicionarse tan bien como una aplicación web tradicional que              
renderice del lado del servidor, como es el caso de un desarrollo tradicional. 
 
Si bien hemos entendido el concepto que hay detrás de React y en qué se basa, nos                 
puede surgir una duda. Como vemos el estado es una foto hecha en ese momento de un                 
componente y una aplicación se compone de muchos componentes. Como más compleja            
es la aplicación, más componentes tendrá y más estados tendrá que tratar por separado.              
Esto requiere de una cierta complejidad a nivel de desarrollo y es bastante difícil de testear,                
pues diferentes componentes manejan su propio estado, el cual afectará al estado global de              
la aplicación. Por ese motivo existe un contenedor predecible de estado para Javascript             
llamado Redux, el cual pretende solventar este problema siguiendo una arquitectura o            
patrón. En la siguiente sección hablaremos de qué trata.  
 
5.4.2.- Redux 
Como bien hemos destacado en la parte final de la sección anterior, Redux se puede               
definir como un contenedor de estados predecibles. Es una librería basada en Flux, la cual               
nos facilita la labor de conectar fuentes de diferentes entornos de forma sencilla, eficaz y               
fácil de testear. La particularidad que añade Redux es que en vez de tener múltiples fuentes                
de datos como Flux, tiene sólo una única fuente de datos llamada ​Store​. Además, el estado                
sólo puede ser leído es decir, sólo es de lectura. La única manera de poder cambiar el                 
estado es disparando una ​Action a la Store. Vistos estos dos conceptos, sólo nos queda               
ver el último, y es que ¿cómo cambiará el estado de la aplicación? El cómo lo describen los                  
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 Reducers​, que a partir del estado anterior y una acción, calculan el siguiente estado de la                
aplicación.  
 
A continuación explicaremos con más detalle el patrón que sigue este contenedor,            
que a simple vista puede parecer complicado, pero una vez se entienden los principios              
básicos de este deja de serlo.  
 
Los 3 conceptos clave de Redux: 
 
● Una única fuente de verdad​. Todo el estado queda almacenado en un            
árbol, que en Javascript se consigue mediante un Objeto. Este objeto es la             
Store.  
 
 
        ​Figura 13. Ejemplo de una Store. 
 
● Estado sólo de lectura​. El estado sólo se puede leer para saber su             
contenido. Sin embargo mediante acciones podremos cambiar el estado de          
este. Una acción es simplemente un objeto Javascript que tiene un atributo            
type que indica el tipo de acción emitida y, en el caso de que tenga datos                
asociados, qué datos. Las acciones suelen devolverse a través de un método            
de creación de acciones. 
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          ​Figura 14. Ejemplo de una acción. 
 
● Cambios con funciones puras​. Ya que el estado no se puede modificar            
directamente si no es por medio de acciones y que el estado está             
almacenado en la store, se requiere de algo para cambiar el estado de esta.              
Esto son los reducers que son funciones puras*. El reducer simplemente           
recibe el estado anterior y una acción para calcular el siguiente estado y             
devolverlo, siempre de manera inmutable, sin modificar el estado. Es decir,           
creando una copia a partir del anterior. 
 
 
         ​Figura 15. Ejemplo de un reducer. 
 
En la figura de abajo se muestra la arquitectura que sigue Redux usando los              
conceptos clave que acabamos de explicar. Una vez vista la tecnología del ​front-end​,             
hablaremos del concepto de integración contínua. 
 
 
 
*Una función pura es simplemente una función que ante los mismos datos de entrada devuelve el mismo                 
resultado  
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              Figura 16. Arquitectura Redux. 
 
 
5.4.3.- Travis CI 
Travis es una herramienta distribuida para integración continua que se usa para 
compilar y testear proyectos software alojados en Github el cual soporta múltiples lenguajes. 
Una de las ventajas más claras de usar Travis CI es que el entorno de integración continua 
está compuesto de múltiples modos de ejecución. De este modo, podemos probar nuestras 
librerías o aplicaciones contra distintas configuraciones sin tener que tenerlas instaladas 
localmente. Tienen varias máquinas virtuales preparadas para cada combinación, pudiendo 
instalar cualquier cosa en cada una de ellas.  
 
El modo de funcionamiento es muy intuitivo, mediante un fichero de configuración de 
Travis, se puede definir qué acciones tendría que realizar el proyecto alojado en github una 
vez se ha subido el commit (es decir, en cada push). Tiene infinidad de parámetros de 
configuración (ramas, lenguaje, scripts, testing, etc) y de este modo permite una integración 
continua con otros servicios como los que ofrece Amazon, que veremos más adelante. Es 
una herramienta crucial para un buen control de un proyecto software. La idea detrás de la 
integración contínua consiste en hacer integraciones automáticas de un proyecto lo más a 
menudo posible para así poder detectar fallos cuanto antes. Por integración entendemos la 
compilación y ejecución de pruebas de todo un proyecto. 
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 A continuación, una figura que representa lo que genera Travis una vez se ha hecho 
el ​build​ del proyecto. Como se ve, todo ha ido bien. 
 
Figura 17. Ejemplo de un build en Travis. 
 
5.4.4.- Docker 
En la sección anterior hemos explicado Travis como herramienta de integración           
continua. Ahora bien, este proyecto requiere de un software desarrollado en la misma             
empresa llamado Key One, el cual explicaremos más adelante. Por este motivo, cualquier             
persona que quiera acceder a nuestro portal web (no olvidemos que es el principal objetivo               
del proyecto) deberá tener este software instalado en su máquina. Como se puede ver, este               
proceso es bastante costoso, poco escalable y aún menos, mantenible. Aquí es donde entra              
el concepto de Docker.  
 
La idea detrás de Docker es crear contenedores ligeros y portables para las             
aplicaciones software que puedan ejecutarse en cualquier máquina con Docker instalado,           
independientemente del sistema operativo que la máquina tenga por debajo, facilitando así            
también los despliegues. Es una herramienta diseñada para beneficiar tanto a           
desarrolladores, testers, como administradores de sistemas, en relación a las máquinas, a            
los entornos en sí donde se ejecutan las aplicaciones software, los procesos de despliegue,              
etc. En el caso de los desarrolladores, el uso de Docker hace que puedan centrarse en                
desarrollar su código sin preocuparse de si dicho código funcionará en la máquina en la que                
se ejecutará.  
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 Por eso Docker también es muy bueno para el testing, para tener entornos de              
pruebas. Por un lado, es muy sencillo crear y borrar un contenedor, además de que son                
muy ligeros, por lo que podemos ejecutar varios contenedores en una misma máquina             
(donde dicho contenedor tendría el entorno de nuestra aplicación: base de datos, servidor,             
librerías…). Por otro, un mismo contenedor funcionará en cualquier máquina Linux: un            
portátil, el ordenador de tu casa, máquinas alojadas en Amazon, tu propio servidor… 
 
El concepto es algo similar al de una máquina virtual, pero un contenedor no es lo                
mismo que una máquina virtual. Un contenedor es más ligero, ya que mientras que a una                
máquina virtual necesitas instalarle un sistema operativo para funcionar, un contenedor de            
Docker funciona utilizando el sistema operativo que tiene la máquina en la que se ejecuta el                
contenedor. 
 
Gracias a esta herramienta solventamos el problema de que cada persona que            
quiera usar nuestro portal web tenga el ​software instalado en su propia máquina. Ahora              
bien, sí que necesitaría tener docker para usar la aplicación. No obstante, gracias a los               
servicios que explicaremos a continuación el usuario final no tendrá que saber nada de              
Docker ni de ningún servicio ya que este estará usándose en la nube o ​cloud​. 
 
5.4.5.- Amazon Web Services 
En esta sección se pretende cerrar la última de todas las tecnologías y conceptos 
que usaremos en este proyecto software, y básicamente, es el principal servicio para 
desplegar la aplicación web. Debido a la enorme dimensión de los servicios de Amazon, 
sólo explicaré aquellos que he usado en el proyecto y de una manera breve para hacernos 
una idea de cómo funciona.  
 
Amazon Web Services (AWS abreviado) es una colección de servicios de 
computación en la nube (también llamados servicios web) que en conjunto forman una 
plataforma de computación en la nube, ofrecidas a través de Internet por Amazon. Como ya 
he dicho, hay una gran variedad de servicios web, pero nosotros nos centraremos 
exclusivamente en los siguientes: 
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 - Amazon EC2​. ​Amazon Elastic Compute Cloud ​(​Amazon EC2​) permite a los 
usuarios alquilar computadores virtuales en los cuales poder ejecutar sus 
propias aplicaciones. Este tipo de servicio supone un cambio en el modelo 
informático al proporcionar capacidad informática con tamaño modificable en 
la nube, pagando por la capacidad utilizada. En lugar de comprar o alquilar 
un determinado procesador para utilizarlo varios meses o años, en EC2 se 
alquila la capacidad por horas. Gracias a este servicio, podremos tener la 
aplicación corriendo dentro de la máquina EC2 (la cual necesitará tener 
docker instalado) y por lo tanto, cualquier usuario podrá conectarse a nuestro 
portal web y usarlo sin tener nada instalado en su máquina.  
- Amazon S3.​ ​Amazon S3​ es un servicio de almacenamiento de objetos 
creado para almacenar y recuperar cualquier volumen de datos desde 
cualquier ubicación: sitios web y aplicaciones móviles, aplicaciones 
corporativas y datos de sensores o dispositivos IoT. Está diseñado para 
ofrecer una durabilidad del 99,999999999% y almacena datos para millones 
de aplicaciones utilizadas por líderes de mercados de todas las industrias. 
- Amazon Cloudfront. ​Amazon CloudFront​ es un servicio de red de entrega 
de contenido (CDN) global que proporciona datos, vídeos, aplicaciones y API 
de forma segura a sus espectadores con baja latencia y altas velocidades de 
transferencia. CloudFront se integra con AWS, tanto con ubicaciones físicas 
conectadas directamente a la infraestructura global de AWS como con 
software que funciona a la perfección con los servicios, incluidos Amazon S3, 
o Amazon EC2 como orígenes de su aplicación. 
- Amazon RDS. ​Con ​Amazon Relational Database Service​ (​Amazon RDS​), es 
sencillo configurar, utilizar y escalar una base de datos relacional en la nube. 
Proporciona capacidad rentable y escalable a la par que automatiza las 
arduas tareas administrativas como el aprovisionamiento de hardware, la 
configuración de bases de datos, los parches y los backups. 
 
Estos cinco servicios que ofrece Amazon son los que he usado para hacer el 
despliegue de mi aplicación web. En la sección de desarrollo del proyecto, en concreto en la 
fase de despliegue, se explicará cómo se han comunicado todos estos servicios para mi 
proyecto. Por ahora, es suficiente con entender qué hacen todos y cada uno de ellos.  
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 5.5.- Producto de Safelayer: Key One 
 
En esta sección vamos a ver qué producto de la empresa estamos usando para 
gestionar el ciclo de vida de los certificados, el cual nos permite registrar diferentes tipos de 
usuarios, aprobar o denegar peticiones de certificado, emitir certificados así como 
revocarlos, suspenderlos y habilitarlos. El producto se denomina ​Key One​. En concreto de 
este producto usamos el componente que aporta las funcionalidades de una Autoridad de 
Registro y los de una Autoridad de Certificación. A continuación explicaremos con un poco 
más de detalle estos dos componentes que nos ofrece Safelayer. 
5.5.1.- KeyOne CA 
Este componente de la solución KeyOne para Infraestructuras de Clave Pública 
(PKI) aporta las funciones de Autoridad de Certificación (CA). KeyOne CA está diseñada 
para: 
● Despliegues de Infraestructuras de Clave Pública gubernamentales, 
prestadores de servicios de certificación y para entornos corporativos. 
● Gestionar certificados digitales de usuario en dispositivos móviles, servidor 
centralizado o tarjetas inteligentes. 
● Proporcionar certificados digitales para servidores, aplicaciones y dispositivos 
de comunicación que requieran autenticación, firma y cifrado de datos. 
● Soportar los estándares de integración incluyendo interfaces ​REST/JSON​ y 
SOAP/XML​, simplificando los costes de integración y mantenimiento. 
 
5.5.2.- KeyOne XRA 
Este componente de la solución de KeyOne para Infraestructuras de Clave Pública 
(PKI) aporta las funciones de una Autoridad de Registro (RA). KeyOne XRA está diseñado 
para: 
● Aportar un sistema de registro de usuarios y gestionar el ciclo de vida de sus 
certificados digitales interactuando con KeyOne CA.  
● Gestionar todo el ciclo de vida de los certificados para servicios y aplicaciones de la 
PKI que requieren autenticación, firma y/o cifrado de datos. 
● Soportar la gestión de certificados digitales de un conjunto amplio de dispositivos y 
plataformas de usuario.  
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 ● Soportar un conjunto completo de mecanismos de registro, tanto presenciales como 
remotos, simplificando el despliegue de la PKI. 
● Permitir la integración del sistema de registro en los procesos corporativos mediante 
interfaces estándares REST/JSON y SOAP/XML. 
 
A continuación se muestra una figura con la arquitectura de estos dos productos. 
Comentar que, como se ve en la figura, hay otro producto (KeyOne VA) pero no se ha 
entrado en detalle en este porque no se ha usado para mi proyecto. Sin embargo, se puede 
deducir que es un componente que aporta las funcionalidades de una Autoridad de 
Validación de certificados. 
Figura 18. Arquitectura KeyOne (XRA  y CA). 
 
 
5.6.- Conocimientos aplicados 
5.6.1.- Integración de conocimientos 
Este proyecto, a diferencia de otros proyectos de carácter más académico, pretende 
a través de múltiples tecnologías maduras dar solución a un problema. Para hacer esto 
posible es importante que estas tecnologías se integren en un único sistema. En este 
proyecto se usarán las siguientes tecnologías. Algunas de ellas han sido aprendidas en el 
ámbito universitario y otras de forma autónoma.  
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 ● Integración de conceptos de seguridad informática al ​software. 
● React & Redux, Javascript, HTML, CSS, IDE Visual Studio. 
● Jest/Enzyme (Testing). 
● Bases de datos relacionales. 
● Librerías de soporte para Web-services en JSONP-HTTP. 
● Integración Continua con Travis CI. 
● Contenerización con Docker. 
● Despliegue web usando AWS. 
● Edición gráfica con Photoshop para hacer ​mockups​. 
● Gestión de proyectos y uso de metodologías ágiles. 
 
 ​5.6.2.- Análisis de alternativas 
En los inicios del proyecto se hizo un estudio de alternativas a estas tecnologías              
donde la principal duda estaba en qué lenguaje usar para desarrollar el frontend de la               
aplicación. La parte del backend ya estaba diseñada e implementada, además, la empresa             
ya tiene productos usando los servicios cloud de Amazon y por lo tanto no había dudas a                 
nivel de despliegue de la aplicación. Asimismo, la empresa ya impartía metodologías ágiles             
desde un principio. Es por todo esto que el estudio recayó en buscar alternativas a React.  
 
Estas alternativas iban desde Angular, pasando por Vue y Ember, en este orden de              
preferencia. Aunque todos estos frameworks tienen una comunidad muy activa, React se            
posicionó como la clara pionera en los próximos años y cada vez son más los usuarios que                 
se decantan por esta tecnología. Por esto, y por la facilidad de encaje con la arquitectura                
Redux, se decidió usar esta última tecnología para desarrollar la aplicación web. Otro punto              
a favor de React es el testing.  
 
Existe muchísima documentación acerca de cómo testear tu aplicación, ya sea con            
tests unitarios o funcionales, y como es una aplicación pensada a gran escala, la parte del                
testing es igual o incluso más importante que el desarrollo en sí.  
 
Como se ha podido ver en esta sección, no había muchas alternativas en este              
proyecto, pues antes de que yo empezara a realizar el proyecto dentro de Safelayer, dicha               
empresa ya había hecho un estudio de lo que se tenía que usar y lo que no. Dicho estudio                   
es confidencial dentro de la empresa.  
61 
 
 6.- Especificación y diseño de la aplicación 
6.1.- Requisitos 
6.1.1.- Requisitos funcionales 
Se define como requisito funcional las características requeridas del sistema, o las 
funcionalidades expresadas de forma verbal. En este caso la aplicación debe: 
 
● Ser capaz de registrar usuarios. 
● Ser capaz de modificar cualquier dato de un usuario en concreto. 
● Ser capaz de mostrar todos los usuarios del sistema de una forma eficiente. 
● Ser capaz de aprobar y denegar peticiones de certificado. 
● Ser capaz de emitir certificados para un usuario dado así como de revocarlo, 
suspenderlo o habilitarlo. 
● Definir un protocolo de comunicación entre el ​frontend​ y el ​backend​. 
● Dar la posibilidad de desplegar la aplicación tanto ​on-premises ​como 
as-a-service​.  
6.1.2.- Requisitos no funcionales 
Por requisitos no funcionales se entienden aquellas exigencias que se imponen 
como restricciones a la hora de realizar la aplicación. Es decir,  un requisito que especifica 
criterios que pueden usarse para juzgar la operación de un sistema en lugar de sus 
comportamientos específicos. La aplicación por lo tanto debe: 
 
● Ser eficiente. 
● Ser usable, es decir, tener una buena experiencia de usuario. 
● Seguir unas pautas de diseño. 
● Ser altamente segura. 
● Ser estable y fácil de mantener. 
● Ser internamente modular y escalable. 
● Asegurar una alta disponibilidad y rendimiento 
● Ser automáticamente ​testeable​. 
 
Tanto los requisitos funcionales como los no funcionales se han ido debatiendo a lo 
largo del proyecto juntamente con el tutor y el director de este. 
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 6.2.- Modelo de casos de uso 
 
En esta sección veremos los casos de uso que abarca mi proyecto partiendo de los 
requisitos anteriores. Los casos de uso son: emitir certificados digital, buscar y modificar 
usuarios y, por último, revocar, habilitar y suspender certificados digitales. Comentar que 
como es un prototipo funcional, y el alcance del proyecto son 6 meses, no se han añadido 
más casos de uso. Sin embargo, una vez acabado el proyecto se deberán incluir más casos 
de uso para acabar el componente de la Autoridad de Registro.  
6.2.1.- Emitir Certificado 
Mediante este caso de uso se obtiene un certificado digital. Dado un usuario 
y una petición de certificado, se solicita dicho certificado y en caso de que sea un 
usuario válido en el sistema y la petición de certificado sea correcta, el usuario 
obtiene un certificado emitido por KeyOne CA.  
 
Usuario Sistema 
1.El usuario selecciona el servicio de 
emitir un certificado. 
 
 2. El sistema muestra un formulario con 
unos campos obligatorios que el 
usuario debe rellenar (nombre, email y 
nombre de usuario). 
3. El usuario rellena los campos del 
formulario. 
 
 4. El sistema muestra la siguiente 
pantalla del formulario, siempre y 
cuando los datos introducidos por el 
usuario sean correctos. 
5. El usuario tiene la opción de subir un 
archivo .csr (​Certificate Signing 
Reques​t) o escribir dicho archivo en un 
campo de texto.  
 
 6. El sistema procesa la petición y en 
caso de que todo sea correcto devuelve 
el certificado al usuario, descargándolo 
en el sistema del usuario. 
Tabla 4. Interacción Usuario-Sistema para emitir un certificado 
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 6.2.2.- Buscar y modificar usuarios 
Este caso de uso permite buscar cualquier usuario dentro del sistema 
(filtrando mediante el nombre de usuario o su email). Mediante la búsqueda, se 
obtiene una lista de usuarios que coinciden con los filtros aplicados. De dicha lista se 
puede seleccionar un usuario y modificar ciertos campos de este como el email, el 
nombre o el nombre de usuario así como visualizar sus detalles.  
 
Usuario Sistema 
1.El usuario selecciona el servicio de 
buscar y modificar usuarios. 
 
 2. El sistema muestra un formulario con 
unos campos para filtrar la búsqueda 
(nombre de usuario y email). 
3. El usuario rellena los campos del 
formulario para realizar el filtrado. 
 
 4. El sistema muestra una lista con los 
usuarios encontrados aplicando el filtro 
anterior. 
5. El usuario  selecciona un usuario de 
la lista y puede ver sus detalles o 
editarlo. 
 
 6. Si editas, el sistema muestra la 
siguiente pantalla del formulario la cual 
permite modificar ciertos campos del 
usuario escogido tales como su 
nombre, su email o su nombre de 
usuario.  
                                              Tabla 5. Interacción Usuario-Sistema para buscar y modificar usuarios 
 
6.2.3.- Revocar, habilitar o suspender certificado 
Este caso de uso nace de la combinación de los dos anteriores. El objetivo 
principal de este caso de uso es revocar, habilitar o suspender el certificado de un 
usuario en concreto. Para ello, mediante una búsqueda, usando el mismo filtro que 
en el caso de uso anterior, obtenemos una lista de todos los usuarios que tienen 
certificados digitales.  
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 De dicha lista se puede seleccionar un usuario y hacer una acción sobre el 
certificado, dando opción a especificar hasta qué fecha es válido el certificado. 
Además, es obligatorio introducir un campo del motivo de la revocación de ese 
certificado (en caso de revocar).  
 
Usuario Sistema 
1.El usuario selecciona el servicio de 
revocar un certificado. 
 
 2. El sistema muestra un formulario con 
unos campos para filtrar la búsqueda de 
los usuarios que tienen certificados 
(nombre de usuario y email). 
3. El usuario rellena los campos del 
formulario para realizar el filtrado. 
 
 4. El sistema muestra una lista con los 
usuarios encontrados que tienen 
certificados digitales, aplicando el filtro 
anterior. 
5. El usuario  selecciona un usuario de 
la lista y realiza una acción sobre él. 
 
 6. El sistema muestra la siguiente 
pantalla del formulario la cual obliga a 
seleccionar un motivo de revocación 
(en el caso de revocar), y 
opcionalmente, añadir una fecha de 
validez para el certificado a revocar.  
      Tabla 6. Interacción Usuario-Sistema para realizar una acción sobre un certificado  
 
 
6.3.- Diseño gráfico de los casos de uso 
 
En este apartado se mostrará los diferentes diseños que se hicieron para cada uno 
de los casos de uso. Comentar que se mostrarán ​mockups​ hechos con herramientas de 
edición de imágenes. La idea de hacer esto recae en que una vez nos pongamos a 
implementar el ​software​, podremos seguir unas pautas y guías de diseño que se establecen 
en esta sección.  
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Emitir Certificado 
Figura 19. Mockup de las pantallas para emitir un certificado. 
 
Es importante que las pantallas sean intuitivas y fáciles de usar, es decir, que la 
aplicación sea usable. Para ello se han decidido colores que contrasten bien y evitar 
sobrecargar la pantalla con muchos elementos, siempre sólo aquellos necesarios.  
 
Buscar y modificar usuarios 
   ​Figura 20. Mockup de las pantallas para modificar un usuario​. 
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 En la figura superior también podemos ver un diseño en la línea del primer caso de 
uso. Es importante seguir con la misma guía de estilo ya que la usabilidad y la lógica de la 
aplicación se verá reflejada también en estos aspectos.  
  
Revocar, habilitar o suspender certificado 
Figura 21. Mockup de las pantallas para revocar, habilitar o suspender un certificado.  
 
En este caso se ha decidido también seguir un diseño muy parecido al segundo 
caso de uso, pues son funcionalidades que quizás no tienen nada que ver pero a nivel de 
usabilidad y de diseño gráfico tienen una parte común muy clara y visible.  
 
Por último, para cerrar esta sección, comentar que todos los diseños los he hecho 
yo, siempre supervisando con el resto del equipo. Sin embargo, el objetivo es tener un 
prototipo funcional y es por eso que aunque se trate de hacer un portal web, el diseño no 
será lo más importante para cumplir los objetivos de mi proyecto. Dicho esto, si este 
proyecto sirve para poder seguir desarrollándose dentro de la empresa ya como producto 
de esta, sí que se analizará mucho más el diseño mediante expertos de interfaces de 
usuario para asegurar la usabilidad de la aplicación web.  
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 6.4.- Arquitectura 
 
Como se ha podido ir viendo a lo largo de este documento, mi proyecto se compone 
de varias tecnologías, muchas de ellas arquitectónicamente complejas. Es por eso que 
necesitamos diseñar una arquitectura acorde a las necesidades del proyecto.  
 
Dicha arquitectura deberá ser altamente escalable (debido a la enorme cantidad de 
usuarios que podrán manejar la aplicación). Además tiene que tener un buen rendimiento y 
una alta disponibilidad para cumplir con los requisitos no funcionales descritos en la sección 
de ​Requisitos​. Otro aspecto a tener en cuenta es que sea una aplicación mantenible desde 
el punto de vista ​software​. Esto debe ser así porque al ser un prototipo funcional, una vez 
acabado el proyecto se deberán ampliar las funcionalidades de la aplicación, y por eso, 
tiene que ser relativamente fácil añadir dichas funcionalidades.  
 
En esta sección se explicará la arquitectura a seguir, qué motivos nos han llevado a 
decidir dicha arquitectura, qué componentes la forman y cómo se comunican entre ellos. 
Dicha arquitectura se mostrará en distintos diagramas que se explicarán más abajo. El 
primer grupo de diagramas hace referencia a la arquitectura desde el punto de vista de un 
usuario final que quiere visualizar el contenido del portal web solamente, es decir la 
arquitectura de ​storage​ de la aplicación y el segundo grupo de diagramas pretende 
visualizar la arquitectura que hay detrás cuando el usuario además de visualizar el portal 
web, quiere interactuar con él, es decir, quiere hacer uso de los servicios de KeyOne, es 
decir, la arquitectura del servicio. Para empezar, vamos a mostrar y explicar el primer caso. 
            Figura 22. Visualización del contenido web estático. 
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 Este caso, como he comentado hace referencia a un usuario que quiere acceder al 
portal web de una forma estática, es decir, no quiere usar los servicios que esta 
proporciona. El proceso a seguir es bastante simple; el usuario pide una dirección web a 
Internet y este le devuelve el contenido del portal web que se ha desarrollado en el 
proyecto. Es un caso muy simple, ya que lo que hace posible esto es la arquitectura que 
hay detrás de todo esto, la cual se ha diseñado siguiendo los principios de Amazon Web 
Services. En el capítulo de ​Conceptos y tecnologías del proyecto​ se explicaron los 
conceptos clave para entender la arquitectura del diagrama presentado a continuación. 
 Figura 23. Arquitectura de ​storage​ de la aplicación 
 
En el diagrama anterior se muestran los conceptos clave a la hora de visualizar un 
contenido web alojado en la nube, en este caso, en Amazon Web Services. Esta 
arquitectura ha sido diseñada y pensada por el equipo que forma este proyecto donde me 
incluyo. Vamos a ver cómo funciona. Cuando los usuarios acceden a la dirección 
www.x.keyone.io, el servicio Cloudfront entra en juego, ya que se encarga de entregar el 
contenido en la red globalmente. Dicho servicio, tiene como origen el servicio de Amazon 
S3, el cual tiene un bucket que contiene todo el contenido de nuestra aplicación, es decir, lo 
que queremos mostrar. Estos dos servicios se comunican constantemente y, por lo tanto, 
gracias a la conexión de todos estos componentes el usuario final puede visualizar el portal 
web. Por último comentar que en el capítulo de ​Implementación de la aplicación​ se explicará 
cómo se ha inyectado el contenido de la aplicación dentro del ​Bucket​ del servicio de 
Amazon S3.  
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 Hasta ahora hemos visto cómo un usuario puede visualizar el portal web y qué es lo 
que hay detrás de todo eso, es decir, cómo se consigue. Ahora bien, si nos quedamos sólo 
con esto, ningún usuario puede usar los servicios de KeyOne. En esencia, no puede 
interactuar con el portal web, lo que hace que sea una aplicación estática bastante limitada. 
Aquí es donde entra en juego el segundo de los casos que hemos comentado 
anteriormente, el cual usa los servicios prestados por KeyOne. Vamos a ver en un diagrama 
qué significa esto. 
 
      ​Figura 24. Proceso para adquirir un certificado digital. 
 
 
En este caso, el usuario hace uso de todo lo que hemos visto anteriormente, pero 
además, decide interactuar con el portal web y solicitar un certificado digital (después de 
haber rellenado todos los campos necesarios para ello). En ese instante, cuando se decide 
a pulsar el botón ​Emitir Certificado​, se requiere de un servicio que nos proporciona KeyOne. 
Una vez hecha la solicitud, si todo ha ido correctamente el servicio le devuelve al usuario un 
certificado digital, emitido por KeyOne CA. Ahora bien, igual que antes, detrás de todo esto 
hay una arquitectura a tener en cuenta y a diseñar que también usa los servicios de 
Amazon. A continuación se muestra un diagrama con esta arquitectura.  
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                  Figura 25. Arquitectura del servicio KeyOne. 
 
Como podemos ver, el objetivo es muy claro; un usuario quiere obtener un 
certificado digital. Para ello, accede a la dirección correspondiente y después de rellenar los  
datos solicita el certificado y, posteriormente, lo recibe si todo ha ido bien. Parece una cosa 
bastante trivial, pero la arquitectura que hay detrás no lo es.  
 
El procedimiento empieza igual que en la arquitectura anterior. El usuario accede a 
la dirección www.x.keyone.io/enroll, y hace une petición para emitir un certificado. Es aquí 
donde actúa nuestra arquitectura. El cliente obtiene el certificado digital mediante el uso de 
una API proporcionada por la empresa. Dicha API se comunica con una base de datos 
relacional MySQL, también proporcionada por la empresa.  
 
Todo esto es posible gracias a la infraestructura que tenemos montada en Amazon. 
Para empezar, la base de datos está alojada en el servicio de Amazon RDS. Así mismo, 
KeyOne está también alojada en el servicio Amazon EC2. Por lo tanto, los componentes de 
Amazon nos proporcionan todo lo necesario para hacer servir la aplicación, y en esencia, 
todo está alojado en la nube.  
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 Lo único que hay que hacer una vez tenemos esto diseñado, es enlazar los servicios 
de Amazon que hemos diseñado en las arquitectura para que se comuniquen entre ellos y 
ya tendremos la aplicación corriendo en la nube de forma correcta. A esto hay que añadirle 
todo lo necesario para garantizar la seguridad de la aplicación y que no se puedan producir 
ataques a ningún servicio de la aplicación, ya sean ataques de inyección de datos o ataques 
para colapsar el servicio de KeyOne. Esta seguridad también nos la proporciona Amazon y 
siguiendo unas pautas de seguridad y configurarlas en Amazon obtenemos una aplicación 
sólida e inquebrantable en términos de vulnerabilidad.  
 
Por último, me gustaría explicar por qué hemos decidido usar los servicios de 
Amazon. El motivo principal es su ​escalabilidad​ y alto desempeño pues gracias al respaldo 
de la sólida infraestructura de Amazon, siempre tendremos acceso a los recursos 
informáticos y de almacenamiento. Otro motivo es la ​flexibilidad​ que nos aporta. Amazon 
nos permite seleccionar el sistema operativo, el lenguaje de programación, la plataforma de 
aplicaciones web, la base de datos, así como el resto de servicios que necesitemos. Por 
último, y no menos importante, la ​seguridad​ que nos ofrece. Amazon aplica un enfoque 
integral para proteger y reforzar nuestra infraestructura, incluidas medidas físicas, 
operativas y de ​software​. Por todos estos motivos, hemos considerado Amazon como la 
mejor opción de cara al despliegue de nuestra aplicación en el ​cloud​, que al fin y al cabo, 
era uno de los principales objetivos del proyecto. 
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 7.- Implementación de la aplicación 
 
En este capítulo de la memoria vamos a explicar el proceso de implementación de 
mi proyecto. En esencia, todo lo aprendido, estudiado y diseñado anteriormente nos tiene 
que servir de cara a hacer una buena aplicación web. Debido a que la dimensionalidad de la 
aplicación es relativamente grande, ésta se ha dividido en diferentes tareas que se han 
realizado de forma secuencial en cada iteración de trabajo de aproximadamente dos 
semanas de trabajo cada una de ellas. Cada parte de la aplicación o módulo seguirá este 
patrón de realización: diseño gráfico del caso de uso, implementación del módulo, y 
finalmente comprobación del correcto funcionamiento del módulo. Encontraremos un 
apartado destinado exclusivamente al ​testeo​ de la aplicación web, tanto a nivel unitario 
como funcional. Además, también dedicaremos un apartado en explicar cómo se ha 
desplegado la aplicación web. 
7.1.- Emitir certificado 
Como hemos visto anteriormente, este caso de uso emite un certificado digital (para 
firmar, autenticar, etc…) para un usuario en concreto. Para ello, el usuario debe introducir 
manualmente los campos descritos en la especificación de la aplicación mediante un 
formulario. Una vez rellenados los campos, el usuario tiene la opción de escoger una 
petición de certificado, ya sea en formato texto o en formato de fichero. Si todo ha ido bien, 
cuando el usuario lanza la petición para que se le emita el certificado, el sistema se lo 
devuelve.  
7.1.1.- Diseño gráfico 
El diseño para este caso de uso es simple e intuitivo. La primera pantalla que nos 
encontramos es un formulario que se encuentra dentro de un menú para poner en contexto 
al usuario. Este menú se irá repitiendo a lo largo de los casos de uso para asegurar una 
buena experiencia de usuario. Otro punto a favor es que se encuentra el nombre de la 
empresa en dicho menú. Por último comentar que los colores de las diferentes pantallas 
siguen un orden lógico y además los campos del formulario tienen validaciones tanto 
estéticas como lógicas que mejoran la experiencia del usuario. Se han seguido las pautas 
de diseño impartidas y estudiadas en el capítulo de diseño de la aplicación.  
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 No obstante, estas pautas las hemos ido acordando los integrantes del equipo, 
donde ninguno de nosotros es experto en ​User Interface Design​. Para ello se necesitará un 
experto para acabar de decidir el mejor diseño para este caso de uso.  
 
 
Figura 26. Pantallas de la funcionalidad emitir certificado.  
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 7.1.2.- Implementación 
A nivel de implementación la dificultad ha estado en la arquitectura Redux. En un 
inicio se implementaron las vistas de los formularios, sin ninguna lógica detrás, cosa que no 
resultó ser muy difícil. Para ello se usó ​Redux Form​ [10] y se crearon los componentes 
necesarios. La dificultad recayó en combinar todos estos conceptos y aplicarlos para hacer 
las peticiones HTTP correspondientes en la API. Para gestionar el estado de la aplicación 
se ha creado un estado para este caso de uso, el cual gestiona todo lo necesario para emitir 
un certificado. Esto es, los valores de los formularios en este caso.  
 
Para cambiar el estado de la aplicación se usan acciones que son recogidas por un 
reducer​ que devuelve un nuevo estado de la aplicación. Este nuevo estado depende de lo 
que nos devuelve la API en este caso. Esto significa que necesitaremos gestionar las 
llamadas asíncronas de una forma correcta. Al principio se empezó a hacer mediante 
Promises​ [11]. Pronto nos dimos cuenta que no era la forma correcta de hacerlo, pues para 
realizar una operación se necesitaban muchas llamadas encadenadas, cosa que resultó ser 
en un código poco mantenible y entendible. Aquí es cuando se decidió usar ​Redux Saga 
[12] para gestionar las llamadas asíncronas y poder controlar mejor el estado de la 
aplicación. 
 
Por último, como se ha visto en capítulos anteriores, el testeo también se ha 
integrado dentro de la implementación. Tanto a nivel unitario como a nivel funcional. El 
testeo unitario tiene como principal objetivo comprobar el correcto funcionamiento de una 
unidad de código. Por ejemplo una función o un procedimiento. Además, gracias a la 
herramienta de testeo que ofrece React, podemos permitirnos el lujo de hacer ​snapshots​ de 
ciertas partes del código como por ejemplo de los formularios. Esto nos sirve pues cada vez 
que el formulario cambie por alguna razón (añadimos un campo, modificamos un nombre, 
etc…) seremos avisados y tendremos un error en el test. En caso de ser conscientes 
podremos actualizar este ​snapshot​ y pasar el test o bien arreglarlo si se ha producido por 
algún tipo de problema. En el anexo se muestra un ejemplo de ​snapshot​. A continuación se 
muestra un trozo de código que comprueba la funcionalidad del ​submit​ del formulario.  
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 Figura 27. Testeo para la funcionalidad de emitir un certificado 
 
 
Por último, comentar que también se han hecho tests funcionales, es decir pruebas             
basadas en la ejecución, revisión y retroalimentación de las funcionalidades previamente           
diseñadas en mi aplicación. Estas pruebas se han realizado usando ​Selenium​.  
 
7.2.- Buscar y modificar usuarios 
Este caso de uso permite buscar usuarios dentro del sistema mediante un filtro, 
visualizar sus detalles y posteriormente editar algunos campos. Para ello, el usuario debe 
introducir manualmente los campos descritos en la especificación de la aplicación. Una vez 
rellenados los campos, el usuario tiene la opción de seleccionar un usuario en concreto y 
visualizar sus detalles. Además tiene la opción de editar sus campos. 
7.2.1.- Diseño gráfico 
El diseño gráfico de este caso de uso es muy similar al anterior en lo referente a los 
formularios. Se ha escogido esta forma de diseñar ya que si se siguen unas pautas de 
diseño para todas las pantallas, la experiencia final del usuario tabmień se verá aumentada. 
Comentar también que el menú también se encuentra en estas pantallas. La última pantalla 
que falta por comentar es la de la tabla de usuarios.  
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 El componente que representa la tabla fue escogido con cautela. Esto significa que 
se probaron muchos componentes antes (diferentes tipos de listas o de tablas) pero 
finalmente se optó por esta por motivos de implementación, que veremos más adelante y 
por motivos de diseño o gráficos. Como se verá a continuación, es una tabla con la 
información repartida de forma uniforme en la pantalla y no tiene elementos sobrecargados. 
Además, tiene la funcionalidad de expandir las filas al seleccionarlas, cosa que nos ayuda a 
poder representar mejor los detalles de cada usuario y nos da opción a poder colocar un 
botón para editar el usuario seleccionado. Por todos estos motivos se optó por esta tabla. 
Por último, como las demás pantallas, también tiene validaciones estéticas y lógicas, tales 
como la obligatoriedad de ciertos campos.  
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            Figura 28. Pantallas de la funcionalidad buscar y modificar usuarios. 
 
  
78 
 
 7.2.2.- Implementación 
A nivel de implementación esta vez la dificultad no ha estado en la arquitectura 
Redux​. Esto ha sido así debido a que una vez la arquitectura está montada, es fácil 
escalarla y aprovecharla para otros componentes. Simplemente hay que crear las acciones, 
reducers​ y estados correspondientes en la ​store​.  
 
Así mismo, las vistas de los formularios tampoco han tenido demasiada dificultad 
pues son muy parecidas a las del primer caso de uso. Por lo tanto ​a priori​ puede parecer 
que no ha habido dificultad en este caso de uso. Sin embargo, ha resultado ser todo lo 
contrario.  
 
El motivo que ha hecho ser este caso el más “pesado” de implementar es por el 
componente de la tabla. Como he comentado, se han probado muchos prototipos de tablas 
o listas para mostrar los usuarios. No obstante, esta no es una tabla normal con información 
estática. Más bien es una tabla que dinámica. Esto significa que va pidiendo datos a la API 
a medida que el usuario hace ​scroll​ hacia abajo. En términos de eficiencia esto es una gran 
ventaja, pues como es una base de datos que puede gestionar miles y miles de usuario, no 
interesa para nada que se muestren todos los usuarios de golpe. Para ello, la API nos 
devuelve una cantidad no muy grande de usuarios y a medida que hacemos ​scroll​ pedimos 
más. Esto se ha conseguido mediante la adición de un ​listener ​de ​scroll​ a la tabla y un 
threshold​ que en caso de sobrepasarse se piden más datos a la API.  
Figura 29. Código que gestiona el ​scroll ​de la tabla. 
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 Para la asincronía, se han integrado otra vez los conceptos de ​Redux Saga​ para 
encadenar llamadas HTTP y poderlas controlar mejor así como los de ​Redux Form​. Por 
último, en lo referente al testeo también se ha integrado dentro de la implementación. Tanto 
a nivel unitario como a nivel funcional, otra vez. A continuación se muestra un trozo de 
código que comprueba la funcionalidad del ​reducer​ de este caso de uso.  
 
Figura 30. Testeo del ​reducer ​ para modificar un usuario 
 
Por último, comentar que también se han hecho tests funcionales realizados con            
Selenium. Estos tests se conectan a la aplicación web y realizan operaciones sobre los              
distintos elementos del ​DOM​, la interacción del ​driver ​de ​Selenium y el navegador genera              
una serie de resultados que son los que comprobamos en el test. En esencia, un test                
funcional hace lo que un usuario haría con el ratón pero de una forma automática y mucho                 
más rápida. 
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 7.3.-Revocar, habilitar o suspender certificado 
El último caso de uso sería lo contrario al primer caso de uso. En este caso de uso el 
usuario podrá revocar un certificado o suspenderlo (si está emitido) o habilitarlo (si está 
suspendido). Para ello, también se dispone de un filtro para buscar al usuario 
correspondiente y otra vez se muestra una tabla como en el caso de uso anterior. La única 
diferencia a nivel funcional respecto al anterior caso de uso es que en vez de mostrar los 
detalles de cada certificado se muestran las opciones posibles para cada uno de ellos. Esto 
es revocar, habilitar o suspender.  
7.3.1.- Diseño gráfico 
El diseño gráfico de este caso de uso está en la línea de los demás. Siguiendo el 
patrón de diseño establecido, usando los colores que se han ido usando a lo largo de la 
implementación, integrando todas las pantallas dentro de un menú y siguiendo las bases de 
estilo establecidas en el componente de la tabla anterior.  
 
La única diferencia notable con el caso de uso anterior es el componente que se 
muestra cuando clicamos en un usuario. Esta vez se muestran diferentes botones que 
representan acciones a hacer sobre el certificado seleccionado. Debido a que este caso de 
uso es una extensión de los otros dos a nivel de diseño, no hay muchos más elementos a 
comentar sobre el diseño escogido. A continuación se muestra el diseño de las pantallas. 
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 Figura 31. Pantallas de la funcionalidad Revocar, habilitar o suspender certificado.  
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 7.3.2.- Implementación 
A nivel de implementación este es el último caso de uso. Por eso, podemos usar los 
distintos métodos aprendidos anteriormente y aplicarlos a este caso en concreto. Para 
implementar este módulo no se han tenido muchas complicaciones. Sin embargo, a nivel de 
llamadas HTTP este era el más costoso pues para cada tipo de acción posible por 
certificado se tuvo que implementar la correspondiente llamada a la API.  
 
El componente de la tabla de este caso de uso es el mismo que el anterior, solo 
cambian los datos que devuelve la API. De aquí la fácil reusabilidad de componentes en 
React. Otro elemento importante a comentar es que el componente que se muestra cuando 
se selecciona un usuario es variable en función del estado del certificado. Esto significa que 
si el certificado está suspendido sólo se podrá habilitar o revocar. Por contra, si el certificado 
está emitido sólo se podrá suspender o revocar. Esto se consigue gracias a las propiedades 
y estados de los componentes. A continuación se muestra cómo se ha conseguido dicho 
resultado. 
 
   ​Figura 32. Implementación del componente de acciones de un certificado. 
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 Por último, comentar que el testeo se ha seguido en la línea de los demás casos de 
uso y por eso no se muestra nada pues es código parecido que testea otras funcionalidades 
pero de la misma manera.  
 
7.4.-Testing 
Aunque anteriormente hemos hablado del ​testeo​ de los casos de uso dentro de la 
sección de implementación, he creído conveniente hacer este apartado para mostrar un 
informe de cobertura de los tests unitarios. Este informe muestra información de nuestro 
código (líneas cubiertas, fallos, porcentaje cubierto, etc…). A continuación se muestra este 
informe.  
 
Figura 33. Informe de cobertura de tests unitarios 
 
 
Como se puede apreciar en la imagen el porcentaje de cobertura es bastante 
elevado. Sin embargo, hay partes no cubiertas por distintas razones. Por escasez de tiempo 
no se ha podido testear todo, y por eso, se ha priorizado aquellas funcionalidades que son 
cruciales para el buen funcionamiento de la aplicación web. Otros tests usan ​mocks ​[13] y 
no están contemplados en el informe de cobertura. A pesar de todo esto, se puede ver un 
buen testeo realizado lo que asegura un buen funcionamiento de la aplicación.  
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 7.5.-Despliegue 
Para cerrar este apartado, me gustaría hablar un poco de cómo se ha desplegado 
este proyecto pues es uno de los objetivos principales del proyecto. Para ello intentaremos 
atar todos los cabos sueltos que explicamos en la arquitectura y se intentará poner sentido 
a todas las piezas que la conforman. 
 
Como hemos visto anteriormente, Travis CI es un intermediario entre nuestro código 
y el servicio externo donde almacenaremos la aplicación web, Amazon Web Services, todo 
esto mediante ​Github​. Con una configuración en Travis se puede automatizar el despliegue 
de la aplicación web. En mi caso tengo automatizadas ciertas ramas de ​Github​ para que 
cada vez que se produzca un ​push​ en ellas se haga un ​build​ de todo el proyecto, se pasen 
los tests y si todo ha ido correctamente, se suban los archivos generados al compilar el 
front-end​ al servicio S3 de AWS. Por lo tanto, gracias a esta configuración nos aseguramos 
el despliegue de la aplicación de una manera continua y automatizada.  
 
La otra parte de la configuración recae sobre la arquitectura en ​AWS​. Esto significa 
que una vez tengamos la aplicación en el servicio de ​S3​ de ​AWS​ se tienen que configurar 
los demás servicios para que todo funcione correctamente para cualquier cliente del mundo. 
Esto significa que se ha tenido que configurar el servicio ​Cloudfront​ para que apunte al 
bucket ​de ​S3​ que contiene la aplicación web. Una vez configurada la parte del ​storage​, se 
configuraron los demás componentes de ​AWS​. Para el servicio ​EC2​ se instaló el producto 
KeyOne​ que vimos en capítulos anteriores con la ayuda del servicio ​Docker​. Por último, en 
el servicio RDS se configuró también una base de datos MySQL con los datos necesarios. 
Gracias a la configuración y unión de todas estas piezas se consiguió tener la aplicación 
desplegada y accesible desde cualquier lugar del mundo. Eso sí, para usar los servicios  de 
KeyOne ​se requiere de un certificado digital proporcionado por la misma empresa Safelayer. 
 
Para cerrar este apartado me gustaría hacer un breve resumen de lo que hemos 
visto. Hemos empezado explicando los casos de uso a implementar, seguido de sus 
diseños e implementaciones y ​testing​ de los mismos. Seguidamente hemos visto un informe 
de cobertura de nuestro código y, por último, hemos explicado cómo se ha desplegado la 
aplicación web.  
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 8.- Metodología 
 
8.1- Metodología de trabajo 
La metodología de trabajo utilizada en la empresa para el desarrollo del proyecto es              
el desarrollo ágil de ​software​, en concreto una metodología ​Scrumban [14]. Se utilizan             
iteraciones de aproximadamente 2 semanas en las que se planifican pequeños objetivos a             
conseguir durante la iteración, se añaden nuevas funcionalidades, se realiza la corrección            
de errores de iteraciones pasadas y se genera la documentación necesaria para completar             
la memoria final del proyecto. Todo esto con el fin de tener un ​feedback constante y en                 
pequeños intervalos de tiempo.  
 
Respecto a la organización de la empresa, Safelayer dispone de diferentes equipos            
de desarrolladores en función del producto, es por eso que se ha requerido de una               
constante comunicación entre los miembros de este. Esta comunicación ha sido dada            
mediante el uso del correo interno de la empresa, ​daily-scrums y demostraciones cada dos              
semanas presentando el trabajo que cada miembro del equipo ha desarrollado. Estas han             
sido las herramientas más usadas a nivel de comunicación entre los miembros del equipo.              
Dicho esto, el resto del equipo está implementando otras funcionalidades que por ahora no              
tienen mucho que ver con el desarrollo de mi proyecto y por eso, tampoco ha hecho falta                 
una comunicación excesiva entre los diferentes miembros del equipo y yo. Para trabajar en              
el código del proyecto usamos el sistema de repositorios de código ​Git y ​Stash​. El               
programador decide si usar una herramienta gráfica de control de versiones, o como en mi               
caso, si prefiere usar el control de versiones mediante la línea de comandos.  
 
A nivel administrativo y de gestión de proyectos, se usa la famosa herramienta Jira.              
Jira sirve de apoyo para la gestión de requisitos, seguimiento del estado del proyecto y de                
errores. El ​Product Manager de la empresa asigna las tareas a hacer en cada iteración y se                 
deja constancia en Jira, donde cada programador puede ver qué tiene que hacer. Esta              
herramienta es muy importante de cara al desarrollo del proyecto, pues es la principal              
fuente de comunicación entre el director del proyecto y yo, donde en cada momento se sabe                
qué estoy haciendo. Además de Jira, como medio de documentación del proyecto usamos             
Confluence, una herramienta que sirve como soporte de documentación que ayuda a los             
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 trabajadores a saber lo que han desarrollado los demás, tanto a nivel de código, como a                
nivel de configuración, o simplemente a nivel de información.  
 
En esta herramienta, por ejemplo, se establecen los requisitos de calidad y/o            
funcionales que tiene que cumplir el proyecto. Por último, el ponente se encarga de la parte                
administrativa del proyecto y de validar que el trabajo se está realizando de forma correcta,               
respetando la normativa de formato de la UPC.  
 
8.2.- Validación del proyecto 
Para la validación del proyecto, se parte de la base de que el proyecto que estoy                
desarrollando es sólo una prueba de concepto, pues acabar el proyecto en el marco de               
tiempo establecido para el TFG es prácticamente inviable. Dicho esto, la fuente de             
validación más usada en la empresa es la de ​testing y la validación de mi proyecto, en                 
esencia, se basa en esto.  
 
Cuando hablamos de testing nos referimos a probar funcionalidades de la aplicación            
(test funcionales) y probar los módulos desarrollados por mí (test unitarios). La metodología             
que se sigue es ir programando los tests a medida que se programa la aplicación y se va                  
integrando todo al proyecto mediante el uso de diferentes ramas de git como he explicado               
en el capítulo anterior. De esta manera, mientras se realiza el proyecto, se puede ir               
validando todo lo que haya hecho hasta el momento. 
 
Además de los tests, el continuo flujo de comunicación entre el tutor y yo hace que el                 
proyecto se vaya validando a medida que se está haciendo, pues cualquier duda que me               
surge se pregunta al tutor que trabaja en la misma empresa que yo. Antes de entregar el                 
documento final, el tutor revisa la documentación con un cierto margen de tiempo para la               
posterior corrección del documento si es necesario. Comentar que, para la validación de la              
hita inicial de GEP se ha usado la guía y las rúbricas correspondientes a cada entregable                
para asegurar la correctitud de esta. Juntamente con esto, gracias a la metodología ágil              
Scrumban​, se realizan reuniones diarias donde el seguimiento y la validación del trabajo             
hecho son los puntos más importantes de estas.  
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 9.- Planificación temporal 
Esta sección es muy importante de cara a hacer un buen proyecto ya que es la que                 
hice justo después de haber hecho un análisis de mercado y haber entendido la              
problemática del proyecto. Como bien dice el título de la sección, su principal objetivo es               
planificar todas las fases del proyecto y estructurarlo en base al tiempo. Hablaremos             
también de qué desviaciones y alternativas puede sufrir y en esencia cuáles he sufrido              
durante el proyecto y de qué recursos disponemos, tanto a nivel material como humano. Por               
último se mostrará un diagrama de Gantt respecto a la planificación inicial, el cual expondrá               
el tiempo de dedicación previsto para las diferentes tareas o actividades a lo largo del               
tiempo total determinado así como el diagrama de Gantt final que ha resultado de hacer el                
proyecto. 
 
9.1.- Calendario 
La duración del proyecto tiene fecha de inicio el 4 de Septiembre del 2017 y fecha                
final el 19 de Enero del 2018. Tiene una carga de trabajo de aproximadamente 752 horas,                
donde se incluyen todas las fases del proyecto que a continuación se verán. La lectura se                
hará a finales de Enero, es por eso que la fecha final del proyecto se ha decidido acorde a                   
posibles desviaciones de este. El proyecto cuenta con mi dedicación de 40 horas             
semanales.  
 
9.2.- Fases del proyecto 
Este proyecto se ha dividido en 4 fases principales para completar su ejecución,             
todas las partes se han completado con éxito para finalizar este proyecto. Las fases en las                
que se divide este proyecto son la planificación del proyecto, análisis y diseño,             
implementación del software y por último la revisión del proyecto [15]. A continuación se              
describe con detalle las fases mencionadas anteriormente y las tareas en las que se han               
dividido estas fases. Las fases y las tareas son secuenciales en la mayoría de los casos,                
pero algunas se han realizado de forma paralela. 
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 9.2.1.- Planificación del proyecto 
Esta fase, incluye toda la documentación de GEP. Esta fase es muy importante ya              
que pretende mostrar el contexto y alcance del proyecto, la planificación inicial y la gestión               
económica inicial de este. Es por eso que para poder hacer un buen proyecto esta fase                
debe hacerse correctamente pues las siguientes fases dependen de esta. La duración de             
esta fase fue de aproximadamente dos meses, empezando el 4 de Septiembre y terminando              
el 3 de Noviembre. Comentar que, la fecha de finalización de la fase coincide con la fecha                 
de finalización de GEP, pero en esta fase ya se estuvo haciendo parte de la próxima fase de                  
forma paralela.  
9.2.2.- Análisis y diseño 
Esta fase requiere de una cierta formación y búsqueda de información de ciertas             
tecnologías. En esta fase se generó la mayoría de la documentación del proyecto. Esta              
formación va desde formación de Seguridad Informática, en concreto, de infraestructuras de            
clave pública, realizada por la empresa Safelayer, hasta un autoaprendizaje de las            
diferentes tecnologías que existen de cara a escoger la más adecuada para implementar el              
proyecto.  
 
Una vez hecho todo el análisis, se pasó al diseño del ​software​. Este diseño incluye               
los requisitos de calidad o funcionales que el proyecto debe cumplir, que se discutieron con               
el ​Product Manager del equipo. Además, esta fase también incluye todos los casos de uso               
del ​software​, la arquitectura que sigue (diagramas de arquitectura, diagramas de secuencia,            
etc) y el diseño de los gráficos correspondientes (​mockups​) de cara a la siguiente fase.  
 
De cara a la duración de esta fase, le dediqué 1 mes de trabajo aproximadamente.               
Comentar que la tarea de formación se realizó de forma paralela con la planificación del               
proyecto. Esta fase se empezó el 9 de Octubre y terminó el 9 de Noviembre. 
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 9.2.3.- Implementación del software 
Esta fase es muy importante ya que el proyecto final plasma lo que se ha hecho en                 
esta fase, pero es cierto que si las fases anteriores se realizaron correctamente, en              
principio, era cuestión de dedicarle horas a implementar el ​software​. Antes de empezar con              
el desarrollo, preparé el equipo con el entorno necesario, es decir, todo lo que concierne a                
la instalación de ​frameworks​ o librerías para agilizar el proceso de desarrollo. 
 
Una vez preparado el equipo pasé a la implementación en sí del proyecto. Como he               
comentado anteriormente, se ha seguido una metodología ágil ​Scrumban de desarrollo,           
donde en cada iteración (una o dos semanas) realicé los casos de uso correspondientes. En               
cada iteración se siguió una metodología de trabajo que se procuró seguir a lo largo del                
proyecto.  
 
Para empezar se estudió la documentación necesaria para implementar los casos de            
uso correspondientes a esa iteración. Una vez estudiada la documentación, puesto que el             
principal objetivo del proyecto era la creación de un portal web, se implementaron las vistas               
necesarias para cada caso de uso. Una vez implementadas las vistas se implementó el              
dominio del ​software​ (controladores, clases, etc).  
 
Una vez hecho el dominio se integró el dominio con la base de datos. Sin embargo,                
en el proyecto se usó una API proporcionada por la empresa y por lo tanto, no hizo falta                  
crear una base de datos y es por eso que no tiene mucho sentido hablar de la integración                  
con la capa de datos, sino más bien, integración con la API de Safelayer.  
 
Llegados a este punto sólo faltaba integrar el dominio con las vistas creadas y ya               
teníamos la implementación del ​software hecha. Puesto que es un proyecto ​software que             
pretende cubrir todos los ciclos de vida de un proyecto ​software​, el ​testing jugó un papel                
muy importante a la hora de cerrar este ciclo. Por eso, en cada iteración se realizaron los                 
tests unitarios y funcionales necesarios para poder validar los casos de uso que se estaban               
implementando. Comentar que la parte de ​testing se decidió hacer a la par que la de                
implementación, así como su posterior despliegue, puesto que entendemos que estas fases            
son parte del desarrollo de un producto ​software [16]. Esta fase se empezó el 10 de                
Noviembre y terminó el 5 de Enero, dando otra vez un margen de una semana en caso                 
necesario. 
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 9.2.4.- Revisión del proyecto 
Una vez finalizada la fase de implementación del ​software​, se realizaron las            
comprobaciones necesarias para validar que los productos se ajustaban a los objetivos            
planteados. Es por eso que se validaron todos los tests realizados, tanto funcionales como              
unitarios. Además, se revisaron posibles errores de programación “​bugs​” complejos y se            
validaron todos los posibles estados de la aplicación web. En caso de haber ​bugs se               
corrigió el ​software​ y se adaptaron los tests realizados.  
 
A su vez, se desarrolló la documentación técnica y se generó la memoria final del               
proyecto. Por último, en esta misma fase se preparó la defensa del proyecto que tiene               
prevista ser la semana del 22 de Enero de 2018. Esta fase se empezó el 8 de Enero y                   
terminó el 19 de Enero. 
 
9.3.- Desviaciones y planes alternativos 
Las posibles desviaciones que podría sufrir el proyecto eran muchas por este motivo             
solo contemplé las desviaciones que afectaban de forma directa al proyecto por parte de la               
empresa Safelayer donde trabajo. La mayor parte de desviaciones se podrían producir en la              
fase de desarrollo ya que la fase de documentación y validación estaban bien explicadas en               
varias fuentes (​Internet​, libros, cursos Online, videotutoriales…). Debido a que el único            
desarrollador en el proyecto soy yo, en la fase de desarrollo se podrían producir              
desviaciones que se pretendían solventar mediante la adición de 40 horas “extras” divididas             
a lo largo de las fases en caso necesario. En los anexos se puede ver las horas añadidas                  
en cada fase debido a contingencias del proyecto. Esto aseguraba la finalización de, al              
menos, el primer prototipo del portal web. Además, como usamos metodologías ágiles, la             
planificación fue cambiando a medida que transcurrió el proyecto.  
 
Sabiendo las fechas iniciales y finales del proyecto podemos saber la duración del             
TFG. Además, sabiendo también las fechas iniciales y finales de cada fase podemos saber              
cuántas horas se dedicaron a cada fase. Precisamente la tabla de abajo muestra estos              
datos. Para la realización del proyecto se estiman 752 horas de trabajo.. Además como la               
realización del proyecto se hace en una empresa, el TFG equivale a una dedicación mínima               
de 735 horas. Por lo tanto, con mis 752 horas de trabajo se cumplen las 735 horas de                  
dedicación para el TFG y, en esencia, las horas necesarias para realizar el proyecto. 
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 Fase Horas dedicadas 
Planificación del proyecto 344 horas En paralelo con el análisis y        
diseño durante 144 horas  
Análisis y diseño 184 horas 
Implementación del ​software 256 horas  
Revisión del proyecto 112 horas 
TOTAL 896 horas - 144 horas = 752 horas* 
Tabla 7. Horas dedicadas al proyecto. 
*El cómputo total de horas sale del total de horas dedicadas restándole las horas en las que se ha                   
trabajado en paralelo en la primera y segunda fase, es decir, las horas reales realizadas.  
 
9.4.- Recursos 
Cuando hablamos de recursos hablamos tanto de los humanos como de los            
materiales. Referente a los recursos humanos utilizados para este proyecto encontramos un            
equipo con diferentes roles. Empezando por mi posición, programador de aplicación web.            
Además contamos con un Arquitecto de ​Software y ​Technical Leader​, el cual es el director               
del proyecto. Seguidamente, el ​Product Manager que se encarga de administrar el equipo.             
Para la parte de ​testing todas las dudas que me surgen se las comento al ​Testing Leader​.                 
Asimismo, hay dos programadores de ​software más en mi equipo, cuyo trabajo se aleja del               
alcance de mi proyecto y, finalmente, un ponente de la FIB-UPC encargado de supervisar la               
realización del proyecto y de la memoria de este. Adicionalmente, ambas empresas tendrán,             
en caso de baja temporal de algún trabajador, trabajadores sustitutos para evitar posibles             
retrasos en el proyecto. 
 
Por lo que hace a los recursos materiales, dispongo de un ordenador de sobremesa              
Dell con el sistema operativo Ubuntu 16.04 LTS instalado, memoria RAM de 16GB, tarjeta              
gráfica Intel® Kabylake GT2, procesador Intel® Xeon(R) CPU E3-1245 v6 @ 3.70GHz × 8 y               
disco duro SSD de 512GB. Para generar la memoria del proyecto uso las herramientas de               
Google Drive (Google Docs, Hojas de cálculo de Google, Presentaciones de Google…). El             
entorno de programación actual que uso es el Visual Studio Code. Para la parte del diseño                
del portal web, se han usado herramientas de edición para hacer ​mockups así como la               
herramienta ​Photoshop​. 
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 Por último, de cara a la documentación del ​software he usado la herramienta de              
Confluence de Atlassian a nivel interno de la empresa Safelayer.  
 
9.5.- Diagrama de Gantt 
El diagrama de Gantt [17] es una herramienta gráfica cuyo objetivo es exponer el              
tiempo de dedicación previsto para diferentes tareas a lo largo de un tiempo total              
determinado. En los anexos se muestra el diagrama correspondiente a la planificación inicial             
del proyecto y otro para la planificación final. Las dos primeras fases tienen una parte que                
se hace en paralelo debido a la duración de GEP. Además, inicialmente se destinaron unas               
horas a posibles contingencias en cada fase y sólo se han usado en la fase de                
implementación.  
 
9.6.- Desviaciones sufridas durante el proyecto 
En este apartado pretendo mostrar qué desviaciones se han producido a lo largo del              
proyecto y cómo este se ha visto afectado respecto a la planificación inicial. Inicialmente              
todo fue según lo previsto en la planificación. Con esto quiero decir que las fases de                
planificación y análisis y diseño se hicieron según lo previsto y respetando las fechas              
impuestas según el Diagrama de ​Gantt ​inicial. Ahora bien, las mayores desviaciones se             
vinieron en la fase de implementación del ​software ​y en el ​testing​.  
 
Como bien se ha comentado en el capítulo de implementación, los problemas            
vinieron a la hora de desarrollar la tabla para mostrar los usuarios y los certificados de los                 
usuarios. Además de la tabla, también tuve problemas en implementar las llamadas            
asíncronas de una forma eficiente así como funcionalmente correcta cuando se ejecutaban            
en segundo plano. Estos dos “problemas” hicieron retrasar el proyecto y se solventaron             
dedicando más horas en la fase de implementación. 
 
En lo referente al ​testing​, los problemas surgieron al hacer pruebas funcionales            
usando ​Selenium​. El problema que tuve fue principalmente que para poder hacer las             
pruebas, se necesitaba poder automatizar la elección de un certificado digital de cliente,             
pues la API de ​KeyOne así lo requiere. Mediante ​Selenium no había manera de poder               
realizarlo y a día de hoy aún no se ha encontrado solución usando un navegador ​Chrome​.                
La solución que encontramos fue usando un navegador ​Firefox y creando un perfil             
específico para el navegador.  
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 Al arrancar el ​driver ​de ​Selenium​, se le decía qué perfil de navegador cargar y como ya                 
teníamos el certificado digital instalado dentro del perfil que creamos previamente, logramos            
solventar este problema.  
 
Una vez vistos los problemas y las desviaciones que tuvimos en el proyecto, es hora               
de ver cómo se intentó solventar todo esto y adaptarlo a la planificación del mismo. Como                
en la planificación inicial se destinaron 40 horas de trabajo a posibles contingencias y en las                
tareas y fases anteriores esas horas destinadas a contingencias no se usaron, pudimos             
solventar estos problemas sin tener que añadir más horas. Esto es así porque si se observa                
el Diagrama de ​Gantt ​inicial, en cada fase hay unas horas destinadas a contingencias.              
Ahora bien, como esas horas no se usaron en la mayoría de fases, cuando nos               
encontramos con los problemas, teníamos un margen de 40 horas de posibles            
contingencias que se usaron en la fase de implementación como se puede ver en el               
Diagrama de ​Gantt final. Por lo tanto, gracias a la planificación inicial, logré acabar el               
proyecto en el tiempo establecido según la planificación inicial. De las 40 horas destinadas a               
contingencias usé 32, como se puede ver en el Diagrama de ​Gantt final. Por lo tanto, como                 
se puede ver en los anexos, la diferencia entre la planificación inicial y la final es que las                  
horas que se habían dedicado a posibles contingencias en la planificación inicial, no están              
en el diagrama de la planificación final, exceptuando la fase de implementación. Esto hizo              
que la mayoría de fases se adelantasen unos días y sólo en la fase de implementación se                 
usaron esas 32 horas destinadas a contingencias.  
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 10.- Gestión económica  
10.1.- Identificación de los costes 
Para identificar los costes de este proyecto partimos de la empresa donde trabajo             
actualmente Safelayer. Con los datos que me han sido proporcionados he desarrollado un             
presupuesto que pretende ser o aproximarse al presupuesto real del proyecto. Para            
evaluarlo, he tenido en cuenta los siguientes elementos: 
 
Costes directos en el proyecto 
● Mano de obra del ingeniero de ​software​ y ​testers 
● Mano de obra del ​Project Manager 
● Mano de obra del ​Tech Leader 
● Herramientas de trabajo:  
○ PC DELL con Ubuntu 16.04 
○ Dos monitores DELL 1907FP 
○ Teclado y ​mouse​ DELL 
● Software​ de trabajo: 
○ Visual Studio Code  
○ Productos Atlassian  
■ Jira 
■ Confluence 
■ Bitbucket 
Costes indirectos en el proyecto 
● Consumo eléctrico de la oficina (luz, aire acondicionado) y de los           
ordenadores 
● Conexión a internet 
● Alquiler del local 
● Transporte al lugar de trabajo 
Costes de control de gestión 
● Contingencias 
● Imprevistos 
95 
 
  
10.2.- Estimación de los costes 
En la figura siguiente se muestran los salarios pertenecientes a cada rol. Estos             
salarios se basan en una aproximación del estudio de remuneración de Michael Page del              
año 2017 [18]. 
Rol Sueldo bruto (€/h) 
Ingeniero de ​Software​ (S) y ​Tester​ (T) 10  
Project Manager​ (PM) 26 
Tech Leader​ (TL) 28  
Tabla 8.  Asignación de salarios. 
 
10.2.1.- Costes directos 
● Coste recursos humanos: 
 
Fase Duración (h) Dedicación por rol Coste (€) 
Planificación del 
proyecto 
 
344  
S y T (200h)  
TL (60h) 
PM (84h) 
 
5.864  
Análisis y diseño 224  S y T (184h) 
TL (40h) 
2.960 
Implementación del 
software 
 
316 
S y T (256h) 
PM (60h) 
 
4.120 
Revisión del 
proyecto 
 
172 
S y T (112h) 
TL (20h) 
PM (40h) 
 
2.720 
TOTAL 15.664 € 
Tabla 9.  Coste de recursos humanos. 
 
A las horas dedicadas por mí (como Ingeniero de ​Software​) se le deben sumar las               
horas de dedicación que tienen los demás miembros del equipo implicados en este             
proyecto. 
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● Coste de herramientas de ​hardware​: 
 
Material Unidades Coste (​€) 
PC DELL con Ubuntu 16.04 1 1600  
Monitor DELL 1907FP 2 150  
Teclado DELL 1 35  
Mouse​ DELL 1 15 
TOTAL 1800 € 
Tabla 10.  Coste de las  herramientas de ​hardware.  
 
El coste de los recursos materiales se obtiene de realizar el cálculo de amortización              
del equipo personal, el ​hardware​ [19]: 
(Precio de compra del equipo personal / (años de amortización * días laborables al año * horas de                  
uso diario)) * Horas de uso del equipo durante el proyecto = ​(1800 / 4*230*8)) * 752 =​ ​184 € 
 
● Coste de herramientas de ​software 
 
Software Licencias Coste (€) 
Visual Studio Code 1 0  
Jira 1 42  
Confluence 1 30  
Bitbucket 1 30  
TOTAL 102 € 
Tabla 11.  Coste de las  herramientas de ​software. 
 
Los productos de Atlassian se pagan por licencia de usuario. El coste resultante por              
producto se obtiene de aplicar el coste unitario de licencia al mes por la duración del                
proyecto, que en mi caso son 6 meses. 
(Precio licencia Jira + recio licencia Bitbucket + precio licencia Confluence) * duración del proyecto =                
(7 + 5 + 5) ​€​ /mes * 6 meses = ​102 € 
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 En este trabajo se ha considerado una amortización del ​hardware de 4 años, ya              
incluida en el cálculo de costes de recursos materiales. Así mismo también el ​software              
queda amortizado, ya que Visual Studio Code es gratuito y los productos de Atlassian              
utilizados en la gestión del proyecto se usan en todos los ámbitos de la empresa para todos                 
los trabajadores. En esencia, sólo se pagan licencias por usuario. Por lo tanto tanto el coste                
de amortizaciones es ​0 €​. 
 
10.2.2.- Costes indirectos 
● Consumo eléctrico​: A partir de la factura eléctrica de la empresa se ha             
calculado un coste fijo de 0,13€/h y un coste por energía consumida de             
0,14€/KWh. Teniendo en cuenta que el equipo personal tiene un consumo de            
240 W y que las horas totales de uso son 752, el coste del consumo de                
electricidad derivado por el equipo persona es: ​(coste fijo + (coste energía            
consumida * consumo equipo))* horas de consumo = ​(0,13+ (0,14*0,240))*752 =           
123,02 € 
 
● Conexión a internet​: La cuota de acceso a Internet es de 250€/mes, por             
tanto, el coste de conexión a Internet es: ​(cuota acceso Internet/días mes/horas            
día) * horas de consumo = (250/30/24) * 752​ =​ ​261,12 € 
 
● Alquiler del local​: El coste mensual del alquiler del local es de 5000€/mes,             
calculado de un precio fijo de 20€/m2 y con un total de 250 m2 que tiene la                 
oficina. La empresa cuenta con 53 trabajadores, por tanto, el coste de alquiler             
del local para este proyecto es de: ​(coste del local / número de trabajadores /               
horas laborables al mes)* número de personas trabajando en el proyecto* horas de             
trabajo ​ = (5000/53/240) * 1  * 752 =​ ​295,6 € 
 
● Transporte al lugar de trabajo​: El coste mensual de ir al lugar de trabajo en               
mi caso son 52,75 € [20]. Este precio sale del coste de una tarjeta mensual               
de una zona de TMB. Contando que he usado una tarjeta para cada mes,              
con un total de 6 meses, el coste al lugar de trabajo es: ​precio por tarjeta *                 
meses de trabajo = 52,75 * 6 = ​316,5 € 
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 10.2.3.- Costes de control de gestión 
 
● Contingencias: ​En un principio se asignó un período de 5 días laborables en             
la planificación inicial, es decir 40 horas del proyecto para imprevistos y            
desviaciones de las tareas. Ahora bien, de esas 40 horas sólo se usaron 32.              
Estas horas se han contabilizado como una tarea en la asignación de            
recursos humanos. Este coste no se ve afectado por los recursos destinados            
a herramientas de ​software ya que las licencias de usuario se pagan            
mensualmente y dichas horas ya están incluídas dentro de la fase de            
desarrollo. Por lo tanto, el coste total de las contingencias es: ​coste de             
contingencias de ​software + coste de contingencias de recursos humanos = 0 + (32              
horas * 10 euros/hora) = ​320​ ​€​. 
 
● Imprevistos: ​Como es un proyecto ​software ​que básicamente sólo tendrá          
desviaciones en la fase de desarrollo, se decidió dedicar un 5% de la suma              
de los costes directos e indirectos para imprevistos. Se usará solo en caso             
necesario. Por lo tanto, el coste de imprevistos es: ​0.05 * (costes directos +              
costes indirectos) = 0.05 * (15.950 + 997) = ​845​ ​€​. 
Comentar que el presupuesto asignado a imprevistos y contingencias se tuvo en            
cuenta de cara a hacer una buena planificación inicial. Sin embargo, los valores económicos              
reales usados se explicarán en el siguiente apartado pues no hicieron falta todas las horas               
de contingencias o los imprevistos para acabar el proyecto. 
Por último, juntamente con el director del proyecto hemos creído conveniente usar el             
indicador de control de gestión de desviaciones en la realización de las tareas (en coste).               
Este indicador mide la desviación en coste del proyecto en función de la diferencia de coste                
del proyecto (estimado - real) proporcional a las horas de consumo real. Hemos creído              
oportuno usar este indicador porque es un proyecto ​software que si produce alguna             
desviación será en una de las tareas del proyecto a realizar y la desviación del indicador no                 
debería ser superior a los tres mil euros, acordado con el director del proyecto. 
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 10.2.4.- Coste total 
Una vez vistos los costes del proyecto, solo hay que sumar los costes directos y los                
indirectos para saber el precio total del proyecto que se estimó.  
 
Costes Concepto Precio (​€) 
 
 
 
Costes directos 
Coste recursos humanos 15.664 
Coste herramientas ​hardware 184 
Coste herramientas ​software 102 
Amortizaciones  0 
 
 
 
Costes indirectos 
Consumo eléctrico 123 
Conexión a Internet 261 
Alquiler del local 296 
Transporte  317 
 
Control de gestión 
Contingencias 400 
Imprevistos 845 
Coste Total 18.192 € +  21% IVA = 22.013 €  
Tabla 12.  Coste inicial del proyecto 
 
Por lo tanto, como se ve en la figura de arriba, el coste inicial ya incluye el impuesto                  
del valor añadido (IVA) del 21%. Sale un coste total de 22.030 euros, según la planificación                
inicial. Un precio no muy elevado teniendo en cuenta la cantidad de beneficios que puede               
generar el proyecto para la empresa si se realiza correctamente.  
 
Ahora bien, este es el coste inicial que se estimó y es prácticamente igual al coste                
final del proyecto, ya que como hemos visto a lo largo del documento, de los costes debido                 
a contingencias sólo se han usado 32 horas de las 40 destinadas al principio. Además, los                
costes destinados a imprevistos no se han usado, por lo tanto el coste total final del                
proyecto es el coste total inicial estimado (teniendo en cuenta las 32 horas dedicadas a               
contingencias en vez de las 40) menos el coste destinado a imprevistos. En esencia, sale               
un ​coste total aproximado de ​20.894 euros​, el cual es el coste final que tiene este proyecto                 
y es muy parecido al que se estimó en un principio ​(Tabla 6​). Como detalle, comentar que la                  
desviación del indicador es inferior a los tres mil euros citados más arriba. 
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 11.- Sostenibilidad y compromiso social 
 
11.1.- Matriz de sostenibilidad 
 
 PPP Vida Útil Riesgos 
Ambiental Consumo del diseño Huella ecológica Riesgos 
ambientales 
7 17 -3 
Económico Factura Plan de viabilidad Riesgos 
económicos 
7 19 -5 
Social Impacto personal Impacto social Riesgos sociales 
8 18 -4 
Rango 
Sostenibilidad 
22 54 -12 
64 
Tabla 13: Matriz de sostenibilidad 
 
 
11.2.-Evaluación de sostenibilidad 
En esta parte del informe, evaluaremos cómo afecta nuestro proyecto a las            
diferentes dimensiones de las que está compuesta la sostenibilidad. El análisis de la             
sostenibilidad del proyecto lo he hecho teniendo en cuenta el proyecto puesto en producción              
(PPP), que incluye la planificación, el desarrollo y la implantación del proyecto. La vida útil               
del proyecto, que empieza una vez implantado y acaba con su desmantelamiento. Y por              
último, los riesgos inherentes al propio proyecto durante toda su construcción, vida útil y              
desmantelamiento. Cada uno de estos factores los he dividido según su dimensión: 
 
● Dimensión económica 
● Dimensión social 
● Dimensión ambiental 
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 11.2.1.- Dimensión económica 
En el capítulo de ​Gestión Económica uno se estima el coste de los recursos              
materiales y humanos y sus implicaciones en el proyecto. Por lo que concierne a otra               
pregunta planteada en la guía del informe de sostenibilidad, es prácticamente inviable            
reparar los equipos pues saldría más a cuenta comprar de nuevos. Por último, un proyecto               
similar en menos tiempo es posible pero no sin menos recursos. Para hacerlo en menos               
tiempo haría falta más recursos humanos, que a su vez, harían aumentar el coste del               
proyecto y por tanto, habría que volver a hacer un estudio del presupuesto y una               
planificación temporal nueva para ver si saldría a cuenta o no. Además, durante la vida útil                
del proyecto estimo que no se necesitarán demasiados recursos económicos pues la            
aplicación ya estará hecha y sólo se tendrá que mantener y actualizar cada cierto tiempo.               
Únicamente se tendrán que pagar los servicios de ​Amazon Web Services​, los cuales nos              
proporcionan las herramientas necesarias para desplegar la aplicación web. Por último, un            
escenario que podría perjudicar la viabilidad del proyecto sería la caída del servicio de              
Amazon​, pues tendríamos que buscar otro proveedor de servicios en la nube. Sin embargo,              
este escenario es muy poco probable pues muchas empresas pioneras en el sector             
tecnológico también usan los servicios de ​Amazon​. 
11.2.2.- Dimensión social 
Como hemos visto anteriomente, la necesidad de realizar el proyecto nace de la             
capacidad que han tenido otras empresas (competidoras) en realizar algo muy parecido a             
este proyecto. Ahora bien, la novedad y lo que mejorará la calidad de vida de los                
consumidores de este proyecto recae en la innovación de poder gestionar diferentes PKI             
independientemente de la fuente de origen de esta en un mismo portal web. Esta              
innovación hará mucho más cómoda y fácil la gestión de las PKI y hasta ahora, no existe                 
nada igual.  
Por lo que concierne a otra pregunta del informe de sostenibilidad, como vimos en              
otro capítulo, las empresas competidoras no ofrecen esta innovación y por eso se verán              
perjudicadas por este proyecto. A nivel más personal, este proyecto me ha ayudado mucho              
de cara a enfocar mi futuro profesional y ver en qué campos del software me gustaría                
implicarme más.  
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 11.2.3.- Dimensión ambiental 
Principalmente los recursos que voy a consumir durante y después del proyecto            
serán eléctricos. Esto es debido a que el ​hardware que uso requiere de ello para su                
funcionamiento. No obstante, durante las fases iniciales y finales (planificación del proyecto,            
análisis y diseño, desarrollo de la memoria, etc) se usará bastantes hojas de papel.  
Por lo que concierne a otra pregunta de la guía de sostenibilidad, por motivos de               
privacidad de la empresa no podemos proporcionar información sobre los métodos de            
reciclaje de los componentes usados en el proyecto, pero sabemos que los componentes             
que no se pueden reutilizar finalmente son destinados a plantas de reciclaje.  
Los materiales usados para fabricar componentes electrónicos (para ordenadores         
sobremesa y/o pantallas, etc) son comunes, excepto por el coltán que es bien conocido por               
sus implicaciones éticas (explotación infantil, conflictos bélicos, malas condiciones de          
trabajo, etc) en países como la República Democrática del Congo [21]. Por último, este              
proyecto pretende reducir el coste económico y a su vez ecológico de la actividad de operar                
con diferentes PKI en un mismo servicio (portal web) en la nube, ya que se ahorra una                 
instalación para cada máquina que necesite el servicio. Así mismo, mediante el uso de              
transporte público al lugar de trabajo se contribuye positivamente a la reducción de la              
pisada ecológica. 
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 12.- Identificación de leyes y regulaciones 
 
En este capítulo se pretende mostrar aquellas leyes y regulaciones que mi proyecto             
abarca. Comentar que son leyes impartidas por la Directiva Europea y no se entrará en               
detalle en estas pues está fuera del alcance del proyecto. Sin embargo, es información útil               
de cara al proyecto y brevemente citaré dichas leyes y regulaciones y las pondré como               
referencias al final de la memoria. 
 
La familia de productos ​KeyOne implementa una solución de Infraestructura de           
Clave Pública (​PKI​), que cumple con la Directiva Europea 1999/93/CE [22] sobre firma             
electrónica y con la Regulación 910/2014 sobre identidad electrónica y servicios de            
confianza, conocida como Regulación ​eIDAS ​[23], aplicable a partir del 1 de julio de 2016.  
 
Además, la solución KeyOne ha sido diseñada para cumplir todos los requisitos de             
seguridad de los sistemas de gestión de certificado de firma electrónica especificados en             
CWA 14167-1 ​[24] y ​CEN TS 419 261​. El documento ​CWA 14167-1 es reconocido por la                
Comisión Europea como la normativa técnica para los productos de firma electrónica. El             
documento ​CEN TS 419 261 describe los requisitos de seguridad y componentes            
tecnológicos que deben cumplir los Proveedores de Servicios de Confianza que emitan            
certificados electrónicos y/o sellos de tiempo electrónicos en el marco regulatorio de ​eIDAS​. 
 
Por último, comentar que los productos KeyOne están certificados según los           
Criterios Comunes con nivel ​EAL4+ ​[25] declarando conformidad con el Perfil de Protección             
NSA/NIST Certificate Issuing and Management Components (CIMC) de nivel de seguridad           
3.  
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 13.- Conclusiones 
 
13.1.- Dificultades 
Como ya he comentado anteriormente, las principales dificultades de este proyecto           
han sido a nivel técnico en ciertas tareas de la fase de la implementación. La planificación                
inicial del proyecto era correcta y los plazos eran alcanzables. Otro factor que quizás hizo               
ralentizar todo el proyecto fue el diseño. Se probaron diferentes tipos de diseño para la               
aplicación web y eso hizo atrasar un poco también la fase de implementación.  
 
A nivel técnico, como vimos en el capítulo de la ​Planificación Temporal​, los dos              
principales motivos de desviaciones fueron la implementación de una tabla de ​infinite            
scrolling y el testeo funcional de la aplicación web. El primer motivo fue un problema ya que                 
había muchas alternativas a la hora de realizar un diseño de la tabla así como de                
implementar una tabla con carga dinámica de resultados, mejorando siempre la eficiencia            
de la aplicación. Además, cuando solventamos este problema nos encontramos con otro            
que fue el del testeo funcional de la aplicación. Este problema surge de la incapacidad de la                 
herramienta de testeo funcional, ​Selenium​, de dar opción a escoger un certificado digital de              
cliente para simular las distintas funcionalidades de la aplicación. Comentar también que            
este problema en un navegador ​Chrome​, por ahora no tiene solución y es por eso que los                 
tests funcionales de la aplicación se tuvieron que hacer en un navegador ​Firefox​. 
 
Hasta aquí hemos visto las principales dificultades que nos hemos ido encontrando a             
lo largo de este proyecto de final de carrera. A continuación, veremos los diferentes              
conocimientos que he adquirido a lo largo del grado como estudiante y que me han ayudado                
a realizar este proyecto correctamente.  
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 13.2.- Integración de conocimientos 
Durante la carrera los estudiantes hemos aprendido gran multitud de conocimientos           
para, al finalizar la carrera, aplicarlos en situaciones reales. Este proyecto es un claro              
ejemplo de esto, ya que no aporta ningún tipo de conocimiento nuevo a la sociedad, sino                
que adapta e integra técnicas ya existentes para dar soluciones. Los conocimientos que se              
aplicarán son los siguientes: 
 
● HTTP/API: permite de forma simple comunicar la aplicación con un servidor externo            
a través de Internet sin la necesidad directa del uso de sockets IP/TCP. Este              
protocolo se ha dado en la asignatura de Aplicaciones y Servicios Web (ASW). 
● Creación de aplicaciones web: es el principal objetivo del proyecto. Para construir            
una aplicación web hace falta tener claros los conceptos de ​front-end y ​back-end​,              
conceptos que se han aprendido también en la asignatura de Aplicaciones y            
Servicios Web (ASW). 
● Gestión de proyectos: en todo el ciclo de vida de un proyecto software la gestión que                
se hace sobre él es muy importante. Es por eso que asignaturas como Gestión de               
Proyectos Software (GPS) nos ayudan a planificar un proyecto y gestionarlo de una             
forma correcta.  
● Desarrollo de un proyecto: es importante tener conocimientos de gestión y           
conocimientos tecnológicos. Ahora bien, también es muy importante tener fluidez          
desarrollando software y afrontando proyectos reales y de dimensión más grande.           
Es por eso que la asignatura de Proyecto de Ingeniería del ​Software (PES) nos              
prepara para encarar y desarrollar un proyecto de una forma eficaz y eficiente.  
● Testeo de aplicaciones: en todo el ciclo de vida de un proyecto ​software para              
asegurar todos los requisitos de calidad y funcionales del mismo, es muy            
recomendable hacer un testeo sobre el producto. Concepto como el de ​testing han             
sido adquiridos gracias a asignaturas como Gestión de Proyectos ​Software ​(GPS) y            
Proyecto de Ingeniería del ​Software​ (PES). 
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 ● Gestión de bases de datos: otro aspecto muy importante en una aplicación web es el               
concepto de base de datos. En concreto, cómo gestionar una base de datos muy              
grande de una forma eficiente y con un elevado rendimiento. En asignaturas como             
Diseño de Bases de Datos (DBD) se aprenden estos conceptos.  
Gracias a todos estos conocimientos aplicados ha sido posible desarrollar el           
proyecto correctamente. Por último, comentar que hay ciertos conocimientos que no han            
sido adquiridos en la universidad y se han obtenido gracias a la formación dentro de la                
empresa.  
 
13.3.- Conclusiones 
En esta sección pretendo explicar qué conclusiones saco de este proyecto, así como             
intentaré explicar aquellas cosas que no se han podido conseguir y qué me ha aportado               
personalmente el hecho de hacer este proyecto dentro de una empresa. Para estructurarlo,             
empezaré explicando qué cosas se han conseguido y qué cosas no, así como la pertinente               
explicación de por qué no se han alcanzado ciertas cosas. Una vez visto si se han cumplido                 
o no los objetivos explicaré la parte más personal, es decir, qué conclusiones me llevo a                
nivel personal de este proyecto y qué cosas he aprendido. 
 
Una vez llegados a este punto, el principal objetivo del proyecto ha sido alcanzado              
con éxito, pues la creación del ​front-end de una Autoridad de Registro PKI se ha               
completado de forma satisfactoria como se puede ver a lo largo de la memoria. Además, no                
sólo se ha creado la Autoridad, sinó las funcionalidades impuestas en los objetivos también              
han sido evaluadas y desarrolladas con éxito. Entre ellas, gestionar y automatizar el ciclo de               
vida de los certificados (aprobando o denegando peticiones de certificado, publicando           
certificados y viendo o modificando el estado de estos). Además, se ha desplegado la              
aplicación ​on-premises​, es decir usando máquinas de casa de la organización así como en              
la nube usando máquinas en un proveedor como ​Amazon​. Por lo tanto, los principales              
objetivos se han cumplido satisfactoriamente. Sin embargo, hay que comentar que hay            
ciertos objetivos, menos importantes para mi TFG que no se han llegado a alcanzar debido               
al marco de tiempo establecido en este proyecto. Entre ellos, gestionar el registro de              
usuarios mediante un componente de autenticación o gestionar la entrega de los            
certificados a sus titulares, incluyendo la entrega en tarjeta criptográfica y la instalación en el               
móvil del usuario.  
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 Estos objetivos se pretenden resolver en un futuro, donde la empresa Safelayer deberá             
decidir si apostar o no en este proyecto. Por lo tanto, el primer prototipo de Autoridad de                 
Registro ha sido solventado con éxito. 
 
Una vez vistos los objetivos más técnicos del proyecto y las conclusiones técnicas             
del mismo, es hora de explicar un poco más las conclusiones personales que saco yo de                
este proyecto. Para empezar, y siguiendo un poco el hilo con el párrafo anterior, este               
proyecto me ha servido para formarme en tecnologías muy importantes hoy en día como las               
que implican conceptos de Seguridad Informática. Entre ellas, la ​infraestructura de clave            
pública o ​PKI​, que cada vez está más implantada en la sociedad actual. Otros conceptos               
como ​despliegue en la nube ​e ​integración continua son importantísimos para cualquier            
ingeniero que quiera dedicarse al desarrollo de ​software​, y es que cada vez más              
frecuentemente los desarrolladores son los que despliegan el producto. Además, conceptos           
como ​testeo o ​arquitectura de una aplicación, tanto a nivel de ​front-end como de ​back-end​,               
han sido adquiridos gracias a este proyecto. Por último, a nivel de interfaz también me he                
dado cuenta de la importancia de la ​experiencia de usuario y de tener el deber como                
desarrollador de ser capaz de implementar una interfaz amigable e intuitiva, pues el             
producto final verá repercusión en función del trabajo hecho como ​UI Designer​.  
 
Como hemos visto en el párrafo anterior, estas serían las competencias técnicas que             
he obtenido gracias al proyecto. Sin embargo, no hay que olvidar que es un proyecto que se                 
realiza dentro de una empresa, y por lo tanto, hay otras competencias a tener en cuenta.                
Estas competencias o habilidades las he ido aprendiendo a lo largo del proyecto, y es que el                 
hecho de estar usando una metodología ágil te ayuda a resolver problemas fácilmente. He              
aprendido que dentro de una empresa hay diferentes roles y cuál es la función de cada rol                 
(desarrollador, ​tech lead, product manager, testing lead​, etc). Gracias a esto, me he dado              
cuenta realmente de qué es lo que quiero y tener una visión más amplia a nivel de jerarquía                  
de cómo se organiza una empresa dedicada al desarrollo de ​software​. Para concluir, se              
puede comprobar que este proyecto cumple con su cometido y además, a nivel personal me               
ha aportado muchísimo, por lo tanto lo valoro muy positivamente y estoy muy satisfecho con               
mi trabajo y el de la empresa sobre él. 
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13.4.- Futuro del proyecto y posibles mejoras 
En esta sección pretendo mostrar el futuro de este proyecto y qué cosas están              
pendientes por hacer. Las cosas por hacer son a largo plazo, pues para acabar todo el                
proyecto que se planteó en un principio se requiere cierto tiempo. 
 
En primer lugar, hay ciertas funcionalidades del producto XRA que faltan por            
implementar. Por lo tanto, haría falta añadirlas en el prototipo final de la Autoridad de               
Registro. Además, como hemos visto anteriormente, se requiere de un mecanismo que            
gestione la entrega de los certificados a sus titulares. Este mecanismo, por ejemplo, sería la               
impresión de tarjetas criptográficas para la posterior entrega a los usuarios. 
 
En segundo lugar, la Autoridad de Registro debería ser capaz de soportar un              
conjunto completo de mecanismos de registro, tanto presenciales, como remotos. Es aquí            
donde entra en juego la segunda ​feature a añadir; un componente de autenticación de la               
Autoridad de Registro. Hasta ahora, el único mecanismo que regula si se puede usar o no la                 
aplicación web es el hecho de tener un certificado digital válido o no para autenticar al                
servidor. Esto deberá cambiarse y adaptarlo a un componente de autenticación.  
 
Una vez implementadas estas nuevas funcionalidades hará falta contratar a un           
experto en interfaces gráficas para que diseñe una aplicación lo más usable e intuitiva para               
los usuarios. Dicho diseño deberá ser implementado por los desarrolladores de la            
aplicación. Podemos ver pues, que estas nuevas funcionalidades y el diseño de estas son              
cosas a hacer en un futuro pero no muy lejano. Lo que hace distar el proyecto actual al                  
proyecto o prototipo final de la empresa es el hecho de poder ofrecer la PKI como servicio. 
 
Hasta ahora, se ha conseguido desplegar la Autoridad de Registro (RA) tanto en             
máquinas de la propia organización como en máquinas alojadas en la nube. Sin embargo,              
no deja de ser una PKI que ofrece en este caso Safelayer. Es decir, es una infraestructura                 
de clave pública que necesita de ciertos elementos para ser funcional pues hace falta              
configurar la jerarquía de certificación, validación, mantenimiento, etc. Esto significa que los            
clientes que estén interesados en el producto deben tener personas dedicadas a la gestión              
toda la infraestructura PKI, así como de formación en el producto que ofrece Safelayer.              
Como se puede ver, el despliegue de una PKI supone un problema que los clientes tienen,                
pues implica tener recursos tanto a nivel humano, tecnológico como económico.  
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 En este punto es donde surge la idea de ofrecer estas PKI como un servicio. Es                
decir, Safelayer se encargaría de toda la gestión de las PKI e infraestructura y los clientes                
sólo contratarían este servicio. Esto reduce notablemente los recursos a invertir por parte de              
los clientes ya que no haría falta personal que mantenga la PKI ni destinar tantos recursos                
en formarse (pues son tecnologías complejas que tienen una curva de aprendizaje bastante             
elevada). Si se decide apostar por esta iniciativa, el portal web podría ser común para               
cualquier cliente que contratara el servicio de gestión de PKI y se podría unificar con               
aquellos clientes que decidan seguir desplegando la PKI de Safelayer en un entorno             
on-premises​. En esencia, esta parte no es trivial de implementar y es una opción a valorar                
de cara al futuro para este proyecto. 
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 Anexo A: Diagrama de Gantt Inicial 
  
114 
 
 Anexo B: Detalle de las tareas por fases según la planificación inicial 
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 Anexo C: Diagrama de Gantt Final 
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 Anexo D: Detalle de las tareas por fases según la planificación final 
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 Anexo E: Ejemplo de ​Snapshot Testing 
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