In this paper, we present the results of our implementation of elliptic curve cryptography (ECC) over the field GF (p) on an 80-MHz, 32-bit ARM microprocessor. We have produced a practical software library which supports variable length implementation of the elliptic curve digital signature algorithm (ECDSA). We implemented the ECDSA and a recently proposed ECC-based wireless authentication protocol using the library. Our timing results show that the 160-bit ECDSA signature generation and verification operations take around 46 ms and 94 ms, respectively. With these timings, the execution of the ECC-based wireless authentication protocol takes around 140 ms on the ARM7TDMI processor, which is a widely used, low-power core processor for wireless applications.
Introduction
The rapid progress in wireless communication systems, personal communication systems, and smartcard technologies has brought new opportunities and challenges to be met by engineers and researchers working on the security aspects of the new communication technologies. Public-key cryptography offers robust solutions to many of the existing problems in communication systems, however, excessive computational demands (on-line memory, code size, and speed) have made the use of public key cryptography limited, particularly on wireless communication systems. The implementation of public-key cryptography on server and client platforms rarely brings problems due to the availability of high-speed processors and extensive memory space. However, in restricted hardware environments with limited computational power and small memory, e.g., smartcards and cellular phones, we meet more challenges. The integration of the public-key cryptographic techniques is often delayed or completely ruled out due to the difficulty of obtaining efficient, reliable solutions. It is obvious that we need
• Public-key cryptographic systems with higher strength per key bit.
In our implementation, we obtained the timings of 46.4 ms ECDSA signature generation and 92.4 ms ECDSA signature verification for the 160-bit ECC over the field GF (p). We also obtained the total protocol execution timings, memory and bandwith requirements, which are given in this paper. We first summarize methods to perform efficient elliptic curve arithmetic in §2. We then give a brief description of the ECDSA algorithm in §3 and the recently proposed wireless authentication protocol in §4. The ECC-based wireless authentication protocol is compared to the other existing protocols in §5. We briefly describe the ARM microprocessor and its development environment in §6. Finally, we describe the software architecture in §7, our implementation results in §8, and possible enhancements for speeding up the implementations in §9. The conclusions of this study are found in §10.
Elliptic Curve Operations
The speed of the elliptic curve operations, e.g., the point addition and point multiplication, depends on the arithmetic of the underlying finite field. The drafted IEEE standard [10] proposes the use of the fields GF (p) and GF (2 k ). The use of the field GF (p) requires that we implement modular arithmetic with respect to the prime modulus p. Due to the security requirements, the size of p is at least 100 bits, usually around 160 bits. The large number arithmetic has been extensively studied in the context of the RSA algorithm, and efficient algorithms for field multiplication have been designed [15] . An efficient method for performing the field multiplication is the Montgomery method [19, 16] , which effectively performs modulo 2 k multiplication instead of modulo p multiplication, where
In the following we summarize several different coordinate systems used to represent elliptic curve points. This is important because for each system the total number of field multiplications is different resulting in different speed values for elliptic curve point additions and doublings. The number of expensive field operations (multiplication, squaring, and inversion) required by the elliptic curve point addition and doubling operations is summarized in Figure 1 for each coordinate system. 
Arithmetic Using Affine Coordinates
An elliptic curve over the finite field GF (p) is defined as the set of points (x, y), satisfying the elliptic curve equation
where x, y, a and b are the elements of the field. Note that the condition 4a 3 + 27b 2 = 0 should be met. The addition formulae in the affine coordinates are given below. Let P = (x 1 , y 1 ), Q = (x 2 , y 2 ), and K = P + Q = (x 3 , y 3 ) be points on the elliptic curve E over the finite field GF (p). The formulae for obtaining K are given below.
• Addition formulae when P = ±Q
Arithmetic Using Projective Coordinates
The inversion operation within the field GF (p) is a time consuming operation. The projective coordinates are used to reduce the number of modular inversions [9] . Given the affine coordinates x and y, the projective coordinates X, Y , and Z are obtained as
Actually, there are more than one kind of projective coordinates, however, the one mentioned here provides the fastest arithmetic [10] . The equations given above are used for converting a point from the affine coordinates to the projective coordinates. The formulae for converting it back to the affine coordinates are given as
The addition formulae in the projective coordinates are given in [9, 10] .
be points on the elliptic curve E over the field GF (p). The formulae for obtaining K are given below.
• Doubling formulae when
Arithmetic Using Modified Jacobian Coordinates
The Jacobian coordinates of the affine coordinates (x, y) are defined as (X, Y, Z) such that x = XZ −2 and y = Y Z −3 . The new elliptic curve equation then takes the form
over the field GF (p). When the Jacobian coordinates are represented as a quadruple (X, Y, Z, aZ 4 ), we obtain the modified Jacobian coordinates which seem to provide the fastest possible doubling formulae. The addition formulae for the Jacobian and the modified Jacobian coordinates are given in [6] . Here, we only give the equations for the latter one since it is the one that we decided to use in our software implementation. 4 2 ), and 4 3 ) be points on elliptic curve E over the field GF (p). The formulae for obtaining K are given below.
Elliptic Curve Digital Signature Algorithm
The operations in the elliptic curve analogue of the Digital Signature Algorithm utilize the arithmetic of points which are elements of the set of solutions of an elliptic curve equation defined over a finite field. The security of the protocol depends on the intractability of the elliptic curve analogue of the discrete logarithm problem. First, an elliptic curve E defined over GF (p) with large group of order n and a point P of large order is selected and made public to all users. Then, the following key generation primitive is used by each party to generate the individual public and private key pairs. Furthermore, for each transaction the signature and verification primitives are used. We briefly outline the Elliptic Curve Digital Signature Algorithm (ECDSA) below, details of which can be found in [10] .
ECDSA Key Generation
The user A follows these steps:
3. The public and private keys of the user A are (E, P, n, Q) and d, respectively.
ECDSA Signature Generation
The user A signs the message m using the following steps.
Select a random integer
, it is assumed that x 1 is represented as a binary number. If r = 0 then go to Step 1.
Here H is the secure hash algorithm SHA. If s = 0 go to Step 1.
The signature for the message m is the pair of integers (r, s).
ECDSA Signature Verification The user B verifies A's signature (r, s) on the message m by applying the following steps:
1. Compute c = s −1 mod n and H(m).
Compute u 1 = H(m)
· c mod n and u 2 = r · c mod n.
4. Accept the signature if v = r.
An ECC-based Wireless Authentication Protocol
The authentication protocol given in [1] was originally intended for mobile phones. However, it is also suitable for handheld devices and smartcards. This makes the protocol a very strong security algorithm candidate to be deployed in the next generation cellular phones and smartcards. The 160-bit key length is considered secure enough for now and immediate future. However, the algorithms were implemented in a way that the key length can easily be increased to any integer multiple of 16 between 176 and 256. This scalability makes our implementation unique. Below, we briefly describe the protocol details of which are found in [1]. The protocol goals can be stated as follows:
• mutual authentication of the server and the user.
• establish a secret authentication key to protect the data used in mutual authentication.
• non-repudiation of origin by the user and the server for relevant data sent from the user to the server and vice versa.
• agreement on a secret session key, which will be used to encrypt voice or data communication.
Additional features can easily be added to the protocol. Among them are user identity confidentiality that is hiding the identity of the portable device from an eavesdropper on the communication channel and interoperability that is allowing the negotiation of the symmetric key algorithm between the communicating parties. The first feature can be provided by sending a new encrypted temporary ID from the server to the user after authentication process. The latter can be supported in the protocol by changing the exchanged message format and implementing several well-known encryption algorithms at both server and user terminals.
Terminal and Server Initializations
In order to receive a certificate, the terminal sends its public key Q s together with its user identity through a secure and authenticated channel to the CA. The CA uses its private key to sign the hashed value of the concatenation of the public key, the temporary identity I s , and the certification expiration date t s . The CA then sends the signed message through the secure and authenticated channel to the terminal as shown in Figure 2 . 
Server
Certification Authority
By repeating the very same process the user acquires its certificate as shown in Figure 3 . The certificate consists of a pair of integers which is denoted as (r s , s s ) for the server and (r u , s u ) for the user. Here r u and r s are the x coordinates of the (distinct) elliptic curve points R u and R s , respectively. As mentioned earlier, the proposed protocol is based on the ECDSA. 
User
Mutual Authentication Between Terminal and Server
The protocols shown in Figures 2 and 3 are executed off-line. The mutual authentication and key agreement protocols between the terminal (user) and the server need to be executed in real-time. We give the combined protocol in Figure 4 . The protocol steps and its resistance to several attacks have been elaborated in [1] . The number of exchanged messages of this protocol over the air is equal to 4. It is important to minimize this number since combined with the propagation delay it increases the call setup time. The transmission time will be the dominant factor for low bit transmission channels. On the other hand, the bottleneck will be the encryption and decryption operations for high rate transmission channels.
The protocol consists of exchanging public keys, generating random challenge numbers, exchanging encrypted certificates and the other necessary data using the special key, and then verifying the certificates in order to complete mutual authentication process. The computational cost until this point on the user side is just a point multiplication on the curve (eP operation), generating a random number, a secret key encryption and a secret key decryption (DES, 3DES, RC5, or IDEA), and finally an ECC signature verification operation. The timing figures of these operations will increase as we increase the ECC key length from 160 bits to higher. The scalability protects the long term investments: as the key length is increased, the hardware or the software need not be modified.
The last part of the protocol establishes a session key between the user and the server. The one-time unique key is obtained by hashing several previously obtained data blocks. This key will be used to encrypt the data sent through the channel.
There are several advantages of the protocol. While roaming, a visited network cannot know the session key until a visiting user makes a request. In addition, the protocol is secure unless the attacker can compromise either the user or the server and at the same time break the public key algorithm. Furthermore, unlike many other protocols, certificates in this protocol are kept secret all the time to prevent spoofing attacks. Finally, the unigue session key is generated by performing a one-way function on the previously obtained data. Both parties contribute the same amount in generating this key. User Server
The mutuallly agreed key • Generate a random number g s
The unique secret key
• k m : The unique secret key
Comparisons to other Existing Protocols
The parameter lengths (for 160-256 bits implementation) and the bandwidth and storage requirements of the protocol are summarized in Figure 5 . We then compare this protocol to the BellerChang-Yacobi protocol [3] and Aziz-Diffie protocol [2] below.
• The protocol requires less bandwidth. The total number of bits exchanged in the real-time portion of the protocols is given as follows:
Beller-Chang-Yacobi: 8320 bits (1024-bit key) Aziz-Diffie: 8680 bits (1024-bit key) This protocol:
1730 bits (160-bit key)
• The protocol has low storage requirements for the user side, which makes it suitable for smartcards and other handheld computing devices. Here we refer to the space required to store public and private keys, the certificates, or any extra data required throughout the protocol:
Beller-Chang-Yacobi: 5120 bits (1024-bit key) Aziz-Diffie: 2176 bits (1024-bit key) This protocol:
1408 bits (160-bit key)
• The protocol has modest computational load on the user side for real-time execution:
Beller 6 The 32-bit ARM Microprocessor and Development Toolkit ARM Incorporated offers several microprocessor cores, and the 32-bit RISC processor, ARM7TDMI, is one of them. It is of interest to us because the processor is optimized for the best combination of die size, performance and power consumption. The processor uses a three-stage pipeline: fetch, decode and execute [13] . A pure RISC processor executes each instruction in a single cycle. However, none of the nonsuperscalar commercial RISC processors actually achieves this goal. The ARM7 processor takes one cycle to perform most data processing operations, which account for % 50 of all instructions in a typical code. Single data loads take three cycles, and stores require two cycles. Load and store multiples can take up to 18 cycles. Overall, the ARM7 achieves an average CPI (clock cycles per instruction) of around 1.8 [20] . The ARM7 processor has 31 32-bit registers. At any time, 16 are visible. The other registers are used to speed up exception processing. All register specifiers in ARM instructions can address any of the 16 registers. The ARM7TDMI is a very simple RISC processor. The core is fully 32-bit including a 32-bit ALU, a barrel shifter, data and address busses. Although the 4GB of address range is rarely used in wireless applications, it does have the advantage of simplifying the decode logic by using the upper address lines as chip select signals [11] . Certain features of the processor are summarized below.
• Shortest instruction execution time: Portable and handheld products require processors that consume less power than those in desktop and other powered applications. RISC processors such as ARM7TDMI have some extra strengths as far as the power concerned. A modern 32-bit RISC architecture can provide software compatibility between a range of products. This kind of modern microcontroller family is also very easy to implement. These microprocessors are available as small cores which are easy to integrate. Another advantage is on-chip debug support. These advantages make this family a good fit for embedded applications.
Another advantage of the ARM7TDMI is the fact that it has two instruction sets. The ARM7TDMI implements both the traditional 32-bit wide ARM instruction set and the new Thumb instruction set which is only 16 bits wide. The Thumb instruction set was added to remove the limitations of code density and performance from narrow memory. Effectively, the traditional 32-bit ARM instruction set was compressed into the Thumb 16-bit instruction set. The Thumb instructions are then decompressed at execution time to produce a traditional 32-bit wide ARM instruction, which is then executed on the core as normal. As the ARM decoding is relatively simple, it is possible to do the Thumb decompression on the fly without taking any additional cycles. The special use of ARM thumb instructions enables ARM to evaluate the real GSM, DECT and D-AMPS code from the leading wireless players. There are three main issues for benchmarking the code [8] :
• Code Density: Shows how much memory is required for a given high level C code. The smaller size will result in reduced cost.
• Performance: The processor's clock speed is an important factor. The smaller the clock rate to execute given algorithms, the less the power consumed. This will also lead to easier designs. The 32-bit RISC controllers will spend most of its time in an idle mode resulting in saving power.
• Power Consumption: It is one of the most important factors in wireless technology. The lower power consumption will make the batteries life longer, the size smaller and the price cheaper. The ARM7TDMI consumes only 1.85 mW per MHz while the StrongARM runs up to 233MHz but only consumes 900 mW [8] .
ARM7TDMI is widely accepted and used in the cellular phone and smart phone technology due to its cost and power efficiencies. The future prospects show that ARM9TDMI will probably replace ARM7TDMI. Integrating the DSP module with ARM7 family will produce the new ARM9 family [7] .
Software Architecture
A practical cryptographic library implementation of the ECC over GF (p) was designed to perform the ECDSA signature generation and signature verification which is being standardized in the ANSI X9F1 and IEEE P1363 standards committees. The IEEE-P1363 describes the algorithms in detail for elliptic point addition, doubling, multiplication, etc.
In creation of our library, we did not make any assumption on the elliptic curve parameters to be used. Elliptic curves can be generated randomly. Note that some ECDSA implementations fix the constant term a of the curve equation to p − 3 to speed up the elliptic doubling. In our case, the curve parameters and the base point (P x , P y ) are generated randomly. Our library allows users to choose different curves with different key lengths, therefore our library is scalable. The machine word size is 32-bit on the ARM microprocessor. The library is implemented in 27 kilobytes of code size. The modified Jacobian coordinates are used to represent the points on the curves since it gives the fastest point doubling timings.
The important features of the software library can be listed as follows:
• supports digital signature generation, signature verification and key generation.
• supports a superset of all standard ECC fields, basis representations, curves, and key lengths, enabling compatibility with current standards and future advances.
• support long key lengths providing security for high-value or very long-term applications.
• provides two optional levels of curve-based precomputation that speed up repeated operations on the same curve. Level 1 uses a small amount of additional memory and provides moderate speedup, Level 2 uses a large amount of memory and provides much more speedup.
Short definitions of the modules are given as follows.
Modulo p Integer Library
This module contains modular operations such as modular addition, subtraction, multiplication and inversion operations modulo p. In the ECDSA signature generation operation, these routines consume the largest amount of time. Particularly, the modular multiplication operation dominates the timing performance of an EC signature. To improve the performance, we use an improved version of the Montgomery multiplication algorithm.
General Integer Library This library contains general operation routines. These routines accept variable length inputs.
EC Point Arithmetic Library
This library consists of point addition, point doubling, and point multiplication routines. The point addition and doubling routines are performed using the modified Jacobian coordinate system.
ECDSA Key and Signature Generation/Verification
This is the root module of our software architecture. The elliptic curve parameters and key generation are performed here. Upon creating these parameters, this top module can interact with other modules to generate signatures or to verify signatures. Note that our library does not contain a digest algorithm such as SHA-1 or MD5. We use randomly generated 160-bit message values, which is assumed to be the output of a hash function algorithm, to test the modules.
Implementation Results
In this section, we present our implementation results. The elliptic curve signature generation and verification timings are listed for variable key lengths to give an idea about how fast these operations could be done in today's technology. Figure 6 shows the timings of the operations for variable ECC key lengths. Note that our library does not have a random number generator (RNG). Generating a random number is very fast therefore its timing value is negligible compared to the other operations such as point multiplication and signature generation. Similarly SHA operations can be executed very fast. According to the implementation in [9] , the SHA-1 requires approximately 2 ms digesting one block (512 bits) of data. It is a hardware implementation on a 16-bit Mitsubishi microprocessor (M16C). In our protocol the input size to the SHA-1 is given as k + 128 where k is being the implemented elliptic curve key length. The largest k value shown in the table is 256 bits for which the input size for SHA-1 is 384-bits. Therefore, for each key length given in the Figure 6 , the SHA-1 input length in our protocol should be padded to reach 512-bit block size. We assume that in the worst case scenario we will obtain 2 msec timing value for processing a block of data using SHA-1. The protocol's timings on signature generation and verification is better than that of [9] . Hasegawa, Nakajima and Matsui [9] reported signature generation and verification timings as 150 ms and 630 ms on 16-bit microcomputer, respectively. in our implementation, the signature generation and verification timings are 46 ms and 92 ms on 32-bit ARM microprocessor.
Possible Enhancements
Possible enhancements for further speeding up and/or reducing code size are: 1) The scalar multiplication of the base point can be performed in more efficient way by having a precomputed look-up table in ROM area. 2) The finite field multiplication operations dominate the performance of signature generation and verification. Even a small improvements on the existing multiplication routine improves the overall ECDSA performance.
3) The 16-bit wide Thumb instruction set of ARM7TDMI can be used to reduce the code size.
Conclusions
In this paper, we presented a practical implementation of the ECC over the field GF (p). The field and elliptic curve operation algorithms in the library were written in a way that the implemented design will permit the use of increased key lengths. Recently, it was claimed [17] that 1024-bit RSA and 139-bit ECC offer computationally equivalent security. This is better than the generally believed security comparison in which 1024-bit RSA and 160-bit ECC offer similar security.
In our implementation, we created an ECC library, which is capable of performing the ECDSA signature generation and verification operations. More importantly, the implementation permits users to select different elliptic curves with longer key sizes. This scalable architecture of the design enables the ECC being used in restricted platforms as well as high-end servers. With this implementation, we obtained timing results of 46 ms and 92 ms for the ECC-160 signature generation and verification on a 32-bit ARM processor, respectively. In addition, the timing results were obtained for a recently proposed wireless authentication and key agreement protocol [1] . This protocol can be used in third generation wireless communication as a security protocol due to its bandwidth and storage efficiency and fast execution timing performance. The protocol execution timing is 140 ms on ARM7TDMI processor.
