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Abstract  In recently, hardware description language (HDL) is the most powerful tools for the 
design and development of Large Integrate Circuit (LSI). LSI circuit using ASIC 
(Application Specific Integrated Circuit) technology has advantages for such as low 
consumption and short processing time. In this paper, we designed a CPU (Central 
Processing Unit) with large register memories and 8-bit wide detapath for the purpose 
of the increase processing capability. And we fabricated a custom LSI using the ASIC 
technology.  
                     
                         
1．はじめに 
    
昨今，身の回りにはコンピュータ製品が溢れ設計技術者
の重要性がますます高まってきている．デジタル回路を用
いた大規模集積回路 (LSI)の現場では，設計効率化のた
め，HDL と呼ばれるハードウェア記述言語の利用が主と
して行われており，現在では C 言語を用いたハードウェ
ア設計も可能となっている．高度に抽象化された HDL と
デジタル回路動作との間には大きな理解の障壁があるの
が事実である． 
一方，Field Programmable Gate Array  (FPGA)はリ
コンフィギャラブルな特徴を持ち，短期間で開発できる利
点があるため急速に普及してきた．FPGA を用いたデジタ
ル回路設計において FPGA 内部はブラックボックス化さ
れており，内部でどのような回路構成になっているか確か
めることは難しくなってきている．加えて，大規模・高性
能化するにつれて消費電力・製造コストの増大などの欠点
がある．そのため，低消費電力・過酷な条件下での動作な
どの特殊性能が求められる場合には，ASIC で設計される
場合が多い(1) (2)． 
また，高い動作周波数の動作状況下では，デジタル回路
であってもアナログの設計要素が必須になってきている．
HDL を用いた開発だけで無く，その裏で動いている回
路の中身や動作を理解する必要があると考える． 
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また，高い動作周波数の動作状況下では，デジタル回
路であってもアナログの設計要素が必須になってきてい
る．HDL を用いた開発だけで無く，その裏で動いてい
る回路の中身や動作を理解する必要があると考える(3)． 
そこで，我々は HDL によるデジタル回路開発だけでは
無く，ASIC を用いた設計方法を取り入れている．
Application Specific Integrated Circuit (ASIC)設計手法
では，HDL を用いつつデジタル回路の構成要素である
Complementary MOS (CMOS)トランジスタの設計から
スタンダードセル設計，配置，それに伴う信号遅延等を考
慮した設計を行うことによって内部回路の理解の両立を
目指した(4)． 
現在までに我々は VLSI Design and Education Center 
(VDEC)を利用した ASIC 開発環境を構築し，4 ビット
CPU のオープンソースを利用して ASIC 設計工程の下流
設計の部分を行った．配置配線・レイアウト設計を行い，
フェニテックセミコンダクター社のシャトル便を用いて
実際にチップ製造まで行った．しかし，取り扱うレジスタ
メモリ容量が少ない事やデータパス幅が 4 ビットの為，処
理に要する時間が多く必要とすることから用途が非常に
限定されていた． 
そこで本研究では、上記の CPU をベースとしてデー
タパス幅やレジスタメモリ容量の増大・処理時間の低減
を目的とした新たな CPU の設計を行った．加えて今回
の設計からは上流設計及び下流設計のすべての ASIC 設
計工程を行うこととした． 
 
2． ASIC 設計手法を用いた開発工程  
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今回我々は ASIC 設計手法を用いて CPU の設計を行っ
た． ASIC 設計では大きく 5 つの工程から成り立ってい
る。上流設計と呼ばれる機能設計→論理設計、下流設計と
呼ばれるレイアウト設計→チップ製造→動作検証である。 
現 在 デ ジ タ ル LSI の 設 計 は Electronic Design 
Automation （EDA）ツールの使用が必須である．その
ため，本研究では VDEC を通して各設計に必要な EDA
ツールを入手し設計を行った．設計に使用したツールは
Icarus Verilog, Design Compiler, IC Compiler, Ismo, 
Stylus の 5 種類である．機能設計では，Icarus Verilog を
用い Verilog HDL で記述した設計対象のコンパイルと機
能シミュレーションを行った．論理設計では,Synopsys 社
の Design Compiler を使用して Verilog HDL の記述をセ
ルあるいはマクロセルという論理素子に変換する論理合
成を行う．レイアウト設計では，チップコア部のレイアウ
ト設計（自動配線作業）と、チップコア以外の外部端子と
の接続を行う配線作業の 2 種類のレイアウト設計を行っ
た。チップコア部のレイアウト設計では、Synopsys 社の
IC Compiler を用い論理合成で出力されたネットリスト
をもとにチップコア部の自動配置配線を行う．チップコア
以外のレイアウト設計では Jedat 社の Ismo を用いコア部
の配置および，チップ全体のレイアウトを行う．製造に関
してはフェニテックセミコンダクター社の行っている大
学等の研究・教育を目的としたシャトル便制度を用いて製
作を依頼した．プロセスは 0.6μm である．動作検証では，
Inovys 社の LSI テスタ Personal Ocelot と Stylus という
ツールを用い製作したチップの遅延を考慮した性能評価
を行った。表 1 に設計工程と各工程で使用するツールをま
とめて示す． 
 
 
 
表 1 ASIC 設計工程及び使用ツール 
 
設計工程 使用ツール・施設 
機能設計 Icarus Verilog 
論理設計 Design Compiler 
(Synopsys 社) 
レイアウト設計 
IC Compiler 
(Synopsys 社) 
Ismo 
(Jedat 社) 
チップ製造 
フェニテックセミコン
ダクター社 
動作検証 Stylus 
(Inovys 社) 
 
 
3． ビット幅拡張 CPU の設計仕様及び動作概要 
 
3・1 設計仕様  
今回設計した CPU は演算機能として 8 ビットの演算装
置（ALU）とアキュムレータ(ACC)，汎用レジスタ 2 個
(Reg1,Reg2)と 2 種類の演算結果フラグを備える．アドレ
ス制御としてプログラムカウンタ(PC)と分岐用のアドレ
スレジスタ(AReg)を備える．外部インターフェース機能と
して 8 ビットの入出力端子を備える．実装しているすべて
の命令を 1 サイクルで実行する．8 ビット(256 アドレス)
のアドレス空間を持ち，全てユーザプログラム領域とす
る．PC で，プログラムアドレスの制御を行い，PC の初
期値(00h)がプログラム開始アドレスとなる．また，プロ
グラムアドレスの値は常に PAD 端子から出力され，外部
メモリのアドレスとして使用される．外部メモリからプロ
グラムデータを PDT 端子を介して入力する事によって，
プログラム制御を行う．命令セットを表 2 に，CPU の構
成図を図 1 に，外部接続図を図 2 に示す(5)(6)． 
表 2 命令セット 
命令分類 命令 
算術演算命令 ADD / SUB 
論理演算命令 AND / OR / EXOR 
ビット操作命令 ROL / ROR 
ロード命令 LDA 
ストア命令 STA 
分岐命令 BRZ / BRC 
無条件分岐命令 JMP 
その他 NOP 
 
 
図.1 CPU 内部構造 
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図 2 外部接続図 
 
3・2 動作概要  
算術演算命令を例に CPU の動作を述べる．算術演算
命令の処理の流れは以下のようになる． 
1) 外部命令メモリからデコーダへ命令コードを送る 
2) デコーダから CPU の構成要素に制御信号を送る 
3) セレクタが演算に用いるデータを決める 
4) ALU にデータを送る 
5) ALU が演算を行う 
6) 演算結果を ACC とフラグ Flag に書き込む 
図 3 に処理の 1 と 2，図 4 に処理の 3 と 4，図 5 に処
理の 5 と 6 の流れを示す． 
 
図 3 算術演算命令処理の流れ[1)，2)] 
 
初期化および初期化からのタイミングチャートにつ
いては，リセット端子 RSTN を一定期間「0」レベルに
する事で CPU を初期化する．これにより 8 ビット CPU
内部のレジスタ，出力端子等が全て初期状態となる．続
いて RSTN を「0」から「1」レベルにする事で初期化が
解除され，CPU は CLK の立上りに同期して動作を開始
する．図 6 に初期化および初期化解除後のタイミングチ
ャートを示す。 
 
 
図 4 算術演算命令処理の流れ[3)，4)] 
 
 
 
図 5 算術演算命令処理の流れ[5)，6]] 
 
 
図 6 初期化およびタイミングチャート 
 
また，命令アドレスが不規則に変わる分岐命令実行時
のタイミングチャートについて図 7 に示す．条件分岐命
令 (BRZ/BRC)で条件が一致した場合あるいは，無条件
分岐命令 (JMP)実行時の動作を示す．条件分岐命令で条
件が一致しない場合は，次の命令を実行する． 
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図 7 分岐命令実行時のタイミングチャート 
 
4．各設計工程の詳細  
 
4・1 機能設計   
機能設計では，Verilog HDL を用いて設計を行った．上
記の仕様を満たすために，Verilog HDL の入出力ポートや
レジスタ，ALU 等のデータ幅を 4 ビットから 8 ビットに
した．加えて，Icarus Verilog を用いて論理シミュレーシ
ョンを行い論理的に動作が正常であると確認した．8) 
4・2 論理設計   
フェニテックセミコンダクター社のプロセスデザイン
キット(PDK)より論理合成に必要なデータベースファイ
ルを利用した．この PDK には、フェニテック社が動作を
保障した論理素子および、論理素子の物理的パラメータが
収められている。この PDK のデータを利用する事によっ
て回路論理合成を行う際にある程度の CPU の動作周波数
を予測し、クロック周波数の制約を決めることが出来る。
このクロック制約の決め方は最初に動作周波数を与え論
理合成を行った後，タイミング解析を行い 1 クロックの間
に処理が実行できるかの時間的マージンを調整する。時間
的マージンを厳しく、あるいは緩和していくことで最適な
動作周波数決めていった．その結果 1 クロック 20ns の制
約を与えることとした．図 8 に論理設計の結果の一例とし
て ALU の論理回路図を示す． 
 
 
図 8 ALU の論理回路図 
 
4・3 レイアウト設計   
レイアウト設計では、まず CPU コア部のレイアウト設
計から行う。このコア部のレイアウト設計では Synopsys
社の IC Compiler を利用した．このツールは論理合成後
のネットリストからセルを自動的に配線するために用い
た。配線は 2 層での配線の成功が見込めなかったため 3
層で行った．スタンダードセルの電源は 1 及び 2 層目で行
い、信号線は 3 つの全ての層を使用した．基本的に縦方向
信号線を 2 層目で行い，横方向の信号線を 1 層目で行い，
どうしても配線できない場合のみ 3 層目を用いて配線を
行った．電源変動による不安定動作を避けるために、チッ
プコア回りと中央部に電源ラインを引き回した。チップコ
ア部の面積は幅 788μm 縦 693μm となった．実際には，
チップ内で CPU の入出力端子から外部に配線する必要が
ある．CPU コアのトランジスタは微小なため、そのまま
入出力部に信号線を引き出しても駆動電力が足りなく外
部からのノイズ・静電気に非常に弱い。そのため、CPU
コアの入出力部から外部端子の間には、すべての端子に入
出力を強化するバッファー素子及び静電気による内部破
壊を避けるために ESD 素子を付けた。これらの CPU コ
ア以外のチップ全体のレイアウトでは Jeadat 社の Ismo
を使用した．図 9 にチップコア部のレイアウト設計の結果
を示し，図 10 にチップ全体のレイアウト設計の結果を示
す． 
 
 
図 9 8 ビット CPU レイアウト図 
4・4 製造   
製造に関しては当研究室に製造する装置がないため，フ
ェニテックセミコンダクター社の行っている大学等の研
究・教育を目的としたシャトル便制度を用いて製作を依頼
した．プロセスは 0.6μm である．図 11 に実際に製造され
たチップ写真を示す．9) 
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図 10 チップ全体のレイアウト 
 
 
図 11 製造したチップ写真 
 
4・5 動作検証   
動作検証では Inovys 社の LSI テスタである Personal 
Ocelot と Stylus というツールを用いて以下の 3 点につ
いての検証を行った． 
・DC テスト：入出力端子の電圧レベルテスト 
・AC テスト：入出力信号のタイミングテスト 
・機能テスト：論理機能が正常であるか否かのテスト 
DC テストに関しては「H (high レベル)」と「L (low レ
ベル)」の電圧レベルを決めて検証を行った．AC テストに
関しては入力信号ごとに入れるタイミングや，出力信号を
観測するタイミングを決めて検証を行った．機能テストに
関しては，設計仕様で定めた命令セット（13 種類）を全
て 1 回実行するテストプログラムと、一番動作不良が生じ
やすい桁あふれの検証プログラムの 2 種類のテストプロ
グラムに絞り機能テストの検証を行った．今回この検証は
4 ビット CPU でのみ行った．図 12 に動作が正常に終了し
た動作検証の結果画面を示し，図 13 に動作が正常に終了
しなかった場合の結果画面を示す． 
図 12 正常に終了した動作検証画面 
 
図 13 正常に終了しなかった動作検証画面 
 
図 12 および図 13 において各信号の上下が DC テスト
における「H」と「L」を表す．また，図 12 および図 13
中のマークの位置が AC テストにおけるタイミングを表
し，上下の向きがテストプログラムの期待値，緑の場合が
正常，赤の場合が異常を示す．図 12 の正常動作の場合は、
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テストプログラムで設定した期待値と信号結果がすべて
一致している。一方、図 13 では、テストプログラムの期
待値と実際の出力信号が一致していない箇所(赤矢印)が
表示されている事が分かる。DC テストに関しては各出力
信号が「H」と「L」に変化しているため出力電圧は正常
であるといえる．AC テストに関しては正常に動作する動
作スピードの最大はクロック周期 80ns，動作周波数に換
算して 12.5MHz であった．  
 
5．8 ビット CPU と 4 ビット CPU の処理時間の比較 
本研究はデータパス幅の増大・処理時間の低減を目的
とした新たな CPU の設計を目的としているため，本研
究で設計した 8 ビット CPU と当研究室で以前設計を行
った 4 ビット CPU とで目的の 2 点について比較を行っ
た．1 つ目のデータパス幅の増大については Verilog 
HDL 記述内のデータパス部分やレジスタ部分を 4 ビッ
トから 8 ビットに拡張しているため，データパス幅は増
大している．2 つ目の処理時間の低減については演算を
行うデータを 8 ビットとし，命令セットにある命令すべ
てを行うというテストプログラムを行いすべての処理が
終了するまでの時間を比較した． 8 ビット CPU は 24
クロックサイクルでテストプログラムを終了し，4 ビッ
ト CPU は 43 クロックサイクルでテストプログラムを終
了した．8 ビット CPU は 4 ビット CPU に比べ 44.2%少
ない時間でテストを終えた．この理由として，4 ビット
CPU では算術演算，論理演算，ビット操作命令を行う際，
上位 4 ビットと下位 4 ビットを分割して演算を行う必要
があるため，処理数に違いが表れた．表 3 に命令毎のク
ロックサイクル数の違いを示す．  
表 3 命令による処理数の違い 
 4 ビット CPU 8 ビット CPU
クロック 
サイクル数(算術) 
7 3 
クロック 
サイクル数(論理) 
6 3 
クッロク 
サイクル数(操作) 
6 3 
クロック 
サイクル数(その他) 
1～2 1～2 
 
6．まとめ 
本研究では当研究室で作成した 4 ビット CPU をベー
スとしてデータパス幅やレジスタメモリ容量の増大・処
理時間の低減を目的とした新たなCPUの設計を行った．
以下に結果をまとめる 
・データパス幅やレジスタメモリ容量の増大 
Verilog HDL 記述のデータパス幅を 4 ビットから 8 ビ
ットに拡張した．レジスタメモリ容量は 2 倍に増大した． 
・処理時間の低減 
 4 ビット CPU は LSI テスタを用い動作周波数
12.5MHz であると測定した．8 ビット CPU は，LSI テ
スタを用いた検証ができていないので正確な動作周波数
は不明だが，論理設計の段階で 1 クロックサイクル 20ns
という制約を与えてあるため理論上は 50MHz となり，4
ビット CPU の約 4 倍で動作すると考えられる．また，
命令の種類によっても変化するが、クロックサイクルに
対する処理数は減少する．表 4 に 8 ビット CPU と 4 ビ
ット CPU の動作周波数と命令処理毎に必要なクロック
サイクル数から算出した処理時間を示す． 
表 4 命令毎の処理時間 
 8 ビット CPU 4 ビット CPU
処理時間(算術) 60ns 560ns 
処理時間(論理) 60ns 480ns 
処理時間(操作) 60ns 480ns 
処理時間(その他) 20ns～40ns 80ns～160ns 
以上のことから，当初の目的であったデータパス幅やレ
ジスタメモリ容量の増大・処理時間の低減を目的とした
AISIC設計手法を用いたCPUの設計ができたといえる． 
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