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Naslov: Generiranje programske kode kolutnih iger
Avtor: Simon Tusˇar
Diplomsko delo obravnava generiranje programske kode za domeno izdelave
kolutnih iger. Generator programske kode je program, ki iz ustreznih vhodnih
podatkov tvori programsko kodo.
Kolutne igre so najbolj razsˇirjena vrsta iger na srecˇo, ki simulira klasicˇne
igralne avtomate. Priljubljene so postale zaradi svoje enostavnosti, saj igralec
le stavi izbrano kolicˇino denarja, igra pa se izvede s pritiskom na gumb.
Tovrstne igre imajo zelo podobno strukturo, zato so primerne za avtomat-
sko generiranje programske kode zanje. S tem pristopom zˇelimo zmanjˇsati
cˇas, ki ga porabimo za njihovo rocˇno izdelavo. V nalogi so prikazane tehnicˇne
podrobnosti izdelave generatorja programske kode za kolutne igre, ki omogocˇa
tvorbo programske kode za osrednji del igre.
Analiza po implementaciji je pokazala, da smo z generatorjem prihranili
kar nekaj cˇasa, zmanjˇsalo pa se je tudi sˇtevilo napak pri izdelavi.
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This thesis addresses the problem of source code generation for slot games.
Source code generator is a computer program that generates source code
from the provided configuration data.
Slot games are amongst the most popular gambling games. They simulate
the classic slot machines. They became popular because they are easy to play;
the player simply chooses the amount of money to bet and starts the game
with a press on the button.
As such games have very similar structure we can automaticaly generate
source code for them. With this approach we want to reduce the time needed
for their implementation. This thesis describes the technical details of the
developed source code generator for slot games.
Our analysis has shown that the developed code generator saves a lot of
development time and reduces the number of mistakes that are made during
the manual development.




Nekateri programi so si tako podobni, da se razlikujejo le po svoji konfigu-
raciji. Konfiguracija nam v tem primeru predstavlja posamezne oblikovne
elemente, ki ne vplivajo na nacˇin delovanja programa. Pri dolocˇenih sple-
tnih straneh je konfiguracija na primer slika z logotipom podjetja, pri cˇemer
je spletna stran vedno sestavljena iz enakih elementov, ki se izpiˇsejo v istem
zaporedju (na primer osnovni podatki o podjetju). V primeru enostavne kon-
figuracije so programi tako, z izjemo skromnih sprememb, prakticˇno enaki.
Njihovo izdelavo bi pospesˇili tako, da bi omogocˇili vstavljanje spremenljivih
parametrov na dolocˇena mesta v vnaprej dolocˇeno predlogo. Ko je konfigura-
cija zahtevnejˇsa in je potrebno nastaviti veliko razlicˇnih parametrov, bi bilo
dobro narediti generatorski program, ki bi nam na podlagi zacˇetne konfigu-
racije avtomatsko tvoril relativno zapleteno programsko kodo.
Z generatorji lahko resˇujemo razlicˇne probleme. Ena izmed vecˇjih tovr-
stnih problemskih domen je izdelava spletnih strani, saj le-te pogosto funk-
cionirajo podobno, najbolj opazna razlika pa je njihov izgled. S pomocˇjo
generatorja kode bi lahko pospesˇili tudi izdelavo programske kode za igralne
avtomate. Tudi delovanje slednjih je zelo podobno. Med seboj se vecˇinoma
razlikujejo le po izgledu igralne povrsˇine. Podoben problem predstavlja tudi
izdelava uporabniˇskih vmesnikov. Tu imajo posamezna polja podobne zah-
teve (na primer gesla se ne smejo prikazati), ki bi jih lahko s pomocˇjo konfi-
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guracije preprosto nastavili. Poleg teh prakticˇnih primerov obstaja sˇe veliko
drugih, pri katerih bi razvijalcu generator kode precej olajˇsal delo.
V diplomski nalogi bomo najprej opisali problemsko domeno avtomat-
skega generiranja izdelave programske kode. Temu poglavju bo sledilo po-
glavje, ki bo podrobneje predstavilo konkretno problemsko domeno kolutnih
iger. Sledilo bo poglavje o uporabljenih tehnologijah in orodjih, nato pa sˇe
eno o poteku implementacije generatorja kode zanje in nekaj podrobnosti,
ki smo jih ob tem srecˇali. Za konec bomo naredili sˇe analizo, s katero bomo




Naloga se nanasˇa na avtomatizirano generiranje programske kode. To po-
drocˇje je znano zˇe dolgo, obravnavamo pa ga lahko razlicˇno. Nasˇ cilj je
narediti programsko orodje, ki bo na podlagi definirane konfiguracije tvo-
rilo programsko kodo, ki bo cˇim blizˇje koncˇni obliki. V ta namen zˇelimo
predstaviti ustrezne teoreticˇne pristope, ki nam bodo pri tem v pomocˇ.
2.1 Avtomatsko programiranje
Avtomatsko programiranje (ang. automatic programming) opisuje nacˇin pro-
gramiranja, pri katerem s pomocˇjo posebnega programa generiramo novo
programsko kodo glede na vnaprej dolocˇene specifikacije [4]. V okviru tega
poznamo razlicˇne mozˇnosti, vendar v splosˇnem taksˇni programi programerju
omogocˇajo kodo pisati preprosteje in hitreje [5].
Definicija avtomatskega programiranja se je skozi cˇas spreminjala. V
sˇtiridesetih letih prejˇsnjega stoletja je avtomatsko programiranje opisovalo
avtomatizacijo izdelave luknjastih trakov. Luknjast trak, ki je prikazan na
sliki 2.1, je namenjen shranjevanju podatkov [24]. Kasneje se je ta pojem
nanasˇal na prevajanje visokonivojskih programskih jezikov (recimo ALGOL
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in Fortran) v strojni jezik. Taksˇnim programom sedaj pravimo prevajalniki
(ang. compiler) [5]. Danes je pojem avtomatskega programiranja najblizˇje
generiranju zahtevne programske kode iz cˇim preprostejˇsega vhoda.
Slika 2.1: Slika luknjastega traku [25]
Programi, ki so namenjeni avtomatskemu programiranju, skrajˇsajo cˇas
izdelave dolocˇenega programa, poleg tega pa programerju prihranijo vlozˇen
trud, ki bi ga moral porabiti za izdelavo (rutinskega dela) programa. Obicˇajna
alternativa avtomatskemu programiranju je rocˇna implementacija. Tudi cˇe
izvzamemo potreben cˇas za implementacijo ta alternativa ni najboljˇsa, saj je
potrebno ob kasnejˇsih spremembah dokumentacije kodo spet rocˇno popraviti,
poleg tega pa z rocˇnim pristopom lazˇje naredimo napake [8].
Poznamo razlicˇne vrste avtomatskega programiranja [5]:
• Generativno programiranje (ang. generative programming) predstavlja
koncept avtomatizirane izdelave programskih komponent s ponovno
uporabo programske kode (ang. reusability).
• Generiranje izvorne kode (ang. source-code generation) predstavlja pro-
ces generiranja izvorne kode glede na opis problema ali ontolosˇkega
modela (ang. ontological model).
• Izdelava s pomocˇjo platforme za razvoj nizkonivojske kode (ang. low-
code development platform) predstavlja resˇitev, pri kateri razvijalec
Diplomska naloga 5
kodo ustvari s pomocˇjo graficˇnega programskega vmesnika in konfigu-
racije.
Izmed teh si bomo za podrobnejˇsi pregled izbrali proces generiranja iz-
vorne kode.
2.2 Generiranje izvorne kode
Proces generiranja programske kode izhaja iz opisa problema ali ontolosˇkega
modela. Generiranje kode je dosezˇeno s programskimi orodji (kot so na
primer programi za izdelavo predlog), lahko pa tudi s pomocˇjo integriranih
razvojnih orodij (IDE). Ta orodja omogocˇajo, da programsko kodo tvorimo
na razlicˇne nacˇine, ki so ucˇinkovitejˇsi kot rocˇno programiranje. [5]. Proces
generiranja programske kode tudi lahko sluzˇi zgolj za izboljˇsanje ucˇinkovitosti
ali kot kljucˇen del procesa izdelave programa [7].
Obstaja vecˇ izvedb generatorjev programske kode. V osnovni izvedbi, ki
je prikazana na sliki 2.2, ti potrebujejo vhod, izhod ter cevovod, preko
katerega bo generator iz vhodnih parametrov naredil zˇeljen izhod [7].
Slika 2.2: Prikaz elementov osnovnega generatorja izvorne kode [7]
Pri teh velja:
• Vhod obsega parametre, ki so potrebni za generiranje kode,
• izhod opisuje, v kaksˇni obliki bomo dobili programsko kodo.
Mozˇni vhodni parametri programa za generiranje izvorne kode so:
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• Domensko specificˇni programski jezik (ang. domain-specific language)
je poseben jezik, s katerim z uporabo enostavnega jezika, ki je uporab-
niku bolj razumljiv, opiˇsemo vsebino na preprostejˇsi nacˇin.
• Koda v drugacˇni obliki je zapis vsebine v neprogramski obliki (na pri-
mer sheme podatkovne baze), iz katere lahko generiramo programsko
kodo.
• Podatkovni vir opisuje drugacˇen nacˇin (ali format) za opis vhodnega
vira (Excel, CSV, podatkovna baza), iz katerega razberemo ustrezne
podatke za tvorbo programske kode.
Z danimi vhodnimi parametri generiramo programsko kodo preko cevo-
voda. Tu so najbolj znani cevovodi za generiranje kode:
• Pretvornik (ang. parser), ki iz datoteke prebere podatke in jih prepiˇse
v ustrezno predlogo programske kode.
• Namenske aplikacije (ang. ad hoc applications) so aplikacije, ki poleg
vhoda uposˇtevajo sˇe druge podatke in tako tvorijo izhod.
• Generatorji v razvojnih okoljih (krajˇse IDE) nam omogocˇajo tvorbo
osnovnih metod razredov (toString, hashCode, equals ...) po vnaprej
dolocˇenih predlogah.
Pri programih za generiranje programske kode imamo dva mozˇna izhoda:
• Program za izdelavo predloge (ang. template engine) nam omogocˇa
zgolj zapolnitev dolocˇenih podatkov v dani predlogi.
• Aplikacijski programski vmesnik za izdelavo kode (ang. code building
APIs) nam omogocˇa programsko tvorbo datotek, ki jih zna prevajalnik
uspesˇno prevesti v strojni jezik.
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2.2.1 Program za izdelavo predloge
Program za izdelavo predloge (ang. template engine, template processor) je
program, ki zdruzˇi predlogo s podatki, da naredi zˇeljeno datoteko s program-
sko kodo [30]. Shemo vidimo na sliki 2.3.
Slika 2.3: Osnovni elementi programov za izdelavo predlog [9]
Tovrstni programi vkljucˇujejo razlicˇne funkcionalnosti s poudarkom na
procesiranju besedila. Programi za izdelavo predlog lahko tvorijo razlicˇne
vrste izhodov. Ti so bodisi dokumenti, spletne strani ali programska koda.
2.2.2 Pretvornik
Pretvarjanje (ang. parsing) je proces analize simbolov ali besed [28]. V
racˇunalniˇstvu se pojem pretvarjanje nanasˇa na sintakticˇno analizo vhodne
kode z namenom pisanja prevajalnikov (ang. compiler) in tolmacˇev (ang.
interpreter). Poleg tega se lahko nanasˇa tudi na delitev ali locˇitev besedila.
Pretvornik je programska komponenta, ki vhodni parameter (ponavadi je
to besedilo) pretvori v podatkovno strukturo. Vhodni parameter se po navadi
zapiˇse v obliki programskega jezika, lahko pa je tudi v obliki naravnega jezika
ali tekstovnih podatkov. Glede na vrsto vhodnega parametra tako poznamo:
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• Podatkovne jezike, kjer je glavna naloga pretvornika branje podatkov
iz datotek, kot so na primer HTML, XML in podobne.
• Programske jezike, kjer je pretvornik del prevajalnika ali tolmacˇa, ki
pretvarja viˇsjenivojsko programsko kodo v nizˇjenivojsko programsko
kodo.
Pretvorniki pogosto dopolnjujejo programe za izdelavo predlog [28]. Orodja,
ki uporabljajo pretvornike za generiranje programske kode, so zelo uspesˇna,
saj so le-ti zˇe obsezˇno raziskani, zaradi cˇesar resˇitve, ki omogocˇajo pretvar-
janje v vecˇ razlicˇnih jezikov, zˇe obstajajo [7].
Poglavje 3
Kolutne igre
Kolutne igre (ang. slot games) so zelo popularne racˇunalniˇske igre na srecˇo
[26]. Doticˇne igre so se razvile iz klasicˇnih igralnih avtomatov [33]. Njihova
najvecˇja prednost je enostavnost igranja, zaradi cˇesa lastnik z njimi obicˇajno
zasluzˇi vecˇ denarja kot z zahtevnejˇsimi igrami [32]. Izgled preproste kolutne
igre je prikazan na sliki 3.1.
Slika 3.1: Prikaz osnovnih pojmov v kolutni igri [13]
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3.1 Osnovni pojmi pri kolutnih igrah
Za lazˇje razumevanje bomo najprej nasˇteli in opisali nekaj kljucˇnih pojmov,
ki jih bomo uporabljali v nadaljevanju diplomskega dela. Nekateri osnovni
pojmi so prikazani na sliki 3.1. Osnovni pojmi, ki jih bomo uporabili pri
opisu kolutnih iger so:
• Simbol (ang. symbol) je prikazan simbol, ki se nahaja na kolutih igre.
• Kolut (ang. reel) je stolpec, ki ga sestavlja vecˇ simbolov.
• Prikazani koluti (ang. slot face) so skupina vecˇ kolutov, ki so prika-
zani igralcu. Prikazani so na sliki 3.1.
• Placˇilna linija (ang. payline) je dolocˇeno zaporedje simbolov na ko-
lutih. V primeru na sliki 3.1 je prikazana placˇilna linija sˇtevilka sˇtiri,
ki na prvem kolutu vzame prvi simbol od zgoraj, na drugem kolutu
drugi simbol, na tretjem kolutu tretji simbol, na cˇetrtem kolutu vzame
drugi simbol in na petem kolutu prvi simbol. Ta placˇilna linija se nato
preverja za mozˇne dobitke. V primeru s slike 3.1 je ta dobitna, ker trije
simboli od petih predstavljajo dobitno kombinacijo.
• Podatki o stavi igralcu povejo, kako in koliko denarja je stavil. Tu
moramo omeniti vecˇ razlicˇnih pojmov:
– Sˇtevilo placˇilnih linij (ang. number of paylines) oznacˇuje, za
koliksˇno sˇtevilo placˇilnih linij zˇeli igralec igrati s trenutno stavo.
– Velikost kovanca (ang. coin size) oznacˇuje vrednost kovanca.
– Sˇtevilo kovancev (ang. coins) pove, koliko kovancev bo igralec
stavil na placˇilno linijo.
– Velikost stave (ang. bet) dolocˇa skupni znesek trenutne stave.
– Stava na placˇilno linijo (ang. line bet) pove, koliksˇen je vplacˇan
znesek za eno placˇilno linijo.
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• Simbol za zamenjavo (ang. wild) je simbol, ki lahko na placˇilni liniji
nadomesti katerikoli simbol.
• Dobitek na igralnih kolutih (ang. scatter), je zadetek, ki ga igralec
zadane, cˇe se na igralcu prikazanih kolutih vecˇkrat pojavi simbol, ki
izplacˇuje ta dobitek. Pri tem ni vazˇno, kje se ta simbol pojavi.
• Placˇilna lista (ang. pay table) nam pove, kaksˇni so dobitki oziroma
koliko simbolov je potrebno zbrati za dolocˇen dobitek.
• Nacˇin placˇevanja cˇez vse mozˇne placˇilne linije (ang. ways pay)
je nacˇin preverjanja simbolov na kolutih, pri cˇemer preverjamo vse
mozˇne placˇilne linije. Pri igri, ki ima pet kolutov in na vsakem od teh
tri simbole, je sˇtevilo mozˇnih placˇilnih linij 243 (35).
• Modul (ang. modul) je ime, ki se uporablja pri delitvi igre na vecˇ
razlicˇnih delov. Igre so v vecˇini primerov sestavljene iz dveh modulov,
ki se lahko razlikujeta po logiki in/ali konfiguraciji.
• RTP (ang. Return To Player) predstavlja odstotek denarja, ki bi ga
igralec prejel nazaj, cˇe to igro igra neskoncˇnokrat.
3.2 Delovanje kolutne igre
Igralec sprozˇi igro s pritiskom na gumb za igranje. Pred tem izbere kolicˇino
denarja, ki ga zˇeli staviti na nacˇin, ki je je prikazan na sliki 3.2.
Ko je stava vnesena in igralec pritisne na gumb, se zacˇne izvajati pro-
gramska koda, ki simulira vrtenje kolutov. Tu se najprej dolocˇijo koncˇne
pozicije igralnih kolutov. Pozicije kolutov povedo, kateri simboli se pojavijo
na vseh kolutih.
Naslednji korak je preverjanje dobitkov. Slednji se delijo na vecˇ vrst:
• Dobitek na placˇilni liniji se zgodi takrat, ko se na placˇilni liniji
zaporedoma nahajajo enaki simboli.
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Slika 3.2: Izbira stave pri igri Gates of Babylon [12]
• Dobitek na kolutih (ang. scatter) pomeni, da je sˇtevilo dolocˇenih
simbolov na vseh kolutih vecˇje ali enako sˇtevilu simbolov, ki ga dolocˇa
konfiguracija igre.
• Dodatni dobitki so vsi ostali dobitki.
Po obravnavi dobitkov se igra ponavadi zakljucˇi, razen v primerih, cˇe
igralec zadane brezplacˇne vrtljaje ali dodatno igro.
Pri igranju kolutnih iger poznamo razlicˇne module, ki jih lahko vsebuje
igra. Moduli so lahko:
• Osnovni modul (ang. slot modul) je obicˇajni nacˇin igre, ki ga igralec
igra, ko vplacˇa stavo. Ta modul je prikazan na sliki 3.1.
• Modul brezplacˇne igre (ang. free spin) je nacˇin igre, ki ga igralec
lahko zadane. Tu igralcu za igranje ni potrebno ponovno vplacˇati stave
za ponovno igranje, sicer pa se igra enako kot osnovni modul.
• Dodatni modul je modul, ki ne vsebuje kolutov, ampak simulira do-
bitke. Pri tem se dobitek nakljucˇno izbere izmed vseh mozˇnih dobitkov.
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3.3 Vrste dobitkov
V tem podpoglavju bomo na kratko predstavili razlicˇne vrste dobitkov.
3.3.1 Dobitek na placˇilni liniji
Dobitek na placˇilni liniji je vrsta dobitka, pri katerem je potrebno, da je
na placˇilni liniji zapovrstjo dolocˇeno sˇtevilo enakih simbolov. Potek mozˇnih
placˇilnih linij je prikazan na sliki 3.3.
Slika 3.3: Mozˇne placˇilne linije pri igri Gates of Babylon [12]
Dobitek na placˇilni liniji se izplacˇa tako, da se dobitek za dolocˇeno sˇtevilo
simbolov pomnozˇi z velikostjo stave, ki je bila vplacˇana na eno placˇilno linijo.
V primeru s slike 3.2 smo stavili 40 FUN 1 za 40 placˇilnih linij. To pomeni, da
smo na eno placˇilno linijo stavili 1 FUN. Faktor za tri enake simbole princes,
ki smo jih zadeli na placˇilni liniji s slike 3.4, je 15. Lahko ga razberemo s
placˇilne tabele na sliki 3.5. Skupni zadetek je tako 15 FUN.
3.3.2 Dobitki na kolutih
Dobitki na kolutih (ang. scatter) so dobitki, pri katerih mora biti na vseh ko-
lutih skupaj dolocˇeno sˇtevilo simbolov. Ti dobitki nam ponavadi za nagrado
prinasˇajo dodatno igro (vecˇinoma modul z brezplacˇnim igranjem ali dodatno
igro). Poleg tega se od navadnih dobitkov na placˇilnih linijah razlikujejo v
1FUN je izmiˇsljena denarna enota, ki se uporablja pri igranju te igre
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Slika 3.4: Zadeta placˇilna linija pri igri Gates of Babylon [12]
Slika 3.5: Del placˇilne tabele pri igri Gates of Babylon [12]
tem, da se dobitki pomnozˇijo s celotno zadnjo stavo. V primeru s slike 3.2
se 40 FUN pomnozˇi z dobitkom iz placˇilne tabele (na sliki3.7). Faktor za tri
simbole BONUS je 3. Igralec tako dobi 120 FUN, dobi pa tudi 10 brezplacˇnih
vrtljajev. Dobitek na kolutu je prikazan na sliki 3.6.
Slika 3.6: Simbol, imenovan Bonus, prinasˇa dobitek na kolutu pri igri Gates
of Babylon. [12]
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Slika 3.7: Del placˇilne tabele pri igri Gates of Babylon [12]
3.3.3 Dodatni dobitki
Dodatni dobitki se izplacˇujejo poleg dobitkov, ki jih zadenemo na kolutih.
Taksˇni dobitki so:
• zbiranje simbolov na kolutih v enem vrtljaju,
• misije in
• zbiranje simbolov za dodatno igro.
Zbiranje simbolov na kolutih v enem vrtljaju deluje podobno kot
dobitki na kolutih, le da se tu za dobitke sˇtejejo tudi zamenjalni simboli, poleg
tega pa ti dobitki nikoli ne prinasˇajo dodatne igre ali brezplacˇnih vrtljajev.
Omenjeni dobitki so sicer redki, saj mora biti na vseh kolutih skupaj prisotno
veliko sˇtevilo dolocˇenih simbolov, zaradi cˇesar je visoko tudi njihovo izplacˇilo.
Zadetek tovrstnega dobitka je prikazan na sliki 3.9. Ker je sˇtevilo rdecˇih
simbolov in zamenjalnih simbolov (z napisom “wild”) na vseh kolutih skupaj
vecˇje kot 8, simboli z oznako “2x” sˇtejejo dvakrat. Na sliki imamo tako 3-krat
po enega rdecˇega tigra, 2-krat po dva rdecˇa tigra in en zamenjalni simbol,
kar pomeni, da imamo skupaj 8 simbolov. Ti simboli skupaj nam izplacˇajo
dobitek “Silver bonus jackpot”.
Misije so dobitki, pri katerih v dolocˇenem sˇtevilu vrtljajev nabiramo
izbrane simbole. Cˇe presezˇemo dolocˇeno sˇtevilo izbranih simbolov, se nam
izplacˇa dobitek glede na to, koliko simbolov smo zadeli v teh vrtljajih. Pri
tem lahko izbiramo simbole za zbiranje in sˇtevilo vrtljajev, v katerih bomo
zbirali te simbole.
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Slika 3.8: Prikaz zadetka pri zbiranju simbolov na kolutih v enem vrtljaju
pri igri Tiger claws [16]
Slika 3.9: Del placˇilne tabele pri igri Tiger claws [16]
Slika 3.10 prikazuje izbiro misij. V primeru, izbrane oznacˇene misije, ko
med igranjem le-te zberemo vecˇ kot 800 simbolov princev ali princes, bomo
dobili dobitek, ki je 1000-krat vecˇji od celotne stave. V primeru stave 40
FUN bi na koncu dobili kar 40000 FUN.
Slika 3.10: Slika misij igre Gates of Babylon [12]
Pri zbiranju simbolov za dodatno igro igralec zbira izbrane simbole.
Ko presezˇe dolocˇeno sˇtevilo zbranih simbolov, lahko nadaljuje z zbiranjem ali
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zacˇne z igranjem dodatne igre, saj imajo dolocˇene igre vecˇ razlicˇnih stopenj.
Cˇe je igralec zˇe na zadnji stopnji se dodatna igra zacˇne sama. Okno je
prikazano na sliki 3.11. Dodatna igra je prikazana na sliki 3.12.
Slika 3.11: Mozˇnost za igranje dodatne igre pri igri Dinno odyssey [11]
Slika 3.12: Dodatne igre, ki jo lahko igralec zadane z zbiranjem simbolov pri
igri Dinno odyssey [11]
3.4 Podrobnosti posameznih modulov
3.4.1 Osnovni modul
Osnovni modul (ang. slot) je modul, ki se igra vsakicˇ, ko igralec s pritiskom
na gumb zavrti kolute. Delovanje tega modula na zaledni strani poteka tako,
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da najprej dolocˇimo koncˇne pozicije kolutov. Iz tega lahko nato dolocˇimo,
kateri simboli so prikazani uporabniku, nazadnje pa izracˇunamo dobitke.
Iz omenjenega modula lahko igralec preide v drug modul, cˇe le-tega za-
dane. Ta modul, ki je prikazan na sliki 3.13, ima lahko tudi posebnosti. V
primeru igre Gates of Babylon je ta posebnost zbiranje zamenjalnih simbo-
lov (ang. wild) na dolocˇenih kolutih (slika 3.14). Ko se zberejo trije taki
simboli, se vsi simboli na kolutu za naslednjih nekaj vrtljajev spremenijo v
zamenjalne simbole, kar omogocˇa vecˇ dobitkov.
Slika 3.13: Osnovni modul pri igri Gates of Babylon [12]
3.4.2 Brezplacˇni igralni modul
Modul brezplacˇne igre (ang. free spin) je modul, v katerega igralec preide, ko
v osnovnem modulu zadane brezplacˇni modul. V njem lahko igralec zadane
sˇe dodatne vrtljaje, ki so prav tako brezplacˇni. Brezplacˇni igralni modul
sicer deluje enako kot osnovni modul (dolocˇi se koncˇne pozicije kolutov, iz
katerih se izpelje simbole za prikaz in preveri dobitke), lahko pa ima tudi svoje
posebnosti. Tako slika 3.15 na primer prikazuje posebnost pri igri Gates of
Babylon, ko je zadnji kolut zaklenjen, ker je igralec zbral dolocˇeno sˇtevilo
zamenjalnih simbolov.
3.4.3 Dodatna igra
Dodatna igra je igra, ko se v ozadju ne vrtijo koluti, temvecˇ je omogocˇena
le izbira dobitka. Zaledni del igre izmed mozˇnih dobitkov nakljucˇno izbere
enega. Igralcu se to prikazˇe tako, da se mu ponudi vecˇ mozˇnosti. Ob pritisku
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Slika 3.14: Zadnji kolut vsebuje le zamenjalne simbole v igri Gates of Babylon
[12]
Slika 3.15: Izgled brezplacˇnega modula igre Gates of Babylon [12]
na eno izmed le-teh igralec zadane dolocˇeno vsoto denarja. Dodatna igra pri
igri Golden dunes je prikazana na sliki 3.16.





V doticˇnem delu bomo nasˇteli in opisali tehnologije in orodja, ki smo jih
uporabili pri izdelavi diplomske naloge. Poleg tega bomo navedli tudi razloge
za uporabo teh tehnologij in orodij.
4.1 Pregled uporabljenih tehnologij
4.1.1 Java
Java je objektno usmerjen programski jeziki [6]. Ena izmed kljucˇnih pred-
nosti tega programskega jezika je, da enaka koda pravilno deluje na vseh
platformah, ki jih programski jezik podpira [1].
Javo smo za izdelavo nasˇe resˇitve izbrali, ker je zelo priljubljen programski
jezik. Na spletu zanjo obstaja veliko dokumentacije. Popularnost je razvidna
tudi iz tabele 4.1. Popularnost posameznih programskih jezikov je dolocˇena iz









5 Visual Basic .NET 6.46%
Tabela 4.1: TIOBE Index popularnosti programskih jezikov [31]
4.1.2 Knjizˇnica minimal-json
Java sama po sebi ne vsebuje pretvornika za datoteke tipa JSON, zato smo
uporabili knjizˇnico, s katero bomo lahko besedilo prebrali in pretvorili v
objekt JSON. Ta knjizˇnica je minimal-json [23]. Omogocˇa nam, da iz
sintakticˇno pravilnega besedila naredimo objekt z ustrezno vsebino, ki ga
lahko nato obdelujemo. To knjizˇnico smo izbrali, ker smo jo v preteklosti zˇe
uporabili in poznamo njene osnovne funkcionalnosti.
4.1.3 Orodje Gradle
Za dodajanje knjizˇnice v projekt smo uporabil Gradle [10]. To je odprto-
kodno programsko orodje, ki skrbi za avtomatizacijo gradnje projektov [21].
Dograjuje koncepte Apache Anti [3] in Apache Maveni [2].
Osnovni model tega orodja temelji na nalogah, ki jih povezˇemo z ustre-
znimi odvisnostimi. Primer je prikazan na sliki 4.1.
Primer prikazuje genericˇen graf nalog. Pred nalogo A je potrebno narediti
nalogi B in C. Nalogo B lahko naredimo takoj, saj ni odvisna od nobene druge
naloge. Naloga C pa je odvisna od nalog D in E, kar pomeni, da moramo
prej opraviti nalogi D in E. Ti nalogi sta odvisni od naloge Z, zato je najprej
potrebno resˇiti slednjo. Po izvedbi naloge Z izvedemo nalogi D in E, sledi sˇe
naloga C, ki nam (po razresˇitvi naloge B) omogocˇi, da naredimo nalogo A.
Enak koncept velja za aktivnosti pri izvedbi javanskega projekta, ki je tudi
prikazan na sliki 4.1.
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Slika 4.1: Izgled grafa za izgradnjo projekta [21]
Za uporabo tega orodja smo se odlocˇili, ker se le-to pogosto uporablja pri
razvoju vecˇjih javanskih aplikacij.
4.1.4 Podatkovni format JSON
JSON (ang. JavaScript Object Notation) je format za izmenjavo podatkov,
ki je razumljiv tako cˇloveku kot racˇunalniku [19] . Zgrajen je na dveh splosˇnih
podatkovnih strukturah:
• zbirki imen z vrednostmi ter
• urejenem seznamu teh vrednosti.
Primer JSON objekta vidimo na sliki 4.2. Za uporabo doticˇnega formata
za izmenjavo podatkov smo se odlocˇili, ker v taksˇni obliki dobimoizhodiˇscˇno
datoteko, iz katere bomo brali podatke o kolutni igri.
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Slika 4.2: Primer JSON objekta [20]
4.2 Uporabljena programska orodja
4.2.1 IntelliJ IDEA
IntelliJ IDEA je programsko orodje, ki je namenjeno razvijanju javanskih
aplikacij. Ponasˇa se z veliko dodatnimi funkcionalnostmi, ki nam olajˇsajo
izdelavo programa, med katerimi je tudi podpora za Gradle [18].
4.2.2 Notepad++
Za pregled datotek tipa JSON smo uporabili programsko orodje Notepad++ [27].
Program sam po sebi nima podpore za datoteke tipa JSON, zato smo mu
dodali vticˇnik, ki omogocˇa urejen pregled datotek [29]. Doticˇni vticˇnik nam
omogocˇa, da neurejene objekte JSON uredimo brez dodatnega truda.
Poglavje 5
Izvedba generatorja
V poglavju bomo predstavili potek implementacije generatorskega programa,
ki nam poenostavi izdelavo kolutnih iger. Pri tem bomo najprej opisali idejo
resˇitve, sledil pa bo opis izdelave pretvornika, ki pretvori konfiguracijsko
datoteko tipa JSON v programsko kodo igre.
5.1 Idejna resˇitev
Povedano splosˇno, je ideja napisati program, ki nam bo iz dane konfiguracije
avtomatsko generiral programsko kodo kolutne igre. Slika 5.1 prikazuje, kako
bo delovala nasˇa resˇitev.
Pri rocˇni izdelavi smo celotno programsko kodo napisali rocˇno na podlagi
zacˇetnega opisa konfiguracije v dokumentaciji. Kot je bilo zˇe omenjeno, tovr-
stna izdelava zahteva veliko cˇasa, zaradi rocˇnega pisanja kode pa se pojavljajo
tudi tezˇave z napakami.
Pri izvedbi z generatorjem bomo iz prejete dokumentacije izbrali dato-
teko v formatu JSON, ki vsebuje konfiguracijo igre. Za tipicˇen zgled datoteke
bomo vzeli obstojecˇo datoteko, ki jo dobimo med dokumentacijo enega izmed
ponudnikov1, za katerega pogosto izdelujemo igre. Iz te datoteke bo gene-




Slika 5.1: Primerjava rocˇne izdelave in generatorja
kodo za osnovne funkcionalnosti. Na koncu bomo rocˇno dodali sˇe dodatne
funkcionalnosti, ki jih avtomatsko zelo tezˇko generiramo. Podrobnosti so
razvidne iz sheme s slike 5.1.
5.1.1 Podatki v konfiguraciji
Za implementacijo osnovnih funkcionalnosti mora konfiguracija, ki jo bo ge-
nerator prejel, vsebovati vsaj podatke o:
• imenu igre,
• simbolih, ki se pojavljajo na kolutih,
• kolutih,
• placˇilnih listah ter
• nacˇinu placˇevanja placˇilnih linij (ali igra placˇuje cˇez vse mozˇne placˇilne
linije ali za izbrano sˇtevilo placˇilnih linij).
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Omenjeni podatki so nujno potrebni pri vsaki kolutni igri, da le-ta deluje
pravilno. Pri tem potrebujemo ime igre, da lahko tvorimo ustrezna imena
razredov in paketov. Ker lahko igra vsebuje vecˇ razlicˇnih modulov, mora ta
konfiguracija vsebovati tudi podatke za ostale module.
Poleg teh podatkov v konfiguraciji obstajajo sˇe drugi podatki, ki niso
obvezni pri vseh igrah. Ti podatki so:
• potek placˇilnih linij,
• velikost prikazanih dobitkov in
• podatki o dodatnih dobitkih (misije, zbiranje simbolov na kolutih in
zbiranje simbolov za dodatno igro).
5.1.2 Delovanje generatorja
Generator programske kode iz dane konfiguracije naredi vse potrebne razrede
in jih napolni s potrebnimi podatki. Ti podatki so lahko:





• nacˇin placˇevanja linij in
• potek placˇilnih linij.
Podatke mora program pravilno pridobiti in vstaviti v programsko kodo
za osnovni modul in modul brezplacˇne igre. Pri generiranju je zazˇeleno, da
bi generirali sˇe:
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• modul s pravilnimi podatki o dodatni igri,
• dodatni modul, cˇe je le-ta potreben,
• osnovo za preverjanje delovanja ter
• dopolnitev projekta z Gradle datoteko.
5.2 Razvoj generatorja
Po postavitvi razvojnega okolja smo v le-tem naredili projekt, v katerega
smo najprej preko orodja Gradle dodali knjizˇnico minimal-json. Ko smo se
prepricˇali, da knjizˇnica deluje pravilno, smo zacˇeli z implementacijo genera-
torja.
Izkazalo se je, da najprej potrebujemo vse podatke o kolutni igri, saj
nekatere (npr. imena simbolov) potrebujemo zˇe ob tvorbi zacˇetnih delov kode
(na vecˇ kot enem mestu). Po pridobitvi podatkov iz vhodne JSON datoteke
smo s programom za generiranje naredili javanske datoteke, ki imajo ustrezno
strukturo. Vsebujejo podatke o placˇilnih linijah, placˇilnih listih in kolutih.
5.2.1 Pridobivanje podatkov
Podatke o vseh simbolih najdemo v JSON objektu (del tega je prikazan na
sliki 5.2). Tu se nahaja vecˇ razlicˇnih podatkov o simbolih v igri, saj se le-ti
uporabljajo za razlicˇne stvari.
Objekt naturalSymbol se uporablja za simbole, ki so prikazani na kolutih
igre, objekt substitutionScheme (prikazan na sliki 5.3) pa nam pove, kateri
simboli so lahko na placˇilni liniji. Objekt symbolClassName (prikazan na
sliki 5.4) pove, ali so ti simboli vkljucˇeni na placˇilni liniji ali ne.
Generator programske kode najprej zacˇne z desˇifriranjem objekta natu-
ralSymbol. Na sliki 5.5 je prikazana funkcija, s katero desˇifriramo simbole iz
JSON objekta. Ta objekt vsebuje osnovne podatke o simbolih, ki se nahajajo
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Slika 5.2: Razlicˇni objekti za simbole
Slika 5.3: Objekt substitutionScheme
Slika 5.4: Objekt symbolClassName
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na kolutih in jih potrebujemo za desˇifriranje drugih dveh objektov (substi-
tutionScheme in symbolClassName). Desˇifriran objekt naturalSymbol vse-
buje podatke o imenu simbola, njegovem sˇtevilskem indikatorju in vrednosti
povecˇanja dobitka, cˇe zadenemo dobitek s tem simbolom.
Slika 5.5: Funkcije za desˇifriranje simbolov
Nato smo desˇifrirali symbolClassName, pri katerem v objekt shranimo
symbolClassName ime in tip tega simbola (vkljucˇen na kolutih ali simbol
ne obstaja na kolutih). V naslednji zanki v ta objekt dodamo sˇe vse mozˇne
simbole, ki se pojavljajo na kolutih iz objekta substitutionScheme z enakim
imenom.
Ko pridobimo objekte s simboli, lahko pricˇnemo desˇifrirati kolute. Po-
datki o kolutih se nahajajo v objektu reelGrid, ki je na sliki 5.6. V tem
objektu so lahko podatki za vecˇ razlicˇnih modulov.
Slika 5.6: Objekta reelGridList
Podatki o simbolu na kolutu so zapisani v objektu reel, ki je na sliki
5.7. Pri tem nam vrednost index pove, na katerem mestu na kolutu se
nahaja simbol, value ime simbola ter weight sˇtevilo takih simbolov, ki lezˇijo
zaporedoma na kolutu. Podatke o kolutih zapiˇsemo v listo, v kateri hranimo
tabelo sˇtevil. Funkcija, ki desˇifrira kolute, je prikazana na sliki 5.8.
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Slika 5.7: Zapis dveh simbolov na kolutu
Slika 5.8: Koda za desˇifriranje kolutov
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Za koluti iz JSON objekta pridobimo placˇilne liste. Placˇilnih list ima igra
po navadi vecˇ, zato vse mozˇne liste shranimo v mapo, za kljucˇ pa nastavimo
njihovo ime. Ta objekt je prikazan na sliki 5.9.
Slika 5.9: Izgled winCombinationSet
Poznamo vecˇ razlicˇnih vrst placˇilnih list. Vsaka vsebuje posebnosti, zato
za vsako naredimo svojo logiko. Logika delitve placˇilnih linij je prikazana
na sliki 5.10. Med izdelavo smo ugotovili, da imajo nekatere placˇilne liste
podobno strukturo, zato smo desˇifriranje le-teh zdruzˇili skupaj.
Slika 5.10: Prikaz locˇitve placˇilnih list
Pri placˇilnih linijah imamo v JSON objektu (prikazan na sliki 5.11) zapi-
sano ime placˇilne kombinacije, elemente za ponavljanje na placˇilni liniji, nacˇin
placˇevanja placˇilne linije ter znesek placˇila. Odlocˇili smo se, da bomo objekte
Diplomska naloga 33
s podatki o placˇilih kombinacijah enakih simbolov shranili v poseben objekt.
Ta objekt je prikazan na sliki 5.12 in vsebuje ime simbola placˇilnih kombi-
nacij, minimalno sˇtevilo prisotnih simbolov za izplacˇilo in najvecˇje sˇtevilo
le-teh. Poleg tega je v mapi s tem kljucˇem sˇe sˇtevilo pojavitev doticˇnega
simbola na placˇilni liniji ter objekt s celovitimi podatki o placˇilu.
Slika 5.11: Dobitna kombinacije za 5 simbolov z imenom W1
Slika 5.12: Objekt SymbolPayline
Podobna logika velja tudi za dobitke na kolutih, le da se v objekt s podatki
o placˇilu dolocˇene kombinacije na placˇilni linij zapiˇse sˇe sˇtevilo brezplacˇnih
vrtljajev, ki jih dobi igralec.
Sledi obdelava podatkov o poteku placˇilnih linij po kolutih. Podatke pri-
dobimo iz objekta evaluationPatternList, ki je prikazan na sliki 5.13. V
doticˇnem objektu so podatki o koordinatah simbola, imenu linije in nacˇinu
ocenjevanja linije. Podatke zapiˇsemo v objekt, ki vsebuje ime, nacˇin ocenje-
vanja ter tabelo, kar nam pove, kje na kolutu se mora nahajati simbol.
Nazadnje pridobimo sˇe podatke o velikosti prikazanih kolutov igre. Dobili
smo jih tako, da smo iz podatkov o placˇilnih linijah poiskali najvecˇjo vrednost
v tabeli.
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Slika 5.13: Izgled zapisa placˇilne linije
5.2.2 Zapisovanje podatkov
Pri zapisovanju smo najprej naredili predloge datotek, ki jih bomo kasneje
napolnili s potrebnimi podatki (slednje smo sicer pridobili zˇe pred tem).
Primer ene izmed taksˇnih datotek je prikazan na sliki 5.14.
Slika 5.14: Predloga datoteke Utils
V doticˇni predlogi se vse vrednosti, ki jih je potrebno zamenjati, zacˇnejo
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s simbolom #. S tem poskrbimo, da se pri zamenjavi vrednosti v programu
ne bi pripetile napake. Del teksta, ki ga bo v datoteki potrebno zamenjati,
je potrebno najprej generirati.
Predstavili bomo le primer polnjenja za eno izmed datotek s potrebnimi
podatki. Datoteka se imenuje Utils. V njej hranimo podatke o simbolih in
placˇilnih linijah, ki se uporabljajo v vecˇ razlicˇnih modulih.
Datoteko generiramo tako, da najprej preberemo predlogo v niz, ki ga
bomo kasneje obdelovali. V tem nizu nato zamenjamo naslednje podatke:
• #importUtils zamenjamo s knjizˇnicami, ki jih je potrebno uvoziti,
• #symbolDefinition zamenjamo s konfiguracijo simbolov, ki se poja-
vljajo na kolutih,
• #createPaylines zamenjamo s placˇilnimi listami,
• #packeg zamenjamo z imenom paketa in
• #shortName zamenjamo s tricˇrkovnim imenom igre.
Pri tem pazimo, da podatke v datoteko zapisujemo tako, da je koncˇna
struktura zapisane datoteke enaka tisti, ki jo zˇe uporabljamo. Slika 5.15
prikazuje koncˇno datoteko Utils.
Podobno naredimo tudi za vse ostale datoteke, ki jih je potrebno zapisati:
SlotModule, SlotDefinition, FreeSpinModule, FreeSpinDefinition in
ostale. Na koncu v projekt dodamo sˇe datoteko Gradle in MillionSpinTest,
ki preverja, ali igra igralcu povrne pravilen odstotek denarja, cˇe bi le-ta igro
igral neskoncˇnokrat.
5.3 Preverjanje delovanja
Preverjanje delovanja generatorja smo izvajali tako, da smo izbrali kolutno
igro, ki ne vsebuje veliko posebnosti. Namenoma smo izbrali igro, ki smo jo
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Slika 5.15: Koncˇna datoteka Utils za igro Arms Race
na rocˇni nacˇin naredili zˇe prej, tako da smo poznali vse njene posebnosti. To
nam obenem omogocˇa, da obe resˇitvi med seboj primerjamo.
Izbrana igra je Tiger Claws, ki ima le poseben nacˇin placˇevanja linij
(placˇuje cˇez vse mozˇne linije), vendar to posebnost nasˇ generator podpira.
Sicer vsebuje tudi zbiranje simbolov v enem vrtljaju, pri katerem bomo morali
nekatere podatke vnesti rocˇno, saj jih z generatorjem ne moremo dobiti.
Za doticˇno igro smo najprej s spletne strani pridobili JSON datoteko, ki
vsebuje vso konfiguracijo igre. Vsebina te datoteke je prikazana na sliki 5.16.
Po pridobitvi JSON datoteke smo v programu nastavili ime igre, JSON
datoteko in nacˇin placˇevanja placˇilnih linij. To je prikazano na sliki 5.17.
Potem smo pognali generatorski program. Generiran projekt igre smo
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Slika 5.16: Konfiguracija za igro Tiger Claws [16]
Slika 5.17: Parametri za zagon programa
premaknili v ustrezen projekt z igrami, saj se igra sklicuje na razrede, ki se
nahajajo v tem projektu.
Ker z generatorjem ne moremo dolocˇiti simbolov, ki so potrebni za prozˇenje
dodatnega dobitka, smo le-te v konfiguraciji na sliki 5.18 nastavili na sim-
bole, ki ga prozˇijo. To moramo narediti zato, ker konfiguracijska datoteka ne
vsebuje teh podatkov, ampak so le-ti del drugega dokumenta.
Slika 5.18: Funkcija za nastavitev simbolov, ki prozˇijo dodatne dobitke
Sledilo je sˇe popravilo vrednosti, ki jo vrne funkcija getExpectedPayout
na vrednost, ki jo dobimo v Excelovi datoteki (slika 5.19). Tudi tega podatka
konfiguracijska datoteka zˇal ne vsebuje.
Slika 5.19: Funkcija getExpectedPayout pred spremembo
Po nekaj zacˇetnih tezˇavah ob zagonu generatorja (nekajkrat smo se zmotili
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pri prepisovanju imen funkcij in knjizˇnic) smo brez vecˇjih tezˇav dobili pravilno
generirano kodo igre, ki daje pravilen RTP2. To je pokazatelj, da je bila igra
ustvarjena pravilno.
Po preverjanju igre Tiger Claws smo preverili sˇe igro z zahtevnejˇso kon-
figuracijo. Spet smo izbrali zˇe znano igro Gates of Babylon. Po generiranju
kode smo popravili konfiguracijo za misije (prikazana je na sliki 5.20) in vre-
dnost v funkciji getExpectedPayout.
Slika 5.20: Konfiguracija za misije (pred spremembo)
Ob prvi izvedbi smo ugotovili, da potrebujemo sˇe nastavitev igrane mi-
sije, saj vsaka misija vrne drugacˇen RTP. Preverjanja brez imena misije tudi
sicer ne delujejo. Do pravilnega RTP smo priˇsli sˇele, ko smo uspesˇno dodali
dodatne funkcionalnosti.
2Obicˇajno je RTP kolutne igre okoli 96%
Poglavje 6
Analiza
Z analizo smo skusˇali ugotoviti, za koliko lahko pospesˇimo izdelavo igre z
avtomatskim generatorjem. Poleg tega smo zˇeleli izpostaviti tezˇave tovrstne
analize in nasˇega generatorja.
6.1 Analiza pospesˇitve izdelave igre
Najprej bomo primerjali cˇas rocˇne izdelave zˇe narejene igre s cˇasom, ki smo
ga porabili za izdelavo iste igre s pomocˇjo generatorja kode. Da bi dobili
objektivne rezultate, bomo sˇe enkrat rocˇno naredili isto igro in izmerili sˇe ta
cˇas. S tem zˇelimo izlocˇiti nastale ucˇinke prvega razvoja, ko sˇe ne poznamo
vseh podrobnosti igre.
Za ustreznejˇse preverjanje bomo sprva izbrali preprostejˇso igro, ki jo lahko
generator pretezˇno naredi sam, torej brez vecˇjih potrebnih posegov v pro-
gramsko kodo. Kasneje bomo primerjavo izvedli sˇe za zahtevnejˇso igro, ki je
program ne more v celoti narediti sam. Z drugim primerom bomo uposˇtevali
manjkajocˇe funkcionalnosti generatorskega programa, ki jih nismo pokrili s
prvim, lazˇjim, primerom.
Pri izbiri lazˇje igre imamo na izbiro dve mozˇnosti: Tiger claws in Mam-
moth chase. Odlocˇili smo se za igro Mammoth chase, saj smo igro Tiger
claws zˇe prikazali v prejˇsnjem delu naloge.
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Pri tezˇji igri imamo na izbiro vecˇ iger, ki jih najdemo na spletnem viru
[17]. Tu smo izbrali igro Gates of Babylon, ki smo jo v preteklosti zˇe izdelali
sami, pokriva pa vecˇ funkcionalnosti kot ji nasˇ generator trenutno zmore.
6.1.1 Mammoth chase
Pri igri Mammoth chase [15] smo za prvo rocˇno izdelavo porabili priblizˇno 60
ur, s pomocˇjo nasˇega programa pa smo porabili priblizˇno 12 ur. Vecˇino cˇasa
za izdelavo igre z generatorjem smo porabili za samo preverjanje pravilnosti
delovanja same igre.
Ko smo igro ponovno izdelali na rocˇni nacˇin se je porabili veliko manj
cˇasa (14 ur), saj:
• ni vecˇ potrebe po implementaciji dodatnih funkcionalnosti, ker so te zˇe
narejene,
• ni vecˇ napak v dokumentaciji, ki jih je bilo potrebno popraviti,
• pravilni podatki za uporabniˇski so zˇe pripravljeni ter
• ni vecˇ potrebe po preverjanju dodatnih funkcionalnosti.
To pomeni, da bi tudi ob prvotnem razvoju z generatorjem porabili precej
manj cˇasa kot kazˇe rezultat. Pri prvi rocˇni izdelavi je bilo veliko tezˇav in
dodatnih funkcionalnosti, ki smo jih morali resˇiti in preveriti. Enako pa bi
bilo pri avtomatskem generiranju. V primeru druge rocˇne izdelave te igre
se v primerjavi s prvotno rocˇno izdelavo zato vidi velik cˇasovni prihranek.
Generator za ponovno generiranje programske kode zmanjˇsa cˇas izdelave igre
za skoraj 15% v primerjavi z drugo rocˇno izdelavo. To pomeni, da bi lahko pri
izdelavi preprostejˇsih iger prihranili precej cˇasa, kar je razvidno iz grafa 6.1.
V primeru, da bi pa izpustili preverjanje, bi se odstotek pospesˇitve sˇe
povecˇal. Generator nam omogocˇa, da celotno igro naredimo v priblizˇno 30
minutah. V doticˇnem cˇasu bi po rocˇnem principu uspeli le preimenovati















Slika 6.1: Celoten cˇas za izdelavo igre Mammoth chase
simboli. Razlika je lepo vidna na grafu 6.2. Na slednjem je prikazan samo
cˇas izdelave konfiguracije ob uposˇtevanju dejstva, da smo v obeh primerih za
preverjanje porabili enako cˇasa.
Pri lazˇjih igrah bi potemtakem z uporabo nasˇega programa za avtomatsko
generiranje programske kode prihranili kar nekaj cˇasa, saj bi lahko celotno
igro praviloma naredili samo s tem, da bi pravilno nastavili potrebne pa-
rametre in pognali program, ki nam generira omenjeno kodo. Poleg tega bi
tako zmanjˇsali dolocˇene tezˇave (na primer mozˇnosti za napake), ki se pogosto
pojavljajo pri rocˇnem prepisovanju konfiguracije.
6.1.2 Gates of Babylon
Igra Gates of Babylon [12] je zahtevnejˇsa igra, ki vsebuje kar nekaj posebno-
sti. Dve izmed teh posebnosti sta:
• V osnovnem modulu igralec na kolutih nabira sˇtevilo pojavitev zame-
njalnega simbola. Ko jih zbere dovolj (3), se na kolutu pojavijo le














Slika 6.2: Cˇas izdelave igre brez preverjanja pri igri Mammoth chase
• V igralnem modulu brezplacˇnih vrtljajev igralec nabira zamenjalne sim-
bole. Ko jih zbere dovolj (3), se celoten kolut do konca igranja tega
modula spremeni v zamenjalne simbole.
Poleg teh dodatnih funkcionalnosti ima igra tudi drugacˇno velikost pri-
kazanih kolutov (5 kolutov, 4 vrstice) ter posledicˇno tudi drugacˇne placˇilne
linije. To zahteva dodatno delo. Funkcionalnost razlicˇnih velikosti kolutov
smo sicer zˇe imeli v celoti implementirano v eni izmed zˇe razvitih iger, zato
tu ni bilo potrebno vlozˇiti veliko dela.
Zaradi dodatnih funkcionalnosti pa je bilo potrebno vecˇ rocˇnega posega
v programsko kodo, zaradi cˇesar smo za izdelavo igre porabili priblizˇno 100
ur. V tem cˇasu so zajete tudi tezˇave med implementacijo igre, in sicer:
• napake v dokumentaciji,
• priprava ustreznih podatkov za uporabniˇski vmesnik,
• igranje igre z uporabniˇskim vmesnikom ter
• preverjanje dodatnih funkcionalnosti.
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Pri ponovni izdelavi igre smo z generatorjem kode porabili priblizˇno 40 ur,
predvsem zaradi zahtevnosti dodatnih funkcionalnosti in preverjanja njiho-
vega pravilnega delovanja. Ko smo igro ponovno izdelali rocˇno, smo porabili
okoli 45 ur. Tukaj smo z generatorjem izdelavo pospesˇili za okoli 12%, kar je












Slika 6.3: Cˇas celotne izdelave igre Gates of Babylon
Ocˇitno generator s tvorbo konfiguracije za igro zelo pomaga, saj smo za
zahtevnejˇso igro porabili prakticˇno enako cˇasa kot za generiranje enostavne
igre (Mamoth chase). Pri rocˇni izdelavi smo porabili veliko vecˇ cˇasa zaradi
potrebe po konfiguraciji vseh placˇilnih linij, ki jih ta igra uporablja. Samo
za postavitev projekta brez generatorja smo porabili 4 ure. Za primerjavo: z
generatorjem smo porabili 30 minut. Poleg tega smo pri rocˇni izdelavi naredili
napako, zaradi katere smo morali celotno konfiguracijo sˇe enkrat preveriti.
To je predstavljalo dodatno zamudo, ki je sicer nakljucˇna, a za rocˇni nacˇin
pricˇakovana. Vse je prikazano na grafu 6.4.
Z zapletenostjo igre se tako prednosti generatorja le sˇe povecˇajo. Seveda
















Slika 6.4: Cˇasa izdelave in iskanja napak pri igri Gates of Babylon
6.1.3 Tezˇave analize
Za tako izvedbo analize zˇal ne moremo trditi, da nam natancˇno napove pri-
hranek cˇasa z uporabo generatorja programske kode. Lahko sicer pokazˇemo,
da je generiranje hitrejˇse kot rocˇno, vendar tega ne moremo dokazati. Za to
bi potrebovali bistveno vecˇ primerov, ki bi bili med seboj dovolj razlicˇni.
Druga tezˇava je v tem, da smo pri analizi uporabili dve zˇe narejeni igri.
S tem smo izlocˇili kakrsˇnekoli napake, ki bi se pojavljale (in se tudi pogosto
zares pojavijo) v dokumentaciji. Te bi spremenile cˇas, ki smo ga porabili pri
izdelavi konfiguracije. Poleg tega smo imeli nekatere dodatne funkcionalnosti
teh iger zˇe narejene, zato smo jih lahko na podlagi nasˇih prejˇsnjih izkusˇenj
hitreje izdelali.
6.2 Tezˇave z generatorjem
Prva resna tezˇava z opisanim generatorjem kode kolutnih iger je standar-
dizacija oblike konfiguracijske datoteke. Treba je namrecˇ zagotoviti, da je
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dobljena konfiguracija zmeraj natanko taka, kot je predvidena. V naspro-
tnem primeru generator ne bo znal razbrati podatkov, zaradi cˇesar bo vecˇji
del ostal za rocˇno izdelavo.
Druga tezˇava je nepopolna konfiguracijska datoteka. Lahko se pripeti, da
dobimo datoteko za napacˇno igro ali datoteko, ki sˇe ni dokoncˇna (spremembe
simbolov, spremembe kolutov, spremembe placˇilnih linij,..). To pomeni, da
bi ob koncu implementacije priˇsli do napacˇnega rezultata. Napako bi zelo
tezˇko odkrili, saj bi se zanasˇali na pravilne vhodne podatke.
Tretja tezˇava so napake v dokumentaciji. V primeru le-teh bi po dobljeni
popravljeni dokumentaciji sˇe enkrat izvedli celoten postopek generacije pro-
gramske kode, vendar pa bi nam ta sˇe enkrat naredil celoten projekt z igro.
Veliko hitreje in enostavneje bi bilo, cˇe bi na izhod izpisali samo spremenjene
podatke, ki bi jih nato lahko v programski kodi zamenjali.
Ena izmed mozˇnih tezˇav je tudi, da konfiguracijske datoteke sploh ne
dobimo. Ta slabost ni zelo velika, saj lahko igro sˇe zmeraj naredimo na
rocˇni nacˇin. Tako generator prinasˇa le mozˇnost pospesˇitv, ko tako datoteko
pridobimo.
6.3 Ugotovitev
Program za generiranje programske kode zagotovo skrajˇsa cˇas razvoja ko-
lutnih iger. Ta cˇas se sˇe posebej zmanjˇsa pri igrah, ki imajo bodisi dolge
kolute, veliko sˇtevilo razlicˇnih simbolov ali posebno oblikovane placˇilne li-
nije. S pomocˇjo generatorja zelo zmanjˇsamo tudi mozˇnosti napak pri pisanju
konfiguracije, saj je ta proces sedaj avtomatiziran. Poleg teh zelo pomemb-
nih dobrih strani nasˇega generatorja ima ta zˇal tudi nekaj slabosti. Kot je
bilo zˇe omenjeno, so te povezane z ustrezno konfiguracijsko datoteko, torej z
zanasˇanjem na pridobivanje ustrezne datoteke, za katero ni nujno, da je zme-
raj na voljo, zanasˇanjem na popolnost in pravilno strukturo dokumentacije




Glavni cilj diplomske naloge je bil optimizirati izdelavo kolutnih iger. To smo
uspesˇno izvedli z izdelavo generatorja, ki je v obliki JSON datoteke zapisano
konfiguracijo uspesˇno pretvoril v programsko kodo za celoten osrednji del
igre, pri cˇemer je bilo treba z rocˇnim posegom izdelati le dolocˇene posebnosti.
Pri tem je analiza pokazala, da kljucˇni del izdelave lahko pospesˇimo.
Pri analizi smo tudi ugotovili, da program, v primeru, da dobimo konfi-
guracijsko datoteko v pravilni obliki, nima veliko slabosti. Iz tega razloga bi
bilo potrebno dolocˇiti splosˇni standard za konfiguracijsko datoteko, saj bi s
tem sˇe izboljˇsali ucˇinkovitost nasˇega generatorja kode.
V generatorju bi lahko sicer izboljˇsali kar nekaj stvari. Ena izmed bolj
opaznih je nadgradnja generiranja programske kode tudi za sˇe druge funkci-
onalnosti, ki jih igre imajo, a ta trenutek niso podprte. Med take bi lahko
sˇteli na primer pripravo podatkov za dodatno igro. Ker je implementacija
tega dela dokaj tezˇavna in vedno vsebuje posebnosti, se tega dela nismo lotili.
Dodatne igre delujejo zelo razlicˇno, zato je optimizacija izdelave tega modula
skoraj nemogocˇa.
Pomembna izboljˇsava bi bila, cˇe bi iz datoteke naredili le konfiguracijo in
to izpisali. Ta izboljˇsava bi nam priˇsla zelo prav, saj v primeru zˇe narejene
dodatne funkcionalnosti ne bi bilo potrebno sˇe enkrat narediti celotne igre,
ampak bi obstojecˇo napacˇno konfiguracijo samo zamenjali s pravilno.
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Sˇe ena izmed mozˇnih izboljˇsav bi bila tudi, da bi nam generator popravil
obstojecˇo datoteko s seznamom vseh iger. Tako bi ob zagonu programa vanjo
dodali sˇe igro, ki smo jo ravnokar generirali. To je trenutno sˇe potrebno
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