This paper describes a new approach to perform continuous collision and interference detection between a pair of arbitrarily complex objects moving according to general 3-dimensional affine motions. Our approach, which does not require any envelope computations, recasts the problem of detecting collisions and computing the interfering subsets in terms of inherently parallel set membership classification tests of specific curves against the original (static) geometric representations. We show that our approach can compute the subsets of the moving objects that collide and interfere, as well as the times of collision, which has important applications in mechanical design and manufacturing.
how many times the test is actually performed. Therefore, the most efficient algorithms do not only have efficient tests (for example, by maximizing the advantages offered by simplifying geometric assumptions, or by exploiting the temporal and spatial coherence of the problem), but they perform these tests on carefully chosen "simpler" subdomains [16, 15] , while taking full advantage of preprocessing computations.
Many efficient collision detection algorithms have been developed for tesselated models widely used in graphics and animation, as discussed above. However, all CAD systems use parametric surfaces as their native geometric representation, and may require the determination of potential collisions and interferences with accuracies that are often higher than what is needed in graphics/animation applications. At the same time, using the existing algorithms developed for tesselated shapes would require an extra step to tessellate the native solid geometry, which involves an additional approximation of the original geometric information. Constructing such approximations can be tricky since it is easy to construct examples in which the actual surfaces collide with each other, while their approximations do not.
Previous Work for Non-Polyhedra
Detecting collision between polyhedral models is a well established area of research, and there are many fast and robust algorithms that are available [10, 15] . However, there are considerably fewer attempts to compute collisions and interference of non-polyhedral objects. Consequently, even though our approach discussed in Section 2 can handle objects bounded by both freeform and tesselated/polygonal surfaces, we focus here on the existing collision and interference detection research for objects that are not bounded by piecewise linear surfaces.
The first class of approaches for detecting collisions of time-varying non-polyhedral objects share one common feature, namely, they use recursive subdivisions to localize the computations of the colliding points [29, 11, 13, 20] . These algorithms typically detect the time of earliest collision, do not seem to detect subsequent (multiple) collisions, and do not perform interference computations. One other class of approaches that are conceptually general (i.e., remain valid for arbitrary objects and motions) rely on sweeps [9, 8] . However, the main difficulty with the approach based on sweeping shapes is that computing the set swept by complex 3-dimensional shapes and motions is not commercially available [7] and is always a computationally expensive task. A recent survey of the current algorithms for computing sweeps can be found in [1] .
Goals and Outline
We propose a continuous collision and interference detection method that is applicable to arbitrarily complex objects moving according to general 3-dimensional affine motions. Our approach, which does not require any envelope computations, recasts the problem of detecting potential collisions and interference in terms of inherently parallel set membership classification tests against the original (static) geometric representations. We show that our approach does not only detect collision and interference (including the time of first or subsequent collisions), but also computes the interfering subsets of the moving objects, which has important applications in mechanical design and manufacturing. We make no restrictions on the class of objects being considered, so we consider 3-dimensional objects of arbitrary complexity, including those objects bounded by freeform surfaces that are moving according to general one parameter affine motions. Our main goals are (1) the rigorous formulation of a new and generic approach to detect and quantify collisions for the class of problems defined above; (2) to show that our approach does not require envelope computations, and that it has attractive computational properties; (3) to illustrate that our approach also produces the interfering subsets of the moving objects when such an intersection exists, as well as the parameters that correspond to the first time of collision (even when multiple collisions occur during the prescribed motion); and (4) to show that our approach can be extended to potentially detect and quantify the singularities of the envelopes of the moving shapes.
We formulate our approach in sections 2.2 and 2.3, and we discuss several extensions and computational issues, as well as our prototype implementation for the remainder of section 2. Section 3 discusses four examples illustrating the proposed capabilities of the proposed method. Finally, section 4 summarizes the contributions of this paper, and discusses a number of important computational issues that are key to an efficient implementation of this approach.
Formulation of the Set Membership Classification

Preliminaries
Motions and trajectories
Following the notation in [14] , assume that motion M is a one-parameter family of transformations M (t), and that parameter t belongs to the normalized unit interval. At every instant t = a, a set A moves to a new location in space determined by transformation q = M (a) relative to a fixed coordinate system. We represent transformations M(a) as matrices in homogenous coordinates, and use the superscript notation to define the transformed (set of) points as
Figure 1: Trajectory of point y ∈Tx will pass through x at some parameter value during the relative motion.
The transformation q ∈ M (t) for some instantaneous value t = a determines the position and orientation of A relative to an absolute coordinate system. In such a fixed coordinate system, every point x of A will describe a trajectory
in the d-dimensional Euclidean space E d in which the motion takes place. Clearly, curve T x contains all points of the space that will be occupied by point x at some parameter value during the motion. However, the same motion of A will "look" different as observed from different coordinate systems. An intuitive understanding can be gained with a simple example. Assume that a point moves with constant speed in the positive direction along the x axis starting from the origin. Clearly, an observer placed at the origin and attached to a fixed coordinate system sees the point moving in the +x direction. On the other hand, an observer that is traveling together with the moving point sees the origin moving in the opposite direction (i.e., −x direction). Now consider a point x ∈ A, where A is a moving object, and assume that z is a fixed point in space such that z = x, at t = 0. As object A moves according to motion M , the fixed point z will appear to be moving relative to A according to the inverted motionM , which is the inverse of M (t) for every value of t [14] . Because of our choice of z, the trajectory of z relative to the moving A is in fact the trace of x as seen from the moving coordinate system, which is denoted bŷ
Now consider two points in the space where the motion takes place: one point x that belongs to set A, and a second point y ∈T x , as illustrated in Figure 1 . Based on equation (2), there exists a parameter value t = a ofM (t) such that
, by multiplying equation (3) to the left by M (a) we obtain
In other words, the trajectory of point y ∈T x moving according to the prescribed motion M (t) will pass through point x at some parameter value. In fact, the inverted trajectoryT x contains all points y ∈ E d that will pass through a given point x when moved according to motion M , or
In the above discussion, motion M can be considered to be a special case of a more general relative motion between two coordinate systems that move relative to a fixed coordinate system. This relative motion can be expressed in any coordinate system defined in the same space (see for example [14] ).
Detecting and Quantifying Collisions
Let A and B be two sets of points moving in a d-dimensional Euclidean space. To simplify the notation, denote the motion of A relative to B by M . Thus,M will represent the motion of B relative to A. Observe that, if the motion information is given as a sequence of discrete configurations rather than as a continuous function, then one can use a motion interpolation algorithm that will produce a motion that interpolates the given configurations. The choice of a particular interpolation algorithm will clearly influence the resulting continuous motion, and, hence, may influence the results of the collision detection tests. However, such a discussion is outside of the scope of this paper. Two relatively recent reviews of motion interpolation algorithms are presented in [35, 28] .
The problem that we are addressing in this paper can be stated as follows. Given two sets of points A and B, and the relative motion M of A relative to B, detect whether collision occurs between A and B, as well as the parameter values of M (t) that correspond to the time(s) of collision between A and B. If the two sets collide, then compute the subsets of A and B that interfere during M .
Consider a point x that belongs to set B. Recall from equation (5) that the inverted trajectory of a point x ∈ E d contains all points of the space that will pass, at some parameter value, through x as these points move according to M .
Thus, ifT x A = ∅, ∀x ∈ B then A and B do not collide during the prescribed relative motion M . By contrast, ifT
the two objects A and B will collide. Furthermore, the set of all points x ∈ B for which the intersection in equation (6) is non-empty will represent the subset of B that will collide with A during M . Moreover, the corresponding points of intersection in equation (6) will represent the subset of A that interferes with B during the same motion M . Observe that computing the set of points of interference according to equation (6) involves a set membership classification between the inverted trajectory curves and set A to determine the subsets of the curve that are 'in', 'on', or 'out' of A [34] . Set membership classifications (SMC) rely on point membership classifications (PMC) that classify a point of the space against a given solid X as "in", "on" or "out" of the solid X. PMC is one of the fundamental operations in solid modeling [26, 33] , which guarantees that a given solid modeling representation is unambiguous [26] , and is implemented in all commercial solid modeling systems. Thus, the subset of B that collides and interferes with A during M can be written as
whereT x inA andT x onA are the points of the inverted trajectoryT x that are classified as 'in' or 'on' A by the SMC. Moreover, the subset of A that collides and interferes with B during M can be written as
Note that the set described by equation (8) is a set comprised of boundary points of A, and a set of curve segments that are in the interior of A. Intuitively, the subset of A that interferes with B is made of a bundle of curve segments belonging to the inverted trajectories.. Because they are formulated in terms of set theoretic properties, equations (6), (7) and (8) remain valid for any sets of points, and allow us to compute to a user-specified precision not only whether the collision occurs, but also the interfering subsets of A and B. The actual implementation of the SMC test will depend on the representations used for the inverted trajectory and for the geometry of set A. For example, standard algorithms for solids given as a CSG or boundary representation are illustrated in [27] .
Reducing the Density of the Point Sampling
Our approach supports the collision detection as well as the computations of the interfering subsets of A and B to any desired level of accuracy that is limited, in principle, only by the machine precision. The density of the point sampling increases with the required quality of the approximation, but an extensive sampling of points (both boundary and interior points) is often impractical, that is, unless the computed interference subsets need to be highly accurate.
Reducing the number of points for which inverted trajectories are computed can be achieved by taking advantage of a number of available techniques such as hierarchical bounding boxes or a variety of cellular decompositions. In addition, when A and B are solid shapes, one of the most obvious ways to reduce the number of points of B that are being tested is to only sample the boundary of B rather than points that are either "on" or "in" B as suggested by equation (6) . Such a sampling dramatically reduces the number of points for which we compute the inverted trajectories, and therefore the number of intersections that need to be performed. On the other hand, considering only points that are on B will no longer provide the interior points of B that will interfere with A. However, these boundary points of B can be used to construct an approximation of the interfering subset of B as discussed below. At the same time, instead of using the portions of the inverted trajectories that are either "in" or "on" (according to equation (8)) one can only store the points ofT x that are "on" A, and use these points to construct a similar approximation of the interfering subset of A. In this case, if B is a d−dimensional solid object moving in a d−dimensional Euclidean space, equation (6) becomes:
and the colliding boundary points of B and A can be written as
and
Consider a rectangular set A that is rotating about one of its corners by 90 o in a counter clockwise direction as shown in Figure 3 . During this rotation, set A interferes with the square set B, and the interference subsets of A and B are shown in Figure  3 (a). Let's now assume that we want to reduce the sampling size and the computational complexity, and that we choose to do so by only using the colliding boundary points of A and B according to equations (10) and (11) . There are many ways to construct approximations of these interfering sets from the set of computed boundary points, but a straight forward approach would be to triangulate these boundary points as suggested in Figure 3(b) ) by using one of the standard algorithms for surface reconstruction from point clouds, such as constrained Delaunay triangulations [31] , or a variety of other algorithms to transform point clouds into surfaces [4, 21, 38 ] (see also section 3 for several examples). Note that the error in the approximation will depend on the actual motion and geometric features, but these approximations can be improved by adding sampling points in the interior of B that are in the neighborhood of the newly constructed boundary (see Figure 3(b) ), and by using some additional points of the trajectory segments that are "in" A.
The relationship between M and T on one hand andM andT on the other hand implies that the same approach to collision and interference detection can be performed in terms of motion M and trajectory T . The choice of the coordinate system used to represent the relative motion between A and B will depend on how complex the geometries of A and B are (for example measured in terms of differential properties of the boundary as well as the number and individual area of faces). Since sampling points on the boundary is much faster than performing curve-face intersection, one would sample points on the boundary of the more "complex" object and perform the intersections with the boundary of the "simpler" object.
Extensions
Computing the envelope singularities During motion M , each moving set will sweep a set of points that is bounded by the envelopes to the family of shapes generated by the moving objects [2] . The fact that the inverted trajectory of a point x contains all points of space that will pass through x at some time during the prescribed motion M can be used to develop a point membership classification test that can classify any point of the space as being an "in", "on", or "out" point relative to the set swept by a moving object. The details of this PMC test are given in [6] , where we argue that this PMC test can be used either as a stand alone boundary evaluator for sweep or in conjunction with other boundary evaluators for detecting the candidate faces that belong to the boundary of the sweep.
Briefly, in [7] we show that performing the PMC test for sweeping solids of arbitrary complexity moving according to affine motions relies on intersections between the inverted trajectories of points in space and the moving object in its original static configuration followed by a careful postprocessing of the intersection results. This procedure allows the classification of any point of the space as being in the interior, on the boundary or in the complement of the set swept by the moving solid, and the points interior to the sweep are classified further as either regular, fold or fold boundary points. Furthermore, we show in [5] that the existence of fold and fold boundary points is a necessary but not sufficient condition for the existence of singularities in the envelopes of the moving object. We also argue there that the inverted trajectory intersection test determines the subsets of the boundary points of the moving object that pass through a given fold region, which can be used to develop the sufficient conditions for the existence of envelope singularities. At the same time, the detected fold regions can be used to interactively assess the existence of envelope singularities without requiring the computation of the envelopes that bound the swept set.
Combinatorial Collision Detection
In practice it is often required to compute the collision and interference between multiple objects in motion. The simplest such case is when all objects except one move rigidly relative to each other, for example when assembling a new component into an assembly. Conceptually, such a case is equivalent with the case of two objects moving relative to each other, if one considers the union of the components in the assembly as one of the moving objects. If the relative motion between the new component and the assembly is known, one can use standard methods to reduce the set of sampled points as well as the set of faces that need to be intersected as discussed above. On the other hand, the most complex situation is when all objects move relative to each other, which is a problem that has been studied in the collision detection literature. The usual pairwise collision detection as well as specialized data structures and algorithms to reduce the number of objects that need to be considered can still be applied to our approach. At the same time, one practical approach may be in these cases to tessellate the objects, apply one of the fast approximate collision detection algorithms to eliminate the most obvious non-colliding objects which would be followed by an accurate computation of the collision and interference between the remaining objects based on the formalism developed in this paper.
Examples
Based on the above discussion, one we can construct an algorithm to detect and quantify the collisions between two moving sets in a 2− or 3−dimensional Euclidean space. Our approach can be implemented for any geometric representation that support curve-solid or curve-surface intersections. Since our approach is formulated in terms of set theoretic properties, it remains valid regardless of the regularity or dimensionality of the moving sets. In our prototype implementation, we input the boundary representations of two moving objects. The output consists of the interfering subsets as point clouds, and of all the parameter values of all the intersection points, including the time of first collision. We first compute a point sampling of the boundary representation of one of the moving objects. For each such point, we construct the inverted trajectory as a piecewise polynomial curve, intersect it with the boundary of the second object, and we collect the intersection information when such an intersection occurs.
The colliding boundary regions can be computed to any desired level of accuracy depending on the sampling strategy employed according to a user-specified precision. Given a motion M , one can generate exact 1 or approximate trajectories as well as inverted trajectories for any point in the space. The curvesurface intersection betweenT and the boundary surface will depend on the representations used for bothT and geometry. For example, if set A is given as a boundary representation, then the curve-surface intersection algorithm reduces to curve-face intersection between the inverted trajectory and the corresponding faces of the solid. This is a standard operation in CAD that is efficiently implemented in all commercial CAD systems. It is important to note that the curve-surface intersection is a standard geometric modeling operation, and therefore there are many other algorithms available for performing this intersection (see for example [19] ).
In this section we illustrate how our approach can be applied to perform continuous collision and interference detection of solid shapes moving according to both rigid and non-rigid spatial motions. In our examples, the shapes are bounded by both planar and non-planar NURBS surface patches. We implemented the collision and interference detection algorithm outlined above in Parasolid, using Microsoft Visual Studio 2005.
In all three examples the motion information was assumed to be given as a sequence of several discrete configurations represented as 4 × 4 matrices in homogenous coordinates. During the preprocessing stage, we interpolated the prescribed configurations by using the algorithm outlined in [12] to obtain a continuous description of the relative motion as well as of its inverted counterpart (see section 2.1). In all four examples discussed here we used the inverted relative motionM to perform the collision and interference detection. As argued in section 2, one could formulate the collision and interference tests in terms of the relative motion M , depending on the relative complexity of the boundaries of the moving objects. The inverted trajectories were constructed as interpolating cubic B-spline curves by using points sampled along each inverted trajectory according to the inverted motion. However, it is known that, if the motion interpolation algorithm generates a rational B-spline motion, then the trajectories of points moving according to the interpolated motion are rational B-spline curves (see for example [18] ). This, in turn, implies that one can, in principle, construct the trajectories directly from the motion representation rather than by interpolating sampled points, which would result in more efficient computations. Figure 4 (a) shows two cubes moving relative to each other as illustrated by the sampled intermediate configurations of the inverted relative motion. The motion is a rigid body motion that contains a translation along a prescribed curve, and two simultaneous rotations around x and z axes, respectively. Several representative inverted trajectories are shown in Figure 4(a.2) . On each face of cube B we sampled 10k points whose inverted trajectories were intersected with all faces of cube A. For any such curve that intersected a face of A we stored the original point on B and the intersecting point(s) on the corresponding face of A. To illustrate the subsets of the boundaries of A and B that collide, we displayed two small spheres for each pair of colliding boundary points of A and B, as shown in Figure 4(a.3) . The same colliding boundary points have been used to compute the Delaunay triangulations approximating the interior points of A and B that are also involved in the collision. Here we decomposed the original boundary points into convex subsets and used the Qhull algorithm [23] to compute the two Delaunay triangulations as shown in Figure  4(a.4) . However, one could use other approaches to construct such approximations, for example by using constrained Delaunay triangulations [31] , or a variety of other algorithms to transform point clouds into surfaces [4, 21, 38] . A second example shows two objects from the NIST design repository [24] having a more complex geometry, and containing 850 and 240 faces, respectively. The faces of each object in Figure 4 (b) are represented as NURBS surface patches. For simplicity, we used a grid bases sampling of points on each face of object A, although one could employ an adaptive sampling method based on some metric related to the properties of the face. For example, the number of points sampled in each face could depend on some measure of size (such as the surface area), and on the complexity of the face, which would be computed in the preprocessing stage. In this example, we sampled points in the parameter space of each face of A along a rectangular grid, which was followed by a Point Membership Classification of the sampled point against that face. Those points that were not "in" or "on" the face were discarded. For each of the remaining points we computed the inverted trajectories (as described above), and intersected each curve with the boundary of A. The colliding points of the boundaries ∂A and ∂B of A and B are displayed as spheres.
Our third example shows two tesselated surface models obtained from the Stanford 3D scanning repository [25] for which we constructed a standard boundary representation. Our model of the Stanford bunny contains over 2900 triangular faces. Since the bunny surface is not closed, it does not bound a solid set of points. On the other hand, the dragon surface, which contains about 2700 faces, is closed and regular and bounds a solid set of points. The relative motion between the two models was given as a discrete sequence of configurations composed of a translation along a prescribed space curve and two simultaneous rotations around the x and z axes. Figure 4 (c.1) shows several intermediate configurations of the bunny as it moves relative to the dragon according to the inverted motion, while a few typical inverted trajectories are shown in Figure 4(c.2) . In this example, we used the same point sampling strategy as in the previous two examples. The results of our tests are shown in Figure 4(c.3) , where each colliding point is, once more, visually identified by a sphere.
Our last example shows a cylindrical object that is deforming as it moves according to a 3-dimensional affine motion. The motion in this example was interpolated from discrete configurations that were obtained by combining a translation along a prescribed curve, two rotations around x and z axes with angles varying between 0 − 80 o as well as a scaling transformation. The two Delaunay triangulations approximating the interfering subsets of the deformable and rigid object shown in Figure 4 (d) were computed from the colliding boundary points by using the Qhull algorithm [23] .
Conclusions
Collision and interference detection is an important problem that arises in a variety of applications domains. Since each such domain imposes different requirements on the procedures used to detect and quantify collisions, the existing algorithms are fairly tailored to specific applications. From a practical point of view, all approaches end up reaching some tradeoff between computational efficiency and accuracy to meet these requirements.
This paper introduces a new method to compute the collision and interference between geometric models to a user-specified accuracy that is essentially limited only by the machine precision. Our approach is based on set membership classification tests between the trajectories of points described by the relative motion of the objects, and their original geometric representation. We have shown that the method is applicable to any geometric representation that supports set membership classifications between a curve and a set of points or, alternatively, curve-surface intersections. Specifically, we implemented our approach within a commercial geometric kernel, and discussed several examples containing both rigid and non-rigid objects bounded by either NURBS or tesselated (triangulated) surfaces.
As is the case with any other algorithm for collision and interference detection, the computational cost associated with our approach depends on both the efficiency of the specific intersection test, as well as on how many times this test is actually performed. While the most efficient curve-surface intersections will necessarily take advantage of specific representations, one can dramatically reduce the number of times the intersection is actually carried out. To this end, many of the existing techniques designed to speed up the computations, such as hierarchies of bounding volumes, and specialized data structures published in the literature could be employed by our approach. At the same time, if the moving shapes are (possibly deformable) d-dimensional solids moving in a d-dimensional space, then one can significantly reduce the number of intersection tests by only sampling boundary points based on what subsets of the boundary will potentially collide, as discussed in section 2.2. For example if the objects are given in a boundary representation, one would only sample points in those faces that are involved in collision.
The main contribution of this paper is in the formulation of a new approach to perform continuous collision detection as well as to determine the interfering subsets for both rigid and non-rigid geometric models of arbitrary complexity moving according to general one parameter affine motions. We do not require the motion to be known in closed form, but we assume that the motion information is given as discrete configurations 2 . To summarize, our approach:
• can be applied to any geometric representation scheme that supports set membership classification between a curve (trajectory or inverted trajectory) and a set of points;
• can detect the collision and the amount of interference for both moving sets, as well as the time of first or subsequent collisions without requiring any envelope computations;
• can take advantage of any reduced complexity in the boundaries of the moving sets to decrease the number of intersection tests being performed, and therefore to speed up the computations by expressing the relative motion between two sets of points in different coordinate systems. At the same time, our approach can fully benefit from the existing techniques aimed at reducing the number of tests performed such as those employing hierarchical bounding boxes;
• can be used to potentially detect and quantify the singularities of the envelopes of the moving shapes, for example to identify the undercutting/overcutting in NC machining applications, as discussed in section 2.4. Moreover, it is worth noting that the same computations can be used to generate points that are on the boundary or in the interior of the set sweep(A, M ), and that our computations do not require envelope computations;
• is inherently parallel due to the fact that our tests are defined pointwise, which implies that parallel algorithms can potentially achieve impressive speedups.
In order to preserve the generality of our approach, we avoided making restrictive assumptions on the geometries and motions that have been considered in this paper. In turn, this implies that a number of specific issues have not been discussed here, and have to be addressed separately. The most important challenge of this approach is clearly the efficiency of the computations. While the challenge that we face is common to all exiting algorithms to detect collision and interference, we believe that the generality of our approach makes it attractive to a variety of applications requiring highly accurate collision and interference detection algorithms.
