Abstract: Embedded devices have been recently connected to the Internet, enabling their management and monitoring from the Web. Although Web interfaces can bring several advantages to embedded systems, from designers to end-users, re-designing legacy systems in most cases may not be the most effective way to upgrade a system to the Internet. In this paper, a hardware/software architecture is presented for an embedded proxy agent to add Internet-awareness to an existing design. An approach to add graphical user interfaces through the Web is presented as well. Copyright © 2002 IFAC 
INTRODUCTION
In the last few years there has been an increasing demand for the connection of embedded systems to the Internet for the purposes of monitoring and management of these devices. Embedded systems are systems implementing specific functions, such as printers, household devices, communication devices, avionics, medical instruments, and process control systems. The connection of embedded systems to the network enables the replacement of traditional and proprietary user interfaces to standard Internet interfaces, such as the use of familiar Web browsers from any desktop.
There are several options to enable the Internet in a system design, from re-designing an entire chip or board to the connection of protocol converters to an existing system. The decision on which method to apply in a specific design impacts the design in terms of time-to-market, future sales of the devices and the upgrade of existing systems (or legacy systems).
Other constraints that affect design considerations are limited CPU and memory resources, minimal impact on the application, and limited costs. This paper presents an architecture for embedded systems reengineering at chip-level or board level aiming at Web connectivity, based on independent hardware/software components for embedding an Internet agent. A proxy agent is a program that translates user's requests (via Internet protocols) into commands of the native system protocol. Graphical user interfaces are easily implemented by using the concepts of virtual panel and virtual instruments, and by the use of an interface code generator. All the implementation is based on open, standard interfaces.
A case study is presented at the end, consisting of the implementation of an embedded proxy agent for UPS (uninterruptible power supply) management.
EMBEDDED SYSTEMS AND THE WEB
Embedded systems usually require some human interaction to exchange information for the purposes of management and monitoring. Historically, the most common interfaces are a combination of display and keyboard, or some dedicated program running on a computer communicating with the system via a serial interface (see Fig. 1 ).
The traditional embedded interfaces use standard physical communications, such as the RS-232 or RS-422/RS-485 interfaces, with proprietary protocols. They become inadequate when the number of equipment increases, in quantity and in heterogeneity, just allowing point-to-point communications and not satisfying the new requirements for remote connectivity. In the last few years there has been a significant industrial effort to adapt desktop Web technologies to custom embedded devices (Itschner, et. al., 1998; Leidigh, 1998) . The major technical challenges are the resource and timing constraints of these devices, including memory limitations, I/O restrictions, and responsetime requirements.
Accessing an embedded product via the Internet brings several advantages, some of them pointed out in (Webb, 1999) : users can interact with the product via a familiar Web browser, simplifying the learning process; monitoring, managing and updating can be done from any desktop located anywhere on the Internet, even across international boundaries; the product manufacturer can monitor and support the product throughout its complete life cycle, not only production cycle; new software versions can be remotely uploaded to the embedded system; costs of product installation, test and maintenance can be reduced; elimination of the cost of user-interface hardware; updating the user interface or extending functionality is relatively easy. The Internet allows the addition of new features to an embedded product that would be hard, if not impossible, without a network connection. Initially we may think of monitoring and managing one or many embedded devices from any desktop over the network. The devices can also communicate with each other, coordinating their operation; in this case, we are talking about control of a distributed system. There are two basic approaches to deal with device interaction: the client-server architecture and the distributed architecture; one example of the last one is the Jini architecture (Huhns, 1999) . Coordinated operation among devices has to do with the functionality of the device. Since the Internet is slow and not deterministic, it should not interfere with the time-critical functions of the embedded product; besides that, any failure of the network connection should not interfere with the device main function. This paper deals only with aspects regarding Internet connection, not device functionality or coordination.
There are several techniques to provide physical connection of embedded products to the Internet. Among the variety of connections, two paradigms on computer networks have been popularised by Internet expansion: 1) Ethernet (ANSI/IEEE 802.3) as the physical medium to local area network; 2) TCP/IP stack as the network protocol.
The use in large scale of the Ethernet in desktop equipment reduced the hardware cost necessary for its implementation. This fact, allied to the great demand for connectivity, is impelling its use in embedded systems, with the objective of offering standard TCP/IP applications for monitoring and management (Agranat, 1998; Daniel, 1998; Ganssle, 1998; Lee, 1998) .
The basis for the software architecture used in Internet connection is the TCP/IP stack, a collection of well-behaved protocols that operate together to transfer data between a physical device (modem, Ethernet, and the like) and an application. TCP/IP stack has several applications to transport information between embedded products and user interface. Three of them are more satisfactory used in embedded systems management: Telnet, Web, and SNMP.
Telnet is a protocol used to implement a login facility on a host computer from a remote terminal. SNMP (Simple Network Management Protocol) is a protocol used for network management functions. It uses standard access methods, standard management data representation, and allows asynchronous alarm signalling (traps).
One of the reasons for the interest to use the Web for equipment management comes from the popularity and wide range of resources offered by the Web browsers. A Web server replies to user agent (typically WWW browser) requests, using the HTTP (Hypertext Transfer Protocol). This client/server protocol allows access to the equipment using the well known and user friendly interface provided by the browsers. Unlike telnet applications, Web browsers support dynamic data presentation by using Java applets (small programs running on Web browsers). 
REENGINEERING FOR THE WEB
Due to hardware and software limitations, time-tomarket or legacy compatibility issues, it is generally difficult to reengineer the original embedded product to add network connectivity. One way to solve this problem is to implement an interface to translate network re quests into direct product access and viceversa. This interface is called proxy agent because it works like a proxy between clients' requests and responses from Internet and the embedded product. There are to two ways to implement proxy agents: a computer gateway or an embedded proxy agent. The computer gateway is a desktop computer connected to the embedded product that receives the requests from Internet clients and translates to requests directly to the product. The communication between the computer gateway and the embedded product is implemented by traditional embedded system access, like serial interface.
Embedded proxy agents implement the same functionality as computer gateways in an integrated way. The main idea of an embedded proxy agent is to put the Internet access functionality into a new embedded system integrated with the original system; the composed system operates as a single reengineered embedded system. It should be emphasized that in this case the new embedded system may not only include Internet access functions but also improve the original functionality of the entire system.
The proposed model to add Internet-awareness to embedded systems is shown in Fig. 2 . The model uses the embedded proxy agent concept described earlier. The embedded proxy agent is implemented on a dedicated processor board that incorporates an interface to legacy systems (usually a serial interface, such as RS-232), an Ethernet interface and the necessary software for management using standard protocols.
The software architecture is shown in Fig. 3 . The main block of this model is the Management agent, which is the actual proxy agent, performs all the management services. It performs the MIB maintenance, translating the data obtained from the device with the native protocol into MIB objects.
The Web Server interacts with the device through the MIB, like the SNMP agent.
The Console Server is a character-based interface dealing with the management agent configuration, like Ethernet/Internet setup (IP address, netmask, gateway), SNMP setup (SNMP communities, manager IP address), UART setup, passwords setups for Web server and Telnet server. Another function of this block is to provide direct communication with the equipment, bypassing the standard connection; the access is exclusive, so only one can use the port at a time. The Control Access block guarantees exclusive access to the device. implementation does not require changes in the embedded system; the proxy agent acts as an interface to the application software in the Internet; independence of external hardware or software; extending management functionality is relatively easy; reduced implementation costs; reduced time-to-market for the extended product.
WEB USER INTERFACES
Graphical user interfaces can be implemented in many ways. Since CPU and memory resources on the embedded system are limited, a good solution is to store user interface software into the embedded system and to run it on a client desktop machine. This model can be implemented using Java applets. The applets are stored in the embedded system, and they are executed in the managing station through a Web browser. Fig. 4 presents a model to generate friendly user interfaces for embedded systems. The architecture is based on a Java object library to be stored into the embedded component and accessed by Web browsers. Each Java object in this library is a graphical representation of a real instrument. These virtual instruments are responsible for acquiring management data from embedded products and for showing these values graphically. A virtual panel is a collection of virtual instruments.
This modular architecture has several advantages:
Management interface is directly linked to the embedded product itself; thus, new releases of a specific embedded system already contain up-todate interfaces; Java applets can be executed on almost any Web browser, running over any platform, and from virtually any place in world; The use of Web browsers to run Java applets reduce client software costs; The use of instruments makes the interface friendly to every user since instrumentation is a well-known concept; Instrumentation may be used in different management applications, increasing software reuse; Complex interfaces can be graphically constructed by aggregating instruments in virtual panels.
The virtual panel concept is very useful because it enables data from different embedded systems, from distinct geographic locations, to be correlated and monitored at the same time. Fig. 5 shows this capability. A Java virtual instrumentation library was implemented; Table 1 presents the code size for the instruments. These values, however, can be further reduced since all Java information can be stored in a compressed form in the embedded system.
REENGINEERNG AN UPS FOR MANAGEMENT
This architecture was used for the connection of an UPS (uninterruptible power supply) system to the Internet. The basic function of UPS is to guarantee the provision of electric power to a load despite failures in the power source. We built a prototype embedded proxy agent at the board level using an x86 family processor with 256Kb of RAM and ROM. The prototype implemented a TCP/IP stack and SNMP, telnet and HTTP server applications. All the UPS data and commands could be accessed through the embedded proxy agent using one of the Internet interfaces: telnet clients emulating console applications, SNMP manager applications and Web pages from a Web browser.
The implementation cost in terms of memory requirements for different combinations of supported applications is shown in Table 2 .
Although these results are related to a specific implementation, they provide a first order approximation size. They can also be scaled to other platforms. Fig. 6 presents a captured screen from a Web browser connected to the UPS embedded proxy agent.
Note that although we used a prototype board to build this system, the used resources could be easily integrated in a single chip performing the same function: an x86 processor core, 256 Kbytes of RAM and ROM and an Ethernet co-processor.
CONCLUSIONS
Reengineering legacy embedded systems at chiplevel or board level for their interconnection to the Internet allows designers to produce new equipment with time-to-market requirements. We presented an architecture of a hardware/software design that could be easily integrated with conventional designs to provide Internet-awareness to the system.
We showed how Web interfaces could be used to bring benefits to end-users as well to manufacturers. The embedded system was monitored via familiar Web browsers from any desktop. The standard Web interface technology simplifies interface development, reducing development costs as well as the costs associated with product support and training.
The architecture for the implementation of an embedded Web agent presented in this paper is flexible, based on open, standard interfaces, using standard building blocks, reducing the implementation costs, with minimal impact on legacy functionality. This architecture can also be adopted for Web interfaces of new products, not only for reengineering legacy embedded systems; in that case, the embedded agent can run on the same processor as the main application, provided that are enough computer resources. The concept of virtual instrument associated with Java is a powerful technique for the implementation of management user interfaces, since they relieve from the embedded system the computational burden of executing graphical interface routines.
Open issues to the connection of embedded systems to the Internet include the development of automatic tools for the generation of embedded proxy agents, and the inclusion of security mechanisms compatible with the CPU power and memory available to these systems, since any Internet-based device is vulnerable to clandestine invasion.
