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Povzetek 
Na proizvodnih linijah še vedno veliko dela opravljajo ljudje. Tu predvsem mislimo 
na naloge, ki zahtevajo sestavljanje manjših komponent. Z razvojem dvoročnih 
kolaborativnih robotov je robotika delno pokrila tudi to vrsto proizvodnih linij. S 
posnemanjem sposobnosti človeka in delovanjem človeka v robotski celici, smo 
pridobili hiter, natančen in zanesljiv proizvodni proces.  
 
V diplomski nalogi smo za namen prikaza sodelovanja človeka z robotom razvili 
izdelek, ki predstavlja prednosti uporabe kolaborativnih robotov. Sestavljanje 
zobniškega prenosa v podajalniku žice zahteva dvoročni robotski sistem v kombinaciji 
z robotskim vidom, izdelava električnih povezav pa sodelovanje človeka.  
 
Diplomska naloga predstavlja razvoj podajalnika žice, podan je podroben opis 
funkcionalnosti robota Yumi, ki smo jih izkoristili za izvedbo naloge, prikazani so 
metodologija, ki vključuje dvoročnega robota opremljenega z robotskim vidom in 
prijemali, rezultati in ugotovitve, do katerih smo prišli med razvojem aplikacije. Bralca 
seznanimo z večino podatkov, ki jih bo lahko potreboval za nadaljnje raziskave, 
programiranje in umestitev takih robotskih sistemov v proizvodni proces. 
 
Ključne besede: robotski sistem, dvoročni kolaborativni robot, strojni vid, RAPID, 
RobotStudio 
 
 v 
Abstract 
Despite the rapid growth of robot-aided automation in production lines, there is still a 
lot of work left for people to do. Here we mainly refer to tasks that require assembly 
of smaller components. However, with the application of dual arm collaborative 
robots, automation also reached this area of production. With the help of robots that 
mimic human motion and allow human presence inside the robotic cell we obtain a 
reliable and accurate production process.  
 
In the diploma thesis we present product assembly, which highlights advantages of 
such robots and shows the human-robot collaboration in a production line. Assembly 
of a geared transmission inside a wire feeder requires a dual arm robot in combination 
with robot vision, while finalization of electrical connections requires collaboration 
with a human.  
 
The thesis presents the development of the wire feeder, a detailed description of robot 
functionalities required for accomplishing the task is given, presented are methodology 
that combines a dual arm robot equipped with robot vision and grippers and results 
with concluding remarks. The reader gains a handful of data that he will be able to use 
in his own projects when dealing with a similar problem.  
 
Key words: robotic system, bimanual collaborative robots, machine vision, RAPID,  
RobotStudio 
 
 
 
 1 
1  Uvod 
Namen razvoja robotike je bil v tem, da razbremenijo človeka v težjih, nevarnih in 
ponovljivih opravilih. Robotski sistemi so do sedaj vsebovali kletke in senzorje, ki so 
onemogočali dostop k robotskim mehanizmom. Z razvojem kolaborativnih robotov so 
roboti pokrili še dodatna področja, kjer lahko z robotskimi prednostmi varno in 
zanesljivo sodelujejo s človekom. V laboratoriju za imamo na razpolago tudi tak tip 
robota. Robot se imenuje Yumi proizvajalca ABB, ki v prevodu izpeljanke pomeni jaz 
in ti (ang. you and me). 
V diplomski nalogi smo si želeli aplikacije, ki bi poudarila prednosti dvoročnega 
kolaborativnega robota. Aplikacijo smo želeli zasnovati tako, da bi bila uporabna in 
primerljiva s proizvodnim procesom. Zamislili smo si proizvodnjo podajalnikov žice. 
Izdelek podajalnik žice smo razvili tako, da je bil primeren za sestavljanje z robotom. 
V izdelek smo umestili mehanizem z zobniki in si postavili nov izziv, ki je pomenil 
sestavo zobnikov. Človeškemu sodelavcu smo namenili nalogo, da med sestavljanjem 
robota izdela in priklopi električni del na izdelek in tako predstavili prednost 
kolaborativnega delovanja z robotom. 
V diplomski nalogi bomo prikazali vse potrebno za programiranje takega 
robotskega sistema. V prvem poglavju bomo predstavili cilje naloge in izdelek, ki smo 
ga prav posebej zasnovali za to aplikacijo. V naslednjem poglavju bomo predstavili, 
kakšne strojne komponente vsebuje robotski sistem in kakšna programska okolja in 
jezike bomo pri tej nalogi uporabili. V poglavju izvedba naloge bomo spoznali, kako 
se lotiti programiranja takih robotskih sistemov. Pregledali bomo procese, ki smo jih 
napisali za izvedbo naše naloge. Pred koncem pa bomo v predzadnjem poglavju ocenili 
celotno nalogo in razmišljali, kako bi lahko sistem izboljšali. 
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2  Predstavitev naloge in izdelka 
Predstavljajmo si, da je robot postavljen v proizvodnjo podajalnikov žice, kjer smo 
prišli do faze, v kateri je podajalnik žice sestavljen do podnožja zobnikov. Robot mora 
pravilno sestaviti mehanizem za podajanje žice, medtem ko delavec priklaplja motor 
na električni vir in krmiljenje. Na sliki 2.1 je prikazano delovanje robota v naši nalogi. 
 
Slika 2.1:  Delovni prostor 
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2.1  Podajalnik žice 
Podajalniki ali pogonske naprave v industriji predstavljajo pomemben element pri 
delovanju nekaterih naprav, ki potrebujejo dovajanje materiala taktno in skladno z 
delom naprave [2]. Poznamo več različnih modelov podajalnikov, ki se delijo glede na 
način delovanja, izvedbo pogona in na podajanje različnih oblik materialov, kot so 
pločevina v traku, žica, folija, papir, les… Podajalniki se uporabljajo predvsem v 
varilni industriji, različnih tiskalnikih in različnih proizvodnih obratih. Slika 2.2 
prikazuje različne podajalnike, ki jih uporabljamo v industriji. 
 
Slika 2.2:  Primeri uporabe podajalnikov [2]  
V naši nalogi bomo uporabili podajalnik, ki smo ga v laboratoriju razvili predvsem za 
to nalogo in smo ga poimenovali podajalnik žice. Podajalnik žice je sestavljen iz 
podnožja, mehanizma in električnega dela, kot lahko vidimo na sliki 2.3. 
 
Slika 2.3:  Naš podajalnik žice  
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Podnožje podajalnika žice je iz aluminijaste plošče, na kateri so privijačeni elementi 
štiri noge, motor s pogonsko osjo (kvadratne oblike), ostale tri osi (okrogle oblike) in 
torzijska vzmet. Torzijska vzmet pritiska na zadnjo os, na katero pride podajalni valj. 
To omogoča, da mehanizem lahko podaja žico. Zadnja os je med sestavljanjem 
mehanizma pritrjena s kljuko, zato da namestitev podajalnega valja ni ovirana. Na sliki 
2.4 so prikazane osi na podnožju. 
 
Slika 2.4:  Podnožje podajalnika žice: A – pogonska os, B – gnana os 1, C – gnana os 2, D – os 
podajalnega valja 
Mehanizem podajalnika žice je sestavljen iz pogonskega zobnika, gnanega zobnika, 
gnanega zobnika s podajalnim utorom in podajalnega valja. Zobnike bomo v 
programski kodi poimenovali drugače zaradi lažje uporabe. Lastnosti zobnikov so 
prikazane in predstavljene v tabeli 2.1 in na sliki 2.5. 
Ime Ime v programu Oblika osi Št. spodnjih zob Št. zgornjih zob 
Pogonski 
zobnik 
zobnik40 Kvadratna 23 
Nima zgornjega 
dela 
Gnani zobnik zobnik60a Okrogla 32 23 
Gnani zobnik z 
utorom 
zobnik60b Okrogla 23 Utor za žico 
Podajalni valj podajalec Okrogla Utor za žico 
Nima zgornjega 
dela 
Tabela 2.1:  Lastnosti zobnikov  
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Slika 2.5:  Zobniki: A – zobnik40, B – zobnik60a, C – zobnik60b, D – podajalec 
Zaradi željene večje hitrosti uporabimo prestavno razmerje zobnikov, ki zmanjšajo 
(reducirajo) hitrost vrtenja podajalnika žice. 
 
Enačba (2.1) opisuje prestavno razmerje glede na število vrtljajev in obratno 
sorazmerje med številom obratom in številom zobnikov [1]: 
 
 𝑖 =
𝑛1
𝑛2
=
𝑧2
𝑧1
 (2.1) 
𝑖 – prestavno razmerje 
𝑛1 – število vrtljajev gonilne gredi 
𝑛2 – število vrtljajev gnane gredi 
𝑧1 – število zob gonilnega zobnika 
𝑧2 – število zob gnanega zobnika 
 
Vrednost prestavnega razmerja določa ali hitrost gnanega zobnika zmanjšamo ali 
zvišamo. Prestavno razmerje večje od ena pomeni zvišanje (multipliciranje), manjše 
od ena zmanjšanje (reduciranje), enako ena pa ohranjanje hitrosti [1]. Pri našem 
podajalniku žice zmanjšamo hitrost pri prvih dveh zobniki nato pa jo pri naslednjih 
samo ohranjamo.  
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Električnemu delu pri tej nalogi nismo dali takega poudarka, saj smo se bolj 
osredotočili na delovanje robota. Zobnike poganja enosmerni motor GS09MA. Za 
demonstracijo delovanja bomo za krmiljenje uporabili navadno stikalo, za vir pa 9 V 
alkalno baterijo. Za učinkovitejše delovanje podajalnika žice bi seveda mogli 
električen del posodobiti glede na način uporabe in tip naprave, ki bi ta podajalnik 
potrebovala. Specifikacije motorja so predstavljene v tabeli 2.2. 
 
Teža 13,4 g 
Dimenzija (22,8 × 12,2 × 28,5) mm 
Hitrost 750 °/s (6 V) 
Navor 2,2 kg/cm (6 V) 
Delovna napetost 4,8 V – 9 V 
Optimalna delovna temperatura 0 °C – 55 °C 
Tabela 2.2:  Specifikacija motorja [3] 
2.2  Cilji naloge 
V nalogi želimo predstaviti delovanje in prednosti dvoročnega robota s strojnim vidom 
ter interakcijo robota s človekom. Glavni cilj je pravilno sestaviti izdelek podajalnik 
žice. 
 
V nalogi bomo spoznali sestavo robotskega sistema robota ABB Yumi in programska 
okolja, v katerih bomo nalogo programirali. Prek naloge se bomo podrobneje seznanili 
z delovanjem strojnega vida in sinhronega gibanja. Izpostavili bomo probleme in 
možne izboljšave pri robotskem sestavljanju zobnikov. Na koncu bomo končno nalogo 
še testirali, da najdemo in razčistimo še nekatere možne napake pri daljšem delovanju. 
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3  Robot ABB Yumi IRB14000 
V proizvodnih linijah je še veliko dela, ki ga še vedno opravljajo ljudje. Tu predvsem 
mislimo na sestavljanje določenih majhnih delov, ki jih je bil do sedaj sposoben 
narediti samo človek. Z razvojem robota ABB Yumi IRB 14000 je prišla nova 
priložnost, da se v to delo vključijo tudi roboti. Ker je zelo težko, skoraj nemogoče, 
posnemati in nadomestiti ljudi pri tem delu, so proizvajalci v ABB-ju naredili prvi 
dvoročni robot, ki omogoča interakcijo in skupno delo s človekom v istem prostoru. 
Ime robota je zato Yumi, ki v prevodu pomeni jaz in ti. Robot Yumi ima vse strojne 
komponente integrirane v mehanizem, tehta samo 38 kg in ima možnost ročnega 
programiranja (fizično premikanje rok). Robot s takimi lastnostmi lahko hitro 
umestimo v proizvodno linijo. Za delovanje takega robota potrebujemo strojno in 
programsko opremo, zato ju bomo v nadaljevanju opisali. Na sliki 3.1 je prikazan robot 
ABB Yumi. 
 
Slika 3.1:  Robot ABB Yumi [4]  
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3.1  Opis strojne opreme robotskega sistema 
Strojna oprema (ang. hardware) robotskega sistema so vsi njegovi materialni deli (za 
razliko od nematerialne programske opreme) [7]. Odprti robot na sliki 3.2 prikazuje 
večino strojnih komponent, ki se skrivajo pod ohišjem robota Yumi. 
 
Slika 3.2:  Odprti robot [4] 
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3.1.1  Krmilnik 
Yumi za svoj krmilnik uporablja peto generacijo ABB krmilnikov kompaktne verzije, 
imenovano IRC5C. Krmilnik je zgrajen na osnovi industrijskega osebnega 
računalnika, ki za vodenje uporablja PCI regulatorske karte. Zasnovan je modularno z 
ločenim močnostnim in krmilniškim delom. Krmilnik se v grobem deli na pogonski in 
nadzorni modul (ali krmilni modul). Pri kompaktnem krmilniku IRC5C sta ta dva 
modula združena. S to združitvijo se IP standard sicer zmanjša, kot pri navadnem IRC5 
krmilniku (iz IP 54 na IP 30), vendar se uporabnost z manjšo porabo prostora zviša saj 
je za 25 % manjši. V tabeli 3.1 imamo primerjavo med krmilnikoma IRC5 in IRC5C. 
 
Krmilnik IRC5 IRC5C 
Dimenzije in teža (970 × 725 × 710) mm, 150 kg (399 × 362 × 571) mm, 38 kg 
Napajanje Trofazni priključek, 200 – 600 V Enofazni priključek 220/230 V 
IP zaščita IP54 IP 30 
Tabela 3.1:  Primerjava med IRC5 in IRC5C krmilnikom [8] 
 
Pogonski modul omogoča delovanje robotskih motorjev s pomočjo močnostne 
elektronike, ki vsebuje napajalnik robotskega sistema, pogonske enote, usmernik… 
Nadzorni modul pa vsebuje krmilno elektroniko, ki skrbi za programiranje, nadzor, 
varnost, komunikacijo in usmerjanje robotskih motorjev. 
 
Sinhrono gibanje je prav tako, kot v krmilniku IRC5, v krmilniku IRC5C omogočeno 
s pomočjo ABB tehnologij TrueMove in QuickMove, ki izboljšajo natančnost, hitrost, 
čas cikla, programiranje in sinhronizacijo z drugimi napravami [8]. Krmilnik ima tudi 
možnost dodatnega priklopa senzorjev in dodajanja programske opreme (npr. 
Integrated Vision). 
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Na sliki 3.3 je prikazana desna stran, kjer imamo glavno napajalno stikalo, priključek 
za učno enoto in priklop za napajanje (Tabela 3.2). 
 
Slika 3.3:  Desna stran krmilnika [4] 
 
Oznaka Opis 
A Glavno stikalo 
B Priključek za učno enoto 
C Priključek za napajanje 
Tabela 3.2:  Opis desne strani [4] 
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Na sliki 3.4 je prikazana leva stran krmilnika, kjer so različni priključki, s katerimi se 
lahko povežemo in nadgradimo svoj robotski sistem. V tabeli 3.3 so kratki opisi 
priključkov. 
 
Slika 3.4:  Leva stran krmilnika [4] 
Oznaka Opis 
A 4+4 digitalni vhodno/izhodni signali za orodje L/D 
B DeviceNet M/S 
C PROFIBUS 
D Varnostni konektor 
E 8 digitalnih vhodnih signalov (5 mA) in 0 V, 24 V 
F 8 digitalnih izhodnih signalov (500 mA) in 0 V, 24 V 
G Priključek za servis 
H WLAN 
I LAN2 
J LAN3 
K FA (Fieldbus, Ethernet IP ali ProfiNet) 
L X10.USB2 port iz glavnega procesorja 
M 4 mm zračna cev (5 bar) 
Tabela 3.3:  Opis priključkov na levi strani [4]  
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3.1.2  Ročna učna enota FlexPendant 
Ročna učna enota (ang. TPU – Teach Pendant Unit) se pri ABB robotih imenuje 
FlexPendant. Enoto se prek integriranega kabla in konektorja priključi na robotski 
krmilnik. Kompatibilna je z vsemi robotskimi krmilniki proizvajalca ABB. Učna 
enota, robotski krmilnik in robotski mehanizem skupaj tvorijo osnovni robotski sistem. 
Uporablja se za upravljanje mnogih funkcij, ki jih potrebujemo za upravljanje 
robotskih sistemov. Z njo lahko v sistemu določamo delovni prostor in predmete, 
določamo potek programa, premikamo manipulator, produciramo in urejamo 
programe… Na sliki 3.5 je prikazana uporaba ročne učne enote. 
 
Slika 3.5:  Uporaba ročne učne enote [5] 
Učna enota vsebuje programsko in strojno opremo in je neodvisna od glavnega 
računalnika v robotskem krmilniku. Za svoje delovanje uporablja operacijski sistem 
Windows CE.NET in uporabniške vmesnike razvite v Microsoft Visual Studio.NET. 
Vso to programsko opremo poganja zmogljiv ARM procesor proizvajalca Intel. Za 
upravljanje so na ohišju tipke, krmilna palica in zaslon občutljiv na dotik. Cela naprava 
je zasnovana tako, da je odporna na vibracije, padce in okolje v industriji. 
Za varnost uporabnika skrbi tipka na zadnji strani učne enote. Če uporabnik 
tipko med testnim izvajanjem izpusti, se robotski sistem ustavi. To velja tudi za odklop 
konektorja iz robotskega krmilnika. V naši nalogi teh varnostnih elementov sicer ne 
bomo potrebovali, saj je robot Yumi zasnovan za kolaborativno delovanje s človekom. 
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Na sliki 3.6 so prikazani elementi na učni enoti, nato pa so v tabeli 3.4 opisani. 
 
Slika 3.6:  Deli učne enote [6] 
Oznaka Opis 
A Konektor 
B Zaslon občutljiv na dotik 
C Tipke za ročno vodenje 
D Uporabniško programljive tipke 
E Tipka za izklop v sili 
F Krmilna palica za ročno vodenje 
G USB priklop 
H Tipke za tesno izvajanje programa 
I Kabel 
Tabela 3.4:  Opis delov učne enote [9] 
 
Zaslon na dotik je eden glavnih elementov učne enote, ki uporabniku omogoča prikaz 
in upravljanje. Po njem lahko tipkamo s prstom ali s paličicama na zadnji strani učne 
enote. Zaslon na dotik vsebuje več območij, na katere lahko kliknemo ali pridobivamo 
informacije.  
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Območja na zaslonu so prikazana na sliki 3.7 in nato opisana v tabeli 3.5.  
 
 
Slika 3.7:  Območja zaslona na dotik [9] 
 
Oznaka Opis Podrobni opis 
A ABB meni 
Vsebuje več izbir za nastavljanje in urejanje robotskega sistema 
in programa 
B 
Uporabniški 
zaslon 
Prikazuje sporočila robotskega programa 
C Vrstica stanja Prikazuje osnovne informacije o stanju robotskega sistema 
D Zapri okno Zapira trenutno aktivno okno ali aplikacijo 
E Delovni zavihki Prikazuje zavihke, ki jih imamo odprte in jih lahko izbiramo 
F 
Hitro nastavljivi 
meni 
Vsebuje izbire za nastavljanje premikanja in izvrševanja 
programa 
Tabela 3.5:  Opis območji na zaslonu na dotik [9] 
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3.1.3  Robotski roki 
V razvoju robota Yumi so se želeli proizvajalci približati sposobnostim človeka. Za to 
so potrebovali dve antropomorfni roki z dodano sedmo prostostno stopnjo. Z novo 
miselnostjo so odstranili kletko in senzorje, ki bi preprečevali vstop človeka k robotu. 
Naredili so korak naprej in so izdelali robot, ki omogoča delo človeka in robota skupaj 
v enem prostoru. S tem so morali robotskim rokam dodati več varnostnih elementov, 
ki preprečujejo poškodbe ljudi. Mehanizme so opremili s plastičnim in gumijastim 
ohišjem, kot lahko vidimo na sliki 3.8. Vsa pnevmatska in električna napeljava je 
speljana v ohišju robotskih rok. Poskrbeli so, da mehanizem ne vsebuje predelov, ki 
človeka lahko stisnejo ali uščipnejo. Glavna posodobitev pa je umestitev senzorjev v 
robotski roki, ki ob trku ustavijo roko v nekaj milisekundah.  
 
Slika 3.8:  Robotska roka brez in z ohišjem [4] 
Nosilnost robotske roke znaša samo 500 g na zadnjem segmentu, predvsem zaradi 
dodanega sedmega segmenta, ki doda težo. Z nameščenim prijemalom s težo okoli 200 
g se nosilnost še prepolovi na okoli 250 g na skrajni točki robotske roke. Vendar je bil 
robot zasnovan za sestavljanje manjših segmentov, kjer je predvsem pomembna 
dostopnost, natančnost, ponovljivost in hitrost. Na sliki 3.9 lahko razberemo, da je 
največji doseg posamezne roke 559 mm.  
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Slika 3.9:  Shema dosega in diagram nosilnosti [4] 
Osnovni gradnik robotskih rok je iz magnezija, ki je izredno lahek in dovolj trden za 
tak robotski sistem. Na koncu robotske roke je priprava, prikazana na sliki 3.10, ki 
omogoča hiter priklop prijemala s samo štirimi vijaki. 
 
Slika 3.10:  Priprava robotske roke [4] 
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Ohišje prijemal in robotske roke so zasnovani tako, da ne mora priti do 
elektrostatičnega udara. Zato ima robot tudi oznako za elektrostatično zaščiteno 
območje EZO (ang. ESD – Electrostatic Discharge), ki se jo označi z nalepko 
prikazano na sliki 3.11. 
 
Slika 3.11:  Oznaka EZO [4] 
3.1.4  Prijemala 
Prijemala so zasnovana z integriranim priključkom zraka in komunikacije. Lahko 
izbiramo med več možnostmi prijemal, prikazanimi na sliki 3.12, ki lahko vsebujejo 
izpih, vakuum, servo prijemalo ali kamero. V laboratoriju ima robot Yumi na levi 
strani prijemalo s kamero in vakuumom ali izpihom, na desni strani pa prijemalo z 
vakuumom ali izpihom. 
 
Slika 3.12:  Vrste prijemal [4]  
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Osnovni model vsebuje servo prijemalo s prsti, ki se uporablja za prijemanje kosov. 
Prsti se gibljejo vzporedno drug proti drugem. S programskimi ukazi prstom lahko 
določamo odpiranje in zapiranje, pozicijo odpiranja in silo prijemanja. Prsti se 
razmaknejo od 0 mm do 50 mm, prijemajo pa z maksimalno silo 20 N in s hitrostjo do 
25 mm/s. Pred vsakim novim zagonom robota ali programa je dobro izvesti kalibracijo 
prstov. S kalibracijo se prsta pomakneta v skupno točko in tako pridobita svojo 
pozicijo. Na sliki 3.13 lahko opazimo, da je vsak prst pritrjen s štirimi vijaki, kar 
omogoča hitro zamenjavo. 
 
Slika 3.13:  Prijemalo s prsti [4] 
 
Pri možnosti prijemal z vakuumom moramo robotski sistem priklopiti na zrak pod 
tlakom (maksimalno 5 barov). S priseski lahko pobiramo predmete z ravnimi in 
gladkimi površinami. Pri prijemalu s kamero pa omogočimo robotskemu sistemu, da 
v aplikaciji lahko uporabljamo strojni vid. Več o kameri bomo opisali v naslednjem 
pod podpoglavju kamera. 
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3.1.5  Kamera 
Zahtevnejše aplikacije, ki za svoje delovanje morajo razpoznavati in določati lego 
predmetov, potrebujejo kamero. Pri robotu Yumi lahko izberemo prijemalo z 
integrirano pametno kamero proizvajalca Cognex. Kamera je zaščitena z ohišjem iz 
plastike in akril stekla, ki jo lahko vidimo na sliki 3.14. 
 
Slika 3.14:  Kamera Yumi 
Modul strojnega vida je zgrajen na osnovi Cognex In-Sight Ethernet pametne kamere. 
Kamera ima 1,3 megapikslov resolucije, 6,2 mm – f/5 objektiv in integrirano LED 
osvetlitev. Za svoje delovanje potrebuje 24 V DC napetosti in povezavo s krmilnikom 
prek Ethernet kabla. 
 
Slika 3.15:  Povezava kamere na robotski sistem [13]  
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Na sliki 3.15 vidimo primer povezave več kamer na krmilnik, ki vsebujejo povezave: 
 B – sive povezave, ki so 24 V napajanje iz napajalnega dela krmilnika, 
 A – oranžne povezave, ki so Ethernet povezave, 
 C – povezava s servisnim vhodom 
 D – povezava z glavnim računalnikom krmilnika. 
Za določanje več parametrov, ki izboljšajo kvaliteto slike, se pri robotu Yumi 
uporablja programsko okolje Integrated Vision. Več o tem pa bomo povedali v 
podpoglavju o programskem opisu robotskega sistema. 
 
3.2  Opis programske opreme robotskega sistema 
Programska oprema (ang. software) se nanaša na dele robotskega sistema, ki nimajo 
materialne oblike. To so programi, podatki, protokoli… [10] 
3.2.1  Programski jezik RAPID 
Če želimo, da računalnik naredi določeno delo, potrebujemo program. Domač jezik 
računalnikov je sestavljen iz ničel in enk, ki jih ljudje težko razumemo. Za ta namen 
za programiranje uporabljamo visokonivojske programske jezike, ki so relativno lažje 
razumljivi ljudem. Leta 1994 so zato pri podjetju ABB razvili visokonivojski 
programski jezik RAPID. RAPID je namenjen predvsem vodenju robotov, ker vsebuje 
ukaze za premikanje robotov.  
Spodnja koda je primer osnovnega programa v programskem jeziku RAPID [11]: 
 
MODULE MainModule 
VAR num length; 
VAR num width; 
VAR num area; 
PROC main() 
length := 10; 
width := 5; 
area := length * width; 
TPWrite "The area of the rectangle is " \Num:=area; 
END PROC 
ENDMODULE 
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Osnovni gradniki RAPID programa so moduli, v katerih kličemo in pišemo procese. 
Pred pisanjem procesa v modulu, na začetku deklariramo podatke, ki jih želimo 
globalno uporabiti. Podatek je sestavljen iz več informacij, ki nam povejo kakšne vrste 
je, kakšnega tipa je, ime in vrednost, če jo poznamo. 
 
 
Poznamo tri vrste podatkov spremenljivke (VAR), obstojne spremenljivke (PERS) in 
konstante (CONST). Podatki so lahko različnega tipa. Osnovni tipi podatka so števila 
(num), besedila (string) in boolova števila (bool). Osnovni podatkovni tipi so tudi 
gradniki drugih podatkovnih tipov. Najbolj uporabljeni so sestavljeni podatkovni tipi 
(ang. composite data type): pos, orient, pose, tooldata, wobjdata, 
robtarget… Uporabljamo jih za določanje točk v robotskem prostoru.  
 
 
Nato lahko začnemo s pisanjem glavnega procesa (ang. main process). Ob zagonu 
programa se začne samodejno izvajati program napisan v glavnem procesu. Če 
glavnega procesa ni, krmilnik javi napako. Za glavnim procesom pišemo tudi druge 
procese, ki jih lahko nato kličemo v glavnem procesu. V glavnem procesu in prav tako 
v drugih procesih lahko kličemo druge procese in pišemo logične funkcije, zanke in 
ukaze. Lahko tudi deklariramo podatke, vendar se podatki lahko uporabijo samo 
lokalno v napisanem procesu. Drugim procesom med pisanjem lahko določimo 
argumente oz. podatke, ki bodo vplivali na napisan proces. Ob klicanju procesov v 
glavnem procesu jim v oklepaju določamo vrednosti. 
 
Primer prikazuje klicanje drugih procesov v main programu [11]: 
 
PROC main() 
my_procedure 14, "Hello", TRUE; 
ENDPROC 
 
 
PROC my_procedure(num nbr_times, string text, bool flag) 
... 
ENDPROC 
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Ker je RAPID zasnovan za vodenje robotov, ima v svoji knjižnici več ukazov za 
upravljanje robota in njegovih komponent. Do seznama ukazov lahko dostopamo prek 
ročne učne enote FlexPendant ali prek programa RobotStudio v meniju za pomoč. 
Eden osnovnih ukazov je MoveL, ki je namenjen za linearno premikanje iz točke v 
točko. Ima več parametrov, ki določajo lego premika, hitrost premika, senzitivnost 
premika, kateri del prijemala želimo postaviti v to točko in v katerem delovnem 
prostoru. Primer prikazuje deklariranje točke v prostoru in prikaz uporabe ukaza 
MoveL [11]: 
 
CONST robtarget p10 := [ [600,-100,800], [1,0,0,0], 
[0,0,0,0], [9E9,9E9,9E9,9E9,9E9,9E9] ]; 
 
MoveL p10, v1000, z50, tool0 \WObj:=wobj0; 
 
RAPID omogoča tudi druge funkcije, kot so komunikacija z učno enoto, določanje 
vhodov in izhodov, komunikacija s kamero…  
 
3.2.2  Programsko okolje RobotStudio 
Za programiranje iz osebnega računalnika, so pri podjetju ABB razvili programsko 
okolje RobotStudio. RobotStudio omogoča dva načina programiranja. Povezovalni 
način programiranja (ang. online programing) omogoča programiranje zunanjega 
robotskega sistema, ko smo prek Ethernet kabla povezani na robotski sistem. 
Nepovezan način programiranja (ang. offline programing) pa omogoča programiranje 
na virtualnem krmilniku programskega okolja RobotStudio, brez povezave na realni 
robotski krmilnik. 
 
Slika 3.16:  Ikona RobotStudio 
Za delovanje programa potrebujemo osebni računalnik z minimalnimi sistemskimi 
zahtevami prikazanimi v tabeli 3.6. Na voljo imamo 32-bitno ali 64-bitno verzijo 
programa. 64-bitna verzija sicer omogoča uporabo večjih CAD modelov, vendar ima 
omejitve nekaterih funkcij (npr. Integrated Vision). V naši nalogi bomo zato 
uporabljali 32 – bitno verzijo.  
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Operacijski sistem Windows 7 ali 8, 64 – bitni 
Procesor 2 GHz ali več, priporočljiv več jedrni 
RAM 8 GB 
Prostor na trdem disku Nad 5 GB prostega prostora 
Grafična kartica Visoko zmogljiva grafična kartica DirectX 11 
Ločljivost zaslona 1920 × 1080 pikslov ali več 
Miška S tremi tipkami ali opcija 3D miške 
Tabela 3.6:  Minimalne sistemske zahteve zadnje verzije programa [12] 
 
Kot smo že omenili, RobotStudio omogoča dva načina programiranja. Eden od njih je 
nepovezan način programiranja, ki ga izvajamo s pomočjo 3D modelov in z 
virtualnimi robotskimi krmilniki. Tako dobimo simulacijo, v kateri lahko roboti v 
virtualnem okolju delujejo prav tako, kot v realnem okolju. To nam omogoča, da lahko 
programiramo in testiramo robotske sisteme iz pisarne, ne da bi zato morali zaustavili 
proizvodno linijo. Vse gibe, ki jih programiramo v 3D modelu, lahko sinhroniziramo 
v RAPID kodo ali obratno. Slika 3.17 prikazuje nepovezan način programiranja. 
 
Slika 3.17:  Nepovezan način programiranja  
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Povezovalni način programiranja pa nam omogoča direktno programiranje robota, na 
katerega smo povezani prek Ethernet povezovalnega kabla. RobotStudio je bil razvit 
predvsem zaradi lažjega in preglednejšega programiranja, kot pri učni enoti 
FlexPendant. Povezovalni način programiranja vzpostavimo s postopki opisanimi v 
naslednji tabeli 3.7. 
Tabela 3.7:  Vzpostavitev povezovalnega načina programiranja 
Če pravilno sledimo tem postopkom, se nam v zavihku RAPID na levi strani prikažeta 
programa, ki ju lahko izberemo in ju spreminjamo, kot je prikazano na sliki 3.18. 
 
Slika 3.18:  Povezovalen način programiranja  
Koraki Postopek 
1 Povežemo se z Ethernet kablom na delujoč krmilnik 
2 Izberemo krmilniški zavihek (Controller) 
3 Izberemo možnost poveži krmilnik (Connect Controller) 
4 
Kliknemo željeno izbiro za povezavo s krmilnikom, po navadi povezavo z enim klikom 
(One click connect). 
5 
Za programiranje programske kode kliknemo na zavihek RAPID in pritisnemo na izbiro 
za pridobitev dostopa za pisanje (Request Write Acess). 
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Uporabniški vmesnik je v grobem sestavljen iz zavihkov in kontrol na zgornji strani, 
iskalnika elementov na levi strani, okenca za izhodne informacije na spodnji strani, 
pogleda na postajo na sredini, krmilniškega okenca na spodnji desni strani in iz okenc, 
ki se poljubno odprejo za nastavljanje elementov na desni strani.  
Na zgornji strani imamo več zavihkov, ki se uporabljajo za različna dejanja in so 
predstavljeni v tabeli 3.8. 
 
Ime zavihka Opis 
Aplikacijski meni 
Na zgornji levi strani uporabniškega vmesnika, se uporablja za 
ustvarjanje in odpiranje postaj, shranjevanje, nastavljanje programa 
RobotStudio… 
Domači zavihek 
Vsebuje kontrole s katerimi gradimo postaje, ustvarjamo sistem, 
programiramo točke in vstavljamo druge predmete v sistem 
Modularni zavihek Se uporablja predvsem za izdelovanje novih CAD modelov 
Simulacijski zavihek 
Vsebuje kontrole za nastavljanje nastavitev simulacije, vodenje 
simulacije in snemanje simulacije 
Krmilniški zavihek Vsebuje kontrole za upravljanje z realnim krmilnikom. 
RAPID zavihek 
Se uporablja za programiranje virtualnega ali realnega krmilnika 
robotskega sistema 
Dodatki Se uporablja za dodajanje dodatkov programskemu okolju RobotStudio 
Integrated Vision Se prikaže samo takrat, ko ga vklopimo 
Tabela 3.8:  Opis zavihkov na zgornji strani programa RobotStudio [12] 
 
V naši nalogi bomo RobotStudio uporabljali za programiranje v povezanem načinu. V 
povezanem načinu se večino časa v programu RobotStudio nahajamo v zavihku 
RAPID in Integrated Vision. Pri programiranju RAPID programa v programu 
RobotStudio moramo vedno zahtevati dostop za pisanje  od učne enote.   
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Ko končamo s programiranjem, moramo v programu RobotStudio potrditi spremembe 
in sprostiti zahtevo za pisanje. Zaradi prednosti učne enote pred programom 
RobotStudio, lahko dostop do pisanja zavrnemo ali ga prekličemo med pisanjem kode 
v programu RobotStudio. Ob preklicu se napisana koda ohrani samo v programu 
RobotStudio in jo lahko tudi kasneje potrdimo in shranimo na krmilnik. 
 
3.2.3  Programski vmesnik Integrated Vision 
Namen razvoja programskega okolja ABB Integrated Vision je bil izdelati robusten in 
enostavno uporaben programski sistem, ki se bo uporabljal v aplikacijah robota s 
strojnim vidom (ang. VGR – Vision Guided Robotics) [13]. Integrated Vision je lahko 
vgrajen v vsak krmilnik serije IRC5 in v programsko okolje RobotStudio. Za svoje 
delovanje potrebuje cel robotski sistem z vgrajeno pametno kamero družine Cognex 
In – Sight, ki ima vgrajeno slikovno obdelovanje slik in Ethernet povezavo.  
Do programa Integrated Vision lahko dostopamo na dva načina. Eden od njih je učna 
enota FlexPendant, ki je sicer uporabna za manjše popravke in spremljanje delovanja 
strojnega vida. Do nje lahko dostopamo v ABB meniju, kjer imamo izbiro Integrated 
Vision. Odpre se nam okno prikazano na sliki 3.19. 
 
Slika 3.19:  Integrated Vision v učni enoti 
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Oznaka Ime območja Opis območja 
A Kamera Izbira povezanih kamer 
B Slika kamere Prikaz zajete slike izbrane kamere 
D 
Pogled Spreminjanje pogleda rezultatov na sliki 
Snemaj Nastavitve snemanja in shranjevanje slik 
Podatki Nastavitev prikazovanja rezultata 
E Rezultati Prikazovanje rezultatov, ki jih je dobil RAPID 
Tabela 3.9:  Opis območij Integrated Vision v učni enoti [13] 
 
Veliko bolj praktična rešitev je uporaba Integrated Vision programa v programskem 
okolju RobotStudio. Do uporabniškega vmesnika Integrated Vision lahko dostopamo 
s postopkom, ki je opisan v tabeli 3.10. 
 
Korak Opis koraka 
1 Se povežemo s krmilnikom 
2 V iskalniku elementov kliknemo z desnim klikom in izberemo Integrated Vision 
3 
V zavihku na zgornji strani izberemo Integrated Vision in kliknemo ikono poveži 
kamero (Connect Camera) 
Tabela 3.10:  Postopek dostopa do Integrated Vision 
 
Če smo pravilno sledili postopku, se nam v RobotStudio programu odpre nov zavihek 
Integrated Vision, prikazan na sliki 3.20. 
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Slika 3.20:  Zavihek Integrated Vision 
Uporabniški vmesnik Integrated Vision je v grobem sestavljen podobno kot 
uporabniški vmesnik programa RobotStudio. Spremenijo se le zgornje izbire, desna 
stran in pogled na postajo, ki postane pogled na zajeto sliko. Na desni strani se prikaže 
iskalnik elementov naučenih modelov, ki nam daje informacije še o prisotnosti, 
lokaciji in procentih ujemanja. Zgornje izbire so v skupinah in omogočajo mnoge 
nastavitve kamere in učenje modelov, ki so podrobneje opisane v tabeli 3.11. 
 
Skupina Opis skupine 
Kamera Povezovanje in nastavljanje lastnosti kamer 
Datoteka Ustvarjanje, shranjevanje in nalaganje .job datotek 
Slika Nalaganje in shranjevanje slik 
Nastavitve .job Nastavljanje in ustvarjanje .job datoteke 
Produkcija Postavljanje kamere v delovni ali programski način 
Tabela 3.11:  Opis skupin v Integrated Vision [13] 
 
Za učenje modelov se uporablja orodja, s katerimi določimo značilnosti modela. Glede 
na vrsto naloge lahko izberemo med več vrstami orodij, ki se delijo na lokacijska in 
inšpekcijska. Slika 3.21 prikazuje izbiro vseh možnih lokacijskih orodij. 
  
3  Robot ABB Yumi IRB14000 31 
 
 
Slika 3.21:  Izbira lokacijskega orodja 
Najbolj uporabljeni lokacijski orodji sta: 
• Blob – uporablja se za razpoznavanje svetlečih ali temnih predelov slike, ki 
jim določa lego, 
• PattMax Pattern – razpoznava naučene modele in jim določa lego. 
Za razliko od lokacijskih orodij se inšpekcijska orodja delijo na več vrst orodij 
prepoznavna, meritvena, identifikacijska, matematična… Vsaka vrsta vsebuje več 
orodij, ki nam omogočajo popolno preverjanje modelov. Vse nastavitve, delo in 
programiranje, ki ga opravimo v Programskem okolju Integrated Vision se shranjuje 
v .job datoteko. Datoteka .job se shrani v krmilnik, kjer lahko do nje kadarkoli 
dostopamo. Več o vzpostavitvi in delovanju strojnega vida v robotskem sistemu bomo 
razložili na primeru naše naloge v naslednjem poglavju. 
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Zdaj, ko poznamo izdelek, sestavne dele robotskega sistema ABB Yumi in programska 
okolja, lahko začnemo z izdelavo naše naloge. Naloge se moramo lotiti po začrtanem 
časovnem postopku: 
1. priprava prostora, 
2. določanje elementov v robotskem sistemu, 
3. nastavitev strojnega vida, 
4. pisanje RAPID programa, 
5. testiranje in izvedba naloge. 
 
Slika 4.1:  Izvedba naloge 
Slika 4.1 prikazuje postopek izdelave naloge. V primeru, da s testiranjem nismo 
zadovoljni, moramo preveriti vse postopke naloge in se vprašati ali smo pravilno 
izpeljali postopke. V tem poglavju bomo predstavili omenjene postopke, da bo cilj 
izdelave izdelka dosežen.  
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4.1  Priprava prostora 
Ena najpomembnejših osnovnih stvari je priprava prostora za robotski sistem. Prostor, 
v katerem je robotski sistem, potrebuje osnovne pogoje za pravilno in nemoteno 
delovanje. Robot ABB Yumi ima v specifikacijah naveden IP30 standard in delovanje 
v območju temperature 5 °C – 40 °C. To pomeni, da mora biti prostor temperature 
5 °C – 40 °C, suh in brez mehanskih delcev manjših od 2,5 mm. Prav tako mora biti 
prostor še dovolj svetel, zaradi uporabe strojnega vida v aplikaciji. Na sliki 4.2 je 
prikazan prostor v laboratoriju, kjer imamo vse te pogoje zagotovljene. 
 
Slika 4.2:  Prostor v laboratoriju 
Robot je v laboratoriju pritrjen na mizo. Določiti moramo, kje se bodo nahajali deli 
mehanizma in podnožje podajalnika žice. Predpostavimo, da se na levi strani mize 
izdelujejo zobniki, na desni pa podnožje (glej sliko 4.2). Na levi strani smo za ta namen 
rezervirali prostor s črnim A4 listom, kjer so lahko zobniki poljubno razmetani. Na 
desni strani pa smo določili, kje točno bo stalo podnožje. Podnožje smo pritrdili z 
vijaki, ker se med montažo zobnikov podnožje ne sme premikati.   
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4.2  Določanje elementov v robotskem sistemu 
Z določanjem elementov v robotskem sistemu, mislimo na določanje orodja, 
predmetov in delovnega prostora v robotskem sistemu. Za določanje parametrov na 
realnem robotu potrebujemo ročno učno enoto FlexPendant, s katero ročno vodimo 
robot.  
4.2.1  Ročno vodenje robota 
Ročno vodenje izvajamo s pomočjo krmilne palice. Robot lahko vodimo glede na 
koordinatne sisteme in sklepe. Pred vodenjem robota moramo preveriti ali je program 
ustavljen, ali so motorji robota vklopljeni in ali je izbran pravi robot. Slika 4.3 
prikazuje vklop motorjev. 
 
Slika 4.3:  Vklop motorjev 
Pri vodenju sklepov ali gibanju os za osjo lahko vodimo vsak sklep posebej. Ker ima 
krmilna palica samo tri prostorne stopnje gibanja, lahko vodimo samo tri osi naenkrat. 
Pri vodenju robota glede na koordinatni sistem izberemo linearno premikanje. Pri 
linearnem premikanju določimo koordinatni sistem, orodje in vrsto koordinatnega 
sistema.  
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Za nastavitev vodenja robota uporabljamo hitre tipke, hitri meni ali izbiro premikanje 
(Jogging) v ABB meniju, ki je prikazan na sliki 4.4. 
 
Slika 4.4:  Izbira premikanje 
4.2.2  Določanje orodja 
Pri robotu Yumi se za orodje uporablja originalna prijemala, ki so že tovarniško 
določena v krmilniku. Za orodje pri Yumi robotu lahko izbiramo med vakuumom, 
kamero in prijemalom. Če je robot brez orodja, se uporabi izbira za orodje tool0. 
V primeru, da se prijemala zamenja za drugo orodje, moramo izvesti 
kalibracijo novega orodja. Pri kalibraciji novega orodja definiramo koordinatni sistem 
orodja, ki ga določa:  
 pozicija ali točka, ki podaja lego orodja glede na zadnji segment robota 
(ang. TCP – Tool Center Point), 
 orientacija, ki jo določimo s pozicijami z različno orientacijo orodja v eni 
točki koordinatnega sistema robota, 
 geometrija orodja, ki jo določimo v deklaraciji orodja.   
4.2  Določanje elementov v robotskem sistemu 37 
 
Vse te parametre določimo v ABB meniju > premikanje > orodje (Tool) > uredi 
(Edit) > novo (New) z metodo TCP & Z. Slika 4.5 prikazuje določanje deklaracije 
novega orodja. 
 
Slika 4.5:  Ustvarjanje novega orodja [9] 
 
4.2.3  Določanje koordinatnega sistema v robotskem sistemu 
Koordinatni sistemi (ang. Work object) se uporabljajo za poenostavitev programiranja 
pri določeni površini, kjer se nahajajo objekti. Koordinatni sistem se hrani v datoteki 
koordinatnega sistema wobjdata (ang. Work object data) in opisuje delo na 
predmetu, ki se opravlja v koordinatnem sistemu. Datoteka vsebuje več komponent, ki 
nam dajejo različne informacije in pozicije koordinatnega sistema in predmeta v njem. 
Da si lažje predstavljamo, je na naslednji strani na primeru napisana struktura datoteke 
koordinatnega sistema [11]. 
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< dataobject of wobjdata > 
< robhold of bool > 
< ufprog of bool > 
< ufmec of string > 
 
< uframe of pose > 
< trans of pos > 
< x of num > 
< y of num > 
< z of num > 
< rot of orient > 
< q1 of num > 
< q2 of num > 
< q3 of num > 
< q4 of num > 
 
< oframe of pose > 
< trans of pos > 
< x of num > 
< y of num > 
< z of num > 
< rot of orient > 
< q1 of num > 
< q2 of num > 
< q3 of num > 
< q4 of num > 
 
Uporabniški koordinatni sistem uframe (ang. User frame) vsebuje izračunano 
pozicijo in rotacijo koordinatnega sistema. Trenutni predmet v koordinatnem sistemu 
pa se opiše z uporabo koordinatnega sistema predmeta oframe (ang. Object frame), 
ki vsebuje pozicijo in rotacijo  predmeta v koordinatnem sistemu.  
 
Osnovni koordinatni sistem wobj0 je bazni koordinatni sistem, ki ima izhodišče v 
bazi robota in ga lahko zapišemo tako [11]: 
 
PERS wobjdata wobj0 := [ FALSE, TRUE, "", [ [0,0,0], 
[1,0,0,0] ], [ [0,0,0], [1,0,0,0] ] ]; 
 
Koordinatni sistem lahko določimo v ABB meniju > premikanje > koordinatni sistemi 
> novo, z metodo s tremi točkami. Metoda s tremi točkami poteka tako, da z robotom 
in s kalibracijsko iglo določimo tri obrobne točke X1, X2 in Y1. Na podlagi teh treh 
točk krmilnik izračuna površino, ki ima svoj koordinatni sistem.   
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Podatki koordinatnega sistema se shranijo v program, v svoj modul ali na začetek 
programa v deklaracijo podatkov. Slika 4.6 prikazuje okno za urejanje novih ali 
obstoječih koordinatnih sistemov. 
 
Slika 4.6:  Izbira koordinatni sistem 
V naši nalogi bomo uporabljali: 
 bazni koordinatni sistem Wobj0, 
 koordinatni sistem kamere Wobjcam – površina, kjer se bodo nahajali zobniki, 
 koordinatni sistem podnožja Wobjmeh – površina, kjer se bo nahajalo 
podnožje. 
 
Koordinatni sistem kamere določimo s pomočjo vzorca šahovnice za kalibracijo 
kamere. O tem vzorcu več v podpoglavju strojni vid. V šahovnici si izberemo poljubni 
točki X v liniji osi X in poljubno točko Y v liniji osi y. Koordinatni sitem podnožja 
določimo s pomočjo podnožja pritrjenega na mizo. Na sliki 4.7 so označene točke na 
podnožju, ki smo jih določili za določanje koordinatnega sistema podnožja. 
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Slika 4.7:  Pike na podnožju 
Zelo pomembno je, da se te točke določi natančno, saj so ključne za pravilno delovanje. 
V primeru, da se podnožje ali premakne, moramo ponovno določiti koordinatni sistem. 
Vse robotske točke so določene na podlagi teh koordinatnih sistemov, zato moramo 
biti pri tem delu zelo precizni. Vse koordinatne sisteme pri naši nalogi smo prikazali 
na sliki 4.8. 
 
Slika 4.8:  Koordinatni sistemi v prostoru   
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4.3  Nastavitev strojnega vida 
Strojni vid robota (ang. VGR – Vision Guided Robotics) je eden ključnih elementov 
pri vodenju robota. Z njim lahko zaznavamo, preverjamo, merimo in določamo lego 
predmetov. Pri ABB robotih strojni vid vzpostavimo z naslednjimi postopki: 
1. priklop kamere, 
2. ustvariti novo .job datoteko, 
3. nastaviti slikovne parametre kamere, 
4. kalibracija, 
5. učenje modelov, 
6. nastavitev parametrov, ki jih bomo pošiljali v RAPID program, 
7. nastavitev vhodov in izhodov kamere, če jih potrebujemo, 
8. priprava RAPID programa v krmilniku. 
V naši nalogi ga bomo uporabljali za prepoznavo zobnikov in za določanje orientacije 
pogonske osi, kot je prikazano na sliki 4.9. Pri robotu Yumi je pri izbiri prijemala, 
kamera že integrirana, zato s povezavo kamere težav nimamo. V naslednjih 
podnaslovih se bomo v časovnem zaporedju programiranja strojnega vida osredotočili 
na delo v programskem okolju Integrated Vision, ki je ključno za delovanje strojnega 
vida v robotskih sistemih ABB. 
 
Slika 4.9:  Uporaba strojnega vida v naši nalogi  
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4.3.1  Datoteka .job 
Vsi parametri in nastavitve programa Integrated Vision se skupaj hranijo v .job 
datoteko. Aktivna .job datoteka se hrani v bliskovnem pomnilniku (ang. flash memory) 
kamere, medtem ko se ostale .job datoteke hranijo v bliskovnem krmilniku robota. Za 
nalaganje .job datoteke na kamero uporabljamo RAPID ukaze, ki jih bomo podrobneje 
opisali v poglavju RAPID program. 
 
Pred programiranjem .job datoteke moramo vzpostaviti programsko okolje Integrated 
Vision. Izbire za ustvarjanje, nalaganje in shranjevanje .job datotek se nahajajo v 
zavihku Integrated Vision med skupino datoteka (File). Za našo nalogo ustvarimo 
novo .job datoteko, s pritiskom na izbiro nov Job (New Job), ki je prikazana na sliki 
4.10. 
 
Slika 4.10:  Odprtje nove .job datoteke 
 
Ob pritisku izbire se nam odmrznejo druge izbire, ki jih bomo uporabljali za 
programiranje. Priporočljivo je, da zaradi varnosti večkrat shranimo .job datoteko. V 
primeru, da .job datoteke ne dokončamo, jo lahko drugič odpremo in nadaljujemo z 
delom.  
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4.3.2  Nastavitev kamere 
Po odprtju nove .job datoteke je najbolje, da najprej nastavimo kamero. Najprej 
postavimo roko na položaj, kjer želimo zajemati slike. Če je kamera v delovnem 
načinu (Run mode), pritisnemo izbiro preklop načina (Toogle mode), ki preklopi 
kamero v programljivi način (Program mode). Položaj je najbolje z učno enoto 
takoj shraniti, saj ga bomo uporabljali tudi v programu.  
 
Nato pritisnemo izbiro nastavitve slike (Setup image), ki nam na spodnjem delu 
odpre novo okno imenovano kontekst – nastavljanje slike (Contex – Setup 
image), kot lahko vidimo na sliki 4.11. 
 
 
Slika 4.11:  Okno za nastavljanje slike 
 
V oknu lahko nastavljamo več parametrov, ki so predstavljeni v tabeli 4.1. 
Predstavljeni so samo parametri in vrednosti tistih parametrov, ki smo jih v nalogi 
spreminjali.  
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Ime v programu Slovensko ime Opis Vrednost 
Triger Način proženja Določa način zajemanja slike Camera 
Triger 
delay 
Zakasnitev proženja Določa čas zakasnitve v mikrosekundah 0 
Exposure Osvetlitveni čas 
Določa čas izpostavljenosti svetlobe v 
senzor kamere v mikrosekundah 
10,000 
Number of 
rows 
Število vrstic 
Določa število uporabljenih vrstic od 
zajete slike, ki se pošiljajo v pomnilnik 
960 
Light 
control 
mode 
Način proženja 
bliskavice 
Določa način proženja LED bliskavice Disabled 
Light 
intensity 
Intenzivnost 
svetlobe 
Določa intenziteto svetlobe LED 
bliskavice 
0 
Tabela 4.1:  Parametri nastavitve slike 
 
Za način proženja smo izbrali izbiro Camera, ki ob ukazu slikanja zajame sliko samo 
enkrat. Zakasnitve proženja nismo uporabili, saj za to ni bilo potrebe. Zaradi 
aluminijaste podlage podnožja, ki se je ob vklopu bliskavice zasvetila, smo morali 
izklopili LED bliskavico. Posledično smo morali zaradi slabe svetlobe in 
nerazpoznavnih modelov na območju slikanja povečati osvetlitveni čas. 
 
Parametre spreminjamo tako, da dobimo optimalno sliko za zajemanje. Med 
programiranjem lahko parametre tudi spreminjamo, vendar moramo nato vsem 
naučenim modelom posodobiti sliko naučenega modela. 
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4.3.3  Kalibracija 
Zajeta slika je sestavljena iz enot piksel. Piksel prestavlja najmanjšo enoto slike, ki se 
jo prebere ali nariše. Sliko želimo pretvoriti v koordinatni sistem, ki bo omogočal, da 
bomo predmetu iz slike določili lego. Zato potrebujemo kalibracijo kamere, ki bo 
pretvorila slikovno enoto piksel v mersko enoto mm. Tako dobimo rezultat lokacije 
predmeta na sliki. 
 
Slika 4.12:  Koordinatni sistemi v robotskem sistemu s kamero [13] 
Slika 4.12 prikazuje koordinatne sisteme, ki jih mora robotski sitem poznati za prijem 
predmeta v legi, ki jo je pridobila kamera. Podrobneje so predstavljeni v tabeli 4.2. 
Oznaka Opis Oznaka v našem programu 
A Svetovni koordinatni sistem / 
B Bazni koordinatni sistem wobj0 
C Koordinatni sistem orodja GripperL / GripperR 
D Koordinatni sistem kamere Camera 
E Uporabniški koordinatni sistem 
WobjcamL / WobjcamR s 
končnico .cframe 
F Koordinatni sistem predmeta 
Datoteka cameratarget s 
končnico.oframe 
 
Tabela 4.2:  Opis koordinatnih sistemov v robotskem sistemu s kamero  
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Če želimo to lego uporabiti v realnem okolju, moramo narediti kalibracijo robota glede 
na kamero. To storimo s postopkom določanja koordinatnega sistema v robotskem 
sistemu, ki določi koordinatni sistem kamere z določanjem treh točk na sliki kamere. 
 
Poznamo več vrst postopkov kalibracij, kjer v slikovno območje postavimo šahovsko 
kalibracijsko ploščo, na katerih se točke lahko določijo. Plošča z vzorcem mora biti 
med postopkom obeh kalibracij pri miru in je ne smemo premikati. V primeru, da se 
plošča med kalibracijo premakne, moramo kalibracijo ponoviti. V naši nalogi bomo 
uporabili kalibracijo z mrežo (Grid), ki jo vidimo na sliki 4.13. 
 
Slika 4.13:  Kalibracijska plošča z mrežo [13] 
 
Kalibracijo kamere lahko izvedemo v programu Integrated Vision, s klikom na izbiro 
kalibracije (Calibration). Odpre se okno, kjer na levi izbiramo postopek 
kalibracije, na desni pa določamo parametre kalibracije, kjer lahko kalibracijsko 
ploščo tudi stiskamo. Stiskan vzorec mora biti na zajeti sliki dobro viden. Če je 
kalibracija že izvedena, jo v izbiri kalibracije lahko tudi brišemo in jo izvedemo 
ponovno. 
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Slika 4.14:  Izbira kalibracija 
Po nastavitvi vseh parametrov položimo kalibracijsko ploščo na slikovno območje in 
na desni strani okna kliknemo naprej (Next). Kamera nato izračuna kalibracijo, 
prikaže število najdenih točk v vzorcu in nam prikaže diagram primernosti kalibracije, 
izračunane iz napake pikslov. Če smo z rezultatom zadovoljni, v desnem kotu zgoraj 
kliknemo kalibriranje (Calibrate) in nato kliknemo konec (Finish). Nato 
shranimo .job datoteko in tako je kalibracija kamere končana. Sedaj pa naredimo še 
kalibracijo robota glede na kamero, ki smo jo že predstavili v podpoglavju določanje 
elementov v robotskem sistemu. 
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4.3.4  Učenje modelov 
Ena glavnih prednostih programa Integrated Vision je vsekakor praktično učenje 
modelov. Za učenje se uporablja mnogo različnih orodij, ki omogočajo uporabo v 
različnih aplikacijah. V naši nalogi bomo uporabili lokacijsko orodje PattMax 
Pattern, ki razpoznava model in mu določa lego. Za učenje postavimo robotsko 
roko v lego za slikanje, preklopimo kamero na način programiranja in odpremo .job 
datoteko, v kateri bomo modele učili. Na slikovno območje postavimo model, ki ga 
želimo naučiti. Z izbiro za zajem slike (Acquire image) zajamemo sliko, na kateri 
je viden naš model. Dobro je, če je podlaga, na kateri je svetlejši model temnejše barve. 
Če pa je model temnejši, je obratno. V naši nalogi smo za podlago uporabili črn A4 
list, ker so zobniki svetlejše, skoraj bele barve. Izberemo orodje, ki je v našem primeru 
PattMax Pattern. Odpre se nam novo okno, v katerem izbiramo kakšne oblike 
bo območje iskanja in območje modela, kot lahko vidimo na sliki 4.15. 
 
Slika 4.15:  Območje iskanja in območje modela 
Za območje iskanja izberemo pravokotno (Rectangle) obliko in v sliki označimo 
celotno področje slikanja, saj bomo model iskali po celotni površini slikanja. Za 
območje modela pa bomo izbrali okroglo (Circle) obliko, ki bo zajemala samo 
obliko zobnika. S potrditvijo se nam v iskalniku naučenih modelov na desni, pokaže 
ime Pattern_1, ki vsebuje podatke o prisotnosti, lokaciji in rezultatu modela. Z 
desnim klikom na element Pattern_1 lahko element izbrišemo. Za nastavljanje 
elementa pa s klikom na element odpremo okno v spodnjem delu, ki ga lahko vidimo 
na sliki 4.16.  
4.3  Nastavitev strojnega vida 49 
 
 
Slika 4.16:  Okno naučenega modela 
Okno vsebuje levi in desni del. V levem delu se zgoraj nahajata zavihka glavni 
(General) in nastavitveni (Settings). V glavnem zavihku določamo ime orodja, 
onemogočamo orodje, spremljamo rezultat in nastavljamo nekatere parametre. V 
nastavitvenem zavihku imamo veliko več nastavitev, ki jih nastavljamo za boljšo 
učinkovitost iskanja in so opisani v tabeli 4.3 in prikazani na sliki 4.17. 
 
Slika 4.17:  Nastavitveni zavihek  
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Ime v programu Slovensko ime Opis Vrednost 
Number to 
find 
Število iskanih 
modelov 
Določa koliko modelov hočemo iskati 1 
Accept 
threshold 
Sprejeti prag 
Določa koliko procentov podobnosti je za 
sprejetje prisotnosti 
50 
Contrast 
treshold 
Sprejemni 
kontrast 
Določa minimalen sprejemni kontrast na 
modelu 
10 
Rotation 
tolerance 
Orientacijska 
toleranca 
Določa za koliko stopinj se lahko model 
obrne, da ga orodje še vedno prepozna 
180 
Find mode Način iskanja Izbiramo lahko med načini iskanja modela PatQuick 
Tabela 4.3:  Parametri modela v nastavitvenem zavihku 
 
 
Med načini iskanja lahko izbiramo med PatMax ali PatQuick. PatMax je sicer 
bolj natančen, vendar počasnejši od PatQuick iskanja. Po testiranju smo ugotovili, 
da je natančnost tudi pri PatQuick iskanju zadovoljiva za naše potrebe in smo se 
odločili za ta način iskanja. Eden naših glavnih parametrov je orientacijska toleranca, 
ki smo jo določili na 180°. To pomeni, da bomo lahko model zaznali in ga prijeli, tudi 
če bo rotiran za 180° od naučenega modela. 
 
 
V desnem delu okna (glej sliko 4.16) se  zgoraj nahajajo trije zavihki, kot lahko 
vidimo na sliki 4.18. Zavihki omogočajo dodajanje značilk, spremljanje iskanja in 
ogled naučene slike (Trained Image). Ogled naučene slike nam omogoča izbiro 
ponovnega učenja, ki jo lahko uporabimo v primerih spreminjanjem modela ali 
spreminjanjem nastavitve slike. Po končanem učenju je dobro večkrat zajeti sliko, 
obračati in premikati model po površini vidnega polja kamere. V primeru nepravilnega 
delovanja poskusimo popraviti nastavitve orodja ali na novo naučiti model. 
  
4.3  Nastavitev strojnega vida 51 
 
 
Slika 4.18:  Desni zgornji del nastavitev modela 
 
V nalogi smo imeli nekoliko težav pri umestitvi več orodij v eno .job datoteko. 
Problem je bil v kasnejšem pošiljanjem podatkov v RAPID program, ki ga bomo tudi 
opisali v poglavju rezultati. V nalogi zato uporabimo za vsak model svojo .job 
datoteko, ki jo imenujemo po imenu zobnika. 
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4.3.5  Nastavitev pošiljanja v RAPID 
Po učenju modela sledi nastavitev pošiljanja rezultatov v RAPID program. Različne 
aplikacije potrebujejo različne podatke, zato imamo v Integrated Vision možnost 
nastavitve pošiljanja podatkov rezultatov. Rezultati se pošiljajo v datoteki 
cameratarget, ki je sestavljena iz več komponent [13]: 
 
< dataobject of cameratarget > 
< name of string > 
< cframe of pose > 
< trans of pos > 
< rot of orient > 
< val1 of num > 
< val2 of num > 
< val3 of num > 
< val4 of num > 
< val5 of num > 
< string1 of string > 
< string2 of string > 
< type of num > 
< cameraname of string > 
< sceneid of num > 
 
V izbiri izhod v RAPID (Output to RAPID) v bistvu določamo komponente 
datoteke cameratarget. Ob kliku na izbiro se nam odpre okno, v katerem sta dva 
okna z ukazi, seznamom in tabelo. Naprej z ukazom dodaj (Add) dodamo element, ki 
ga z ukazom poimenovanja (Rename) poimenujemo po modelu. To ime se bo kasneje 
uporabilo kot identifikacija datoteke cameratarget. Nato kliknemo na dodan 
element, ki nam omogoči urejanje tabele, ki je prikazana na sliki 4.19. 
 
Slika 4.19:  Okno izhod v RAPID  
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Kot lahko opazimo, je stolpec komponent enak strukturi datoteke cameratarget. V 
tabeli lahko spreminjamo stolpec skupine (Group) in stolpec rezultata (Result). V 
stolpcu skupine izberemo model, iz katerega bomo vzeli rezultat. V stolpcu rezultata 
pa izberemo vrsto rezultata, ki ga bomo pošiljali. V naši nalogi bomo uporabili 
rezultate, ki nam podajo X in Y pozicijo ter Z orientacijo, kjer je to potrebno. 
 
Strojni vid je tako pripravljen za nadaljnjo obdelavo v RAPID programu, kjer bomo 
morali določiti datoteke cameratarget, ki jih bomo klicali z ukazi. Datoteka bo 
vsebovala vse prametre, ki smo jih določili v tabeli. 
4.3.6  Vhodi in izhodi kamere 
V naši nalogi sicer ne bomo potrebovali vhodov in izhodov kamere, vendar jih bomo 
samo na kratko opisali v primeru, da bi morali sistem nadgradili. Vhodi in izhodi 
kamere se sicer uporabljajo za dodajanje senzorjev in dodatne osvetlitve. V primeru, 
da prostor ni dovolj osvetljen, je ta nadgradnja nujna. Pri robotu Yumi imamo sicer en 
izhod že uporabljen za integrirano LED bliskavico, ki je v nalogi nismo uporabili. 
Nastavljanje vhodov in izhodov je možno v programu Integrated Vision v izbirah 
izhodi (Outputs) in vhodi (Inputs). Na sliki 4.20 imamo primer nastavljanja 
izhodov. 
 
Slika 4.20:  Nastavljanje izhodov  
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4.4  RAPID program 
V tem podpoglavju bomo predstavili ukaze, procese, funkcije in delovanje programa 
RAPID v naši nalogi. Glavna naloga robota je sestaviti mehanizem podajalnika žice. 
Za lažje razumevanje lahko zato glavno nalogo robota razčlenimo na več nalog v 
določenem zaporedju: 
 
 prepoznavanje in določanje lokacije in orientacije zobnikov s pomočjo 
kamere, 
 preverjanje orientacije pogonske osi na podnožju zobnika s pomočjo kamere, 
 popravljanje orientacije osi, 
 pravilno prijemanje zobnikov, 
 združevanje zobnikov, 
 sinhrono vstavljanje zobnikov na podnožje. 
 
Za vsako nalogo stojijo različni ukazi, pogojni stavki in procesi, ki skupaj v pravilnem 
zaporedju tvorijo program sestavljanja mehanizma podajalnika žice. Za lažje 
razumevanje programiranja pa bomo podpoglavje razdelili na več podnaslovov, ki jim 
lahko pri kreiranju kode sledimo po časovnem zaporedju. 
 
Na naslednji strani je za lažje razumevanje programa izdelana blokovna shema na sliki 
4.21.  
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Slika 4.21:  Blokovna shema delovanja programa  
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4.4.1  Osnovna priprava programa 
Osnovna priprava programa se mora izvesti zato, ker lahko krmilnik vsebuje tuj 
program, ki nas ne zanima. Osnovne priprave programa se lahko lotimo že pred 
pripravo prostora, saj bomo imeli tako boljši pregled nad programom, ko bomo na učni 
enoti ustvarjali nove elemente robotskega sistema. Tako bomo točno vedeli, kaj smo 
sprogramirali sami in ne bomo iskali naš izdelek v tuji kodi. V naši nalogi bomo večino 
RAPID programa programirali v programu RobotStudio v povezovalnem načinu 
programiranja. Za začetek vzpostavimo povezovalni način, izberemo zavihek RAPID 
in zahtevamo dostop za pisanje, kot je prikazano na sliki 4.22. 
 
Slika 4.22:  RAPID zavihek 
Robotski sistem ima dve roki, zato moramo v programu RAPID ustvariti dva 
programa, ki bosta skrbela za delovanje posamezne robotske roke in se bosta 
dopolnjevala pri delovanju. V iskalniku elementov na levi strani imamo pregled nad 
levim in desnim programom robota Yumi. Oba programa lahko z levim klikom v 
iskalniku odpremo, kar povzroči odprtje novih zavihkov modulov. Z desnim klikom 
na iskalnik lahko ustvarjamo in upravljamo programe, module ali procese. Z dvojnim 
levim klikom pa se nam v glavnem oknu odpre vsebina modula ali procesa. Običajno 
programa vsebujeta dva sistemska modula YuMi_App_Common in YuMi_App, ki 
omogočata uporabo nekaterih ukazov robota Yumi. Sistemskih modulov ne 
spreminjamo, medtem ko lahko ostale module izbrišemo in ustvarimo nove, ki jih 
bomo programirali.   
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Z levim dvojnim klikom odpremo nov prazen modul in mu spremenimo ime. Nato 
lahko začnemo s pisanjem deklaracije podatkov, ki jih bomo uporabili globalno v tem 
modulu. Če ne poznamo vseh podatkov, lahko podatke dopolnimo tudi kasneje. Slika 
4.23 prikazuje desni klik na program, kjer lahko shranjujemo, naložimo in ustvarjamo 
program in module. 
 
Slika 4.23:  Ustvarjanje novega modula 
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4.4.2  Glavni proces 
Glavni proces je najpomembnejši del RAPID programa, saj brez njega ne moremo 
uporabljati programa. Program se začne in konča v glavnem procesu. Yumi ima glavni 
proces levega in desnega programa. V glavnih procesih v naši nalogi najdemo:  
 kalibracijo prijemal, 
 ukaze za pravilno začetno delovanje, 
 komunikacijo z digitalnimi izhodi, 
 ukaze za premik, 
 klice drugih procesov. 
Spodnja koda prikazuje levi glavni proces v našem programu: 
 
PROC Main() 
IF Hand_IsCalibrated() THEN 
ELSE   
Hand_Initialize \maxSpd:=25 \holdForce:=5 \Calibrate; 
ENDIF 
CamFlush Yumi_Vision; 
Hand_MoveTo 3.5; 
Hand_GripOutward; 
MoveL TockaSlikanjaZobnikov,v2500,z100,tool0\WObj:=wobj0; 
SetDO custom_DO_0,1; 
!Počakaj, da desna roka najde zobnik40! 
SetDO custom_DO_1,0; 
WaitDO custom_DO_1,1; 
!Išči zobnik60a in poglej, kakšna je pozicija osi40! 
IskanjeZobnik60a; 
MoveLTockaSlikanjaMehanizma,v2500,z100,tool0\WObj:=wobj0; 
SetDO custom_DO_2,1; 
SetDO custom_DO_3,0; 
PoizvedbaPozicijeOsi; 
!Zamakni zobnik40 in primi zobnik60a! 
WaitDO custom_DO_3,1; 
ZamakniZobnik40; 
PrijemZobnik60a; 
!Sinhrono namesti zobnika! 
SinhronoSestavljanjeZobnikov1; 
MoveL TockaSlikanjaZobnikov,v2500,z100,tool0\WObj:=wobj0; 
IskanjeZobnik60b; 
SetDO custom_DO_0,1; 
!Počakaj da desna roka najde podajalec! 
SetDO custom_DO_1,0; 
WaitDO custom_DO_1,1; 
PrijemZobnik60b; 
SetDO custom_DO_6,0; 
WaitDO custom_DO_6,1; 
TPErase; 
ENDPROC  
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Kalibracijo prijemal je treba opraviti ob vsakem zagonu robotskega sistema. V naši 
nalogi to naredimo s pogojnim stavkom, ki preveri stanje roke in po potrebi roko 
kalibrira z ukazom Hand_Initialize: 
 
IF Hand_IsCalibrated() THEN 
ELSE   
Hand_Initialize \maxSpd:=25 \holdForce:=5 \Calibrate; 
ENDIF 
 
Ukaze za pravilno začetno delovanje uporabimo na začetku programa zato, da se 
program začne pravilno izvajati. To dosežemo z ukazi za premik, ukazi prijemala in z 
ukazom za brisanje pomnilnika kamere. Ukazi za premik robotsko roko pomaknejo v 
začetno pozicijo. Z ukazi prijemal Hand_GripOutward in Hand_MoveTo 
dosežemo, da v primeru ustavljenega programa roka izpusti predmet, ki bi jo lahko 
oviral pri premikanju. Ukaz brisanja pomnilnika kamere CamFlush pa prepreči 
možnost uporabe napačne .job datoteke, ki se je uporabljala v prejšnjem delovanju. 
Koda prikazuje klicanje vseh teh ukazov: 
 
CamFlush Yumi_Vision; 
Hand_MoveTo 3.5; 
Hand_GripOutward; 
 
Za komunikacijo med desno in levo roko uporabljamo digitalne izhode, ki jih 
uporabljamo globalno v obeh glavnih programih. V naši nalogi smo uporabljali sedem 
digitalnih izhodov imenovanih custom_DO_0 do custom_DO_6. Digitalni izhodi 
imajo dve vrednosti nič ali ena. Z ukazom SetDO jim določamo vrednost izhodov, z 
ukazom WaitDO pa čakamo določeno vrednost izhodov. S tem dosežemo, da eno od 
robotskih rok ustavimo, dokler druga robotska roka ne naredi določenega dela. Koda 
prikazuje uporabo teh ukazov: 
 
SetDO custom_DO_0,1; 
SetDO custom_DO_1,0; 
WaitDO custom_DO_1,1; 
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V glavnem procesu najdemo še samostojne ukaze za premik, ki jih uporabljamo za 
premik roke v točko slikanja. S pomočjo digitalnih izhodov pridobimo tako na varnosti 
in času. Roka s kamero se tako lahko premakne že pred klicanjem procesov in jo pri 
tem druga roka ne ovira. V spodnji kodi vidimo primer uporabe digitalnih izhodov z 
ukazi za premikanje: 
 
MoveL TockaSlikanjaZobnikov,v2500,z100,tool0\WObj:=wobj0; 
SetDO custom_DO_0,1; 
!Počakaj, da desna roka najde zobnik40! 
SetDO custom_DO_1,0; 
WaitDO custom_DO_1,1; 
!Išči zobnik60a in poglej, kakšna je pozicija osi40! 
IskanjeZobnik60a; 
MoveLTockaSlikanjaMehanizma,v2500,z100,tool0\WObj:=wobj0; 
SetDO custom_DO_2,1; 
SetDO custom_DO_3,0; 
PoizvedbaPozicijeOsi; 
!Zamakni zobnik40 in primi zobnik60a! 
WaitDO custom_DO_3,1; 
ZamakniZobnik40; 
PrijemZobnik60a; 
!Sinhrono namesti zobnika! 
SinhronoSestavljanjeZobnikov1; 
MoveL TockaSlikanjaZobnikov,v2500,z100,tool0\WObj:=wobj0; 
IskanjeZobnik60b; 
SetDO custom_DO_0,1; 
!Počakaj da desna roka najde podajalec! 
SetDO custom_DO_1,0; 
WaitDO custom_DO_1,1; 
PrijemZobnik60b; 
SetDO custom_DO_6,0; 
WaitDO custom_DO_6,1; 
 
V kodi vidimo tudi primer klica procesa v glavnem procesu. S pisanjem drugih 
procesov dosežemo preglednost glavnega procesa. Pišemo jih za glavnim programom. 
V našem programu smo uporabili druge procese za iskanje zobnikov, poizvedbo osi, 
zamik osi, prijem zobnikov, upravljanje orodij in za sinhrono sestavljanje zobnikov. 
Te procese bomo podrobneje predstavili v naslednjih podnaslovih. 
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4.4.3  Iskanje zobnikov in podajalnega valja 
Za iskanje zobnikov in podajalnega valja smo v programu napisali štiri procese, ki 
vsak posebej iščejo svoje zobnike in podajalni valj. Zaradi prijemanja z obema 
robotskima rokama se iskanje razdeli na levo in desno roko. 
Glede na lego podnožja podajalnika žice smo določili, da bo leva roka iskala 
zobnika zobnik60a in zobnik60b, medtem ko bo desna iskala zobnik zobnik40 
in podajalni valj podajalec. Tako dosežemo, da podatke o lokaciji dobi vsaka roka 
posebej in jih ni potrebno pošiljati iz ene v drugo. Naprej bomo iskali zobnika 
zobnik40 in zobnik60a, ki jih bomo nato prijeli in sinhrono sestavili. 
Pred prijemom zobnika zobnik60a bomo z levo roko preverili orientacijo pogonske 
osi in bomo zobnik zobnik40 desni roki pomagali preprijeti.  
Potem pa bomo postopek iskanja ponovili in bomo poiskali, prijeli in sestavili 
zobnik zobnik60b in podajalni valj podajalec. Z dvema iskanjema povečamo 
natančnost saj preprečimo napako v primeru, da se pri prvem prijemanju kakšen od 
zobnikov premakne. 
S pravilnim zaporedjem ukazom bomo v teh procesih večinoma upravljali 
kamero s programiranim strojnim vidom, ki smo ga uredili že prej. Slika 4.24 prikazuje 
iskanje v programskem okolju Integrated Vision 
 
Slika 4.24:  Iskanje zobnikov in podajalnega valja v Integrated Vision 
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Vsi procesi iskanja so si med seboj zelo podobni, zato je spodaj predstavljena samo 
koda procesa iskanja zobnika zobnik60a. Proces je imenovan 
IskanjeZobnik60a. Druge procese si lahko ogledate v prilogi kode RAPID. 
 
PROC IskanjeZobnik60a() 
!Pripravi kamero! 
CamSetProgramMode Yumi_Vision; 
IF CamGetLoadedJob (Yumi_Vision) <> "zobnik60a.job" THEN 
CamFlush Yumi_Vision; 
CamLoadJob Yumi_Vision,"zobnik60a.job"; 
ENDIF 
CamStartLoadJob Yumi_Vision, "zobnik60a.job"; 
CamWaitLoadJob Yumi_Vision; 
CamSetRunMode Yumi_Vision; 
CamReqImage Yumi_Vision; 
CamGetResult Yumi_Vision, SlikaZobnik60a; 
!Analiza rezultata! 
IF SlikaZobnik60a.name = zobnik60a_ime_rezultata THEN 
PrisotnostZobnik60a:=TRUE; 
ELSE 
PrisotnostZobnik60a:=FALSE; 
TPWrite "Ne najdem zobnik60a!"; 
WaitTime 5; 
TPErase; 
ENDIF 
ENDPROC 
 
Z vsakim spreminjanjem programskih nastavitev kamere moramo kamero postaviti v 
programski način. S prvim pogojnim stavkom preverimo .job datoteko in v primeru 
nepravilne datoteke zbrišemo obstoječo in naložimo novo. S tem stavkom 
privarčujemo nepotrebno nalaganje .job datotek v bliskovni pomnilnik kamere. 
Naslednji niz ukazov se uporabi za pravilno nalaganje .job datoteke, postavitev kamere 
v delovni način, slikanje kamere in naložitev rezultata v RAPID program. Z zadnjim 
pogojnim stavkom preverimo prisotnost zobnika, kar vpišemo v globalno bool 
spremenljivko PrisotnostZobnik60a. V primeru, da zobnik ni prisoten z 
ukazom TPWrite, izpišemo napako na učno enoto in jo po petih sekundah izbrišemo. 
V procesih uporabljamo ukaze za strojni vid, pogojne stavke in ukaze za komunikacijo 
z učno enoto. Ukazi za strojni vid se uporabljajo za upravljanje kamere, .job datotek 
in orodij. Vse ukaze za strojni vid kličemo tako, da za njimi vpišemo ime kamere, ki 
jo želimo uporabiti. V naši nalogi uporabljamo samo eno kamero po imenu 
Yumi_Vision. Uporabljeni ukazi v našem programu so opisani v tabeli 4.4.  
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Ukaz Opis ukaza 
CamSetProgramMode Postavi kamero v programski način 
CamGetLoadedJob Pridobi .job datoteko 
CamFlush Zbriše bliskovni pomnilnik kamere 
CamLoadJob Naloži .job datoteko, nastavitve slike, kalibracijo… 
CamStartLoadJob Začne nalagati .job datoteko v kamero 
CamWaitLoadJob Počaka dokler se .job datoteka ne naloži 
CamSetRunMode Postavi kamero v delovni način 
CamReqImage Zajame sliko 
CamGetResult Pridobi datoteko cameratarget in ji določi ime 
CamSetParameters Nastavljanje parametrov, izklapljanje .job datotek… 
Tabela 4.4:  Ukazi za strojni vid [13] 
4.4.4  Poizvedba orientacije pogonske osi 
Za pravilno sestavljanje moramo kvadratno pogonsko os pravilno obrniti. Kot je bilo 
že omenjeno, pogonsko os preverjamo z levo roko po prvem iskanju zobnikov, 
medtem ko desna roka začne proces prijemanja zobnika zobnik40. Proces 
poizvedbe orientacije pogonske osi os40 smo v levem programu poimenovali 
PoizvedbaPozicijeOsi. Slika 4.25 prikazuje iskanje orientacije pogonske osi v 
Integrated Vision. 
 
Slika 4.25:  Poizvedba orientacije osi v Integrated Vision  
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Proces je podoben procesom iskanja zobnikov in podajalnega valja saj vsebuje iste 
nize ukazov za strojni vid. Razlika je samo v imenu .job in cameratarget datotek 
ter v pogojnem stavku. Pogojni stavek vsebuje preverjanje prisotnosti kosa, določanje 
kota zamika iz rezultata, pogojni stavek o zamiku in prijem z obračanjem osi. Spodnja 
programska koda prikazuje proces PoizvedbaPozicijeOsi: 
 
PROC PoizvedbaPozicijeOsi() 
!Pripravi kamero! 
CamSetProgramMode Yumi_Vision; 
IF CamGetLoadedJob (Yumi_Vision) <> "os40.job" THEN 
CamFlush Yumi_Vision; 
CamLoadJob Yumi_Vision,"os40.job"; 
ENDIF 
CamStartLoadJob Yumi_Vision, "os40.job"; 
!Postavi se v točko slikanja mehanizma! 
MoveJTockaSlikanjaMehanizma,v1000,z100,tool0\WObj:=wobj0; 
CamWaitLoadJob Yumi_Vision; 
CamSetRunMode Yumi_Vision; 
CamReqImage Yumi_Vision; 
CamGetResult Yumi_Vision, SlikaOs40; 
!Analiza rezultatov! 
IF SlikaOs40.name = os40_ime_rezultata THEN 
Hand_GripOutward; 
KotOs40:= SlikaOs40.val1; 
IF KotOs40 < -2 OR KotOs40 > 2 THEN 
MoveJ ObrniOs10, v2500,z100,GripperL\WObj:=wobjmeh; 
!Primi os! 
MoveL RelTool(ObrniOs,0,0,0\Rz:=KotOs40),v50,fine, 
GripperL \WObj:=wobjmeh; 
WaitTime 0.5; 
Hand_GripInward\holdForce:=8; 
!Pravilno obrni os! 
MoveL ObrniOs, v20, fine, GripperL\WObj:=wobjmeh; 
Hand_GripOutward; 
MoveJ ObrniOs10, v2500, z100,GripperL\WObj:=wobjmeh; 
ENDIF 
ELSE 
RETURN; 
ENDIF 
ENDPROC 
 
Prvi glavni pogojni stavek, kot pri iskanju zobnikov, preverja prisotnost pogonske osi 
Os40. V primeru, da os ni prisotna se v programu izpiše napaka in za pet sekund 
ponovno preveri stanje osi. Ob prisotnosti osi pa se najprej določi kot zamika, preveri 
velikost kota zamika in se posreduje ter popravi pogonsko os. V kodi tako najprej z 
enačenjem spremenljivke KotOs40 in datoteke cameratarget s končnico val1 
pridobimo kot za katerega moramo os zamakniti, da bo v pravilnem položaju. 
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Pred pisanjem kode moramo zato nujno pri učenju modela pogonske osi, določiti 
podatek Value1, ki nam pošilja rezultat kota osi v datoteki cameratarget. 
Nato sledi pogojni stavek, ki preverja velikost kota. Določili smo, da če je kot večji od 
dveh stopinj ukrepamo in popravimo pogonsko os os40. To storimo z ukazi za premik 
MoveJ, MoveL in MoveL RelTool. Pri ukazu MoveL RelTool v oklepaju 
določimo pozicijo in vrednost zamika orodja po X, Y in S koordinati. Z možnostjo 
\RX,\RY in \RZ določamo rotacijo orodja. V naši nalogi s tem ukazom obrnemo 
prijemalo z možnostjo \RZ, ki jo enačimo s spremenljivko KotOs40. S tem pogonsko 
os pravilno primemo in jo nato z ukazom MoveL s pravilno pozicijo in rotacijo 
obrnemo. Po tem postopku mora biti os pravilno obrnjena in se tako ta proces zaključi. 
4.4.5  Preprijem zobnika zobnik40 
Med programiranjem naloge smo naleteli na problem pri spajanju zobnikov 
zobnik40 in zobnik60a. Zaradi velikih prijemal in majhnih zobnikov, se zobniki 
pri pravokotnem prijemu zobnikov niso mogli spojiti zaradi trka prijemal. Na voljo 
smo imeli dve rešitvi prijem zobnika pod določenim kotom ali preprijem zobnika s 
pomočjo leve roke. Odločili smo se za preprijem leve roke, saj bi pri prijemu zobnika 
pod določenim kotom prišli do omejitev prijema v nekaterih lokacijah. Na sliki 4.26 
lahko vidimo preprijem zobnika zobnik40 v realnem okolju. 
 
Slika 4.26:  Preprijem zobnika zobnik40  
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V programu leve roke smo zato napisali proces imenovan ZamakniZobnik40, v 
desni roki pa smo v procesu PrijemZobnik40 dodali nekaj ukazov. V teh procesih 
je zelo pomembna komunikacija med rokama, saj obe roki sodelujeta v preprijemu 
zobnika zobnik40. V procesu tako uporabljamo digitalne izhode, ukaze prijemal in 
ukaze za premik rok. 
 
PROC ZamakniZobnik40() 
MoveL PoZamik, v2500, z100, GripperL \WObj:=wobj0; 
Hand_GripOutward; 
!Postavi se v pozicijo prijemanja in primi zobnik40! 
MoveL PredZamik, v2500, z100, GripperL \WObj:=wobj0; 
WaitTime 2; 
Hand_GripInward\holdForce:=15; 
SetDO custom_DO_4,1; 
SetDO custom_DO_4,0; 
!Počakaj da desna roka preprime zobnik40! 
WaitDO custom_DO_4,1; 
Hand_GripOutward; 
!Preprijem končan! 
SetDO custom_DO_4,1; 
ENDPROC 
 
Med poizvedovanjem pogonske osi leve roke, desna roka prime najden zobnik 
zobnik40 in čaka levo roko s čakanjem višjega stanja digitalnega izhoda 
custom_DO_4. Ko leva roka konča proces PoizvedbaPozicijeOsi, se roka 
pomakne k desni roki, ki drži zobnik. Leva roka zobnik prime, postavi digitalni izhod 
v višje stanje, nato takoj v nižje stanje in čaka postavitev v višje stanje desne roke. 
Desna roka spusti zobnik, se zamakne, spet prime zobnik, postavi digitalni izhod v 
višje stanje, nato takoj v nižje stanje in spet čaka dokler leva roka ne izpusti zobnika. 
Ko leva roka izpusti zobnik, se desna roka umakne v pozicijo za spajanje, leva roka pa 
začne s procesom prijemanja zobnika zobnik60a. Zobnik zobnik40 je tako 
pripravljen za spajanje in sinhrono sestavljanje na podnožje podajalnika žice. 
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4.4.6  Prijem zobnikov in podajalnega valja 
Po iskanju zobnikov imamo informacije o lokacijah in orientacijah zobnikov. Kot je 
bilo že omenjeno, je eden od postopkov prijemanje zobnikov in podajalnega valja. 
Prijemanje je odvisno predvsem od oblike elementov prijemanja. V naši nalogi nismo 
imeli težav s prijemanjem, razen pri zobniku zobnik60b, ki je prevelik za prijem s 
prijemalom robota Yumi. Za ta namen smo se pri projektiranju zobnikov pripravili in 
na površini zobnika zobnik60b naredili dve odprtini za prijemanje. Pri prijemanju 
tega zobnika smo torej imeli pravi izziv, kot lahko vidimo na sliki 4.27. 
 
Slika 4.27:  Prijem zobnika zobnik60b 
V programu smo za namen prijemanja ustvarili nove procese. Prav tako, kot pri iskanju 
smo za vsak element ustvarili svoj proces v levem in desnem programu. Vsi procesi 
so si med seboj zelo podobni in vsebujejo pogojne stavke, enačenje koordinatnih 
sistemov, ukaze za premik, ukaze za prijem, komunikacijo z drugo roko in časovne 
zakasnitve. 
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Na spodnji kodi lahko tako vidimo primer procesa prijema zobnika zobnik60a 
poimenovanega PrijemZobnik60a: 
 
PROC PrijemZobnik60a() 
IF PrisotnostZobnik60a THEN 
wobjcamL.oframe := SlikaZobnik60a.cframe; 
Hand_GripOutward; 
MoveJ Zobnik60aPredPrijem, v1500, z100, GripperL 
\WObj:=wobjcamL; 
!Prijem zobnika zobnik60a! 
MoveL Zobnik60aPrijem, v50, fine, GripperL \WObj:=wobjcamL; 
WaitTime 0.5; 
Hand_GripInward\holdForce:=15; 
MoveJ Zobnik60aPredSestav, v2500, z100, GripperL\WObj:=wobj0; 
SetDO custom_DO_5,1; 
SetDO custom_DO_5,0; 
!Začni sinhrono sestavljanje! 
WaitDO custom_DO_5,1; 
ENDIF 
ENDPROC 
 
Na začetku s pogojnim stavkom preverimo, ali je bil pri procesu iskanja zobnik zaznan. 
Z branjem bool-ove spremenljivke PrisotnostZobnik60b pridobimo to 
informacijo in v primeru, da zobnik ni bil zaznan ne naredimo ničesar. Če je bil zobnik 
zaznan, določimo koordinatnemu sistemu kamere predmet s pozicijo pridobljeno v 
datoteki cameratarget. To naredimo z enačenjem koordinatnega sistema kamere 
WobjcamL s končnico oframe in rezultatom poslanim iz strojnega vida 
SlikaZobnik60a s končnico cframe, ki nam poda pozicijo. Nato preventivno z 
ukazom Hand_GripOutward razpremo prijemalo, z ukazom premika s končnico 
\WObj:=wobjcamL postavimo prijemalo nad zobnik, počakamo pol sekunde in ga 
z ukazom prijemanja Hand_GripInward primemo. Ukazu Hand_GripInward 
s končnico \holdForce določimo silo prijemanja 15 N. Pri prijemanju zobnika 
zobnik60b razpremo zobnike z ukazom Hand_MoveTo. Ta ukaz nam omogoča 
točno določeno razprtje med prstoma, ki ga določimo na 3,5 cm. 
 
Po vseh teh ukazih, s komunikacijo z digitalnim izhodom custom_DO_5 sporočimo 
roki, da lahko začnemo s spajanjem. Nato se začne sinhrono spajanje zobnikov. 
  
4.4  RAPID program 69 
 
4.4.7  Sinhrono sestavljanje zobnikov 
Pri sinhronem gibanju se robotski roki premikata enako hitro in enakomerno. Brez 
sinhronega gibanja sestavljanje zobnikov ne bi bilo mogoče. V naši nalogi bomo 
naprej združena zobnika zobnik40 in zobnik60a sinhrono odnesli in nataknili na 
podnožje podajalnika žice, kot je vidno iz slike 4.28. 
 
Slika 4.28:  Sinhrono sestavljanje zobnikov 
Pri sinhronem gibanju moramo napisati ukaze v levem in desnem programu, zato 
imamo v naši nalogi tudi dva procesa, ki smo ju poimenovali 
SinhronoSestavljanjeZobnikov in ju lahko vidimo na naslednji strani. 
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Koda levega programa procesa SinhronoSestavljanjeZobnikovL: 
 
PROC SinhronoSestavljanjeZobnikovL() 
SyncMoveOn Sinhrono1, tasklist1; 
!Združi zobnika! 
MoveL PredSestavL11\ID:=11, v1000, z100, GripperL; 
!Vstavi v osi! 
MoveL PredSestavL21\ID:=21, v10, fine, GripperL; 
Hand_GripOutward; 
MoveL PredSestavL31\ID:=31, v1000, z100, GripperL; 
SyncMoveOff Sinhrono2; 
ENDPROC 
 
Koda desnega programa procesa SinhronoSestavljanjeZobnikovR: 
 
PROC SinhronoSestavljanjeZobnikovR() 
SyncMoveOn Sinhrono1, tasklist1; 
!Združi zobnika! 
MoveL PredSestavR11\ID:=11, v1000, z100, GripperR;  
!Vstavi v osi! 
MoveL PredSestavR21\ID:=21, v10, fine, GripperR; 
Hand_GripOutward; 
MoveL PredSestavR31\ID:=31, v1000, z100, GripperR; 
SyncMoveOff Sinhrono2; 
ENDPROC 
 
Za pravilno delovanje sinhronega gibanja moramo globalno v obeh programih določiti 
določene spremenljivke, ki jih uporabimo v ukazu za začetek in konec sinhronega 
gibanja SyncMoveOn in SyncMoveOff. 
 
V obstojno spremenljivko tipa tasks poimenovano tasklist1 navedemo robote, 
ki sodelujejo v nalogi. Spremenljivko syncident imenovano Sinhrono1 in 
Sinhrono2, določimo za začetno in končno sinhronizacijsko točko. Ob klicu ukaza 
SyncMoveOn za začetek sinhronega gibanja navedemo sinhronizacijsko točko 
Sinhrono1 in nalogo tasklist1. Za tem ukazom sledijo ukazi za premik, ki za 
pozicijo vsebujejo končnico \ID, ki določa številko ukaza v sinhronem gibanju. ID 
številka je identifikacijska številka, ki skrbi za pravilno zaporedje ukazov v programu. 
Ko želimo končati s sinhronim gibanjem, kličemo ukaz SyncMoveOff s 
sinhronizacijsko točko Sinhrono2. 
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4.5  Testiranje naloge in izvedba 
S testiranjem naloge mislimo predvsem na večkratno ponavljanje izvajanje programa, 
ki nam pokaže možne zaplete v nalogi. Večkratno ponavljanje programa omogoča 
preverjanje kode RAPID. Kodo lahko preverjamo tudi med pisanjem v zavihku 
RAPID z levim klikom na izbiro preveri program (Check Program). Dobro je, da 
med pisanjem tudi večkrat shranjujemo in nalagamo kodo na krmilnik. Kodo na 
krmilnik naložimo z levim klikom na izbiro potrdi (Apply) ali s klikom na sprostitev 
dovoljenja za pisanje (Relase Write Acess). Do nje tako lahko dostopamo na 
učni enoti. Za zagon programa uporabimo učno enoto. Odpremo ABB meni in 
kliknemo na izbiro produkcijsko okno (Production Window). Odpre se okno, v 
katerem lahko na levi strani izbiramo robot, na sredini spremljamo kodo in na spodnji 
strani izbiramo med določenimi ukazi (Slika 4.29). Z ukazom PP to main 
postavimo programski kazalec v glavni proces in s tipko na učni enoti start zaženemo 
program. Ob vsakem novem zagonu programa moramo postaviti programski števec na 
glavni proces drugače nam lahko javi napako.  
 
Slika 4.29:  Produkcijsko okno  
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5  Rezultati 
Na koncu naloge smo prišli do točke, kjer je dobro oceniti ali program in izdelek 
zadovoljujeta našim zahtevam. Iz prejšnjih poglavij smo izvedeli vse, kar nam lahko 
pomaga, da hitro nadgradimo in izboljšamo naš robotski sistem. V naslednjih 
podpoglavjih bomo zato ocenili, kaj smo naredili in kakšne izboljšave bi lahko nalogi 
dodali. 
5.1  Ocena izdelka in naloge 
Zastavili smo si cilj, ki nam je nalagal zasnovati izdelek, ki bo uporaben in praktičen 
za sestavo z robotom. V programu smo s pomočjo asistenta in profesorja izdelali in 
stiskali komponente izdelka v 3D tiskalniku. Iz aluminija smo naredili noge in osnovno 
ploščo, na katero smo pritrdili vzmet, motorček in osi. Za krmiljenje motorčka smo za 
potrebe demonstracije uporabili stikalo z 9 V baterijo. Zobnike smo zasnovali tako, da 
smo s prestavnim razmerjem zmanjšali hitrost vrtenja podajalnih valjev. Končni 
izdelek podajalnik žice je tako primeren za sestavo z robotom in poleg tega še 
uporaben. Z manjšo nadgradnjo bi ga lahko tudi hitro uporabili v kakšni napravi ali 
manjši proizvodnji. 
 
Za naše potrebe je izdelek zelo dobro zasnovan in ima samo eno manjšo 
pomanjkljivost. Zaradi odbijanja svetlobe od aluminijaste plošče je zajeta slika slaba 
in se z nje težko razpoznava modele. Tega problema bi se hitro rešili, če bi ploščo 
prebarvali ali jo zamenjali z drugim materialom. 
 
  
74 5  Rezultati 
 
Problemi bi nastali tudi v primeru, da bi podajalnik uporabljali dalj časa ob večjih 
obremenitvah. Izboljšati bi morali materiale, motor in krmiljenje. Vrtljive dele bi 
morali nadgraditi z ležaji in zobnike bolj pritrditi. Seveda bi si tako otežili tudi nalogo 
sestavljanja zobnikov, vendar bi bilo tudi to vsekakor izvedljivo. 
 
Glavni cilj naloge je bil sestaviti podajalnik žice z robotom. Sliši se enostavno, vendar 
za to nalogo stoji več postopkov, ki skrbijo za uspešen zaključek sestavljenega izdelka. 
Prvi cilj je bil prepoznati štiri zobnike na celi površini črnega A4 lista. S tem delom 
sem imel največ težav. V programskem okolju Integrated Vision smo prepoznavali vse 
zobnike prek ene .job datoteke, vendar nam je pri pošiljanju podatkov, poslalo pozicijo 
samo enega zobnika. To napako smo rešili z ustvarjanjem več .job datotek za vsak 
zobnik posebej. Tako smo sicer morali napisati nekaj več kode ter si podaljšali čas 
iskanja, vendar smo bili z iskanjem bolj uspešni. 
 
Po prepoznavanju smo morali prijeti zobnike in jih sestaviti na podnožje. Pred 
tem moramo preveriti ali je kvadratna pogonska os pravilno obrnjena. Pogonsko os 
smo pobarvali in ji na spodnji del narisali vzorce, ki so pripomogli k prepoznavi. 
Zaradi svetleče osnovne aluminijaste plošče smo kamero bolj približali pogonski osi 
in ji izključili bliskavico. 
 
Pri sinhronem sestavljanju smo naleteli na problem spajanja zobnikov zaradi 
velikih prijemal. Problem smo rešili s preprijemom enega od zobnikov.  
 
Pri prijemanju zobnikov v obrobju A4 lista in pri določeni orientaciji zobnikov 
robotska roka ni pravilno prijela zobnika. Ta težava je sicer ostala še odprta, vendar 
smo jo zmanjšali z nastavitvijo parametrov modelov v .job datoteki. Mislim, da bi 
težavo lahko rešili s slikanjem A4 lista v več pozicijah. Ta rešitev bi zahtevala veliko 
več kode in več dragocenega časa za sestavljanje, vendar bi bil sistem veliko bolj 
odporen na napake. 
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Vstavljanje zobnikov na podnožje ni povzročalo večjih problemov. Paziti moramo, da 
ob novem zagonu sistema vedno določimo koordinatni sistem mehanizma. Če 
podnožje stoji pravilno in je koordinatni sistem pravilno določen, ponovni zagon ne 
povzroča težav. V primeru napake je najbolje preveriti pozicijo podnožja in mu na 
novo določiti koordinatni sistem. 
 
Komunikacija z uporabnikom je osnovna in vsebuje samo sporočanje v primeru, da 
zobnik na A4 listu manjka. Sestavljanje se nadaljuje, dokler robotski sistem ne pride 
do manjkajočega zobnika. Nadgradnja tega elementa bi bila nujna v primeru 
sestavljanja zobnikov v proizvodnji. 
 
Trenutno dosegljiv čas v katerem robot pravilno sestavi podajalnik žice, je okoli 2 
minuti. Čas je predvsem odvisen od pozicije zobnikov in pravilne orientacije pogonske 
osi. Seveda je ta čas merjen pri manjši hitrosti robota, ki bi jo lahko tudi zvišali po 
daljših testiranjih naloge. Po optimizaciji vseh korakov v nalogi, bi bil robot sposoben 
sestaviti izdelek tudi v 1 minuti. 
 
Na koncu lahko rečemo, da je bila naloga izpolnjena. Robot je sam sposoben sestaviti 
mehanizem, če ima vse potrebne elemente. Prepoznava štiri vrste zobnikov ne glede 
na lego na A4 listu in orientacijo pogonske osi. Prednosti dvoročnega robota izkorišča 
za spajanje dveh zobnikov in sinhrono vstavlja zobnike na podnožje. Interaktivno 
sodeluje s človekom brez kletke ali senzorjev prisotnosti. Ponovni zagon sistema je 
hitro izvedljiv in nezahteven. Z manjšimi dodatnimi nadgradnjami lahko tak robotski 
sistem hitro postavimo v proizvodni proces. 
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5.2  Možne izboljšave 
Kljub temu, da naloga deluje po zahtevah, se moramo vprašati kaj bi lahko naredili 
bolje. V prejšnjem podpoglavju smo že omenili par pomanjkljivosti.  
 
Iskanja zobnikov bi se lahko lotili na drugačen način. Lahko bi povečali površino 
iskanja ali pa bi določili površino za vsak zobnik posebej. Seveda bi se prej morali 
odločiti, kako bi se novo izdelani zobniki prenesli ali položili na območje iskanja. Bi 
jih razmetali po površini ali bi se urejeno položili na površino iskanja? To so vsa 
vprašanja, ki bi se nam postavljala pri umestitvi robota v proizvodni proces. V naši 
nalogi smo pri iskanju in preverjanju s strojnim vidom ugotovili, da tu izgubljamo 
največ časa v procesu. Ta čas bi lahko pridobili, če bi se nad površino iskanja pritrdilo 
fiksno kamero, ki bi že med sestavljanjem sproti preverjala elemente na površini. 
Dvoročni robot bi tako imel manj dela s postavljanjem na položaj slikanja in bi ga bolj 
razbremenili.  
 
Poleg iskanja zobnikov bi dali več poudarka na preverjanje podnožja in končnega 
izdelka. V naši nalogi zaenkrat preverjamo samo orientacijo pogonske osi, ki je sicer 
ključna. Z dodatnim preverjanjem pa bi tako lahko nadzorovali še kvaliteto izdelka. 
 
Kot je bilo že omenjeno, je v naši nalogi komunikacija enostranska, kjer daje 
informacije samo robot. Najverjetneje bi si v proizvodnji želeli, da bi robot bolj 
sodeloval z nami. Na primer, pri manjkajočem zobniku bi nas robot lahko opozoril in 
nas vprašal, če ponovi iskanje ali zaključi in nadaljuje kasneje. V naši nalogi robot 
sestavi mehanizem dokler ima zobnike, ko mu jih zmanjka, pa proces zaključi in 
programski števec se vrne na začetek. Če program zaženemo od začetka, robotski 
sistem ne ve, da je že prej sestavil del mehanizma. 
 
Pri sestavljanju bi si želeli samo večje hitrosti in natančnosti. Po končanem 
sestavljanju bi lahko robotu zadali še, da umakne končan izdelek in doda novo 
podnožje. S sestavljanjem kompleksnejšega izdelka bi prišla do izraza tudi interakcija 
s človekom, ki je bila v naši nalogi bolj kot ne simbolična. 
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6  Zaključek 
Za namen naloge smo izdelali enostaven in praktičen izdelek, ki ga ni težko sestaviti 
in je enostaven za uporabo. Z nekaj nadgradnjami bi se lahko celo kosal z drugimi 
podajalniki v proizvodnjah. Zastavili smo si cilj, da tak izdelek sestavimo z robotom 
in tako predstavimo njegove prednosti in zmogljivosti. 
 
S predstavitvijo robotskega sistema smo spoznali vse komponente robota ABB Yumi. 
Ugotovili smo, da je robot zelo praktičen in zasede malo prostora. Hitro in enostavno 
bi ga lahko umestili že v manjšo proizvodnjo. Ima tudi zelo dobre delovne lastnosti in 
omogoča kolaborativno delovanje s človekom. S svojimi sposobnostmi se lahko 
primerja s človekom. Na kratko smo predstavili programski jezik RAPID in 
programska okolja RobotStudio in Integrated Vision. 
 
V poglavjih smo spoznali, kako se moramo lotiti programiranja, da bo naša 
aplikacija uspešna. Eden ključnih dejavnikov je vsekakor priprava prostora, ki najbolj 
vpliva na delovanje sistema. V laboratoriju sicer teh težav nismo imeli, vendar smo se 
vseeno z njimi seznanili. Za delovanje osnovnega robotskega sistema moramo določiti 
elemente v robotskem sistemu. Spoznali smo postopke za določitev orodja in 
koordinatnega sistema. Spoznali smo se s programiranjem strojnega vida. Z uporabo 
programskega okolja Integrated Vision smo nastavili kamero, naredili kalibracijo, 
naučili modele, nastavili izhode in vhode ter določili podatke, ki jih pošiljamo v 
RAPID program. Predstavili smo ukaze v programu RAPID, ki jih uporabljamo za 
pravilno delovanje strojnega vida. 
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Prav tako smo spoznali, kako se lotimo programiranja v RAPID-u, od osnovne 
priprave do strukture in uporabe različnih ukazov v programu. Na primerih izbranih 
procesov smo podrobno opisali delovanje našega programa in tako predstavili uporabo 
različnih ukazov. 
 
Eden od procesov je omogočil tudi sinhrono sestavljanje zobnikov. S 
testiranjem smo preverili delovanje in v predzadnjem poglavju predstavili 
pomanjkljivosti in možne izboljšave. Z uporabo učne enote smo se naučili upravljati 
robot, testirati in spreminjati program. 
 
Znanja, ki smo jih pridobili, nam omogočajo programiranje večino robotskih sistemov. 
Znamo uporabljati strojni vid, sinhrono gibanje in programirati premike robota. S 
pogojnimi stavki in spremenljivkami pa uporabljati pogoje in program samodejno 
zaustaviti ali ga postavljati v zanko. 
 
S pisanjem te diplomske naloge smo želeli predstaviti probleme sestavljanja in 
bralca podučiti o uporabi robotskih sistemov. Predstavili smo mu tudi delovanje naše 
aplikacije in nakazali, kako bi jo lahko še izboljšali. Nalogo bi vsekakor lahko še 
razširili in jo posodobili. 
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A  Levi RAPID program 
MODULE LeviModul 
 
VAR cameratarget SlikaZobnik60a; 
VAR cameratarget SlikaZobnik60b; 
VAR cameratarget SlikaOs40; 
VAR string zobnik40_naslov:= "zobnik40.Tool_Enabled"; 
VAR string zobnik60a_naslov:= "zobnik60a.Tool_Enabled"; 
VAR string zobnik60b_naslov:= "zobnik60b.Tool_Enabled"; 
VAR string podajalec_naslov:= "podajalec.Tool_Enabled"; 
VAR string zobnik60a_ime_rezultata:= "zobnik60a";  
VAR string zobnik60b_ime_rezultata:= "zobnik60b";  
VAR string os40_ime_rezultata:= "os40";  
 
VAR num maxresulttime:=6; 
VAR bool PrisotnostZobnik60a; 
VAR bool PrisotnostZobnik60b; 
VAR num KotOs40; 
 
TASK PERS wobjdata wobjcamL:=[FALSE,TRUE,"",[[366.322,-
138.082,0.2],[0.713083,1.46702E-05,8.96651E-
06,0.70108]],[[25.4319,-61.3802,0],[0.879837,0,0,0.475276]]]; 
TASK PERS wobjdata 
wobjmeh:=[FALSE,TRUE,"",[[456.779,125.162,204.894],[0.708086,-
0.0023988,-0.00472793,0.706107]],[[0,0,0],[1,0,0,0]]]; 
 
CONST robtarget umik:=[[208.37,132.23,172.42],[0.283984,-
0.0502444,0.865553,-0.409447],[-
1,1,0,11],[116.737,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
TockaSlikanjaMehanizma:=[[365.32,186.01,191.53],[0.0250897,0.0
176706,-0.715564,0.697873],[-
1,0,0,11],[158.369,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget TockaSlikanjaZobnikov:=[[383.61,-
112.74,366.08],[0.0251303,0.0176587,-0.715542,0.697894],[-
2,1,-1,11],[159.862,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget PredPrijem:=[[376.59,-
129.57,212.11],[0.00292462,-0.999415,-0.0337522,-
0.00474177],[-2,1,0,11],[-
171.883,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
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!Zobnik40 zamik: 
CONST robtarget PredZamik:=[[393.67,-
64.15,283.53],[0.510929,0.50875,-0.494396,0.485487],[-2,0,-
2,11],[157.699,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
PoZamik:=[[393.66,77.88,286.77],[0.50516,0.512615,-
0.499922,0.481786],[-1,0,-
2,11],[158.216,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
 
!Os40: 
CONST robtarget 
ObrniOs10:=[[25.66,84.25,8.27],[0.00546144,0.696422,0.717574,0
.00743888],[-1,1,-
1,11],[159.334,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget ObrniOs:=[[26.34,89.27,-
64.52],[0.00543165,0.701628,0.712484,0.00747647],[-1,1,-
1,11],[157.73,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
 
!Zobnik60a; 
CONST robtarget Zobnik60aPredPrijem:=[[-3.48,-
7.80,145.13],[0.00126188,0.736115,-0.676834,0.00545505],[-
2,1,0,11],[-172.235,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik60aPrijem:=[[-3.48,-
7.80,92.43],[0.00125739,0.736112,-0.676836,0.00545461],[-
2,1,0,11],[-172.175,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik60aPredSestav:=[[376.59,-
129.57,212.11],[0.00292462,-0.999415,-0.0337522,-
0.00474177],[-2,1,0,11],[-
171.883,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
 
!Zobnik60b: 
CONST robtarget Zobnik60bPredPrijem:=[[-4.45,-
3.82,148.65],[0.0023695,0.999259,0.0383188,-0.00258276],[-
2,1,-1,11],[178.058,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik60bPrijem:=[[-4.45,-
3.82,90.95],[0.0023707,0.999259,0.0383192,-0.00258243],[-2,1,-
1,11],[178.035,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik60bSestav10:=[[409.75,-
64.05,218.96],[0.00117013,0.671404,0.741088,0.00204502],[-
2,1,0,11],[177.448,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
Zobnik60bSestav20:=[[74.99,47.09,14.29],[0.00282783,-
0.998712,-0.0506611,0.000752984],[-
1,1,0,11],[177.533,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik60bSestav30:=[[77.57,47.54,-
6.43],[0.00277679,-0.999953,-0.00927727,0.000880017],[-
1,1,0,11],[174.452,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik60bSestav40:=[[77.46,47.86,-
38.21],[0.00277588,-0.999953,-0.00927554,0.000880701],[-
1,1,0,11],[174.581,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
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!Sinhrono: 
VAR syncident Sinhrono1; 
VAR syncident Sinhrono2; 
PERS tasks tasklist1{2}:=[["T_ROB_L"],["T_ROB_R"]]; 
CONST robtarget 
PredSestavL11:=[[368.07,206.49,262.02],[0.00266985,-0.999928,-
0.010492,-0.00516649],[-1,1,1,11],[-
176.002,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
PredSestavL21:=[[368.41,202.33,154.86],[0.00495795,-0.999922,-
0.010356,-0.00494385],[-1,1,1,11],[-
179.347,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
PredSestavL31:=[[368.20,207.48,253.49],[0.00269362,-0.999928,-
0.0104701,-0.00521863],[-1,1,1,11],[-
178.56,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
 
PROC Main() 
IF Hand_IsCalibrated() THEN 
ELSE   
Hand_Initialize \maxSpd:=25 \holdForce:=5 \Calibrate; 
ENDIF 
CamFlush Yumi_Vision; 
Hand_MoveTo 3.5; 
Hand_GripOutward;       
MoveL TockaSlikanjaZobnikov, v2500, z100, tool0\WObj:=wobj0; 
SetDO custom_DO_0,1; 
!Pocakaj, da desna roka najde zobnik40! 
SetDO custom_DO_1,0; 
WaitDO custom_DO_1,1; 
!Isci zobnik60a in poglej, kaksna je pozicija osi40!! 
IskanjeZobnik60a; 
MoveL TockaSlikanjaMehanizma, v2500, z100, tool0 \WObj:=wobj0; 
SetDO custom_DO_2,1; 
SetDO custom_DO_3,0; 
PoizvedbaPozicijeOsi; 
!Zamakni zobnik40 in primi zobnik60a! 
WaitDO custom_DO_3,1; 
ZamakniZobnik40; 
PrijemZobnik60a; 
!Sinhorno namesti zobnika! 
SinhronoSestavljanjeZobnikov1; 
MoveL TockaSlikanjaZobnikov, v2500, z100, tool0\WObj:=wobj0;         
IskanjeZobnik60b; 
SetDO custom_DO_0,1; 
!Pocakaj da desna roka najde podajalec! 
SetDO custom_DO_1,0; 
WaitDO custom_DO_1,1; 
PrijemZobnik60b; 
SetDO custom_DO_6,0; 
WaitDO custom_DO_6,1; 
TPErase; 
ENDPROC  
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PROC IskanjeZobnik60a() 
CamSetProgramMode Yumi_Vision; 
 
IF CamGetLoadedJob (Yumi_Vision) <> "zobnik60a.job" THEN 
CamFlush Yumi_Vision; 
CamLoadJob Yumi_Vision,"zobnik60a.job"; 
ENDIF 
 
CamStartLoadJob Yumi_Vision, "zobnik60a.job"; 
CamWaitLoadJob Yumi_Vision; 
CamSetRunMode Yumi_Vision;     
CamReqImage Yumi_Vision; 
CamGetResult Yumi_Vision, SlikaZobnik60a; 
 
IF SlikaZobnik60a.name = zobnik60a_ime_rezultata THEN 
PrisotnostZobnik60a:=TRUE; 
ELSE 
PrisotnostZobnik60a:=FALSE; 
TPWrite "Ne najdem zobnik60a!"; 
WaitTime 5; 
TPErase; 
ENDIF 
 
ENDPROC 
 
 
 
PROC IskanjeZobnik60b() 
CamSetProgramMode Yumi_Vision; 
 
IF CamGetLoadedJob (Yumi_Vision) <> "zobnik60b.job" THEN 
CamFlush Yumi_Vision; 
CamLoadJob Yumi_Vision,"zobnik60b.job"; 
ENDIF 
 
CamStartLoadJob Yumi_Vision, "zobnik60b.job"; 
CamWaitLoadJob Yumi_Vision; 
CamSetRunMode Yumi_Vision;     
CamReqImage Yumi_Vision; 
CamGetResult Yumi_Vision, SlikaZobnik60b; 
 
IF SlikaZobnik60b.name = zobnik60b_ime_rezultata THEN 
PrisotnostZobnik60b:=TRUE; 
ELSE 
PrisotnostZobnik60b:=FALSE; 
TPWrite "Ne najdem zobnik60b!"; 
WaitTime 5; 
TPErase; 
ENDIF 
 
ENDPROC 
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PROC PoizvedbaPozicijeOsi() 
CamSetProgramMode Yumi_Vision; 
 
IF CamGetLoadedJob (Yumi_Vision) <> "os40.job" THEN 
CamFlush Yumi_Vision; 
CamLoadJob Yumi_Vision,"os40.job"; 
ENDIF 
 
CamStartLoadJob Yumi_Vision, "os40.job"; 
MoveJ TockaSlikanjaMehanizma, v1000, z100, tool0 \WObj:=wobj0; 
CamWaitLoadJob Yumi_Vision; 
CamSetRunMode Yumi_Vision;     
CamReqImage Yumi_Vision; 
CamGetResult Yumi_Vision, SlikaOs40; 
 
IF SlikaOs40.name = os40_ime_rezultata THEN 
Hand_GripOutward; 
KotOs40:= SlikaOs40.val1; 
 
IF KotOs40 < -2 OR KotOs40 > 2 THEN 
MoveJ ObrniOs10, v2500, z100, GripperL\WObj:=wobjmeh; 
MoveL RelTool (ObrniOs,0,0,0 \Rz:=KotOs40), v50, fine, 
GripperL\WObj:=wobjmeh; 
WaitTime 0.5; 
Hand_GripInward\holdForce:=8; 
MoveL ObrniOs, v20, fine, GripperL\WObj:=wobjmeh; 
Hand_GripOutward; 
MoveJ ObrniOs10, v2500, z100, GripperL\WObj:=wobjmeh; 
ENDIF 
 
ELSE 
RETURN; 
ENDIF 
 
ENDPROC 
 
 
 
PROC ZamakniZobnik40() 
MoveL PoZamik, v2500, z100, GripperL \WObj:=wobj0; 
Hand_GripOutward; 
MoveL PredZamik, v2500, z100, GripperL \WObj:=wobj0; 
WaitTime 2; 
Hand_GripInward\holdForce:=15; 
SetDO custom_DO_4,1; 
SetDO custom_DO_4,0; 
WaitDO custom_DO_4,1; 
Hand_GripOutward; 
SetDO custom_DO_4,1; 
ENDPROC 
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PROC PrijemZobnik60a() 
 
IF PrisotnostZobnik60a THEN 
wobjcamL.oframe := SlikaZobnik60a.cframe; 
Hand_GripOutward; 
MoveJ Zobnik60aPredPrijem, v1500, z100, GripperL 
\WObj:=wobjcamL; 
MoveL Zobnik60aPrijem, v50, fine, GripperL \WObj:=wobjcamL; 
WaitTime 0.5; 
Hand_GripInward\holdForce:=15; 
MoveJ Zobnik60aPredSestav, v2500, z100, GripperL\WObj:=wobj0; 
SetDO custom_DO_5,1; 
SetDO custom_DO_5,0; 
WaitDO custom_DO_5,1; 
ENDIF 
 
ENDPROC 
 
PROC PrijemZobnik60b() 
 
IF PrisotnostZobnik60b THEN 
wobjcamL.oframe := SlikaZobnik60b.cframe; 
Hand_MoveTo 3.45; 
MoveL Zobnik60bPredPrijem, v2500, z100, 
GripperL\WObj:=wobjcamL; 
MoveL Zobnik60bPrijem, v20, fine, GripperL\WObj:=wobjcamL; 
WaitTime 2; 
Hand_GripInward\holdForce:=15; 
WaitTime 0.5; 
MoveL Zobnik60bPredPrijem, v2500, z100, 
GripperL\WObj:=wobjcamL; 
!Desna roka lahko prime podajalec! 
SetDO custom_DO_2,1; 
MoveL Zobnik60bSestav10, v2500, z100, GripperL\WObj:=wobj0; 
MoveL Zobnik60bSestav20, v2500, z100, GripperL\WObj:=wobjmeh; 
MoveL Zobnik60bSestav30, v2500, z100, GripperL\WObj:=wobjmeh; 
MoveL Zobnik60bSestav40, v10, fine, GripperL\WObj:=wobjmeh; 
Hand_GripOutward\holdForce:=1; 
WaitTime 0.5; 
MoveL Zobnik60bSestav30, v2500, z100, GripperL\WObj:=wobjmeh; 
MoveL umik, v2500, z100, GripperL \WObj:=wobj0; 
ENDIF 
ENDPROC 
 
PROC SinhronoSestavljanjeZobnikov1() 
SyncMoveOn Sinhrono1, tasklist1; 
MoveL PredSestavL11\ID:=11, v1000, z100, GripperL; 
MoveL PredSestavL21\ID:=21, v10, fine, GripperL; 
Hand_GripOutward; 
MoveL PredSestavL31\ID:=31, v1000, z100, GripperL; 
SyncMoveOff Sinhrono2; 
ENDPROC 
ENDMODULE  
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MODULE DesniModul 
     
VAR cameratarget SlikaZobnik40; 
VAR cameratarget SlikaPodajalec; 
VAR string zobnik40_ime_rezultata:= "zobnik40";  
VAR string podajalec_ime_rezultata:= "podajalec";  
VAR num maxresulttime:=6; 
VAR bool PrisotnostZobnik40; 
VAR bool PrisotnostPodajalec; 
 
TASK PERS wobjdata wobjcamR:=[FALSE,TRUE,"",[[374.089,-
136.584,0.2],[0.713383,-0.00271087,-0.00265915,0.700764]],[[-
53.4326,-54.8665,0],[1,0,0,0]]]; 
 
CONST robtarget umik:=[[197.74,-
207.97,134.59],[0.274037,0.0389675,0.860015,0.428671],[0,-1,-
1,11],[-117.198,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget PredPrijem:=[[354.48,-
114.11,146.94],[0.0320864,-0.689725,0.723269,-0.0114356],[0,-
2,-1,11],[-167.497,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
 
!Zobnik40: 
CONST robtarget Zobnik40PredPrijem:=[[-0.77,-
0.53,56.99],[0.00995551,-0.667959,-0.74413,-0.00140265],[0,-
2,0,11],[-128.731,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik40Prijem:=[[-0.77,-
0.53,7.04],[0.00995516,-0.667961,-0.744128,-0.00140313],[0,-
2,0,11],[-128.875,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik40PredPrijem10:=[[392.81,-
141.00,282.00],[0.00443356,0.0262738,-
0.999627,0.00600329],[0,-
1,0,11],[169.962,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
 
CONST robtarget Zobnik40PredSestav:=[[373.64,-
346.26,120.41],[0.0382773,-0.0259036,-0.947576,-0.316171],[0,-
1,-1,11],[176.033,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik40Zamik:=[[393.10,-
132.27,281.69],[0.0130774,-0.00912351,-0.948626,-
0.315998],[0,-
1,0,11],[175.177,9E+09,9E+09,9E+09,9E+09,9E+09]];  
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CONST robtarget Zobnik40Zamik10:=[[393.09,-
191.28,281.69],[0.0130926,-0.00911119,-0.948625,-
0.316001],[0,-
1,0,11],[175.323,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik40PredSestav10:=[[374.19,-
186.11,120.41],[0.0382782,-0.0259125,-0.947572,-0.31618],[0,-
1,0,11],[176.658,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget Zobnik40PredSestav20:=[[376.98,-
174.14,125.86],[0.038269,-0.0260596,-0.947505,-0.316371],[0,-
1,0,11],[177.718,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
 
!Podajalec: 
CONST robtarget 
PodajalecPrijem:=[[2.75,0.66,2.40],[0.0132841,0.710056,0.70389
7,0.0131495],[0,-2,0,11],[-
165.513,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
PodajalecPredPrijem:=[[2.75,0.66,52.76],[0.0132798,0.710059,0.
703894,0.0131541],[0,-2,0,11],[-
165.458,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
PodajalecPredPrijem10:=[[422.00,153.01,88.72],[0.00399657,0.01
32302,0.99973,0.0186759],[1,-
2,0,11],[176.024,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
PodajalecPredPrijem20:=[[422.00,153.01,124.35],[0.00399749,0.0
132226,0.99973,0.0186743],[1,-
2,0,11],[175.994,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget PodajalecPredPrijem30:=[[421.99,-
28.69,124.36],[0.00398081,0.0132247,0.99973,0.0186713],[0,-
2,0,11],[176.105,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
 
!Sinhrono: 
VAR syncident Sinhrono1; 
VAR syncident Sinhrono2; 
PERS tasks tasklist1{2}:=[["T_ROB_L"],["T_ROB_R"]]; 
CONST robtarget 
PredSestavR11:=[[367.30,166.26,172.73],[0.00738148,-
0.00925125,-0.927266,-0.374216],[1,-2,0,11],[-
153.408,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
PredSestavR21:=[[368.13,159.67,68.92],[0.00738871,-
0.00927592,-0.927279,-0.374184],[1,-2,0,11],[-
153.498,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
CONST robtarget 
PredSestavR31:=[[367.28,162.30,162.54],[0.00740915,-
0.00924318,-0.927258,-0.374236],[1,-2,0,11],[-
153.452,9E+09,9E+09,9E+09,9E+09,9E+09]]; 
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PROC Main() 
SetDO custom_DO_0,0; 
IF Hand_IsCalibrated() THEN 
ELSE   
Hand_Initialize \maxSpd:=25 \holdForce:=5 \Calibrate; 
ENDIF     
Hand_GripOutward; 
MoveJ umik, v2500, z50, GripperR \WObj:=wobj0; 
!Pocakaj da leva roka gre do pozicije slikanja zobnikov! 
WaitDO custom_DO_0,1; 
IskanjeZobnik40; 
SetDO custom_DO_1,1; 
!Cakaj, leva roka išče zobnik60a in k poizvedbi osi! 
SetDO custom_DO_2,0; 
WaitDO custom_DO_2,1; 
PrijemZobnik40; 
!Sinhrono namesti zobnika! 
SinhronoSestavljanjeZobnikov1; 
MoveJ umik, v1000, z50, GripperR \WObj:=wobj0; 
!Pocakaj, leva roka gre slikat zobnike in išče zobnik60b! 
SetDO custom_DO_0,0; 
WaitDO custom_DO_0,1; 
!Isci podajalec! 
IskanjePodajalec; 
SetDO custom_DO_1,1; 
!Pocakaj da leva roka prime zobnik60b! 
SetDO custom_DO_2,0; 
WaitDO custom_DO_2,1; 
PrijemPodajalec; 
!Koncajta hkrati! 
SetDO custom_DO_6,1; 
ENDPROC 
 
PROC IskanjeZobnik40() 
CamSetProgramMode Yumi_Vision;     
IF CamGetLoadedJob (Yumi_Vision) <> "zobnik40.job" THEN 
CamFlush Yumi_Vision; 
CamLoadJob Yumi_Vision,"zobnik40.job"; 
ENDIF 
CamStartLoadJob Yumi_Vision, "zobnik40.job"; 
CamWaitLoadJob Yumi_Vision; 
CamSetRunMode Yumi_Vision;     
CamReqImage Yumi_Vision; 
CamGetResult Yumi_Vision, SlikaZobnik40; 
IF SlikaZobnik40.name = zobnik40_ime_rezultata THEN 
PrisotnostZobnik40:=TRUE; 
ELSE 
PrisotnostZobnik40:=FALSE; 
TPWrite "Ne najdem zobnik40!"; 
WaitTime 5; 
TPErase; 
ENDIF 
ENDPROC  
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PROC IskanjePodajalec() 
CamSetProgramMode Yumi_Vision;     
 
IF CamGetLoadedJob (Yumi_Vision) <> "podajalec.job" THEN 
CamFlush Yumi_Vision; 
CamLoadJob Yumi_Vision,"podajalec.job"; 
ENDIF 
 
CamStartLoadJob Yumi_Vision, "podajalec.job"; 
CamWaitLoadJob Yumi_Vision; 
CamSetRunMode Yumi_Vision;     
CamReqImage Yumi_Vision; 
CamGetResult Yumi_Vision, SlikaPodajalec; 
 
IF SlikaPodajalec.name = podajalec_ime_rezultata THEN 
PrisotnostPodajalec:=TRUE; 
ELSE 
PrisotnostPodajalec:=FALSE; 
TPWrite "Ne najdem podajalec!"; 
WaitTime 5; 
TPErase; 
RETURN; 
ENDIF 
 
ENDPROC 
 
 
PROC PrijemZobnik40()     
 
IF PrisotnostZobnik40 THEN 
wobjcamR.oframe := SlikaZobnik40.cframe; 
Hand_GripOutward; 
MoveJ Zobnik40PredPrijem, v2500, z100, GripperR 
\WObj:=wobjcamR; 
MoveL Zobnik40Prijem, v100, fine,GripperR\WObj:=wobjcamR; 
WaitTime 0.5; 
Hand_GripInward\holdForce:=15; 
!Zamakni zobnik40! 
MoveJ Zobnik40PredPrijem, v1500, z100, GripperR 
\WObj:=wobjcamR; 
MoveL Zobnik40PredPrijem10, v1500, z100,GripperR \WObj:=wobj0; 
WaitTime 0.5; 
SetDO custom_DO_3,1; 
SetDO custom_DO_4,0; 
WaitDO custom_DO_4,1; 
Hand_GripOutward; 
MoveL Zobnik40Zamik, v200, fine, GripperR \WObj:=wobj0; 
Hand_GripInward\holdForce:=15; 
SetDO custom_DO_4,1; 
SetDO custom_DO_4,0; 
WaitDO custom_DO_4,1; 
MoveL Zobnik40Zamik10, v2500, z100, GripperR; 
MoveL Zobnik40PredSestav, v2500, z100, GripperR \WObj:=wobj0; 
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SetDO custom_DO_5,0; 
WaitDO custom_DO_5,1; 
MoveL Zobnik40PredSestav10, v1000, z100, GripperR 
\WObj:=wobj0; 
MoveL Zobnik40PredSestav20, v10, fine, GripperR\WObj:=wobj0; 
SetDO custom_DO_5,1; 
ENDIF 
 
ENDPROC 
 
PROC PrijemPodajalec() 
 
IF PrisotnostPodajalec THEN 
wobjcamR.oframe := SlikaPodajalec.cframe; 
Hand_GripOutward; 
MoveL PodajalecPredPrijem, v2500, z100, GripperR 
\WObj:=wobjcamR; 
MoveL PodajalecPrijem, v1000, z100, GripperR \WObj:=wobjcamR; 
WaitTime 2; 
Hand_GripInward\holdForce:=15; 
MoveL PodajalecPredPrijem, v2500, z100, GripperR 
\WObj:=wobjcamR; 
MoveL PodajalecPredPrijem30, v2500, z100, GripperR 
\WObj:=wobj0; 
MoveL PodajalecPredPrijem20, v2500, z100, GripperR 
\WObj:=wobj0; 
MoveL PodajalecPredPrijem10, v20, fine, GripperR \WObj:=wobj0; 
WaitTime 1; 
Hand_GripOutward; 
MoveL PodajalecPredPrijem20, v2500, z100, GripperR 
\WObj:=wobj0; 
MoveL PodajalecPredPrijem30, v2500, z100, GripperR 
\WObj:=wobj0; 
MoveJ umik, v1000, z50, GripperR \WObj:=wobj0; 
ENDIF 
 
ENDPROC 
 
 
PROC SinhronoSestavljanjeZobnikov1() 
SyncMoveOn Sinhrono1, tasklist1; 
MoveL PredSestavR11\ID:=11, v1000, z100, GripperR; 
MoveL PredSestavR21\ID:=21, v10, fine, GripperR; 
Hand_GripOutward; 
MoveL PredSestavR31\ID:=31, v1000, z100, GripperR; 
SyncMoveOff Sinhrono2; 
ENDPROC 
 
ENDMODULE 
 
