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Tato pra´ce se zaby´va´ popisem novy´ch technologiı´, ktere´ se vyuzˇı´vajı´ k programova´nı´
robota LEGO NXT. Zaby´va´me se multiplatformnı´m Microsoft Robotics Developer Studio
2008 a s nı´m spojeny´m Visual Programming Language, ve ktere´m vznikaly u´lohy popsa-
ne´ v te´to pra´ci. Neˇktere´ z u´loh byly take´ modelova´ny v simula´toru robotu˚ Visual Simu-
lation Environment. V teoreticke´ cˇa´sti je popsa´na za´kladnı´ struktura platformy, princip
sluzˇeb, tvorba a pra´ce se sluzˇbami ve Visual Programming Language.
Prakticka´ cˇa´st se zameˇrˇuje na implementaci neˇkolika modelovy´ch u´loh, ktere´ byly
urcˇeny k demonstraci programova´nı´ robotu˚. U´lohy jsou realizova´ny na robotovi v rea´l-
ne´m prostrˇedı´, ale i v simula´toru. Jsou zde popsa´ny postupy pouzˇite´ k implementaci a
popis a rˇesˇenı´ proble´mu˚, ktere´ se vyskytly v pru˚beˇhu programova´nı´.
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Language, robot, Visual Simulation Environment, sluzˇba, Decentralized Software Ser-
vice, Concurrency and Coordination Runtime
Abstract
This thesis deals with a description of new technologies which are used to program a
LEGO NXT robot. It concentrates on the multiplatform Microsoft Robotics Developer Stu-
dio 2008 and its Visual Programming Language which was used to implement the tasks
described in this thesis. Some of the tasks were simulated in the product part called the
Visual Simulation Environment. The basic structure of a platform, the system of services,
creation and working with services in the Visual Programming Language are described
in the theoretical part of the thesis.
The practical part is focused on the implementation of a few tasks which are intended
to show programming robots. Our tasks are implemented not only on a real robot but
even in the simulation environment. There are described procedures used for the im-
plementation, and a description and a solution of the problems which emerged during
programming.
Keywords: LEGO NXT, Microsoft Robotics Developer Studio, Visual Programming Lan-
guage, robot, Visual Simulation Environment, service, Decentralized Software Service,
Concurrency and Coordination Runtime

Seznam pouzˇity´ch zkratek a symbolu˚
CCR – Concurrency and Coordination Runtime
DSS – Decentralized Software Services
DSSP – Decentralized Software Services Protocol
HTTP – Hypertext Transfer Protocol
LED – Light-Emitting Diode
LCD – Liquid Crystal Display
MRDS – Microsoft Robotics Developer Studio
PC – Personal Computer - pocˇı´tacˇ
PDA – Personal Digital Assistant - digita´lnı´ asistent
RAM – Random Access Memory
SOAP – Simple Object Access Protocol
URI – Unified Resource Identifier
VPL – Visual Programming Language
VSE – Visual Simulation Environment
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71 U´vod
Pra´ce se zameˇrˇuje na oblast robotiky. V modernı´ dobeˇ je to dynamicky rozvı´jejı´cı´ se
obor, ktery´ se cˇı´m da´l vı´ce dosta´va´ do poveˇdomı´ verˇejnosti. Automaticka´ sekacˇka na
tra´vu, automaticky´ vysavacˇ nebo kuchynˇsky´ robot jsou jasny´mi prˇı´klady toho, zˇe i roboti
majı´ mı´sto v beˇzˇne´m zˇivoteˇ. Nicme´neˇ roboty mu˚zˇeme potkat i v oblastech zdravotnictvı´
prˇi du˚lezˇity´ch chirurgicky´ch operacı´ch, transplantacı´ch apod., kde je potrˇeba prˇesnost
za´kroku takova´, ktere´ nenı´ cˇloveˇk sa´m o sobeˇ schopen dosa´hnout. Robotika hraje take´
vy´znamnou roli ve vesmı´rny´ch nebo arma´dnı´ch misı´ch, kde jsou roboti vysı´la´ni do ne-
proba´dany´ch nebo nebezpecˇny´ch oblastı´, aby nebyl zbytecˇneˇ ohrozˇen lidsky´ zˇivot.
V pra´ci se zameˇrˇujeme na jeden z na´stroju˚ pro programova´nı´ robotu˚ - Microsoft
Robotics Developer Studia a jeho graficky´ na´stroj Visual Programming Language. K prak-
ticky´m u´kolu˚m a implementaci byl pouzˇit robot LEGO Mindstorms NXT.
Hlavnı´m cı´lem pra´ce je vytvorˇenı´ neˇkolika u´loh, na ktery´ch je domonstrova´na pra´ce s
robotem a jeho senzory. Veˇtsˇina z nich je rˇesˇena na robotovi v rea´lne´m prostrˇedı´, nicme´neˇ
jsme vyuzˇili i mozˇnost simula´toru, ktery´ MRDS nabı´zı´.
U´lohy jsou v za´kladeˇ jednoduche´. Meˇly by jednodusˇe prezentovat pra´ci na modernı´m
a aktraktivnı´m robotovi. Mezi navrzˇene´ u´lohy patrˇı´ vyjetı´ robota na nakloneˇnou rovinu,
nalezenı´ prˇeka´zˇky a jejı´ objetı´, jı´zda po cˇa´rˇe a nalezenı´ nejkratsˇı´ cestu pru˚chodu labyrin-
tem.
Druha´ kapitola se zaby´va´ obecny´m popisem platformy MRDS, principy a sluzˇbami.
Jsou zde vysveˇtleny za´kladnı´ technologie DSS a CCR, funkce sluzˇeb a manifestu˚. Popisuje
take´ simulacˇnı´ prostrˇedı´ a pra´ci v neˇm.
V trˇetı´ kapitole se pra´ce zameˇrˇuje konkre´tneˇ na popis stavebnice LEGO NXT rob-
ota. Jsou zde prˇedvedeny vsˇechny za´kladnı´ senzory, jejich vlastnosti a zpu˚sob pouzˇitı´.
Kapitola vysveˇtluje mozˇnosti komunikace robota s jiny´m robotem nebo pocˇı´tacˇem a jejı´
uskalı´. Jak na´zev LEGO napovı´da´, modul robota je mozˇno ru˚zneˇ modifikovat. V za´veˇru
je prezentova´na za´veˇrecˇna´ konstrukce robota, se kterou se modelove´ u´lohy realizovaly.
V dalsˇı´ kapitole se sezna´mı´me s graficky´m prostrˇedı´m pro programova´nı´ - Visual
Programming Language. Jsou zde uka´za´ny za´kladnı´ u´kony, jak toto prostrˇedı´ pouzˇı´vat,
popis na´stroje a zpu˚sob jak program zkopilovat do ko´du C#.
Prˇedposlednı´ cˇa´st popisuje konkre´tnı´ modelovane´ u´lohy. Ke kazˇde´ u´loze je uveden
jejı´ na´vrh, postup, jaky´m byla rˇesˇena a na´sledneˇ take´ proble´my, se ktery´mi jsme se setkali.
U neˇktery´ch u´loh uva´dı´me konkre´tnı´ postupy prˇi konfiguraci MRDS a tipy pro pra´ci v
neˇm.
Poslednı´ kapitola je veˇnova´na poslednı´ modelove´ u´loze - pru˚chod robota labyrin-
tem. Pra´ce popisuje na´vrh a postup rˇesˇenı´. Opeˇt se sezna´mı´me s ru˚zny´mi obtı´zˇemi,
ktere´ nastaly prˇi implementaci. Te´to u´loze byla veˇnova´na samostatna´ kapitola, nebot’ je
postavena na za´kladeˇ prˇedcha´zejı´cı´ch u´kolu˚. Robot musı´ projet bludisˇteˇ sestavene´ z cˇar
ve cˇtvercove´ sı´ti, prozkoumat ho a zapsat si vsˇechny mozˇne´ cesty. Na´sledneˇ by meˇl najı´t
nejkratsˇı´ cestu pru˚chodem bludisˇteˇ.
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92 Microsoft Robotics Developer Studio
2.1 Architektura
MRDS je zalozˇeno na platformeˇ .NET cˇili veˇtsˇina programu˚ je psa´na v jazyce C# nebo
Visual Basic .NET. S MRDS jste schopni programovat ru˚zne´ typy robotu˚ pomocı´ ob-
dobny´ch ko´du˚. MRDS obsahuje run-time prostrˇedı´, ve ktere´m je mozˇne´ psa´t asynchronnı´
a distribuovane´ aplikace. Komponenty run-time prostrˇedı´ jsou Concurrency and Coor-
dination Runtime a Decentralized Software Services. Obecna´ architektura je uvedena na
obra´zku 1.
MRDS nabı´zı´ take´ Visual Simulation Environment, ve ktere´m mu˚zˇeme modelovat
ve 3D ru˚zne´ situace s robotem, ikdyzˇ ho rea´lneˇ jesˇteˇ nevlastnı´me. VSE plneˇ podporuje
fyziku prostrˇedı´, proto je mozˇne´ simulova´t sı´lu, hmotnost, barvu, velikost, sveˇtlo a dalsˇı´
prvky rea´lne´ situace.
VPL je vizua´lnı´ na´stroj pomocı´ ktere´ho lze programovat roboty a vytva´rˇet sluzˇby
pomocı´ graficky´ch prvku˚ na principu drag and drop. Programova´nı´ je na´zorneˇjsˇı´ a le´pe
se v neˇm lze zorientovat. Vizua´lnı´ program lze zkompilovat jako sluzˇbu do ko´du MRDS.
Obra´zek 1: Architektura MRDS [6]
2.2 Concurrency and Coordination Runtime
CCR je knihovna na platformeˇ .NET a jejı´ trˇı´dy a metody jsou k dispozici vy´voja´rˇu˚m,
ktery´m zjednodusˇujı´ pra´ci prˇi psanı´ vı´cevla´knovy´ch ko´du˚. CCR za neˇ ovla´da´ a rˇı´dı´ sou-
beˇh operacı´, koordinaci a chra´nı´ prˇed asynchronnı´ kolizı´.
Kdyzˇ prˇı´jde zpra´va, je umı´steˇna do fronty nazvane´ port. Porty jsou fronty zpra´v,
ktere´ prˇijı´majı´ zpra´vy stejne´ho datove´ho typu. Zpra´va je v portu dokud ji nezpracuje
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tzv. receiver. Kazˇdy´ segment ko´du mu˚zˇe beˇzˇet asynchronneˇ. Programova´nı´ robotu˚ stojı´
na asynchronnı´ch operacı´ch. Jinak bychom nemohli ovla´dat naprˇı´klad senzor a za´rovenˇ
jı´zdu robota. Asynchronnost umozˇnˇuje spousˇteˇt a dokoncˇovat sluzˇby v ru˚zny´ch cˇasech
a neza´visle na sobeˇ.
Pokud je trˇeba pocˇkat, nezˇ se neˇktera´ z operacı´ dokoncˇı´, pak to rˇı´dı´ CCR. Pouzˇı´va´
k tomu tzv. dispatchery, ktere´ rozhodujı´ o tom, ktery´ segment ko´du aktua´lneˇ beˇzˇı´. Mu˚zˇe
nastat situace, zˇe je trˇeba vytvorˇit podmı´nku mezi dveˇma porty. Vytvorˇı´ se logicky´ vy´raz
jako je Join (cˇeka´ nezˇ prˇı´jdou vsˇechny vstupnı´ zpra´vy a tvorˇı´ logicky´ AND) nebo Choice
(cˇeka´ na alesponˇ jednu zpra´vu a tvorˇı´ logicky´ OR). O vyhodnocenı´ teˇchto podmı´nek se
stara´ tzv. arbiter. Obra´zek cˇı´slo 2 vyobrazuje strucˇny´ prˇehled architektury Concurrency
and Coordination Runtime.
Obra´zek 2: Architektura CCR [2]
2.3 Decentralized Software Service
DSS je knihovna, ktera´ je grafickou nadstavbou pro CCR. Aplikace postavena´ na DSS je
slozˇena z neˇkolika neza´visly´ch sluzˇeb, ktere´ mohou beˇzˇet paralelneˇ. DSS je zodpoveˇdne´
za rˇı´zenı´ toku zpra´v mezi sluzˇbami. Nacˇı´ta´ konfiguraci sluzˇeb, kontroluje bezpecˇnost,
rˇı´dı´ prˇı´stup k loka´lnı´m souboru˚m a poskytuje uzˇivatelske´ webove´ rozhranı´ pro vy´voja´rˇe
prˇes DSS uzel.
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Pouzˇı´va´ svu˚j vlastnı´ protokol DSS Protocol. DSSP rozlisˇuje stav a chova´nı´ sluzˇby.
Reprezentuje vesˇkery´ prˇı´stup ke sluzˇbeˇ jako operaci se stavem sluzˇby.
Abychom znali konkre´tnı´ stav sensoru˚ a motoru˚ robota je pro to trˇeba pouzˇı´t rˇı´dı´cı´
aktivity pro chova´nı´ robota. V dynamicke´m prostrˇedı´ hrajı´ du˚lezˇitou roli asynchronnı´
hla´sˇenı´ ze sensoru˚ nazvane´ jako notifikace.
DSSP rozsˇirˇuje protokol HTTP a nabı´zı´ modifikovane´ metody pro operace se zpra´va-
mi. Naprˇı´klad metoda HTTP GET je prˇı´stupna´ v cele´m MRDS. Nicme´neˇ abychom mohli
posı´lat zpra´vy mezi ru˚zny´mi sluzˇbami, potrˇebujeme je posı´lat ve forma´tu SOAP.
DSSP take´ nabı´zı´ neˇkolik prˇidany´ch operacı´, ktere´ byly vyvinuty pro potrˇeby MRDS.
Kuprˇı´kladu podporuje registraci sluzˇby, cozˇ HTTP nepodporuje. V MRDS je cˇasty´m po-
zˇadavkem cˇeka´nı´ na aktualizaci informacı´ ze sensoru. Toto je rˇesˇeno pra´veˇ registracı´
sluzˇby k jine´ sluzˇbeˇ, cˇı´mzˇ zajistı´me, zˇe notifikace budou sluzˇbeˇ zası´lany bud’ v pravi-
delny´ch intervalech nebo kdyzˇ se hodnota zmeˇnı´.
2.4 DSS uzel
DSS uzel je prostrˇedı´, ve ktere´m beˇzˇı´ vsˇechny sluzˇby. Musı´ by´t spusˇteˇno jesˇteˇ prˇed tı´m
nezˇ spustı´me jakoukoliv sluzˇbu. K DSS uzlu lze prˇistupovat prˇes webove´ rozhranı´ beˇzˇı´cı´
na adrese http://localhost:50000. Prˇi vstupu na toto rozhranı´ se setka´me s pozˇadavkem
na prˇihla´sˇenı´, ktere´ je shodne´ s tı´m, ktere´ ma´te nastavene´ pro Windows.
Mu˚zˇeme zde sledovat vsˇechny beˇzˇı´cı´ sluzˇby, debugovacı´ zpra´vy, umı´steˇnı´ beˇzˇı´cı´ch
sluzˇeb, informace o vsˇech dispatcherech a jejich fronta´ch beˇzˇı´cı´ch v uzlu a dalsˇı´ informace
o aplikaci.
2.5 Sluzˇby
Pomocı´ sluzˇeb v MRDS ovla´da´me sensory, motory a rˇı´dı´cı´ jednotku robota. Jsou to klı´cˇove´
komponenty MRDS. Sluzˇba je ko´d, ktery´ je schopen prove´st neˇjakou operaci nad jednı´m
nebo i vı´ce objekty. Jsou pouzˇity ke sbeˇru dat ze sensoru˚ robota, pro jeho rˇı´zenı´, komu-
nikaci s externı´mi aplikacemi atp. Roboticka´ aplikace se skla´da´ z mnoha sluzˇeb, ktere´
pracujı´ spolecˇneˇ se spolecˇny´m cı´lem - ovlada´nı´ robota.
Kazˇda´ vytvorˇena´ sluzˇba ma´ jedinecˇny´ identifika´tor URI, ktery´ ji reprezentuje v cele´m
MRDS. Sluzˇba mu˚zˇe mı´t svou partnerskou sluzˇbu tak, zˇe si navza´jem posı´lajı´ pozˇadavky
a odpoveˇdi.
2.6 Manifest
Manifest je XML soubor. Obsahuje seznam sluzˇeb a jejich partnersky´ch sluzˇeb, ktere´ majı´
by´t spusˇteˇny spolecˇneˇ. Mu˚zˇe v neˇm by´t i konfigurace, ale to za´lezˇı´ na potrˇeba´ch sluzˇby.
Manifest soubor pouzˇı´va´ sche´ma, ktere´ je definova´no firmou Microsoft. Za´kladnı´ sadu
manifestu˚ pro ru˚zne´ sluzˇby nabı´zı´ MRDS jizˇ po instalaci. Jsou umı´steˇny v C:\users\..
\Microsoft Robotics Dev Studio 2008\samples\Config. Jsou zde take´ umı´s-
teˇny konfiguracˇnı´ manifesty pro hardware robotu˚ - pro senzory, rˇı´dı´cı´ kostku a dalsˇı´.
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Vzor manifestu New.manifest.xml, ktery´ vytvorˇı´ MRDS automaticky s novy´m projek-
tem je demonstrova´n ve Vy´pisu cˇ.1. Manifesty lez upravovat prˇı´mo v XML ko´du po-
mocı´ jake´hokoliv textove´ho editoru nebo take´ pomocı´ na´stroje v MRDS nazvane´ho DSS
Manifest Editor. Ten je na´padneˇ podobny´ VPL a lze zde graficky upravovat partnerstvı´ a












Vy´pis 1: Za´kladnı´ manifest v C#
2.7 Simulacˇnı´ prostrˇedı´
MRDS nabı´zı´ Visual Simulation Environment - na´stroj pro vytva´rˇenı´ 3D simulacı´ s robo-
tem. VSE dodrzˇuje rea´lne´ vlastnosti objektu˚, vcˇetneˇ hmotnosti, sı´ly, gravitace a veˇtsˇiny
fyzika´lnı´ch za´konu˚. Vy´hodou simula´toru je mozˇnost pracovat s roboty, modelovat jejich
chova´nı´ i v prˇı´padeˇ, zˇe zˇa´dne´ho rea´lne´ho nevlastnı´me. Je tak otevrˇena mozˇnost vy´voje a
debugova´nı´ algoritmu˚ na modelu robota. Naopak nevy´hodou je, zˇe ne vsˇechny senzory a
komponenty robotu˚ jsou v simula´toru jizˇ vytvorˇeny. Ve verzi MRDS 2008 nejsou graficky
podporˇeny vsˇechny senzory pro robota LEGO NXT. Po za´kladnı´ instalaci je k dispozici
jen senzor dotyku, rˇı´dı´cı´ kostka a motory. Na obra´zku cˇ. 3 je uka´zka VSE s LEGO robotem
NXT.
MRDS pouzˇı´va´ pro VSE AGEIA PhysX Technology engine [12], ktery´ zajisˇt’uje cel-
kovou fyziku simula´toru. Simula´cˇnı´ prostrˇedı´ je zalozˇeno na platformeˇ Microsoft XNA,
ktera´ je beˇzˇneˇ pouzˇı´va´na pro programova´nı´ her pro Windows.
Ovlada´nı´ simula´toru je intuitivnı´. Pohyb pohledu na situaci je pomocı´ kla´vesnice -
pı´smena Q a E (nahoru a dolu˚), W a S (prˇiblı´zˇenı´ a odda´lenı´), A a D (vlevo a vpravo). Prˇi
oznacˇenı´ entity v nabı´dce a stisknutı´ CTRL se entita zvyraznı´. Toto poma´ha´ prˇi slozˇiteˇjsˇı´ch
modelech, kdy jsou objekty slozˇeny z vı´ce entit a my chceme nastavit vlastnosti jen
neˇktere´ z nich.
2.7.1 Status Bar a Playback Bar
V menu View VSE si lze zasˇkrtnout viditelnosti teˇchto dvou panelu˚. VSE pouzˇı´va´ pravo-
tocˇivy´ sourˇadny´ syste´m (x,y,z) podle obra´zku cˇ.5 k urcˇenı´ pozice objektu.
Status Bar ukazuje aktua´lnı´ pozici kamery, cozˇ jsou prakticky nasˇe ocˇi. Tyto sourˇadnice
se nastavujı´ v manifestu prˇed spusˇteˇnı´m aplikace. Da´le poskytuje sourˇadnice LookAt,
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Obra´zek 3: Visual Simulation Environment
ktere´ uda´vajı´ mı´sto, na ktere´ se bude kamera po spusˇteˇnı´ centrova´na. Jakmile se v si-
mula´toru pohybujeme, tak se na´m sourˇadnice meˇnı´ s konkre´tnı´m pohledem.
Playback Bar je sˇikovny´ na´stroj pomocı´ ktere´ho mu˚zˇeme nahra´vat cˇinnost robota v
modelovany´ch situacı´ch a na´sledneˇ porovna´vat jeho ru˚zne´ aspekty. Umozˇnˇuje i zpeˇtne´
prˇehra´nı´ videa. Po stisku tlacˇı´tka se symbolem play na lisˇteˇ si v dialogove´ okneˇ stacˇı´ jen
vybrat soubor s prˇı´ponou .plb. Obeˇ lisˇty jsou na obra´zku cˇ. 4.
Obra´zek 4: Status Bar a Playback Bar
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Obra´zek 5: Pravotocˇivy´ sourˇadnicovy´ syste´m VSE [7]
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3 Robot LEGO NXT
3.1 Popis stavebnice
LEGO Mindstorm NXT je stavebnice, ze ktere´ lze sestavovat ru˚zne´ podoby robota. Ob-
sahuje hlavnı´ rˇı´dı´cı´ jednotku, sensory, servo motory, kabely a dalsˇı´ propriety k mode-
lova´nı´ u´loh (naprˇ. pole s barvami a cˇarou, balo´nky ...). Komunikace robota s PC se lisˇı´ od
starsˇı´ho modelu. Infracˇervene´ za´rˇenı´ je nahrazeno technologiı´ bluetooth nebo kabelem
USB 2.0. Tento kabel je take´ soucˇa´stı´ za´kladnı´ stavebnice.
V sadeˇ s robotem je doda´va´n take´ jednoduchy´ software pro programova´nı´ a ovla´da´nı´
LEGO NXT robota, tzv. LEGO MINDSTORMS Education NXT Software v1.1. Jedna´ se o
graficky´ programovacı´ na´stroj. Programovacı´ jazyk v tomto softwaru se jmenuje NXT-G.
Programy vytvorˇene´ v NXT-G mu˚zˇeme nahra´t prˇı´mo do rˇı´dı´cı´ kostky a spousˇteˇt je prˇı´mo
na robotovi bez spojenı´ s pocˇı´tacˇem. Tento software je urcˇen jen pro robota LEGO NXT,
cˇili oproti MRDS nenı´ multiplatformnı´.
3.2 Hardwarove´ komponenty robota NXT
Obra´zek 6: NXT Rˇı´dı´cı´ jednotka a senzory [8]
3.2.1 Rˇı´dı´cı´ jednotka
Rˇı´dı´cı´ kostka je hlavnı´ cˇa´stı´ stavebnice. Prˇedstavuje jaky´si mozek robota, dı´ky neˇmuzˇ je
robot schopem vykona´vat operace a u´koly, ktere´ mu program narˇı´dı´. Kostka zpracova´va´
vsˇechny u´daje z prˇipojeny´ch senzoru˚ a prˇı´padneˇ je posı´la´ zpeˇt aplikaci. Rˇı´dı´cı´ jednotka
je 32-bit mikroprocesor s 256 KB Flash pameˇtı´ a 64 KB RAM pameˇtı´. Jednotka da´le nabı´zı´
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adapte´r bluetooth trˇı´dy II, USB port (12 MBit/s), LCD maticovy´ displej s rozmeˇry 100 x
64 pixelu˚ a reproduktor frekvencı´ 8kHz. Na obra´zku cˇı´slo 6 mu˚zˇete videˇt rˇı´dı´cı´ jednotku
se vsˇemi zapojeny´mi porty (senzory a motory).
3.2.2 Dotykovy´ senzor
Dotykovy´ senzor zna´zorneˇny´ na obra´zku cˇı´slo 7 poskytuje robotovi jeden ze za´kladnı´ch
smyslu˚ - hmat. Robot pomocı´ neˇj mu˚zˇe rozeznat, zda narazı´ na prˇeka´zˇku nebo pokud
chce neˇco uchopit, zda je dane´ teˇleso dostatecˇneˇ blı´zko. Senzor ma´ dva stavy - stisknuty´
a uvolneˇny´. Stiskem senzoru mu˚zˇe by´t vyvola´na i dalsˇı´ akce jako je mluvenı´, otocˇenı´,
u´chop aj.
Obra´zek 7: Dotykovy´ senzor [9]
3.2.3 Zvukovy´ senzor
Na obra´zku cˇı´slo 8 je senzor, ktery´ mu˚zˇeme pouzˇı´t naprˇı´klad pokud potrˇebujeme vyvola´-
nı´ akce robota po zatleska´nı´ nebo pokud bychom chteˇli, aby prˇi dane´ zvukove´ frekvenci
neˇco rˇekl.
Zvukovy´ senzor je analogovy´ a reaguje na zvuky tiche´, ale i hlasite´. Pracuje s intenzi-
tou zvuku v decibelech (dB) a akusticky´ch decibelech (dBA)1. Senzor je schopen meˇrˇit azˇ
do 90dB, cozˇ je prˇiblizˇneˇ hladina zvuku sekacˇky na tra´vu. Hodnota prˇijı´mane´ho zvuku
nenı´ na robotovi prezentova´na v decibelech, ale v procentech. Pro prˇedstavu - prˇiblizˇna´
hodnota 4-5% je ticho v pokoji, 10-30% je norma´lnı´ rozhovor nebo hudba v blı´zkosti sen-
zoru.
3.2.4 Ultrazvukovy´ senzor
Ultrazvukovy´ senzor na obra´zku cˇ. 9 umozˇnˇuje robotovi spolecˇneˇ se sveˇtelny´m senzorem
videˇt. Za pouzˇitı´ tohoto senzoru mu˚zˇeme meˇrˇit vzda´lenost ru˚zny´ch prˇeka´zˇek a na´sledneˇ
se jim vyhnout. Senzor vyuzˇı´va´ stejne´ho principu jako je echolokace u netopy´ru˚.
Echolokace je postup, kdy se vysı´lany´ zvuk od prˇedmeˇtu odrazı´ zpeˇt do mı´sta vysı´la´nı´,
kde je zpeˇtneˇ zachycen. Z celkove´ho cˇasu, ktery´ uplyne od okamzˇiku vysla´nı´ zvukove´
1dBA - citlivost senzoru pro zvuky slysˇitelne´ lidsky´m uchem; dB - citlivot senzoru pro zvuky prˇı´lisˇ
nı´zky´ch nebo vysoky´ch frekvencı´, ktere´ nejsou pro cˇloveˇka rozpoznatelne´
17
Obra´zek 8: Zvukovy´ senzor [9]
vlny (obvykle vysokofrekvencˇnı´ho zvuku) do okamzˇiku zpeˇtne´ho prˇı´jmu odrazˇene´ vlny
(ozveˇny neboli echa), se da´ spocˇı´tat vzda´lenost alokovane´ho prˇedmeˇtu. Tento princip
vyuzˇı´vajı´ neˇktere´ specializovane´ elektronicke´ prˇı´stroje, naprˇı´klad sonary. Princip echolo-
kace je vyuzˇiva´n pro meˇrˇenı´ hloubky morˇe [10].
Senzor vysı´la´ zvuk s frekvencı´ 40kHz. Cˇidlo je schopno urcˇit vzda´lenost od 0 do 255
centrimetru˚ s prˇesnostı´ +/- 3 cm. Je trˇeba bra´t v u´vahu, zˇe ve stejne´m prostoru nesmı´ by´t
pouzˇito vı´ce nezˇ jedno toto cˇidlo. A to z toho du˚vodu, zˇe by se mohly vysı´lane´ zvukove´
vlny navza´jem rusˇit.
Obra´zek 9: Ultrazvukovy´ senzor [9]
3.2.5 Sveˇtelny´ senzor
Je to druhy´ senzor, po ultrazvukove´m, ktery´ umozˇnˇuje robotovi realizovat videˇnı´. Analo-
govy´ sveˇtelny´ senzor (na obr. cˇ.10) je schopen rozlisˇit obklopujı´cı´ a odra´zˇene´ sveˇtlo. V pa-
sivnı´m mo´du na senzoru nesvı´tı´ LED a je schopen urcˇit intenzitu sveˇtla v okolı´(rozlisˇuje
sveˇtlo a tmu). V aktivnı´m rezˇimu se rozvı´tı´ LED, ktera´ emituje sveˇtlo k povrchu a po-
dle odrazˇene´ho mnozˇstvı´ sveˇtla se urcˇuje barevnost povrchu. Tato fuknce je vyuzˇita prˇi
modelovane´ u´loze - Jı´zda po cˇa´rˇe, kde na za´kladeˇ odstı´nu, ktery´ robot vidı´, se rozhoduje
o pohybu.
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Meˇrˇenı´ intenzity barvy je znacˇneˇ za´visle´ na podmı´nka´ch rea´lne´ho porstrˇedı´. Hodnoty
se meˇnı´ prˇi zmeˇneˇ okolnı´ho osveˇtlenı´ mı´stnosti, vzda´lenosti senzoru od povrchu a struk-
tury povrchu (hladky´, drsny´). Standardnı´m meˇrˇı´tkem pro intenzitu je rozmezı´ procent
od 0 do 100.
Obra´zek 10: Sveˇtelny´ senzor [9]
3.2.6 Servo motory
Sada obsahuje trˇi servo motory (obr. cˇı´slo 11), ktere´ umozˇnˇujı´ robotovi se pohybovat.
Kazˇdy´ motor ma´ zabudovane´ rotacˇnı´ cˇidlo, ktere´ s prˇesnostı´ na jeden stupenˇ meˇrˇı´ otocˇenı´
robota. Motory mohou vyvinout relativneˇ dobrou kombinaci rychlosti a ota´cˇenı´ robota.
Obra´zek 11: Servo motor [9]
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3.3 Komunikace s PC
Robot LEGO NXT mu˚zˇe komunikovat s PC pomocı´ technologie bluetooth2 nebo USB
kabelem. Robota lze ovla´dat pomocı´ bluetooth i mobilnı´m telefonem nebo lze spa´rovat i
vı´ce LEGO NXT robotu˚.
Komunikace pomocı´ bluetooth je zalozˇena na principu master and slave. Pokud PC
inicijuje spojenı´, sta´va´ se z neˇj master a robot NXT ho pouze akceptuje jako slave. I robot
mu˚zˇe by´t master. Mnohdy je toto vy´hodne´ prˇi spojenı´ vı´ce NXT robotu˚. NXT master
mu˚zˇe by´t prˇipojen azˇ ke trˇem dalsˇı´m NXT slave. Princip vztahu master-slave spocˇı´va´ v
posı´la´nı´ zpra´v. Jen master posı´la´ zpra´vy se zdrojovy´mi daty programu a mu˚zˇe pozˇadovat
data, ktera´ mu slave ma´ poslat. Pokud master posˇle data ke slave, pak mu˚zˇe, ale nemusı´,
pozˇadovat potvrzenı´ prˇı´jmu dat. Kdyzˇ master zˇa´da´ data od slave, pak odpoveˇd’ obsahuje
dana´ data, pokud jsou k dispozici. Pokud nejsou k dispozici, odpoveˇd’ obsahuje chy-
bovou zpra´vu.
Zpra´va, kterou posı´la´ master, specifikuje, zda jı´ ma´ slave potvrdit nebo ne. Podle toho
se urcˇuje, kdo bude v na´sledujı´cı´ relaci vysı´lacˇ a kdo prˇijı´macˇ. Rychlost prˇepı´na´nı´ blue-
tooth mezi vysı´lacı´m a prˇijı´macı´m mo´dem je okolo 50 ms a mu˚zˇe docha´zet k neprˇesnos-
tem.
Kazˇdy´ NXT ma´ svu˚j tzv. mailbox, ve ktere´m uchova´va´ prˇijate´ a odchozı´ zpra´vy. Mail-
box ma´ celkem deset mı´st, cˇili ma´ frontu pro peˇt odchozı´ch a peˇt prˇichozı´ch zpra´v. Master
nepotrˇebuje fronty zpra´v, jelikozˇ si vzˇdy od slave vyzˇa´da´ odpoveˇdi a hned je zpracova´va´.
Vsˇechny zpra´vy od master ke slave jsou uchova´va´ny ve fronteˇ u slave. Pokud na slave
dojde zpra´va do fronty, ktera´ je plna´, pak je nejstarsˇı´ zpra´va ve fronteˇ smaza´na bez toho,
aby byla vykona´na. Tato komunikace prˇes bluetooth nenı´ spolehliva´. Spojenı´ funguje bez
proble´mu prˇi kra´tky´ch zpra´va´ch nebo prˇi male´m (prˇimeˇrˇene´m) pocˇtu zpra´v.
Tento proble´m lze jednodusˇe vyrˇesˇit tı´m, zˇe NXT robot bude master a PC bude slave.
Zpra´vy se nebudou ztra´cet, protozˇe RAM pameˇt pocˇı´tacˇe je udrzˇı´. Nicme´neˇ tato mozˇnost
na´m vylucˇuje pouzˇitı´ MRDS. MRDS je sice multiplatformnı´, ale program v neˇm vytvorˇeny´
nelze nahra´t do rˇı´dı´cı´ jednotky robota. NXT robot mu˚zˇe by´t master prˇi pouzˇitı´ LEGO
MINDSTORM Education Software, jelikozˇ tyto programy lze do rˇı´dı´cı´ jednotky nahra´t a
na´sledneˇ pouzˇı´t pocˇı´tacˇ jako slave v dane´m bluetooth spojenı´.
Pokud chceme posı´lat data na robota NXT, pak by meˇl by´t slave. Pokud je robot slave,
pak NXT firmware posı´la´ potvrzenı´ o kazˇde´ prˇijate´ zpra´veˇ. Prˇi te´to konfiguraci je trˇeba
prˇedpokla´dat ztra´tu zpra´v. Podle pokusu˚ z [11] se ztratı´ okolo 18-20% zpra´v, nicme´neˇ
kazˇda´ zpra´vy byla dorucˇena za me´neˇ nezˇ 5 ms.
Komunikace MRDS s robotem probı´ha´ pouze pomocı´ technologie bluetooth. MDRS
nepodporuje komunikace skrz USB. Prˇi prvnı´m nava´za´nı´ spojenı´ PC s robotem je trˇeba
je tzv. spa´rovat. Robot musı´ by´t zapnuty´ a musı´ mı´t aktivova´ny´ bluetooth. Pa´rovacı´ heslo
je defaultneˇ 1234. Po potvrzenı´ ko´du na obou strana´ch je spojenı´ nava´zano. Windows
prˇideˇlı´ bluetooth zarˇı´zenı´ svu˚j COM port. Odchozı´ port je trˇeba v MRDS nastavit dle
aktua´lnı´ho zarˇı´zenı´. Tuto zmeˇnu provedeme v souboru ..\Microsoft Robotics Dev
Studio 2008\samples\Config\LEGO.NXT.Brick.Config.xml. V editoru zmeˇnı´-
2Bluetooth je bezdra´tova´ komunikacˇnı´ technologie slouzˇı´cı´ k bezdra´tove´mu propojenı´ mezi dveˇma a vı´ce
elektronicky´mi zarˇı´zenı´mi, jaky´mi jsou naprˇı´klad mobilnı´ telefon, PDA, osobnı´ pocˇı´tacˇ.[10]
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me cˇı´slo portu v elementu <serial port>. Da´le je trˇeba oveˇrˇit, zˇe manifest rˇı´dı´cı´ jednotky
cˇte nastavenı´ z na´mi upravene´ho souboru. To si oveˇrˇı´me v souboru ..\samples
\Config\LEGO.NXT.Brick.Manifest.xml v elementu <dssp:Service> musı´ by´t na´-
zev konfiguracˇnı´ho souboru.
Prˇi nasˇich modelovy´ch u´loha´ch pouzˇı´va´me komunikaci bluetooth mezi robotem a PC
tak, zˇe robot je slave a PC je master.
Software doda´vany´ v sadeˇ s robotem - LEGO Mindstorms NXT podporuje komu-
nikaci s robotem jak prˇes bluetooth, tak prˇes USB kabel. Prˇes tento software je velmi
jednoduche´ nahra´va´t do robota aktua´lnı´ firmware, kalibrovat senzory apod.
3.4 Konstrukce pro u´lohy
LEGO NXT robot je stavebnice, ze ktere´ lze postavit spoustu ru˚zny´ch modifikacı´ robota
dle nasˇich prˇedstav. Na´vody k postavenı´ ru˚zny´ch typu˚ robotu˚ jsou v manua´lu, ktery´ je
soucˇa´stı´ stavebnice.
K modelova´nı´ nı´zˇe popsany´ch u´loh vyuzˇijeme konstrukci, kde vyuzˇı´va´me dotykovy´
a sveˇtelny´ senzor. Za´kladem konstrukce je tzv. NXT Tribot. Nicme´neˇ je ochuzen o ostatnı´
cˇidla, ktera´ jsme u nasˇich u´loh nepotrˇebovali. Jak robot vypada´ je zrˇejme´ z obra´zku cˇ. 12
Parametry robota zu˚sta´va´jı´ stejne´ jako u tribota. Pru˚meˇr kola je 56 mm a roztecˇ mezi
koly 11,2 cm.
Obra´zek 12: Konstrukce LEGO NXT robota pro modelovane´ u´lohy
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4 Visual Programming Language
4.1 Popis prostrˇedı´
VPL je soucˇa´stı´ instalacˇnı´ho balı´ku MRDS. Je to vizua´lnı´ prostrˇedı´, ve ktere´m lze na prin-
cipu drag and drop programovat roboticke´ aplikace. Ve VPL lze vyuzˇı´t komponenty,
ktere´ jsou ve VPL pojmenova´ny jako tzv. aktivity. Za´kladnı´m stavebnı´m kamenem jsou
opeˇt sluzˇby, ktere´ mohou mı´t vstupnı´, vy´stupnı´ data a notifikace. MRDS jizˇ nabı´zı´ dane´
spektrum sluzˇeb nebo si uzˇivatel mu˚zˇe vytvorˇit sluzˇbu, kterou je mozˇno do VPL prˇidat.
V leve´m spodnı´m sloupci je seznam sluzˇeb, ktere´ jsou k dispozici a v hornı´m leve´m okneˇ
jsou aktivity - za´kladnı´ programovacı´ struktury. Ve VPL je mozˇno vytvorˇit vlastnı´ aktiv-
itu (vzda´lena´ obdoba metody v objektoveˇ-orientovane´m programovanı´), u ktery´ch lze
konfigurovat vstupy, vy´stupy, notifikace a na´sledneˇ je pouzˇı´vat v hlavnı´m diagramu.
Pouzˇite´ algoritmy je prakticke´ zabalit do aktivit z du˚vodu prˇehlednosti diagramu.
VPL poskytuje sluzˇby nejen pro NXT robota, ale i pro iRotota, FischerTechnic a dalsˇı´.
Poskytuje take´ genericke´ sluzˇby, ktere´ se pouzˇı´vajı´ pro programova´nı´ v simula´toru MRDS
nebo je mozˇne´ jejich pouzˇitı´, pokud nenı´ dana´ sluzˇba pro neˇjaky´ senzor v MRDS imple-
mentova´na. Vsˇechy tyto komponenty mu˚zˇeme vlozˇit do diagramu, spojovat je pomocı´
datovy´ch toku˚ a tı´m tvorˇit program. Ve VPL se nepouzˇı´vajı´ sekvence prˇı´kazu˚. Na za´kladeˇ
vstupnı´ch dat se zmeˇnı´ vy´stupnı´ data. Notifikace se meˇnı´ za za´kladeˇ zmeˇny internı´ch dat
ve sluzˇbeˇ (naprˇı´klad zmeˇna hodnoty sveˇtelne´ho cˇidla - pokud se zmeˇnı´ hodnota, kterou
cˇidlo registruje, posˇle ji na notifikaci), takzˇe ze sluzˇby mu˚zˇeme odebı´rat za´rovenˇ vystupnı´
data, ale i notifikaci.
Ve VPL je mozˇno jednodusˇe programovat aplikace s paralelnı´m a distrubuovany´m
chova´nı´m. Cely´ diagram VPL lze zkompilovat do C# ko´du. Cı´lem VPL nenı´ naucˇit uzˇiva-
tele programovat, nesposkytuje ani prˇı´my´ prˇı´stup k platformeˇ .NET, nicme´neˇ VPL prˇed-
stavuje rychlou a jednoduchou cestu k tvorbeˇ roboticky´ch aplikacı´.
4.2 Princip implementace
Implementace programu ve VPL je na principu “chyt’ a ta´hni” (drag and drop). Do dia-
gramu si mysˇı´ prˇeta´hneme potrˇebne´ aktivity, sluzˇby a programovacı´ komponenty, ktere´
na´sledneˇ spojujeme datovy´mı´ toky. Kazˇdy´ oddeˇleny´ datovy´ tok beˇzˇı´ ve sve´m vla´kneˇ a
navza´jem jsou neza´visle´ a paralelnı´. Na obra´zku cˇ. 13 mu˚zˇete videˇt uka´zku programu se
trˇemi vla´kny.
Na obra´zku cˇ. 13 je v prave´m sloupci dialog Properties, ktery´ se meˇnı´ podle oznacˇene´
komponenty nebo sluzˇby. Ve properties sluzˇeb senzoru˚ a rˇı´dı´cı´ jednotky mu˚zˇeme nas-
tavit tzv. za´kladnı´ konfiguraci nebo odka´zat na pouzˇitı´ manifestu jine´ sluzˇby. Nastavenı´
za´kladnı´ konfigurace je videˇt vpravo na obra´zku cˇ. 13. Zde nastavujeme partnerskou
sluzˇbu (pokud neˇjakou chceme). U senzoru˚ jako je sveˇtelny´, ultrazvukovy´, motory atd.
musı´ by´t partnerska´ sluzˇba nastavena na rˇı´dı´cı´ jednotku. Da´le zde nastavujeme vlast-
nosti konkre´tnı´ho senzoru jako je naprˇı´klad u motoru roztecˇ kol, pru˚meˇr kola, porty a
frekvence sbeˇru dat ze senzoru.
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Obra´zek 13: Prostrˇedı´ Visual Programming Language
Seznam dostupny´ch sluzˇeb mu˚zˇeme najı´t na seznamu vlevo (viz obra´zek cˇ. 13). Sluzˇby
se v tomto seznamu objevı´ azˇ po jejich kompilaci, kdy se knihovna sluzˇby ulozˇı´ do
adresa´rˇe ...\Microsoft Robotics Dev Studio 2008\bin. V tomto seznamu jsou
sluzˇby jak pro rea´lne´ho robota, tak pro simulacˇnı´ prostrˇedı´.
Program spustı´me prˇı´kazem Start, ktery´ najdeme v nabı´dce Run v menu. Na´sledneˇ se
v okneˇ na obra´zku cˇ. 15 objevı´ seznam spusˇteˇny´ch sluzˇeb, jejich stav a prˇı´padne´ proble´my
a chyby. Debugging ve VPL nenı´ typicky´. Sluzˇba Log poskytuje zaznamena´va´nı´ promeˇn-
ny´ch beˇhem programu. Po spusˇteˇnı´ a probeˇhnutı´ programu lze dane´ hodnoty najı´t prˇes
odkaz v dialogu Run (obra´zek cˇ. 15). Dostaneme se azˇ do debug and trace zpra´v, kde je
mu˚zˇeme ru˚zneˇ organizovat, cˇı´st a program debugovat.
4.3 Vytvorˇenı´ nove´ aktivity
Novou aktivitu vytvorˇı´me prˇenesenı´m komponenty aktivity do diagramu. Na´sleduje
jejı´ nastavenı´. Dvojklikem otevrˇeme diagram nove´ aktivity. V diagramu tvorˇı´me pro-
gram. Nastavenı´ vstupnı´ch, vy´stupnı´ch hodnot a notifikace se prova´dı´ v nabı´dce, kterou
otevrˇeme pomocı´ ikony nahorˇe v lisˇteˇ nad diagramem aktivity (obra´zek cˇ. 16). Pro kazˇdou
aktivitu mu˚zˇeme naimplementovat vı´ce akcı´, ktere´ se mohou prove´st. Mezi akcemi se
prˇepı´na´me take´ v lisˇteˇ aktivity.
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Obra´zek 14: VPL - dialog Run
4.4 Kompilace programu do sluzˇby
Pokud chceme pro na´sˇ program vytvorˇit vlastnı´ sluzˇbu, je trˇeba ji mı´t zkompilovanou. Ve
VPL toho docı´lı´me prˇı´kazem Compile as a service, ktery´ najdeme v menu v Build. Do va´mi
nastavene´ho adresa´rˇe se program VPL zkompiluje do ko´du C#, ktery´ na´sledneˇ lze otevrˇı´t,
upravit a spustit v Microsoft Visual Studiu. Projekty MRDS musı´ by´t vzˇdy umı´steˇny ve
slozˇce ...\Microsoft Robotics Dev Studio 2008\, jinak nebudou spustitelne´.
Bohuzˇel, ko´d v C# z MRDS do VPL zkompilovat nelze.
4.5 Omezenı´
Omezenı´ VPL jsme zaznamenali prˇi implementova´nı´ u´loh na´rocˇny´ch na mnoho kompo-
nent. Jakmile se do diagramu umı´stilo okolo 70 komponent (sluzˇeb, aktivit apod.). VPL
jen prˇi otevrˇenı´ takove´ho diagramu vyuzˇı´valo velkou cˇa´st RAM pameˇti a zacˇalo zamrzat
a sekat se. Tı´mto se pra´ce s nı´m sta´vala neprˇijatelna´.
VPL nema´ defaultneˇ k dispozici datovy´ typ pole. Nicme´neˇ toto lze rˇesˇit pouzˇitı´m da-
tove´ho typu seznam. VPL nabı´zı´ sluzˇbu ByteArray, pomocı´ ktere´ lze seznam prˇetypovat
na pole a naopak. Pra´ce s poli ve VPL je dosti neobratna´, ale je mozˇna´.
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Obra´zek 15: VPL - Debug and trace zpra´vy
Obra´zek 16: VPL - nova´ aktivita
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5 Modelovane´ u´lohy
5.1 Konfigurace softwaru a hardwaru prˇi implementaci
Neˇktere´ modelovane´ u´lohy byly implementova´ny na rea´lne´m robotovi a neˇktere´ ve VSE.
K implementaci u´lohy jsme pouzˇı´vali sadu LEGO Mindstorms NXT(robot s firmware
verzı´ 1.28) a notebook Hewlett-Packard Pavilion dv5 s na´sledujı´cı´mi parametry: procesor
- Intel Core(TM)2 Duo P7350 - 2GHz a RAM pameˇt’ 2GB, graficky´ adapte´r - NVIDIA
GeForce 9200M GS.
Z hlediska software bylo pro implementaci pouzˇito Microsoft Robotics Developer
Studio 2008 nad 32bitovy´m operacˇnı´m syste´mem Windows Vista Home Premium, Ser-
vice pack 2.
5.2 Popis dı´lcˇı´ch u´loh
Prvnı´ z u´loh je jı´zda robota na nakloneˇnou rovinu. Tato u´loha je implementova´na pouze
ve VSE pomocı´ MRDS. U´loha demonstruje pra´ci s entitami ve VSE, implementaci vlastnı´-
ho objektu pro VSE a pra´ci s fyzika´lnı´m prostrˇedı´m VSE. U´kolem robota je na nakloneˇnou
rovinu vyjet, pohybovat se na nı´ a na´sledneˇ sjet.
U´loha prˇeka´zˇka byla rˇesˇena jak pro VSE tak pro rea´lne´ho robota v MRDS. Za pomocı´
vyuzˇitı´ dotykove´ho senzoru robota musı´ robot prˇi jı´zdeˇ zjistit, zˇe prˇed nı´m stojı´ prˇeka´zˇka
a objet ji.
Dalsˇı´ u´lohou je jı´zda po cˇa´rˇe. Pro nı´ vyuzˇı´va´me simulacˇnı´ pole s jizˇ prˇipravenou
cˇa´rou, ktere´ je soucˇa´stı´ stavebnice. Robot za pomocı´ sveˇtelne´ho senzoru rozpozna´ hranici
bı´le´ a cˇerne´ barvy a na za´kladeˇ teˇchto inofrmacı´ rˇı´dı´ pohyb. Implementovali jsme algo-
ritmus tzv. zig-zag a na´sledneˇ jsme ho optimalizovali tak, aby pohyb byl plynulejsˇı´. Tato
u´loha je rˇesˇena jen pro rea´lne´ho robota pomocı´ VPL.
Poslednı´ u´lohou je pru˚jezd labyrintu. Labyrit je tvorˇen z cˇerny´ch cˇar ve cˇtvercove´
soustaveˇ na sveˇtle´m podkladeˇ. U´kolem robota je na kazˇde´ krˇizˇovatce zjistit mozˇne´ cesty,
cely´m labyrintem projet, najı´t nejkratsˇı´ cestu ze startu do cı´le a projet jı´. Prˇi te´to u´loze je
vyuzˇito zejme´na sveˇtelne´ho senzoru k rozpozna´nı´ odstı´nu˚ barev. U´loha byla implemen-
tova´na jen pro rea´lne´ho robota.
5.3 Nakloneˇna´ rovina
Pro u´lohu jsme museli implementovat rovinu jako externı´ objekt, ktery´ jsme do MRDS
prˇidali. U´kolem robota je na tuto rovinu vyjet a sjet a pohybovat se v simulovane´m
prostrˇedı´. Ve VSE mu˚zˇeme meˇnit fyzika´lnı´ podmı´nky pro robota (jeho sı´lu, gravitaci
apod.) a na´sledneˇ sledovat jeho chova´nı´ v dane´ situaci.
Prostrˇedı´ zakla´da´me na jizˇ prˇipravene´m modelu z SimulationTutorial 1. Toto pros-
trˇedı´ jsme upravili pro nasˇe potrˇeby. Pro ovla´da´nı´ robota pouzˇı´va´me partnerskou sluzˇbu
simpledashboard, ktera´ prˇi startu simulace vyvola´ tzv. dashboard - rˇı´dı´cı´ desku.
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5.3.1 Implementace
Cela´ implementace probı´hala v ko´du v MRDS a pomocı´ manifestu˚ sluzˇeb. Projekt Naklo-
nenaRovina jsme zalozˇili na SimulationTutorial1 a proto se na´m do slozˇky projektu na-
kopı´roval i konfiguracˇni soubor simulationengine.xml, ve ktere´m je vy´pis a za´kladnı´ nas-
tavenı´ entit a fyziky v prostrˇedı´ VSE.
Do manifestu NaklonenaRovina.manifest.xml prˇida´me tag <ServiceRecordType> s od-
kazem na partnerskou sluzˇbu simpledashboard, ktera´ se spousˇtı´ prˇi startu simula´toru.


















Nakloneˇnou rovinu jsme vytvorˇili ve freeware programu s na´zvem Anim8or v0.97b
[13]. Tato utilita je pro tvorbu objektu dostatecˇna´. Abychom mohli importovat do MRDS
vlastnı´ objekt, musı´ by´t ve forma´tu .obj (forma´t zna´my´ jako Wavefront forma´t, prˇı´padneˇ
i s materia´lovy´m souborem s prˇı´ponou .mtl). V materia´love´m souboru jsou ulozˇeny in-
formace o materia´lu, ze ktere´ho je teˇleso vytvorˇeno, jakou ma´ barvu, povrch, drsnost,
odstı´ny apod. Oba tyto soubory musı´ by´t ulozˇeny v MRDS ve slozˇce ..\Microsoft
Robotics Dev Studio 2008\store\media, ze ktere´ MRDS cˇerpa´ vesˇkere´ graficke´
modely, povrchy a dalsˇı´ soubory k simulacı´m.
V ko´du MRDS se jizˇ odkazujeme jen na soubor .obj. Simula´tor prˇi prvnı´m nacˇtenı´
souboru .obj jej konvertuje na forma´t .bos a vytvorˇı´ s touto prˇı´ponou novy´ soubor se
stejny´m na´zvem. Prˇi dalsˇı´m spusˇteˇnı´ simulace jizˇ MRDS pracuje s tı´mto souborem. Na-
cˇı´ta´nı´ souboru˚ ve forma´tu .bos je pro MRDS rychlejsˇı´. Prˇı´kazovy´ rˇa´dek MRDS obsahuje
prˇı´kaz Obj2Bos.exe, ktery´m lze soubor zkonvertovat i bez spusˇteˇnı´ simula´toru.
Prˇi spusˇteˇnı´ sluzˇby se za´rovenˇ spousˇtı´ i rˇı´dı´cı´ deska pro robota. Pro spojenı´ desky
a robota je trˇeba udeˇlat na´sledujı´cı´ kroky. V nabı´dce Remote Node v kolonce Machine
napsat “localhost” a tlacˇı´tko Connect. Po tom, co se ve spodnı´m okneˇ objevı´ odkaz na
NXT robota, je trˇeba na tento odkaz dvakra´t poklikat (aby se Motor v sekci Differential
Drive prˇepnul na On) a stisknout tlacˇı´tko Drive v sekci Direct Input Service. Ted’ lze jı´zdu
robota jednodusˇe ovla´dat klikem a drzˇenı´m na rˇı´dı´cı´ kolecˇko v sekci Direct Input service.
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Uka´zka simulovane´ho programu je na obra´zku cˇı´slo 17.
Obra´zek 17: U´loha - Nakloneˇna´ rovina
5.3.2 Proble´my a poznatky k rˇesˇenı´
Pro spra´vnou kompilaci projektu je trˇeba zkotrolovat spra´vnou cestu k manifestu pro-
jektu. V properties projektu, za´lozˇka Debug v nabı´dce Start options, je trˇeba tyto cesty
nastavit.
Prˇi tvorbeˇ externı´ho objektu bylo na´rocˇne´ zjistit, zˇe fyzika´lnı´ vlastnosti materia´lu,
ktery´m je objekt pokryt musı´ by´t takove´, aby robot po objektu opravdu vyjel. Dlouho
se take´ sta´valo, zˇe robot materia´l na objektu ignoroval a projel skrze steˇnu do roviny.
Tato vlastnost se na rovineˇ objevila dı´ky nekorektnı´mu exportu z programu Anim8or. Po
upgradovanı´ programu byl export souboru˚ .obj i .mtl v porˇa´dku.
Prˇi vkla´da´nı´ teˇles (entit) do VSE je trˇeba veˇnovat pozornost umı´steˇnı´ teˇles. Jakmile se
teˇlesa prˇery´vajı´, pak je VSE “vystrˇeluje” od sebe podle sil a hmotnosti entit.
5.4 Prˇeka´zˇka
Hlavnı´m u´kolem robota je rozpoznat prˇeka´zˇku, na kterou beˇhem jı´zdy narazı´ a objet jı´.
U´lohu jsme rˇesˇeli jak pro simula´tor, tak pro rea´lne´ho robota. Vyuzˇı´va´me dotykovy´ senzor
a na za´kladeˇ informacı´ z neˇj zjisˇt’ujeme, zda robota do neˇcˇeho narazil.
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5.4.1 Implementace u´lohy Prˇeka´zˇka v simula´toru
Zvolili jsme mozˇnost implementace ve VPL. Pro simulaci pouzˇı´va´me genericke´ sluzˇby
pro senzory i motory robota, ktere´ na´m VPL nabı´zı´. Simulaci jsme postavili na za´kladeˇ
manifestu LEGO.NXT.Tribot.Simulation.Manifest.xml. Pro vsˇechny sluzˇby pro robota, jako
je GenericContactSensor a GenericDifferentialDrive musı´me v za´kladnı´ konfiguraci nas-
tavit pouzˇitı´ manifestu a vy´sˇe zmı´neˇny´ manifest importovat. Dı´ky tomu se na´m do slozˇky
nakopı´ruje manifest a soubor lego.nxt.tribot.simulationenginestate (LEGO.
NXT.Tribot.Simulation.Manifest).xml, ve ktere´m je nastavenı´ simulacˇnı´ho pros-
trˇedı´. V tomto souboru si nastavı´me pozice kamer, sveˇtla, robota i teˇlesa. Cˇili v tomto
manifest souboru nastavujeme statiku simulace a v diagramu VPL implementujeme pouze
dynamiku simula´toru.
Na za´kladeˇ notifikace z dotykove´ho senzoru se robot zastavı´, vra´tı´ o kousek zpeˇt a
danou prˇeka´zˇku objede. Jelikozˇ program je zalozˇen na neˇkolika vla´knech, je potrˇeba po-
hyb regulovat. K tomu vyuzˇı´vame vlastnost dokoncˇenı´ pohybu DriveDistanceStage a Ro-
tateDegreesStage. Tyto vlastnosti mohou prˇecha´zet mezi stavy InitialRequest > Started
> Completed nebo InitialRequest > Started > Canceled. Pouze jedna operace mu˚zˇe by´t
prova´deˇna na motoru a meˇnı´ se jejı´ stav. Aby robot dokoncˇil vsˇechna otocˇenı´ a jı´zdy,
vyuzˇı´va´me podmı´nky se stavem jı´zdy Completed. Jiny´mi slovy, po dokoncˇenı´ jedne´
cˇinnosti mu˚zˇe pokracˇovat v jine´.
5.4.2 Proble´my a poznatky k rˇesˇenı´ v simula´toru
K rˇı´zenı´ pohybu robota je trˇeba vyuzˇı´vat vlastnosti DriveDistanceStage a RotateDegrees-
Stage. Dokud jsme je nevyuzˇı´vali, pak korektneˇ robot nedokoncˇil pohyb, protozˇe jine´
vlakno robotovi posı´lalo jine´ instukce.
Optimalizace programu spocˇı´va´ i v nastavenı´ sı´ly, hmotnosti a rychlosti robota. Du˚-
lezˇita´ je take´ hmotnost a sı´la teˇlesa, do ktere´ho robot nara´zˇı´. Pokud tyto vlastnosti nejsou
v urcˇite´ rovnova´ze pak se mu˚zˇe sta´t, zˇe ve VSE robot teˇleso potlacˇı´ nebo se prˇi na´ra´zu
prˇeklopı´.
5.4.3 Implementace u´lohy Prˇeka´zˇka v rea´lne´m prostrˇedı´
I pro rea´lne´ prostrˇedı´ jsme zvolili k implementaci VPL. Vyuzˇı´va´me dotykovy´ senzor
stejneˇ jako v simula´toru. Pouzˇı´va´me sluzˇby pro senzory konkre´tnı´ho robota, ktere´ MRDS
nabı´zı´. V nasˇem prˇı´padeˇ se jedna´ o LegoNXTBrickv2, LegoNXTTouchSensorv2 a Lego-
NXTDrivev2. Jakmile je senzor ve stavu stisknuty´, pak notifikace ozna´mı´ jeho zmeˇnu
stavu a spousˇtı´ se vla´kno, ktere´ vykona´va´ pohyby - objetı´ prˇeka´zˇky. Do vla´kna jsme
prˇidali aktivity WaitForDriveCompletition a Timer, ktere´ vla´kno uspa´vajı´ tak, aby dany´
pohyb byl vzˇdy dokoncˇen a nebyl prˇerusˇen na´sledujı´cı´ aktivitou. Robot stejneˇ jako v
simula´toru narazı´ na prˇeka´zˇku, couva´ o 25 cm zpeˇt a objı´zˇdı´ ji.
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5.4.4 Proble´my a poznatky k rˇesˇenı´ v rea´lne´m prostrˇedı´
Rˇı´zenı´ pohybu - ota´cˇenı´ a jı´zdu prova´dı´me pomocı´ vlastnosti DriveStage (obdoba Drive-
DistanceStage v simula´toru) a pomocı´ cˇasovacˇu˚, ktere´ jsou nastavene´ tak, aby byla kazˇda´
aktivita dokoncˇena.
VPL nabı´zı´ take´ sluzˇbu WaitForDriveCompletition, kterou jsme take´ vyuzˇili. Nicmeˇneˇ
jsou s nı´ neˇkdy proble´my a chova´ se, jakoby v programu nebyla a program nepocˇka´ na
dokoncˇenı´ aktivity. Z teˇchto du˚vodu˚ jsme zvolili kombinovavy´ zpu˚sob rˇı´zenı´ pohybu˚
pomocı´ sluzˇby WaitForDriveCompletition a cˇasovacˇu˚ (sluzˇba Timer).
5.5 Jı´zda po cˇa´rˇe
K realizaci te´to u´lohy vyuzˇı´va´me pole s cˇernou cˇarou ze stavebnice s robotem. U´kolem
robota je sledovat cˇernou cˇa´ru a jet po nı´. Robot se nesmı´ z cesty vychy´lit, ani vyjet.
Tato u´loha je vypracova´na ve dvou verzı´ch, prˇicˇemzˇ prvnı´ verze je za´kladnı´ a druha´ je
optimalizova´na - pohyb robota je vı´ce regulovany´.
5.5.1 Implementace
Pro implementaci jsme vyuzˇili VPL. Algoritmus je zalozˇen na informacı´ch, ktere´ posky-
tuje sveˇtelny´ senzor. Sveˇtelny´ senzor pouzˇı´va´me v aktivnı´m mo´du, kdy je rozsvı´cena´
LED. Hodnoty sveˇtelne´ho senzoru mu˚zˇeme pouzˇı´vat bud’ tzv. cˇiste´ nebo normalizovane´.
Cˇista´ hodnota je schovana´ za vlastnostı´ RawMeasurement a obsahuje procentua´lnı´ hod-
notu nameˇrˇene´ho sveˇtla. Normalizovana´ hodnota je cˇı´slo datove´ho typu double od 0 do
1 a mu˚zˇeme jı´ pouzˇı´t pomocı´ vlastnosti NormalizedMeasurement. Je to normalizova´na´
hodnota cˇiste´ hodnoty sveˇtla vzhledem k vlastnosti RawMeasurementRange, cozˇ je ma-
xima´lnı´ rozsah meˇrˇenı´ cˇı´ste´ hodnoty, ktery´ mu˚zˇeme nastavit.
V nasˇı´ u´loze pouzˇı´va´me cˇiste´ hodnoty. Hodnotu odstı´nu, ktery´ senzor vidı´, ukla´da´me
do promeˇnne´ a podle podmı´nek rˇı´dı´me pohyb robota.
Algoritmus je zalozˇeny´ na principu zig-zag. Robot v podstateˇ sleduje hranu cˇerne´
cˇa´ry s bı´ly´m podkladem. Smysl algoritmu lze popsat pseudoko´dem ve vy´pisu cˇ. 3. V
nasˇem prˇı´padeˇ jsou hodnoty sveˇtla pro bı´lou cca 63 a cˇernou 35. Rozdeˇlı´me spektrum
na trˇi intervaly ( 0-41, 41-58, 58-100). Senzor vracı´ hodnotu sveˇtla s tolerancı´ neˇkolika
procent, proto k hranicˇnı´m hodnota´m prˇida´vame 5 procent.
POKUD je sveˇtlo < 41 PAK otocˇ vpravo
JINAK




Vy´pis 3: Pseudoko´d algoritmu sledova´nı´ cˇa´ry
Tento algoritmus pro na´s nebyl dostatecˇny´, protozˇe pohyb robota je trˇeba vı´ce regu-
lovat. Sveˇtelny´ senzor prˇi prˇechodu z cˇerne´ na bı´lou hodnoty meˇnı´, a proto jsme do algo-
ritmu prˇidali dalsˇı´ podmı´nky tak, aby byl pohyb vı´ce plynuleˇjsˇı´ a prˇirozeneˇjsˇı´. Spektrum
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viditelnosti rozdeˇlı´me mı´sto trˇı´ na peˇt intervalu˚ (0-26, 26-33, 33-38, 38-58, 58-70, 70-100).
Prakticky jsme jen prˇidali pohyb otocˇ lehce doprava a lehce doleva do prˇedchozı´ho algo-
ritmu. Smysl je zrˇejmy´ z vy´pisu cˇ. 4
POKUD je sveˇtlo < 26 PAK otocˇ prudce doprava
JINAK
POKUD je sveˇtlo < 33 PAK otocˇ lehce doprava
JINAK POKUD je sveˇtlo < 38 PAK jed’ rovneˇ
JINAK POKUD je sveˇtlo < 58 PAK otocˇ lehce doleva






Vy´pis 4: Pseudoko´d optimalizova´ne´ho algoritmu sledova´nı´ cˇa´ry
5.5.2 Proble´my a poznatky k rˇesˇenı´
Hodnoty odrazˇene´ho sveˇtla od povrchu se mohou meˇnit, pokud realizujeme u´lohu v
jine´m prostrˇedı´. Senzor nenı´ na zacˇa´tku kalibrova´n a podle prostrˇedı´ je ovlivnˇova´n i
okolnı´m sveˇtlem. V du˚sledku teˇchto vlastnostı´ se musı´ hodnoty podmı´nek zmeˇnit dle
aktua´lnı´ho prostrˇedı´, kde se u´loha realizuje.
V pru˚beˇhu rˇesˇenı´ te´to u´lohy jsme narazili na proble´m komunikace robota a MRDS
prˇes bluetooth. Jelikozˇ bylo potrˇeba rychly´ch reakcı´ na zmeˇny, ktere´ robot posı´lal, tak se
zvy´sˇil i pocˇet zpra´v, ktere´ se zacˇaly ztra´cet a robot se nechoval tak, jak bychom chteˇli.
V kapitole 3.3 je popsa´n zpu˚sob prˇenosu zpra´v mezi robotem a pocˇı´tacˇem. Robot prˇi
pru˚meˇrne´ rychlosti jı´zdy nestı´hal adekva´tneˇ reagovat na pokyny pocˇı´tacˇe. Tyto proble´my
na´s nutily u´lohu optimalizovat.
Optimalizaci jsme provedli metodou pokusu˚. Vyuzˇili jsme snı´zˇenı´ rychlosti ota´cˇenı´
robota do stran a u´pravenı´ hodnoty frekvence sbeˇru dat z sveˇtelne´ho senzoru a servo mo-
toru. Tato frekvence urcˇuje v jake´m cˇasove´m intervalu bude zasla´na zpra´va o aktua´lnı´m
stavu senzoru na pocˇı´tacˇ. Nastavuje se v konfiguracˇnı´m okneˇ dane´ho senzoru. Defaultneˇ
je nastavena na hodnotu 0. V nasˇı´ u´loze jsme nakonec zvolili nastavenı´ pro sveˇtelny´ sen-
zor na 150 ms a pro servo motory na 80 ms.
Tato optimalizace by nebyla potrˇeba, kdybychom nepotrˇebovali komunikovat s pocˇı´-
tacˇem prˇes bluetooth. Programy vytvorˇene´ v software pro LEGO NXT robota se nahrajı´
prˇı´mo do rˇı´dı´cı´ jednotky a odpada´ proble´m se ztra´tami zpra´v. Jı´zdu po cˇa´rˇe lze pomocı´
tohoto softwaru realizovat plynuleji, rychleji a spolehliveˇji nezˇ prˇes MRDS.
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6 Labyrint
Cı´lem u´lohy bylo navrhnout a realizovat pru˚chod robota nezna´my´m bludisˇteˇm a vyh-
leda´nı´ nejkratsˇı´ mozˇne´ cesty skrz labyrint ze startu do cı´le. Bludisˇteˇ je cˇtvercova´ sı´t’ reali-
zova´na cˇerny´mi linkami na sveˇtle´ podlozˇce. Vzor mozˇne´ho bludisˇteˇ je na obra´zku cˇ. 18.
Krˇizˇovatky jsou bı´le´ cˇtverce na krˇı´zˇenı´ch cˇerne´ pa´sky tak, aby robot mohl rozpoznat, zˇe
dojel na krˇizˇovatku.
Obra´zek 18: Vzor labyrintu
6.1 Na´vrh
Za´kladem u´lohy je jı´zda po cˇa´rˇe pomocı´ sveˇtelne´ho senzoru. Jakmile robot vidı´ bı´lou
barvu, vı´, zˇe se ocita´ na krˇizˇovatce, kterou je trˇeba prohledat. Zjisˇt’uje, jake´ jsou mozˇne´
cesty odjezdu z krˇizˇovatky a informace si ukla´da´. Start a cı´l jsou reprezentova´ny silneˇjsˇı´m
bı´ly´m pruhem v bludisˇti tak, aby prˇi prohleda´va´nı´ krˇizˇovatky robot uvideˇl trˇikra´t bı´lou
barvu mı´sto ocˇeka´va´ne´ cˇerne´ (hleda´nı´ cesty prˇed nı´m, vpravo a vlevo). Z teˇchto informacı´
usoudı´, kde je cı´l.
Prˇi jı´zdeˇ a vy´beˇru dalsˇı´ krˇizˇovatky pouzˇı´va´me typicky´ grafovy´ algoritmus prohleda´-
va´nı´ do hloubky. Povazˇujme krˇizˇovatky v bludisˇti za vrcholy v grafu. Za´kladnı´ mysˇlen-
kou prohleda´va´nı´ grafu do hloubky (tzv. Depth first search) je snaha postupovat sta´le
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da´l od pocˇa´tecˇnı´ho vrcholu dosud neprozkoumany´m smeˇrem. Pokud dorazı´me do vr-
cholu, ze ktere´ho jizˇ nevede neprozkoumana´ cesta, pak se vracı´me k prvnı´mu mozˇne´mu
vrcholu, ze ktere´ho vede alesponˇ jedna neprozkoumana´ cesta a da´le prohleda´va´me na´-
sledujı´cı´ vrcholy (tzv. backtracking).
Pokud ma´me ulozˇene´ informace o bludisˇti - jeho vrcholy a cesty, pak naprˇı´klad podle
Dijsktrova algoritmu necha´me nale´zt nejkratsˇı´ cestu. Robota umı´stı´me na vy´chozı´ pozici
a robot projede bludisˇteˇ azˇ do cı´le.
6.2 Postup rˇesˇenı´
V te´to u´loze vyuzˇı´va´me algoritmus popsany´ v kapitole 5.5. Jakmile robot vidı´ bı´lou
barvu, spousˇtı´ se vla´kno, na ktere´m probı´ha´jı´ aktivity pro zpracova´nı´ krˇizˇovatky - za-
pisova´nı´ mozˇny´ch cest, sousednı´ch vrcholu˚ a dalsˇı´. Jedina´ informace, kterou robot zna´
prˇed spusˇteˇnı´m programu, je pocˇet krˇizˇovatek v bludisˇti, nicme´neˇ nevı´ nic o umı´steˇnı´
startu, cı´le ani o strukturˇe bludisˇteˇ.
Aplikace ma´ vytvorˇen vlastnı´ sourˇadnicovy´ syste´m s x-ovou a y-ovou osou a vzˇdy
podle pohybu ukla´da´me aktua´lnı´ umı´steˇnı´ v bludisˇti. Da´le oznacˇujeme vrcholy grafu =
krˇizˇovatky bludisˇteˇ, cˇı´slem. Nezˇ se robot zacˇne pohybovat, ma´me urcˇenou sadu smeˇru˚,
cozˇ je reprezentace smeˇru˚ z vrcholu˚ cˇı´sly (nahoru - 1, dolu˚ - 3, doprava - 2, doleva - 4).
Uchova´va´me si i informaci o tom, o kolik stupnˇu˚ je robot otocˇeny´, a podle toho se take´
sada smeˇru˚ musı´ meˇnit, aby zu˚staly zachova´ny stejna´ cˇı´sla pro spravne´ smeˇry.
V programu pracujeme s maticı´ sousednosti vrcholu˚ v grafu. Jakmile robot prˇi jı´zdeˇ
uvidı´ bı´lou krˇizˇovatku, jako prvnı´ se prova´dı´ kontrola sourˇadnic a cˇı´sla vrcholu. Zjisˇt’u-
jeme, jestli nejsme ve vrcholu, ve ktere´m jsme uzˇ byli, a pokud je vrchol novy´, pak ho
musı´me prohledat a informace zaznamenat.
Podle dane´ho smeˇru a otocˇenı´ se transformuje sada smeˇru˚. Robot dostane prˇı´kaz k
prohleda´nı´ krˇizˇovatky, cozˇ je realizova´no jı´zdou vprˇed o 7 cm tak, aby byl senzor nad ces-
tou, a nasledny´m otocˇenı´m o 90 stupnˇu˚ vpravo a 180 stupnˇu˚ vlevo, abychom zkontrolo-
vali vsˇechny smeˇry. Informace o mozˇny´ch smeˇrech zapisujeme pomocı´ cˇı´sel do matice
smeˇru˚. Za´rovenˇ do te´to matice na prvnı´ dveˇ pozice (index 0 a 1) zapisujeme sourˇadnice
nasˇeho syste´mu pro kazˇdy´ vrchol (x-ova´ sourˇadnice na index 0 a y-ova´ sourˇadnice na in-
dex 1). Sourˇadny´ syste´m zava´dı´me, abychom se vyhli zacyklenı´ robota. Jelikozˇ je bludisˇteˇ
pravou´hle´, robot by mohl jezdit sta´le do cˇtverce anizˇ by veˇdeˇl, zˇe uzˇ vrcholy prosˇel.
Sourˇadny´ syste´m toto zacyklenı´ vylucˇuje. Matice seznam smeru ma´ pocˇet rˇa´dku˚ identicky´
s pocˇtem krˇizˇovatek v bludisˇti. Sloupce matice jsou x-ova´ sourˇadnice, y-ova´ sourˇadnice
a na´sledujı´cı´ 4 sloupce reprezentujı´ mozˇne´ smeˇry vedoucı´ z vrcholu(nahoru, doprava,
dolu˚, doleva). Do matice zapisujeme hodnoty 0, 1 a 2, ktere´ reprezentujı´ informaci, zda
cesta v dane´m smeˇru neexistuje (0), je objevena´ (1) nebo je projeta´ (2). Prˇi kazˇde´m otocˇenı´
robota zapisujeme do promeˇnneˇ orientace hodnotu 0 - 360. Hodnota 0 stupnˇu˚ prˇı´slusˇı´
jizdeˇ v prˇed, 90 stupnˇu˚ otocˇenı´ vpravo atp.
Po zkontrolova´nı´ krˇizˇovatky se robot rozhoduje kudy pojede k dalsˇı´mu vrcholu. Jizˇ
ma´me zjisˇteˇno, ktere´ cesty z dane´ho vrcholu vedou a jestli jsou prohledane´ nebo ne.
Robot si podle algoritmu vybı´ra´ prvnı´ mozˇnou cestu s oznacˇenı´m 1 (objevena´, ale ne-
prohledana´) a skrze nı´ jede k dalsˇı´mu vrcholu. Jakmile je urcˇen smeˇr odjezdu z vrcholu
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je mozˇne´ spocˇı´tat sourˇadnice pro dalsˇı´ vrchol (standardneˇ prˇi jı´zdeˇ nahoru, resp. dolu˚
se prˇicˇı´ta´, resp. odecˇı´ta´ 1 na ose y a prˇi jı´zdeˇ doprava, resp. doleva se prˇicˇı´ta´, resp.
odecˇı´ta´ 1 na ose x). Tyto sourˇadnice se prˇi prˇı´jezdu na dalsˇı´ vrchol kontrolujı´ prˇes matici
smeˇru˚, abychom zjistili, jestli robot v tomto vrcholu jesˇteˇ nebyl. Postupne´ smeˇry odjezdu˚
z krˇizˇovatek si ukla´da´me do seznamu pro prˇı´padny´ backtracking.
Tento postup opakujeme tak dlouho azˇ narazı´me na vrchol, ze ktere´ho jizˇ nenı´ mozˇno
odjet po cesteˇ oznacˇene´ 1. V tom prˇı´padeˇ se podle algoritmu prohleda´va´nı´ grafu do
hloubky vra´tı´me na prvnı´ mozˇny´ vrchol, ze ktere´ho takova´ cesta vede. Tuto krˇizˇovatku
nalezneme pomocı´ tzv. backtrackingu v seznamu smeˇru˚ odjezdu z krˇizˇovatek. Seznamem
budeme procha´zet od poslednı´ho prvku a smeˇry transformovat na opacˇne´, tı´m se dosta-
neme azˇ k pozˇadovane´mu vrcholu. Z tohoto vrcholu opeˇt pokracˇujeme v prohleda´va´nı´
bludisˇteˇ. Ve chvı´li, kdy jsou vsˇechny vrcholy matice vyplneˇne´ a vsˇechny cesty oznacˇene´
cˇı´slem 2 (objevene´ a projete´), pak je bludisˇteˇ prohleda´no. Pomocı´ Dijkstrova algoritmu
nalezneme v matici sousednosti nejkratsˇı´ mozˇnou cestu bludisˇteˇm a cestu ulozˇı´me po-
mocı´ smeˇru˚ do seznamu, ze ktere´m prˇi na´sledne´ jı´zdeˇ postupneˇ cˇteme smeˇry dojezdu z
krˇizˇovatek.
6.3 Implementace a poznatky
Cela´ u´loha je rˇesˇena ve VPL. Pro jı´zdu po bludisˇti vyuzˇı´va´me algoritmus jı´zdy po cˇa´rˇe. Ve
VPL ma´me jednotlive´ cˇa´sti programu rozdeˇleny do novy´ch aktivit. Program obsahuje ak-
tivity jizda, zpracovani, krizovatka, prevod indexu, zapis do seznamu a novy seznam. Veˇtsˇina
teˇchto aktivit ma´ naimplementova´ny i svoje akce, naprˇı´klad jı´zda ma´ akce Otoc, Transfor-
mace SadySmeru a Transformace SmerNaStupne.
VPL neposkytuje jako datovou strukturu jednorozmeˇrne´ ani dvourozmeˇrne´ pole. Nic-
me´neˇ pro nasˇi u´lohu jsme potrˇebovali pracovat s maticı´. Jednorozmeˇrne´ pole lze ve VPL
realizovat pomocı´ sluzˇby ByteArray, ktera´ umı´ konvertovat seznam cˇı´sel datove´ho typu
byte na jednorozmeˇrne´ pole a naopak. S jiny´mi poli ve VPL pracovat nelze. Nasˇe matice
jsme museli reprezentovat jednorozmeˇrny´m polem tak, zˇe jsme jakoby poskla´dali rˇa´dky
za sebe, toto vsˇe jsme ulozˇili do seznamu a na´sledneˇ prˇevedli pomocı´ sluzˇby ByteArray
na pole. Z tohoto pole lze klasicky cˇı´st prvky dle indexu apod.
Za´pis prvku do matice, resp. seznamu je rˇesˇen specificky´m zpu˚sobem. Nejdrˇı´ve je
trˇeba pole prˇeve´st na seznam a prvek na dane´m indexu smazat a pak na dany´ index
pozˇadovanou hodnotu zapsat. Vsˇechny tyto operace jsou prova´deˇny nad aktivitou List
Functions. Pokud jsou vsˇechny u´pravy na seznamu dokoncˇeny je opeˇt zapotrˇebı´ seznam
konvertovat na pole bytu˚.
Prˇi realizaci jsme se opeˇt museli poty´kat s proble´my komunikace robota a pocˇı´tacˇe
prˇes bluetooth. Opeˇt jsme museli rˇesˇit rovnova´hu posı´lany´ch zpra´v pomocı´ frekvence
sbeˇru dat na sveˇtelne´m senzoru a motoru. Aby robot dostatecˇneˇ rychle reagoval na zmeˇnu
barvy je hodnota frekvence sbeˇru dat na sveˇtelne´m senzoru vysˇsˇı´ nezˇ u jı´zdy po cˇa´rˇe.
Beˇhem implementace jsme vyuzˇı´vali dveˇ ru˚zne´ aktivity merge a join. Rozdı´l nenı´
zrˇejmy´. Nicme´neˇ vyply´va´ z fukncˇnosti a ovla´da´nı´ vla´kna. Merge spojuje datove´ toky a
jakmile prˇijdeˇ na spoj alesponˇ jeden z nich, pak procha´zı´ da´l. Join spojuje take´ datove´
toky, ale cˇeka´ azˇ na spoj dorazı´ vsˇechny vstupnı´ toky a na´sledneˇ posı´la´ impulz da´le.
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Tato u´loha by se standardneˇ nerˇesˇila pomocı´ vla´ken, ale sekvencˇnı´m programova´nı´m.
Nicme´neˇ pra´ce ve VPL je zalozˇena na vla´knech. Prˇepı´na´nı´ mezi vla´knem jı´zdy po cˇa´rˇe a
vla´knem, ktere´ rˇesˇı´ za´pis a zpracova´nı´ krˇizˇovatky rˇı´dı´ pomocna´ promeˇnna´ typu bool.
6.4 Nevyrˇesˇene´ proble´my
V pru˚beˇhu pra´ce ve VPL jsem dosˇli k za´veˇru, zˇe VPL je mozˇno pouzˇı´vat pro aplikace
jednodusˇsˇı´ na datove´ struktury a sluzˇby bez slozˇiteˇjsˇı´ch algoritmu˚. V diagramu, ktery´ ob-
sahuje vı´ce nezˇ 70 komponent, si VPL zabı´ra´ velke´ mnozˇstı´ RAM pameˇti a pra´ce v neˇm se
sta´va´ nerealizovatelnou. Nasˇe u´loha byla realizova´na i pomocı´ vlastnı´ch aktivit s akcemi.
Pocˇet komponent v hlavnı´m diagramu se snı´zˇil, ale ne na realizovatelne´ mnozˇstvı´.
Realizacı´ v rea´lne´m prostrˇedı´ na´m vyplynuly i fyzika´lnı´ aspekty u´lohy. Vzhledem
ke komunikaci prˇes bluetooth nebyl robot schopen prˇi ota´cˇenı´ na krˇizˇovatka´ch reagovat
dostatecˇneˇ rychle na cˇernou cˇa´ru, kterou videˇl. Proto jsme ota´cˇenı´ rˇı´dili pocˇtem stupnˇu˚,
vzhledem k tomu, zˇe bludisˇteˇ je pravou´hle´, tak by to nemeˇl by´t proble´m. Nicme´neˇ robot
na krˇizˇovatku mnohdy neprˇijede otocˇen prˇesneˇ rovneˇ, jak bychom chteˇli a tı´m pa´dem
i na´sledne´ otacˇenı´ je chybne´. Toto vycha´zı´ z algoritmu zig-zag prˇi jı´zdeˇ po cˇa´rˇe, kdy
robot sleduje hranu mezi bı´lou a cˇernou a mu˚zˇe na krˇizˇovatku dojet lehce natocˇeny´ jiny´m
smeˇrem. Tento proble´m by mohl by´t eliminova´n pomocı´ senzoru kompasu, prˇı´padneˇ
vyuzˇitı´ dvou sveˇtelny´ch cˇidel pro detekci cˇa´ry a tı´m pa´dem i spra´vne´ho natocˇenı´ robota.
Vzhledem k vyvstaly´m proble´mu˚m a fyzika´lnı´m chyba´m, ktere´ jsme nemohli odstra-
nit (naprˇ. vyjetı´ robota z cˇa´ry, jak je popsa´no vy´sˇe), jsme se rozhodli pra´ci ukoncˇit ve fa´zi
realizace prohleda´nı´ bludisˇteˇ. Pro korektnı´ vyrˇesˇenı´ u´lohy by musel robot by´t vybaven
dalsˇı´m senzorem, cozˇ by vyzˇadovalo implementaci novy´ch aktivit v diagramu VPL pro
pra´ci se sluzˇbou dane´ho senzoru. Pro u´plne´ dokoncˇenı´ u´lohy tj. realizaci vyhleda´va´nı´
nejkratsˇı´ cesty v matici sousednosti by pak stacˇilo jen vytvorˇit novou sluzˇbu, ktera´ by
realizovala algoritmus pro vyhleda´nı´ nejkratsˇı´ cesty (naprˇ.: Dijkstru˚v algoritmus).
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7 Za´veˇr
V pra´ci jsme se sezna´mili s multiplatformnı´m na´strojem pro programova´nı´ roboticky´ch
aplikacı´ MRDS. V prvnı´ cˇa´sti se zaby´va´me teoreticky´m rozborem technologiı´ a popisem
struktury MRDS. Popisujeme i simula´tor VSE, ve ktere´m implementujeme dveˇ z u´loh.
Le´pe jsme poznali pra´ci v graficke´m na´stroji MRDS, ve VPL. I jeho struktura je v pra´ci
prˇedstavena. V prakticke´ cˇa´sti jsme popsali proble´my s implementacı´ u´loh ve VPL.
Navrhli jsme neˇkolik u´loh, ktere´ jsme realizovali pomocı´ robota LEGO NXT. Popsali
jsme funkce a pouzˇitı´ vsˇech za´kladnı´ch senzoru˚, ktere´ jsou doda´va´ny spolecˇneˇ s robotem
ve stavebnici LEGO NXT Mindstorms.
Pra´ci v simula´toru jsme demonstrovali na u´loze Nakloneˇna´ rovina a Prˇeka´zˇka, kterou
jsme celou namodelovali a rovneˇzˇ jsme ji realizovali v rea´lne´m prostrˇedı´. Pra´ce popisuje
postup implementace a proble´my, se ktery´mi jsme se setkali.
Ostatnı´ navrzˇene´ u´lohy prˇedstavily pra´ci ve VPL a MRDS. Narazili jsme na u´ska´lı´ ko-
munikace robota a pocˇı´tacˇe pomocı´ bluetooth. Kvu˚li teˇmto proble´mu˚m jsou mnohe´ u´koly
pro robota proble´mem. Vy´hodou MRDS je mozˇnost programova´nı´ ru˚zny´ch typu˚ robo-
ta. Nicme´neˇ za mı´nus mu˚zˇeme povazˇovat nemozˇnost konverze ko´du z MRDS a prˇı´me´
nahra´nı´ do robota. Software doda´va´ny´ s robotem (jazyk NXT-G) umozˇnˇuje nahra´t pro-
gram prˇı´mo do robota, a tı´m odpadajı´ proble´my s komunikacı´. Robot reaguje na podneˇty
podstatneˇ rychleji a u´lohy jsou efektivneˇjsˇı´.
Pra´ce na u´loze Labyrint byla ukoncˇena drˇı´ve, jelikozˇ jsme narazili na proble´m s pracı´
ve VPL s mnoha komponentami. Tento na´stroj nenı´ urcˇeny´ pro implementaci programu˚,
ve ktere´m je trˇeba vyuzˇı´vat mnoho komponent. Da´le vznikaly neprˇesnosti v pohybu rob-
ota dı´ky fyzika´lnı´m aspektu˚m u´lohy.
Zajı´mavy´m na´meˇtem na dalsˇı´ rˇesˇenı´ by mohla by´t realizace u´lohy labyrint pomocı´
vı´ce senzoru˚, ktere´ jizˇ nejsou obsahem za´kladnı´ stavebnice (naprˇ. kompas, senzor barvy
nebo senzor nakloneˇnı´). Vsˇechny u´lohy byly realizova´ny jen s robotem LEGO NXT. Prˇı´-
nosem ve zkouma´nı´ programova´nı´ v MRDS by se mohla sta´t i realizace jedne´ identicke´
u´lohy na robotovi LEGO NXT a jine´m typu robota. Na´sledne´ porovna´nı´ komunikace a
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• zdrojove´ soubory s u´lohami - slozˇka ULOHY\ULOHA_Cislo_NazevUlohy
• software pro modelova´nı´ objektu˚ - Anim8or
• zdrojove´ soubory - model nakloneˇne´ roviny - slozˇka Anim8or
