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Triagonal és una empresa proveïdora de cursos online. Ofereix una oferta completa de productes 
i serveis, i proporciona als seus clients un valor afegit en quant a processos operatius diaris. En 
concret: 
- Crea i produeix programes de formació multimèdia 
- Dissenya i gestiona un Campus Virtual (LMS Learning Management System) 
- Ofereix una gestió específica d’informes i consultes per a cada client. 
 
1.2. Problema 
La metodologia que utilitzem a Triagonal per a la creació dels cursos es basa en la 
tecnologia Flash, que interactua amb fitxers multimèdia com ara imatges, sons, animacions i 
vídeos. Aquesta metodologia ha estat implementada per la mateixa empresa i la interacció està 
controlada a través d’un fitxer XML, que és l’encarregat de mostrar els menús, títols, 
pantalles,... 
L’edició dels cursos és directa al fitxer XML, de tal manera que es genera un problema 
costós i una font constat d’errors. Aquesta complexitat fa necessària una eina que permeti editar 
els continguts de forma visual i sense haver de tenir nocions tècniques. 
D’aquesta manera sorgeix la idea de generar una aplicació que pugui crear aquests fitxers 
XML d’una forma més simple i visual. 
 
1.3. Definició del projecte 
Aquest projecte introdueix Course Generator, una aplicació que ajudarà als empleats de 
Triagonal a crear els programes de formació multimèdia de manera intuïtiva i senzilla. Permetrà 
en tot moment una interacció entre l’encarregat del curs i el seu client, de manera que aquest 
podrà validar les noves pantalles del curs o afegir suggeriments mentre el curs s’edita. 
 
1.4. Objectius 
L’objectiu principal que es pretén assolir és desenvolupar una eina de suport als empleats de 
Triagonal per a crear els programes de formació multimèdia de manera intuïtiva i senzilla. 
Podem particularitzar-lo en els següents sub-objectius: 
 Proporcionar una gestió més eficient dels cursos 
 Disposar de cursos més uniformes i adaptables pels clients 
 Millorar la qualitat del procés de generació dels cursos 
 Reduir els costos i la complexitat del procés de creació dels cursos 
 Disposar de plantilles de cursos 
 Mantenir una interacció més còmode amb el client 




1.5. Planificació i anàlisi de costos 
Diagrama de Gantt 




Finalment, degut a modificacions que ha anat patint l’estructura del fitxer XML, l’etapa de la 
implementació s’ha anat veient afectada. De la mateixa manera, la realització de les proves 
finals de l’aplicació ha resultat ser més costosa en el temps del que s’havia previst. A 
continuació es mostra el diagrama de Gantt resultant: 
 
 
Anàlisi de costos 
Per començar cal mirar el cost de les llicències de les eines que s’han utilitzar per realitzar el 
projecte: 
Producte Preu 
NetBeans IDE 7.0.1 0€ 
phpMyAdmin 0€ 
Microsoft Office 2010  79.99€ -> Amortització 1/3*79.99€ = 26.66€ 
ArgoUML 0€ 
TOTAL 26.66€ 
Figura 1: Diagrama de Gantt original 
Figura 2: Diagrama de Gantt resultant 
Taula 1: Cost de les llicències utilitzades 




A continuació cal estimar l’amortització que se li ha donat a l’ordinador. L’ordinador és un HP 
model 550 que va costar-li a l’empresa 399.99€ comprat al 2009. Se li ha donat una 
amortització d’un any (novembre 2011-novembre 2012) per al projecte, per tant, 1/3 del preu 
total de l’ordinador ha estat per al desenvolupament de l’eina: 
1/3 * 399.99€ = 133.33€ 
Per acabar, hem d’estudiar el cost del desenvolupament del projecte. Per a fer això cal veure les 
hores dedicades a la realització del projecte. Si observem el diagrama de Gantt resultant 
obtenim: 
 




Rol Tarifa Cost 
mercat 
Anàlisi de requisits 5 20 140€ Cap de projecte 60€/h 1200€ 
Especificació 5 20 140€ Analista 51€/h 1020€ 
Disseny 30 120 840€ Analista 51€/h 6120€ 
Implementació 65+95 = 160 640 4480€ Programador 42€/h 26880€ 
Proves 25+35 = 60 240 1680€ Analista 51€/h 12240€ 
Documentació 18 72 504€ Analista 51€/h 3672€ 
TOTAL 278 1112 7784€   51132€ 
 
 
Si observem la taula 2, podem diferenciar dos costos totals del projecte.  
El primer, de 7784€, és el que correspon al real basat en la beca realitzada a Triagonal, mentre 
que el segon, de 51132€, és el que correspondria al cost de mercat. Per a calcular aquest últim 
s’ha assignat a cada tasca un empleat amb el seu rol corresponent (cap de projecte, analista, 
programador), i per cada un dels rols, a la columna tarifa estimem la tarifa que li correspon per 
hora. 
 
1.6. Organització de la memòria 
La memòria d’aquest projecte s’ha fet orientada a donar suport a un possible informàtic que 
desitgi continuar o modificar el projecte. Per aquesta raó, al llarg del document, es realitzen 
moltes referències al codi de l’aplicació, així com a l’estructura interna d’aquesta. 
El primer capítol ofereix una visió general de Course Generator, juntament amb una petita 
descripció de l’empresa i la problemàtica que sorgeix, els objectius marcats i l'anàlisi econòmic 
del projecte. 
El següent apartat presenta els requisits funcionals i no funcionals necessaris pel 
desenvolupament de l'eina. 
Un cop definits els requisits, es mostra l'especificació de l'eina, amb tots els casos d'ús que hi 
apareixen, i el model conceptual, amb una breu explicació i les restriccions d’integritat. 
Taula 2: Cost del desenvolupament del projecte 




A continuació, la fase de disseny, on es parlarà de la tecnologia usada, l’arquitectura global del 
sistema i tots els seus components de manera detallada, això és, disseny de la interfície d’usuari 
en detall, disseny de les funcionalitats, i disseny de la base de dades de l’aplicació. 
Al següent apartat es parla de la implementació de Course Generator, explicant breument 
l’estructura dels cursos que genera l’empresa Triagonal i descrivint les funcionalitats 
implementades.  
Abans d’acabar s’explica la metodologia seguida per a realitzar les proves de l’aplicació, 
esmentant els resultats obtinguts d’aquestes. 
Finalment es donen les conclusions de la realització del projecte, on s'exposen els objectius 





























2. ANÀLISI DE REQUISITS 
A l’anàlisi de requisits es detallarà quines qualitats ha de garantir el nou sistema a realitzar.  
2.1. Requisits funcionals 
Primer detallarem quines funcionalitats oferirà l’aplicació: 
 Crear una base de dades que contingui la informació del cursos creats i la seva relació 
amb els empleats de l’empresa i els clients 
 Crear els cursos i consultar els existents de manera senzilla 
 Generar noves plantilles de cursos amb continguts d’una forma molt simple 
 Quan es vol crear una pantalla del curs es podrà triar entre tots els tipus de plantilles 
disponibles 
 Els elements de cada pantalla es podran editar de manera més intuïtiva 
 A mesura que s’editen les pantalles es podrà visualitzar una imatge prèvia del que 
apareixeria en el curs 
 Cada pantalla podrà ser validada pel client i, a més, podrà afegir els comentaris i 
suggeriments que consideri pertinents 
 L’encarregat del curs podrà consultar els comentaris referents al curs en qualsevol 
moment i marcar els suggeriments com a realitzats quan s’hagin assolit 
 Un cop el curs és validat pel client, es podrà generar el fitxer XML i totes les carpetes 
necessàries per al seu funcionament i publicació 
 
2.2. Requisits no funcionals 
A continuació definim les qualitats generals que ha de tenir el sistema: 
 Usable: el nou sistema ha d’oferir facilitats a l’hora de treballar-hi, és a dir, ha de ser un 
sistema comprensible i de fàcil aprenentatge per als usuaris que no hi estan 
familiaritzats 
 Estable: el sistema ha de garantir el mínim de falles en el seu funcionament i, en cas 
d’haver-ne, no ha de permetre que s’estengui ni que afecti al fitxer final generat 
 Eficient: el sistema ha de permetre una interacció amb l’usuari en temps real  
 Mantenible: el sistema ha de ser fàcilment adaptable a canvis relacionats amb la base de 










3.1. Model conceptual 
A continuació veiem el model conceptual dels conceptes a modelar que hi ha en el projecte, que 
estan emmagatzemats en taules: 




3.2. Explicació del model conceptual 
Un usuari pot ser de tipus client (extern) o empleat (intern) i pertany a una empresa.  
Un projecte està format per un curs i dos usuaris (un empleat de Triagonal i un client) i té un 
patró de disseny (interactiu) que el defineix.  
Un projecte té vàries pantalles (plantilles) definides per un patró (tipo) i aquestes, a la seva 
vegada, tenen un conjunt d’elements que formaran el curs. Els elements poden tenir popups. 
Tanmateix, un client d’un curs pot afegir suggeriments per un curs o per una pantalla en concret 
d’aquest. Aquests suggeriments els podrà consultar l’empleat de Triagonal quan ho desitgi. 
 
Restriccions d’integritat 
- Un usuari de tipus intern sempre pertany a l’empresa Triagonal 
- Els dos usuaris d’un projecte són sempre un d’intern i un d’extern. L’intern és 
l’encarregat de l’edició del curs i l’extern l’empleat de l’empresa client que s’encarrega 
de la interacció amb Triagonal 
- Un suggeriment ho és exclusivament d’un curs en global o d’una pantalla d’un curs en 
concret, però no pot ser un suggeriment global d’un curs i d’una pantalla 
simultàniament 
- El número d’elements d’una pantalla serà com a màxim el número d’elements del patró 
tipo (atribut elementos) que defineix la pantalla 
- No pot haver-hi dos popups per un curs amb el mateix id_popup 
- El tipo_elem d’un popup pot ser text, shopopClic, shopopOver o shopopAuto 
- El num_elem d’un popup és el mateix num_elem de l’element amb el que està relacionat 
- No pot haver-hi dues pantalles (plantilla) d’un mateix curs amb el mateix ordre 















3.3. Model de casos d’ús 
En aquest capítol esmentarem els casos d’ús que indiquen el comportament del sistema des del 
punt de vista de l’usuari. Degut a que el projecte es centra bàsicament en el disseny de la 
interfície d’usuari per a la generació de cursos, he preferit fer la descripció dels casos d’ús més 
lligats a les característiques de la interfície que s’ha dissenyat que no pas fer-los genèrics. Per 
cada un d’ells veurem la seqüència d’accions que desenvolupa el sistema després que un actor 
hagi iniciat un esdeveniment. 
Per cada cas d’ús diferenciarem entre dos tipus d’actors: 
 Empleat: treballador de Triagonal 
 Client: client pel qual s’està creant el curs 
Si es menciona “usuari” sense concretar si és empleat o client, deduirem que l’actor pot ser 
qualsevol dels dos. 
Els casos d’ús que ha d’oferir l’aplicació són els següents: 
- Registre 
- Crear un curs 
- Consultar tots els cursos 
- Consultar un curs 
- Afegir plantilla al sistema 
- Afegir interactiu al sistema 
- Consultar informació d’administració 
- Afegir pantalla 
- Modificar pantalla 
- Modificar configuració 
- Generar XML 
- Afegir suggeriment 
- Consultar suggeriments 
- Marcar suggeriment realitzat 
- Validar pantalla 
- Afegir usuari 




Semàntica: l’usuari introdueix el seu nom d’usuari i la seva contrasenya per tal de registrar-se 
Precondició: - 
Postcondició: si l’usuari existeix l’aplicació mostrarà els seus cursos existents al sistema. En 
cas que no existeixi mostrarà un missatge d’error. 
 




Curs típic d’esdeveniments 
Usuari Sistema 
1. L’usuari introdueix el seu nom d’usuari i la 
contrasenya i pitja el botó Login 
 
 2. El sistema comprova a la base de dades 
l’existència de l’usuari. Si existeix mostra 
la pantalla pertinent dels cursos de 
l’usuari. Si no existeix mostra un missatge 
d’error 
 
3.3.2. Crear un curs 
Actors: empleat 
Semàntica: l’empleat de l’empresa crea un nou curs per un client en el sistema 
Precondició: el client existeix en el sistema 
Postcondició: es crea un curs amb l’empleat actual i el client assenyalat 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja la pestanya que ofereix 
l’opció de crear un curs 
 
 2. El sistema mostra el formulari pertinent 
per a crear el curs 
3. L’empleat selecciona un encarregat per al 
curs i el client corresponent. Afegeix un 
nom al curs i omple els camps relatius a la 
descripció del curs i al públic al que va 
dirigit. Per acabar selecciona l’interactiu 
que definirà el curs i desa els canvis. 
 
 4. El sistema enregistra el nou curs a la base 
de dades i genera un directori amb el nom 
del curs al servidor amb totes les carpetes 
necessàries per a l’estructura del curs. 
 
3.3.3. Consultar tots els cursos 
Actors: usuari 
Semàntica: l’usuari consulta un llistat amb tots els cursos del que n’és encarregat o client 
Precondició: - 
Postcondició: es mostra per pantalla un llistat de tots els cursos que l’usuari té enllaçats amb ell 
en el sistema 
 
 




Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja la pestanya que ofereix 
l’opció de veure tots els cursos 
 
 2. El sistema carrega un llistat de tots els 
cursos que existeixen al sistema amb 
relació a l’usuari 
 
3.3.4. Consultar un curs 
Actors: usuari 
Semàntica: l’usuari consulta la informació referent a un dels seus cursos 
Precondició: el curs existeix 
Postcondició: es mostra per pantalla l’estructura del curs consultat 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja el nom del curs que vol 
consultar 
 
 2. El sistema carrega la informació del curs 
de la base de dades i la mostra per 
pantalla 
 
3.3.5. Afegir plantilla al sistema 
Actors: empleat 
Semàntica: l’empleat crea una nova plantilla 
Precondició: -  
Postcondició: s’afegeix una nova plantilla al sistema 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja la pestanya corresponent a 
Administració 
 
 2. El sistema mostra la informació 
d’administració per pantalla i les opcions 
que ofereix 
3. L’empleat pitja l’opció d’afegir una nova 
plantilla 
 
 4. El sistema mostra per pantalla el 
formulari pertinent per a crear una 
plantilla 
5. L’empleat omple el formulari amb les 
dades de la nova plantilla i carrega el fitxer 
 




SWF que definirà l’estructura d’aquesta. 
Per acabar pitja el botó d’afegir 
 6. El sistema enregistra les dades i carrega el 
fitxer SWF a la carpeta docs/templates del 
curs 
 
3.3.6. Afegir interactiu al sistema 
Actors: empleat 
Semàntica: l’empleat afegeix un nou interactiu al sistema 
Precondició: - 
Postcondició: s’afegeix un nou interactiu al sistema 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja la pestanya corresponent a 
Administració 
 
 2. El sistema mostra la informació 
d’administració per pantalla i les opcions 
que ofereix 
3. L’empleat pitja l’opció d’afegir un nou 
interactiu 
 
 4. El sistema mostra per pantalla el 
formulari pertinent per a afegir un 
interactiu 
5. L’empleat omple el formulari amb les 
dades del nou interactiu, carrega el fitxer 
SWF que defineix l’interactiu i el fitxer 
HTML encarregat de llegir i interpretar les 
dades del curs. Per acabar pitja el botó 
d’afegir. 
 
 6. El sistema enregistra les dades i carrega 
els fitxers SWF i HTML a l’arrel de la 
carpeta del curs 
 
3.3.7. Consultar informació d’administració 
Actors: empleat 
Semàntica: l’empleat vol veure els la informació d’administració que hi ha creada 
Precondició: - 








Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja la pestanya corresponent a 
Administració 
 
 2. El sistema mostra els llistats pertinents de 
les plantilles i els interactius que hi ha 
creats 
 
3.3.8. Afegir pantalla 
Actors: empleat 
Semàntica: l’empleat vol afegir una nova pantalla a un curs 
Precondició: existeix el curs i s’està consultant la informació d’aquest 
Postcondició: es crea una nova pantalla per al curs desitjat 
 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja l’opció d’afegir un nou 
template 
 
 2. El sistema mostra un petit formulari i 
carrega totes les plantilles existents per a 
que l’usuari pugui seleccionar la que 
desitja 
3. L’empleat assenyala quin tipus de pantalla 
serà (introducció, capítol o subcapítol) i 
selecciona la plantilla que desitja per a la 
nova pantalla 
 
 4. El sistema emmagatzema aquesta 
informació i carrega el formulari pertinent 
al tipus de pantalla que ha assenyalat 
l’usuari. Depenent de la plantilla que hagi 
seleccionat carregarà el número 
d’elements que corresponen a aquesta 
5. L’empleat omple el formulari editant així 
cada un dels elements que pertanyeran a la 
nova pantalla. Per finalitzar pitja el botó 
per a desar els canvis. 
 
 6. El sistema enregistra el contingut del 
formulari a la base de dades i 
emmagatzema cada un dels elements a la 
seva carpeta pertinent del curs. S’ha creat 








3.3.9. Modificar pantalla 
Actors: empleat 
Semàntica: l’empleat desitja modificar l’estructura d’una pantalla 
Precondició: s’està consultant l’estructura del curs i la pantalla que es vol modificar existeix 
Postcondició: s’enregistren els canvis que l’usuari ha inserit a la pantalla 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja el botó referent a editar la 
pantalla 
 
 2. El sistema carrega per pantalla el 
formulari típic d’edició d’una pantalla 
amb els camps omplerts amb la 
informació que s’ha introduït 
anteriorment per a la pantalla assenyalada 
3. L’empleat modifica els camps que desitgi i 
pitja el botó de desar els canvis 
 
 4. El sistema enregistra les noves dades i 
realitza els canvis pertinents 
Curs alternatiu d’esdeveniments 
3. L’empleat modifica els camps que desitgi i 
pitja el botó per a previsualitzar la pantalla 
 
 4. El sistema llegeix les dades del formulari i 
genera un fitxer XML temporal. A 
continuació obre una nova pestanya en el 
navegador mostrant una imatge prèvia de 
com quedarà la pantalla en el curs 
  
3.3.10. Modificar configuració 
Actors: empleat 
Semàntica: l’empleat desitja editar la informació de la configuració del curs 
Precondició: el curs existeix i s’està consultant la seva estructura 
Postcondició: s’emmagatzemen els canvis en la configuració del curs 
 
 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja l’opció referent a 
modificar la configuració del curs 
 
 2. El sistema mostra un formulari amb totes 
les variables de configuració carregades 




(si ja s’havien editat anteriorment). 
Altrament es mostra el formulari buit 
3. L’empleat omple el formulari editant així 
la configuració del curs i desa els canvis 
 
 4. El sistema enregistra els canvis a la base 
de dades 
 
3.3.11. Generar XML 
Actors: usuari 
Semàntica: l’usuari desitja previsualitzar el curs 
Precondició: el curs existeix 
Postcondició: el sistema genera el fitxer XML i mostra el resultat pel navegador 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja l’opció de previsualitzar el 
curs 
 
 2. El sistema genera el fitxer XML amb totes 
les dades necessàries de la base de dades i 
obre el curs en una nova pestanya del 
navegador 
 
3.3.12. Afegir suggeriment 
Actors: client 
Semàntica: el client desitja afegir un comentari o suggeriment sobre una pantalla 
Precondició: existeix la pantalla i no està validada 
Postcondició: s’enregistra un suggeriment sobre una pantalla 
Curs típic d’esdeveniments 
Usuari Sistema 
1. El client pitja sobre el botó d’afegir 
suggeriment d’una pantalla 
 
 2. El sistema mostra una pantalla amb un 
camp de text que li permet enregistrar 
tants suggeriments com desitgi 
3. El client afegeix els suggeriments i /o 
comentaris que trobi pertinents 
 
 4. El sistema enregistra aquests 
suggeriments a la base de dades 
 
 




3.3.13. Consultar suggeriments 
Actors: usuari 
Semàntica: l’usuari desitja consultar els suggeriments pertanyents a un curs o pantalla 
Precondició: el curs o pantalla existeix 
Postcondició: es mostren els suggeriments per pantalla 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’usuari pitja el botó corresponent a 
consultar els suggeriments que hi ha de la 
pantalla o curs 
 
 2. El sistema obté aquesta informació i la 
mostra per pantalla 
 
3.3.14. Marcar suggeriment realitzat 
Actors: empleat 
Semàntica: l’empleat desitja marcar un suggeriment com a realitzat 
Precondició: existeix el suggeriment 
Postcondició: s’enregistra al sistema que el suggeriment està realitzat 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat accedeix als suggeriments del 
curs que desitja 
 
 2. El sistema mostra tots els suggeriments 
amb un checkbox al costat de cada un 
3. L’empleat marca el checkbox corresponent 
al suggeriment realitzat i desa els canvis 
 
 4. El sistema enregistra els canvis a la base 
de dades 
 
3.3.15. Validar pantalla 
Actors: client 
Semàntica: el client desitja validar una pantalla 
Precondició: la pantalla existeix 
Postcondició: s’enregistra que la pantalla està validada 
 
 




Curs típic d’esdeveniments 
Usuari Sistema 
1. El client pitja el botó que valida una 
pantalla 
 
 2. El sistema enregistra la pantalla com a 
validada en la base de dades 
 
3.3.16. Afegir usuari 
Actors: empleat 
Semàntica: l’empleat desitja afegir un usuari al sistema 
Precondició: - 
Postcondició: s’enregistra un nou usuari 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja la pestanya corresponent a 
Gestió d’usuaris 
 
 2. El sistema mostra la informació relativa 
als usuaris existents per pantalla i les 
opcions que ofereix 
3. L’empleat pitja l’opció d’afegir un nou 
usuari 
 
 4. El sistema mostra per pantalla el 
formulari pertinent per a afegir el nou 
usuari 
5. L’empleat omple el formulari amb les 
dades del nou usuari i per acabar pitja el 
botó d’afegir. 
 
 6. El sistema enregistra les dades de l’usuari 
 
3.3.17. Consultar usuaris 
Actors: empleat 
Semàntica: l’empleat desitja consultar els usuaris existents al sistema 
Precondició: - 
Postcondició: es mostra un llistat amb tots els usuaris existents al sistema 
 
Curs típic d’esdeveniments 
Usuari Sistema 
1. L’empleat pitja la pestanya corresponent a 
Gestió d’usuaris 
 




 2. El sistema mostra un llistat de tots els 





























4.1. Tecnologies i eines usades 
En aquest capítol explicarem el conjunt d’eines i tecnologies que s’han utilitzat per al 




És una eina escrita en PHP amb la intenció de manejar l’administració de MySQL a través de 
pàgines web, utilitzant Internet. Actualment pot  
- crear i esborrar bases de dades 
- crear, eliminar i modificar taules 
- esborrar, modificar i afegir nous camps 
- executar qualsevol sentència SQL 
Aquesta eina corre en màquines amb Servidors Web i Suports de PHP i MySQL, així doncs, la 
tecnologia ha anat variant durant el seu desenvolupament. Amb ella s’ha generat la base de 
dades de l’aplicació i s’han pogut editar còmodament les seves taules i atributs. 
 
Netbeans IDE 7.0.1 
El desenvolupament de l’eina s’ha realitzat bàsicament sobre Netbeans. Aquest és un entorn de 
desenvolupament integrat lliure (IDE), és a dir, un programa informàtic composat per un 
conjunt d’eines de programació empaquetat com un programa d’aplicació que consisteix en un 
editor de codi, un compilador, un depurador i un constructor de interfície gràfica. És un 
producte lliure i gratuït sense restriccions d’ús. Algunes de les seves característiques són: 
- Administració de les interfícies d’usuari 
- Administració de les configuracions de l’usuari 
- Administració d’emmagatzematge (guardant i carregant qualsevol tipus de dada) 
- Administració de finestres 
- Framework basat en assistents 
 
FileZilla 
És un client FTP multiplataforma de codi obert i software lliure. Suporta els protocols FTP, 
SFTP i FTPS. Les seves característiques són les següents: 
- Permet a un usuari crear una llista de llocs FTP amb les seves dades de connexió 
- Registre de missatges : mostra en forma de consola les comandes enviades per FileZilla 
i les respostes del servidor remot 
- Vista d’arxiu i carpeta: proporciona una interfície gràfica per a FTP i permet als usuaris 
navegar entre les carpetes 
- Cua de transferència: mostra en temps real l’estat de cada transferència activa o en cua 





El Model Conceptual de l’aplicació s’ha realitzat amb ArgoUML. És una aplicació que permet 
realitzar diagrames UML escrita en Java i publicada sota la llicència BSD. S’ha utilitzat aquesta 




El desenvolupament de l’eina s’ha realitzat principalment en llenguatge PHP.  
És un llenguatge de programació d’ús general, que consisteix en el processament de les 
peticions d’un usuari mitjançant la interpretació d’un script en el servidor web per tal de generar 
pàgines HTML dinàmicament com a resposta. Va ser dissenyat originalment per al 
desenvolupament web de contingut dinàmic. És dels primers llenguatges que s’ha pogut 
incorporar en un document HTML, en comptes de cridar a un arxiu extern que processi les 
dades. 
El codi és interpretat per un servidor web amb un mòdul de processador de PHP que genera la 
pàgina web resultant. A part, PHP pot ser utilitzat en la majoria de servidors web, a l’igual que 
ho pot fer en quasi tots els sistemes operatius i plataformes sense cap cost. 
 
MySQL 
La base de dades de l’aplicació és MySQL.  
És un sistema gestor de bases de dades (SGBD) relacional, multifil i multiusuari amb més de sis 
milions d’instal·lacions. S’ha escollit ja que és un software lliure i té un reconegut prestigi, 
fiabilitat, velocitat, rendiment, facilitat d’administració i connexió amb altres productes. 
 
HTML 
Per al disseny de la interfície d’usuari s’ha treballat amb HTML (alternat amb PHP).  
HTML són les sigles de HyperText Markup Language, llenguatge de marcat de hipertext. Un 
llenguatge de marcat, és una manera de codificar un document que, junt amb el text, incorpora 
etiquetes que contenen informació addicional sobre l’estructura del text o la seva representació. 
Fa referència al llenguatge de marcat predominant per a l’elaboració de pàgines web que 
s’utilitza per a descriure i traduir l’estructura i la informació en forma de text.  
 
AJAX (Asynchronous JavaScript and XML) 
Inicialment, l’aplicació va començar desenvolupant-se en HTML i PHP, treballant i afegint les 
funcionalitats més bàsiques que havia de presentar. Però a mesura que s’avançava es va trobar la 
necessitat de treballar amb una mena de tecnologia anomenada AJAX.  




AJAX no és ni un llenguatge de programació propi ni una tecnologia en sí, sinó que és una mena 
d’ús de JavaScript per interactuar amb el servidor de manera asíncrona. Incorpora una sèrie de 
tecnologies que s’han acabat adoptant per al desenvolupament de Course Generator. 







Una aplicació AJAX elimina, de la interacció amb la web, la situació de arrancar-parar-
arrancar, introduint un intermediari entre l’usuari i el servidor. El fet de combinar les crides 
asíncrones al servidor i la seva corresponent resposta és el que fa que AJAX jugui el seu paper 
important, ja que inclús es combina perfectament amb el JavaScript local. 
Els principals avantatges que presenta són: 
- Millora de la interfície d’usuari de l’aplicació 
- El tràfic de dades amb el servidor es pot reduir de manera considerable 
- De manera dinàmica, només s’actualitza una part de la web sense necessitat de 
recarregar-la sencera 
- És independent de la plataforma on s’executi 
 
JavasScript 
És un llenguatge de scripts desenvolupat per tal d’incrementar les funcionalitats del llenguatge 
HTML. Els scripts són seqüències de comandes o instruccions basades en objectes que són 
interpretades pel navegador, i que ens permeten des de mostrar un missatge per pantalla fins a 
controlar la resolució de la finestra del navegador. 
JavaScript és un llenguatge interpretat (cada línia del programa és llegida, traduïda a llenguatge 
màquina i executada), per tal, no requereix compilació. El navegador de l’usuari s’encarrega 




Hem utilitzat CSS (fulls d’estil en cascada) per tal d’establir l’estil de disseny dels elements de 
l’aplicació. 
CSS és un llenguatge utilitzat per a definir la presentació d’un document estructurat escrit en 
HTML o XML. Aquesta informació d’estil pot estar adjuntada com un document per separat o 
en el mateix fitxer HTML. Gràcies a aquest llenguatge, podem personalitzar les etiquetes 
HTML corrents per a que compleixin unes característiques concretes.  




Un altre aspecte important de CSS és que separa completament la informació per a la 
presentació d’una pàgina i el seu contingut, amb lo qual s’agilitza enormement el disseny sense 
haver de canviar una sola línia de codi. Tant és així que podem declarar aquests fulls d’estil dins 
d’arxius independents de la pàgina i accedir després a la seva informació quan ho necessitem. 
 
XML 
El fitxer que conté la informació d’un curs i que el navegador ha d’interpretar per tal de 
reproduir-lo està escrit en XML. 
XML són les sigles de eXtensible Markup Language (llenguatge de marques extensible). És un 
llenguatge que permet definir la gramàtica de llenguatges específics per tal d’estructurar grans 
documents. A diferència d’altres llenguatges, XML dóna suport a bases de dades, sent útil quan 
vàries aplicacions han de comunicar-se entre sí. 
És una tecnologia senzilla que té al seu voltant altres que la complementen i la fan molt més 
gran i amb possibilitats majors. En l’actualitat té un paper molt important, donat que permet la 
compatibilitat amb altres sistemes per a compartir informació de manera segura, fàcil i fiable. 
 
JSON 
Acrònim de JavaScript Object Notation, és un format lleuger per a l’intercanvi de dades. La 
simplicitat que suposa ha donat lloc a la generalització del seu ús, especialment com a 
alternativa a XML en AJAX. És molt més senzill escriure per a JSON un analitzador sintàctic 
(parser). En JavaScript, un text JSON es pot analitzar fàcilment utilitzant el procediment eval(). 
 
Framework Prototype 
Un framework és un conjunt d’eines i utilitats destinades a la construcció d’un determinat tipus 
d’aplicacions. Degut a lo complicat que pot arribar a ser la compatibilitat entre els diferents 
navegadors, van començar a sortir llibreries JavaScript que realitzaven moltes de les funcions 
més comunes d’una aplicació AJAX. 
Prototype és un framework dels més extensos i fàcils d’utilitzar, orientat a desenvolupament 
senzill i dinàmic d’aplicacions web. Prototype permet el desenvolupament àgil i senzill de 
pàgines web i proveeix al client d’una manera més ràpida d’accedir al servei que sol·licita. S’ha 
convertit en una referència bàsica d’AJAX i és la base d’altres frameworks i llibreries 
relacionats com Jquery.  
Per a la implementació d’algunes funcionalitats de l’aplicació s’ha utilitzat una funció d’aquest 
framework per a AJAX, Ajax.Request, que és la principal utilitzada per a la petició AJAX i el 
procés dels resultats. 
 





És una biblioteca de JavaScript optimitzada, petita, ràpida i lleugera que permet simplificar la 
manera d’interactuar amb documents HTML. Aquesta llibreria proporciona una capa 
d’abstracció de la pàgina general, sent d’utilitat per a quasi qualsevol situació de programació. 
Disposa d’una gran quantitat de funcions que, a més a més, van incrementant-se i modificant-se 
de manera continuada, pel que es fa complicat realitzat el seu propi seguiment actualitzat. 
 
4.2. Arquitectura global del sistema 
S’ha decidit realitzar el desenvolupament de l’aplicació seguint una arquitectura basada en el 
model client/servidor, donat que podem distingir clarament aquests dos nodes: 
Usuari 
- És qui inicia peticions i sol·licituds, té un paper actiu en la comunicació 
- Espera i rep informació del servidor 
- És connecta a través de la interfície d’usuari 
Servidor 
- Un cop es connecta, espera a rebre les peticions de l’usuari, té un paper passiu en la 
comunicació 
- Al rebre la petició, el servidor la processa i envia una resposta 
- Accepta un gran número d’usuaris connectats simultàniament 
Inicialment s’havia mirat d’estructurar el desenvolupament, dins d’aquest model client/servidor, 
en tres capes, però finalment s’ha decidit seguir una estructura d’una única capa, donat que la 
lògica de l’aplicació i l’accés a la base de dades són molt simples. 
Cadascun dels fitxers de la lògica de l’aplicació defineix una pantalla concreta, amb les 
funcionalitats que haurà de resoldre i les consultes a  la base de dades pertinents. Aquests fitxers 
segueixen un patró per a fusionar el que podrien ser les tres típiques capes en una de sola: 
- Capa de presentació: és la que s’encarrega de representar la informació que veurà 
l’usuari i de comunicar-se amb ell. Les peticions que generi aquest la capa les envia a la 
capa de domini. 
- Capa de domini: és la part del sistema encarregada de rebre la informació de la capa de 
presentació i realitzar les funcionalitats pertinents. Un cop obtinguts el resultats els 
envia a la capa de dades. 
- Capa de dades: és la part que enregistra els resultats de les peticions calculades a la capa 
de domini. 
Aquestes tres capes es veuen fusionades en un mateix fitxer, de manera que: 
- Cada fitxer conté la lògica de la pantalla de l’aplicació que representa 
- Cada fitxer conté també el codi encarregat de recollir les dades de la interfície i realitzar 
els càlculs necessaris amb aquestes 
- Per acabar, cada fitxer conté els accessos a la base de dades que es necessitin 




A continuació veure’m un exemple del resultat d’aquesta fusió amb el fitxer 
anadir_template.php que, tal com indica el seu nom, és la pantalla que mostra el formulari que 











A la Figura 3 es mostra la part del codi referent a la capçalera de la pàgina: 
- S’inclou el fitxer conexion.php, que és el que estableix la connexió amb la BD 
- Agafem l’usuari de las sessió actual i diferenciem aquest en ‘administrador’, ‘empleat’ 
o ‘client’ i afegim la capçalera que li pertoca. 
Aquesta primera part ja conté una fusió de capes, donat que realitza una consulta a la base de 












Figura 3: Capçalera de la pàgina 
Figura 4: Part prèvia del formulari 




A la Figura 4 veiem la part de codi prèvia al formulari: 
- L’script que s’executa per tal de validar que tots els camps del formulari s’han omplert 
- El bloc PHP que calcula i obté dades necessàries que caldrà mostrar en el formulari 
En aquesta segona part, podem apreciar un bloc de codi PHP que realitza una consulta a la BD, 
la que es guarda a la variable $sql1: 
SELECT * FROM plantilla WHERE id_curso = ‘id_curso’ 
Aquesta consulta obté totes les pantalles del curs amb identificador id_curso i a continuació, en 
un while comprovem si aquest curs ja té una pantalla d’introducció.  





















 Figura 5: Formulari 




Tal com veiem, a la Figura 5 es mostra el codi relatiu al formulari de la pàgina. 
Aquesta part és pràcticament la lògica relativa a la presentació de la informació de cara a 
l’usuari, per això la majoria del codi és realitzat amb HTML, exceptuant els bocins de codi en el 
que es necessita calcular o realitzar alguna consulta a la base de dades, que es realitzen en PHP, 
com per exemple, la consulta que havíem deixat pendent. Podem veure com acaba de realitzar-
la en aquesta part del codi. 
En general, a la Figura 5 és mostra prou bé la fusió de les tres capes que havíem esmentat, estem 
bolcant la informació de la pàgina mentre realitzem accessos a la BD i càlculs de resultats. 
 
Per acabar, a la Figura 6 observem la lògica interna que es realitza quan es pitja el botó de 
Continuar. Aquest codi obté tots els valors dels camps del formulari, i els guarda per a passar-
los a la següent pantalla, en la que finalment podrà emmagatzemar-los a la base de dades. 
 
4.3. Disseny interfície d’usuari 
En aquest capítol veurem en detall el disseny de la interfície de l’usuari, això és els mapes 
navegacionals d’aquesta, i el disseny tan intern com extern. 
 
4.3.1. Mapes navegacionals 






Figura 7: Mapa navegacional Login 
Figura 6: Lògica interna 





A la Figura 7 es mostra la navegació des de la pantalla de login, la pàgina en la que l’usuari 
(client o empleat) entra les seves dades per tal d’accedir al sistema. Una vegada introduïdes les 
dades s’accedeix a la pantalla d’inici concreta pel tipus d’usuari. 
- La del client només li permet consultar els cursos que té creats 




En la Figura 8 podem observar les funcionalitats que s’ofereixen a la pantalla d’inici quan s’ha 
registrat un empleat de Triagonal. Aquestes són: 
- Consultar projectes: l’empleat podrà consultar els cursos dels que n’és l’encarregat i, en 
cas que l’empleat sigui també l’usuari administrador del sistema, se li oferirà l’opció de 
veure tots els cursos creats al sistema. 
- Crear projecte: l’empleat registrat podrà crear un nou curs des de zero. 
- Gestió usuaris: l’aplicació li permetrà a l’empleat consultar quins usuaris hi ha creats al 
sistema i afegir-ne de nous 
- Administració: ofereix les funcionalitats necessàries per afegir noves plantilles i 
estructures de cursos 
Figura 8: Mapa navegacional Inici empleat 
Figura 9: Mapa navegacional Consultar projectes 





A la Figura 9 és mostren les funcionalitats a les que podem accedir des de que consultem un 
curs.  
- Estructura del curs: mostra en una taula un esquema de les pantalles que hi ha creades 
pel curs en el sistema.  Aquesta taula permet reordenar les pantalles i, per cada una 
d’elles, es permeten diferents funcionalitats, com ara previsualitzar la pantalla, editar-la, 
activar-la o desactivar-la,...  
- Modificació de la configuració: permet editar la configuració que hi ha establerta del 
curs, per tal d’ajustar el disseny d’aquest al gust del client sempre que es vulgui. 
- Nou template: és la funcionalitat que permet a l’empleat afegir una nova pantalla del 
curs. 
- Edició template: un cop s’ha afegit una nova pantalla del curs, aquesta funcionalitat 

















- Llistat d’usuaris: permet consultar els usuaris creats al sistema i veure si en són 
empleats o clients. 
- Afegir usuari: tal com el nom mostra, permet afegir un nou usuari al sistema 
Figura 10: Mapa navegacional Gestió usuaris 
Figura 11: Mapa navegacional Administració 




A la Figura 11 veiem la interacció de l’aplicació per a l’administració del sistema: 
- Llistat del sistema: mostra un llistat de totes les plantilles per a cursos existents, així 
com un altre llistat amb tots els fitxers d’estructures diferents per a generar aquests 
cursos 
- Afegir plantilla: permet a l’empleat afegir una nova plantilla d’un curs al sistema, per 
tal de poder-la escollir quan es desitgi en el moment d’afegir una nova pantalla al curs 
- Afegir interactiu: permet pujar al sistema un fitxer amb una nova estructura de curs 
 
4.3.2. Disseny extern 
En aquest capítol veurem cada una de les pantalles de l’aplicació i veurem com interactuen entre 
elles per tal d’accedir d’una a l’altre. 
El disseny global de l’aplicació s’ha realitzat de manera que es mostrés una interfície amigable i 
senzilla per a l’usuari. Tant la interfície d’empleat com la de client segueixen la mateixa 
estructura: 
- A dalt a l’esquerra apareix sempre el logotip de l’empresa Triagonal i el de l’aplicació 
Course Generator. 
- Tota l’aplicació segueix la mateixa tonalitat de colors blaus, de manera que dóna  
harmonia 
- Les funcionalitats principals del sistema estan organitzades en pestanyes i sempre són 
accessibles des de qualsevol pantalla 
- En tot moment s’indica en quin punt de l’aplicació s’està actualment 
- S’ha afegit icones més intuïtives per algunes de les accions permeses amb una 
explicació breu al passar el ratolí al damunt 
- L’aplicació ofereix visibilitat, totes les funcionalitats ofertes per l’aplicació són fàcil de 
veure 
- Segueix una homogeneïtat, s’ha definit una sèrie de regles uniformes de disseny que 
segueixen la representació de la informació, els formularis,... 
Totes aquestes decisions s’han pres sota l’edició d’un fitxer CSS per tal d’explotar la propietat 
de reusabilitat: les taules segueixen la mateixa classe de disseny, els menús, botons, etc. 




Pantalla de registre 
La pantalla inicial de l’aplicació és la de registre: 
 
A la Figura 12 veiem la pantalla de registre de l’aplicació. En aquesta es mostra una breu 
introducció de les funcionalitats que permet l’aplicació per als usuaris i un requadre on l’usuari 
pot introduir el seu nom i contrasenya per tal d’accedir a Course Generator. 
 
Pantalla inicial d’empleat 
Un cop s’ha registrat un empleat a l’aplicació apareix la pantalla següent: 
Figura 12: Pantalla de registre 
Figura 13: Pantalla d’inici d’empleat 




Podem observar a dalt a la dreta, que l’usuari que s’ha registrat té el nom admin. 
Aquesta és la pantalla inicial de l’aplicació, en la que es mostren tots els projectes existents al 
sistema. Per l’exemple de la Figura 13, només existeix un projecte actualment.  
Per cada projecte es mostra el logotip de l’empresa client del curs (Logitech), el nom que se li 
ha donat (TVCamp), i els dos usuaris que mantenen la relació amb el projecte, que són l’empleat 
de Triagonal administrador i l’empleat de l’empresa client encarregat del curs, client.  
- La icona   permet visualitzar la informació bàsica del curs: descripció del curs i el 
públic al qual va dirigit: 
- L’enllaç previsualizar permet previsualitzar el curs en una pestanya nova 
- L’enllaç codigo xml permet mostrar el codi en XML en una pestanya nova, d’aquesta 
manera, algun empleat que entengui com funciona el fitxer pot comprovar l’estructura, 
si ho desitja 
Per tal de consultar un dels cursos més concretament només cal pitjar damunt del nom del curs. 
 
Pantalla de consulta d’un curs 
Un cop accedim a un dels cursos es mostra la informació referent a aquest de la següent manera: 
 
Figura 14: Inici d’empleat amb informació 
Figura 15: Pantalla de consulta d’un projecte 




Podem observar a la Figura 15 que la pantalla queda estructurada de la següent manera: a 
l’esquerra hi ha un menú d’opcions i la resta mostra l’estructura del curs. 
Les opcions que mostra el menú són: 
- Estructura del curs: és la pàgina actual 
- Editar configuració: et permet accedir a la pantalla de modificació de la configuració 
- Afegir template: aquesta opció et permet crear i afegir una nova pantalla al curs 
Veiem a la pantalla actual (estructura del curs) que la informació està esquematitzada en una 
taula on cada fila és una pantalla diferent. Per cada una d’elles es defineixen una sèrie de 
variables que la descriuen: 
- OK : aquesta variable indica si el client del projecte ha validat aquesta pantalla 
(requadre verd) o no encara (requadre vermell). Mentre una pantalla no estigui validada 
no es pot donar per finalitzat un curs. 
- Orden : aquesta variable té un comportament molt senzill, indica únicament quin és 
l’ordre de la pantalla en el curs. Per cada curs només existeix una única pantalla de tipus 
introducció, i aquesta sempre tindrà ordre 0. 
- Esquema : aquesta variable indica si la pantalla és de tipus introducció, capítol o 
subcapítol. Podem observar igualment, que per donar una imatge més senzilla, els 
capítols estan remarcats amb un color de fons un xic més fosc que els subcapítols. 
- Título : mostra el títol de la pantalla per a facilitar a l’usuari de quina pantalla es tracta. 
- Tipo del template : defineix la plantilla de pantalla en la que està basada aquesta. Per a 
l’exemple de la Figura 11 és el template general. 
 
A continuació de les variables explicades anteriorment apareixen una sèrie de icones que són 
importants per a l’edició dels cursos: 
- Copiar : tal com el nom de l’enllaç indica, permet copiar tota la pantalla sencera, amb 
l’estructura interna d’aquesta, això és tots els elements que la composen amb les 
variables que tenen definides. Si l’usuari desitja realitzar una còpia d’una pantalla 
només cal que ho pitgi i automàticament apareix una nova icona Pegar. 
 
 
Figura 16: Copiar-Enganxar 




- Pegar : podem observar a la Figura 16 com s’ha afegit aquesta icona a cada fila de la 
taula. Això permetrà enganxar la pantalla copiada com una pantalla nova en la posició 
següent de la fila on enganxem. Automàticament es mostra un requadre que ens 
pregunta si desitgem enganxar la nova pantalla com a capítol o subcapítol del curs. 
Veiem, per exemple, que volem enganxar la pantalla com un subcapítol del capítol 2 
(Mercado/Categoría): 
 
La Figura 17 mostra el requadre que apareix quan volem enganxar una nova pantalla. 
 
Podem observar a la Figura 18 com s’ha enganxat la nova pantalla amb ordre 3, és un 
subcapítol del capítol 2, i té el mateix títol que la pantalla d’ordre 1. 
- xml : mostra en una nova pestanya el codi XML que es generaria de la pantalla. 
-   : permet previsualitzar la pantalla en una nova pestanya. 
-  : és la icona que permet modificar l’estructura, elements i variables d’una pantalla. 
(La veurem més endavant) 
-  : aquesta icona mostra els suggeriments realitzats pel client del projecte per aquella 
pantalla concreta, en cas de no haver-hi no fa res. 
-  i  : en aquesta aplicació no s’esborren pantalles, sinó que s’activen o es 
desactiven. Quan la icona és verda la pantalla està activada, de manera que es mostrarà 
en el curs, mentre que si la icona és vermella la pantalla estarà inactiva i no apareixerà 
en el curs. 
-   i  : permeten reordenar capítols. Fixem-nos que, en la Figura 18, aquestes fletxes 
grans tan sols apareixen per les pantalles de tipus capítol. 
-   i  : aquestes són les fletxes petites, les que permeten ordenar subcapítols dins 
d’un capítol. No es permet canviar un subcapítol de capítol. 
 
Figura 17: Requadre consulta 
Figura 18: Pantalla enganxada 




Pantalla de modificació de la configuració 
Quan accedim a l’opció del menú Editar configuración es carrega el següent formulari: 
 
Figura 19: Pantalla Modificar configuració 




A la Figura 19 podem veure una sèrie d’apartats: control, velocitat, logos,... amb un símbol ‘+’ 
al costat. Si pitgem aquest símbol s’amplia l’apartat permetent a l’usuari omplir els camps 
corresponent a cada variable de la configuració del curs: 
 
A la Figura 20 s’ha pitjat el símbol ‘+’ de l’apartat velocitat i podem comprovar com s’ha 
ampliat, mostrant així les variables corresponents. També podem observar com el símbol ‘+’ a 
passat a ser un ‘-’. Per a tornar a amagar l’apartat només cal que pitgem damunt del nou símbol. 
Si ens fixem, els valors dels camps de les variables estan omplerts, això és degut a que la 
configuració d’aquest curs ja ha estat editada anteriorment. Quan un curs és recent creat ninguna 
de les variables de la configuració té cap valor. 
Un cop l’usuari hagi realitzat els canvis pertinents pot desar els canvis pitjant damunt del botó 
Guardar configuración. Immediatament apareix de nou a la pantalla de consulta del curs que en 
mostra la seva estructura. 
 
Pantalla d’afegir una nova pantalla 
L’altra opció que ens ofereix el menú de l’esquerra és la d’afegir una nova pantalla al curs, 
Añadir template. El formulari que apareix varia depenent de si s’ha creat ja la pantalla 
d’introducció al curs o no, de la següent manera: 
 
Figura 20: camp ampliat 
Figura 21: Pantalla Afegir template amb opció introducción 




El formulari de la pàgina té dos camps: el tipus de pantalla que serà i la plantilla que desitgem 
per a la nova pantalla. 
A la Figura 21 podem observar com es donen 3 opcions pel tipus de pantalla: introducció, 
capítol i subcapítol. Aquest cas particular es donarà quan encara no s’hagi creat la pantalla 
d’introducció del curs.  
 
 
Un cop s’hagi creat la pantalla d’introducció del curs, quan vulguem afegir una nova pantalla, ja 
no ens donarà l’opció de crear una pantalla de introducció, donat que només n’hi ha d’haver 
una. 
L’usuari seleccionarà el tipus que desitgi i la plantilla. Per a passar a editar els elements de la 
plantilla i desar els canvis cal prémer el botó Continuar. 
 
Pantalla d’edició dels elements d’una pantalla 
Un cop creada la nova pantalla cal editar-ne els seus elements. El formulari pertinent varia un 
xic depenent de si la pantalla és de capítol o de subcapítol: 
 
Figura 22: Pantalla Afegir template sense opció introducción 
Figura 23: Pantalla Edició elements pantalla capítol 




La Figura 23 mostra el formulari corresponent a l’edició dels elements d’una pantalla capítol.  
L’única diferència que existeix entre aquest formulari i el corresponent amb el d’una pantalla 
subcapítol són els camps menú i distància menú. Aquests valors existeixen només pel tipus de 
pantalla capítol, donat que el menú que es mostrarà en tot moment en un curs està composat 
amb els capítols. 
- menú: amb aquest valor indiquem quin format desitgem pel menú 
- distància menú: i amb aquest definim la distància entre les opcions del menú 
Amb aquests camps es generen unes variables al fitxer final XML que determinen el menú del 
curs: 
 
A la Figura 24 veiem un exemple del codi resultant del menú d’un curs. El camp menú de la 
primera pantalla capítol és ‘menu_LGT.swf’, i la distància menú de ‘0’. Podem veure que per la 
resta de les pantalles capítol del curs sempre s’ha escollit el mateix format de menú, però que, 
exceptuant la primera pantalla, la resta tenen una distància de 25. A continuació podem veure un 
exemple de com es veu el menú en el curs: 
Figura 24: Exemple codi menú 
Figura 25: Mostra menú 
MENÚ 




La Figura 25 ho mostra clarament. Les 8 línies de codi del fitxer XML corresponen a les 8 
opcions del menú del curs. Com sabem però, quin és el text que li correspon? Per a contestar 
aquesta pregunta cal que definim primer els altres camps del formulari: 
- Description: és una breu descripció de la pantalla 
- Color per defecte de la configuració: aquest camp permet modificar únicament per la 




Com podem observar a la Figura 26, el formulari ens permet escollir d’entre tots els colors de la 
configuració (en l’exemple s’ha escollir el color gamafriaA) i el valor hexadecimal pel qual el 
vols canviar. 
- Elements: una pantalla està formada per N elements, sent N el número d’elements 
màxim que permet la plantilla que s’ha seleccionat per a la pantalla que estem editant. 
Cada un dels elements està composat per un text, una imatge, un so i/o una animació. 
Això permet reproduir quatre tipus d’elements al mateix instant: 
 L’element 1 és reprodueix en l’instant 1 de temps, per tant, els seus components 
també 
 L’element 2 és reprodueix en l’instant 2 de temps, per tant, els seus components 
també 
... 
 L’element N és reprodueix en l’instant N de temps, per tant, els seus 
components també 
Per accedir a l’edició de cada component d’un element només cal que pitgem al requadre 
corresponent, i per a amagar-lo cal tornar a pitjar-lo. Les correspondències són: per text, txt; per 






Figura 26: canvi del color per defecte 





Abans, quan s’ha explicat el camp menú de la pantalla, s’ha esmentat com es coneix quin text és 
el corresponent a cada una de les opcions del menú del curs. Per a cada pantalla de tipus capítol, 
el component text de l’element 1 és el valor que es recull per a generar el menú. 
 
A la Figura 27 podem veure com s’ha pitjat al requadre TXT i s’ha ampliat el formulari per a 
poder editar el component. A continuació fem una breu descripció dels camps: 
- Texto 1 : en aquest camp d’escriptura s’introdueix el text en qüestió 
Posició i mesura 
- x i y : són les coordenades on anirà col·locat el text en la pantalla del curs 
- w i h : són l’amplada i altura desitjada 
- size : com bé indica el seu nom, és la mesura del text 
- align : permet alinear el text a l’esquerra, centre, dreta de la pantalla o justificat 
Propietats i efectes 
- colour : té una paleta de colors que permet escollir el color del text 
- hide : en aquest camp de text s’introdueixen els números dels elements de la pantalla 
que desitgem que desapareguin en el mateix instant que apareix l’actual, separats per 
coma. Per exemple, si estem editant el text de l’element 3 i desitgem que quan aquest 
text aparegui al curs desapareguin els texts 1 i 2, aleshores el camp hide del text 3 
prendrà el valor ‘1,2’. 
- show : es comporta com l’atribut hide, però en comptes de desaparèixer els elements 
indicats, apareixen en el mateix moment que l’actual que s’edita. 
- showtime : permet que el text aparegui en el mil·lisegon indicat respecte a l’origen del 
so del mateix element. Per exemple, si estem editant el text de l’element 1 i posem 
Figura 27: edició del text 




showtime = 8000, aquest text apareixerà exactament 8 segons després que hagi 
començat el so de l’element 1. 
- effect : permet que el text aparegui gradualment d’esquerra a dreta (right) o de dalt cap a 
baix (down). 
- effectSpeed : la velocitat de l’efecte gradual explicat anteriorment es defineix a la 
configuració del curs, però per un sol element es pot variar amb aquesta variable 
- xPlus i  yPlus: aquests valors serveixen per a desplaçar-se (xPlus, yPlus) píxels des de 




- Imagen 1 : és el camp que indica quina imatge volem carregar 
Posició i mesura 
- x i y : són les coordenades on anirà col·locada la imatge 
- xscale i yscale : són els escalats que s’aplicarà a la imatge 
Propietats i efectes 
- hide : funciona igual que amb el component text. 
- show : funciona igual que amb el component text. 
- showtime : funciona igual que amb el component text. 
- effect : aquest camp presenta l’efecte per a mostrar la imatge, amb una intensificació o 
un zoom 
- transparency : indica el percentatge de transparència que ha de mostrar la imatge, entre 
0 i 100 
Figura 28: edició de la imatge 




- xPlus i  yPlus: funcionen igual que amb el component text. 
- showWindow : si seleccionem true, permet visualitzar la imatge al 100% per damunt de 
tot el contingut 
 
ANIMACIÓ 
Aquest és el component més complex, donat que permet editar popups.  
Per començar veurem les variables principals, que són les de posicionament/mesura i les de 
propietats/efectes: 
 
A la Figura 29 veiem la part principal del formulari, amb els camps bàsics de l’edició. 
- Animació 1: és el camp que permet a l’usuari cercar l’animació (en format SWF) per a 
carregar-la al curs 
Posició i mesura 
- x i y : són les coordenades on posicionada col·locada l’animació 
- xscale i yscale : igual que per la imatge, són els escalats que s’aplicarà a l’animació 
Propietats i efectes 
- hide : funciona igual que amb el component text i imatge 
- show : funciona igual que amb el component text i imatge 
- showtime : funciona igual que amb el component text i imatge 
Figura 29: edició de l’animació 




- linkslide : aquest camp crea un enllaç entre pantalles del curs. Admet dos valors 
possibles 
 self : deté el frame corresponent a l’animació, d’aquesta manera es pot para el 
fluxe 
 capítol_subcapítol : permet a l’usuari anar a la pantalla capítol_subcapítol 
- glossarychar : aquest camp s’utilitza quan el camp linkslide apunta al glossari del curs. 
El valor que prendrà serà la lletra per on s’ha de mostrar el glossari. 
- effect : aquest camp presenta l’efecte per a mostrar l’animació, amb una intensificació o 
un zoom 
- transparency : funciona igual que amb el component imatge 
- xPlus i  yPlus: funcionen igual que amb el component text i imatge 
 
Un cop hem editat els camps principals de l’animació, podem accedir a l’edició dels popups i 
botons de l’animació. A la Figura 30 veiem la part corresponent al formulari de l’animació. 
- swfpopupid i soundpopupid : són una animació i un so, relativament, continguts en 
l’animació que estem editant. Per tant, podem editar una animació i un so que aniran a 
la mateixa pantalla, però que aniran directament enllaçats a l’animació actual. Si 










Figura 30: edició de l’animació (popups) 
Figura 31: exemple popups 




Un cop pitjada la casella s’amplien els camps d’edició. Com podem observar a la Figura 31, 
els camps editables per a l’animació enllaçada són menys que l’animació actual. Això és 
degut a que és una animació especial, no pot tenir popups donat que es podria generar un 
bucle infinit de popups. 
- btntxt : és el següent camp de l’edició de popups (tornant a la Figura 30). Quan 
l’animació carregada sigui de tipus capsa, aquest valor permetrà afegir-li un text a 
aquesta. Per exemple, si posem btntxt = “Descripción general”, amb un 
format d’animació de tipus capsa, quedaria així en un curs: 
 
- shopopClic / shopopOver / shopopAuto : aquests camps són funcions que defineixen 
uns popups que apareixen en un moment o altre depenent del camp. 
 
 shopopClic : per aquesta funció apareixerà un popup de text en el moment que 
hi fem clic 
 shopopOver : per aquest cas el popup apareixerà quan el ratolí passi pel damunt 
de l’animació 
 shopopAuto : amb aquest cas el popup apareix de manera automàtica 
Tots tres tipus permeten editar el popup de la mateixa manera. Només cal pitjar damunt de la 







Figura 32: exemple btntxt 
Figura 33: shopopClic 




L’edició dels popups és molt senzilla. Un popup està composat per dues parts: 
- L’una amb un id, un títol, un so i la mesura. Aquesta mesura està classificada en petita, 
mitjana, gran, pantalla completa i a mesura. Si desitgem que estigui a mesura de 
l’usuari, al seleccionar l’opció es despleguen quatre camps corresponents a les 
coordenades, amplada i altura. 
- L’altra té un id i el contingut. 
 
SO 
L’últim component que cal editar és el so. És el més senzill de tots, donat que només cal 
carregar l’arxiu mp3 i no té cap camp que s’hagi d’omplir. És important saber que, si en un 
element qualsevol no es carrega un text, l’aplicació carregarà un so especial anomenat 
blanco.mp3. Aquest és un fitxer que no reprodueix res, però que permet que la resta dels 
components de l’element es reprodueixin sense so. 
Ara ja s’ha acabat l’edició dels elements de la pantalla. 
 
 
A la Figura 34 podem observar les opcions que l’aplicació li permet a l’usuari en qualsevol 
moment de l’edició. 
-  Afegir : d’aquesta manera es desaran els canvis i s’afegirà, finalment, la pantalla al curs 
- Cancel·lar : si l’usuari prem aquest botó tota la feina feta es desfarà i no es realitzarà cap 









Figura 34: botons edició pantalla 




Pantalla de creació d’un nou curs 
 
La Figura 35 mostra la pantalla de creació d’un curs. 
És un formulari molt senzill on, únicament cal que indiquem l’empleat de Triagonal responsable 
del curs i l’empleat de l’empresa client encarregat d’aquest. 
A continuació cal seleccionar l’idioma i afegir un nom al curs. Per acabar l’empleat ha 
d’introduir una breu explicació sobre què és el curs i el públic al qual anirà dirigit. 
Per a poder reproduir el curs un cop finalitzat, l’usuari ha de seleccionar un interactiu dels oferts 
per l’aplicació que serà el patró que seguirà el curs. 
Figura 35: pantalla creació de curs 




Pantalla de gestió d’usuaris 
Per tal de poder accedir a la gestió dels usuaris, l’empleat ha de pitjar damunt de la pestanya 
pertinent. A continuació és mostra la pantalla que apareix: 
 
Tal com podem observar, la Figura 36 mostra un llistat amb els usuaris que hi ha al sistema (dos 
en aquest cas).  
A part del llistat, a l’esquerra podem veure un menú que ofereix l’opció de veure el llistat 
d’empleats de Triagonal per una banda i el dels clients per una altra. L’última opció del menú és 
la d’afegir un usuari nou al sistema. 
 
Pantalla d’afegiment d’un nou usuari 
A la pantalla de gestió d’usuaris, si pitgem l’opció d’afegir un de nou, es carrega el formulari 
que veiem a continuació: 
Figura 36: pantalla gestió d’usuaris 
Figura 37: pantalla d’afegir un usuari 




Per tal d’afegir un usuari s’han d’omplir els següents camps: 
- Nom i cognoms del nou usuari 
- Adreça electrònica 
- Tipus d’usuari. Cal especificar si el nou usuari és un empleat de Triagonal o és un 
client. 
- Empresa. En el cas que el treballador sigui de Triagonal, aquest camp s’omplirà sol amb 
el nom de l’empresa. Mentre que si és un client s’ha d’afegir manualment. 
- Logotip de l’empresa. Si s’ha seleccionat el tipus d’usuari client, apareix un camp que 
demana el logotip de l’empresa client, per tal de poder mostrar-lo en el seu compte. 
- Nom d’usuari i contrasenya. D’aquesta manera l’usuari podrà accedir a l’aplicació quan 
ho necessiti. 
Un cop omplerts tots els camps només cal que prenem el botó d’afegir i s’enregistraran els 
canvis al sistema. 
 
Pantalla d’administració 
Si l’usuari desitja realitzar algun canvi intern del sistema o consultar-ne la informació només cal 
que pitgi la pestanya Administración en qualsevol moment. 
 
La informació del sistema està composada, bàsicament, de les plantilles de pantalles i els 
interactius (patrons de disseny per als cursos) que tenim creats. 
Aquesta pantalla la podem veure a la Figura 38. Podem observar com s’ha bolcat la informació 
en dos llistats, el de les plantilles, que podem veure el nom d’aquesta i el número d’elements 
que pot tenir com a màxim una pantalla d’aquest tipus; i el dels interactius, que únicament en 
mostra el nom. 
A l’esquerra de la pantalla hi ha un menú que permet afegir una plantilla nova i un interactiu. 
L’opció contenidos del sistema és la corresponent a la de la Figura 38. 
Figura 38: pantalla d’administració 




Pantalla d’afegir una nova plantilla 
Si l’usuari prem l’opció d’afegir una nova plantilla es carrega el formulari següent: 
 
El formulari demana el nom que se li donarà a la plantilla i el número màxim d’elements que 
permetrà contenir una pantalla d’aquest tipus. En el camp que demana el format SWF s’ha de 
cercar l’arxiu que defineix les característiques de la nova plantilla per a que el navegador les 
pugui interpretar en el moment de reproduir el curs. 
Per a desar els canvis només cal prémer el botó d’afegir. 
 











Figura 39: pantalla d’afegir plantilla 
Figura 40: pantalla d’afegir interactiu 




A la Figura 40 podem observar la pantalla pertinent a afegir un nou interactiu als sistema. 
Mostra un formulari amb únicament tres camps: 
- Nom de l’interactiu : és el nom que li hem de donar i  que mostrarà en el llistat de 
selecció d’interactius en el moment que es creï un curs nou (veure Figura 31). 
- Arxiu de l’interactiu : aquest és el fitxer SWF que defineix el patró de disseny. Quan un 
curs té un interactiu, significa que hi ha un fitxer SWF que el defineix i que, per tant, el 
navegador el pot interpretar. 
- Arxiu HTML : és el fitxer que el navegador obrirà quan desitgem veure un curs. Conté 
una estructura especial per al tipus de interactiu que representa.  
 
Pantalla de consulta de suggeriments 
Un cop el client ha vist el curs pot afegir-hi suggeriments. Quan l’empleat de Triagonal 
encarregat d’aquest curs es registri, la pantalla d’inici (Figura 9) mostrarà un avís conforme hi 
ha nous suggeriments pel curs: 
 
A la Figura 41 podem veure com s’adverteix a l’usuari. Si pitgem aquest enllaç podem accedir a 














Figura 41: pantalla d’inici amb suggeriments 
Figura 42: pantalla de consulta suggeriments 




A la Figura 42 podem veure la consulta dels suggeriments fets pel client. Per cada pantalla del 
curs es mostren els suggeriments que li corresponen. Si una pantalla no té cap suggeriment 
simplement diu no hay sugerencias para este slide. 
De la mateixa manera, si desitgem veure els suggeriments d’un slide concret, des de la pantalla 
de l’estructura del curs podem accedir amb la icona . 
 
A la Figura 43 es mostra la pantalla de consulta dels suggeriments d’un únic slide. Apareix una 
casella al costat del suggeriment per tal de donar a l’empleat l’opció de marcar-la un cop s’hagi 
realitzat el suggeriment. Aquest canvi el veurà el client un cop es registri a l’aplicació. 
Si pitgem el botó Volver tornarem a la pantalla inicial. 
 
Pantalla inicial de client 
 
A la Figura 44 podem veure la pantalla inicial d’un usuari client. A dalt, igual que amb un 
empleat de Triagonal, es mostra el nom d’usuari registrat, i al centre el llistat de cursos del que 
n’és encarregat el client. A part, apareix el logotip de l’empresa client. 
Podem observar com, a diferència de la pantalla d’inici d’empleat (Figura 9), les úniques 
opcions que se li permeten al client són les de consultar el curs, veure la informació bàsica a 
través de la icona d’informació i previsualitzar-lo. 
Figura 43: pantalla de consulta suggeriments slide 
Figura 44: pantalla inici de client 




Pantalla consulta d’un curs per client 
 
Aquesta pantalla és la que mostra l’estructura del curs per a un client. Al menú de l’esquerra 
podem veure com únicament pot veure aquesta estructura i els suggeriments que ell mateix ha 
afegit, en els que veurà si l’empleat els ha realitzat o no. 
Per cada pantalla, l’aplicació li permet previsualitzar-la, afegir-ne un comentari o 
validar/invalidar la pantalla segons ho cregui convenient. 
 
Pantalla d’afegir un suggeriment 
 
Quan el client vol afegir un suggeriment apareix el formulari de la Figura 46. Aquest formulari 
conté un camp de text que permet que el client escrigui el seu suggeriment. Finalment li 
proporciona tres opcions: 
Figura 45: pantalla consulta curs client 
 
Figura 46: pantalla d’afegir un suggeriment 
 




- Añadir más sugerencias : si el client ho desitja pot afegir més suggeriments per a la 
pantalla, simplement ha de pitjar el botó i apareixerà un camp de text nou 
- Borrar última sugerencia : com el nom indica, esborra l’últim suggeriment afegit pel 
client 
- Borrar sugerencias : esborra tots els suggeriments del formulari 
Per enregistrar els nous suggeriments només cal prémer el botó Añadir sugerencias. Mentre que 
si desitja no desar els canvis, cal prémer Cancel·lar. 
 
4.3.3. Disseny intern 
En aquest capítol veurem com està dissenyada la interacció pantalla-sistema de l’aplicació. 
Donat que l’arquitectura, com ja s’ha esmentat en el capítol 4.2, és d’una sola capa, en cada un 
dels fitxers PHP que representen les pantalles de l’aplicació es realitzen totes aquestes 
interaccions.  
El disseny extern està realitzat mitjançant HTML, així doncs la majoria de les interaccions estan 
fetes a partir de funcions i esdeveniments que ofereix aquest llenguatge. Podem diferenciar els 
següents tipus d’interaccions que es realitzen amb el nostre sistema: 
- Enviament de formularis (botons) 
- Selecció d’opcions (enllaços i icones) 
- Desplegament de capes 
- Control de dades en camps de text 
 
Enviament de formularis (botons) 
Aquest tipus d’interacció és la més comuna del sistema, donat que la majoria de funcionalitats 
consisteixen en omplir formularis. 
A la Figura 35 del capítol disseny extern veiem el formulari corresponent a crear un nou curs. És 
un formulari dels més senzills que hi ha, però per a tots funciona de la mateixa manera: 
s’estableixen els valors que es desitgen i es pitja el botó per tal d’enviar el formulari al sistema. 
Podem veure el codi referent al botó a continuació: 
 
El tipus de botó és submit, aquest tipus envia les dades del formulari a l’aplicació o al procés 
final quan és pitjat. El procés final és aquell que es crida quan s’envia un formulari, s’indica a 
l’inici d’aquest: 
 




El formulari rep el nom de nuevocurso, s’accedeix als valors dels camps a través del mètode 
post i el procés final és validation(). El codi d’aquest procés és realitzat en javascript. 
 
La funció agafa els valors dels camps del formulari i, si algun d’aquests és buit, genera una 
finestra emergent que li ho indica a l’usuari per tal de permetre-li que els ompli. 
Pel que fa a l’aplicació, un cop es pitja el botó d’enviament, ha de realitzar els càlculs i accessos 
a la base de dades que corresponguin a la funcionalitat, però com ho rep l’aplicació? 
Hem dit abans que, per accedir als camps d’un formulari ho fem mitjançant l’esdeveniment 
post. Aquest esdeveniment envia les dades dels formularis per l’entrada estàndard STDIO i, per 
accedir a elles, només cal escriure-hi ‘$_POST[nom_del_camp]’.  
Donat que el botó d’enviament forma part del formulari, podem saber si s’ha pitjat o no a través 
d’aquest esdeveniment, de la següent manera: 
Quan el botó s’hagi pitjat s’entrarà dins del if i es realitzaran els càlculs necessaris de la 
funcionalitat. 
 
Selecció d’opcions (enllaços i icones) 
Una altra manera d’interaccionar amb el sistema des de la pantalla és a través d’enllaços i 
icones. Aquests ens permeten obrir noves pantalles i realitzar accions que modifiquen l’estat del 
sistema. 
Un exemple dels enllaços el podem veure a la pàgina d’inici de l’aplicació, un cop l’usuari s’ha 
registrat: 
 
A la Figura 48 és mostra una filera del llistat de cursos actuals al sistema. Hi ha 4 enllaços: 
- TVCamp : és el nom del curs, i que ens permet accedir a la consulta concreta d’aquest 
- Previsualizar : tal com el nom indica, permet previsualitzar el curs 
Figura 47: Codi procés final 
 
Figura 48: Exemple d’enllaços 




- Codigo xml : ens mostra el codi del curs en XML 
- Nuevas sugerencias : permet a l’usuari veure els suggeriments que el client ha fet del 
curs 
L’estructura d’un enllaç sempre és realitza de la mateixa manera: 
 
En aquest cas observem el bocí de codi pertanyent a l’enllaç TVCamp, on a estableix un enllaç 
amb el valor href, que descriu la ubicació a la que s’ha d’enllaçar. 
Per tant, un cop l’usuari faci clic damunt l’enllaç, es carregarà la pàgina edicion_curso.php del 
curs relatiu.  
L’enllaç nuevas sugerencias funciona exactament igual. Mentre que previsualizar i codigo xml 
tenen una particularitat: s’obren en pestanyes diferents del navegador: 
 
Aquest codi pertany a l’enllaç codigo xml. Veiem com estrableix l’enllaç amb el component 
href que ja hem explicat, però per tal d’obrir la pàgina que indica, s’ha d’indicar 
target=’_blank’. 
 
Desplegament de capes 
En aquest projecte s’ha utilitzat molt el desplegament de capes degut a la gran quantitat 
d’informació que mostren els formularis, per tal de no ofegar l’usuari amb tants camps. S’ha 
creat diferents tipus de desplegament de capes, adaptant-se a l’acció que l’usuari estava 
realitzant. D’aquesta manera aconseguim que l’aplicació sigui més amigable.  
A continuació veiem els diferents tipus: 
- Capa de tancament de sessió 
- Agrupament d’atributs de configuració per capes 
- Distinció dels components d’un element en imatges 
- Capes dels popups 
 
Capa de tancament de sessió 
Aquesta capa apareix quan l’usuari desitja tancar la seva sessió actual a l’aplicació. De manera 
que, si l’usuari pitja a la fletxa que hi ha al costat del seu nom de sessió apareix aquesta capa: 
Figura 49: Capa de tancament de sessió 






Com podem veure a la Figura 49, l’usuari ha pitjat la fletxa i la capa apareix. Aquesta capa 
ofereix un enllaç Cerrar sesión, si s’hi pitja s’esborren les variables de sessió que hi ha 
actualment i es torna a la pàgina de registre inicial. 
El codi corresponent a la part visual és el següent: 
 
Hi ha dues capes creades, la que té com a identificador login_user, i la que hi té popup_sesion.  
La capa login_user és la que mostra en tot moment de l’aplicació el nom d’usuari que hi ha 
registrat actualment, i podem veure com inclou una imatge (la fletxa) amb un esdeveniment 
onClick() que crida a la funció abrir(). Aquesta és la que s’encarrega d’obrir la capa 
popup_sesion, la capa que permet a l’usuari tancar la sessió amb també un esdeveniment 
onClick() que, en aquest cas, crida a la funció cerrar_sesion(). 
Veiem el codi corresponent a les funcions d’aquests esdeveniments: 
 
 
La Figura 50 mostra aquest codi. 
Podem observar com la funció abrir() guarda en la variable capa l’element que desitja mostrar 
per pantalla, que és en aquest cas la capa popup_sesion. 
Com hem pogut observar en el codi de la capa, hi ha uns atributs d’estil que permet amagar-la, 
són visibility = hidden i display = none. Amb aquests valors aconseguim no només amagar la 
capa, sinó que l’espai que aquesta ocupa quan és visible el pot ocupar un altre element quan la 
capa no es veu. 
Figura 50: Codi esdeveniments 
onClick() 




Així doncs, un cop tenim la capa relativa emmagatzemada a la variable, comprovem en quin 
estat està actualment l’atribut de visibilitat. En cas que sigui hidden la canviem per visible i 
fixem la capa amb display = block. Canviant aquesta última variable a block es genera una nova 
línia per tal de mostrar la capa en ella. 
En cas que la variable de visibilitat sigui visible es realitza l’operació a l’inversa, passant aquest 
a hidden i la de display a none, de manera que la capa torna a quedar amagada. 
En el cas de la funció cerrar_sesion() la lògica és encara més senzilla que l’anterior. Únicament 
redirecciona a la pàgina a la inicial de l’aplicació, la pàgina de registre. 
 
Agrupament d’atributs de configuració per capes 
Aquest és un clar exemple d’una gran quantitat d’informació per un formulari, de manera que es 
va decidir que la millor forma de mostrar-la fos agrupant els camps en diferents capes i així 
l’usuari no es veuria ofegat amb tanta informació. 
Quan l’usuari decideix modificar les variables de configuració d’un curs i accedeix al formulari 
corresponent apareix de la següent manera: 
 
La Figura 51 mostra el formulari tal qual apareix al carregar-se.  
Si l’usuari desitja modificar les variables de control només caldrà que pitgi el símbol de ‘+’. 
 
Figura 51: Formulari de configuració 
Figura 52: Capa desplegada 




A la Figura 52 la capa s’ha desplegat. Podem observar els diferents camps de control per a la 
configuració del curs i permet que l’usuari els modifiqui al seu gust. A part, un cop desplegada 
la capa, el símbol ‘+’ s’ha canviat pel símbol ‘-’, indicant que si hi torna a fer clic al damunt la 
capa es tornarà a plegar. 
El funcionament d’aquest tipus un xic diferent donat que, a part de desplegar la capa, realitza 
l’acció de modificar el símbol que mostra al costat del títol. 
Observem el codi referent a aquesta capa: 
 
Podem apreciar dues capes pel que fa al codi de la capa de Control. La primera té 
d’identificador header_control, i la segona control. 
La primera és la capa que mostra el títol del conjunt de camps que agrupa i la imatge que mostra 
el símbol ‘+’. Igual que en les capes anteriors, per a aquesta imatge hi ha un esdeveniment 
onClick() que crida a la funció que s’encarregarà del desplegament i plegament de la capa 
pertinent. Aquesta funció és abrir_control() (per cada una de les capes, la funció relativa rep el 
nom de abrir_NOMCAPA). 
La segona capa és la que conté tots els camps que s’hauran de mostrar. Inicialment és invisible, 
tal i com podem veure per les variables visibility i display que hem explicat anteriorment. 
Veiem amb més detall la funció abrir_control(): 
 
Seguint el mateix patró que el vist abans, guardem a la variable capa la capa que desitgem obrir 
(capa control) indicant-li el seu identificador. En aquest cas però, guardarem també la capa de la 
capçalera, la que conté el títol i el símbol ‘+’, a la variable capcalera. 




Si la capa capa és invisible haurem de mostrar-la, així que modifiquem els seus valors d’estil a 
visible i bloc igual que en el cas anterior. Ara però, arriba la petita diferència, hem de modificar 
el símbol de ‘+’ pel de ‘-’. Això ho podem fer utilitzant una funció que ofereix javascript, 
innerHTML. Aquesta funció modifica o obté la sintaxis HTML de l’element que ho sol·licita. 
D’aquesta manera podem veure com escrivim el mateix títol però hi modifiquem la imatge que 
mostra. 
Per al cas de tornar a amagar la capa, realitzem les mateixes passes contràriament, amb els 
atributs de visibilitat hidden i none, i tornant a modificar la imatge a la del símbol ‘-’. 
 
Distinció dels components d’un element en imatges 
Com hem pogut veure en el disseny extern de l’aplicació, concretament a la Figura 19, podem 
recordar com es distribueix el formulari de creació d’una nova pantalla del curs. Cada element 
està estructurat en quatre components: text, imatge, animació i so, classificats per una imatge. 
Ja havíem explicat que, al pitjar damunt de la imatge d’una de les components, els camps 
relatius a aquest component es despleguen, això són capes. El funcionament d’aquestes però, té 
alguna diferència amb les que hem vist anteriorment. 
Quan pitgem una de les components es mostra aquesta capa, però si ja n’hi havia una d’oberta 
s’haurà de tancar a l’obrir una de nova. 
Veiem el codi de les capes: 
 
Podem observar un paràgraf que indica el nom de l’element del que es tracta, Elemento_i, on i 
és l’índex d’un for que dibuixa, per cada element d’una plantilla, les seves components i les 
capes que els pertanyen. D’aquesta manera, si una plantilla té com a número dotze elements, la i 
anirà de 1 a 12 dibuixant per pantalla els dotze elements amb les seves components,  
 TEXTO i 
 IMAGEN i 
 ANIMACIÓN i 
 SONIDO i 
Tornant al codi, podem observar les quatre imatges referents a cada component. Cada una 
d’elles té l’esdeveniment onClick() que crida a la funció pertinent. Únicament veurem el cas de 
la component de text, donat que les altres funcionen exactament igual. 
L’esdeveniment onClick() crida a la funció ver_texto(i). Li passa per paràmetre l’índex del for 
per indicar de quin element estem parlant. 
La capa referent a aquesta component la composa el següent codi: 





És una capa amb identificador txt_i. Podem veure com les variables d’estil de la capa estan 
indicant que aquesta no és visible inicialment.  
Pel que fa al codi de la funció ver_texto(): 
 
Per començar, a l’igual que les funcions que havíem vist anteriorment, accedim a la capa del 
component amb identificador txt+param, on param és l’índex de l’element que hem passat per 
paràmetre. 
Si la capa està amagada l’haurem de mostrar però, com ja hem dit, si n’hi ha alguna altre 
d’oberta abans l’haurem de tancar. Per això guardem a les variables swf, img i so les capes 
corresponents a la de l’animació, imatge i so, respectivament. A continuació comprovem per 
cada una d’elles si està visible i, en tal cas, l’amaguem. 
Si la capa no està amagada, simplement cal tornar a posar els seus atributs d’estil a hidden i  
none. 
 
Capes dels popups 
Les capes dels popups només les mostrarem si  l’usuari desitja que un component tingui el 
popup. Hi ha dos tipus: 
 Popups d’animació 




Les capes d’aquest tipus de popups s’activen mitjançant una casella. Si la casella està marcada, 
es mostrarà la informació dels camps del popup per a que l’usuari pugui omplir-los. Altrament, 
la capa romandrà amagada. 







A la Figura 53 veiem la capa del popup shopopClic d’una animació visible, donat que la casella 
està marcada. 
El codi corresponent a la capa el podem veure a continuació: 
 
Veiem a la primera línia el codi de la casella checkbox, aquest té un esdeveniment onChange() 
que crida a una funció javascript anomenada shopopclic(i). Seguint el mateix patró que abans 
amb els noms, la i  indica a quin element correspon. 
A la segona línia veiem la capçalera de la capa, aquesta té com a identificador shoclic_i, i té els 
atributs de visibilitats amb el valor corresponent a que la capa estigui amagada. 
L’esdeveniment onChange() té un comportament diferent a l’esdeveniment onClick(), veiem les 
diferències: 
- onClick() : es realitza quan es fa clic damunt l’element relatiu 
- onChange() : aquest es dispara quan el valor de l’element relatiu és modificat 
D’aquesta manera, utilitzant onChange(), només cridarem a la funció per mostrar la capa si s’ha 
canviat el valor de la casella. 






Figura 53: Capa shopopClic 




Com podem veure, el codi segueix la mateixa estructura que la que hem seguit fins ara. 
 Popups de text 
A diferència de les capes relatives als popups d’animació, aquests s’activen amb el text que 
s’introdueix. Vegem-ho més clar: 
 
 
A la Figura 54 podem veure part del formulari corresponent al component text de l’element 1. 
Podem observar que, al camp de text, s’ha escrit ‘text amb $$popup$$’, els símbols de $ 
indiquen que aquest text va lligat a un popup.  
Per què s’ha fet així i no amb un checkbox com en el cas dels popups d’animació? Això és 
donat a que, en un text, el popup pot anar lligat únicament a una de les paraules del text, de 
manera que amb una casella no podríem indicar quina de les paraules és. Per aquesta raó es va 
decidir fer-ho indicant la paraula amb dos símbols de $ davant la paraula i al final de la paraula. 
Veiem el codi del camp de text: 
 
Veiem com és un camp de text normal, amb un identificador text_i i que té un esdeveniment 
onChange() en el que indiquem l’índex del bucle i l’identificador del curs. D’aquesta manera, 
cada cop que el camp de text perdi el focus a la pantalla i s’hagi modificat el seu valor, es 
cridarà a la funció javascript de l’esdeveniment, popupTexto(). 
El codi d’aquesta funció és més complicat que els que s’han vist fins ara, donat a que no només 
ha d’amagar o mostrar la capa, sinó que en el text resultant s’ha d’esborrar els símbols de $, 
amb això aconseguim que no quedin emmagatzemats a la base de dades com a part del text. A 
part d’això, la lògica no és tant senzilla com comprovar si s’ha pitjat una casella o no, s’ha de 
buscar en el text introduït aquests dos símbols al principi de la paraula i al final d’aquesta. 
Figura 54: Capa popup text 




Un cop hem vist això, a continuació es mostra el codi de la funció javascript: 
 
En aquest bocí de codi tenim únicament la primera part d’aquesta funció, la part encarregada 
d’identificar la pauta que indica que hi ha d’haver un popup. Explicarem breument el significat 
de les variables: 
- texto : és el text que l’usuari ha introduït al camp 
- palabras : paraules entremig dels símbols ‘$$’, les que marquen el popup 
- subcadena : és una còpia de texto que ens permet treballar més còmodament 
- encontrado : índica la posició en el text de la primera aparició de ‘$$’ 
- valor : és el text introduït sense els símbols $ 
- popup : és un booleà que indica si hi ha popup en el text 
- i : és un índex per a la taula palabras 
- indice : és un índex que es mou pel text texto i la seva còpia, subcadena 
Inicialment es mira si apareix alguna vegada la pauta, ‘$$’, això ho comprovem amb la funció 
javascript lastIndexOf, que indica la posició en l’element que la crida on comença la subcadena 
passada per paràmetre; en tal cas continuem.  
Entrarem en un bucle que resseguirà el text. A la variable encontrado hi guardem la posició de 
la primera aparició de la pauta en la subcadena, si existeix aquesta aparició marquem la variable 
popup a true i afegim a la variable valor el contingut del text que hi ha abans d’aquesta aparició. 
La variable subcadena es modifica de manera que ara hi tindrà el text que hi ha a partir de la 
primera aparició de la pauta. A continuació li sumem a indice dues unitats, que són les relatives 
a la posició del primer i del segon $. 
Ara tornem a comprovar si en la subcadena hi torna a aparèixer la pauta (que indica el final del 
popup) i guardem aquesta comprovació a la variable encontrado. Afegim a la taula palabras el 




contingut del text que hi ha entre els símbols de ‘$$’ i afegim aquestes a valor. Tornem a 
truncar la cadena a partir de la segona pauta i ho guardem de nou a subcadena. 
 
La segona part del codi de la funció és la que s’encarrega de, en cas que la variable popup sigui 
vertadera, mostrar la capa corresponent per a que l’usuari pugui omplir els camps pertinents. A 
part d’això modifica el camp de text amb la variable valor i indica quines paraules són les que 
van lligades al nou popup. 
A la següent imatge podem veure’n el resultat de la funció per l’exemple de la Figura 54: 
 
 
4.4. Disseny de les funcionalitats 
En aquest capítol veurem en detall com estan dissenyades les funcionalitats bàsiques dels casos 
d’ús més característics de l’aplicació.  
Cal esmentar que, per cada un dels formularis de l’aplicació, les dades sempre s’han recollit 
amb la variable $_POST. 
 
4.4.1. Crear un curs 
Quan el formulari pertinent a la creació d’un curs s’envia s’ha de realitzar una sèrie d’accions 
per tal de establir aquests canvis al sistema. 
El primer que cal fer és afegir una nova fila a la taula curso de la base de dades amb els atributs 
que recollim del formulari: 
 




Podem apreciar com genera la inserció de la fila a la taula amb les dades recollides. 
A continuació caldrà establir les relacions entre aquest curs i els dos usuaris (empleat i client) 
que s’han seleccionat del formulari, i amb aquesta relació es generarà el nou projecte que tenen 
en comú. Per tal d’aconseguir això, es realitzen les consultes a la base de dades pertinents i així 
podem obtenir els identificadors del curs (que acabem de crear) i dels dos usuaris. 
Ara només cal afegir el nou projecte a la taula proyectos: 
 
Podem veure com a l’atribut config_mod es dóna valor zero. Això és degut a que, com el curs, i 
amb això el projecte, s’acaben de generar, les variables de configuració són totes nul·les, és a 
dir, ningun camp de configuració no té valor. Això cal indicar-ho ja que així, si l’usuari desitja 
modificar aquestes variables i ja les havia editat abans, s’han de carregar els valors que els havia 
donat en el formulari; mentre que si és la primera vegada, el formulari es mostrarà en blanc. 
A continuació cal realitzar els canvis del servidor que suposa crear un curs nou. Al crear un curs 
nou, s’ha de generar dins de la carpeta Cursos del servidor, una de nova amb el nom del curs, i 






Podem veure en aquest bocí de codi com, si el directori amb el nom del curs no existeix 
aleshores el genera i també crea els subdirectoris pertinents. 
També caldrà copiar el fitxer SWF referent a l’interactiu (patró de disseny del curs) que s’ha 
seleccionat al formulari al directori del curs. Per a poder fer això, cal aconseguir el nom del 
fitxer amb una consulta a la BD i realitzar la còpia del SWF i també del HTML: 
 
Podem comprovar com realitza la consulta per tal d’obtenir el nom de l’interactiu pel fitxer 
SWF i HTML i, de cada directori corresponent els copia a la nova carpeta del curs. 




Qualsevol curs ha de tenir com a mínim tres tipus de plantilles a la seva carpeta /docs/templates 
del servidor, ja que sempre hi ha definit un glossari (plantilla template_glosario.swf), una 
documentació del curs (plantilla template_documentacion.swf) i la plantilla bàsica per a les 
introduccions del curs (template_general.swf). Per aquesta raó, per acabar, només ens cal copiar 
aquestes tres plantilles de la carpeta on es guarden totes les plantilles existents del sistema, a la 
carpeta /docs/templates del nou curs: 
 
Podem apreciar com realitza aquestes còpies i, a més a més, genera l’última còpia, que és la de 
MojaveExternalPlaySeekMute.swf, que és un reproductor de vídeos que cal tenir emmagatzemat 
al directori. 
Finalment redirecciona a l’usuari a la pàgina de l’estructura del curs que acaba de crear, que 
evidentment estarà buida donat que encara no hi ha pantalles per al curs. 
 
4.4.2. Afegir una nova plantilla 
Aquest cas d’ús és molt senzill. Quan el formulari de l’aplicació s’envia únicament cal establir 
la nova fila de la taula tipo amb els valors dels camps que ha afegit l’usuari i carregar el fitxer 
SWF de la plantilla a la carpeta templates del servidor. 
 
4.4.3. Afegir interactiu 
Aquest cas d’ús té la mateixa simplicitat que l’anterior ja que, un cop enviat el formulari, 
únicament cal enregistrar el nou interactiu a la taula interactivos  de la base de dades i copiar els 
fitxers SWF a la carpeta interactivos del servidor, i els HTML a la carpeta html. 
 
4.4.4. Afegir pantalla a un curs 
Aquest cas d’ús és senzill. En el formulari corresponent, l’usuari només ha d’indicar si la nova 
pantalla serà de tipus introducció, capítol o subcaptíol, i seleccionar una plantilla de les existents 
per a la nova pantalla.  
Quan l’usuari prem el botó de continuar, el sistema únicament recull els dos valors del formulari 
i redirecciona a la pàgina d’edició de la nova pantalla, passant per la URL aquests valors i 
l’identificador del curs.  
Com podem veure, en aquest cas d’ús no es realitza cap actualització a la base de dades. 
L’aplicació s’espera a que l’usuari hagi editat els elements de la pantalla per a realitzar totes les 
actualitzacions de la BD que siguin necessàries. 




4.4.5. Edició d’una pantalla 
El primer que cal fer quan s’envia el formulari d’edició d’una pantalla és obtenir totes les 
pantalles del curs actual per tal d’esbrinar el número total, ja que la nova pantalla tindrà per 
ordre número_pantalles+1. 
Amb això també aconseguim generar les variables de configuració de menu_2012_btn. 
Aquestes variables van a l’apartat <config> del fitxer XML resultant del curs i existeix un per 
cada pantalla de tipus capítol.  
 
Tal com veiem, fem una consulta a la BD amb el que podem obtenir les plantilles del curs, les 
guardem a la variable $result. A la variable $slides tindrem el número de pantalles del curs i a 
$num_caps el número de pantalles del curs que són de tipus capítol. 
Entrem en un bucle per cada una de les pantalles obtingudes de la consulta SQL. A dins 
incrementem la variable $slides i, si la pantalla actual és de tipus capítol incrementem 
$num_caps i afegim en una variable $contingut la línia corresponent a la variable de 
configuració que li pertocarà a la pantalla. El contingut emmagatzemat en aquesta última 
variable és la definició d’aquest bloc de variables, que quedarà en un fitxer menu.txt que, en el 
moment de generar el fitxer XML, s’afegirà adequadament. 
 
A continuació cal que actualitzem la base de dades amb la nova pantalla del curs. Hem d’afegir 
aquesta en la taula plantilla, però l’ordre es veurà afectat d’una manera o d’una altra depenent 
del tipus de pantalla. 
 Si la pantalla és de tipus introducció l’ordre en el curs d’aquesta haurà de ser zero 
 Altrament, seguirà l’ordre que hem establert abans 




Un cop realitzades aquestes passes arriba la lògica complexa del cas d’ús. Cal recollir tots els 
valors del formulari un a un i anar generant, per cada un dels elements de la pantalla, les seves 
components de text, imatge, animació i so. 
Per a realitzar-ho, obtenim de la base de dades l’identificador de la nova pantalla i la plantilla 
que la defineix, donat que aquesta descriu quans elements pot tenir com a màxim. És important 
saber el número d’elements, donat que generarem un bucle que ens permetrà, per cada element, 
crear les seves components. 
 
Podem veure la capçalera d’aquest bucle, on $num_elems és el màxim d’elements que pot tenir 
la pantalla i $popup_text un comptador que indicarà si la component TEXT de l’element $i té 
popup o no en té, ja que ens cal saber-ho més endavant. 
Primer ens encarreguem de la component IMATGE. Primer obtenim els valors del formulari i a 
continuació realitzem els canvis pertinents al sistema i a la base de dades. 
Dels valors d’aquesta component cal destacar bàsicament la imatge en sí que representarà 
l’element. És un document que s’ha de pujat al servidor, a la carpeta /docs/images/ del directori 





Per a poder pujar la imatge ho fem amb una funció PHP anomenada move_uploaded_file, que 
intenta assegurar-se de que l’arxiu de la variable $temporal és un arxiu vàlid, en tal cas el mou 
al directori indicat (./Cursos/nom_curs/docs/images/).  
Quan s’ha pujat el fitxer al servidor, s’actualitza la taula elemento de la base de dades amb la 
nova fila corresponent a aquest component. 
 
L’atribut path de la taula és el nom de la imatge que s’ha carregat. Podem apreciar com el tipo 
de l’element és img i el número d’element és l’índex del bucle. Per la resta, cal destacar que 
només s’afegiran els camps que corresponen al tipus de component imatge. 
 




A continuació generarem la component SO. És la component més senzilla, donat que únicament 
té un atribut concret, el so en sí. Realitzem les mateixes passes que per la component imatge 
recollint del formulari l’arxiu de so i pujant-lo al servidor. Per acabar afegirem la nova filera a la 
taula elemento: 
Com a particularitat d’a questa component, cal esmentar que, si en el formulari no es puja cap 
arxiu de so, el sistema enregistrarà el so d’aquest element com a blanco.mp3, que és un fitxer 
que no reprodueix cap so, i que permet mantenir en l’escala de temps les altres components de 
l’element. 
Ara queden les dues components més complicades, la de l’animació i la de text. Són les més 
complexes ja que són les úniques que permeten tenir popups, i això requereix uns càlculs 
addicionals. 
Comencem per la component ANIMACIÓ. Cal recollir els camps del formulari, com s’ha fet 
fins ara per cada component. L’arxiu d’animació es carregarà en el servidor de la mateixa 
manera que amb la imatge i el so. Ens centrarem en els atributs complexes. 
 
Swfpopupid i soundpopupid 
Aquests valors indiquen si s’ha de generar una animació o so, respectivament, que anirà enllaçat 
a l’animació actual. Serien components per a la mateixa pantalla però que van directament 
connectades a l’animació que hem editat. 
Donat que totes dues funcionen igual, veurem el cas de swfpopupid: 
 
 




Si el checkbox de la variable swfpopupid està seleccionat, aleshores cal recollir els valors que 
s’han introduït seguint el mateix esquema que hem utilitzat sempre, $_POST. A continuació 
carreguem en el servidor l’animació que anirà enllaçada amb l’animació principal de l’element. 
 
Afegim l’animació a la base de dades i li assignem com a número d’element el que l’usuari hagi 
indicat al formulari. A la variable $swfpopupid del final hi guardarem aquest valor per indicar, 
en el moment d’afegir l’animació a la base de dades, quin és el swfpopupid que va enllaçat amb 
ella. 
Amb soundpopupid es fa de la mateixa manera, però és més senzill donat que un so, com ja hem 
explicat abans, no té més atributs que l’arxiu en sí. De la mateixa manera, guarda en una 
variable $soundpopupid el número d’element que li haurà senyalat l’usuari en el formulari, per 
tal de poder establir la relació entre aquest nou so i l’animació que estem generant. 
 
shopopClic, shopopOver, shopopAuto 
Aquests camps indiquen si l’animació tindrà un popup de tipus shopopClic, shopopOver o 
shopopAuto. Ens centrarem en el cas de shopopClic, ja que per als altres dos tipus la 
implementació segueix la mateixa estructura. 
 




A la variable $shopopclic enregistrem el valor del formulari referent al checkbox del 
shopopClic. En cas que estigui pitjat hem de recollir tots els valors referents als nous popups 
que s’hauran de generar en el sistema. A la variable $popup_clic li donem per valor ‘1’, que 
indicarà a l’animació en el moment d’afegir-la a la base de dades que sí que té un popup 
d’aquest tipus. Un cop recollits els camps del popup, recollim també el so d’aquest, i el 
carreguem al servidor, a la carpeta del curs /docs/sounds. 
Un cop recol·lectats els valors que tindran els popups només cal afegir-los a la base de dades. Es 
generen dues actualitzacions d’aquesta donat que un popup en realitat està format per dos, és a 
dir, quan un element de tipus animació o so té un popup, ha d’indicar per aquest dos 
identificadors, un d’ells fa referència al popup que conté les mesures, el so i el títol; mentre que 
l’altre té el contingut del popup. 
 
Tal com podem veure es generen les dues actualitzacions de la taula popups de la base de dades 
amb els dos popups nous, un indica el títol, el so i les mesures, mentre que l’altre indica el 
contingut. 
 
Un cop s’han definit tots els camps de l’animació només ens cal carregar aquesta al servidor, a 
la carpeta del curs /docs/swfs. Si no dóna cap error actualitzem la taula elemento de la base de 
dades amb la nova animació, indicant a l’atribut path el nom de l’arxiu SWF que s’ha pujat al 
servidor, indicant que l’element és de tipus swf i establint les relacions corresponents amb la 
pantalla del curs. 




que indiquen si l’animació té popups d’aquest tipus. Cada un d’aquests atributs prendrà el valor 
de la variable corresponent ($popup_clic per al tipus shopopClic) establint la relació de 
l’animació amb un popup. 
Per acabar de definir els elements ens falta explicar la component de tipus TEXT. Seguint el 
mateix esquema que per a les components anteriors, per començar recollim els valors dels 
atributs del text. 





Un cop recollits tots, comprovem si s’ha escrit en el camp del text de la component, ja que si no 
s’ha escrit, la component text d’aquell element no existeix. En cas que sí existeixi cal veure si el 
text té popup. Això ho comprovem accedint al camp del formulari que correspon a 
l’identificador principal del popup de text. Per què no ho fem com amb els popups de 
l’animació? 
Això és degut a que els popups de l’animació s’estableixen a través d’un checkbox, mentre que, 
pels del text, tal com s’ha explicat en el capítol del disseny intern de la interfície d’usuari, 
s’afegeixen mitjançant una pauta en el text introduït, ‘$$’ davant i darrera del text del popup.  




Així no podem recollir el valor d’un checkbox, sinó que cal comprovar si s’ha modificat el 
camp de l’identificador d’un popup per saber que existeix. 
 
Amb empty($texto) == 0 comprovem si hi s’ha escrit en el camp del text de la component. 
Aleshores procedim a comprovar si hi ha popup per aquesta component, agafant el valor del 
camp id1_popup. Si no és buit és que existeix, per tant cal recollir els camps del popup, igual 
que per als popups d’animació, i pujar l’arxiu de so al servidor. 
 
Podem apreciar el codi corresponent a l’actualització de la taula popups de la base de dades. 
Podem distingir les diferències amb les actualitzacions de la mateixa taula per als popups 
d’animació. Podem comprovar que les relacions amb el curs, la pantalla d’aquest i el número 
d’element és el mateix per ambdós casos, però el tipus, atribut tipo_elem de la taula, varia 
depenent del tipus de popup, aquest pot prendre els següents valors: 
- shopopclic  per indicar que el popup és de tipus shopopClic 
- shopopauto  per indicar que el popup és de tipus shopopOver 
- shopopover  per indicar que el popup és de tipus shopopAuto 
- text  per indicar que el popup és de una component de text 
Finalment, actualitzem la taula elemento per afegir la component de text de l’element $i. 
 
Podem veure com l’atribut path per a aquesta component és buit, també podem apreciar que 
l’element és de tipus text i que s’han establert les mateixes relacions amb la pantalla 
corresponent del curs, a l’igual que els altres elements que hem creat. Per acabar, a la variable 
$popup_text li dóna per valor ‘1’. Igual que per a l’animació, aquest valor s’afegirà a l’atribut de 
la taula element popups, i indicarà que té un popup de tipus text. 
 
Per acabar la lògica de la pàgina només cal copiar la plantilla de la pantalla que s’havia 
seleccionat a la pàgina anterior a la carpeta del curs /docs/templates 




Un cop copiada la plantilla, la pàgina redirecciona a la pantalla d’estructura del curs actualitzada 
amb la nova pantalla creada. 
 
4.4.6. Modificar una pantalla 
Quan l’usuari consulta l’estructura d’un curs, es mostra el llistat de les pantalles d’aquest, tal 
com havíem vist al disseny extern de la interfície d’usuari. Tal com s’havia explicat aleshores, 
per cada pantalla es permet realitzar unes funcionalitats, entre d’elles, la de modificar una 
pantalla. Amb això permetem que l’empleat de Triagonal pugui ajustar els valors dels elements 
de la pantalla com ho desitgi fins que el client quedi satisfet amb el disseny d’aquesta.  
Quan l’usuari desitja modificar la pantalla es carrega el mateix formulari que pel cas d’ús 
anterior, donat que bàsicament és la mateixa pantalla amb els mateixos elements, la diferència 
està en el fet que el formulari es carrega amb camps ja omplerts amb els valors que s’havien 
donat anteriorment, al crear la pantalla. 
Això genera una lògica interna de la pàgina molt complexa ja que, per cada una de les 
components dels elements de la pàgina caldrà comprovar el nou estat. És a dir, quan l’usuari ha 
omplert els camps que desitjava modificar i prem el botó per a desar els canvis, s’envia el 
formulari. 













Amb el diagrama de flux representat a dalt podem veure les comprovacions que s’ha de fer per 
cada una de les components dels elements de la pantalla. Els requadres roses indiquen les 
actualitzacions corresponents a la base de dades. 





















NO HI HA CANVIS 
A LA BD 
No 




Per tal d’accedir als elements ja creats per a la pantalla d’una manera més senzilla s’ha generat 










La variable $num_elems conté el número d’elements existents a la taula elemento que pertanyen 
a la pantalla actual. Cal recordar que realment són components d’un element, és a dir, que tant la 
component de text, imatge, animació i so van emmagatzemades a la taula elemento indicant de 
quin tipus són i el número de l’element que li pertany. D’aquesta manera, endrecem les 
components en la matriu començant pels de l’element 1.  
 
A la Figura 55 podem fer-nos una idea més gràfica de la matriu que generem. A la primera 
columna queden emmagatzemats els identificadors de les components imatge de la pantalla, 
endreçats pel número d’element al que pertanyen; a la segon les components de so; la tercera les 
d’animacions i per última les components de text. 
Un cop generada aquesta matriu, comprovem si la pantalla és de tipus capítol, igual que per 
l’edició de la pantalla, per tal de modificar el fitxer menu.txt, que conté les variables de 
configuració de tipus menu_2012_btn del fitxer XML. 
Ara ja podem accedir a recórrer tots els elements amb un bucle. Igual que amb l’edició de la 
pantalla, per cada una de les components recollim els seus camps del formulari però abans 
Figura 55: Matriu d’elements 
 




d’actualitzar la base de dades realitzem les comprovacions que hem esmentat abans. Anem a 
centrar-nos en aquesta part. 











Podem apreciar com accedim a l’identificador de la component imatge de l’element $i amb la 
sentència $array[($i-1)*4+1], on ($i-1)*4 indica la fila de la matriu, i el +1 la primera 
columna, que correspon a imatge. D’aquesta manera comprovem si existeix. 
Repassem un moment una part del formulari de modificar una pantalla per la imatge: 
 
 
Tal com podem veure a la Figura 56, quan una imatge ja estava creada, en el formulari de 
modificació apareix la imatge que s’ha carregat amb anterioritat i et permet canviar-la (apareix 
el requadre que et permet seleccionar-ne una de nova) i esborrar-la (amb un checkbox). 
 
Existia la imatge 
Aleshores comprovem si l’usuari ha seleccionat l’opció d’esborrar-la o no. 
 Encara existeix 
Estem en el cas del diagrama de MODIFICAR COMPONENT. Amb això realitzem 
l’actualització de la base de dades amb la sentència UPDATE elemento SET (...). 
Figura 56: Modificar imatge 
 





En aquest cas ens trobem en l’estat del diagrama de ELIMINAR COMPONENT. 
Esborrem l’element de la base de dades amb la sentència DELETE elemento WHERE 
id=... 
 
No existia la imatge 
 
Aleshores cal que ens preguntem, seguint el diagrama, si l’usuari l’ha creat o no. 
 Existeix 
Ens trobem en l’estat del diagrama de CREAR COMPONENT. Per tal cas, senzillament 
cal afegir-la a la base de dades amb la sentència INSERT INTO elemento (...). 
No existeix 
Aquest és el cas de l’estat NO HI HA CANVIS A LA BD i, com no hi ha canvis, no es fa 
res. 
 
Per cadascuna de les components es realitza el mateix esquema accedint, per a cada una, a la 
seva casella corresponent de la matriu per a l’element $i: 
So  $array[($i-1)*4+2] 
Animació  $array[($i-1)*4+3] 














Les diferències vénen amb les components d’animació i de text. La raó és la de sempre, són les 
























D’aquesta manera, realitzant els mateixos tipus d’accessos a la base de dades que els que s’han 
explicat per al cas de la component imatge, s’actualitza la taula popups per a cadascun dels 





























































4.4.7. Consultar un curs 
Aquest cas d’ús sembla força senzill a primera vista, només cal accedir a la base de dades per 
obtenir les pantalles del curs i mostrar-les. Però realment no és així de senzill, ja que aquesta 
pantalla ofereix un parell de funcionalitats bàsiques per a l’edició del curs.  
- Ordenar les pantalles 
- Activar i desactivar pantalles 
Veiem primer com es presenta la informació del curs. 
 
Podem observar com depenent del tipus d’usuari que està registrat en aquesta sessió es carrega 
un menú d’opcions o un altre, donat que el client no pot afegir pantalles ni modificar variables 
de configuració, de la mateixa manera que l’empleat de Triagonal no és qui fa els suggeriments. 
Comencem amb el disseny de la pàgina. Per tal de mostrar informació de cada una de les 
pantalles del curs de manera més còmoda i eficient, s’ha generat un conjunt de taules que 
emmagatzemen informació d’aquestes pantalles. 
A $result tenim el conjunt de pantalles del curs que estem consultant endreçades per l’ordre 
formal del curs. A la variable $slides anem comptabilitzant el número total de pantalles i a 
$string_ids tenim una cadena formada amb els identificadors de cada pantalla separats per 
coma. 




Per cada una de les pantalles de $result emmagatzemem el seu identificador, identificador de 
plantilla, si és de tipus introducció, capítol o subcapítol, si està activada i si el client l’ha validat; 
en la taula corresponent al valor. És a dir, els identificadors de les pantalles es guarden a la taula 
$array_id, l’identificador del tipus de plantilla a $array_tipo, etc, a la posició corresponent a 
l’ordre que té la pantalla en el curs. 
Per continuar cal veure si hi ha alguna pantalla creada pel curs: 
 
En tal cas indiquem a l’usuari que no hi ha cap pantalla pel curs. 
Però en cas que no sigui així generem una taula que mostrarà la informació necessària. La taula 
varia segons si l’usuari registrat és empleat de Triagonal o client ja que, per exemple, el client 
no té els permisos per ordenar les pantalles. 
Veurem el cas de la taula generada per l’empleat de Triagonal, que ofereix les funcionalitats del 
client a part de les seves. 
 
Hem creat la capçalera de la taula, amb les columnes corresponents que indiquen: 
- OK  la pantalla està validada pel client 
- Orden  ordre de la pantalla 
- Esquema  indica si la pantalla és de tipus introducció, capítol o subcapítol 
- Título  Títol de la pantalla 
- Tipo del template  plantilla que defineix la pantalla 
 
A continuació entrem en un bucle que, per cada pantalla del curs (en ordre), genera la filera 
corresponent a aquesta, amb les característiques indicades a la capçalera i les funcionalitats que 
oferirà (copiar, veure el fitxer XML per a només aquesta pantalla, previsualitzar la pantalla, 
editar-la, veure els suggeriments que ha afegit el client del curs, activar/desactivar la pantalla i 





Figura 57: Taula curs 
 




A la Figura 57 podem veure la taula resultant per un curs, on podem distingir les funcionalitats 
esmentades. 
 
En aquest bocí de codi veiem l’inici del bucle. Cal començar realitzant les consultes adients a la 
base de dades, com ara obtenir el nom de la plantilla de la pantalla, que la guardem a $tipo, el 
títol d’aquesta mateixa pantalla, guardat a la variable $tit, i el subtítol de la mateixa (si n’hi ha), 
que afegim a continuació del títol. 
A continuació, en una variable $ok indiquem la imatge que es mostrarà per la pantalla per 
indicar si aquesta ha estat validada pel client o no. A la Figura 57 estan validades les pantalles 
d’ordre 0, 1 i 4, mentre que 2 i 3 no ho estan. El dibuix es distingeix únicament pel color del 
requadre, verd o vermell. Per tant, consultant a la taula que emmagatzema aquest atribut de la 
pantalla, podem comprovar si està validada o no i actualitzar la variable $ok. 
Per tal de dibuixar cada filera cal saber si és una pantalla de tipus capítol o subcapítol, ja que 
així podem donar un aspecte a l’estructura del curs més intuïtiu, destacant amb un colo els 
capítols i amb un altre color els subcapítols. Podem observar això a la Figura zx on, pels 
capítols el fons de la fila és d’un blau més fosc que pels subcapítols.  Afegim també, per cada 
filera, cadascuna de les columnes que hem d’indicar de la pantalla. 
Per acabar d’establir la fila, ens falta afegir les funcionalitats que permetem a les pantalles. 
Anem a veure-les per separat. 
 





Copiar una pantalla 
Per cada pantalla tenim el codi següent 
 
Són dues capes, una per a copiar la pantalla i l’altre per enganxar-la. La capa d’enganxar està 
buida, ara veurem perquè. 
Ens centrem en la capa de copiar. Té un enllaç que quan es pitja té un esdeveniment onClick() 
que crida a una funció JavaScript copiar(), a la que li passem tres paràmetres: 
- Identificador de la pantalla 
- La cadena amb tots els identificadors de pantalles del curs 
- L’identificador del curs 
 
Les variables id_copia, array_slides i id_curso són variables globals de l’script. Guardem en 
cada una d’elles els paràmetres que s’han passat per paràmetre i, per cada un dels identificadors 
de les pantalles del curs accedeix a la capa d’enganxar que li pertoca, i hi afegim amb la funció 
innerHTML el text que desitgem que mostri, en aquest cas és un enllaç que permetrà enganxar 
la pantalla que hem copiat a la posició següent de la pantalla que seleccionem. 
 
A la Figura 58 s’ha pitjat copiar per alguna de les pantalles, i podem veure com s’ha afegit 
l’enllaç corresponent per enganxar-la. Si pitgem damunt de Pegar de la pantalla d’ordre 3, la 
pantalla copiada s’enganxaria a continuació, tindria ordre 4 i les que hi havia a partir d’ordre 4 
incrementen en una unitat el seu ordre. 
Figura 58: Taula Pegar 
 




Enganxar una pantalla 
 





A la Figura 59 veiem aquesta capa, que permet a l’usuari que enganxa la nova pantalla decidir si 
vol crear-la com a un capítol o com a un subcapítol. 
Podem observar en el bocí de codi de la capa que, per a cada una de les opcions hi ha una 
funció: 
- X  tancar la capa (cerrar()) 
- Capítol  funció per enganxar com a capítol (capitulo()) 
- Subcapítol  funció per enganxar com a subcapítol (subcapitulo()) 
A continuació podem veure el codi d’aquestes funcions JavaScript: 
Aquestes funcions han estat implementades amb el framework Prototype, esmentat en el capítol 
de les tecnologies que s’han utilitzat per l’aplicació. 
Figura 59: popup_pegar 
 




Sol·licitem una petició amb la funció Ajax.Request que crida al fitxer pegar_slide.php, indicant 
que el mètode de passa per paràmetres és post i passant aquests paràmetres (identificador de la 
pantalla que s’ha copiat, ordre en el que l’hem d’enganxar i el tipus de pantalla). 
Totes dues funcions són iguals, l’únic que varia és el paràmetre que passem jer, que és el tipus. 
Pel capítol indiquem un ‘1’, i pel subcapítol un ‘0’. 
El fitxer pegar_slide.php s’encarrega de realitzar les actualitzacions pertinents a la base de 
dades, com ara alterar l’ordre de les pantalles existents al curs, i afegir la nova pantalla i els 
nous elements, tots copiats de la pantalla indicada. 
El que cal ressaltar d’aquest fitxer és l’ús del fitxer JSON.php, que és el que ens permet aquest 
intercanvi de dades entre el fitxer actual i el que l’ha cridat. Actualment les línies de codi 
referents a aquesta funcionalitat estan inactives, donat que realment no ha de retornar res més 
que un true que indica que tot ha anat bé, la resta són tot actualitzacions a la base de dades. Però 
en el moment que hem realitzat les proves, ens ha calgut generar un objecte JSON per tal de 
comprovar els valors amb els que estàvem treballant i acabar de polir el funcionament. Per tal 
de passar informació al fitxer original cal executar les següents línies: 
$objetojson = new Services_JSON(); 
$textojson = $objetojson->encode(); 
echo($textojson); 
Generem l’objecte amb new Services_JSON(), obtenim el text que volem passar, i l’enviem. 
Un cop s’han enregistrat els canvis, es recarrega la pàgina mostrant la nova pantalla que s’ha 
enganxat. 
 
Veure el codi de la pantalla en XML 
Si les variables de configuració del curs han estat editades, aleshores es pot generar el curs i, 
amb això, veure el fitxer XML generat. 
L’enllaç corresponent s’ha realitzat indicant que s’ha d’obrir aquest fitxer en una nova pestanya, 
tal com s’ha explicat en el disseny intern de la interfície d’usuari. 
 
Previsualitzar la pantalla 
Aquesta funcionalitat funciona com l’anterior, la de veure el fitxer XML, però en aquest cas el 
navegador obre el fitxer HTML que llegeix el XML generat per al curs. De la mateixa manera, 
es reprodueix la previsualització en una nova pestanya.  
El veurem amb més detall en el proper cas d’ús. 
 





Aquest enllaç redirecciona directament a l’usuari a la pantalla per editar els elements ja creats 
de la pantalla assenyalada. 
 
Veure els suggeriments 




Aquesta funcionalitat permet activar i desactivar la pantalla de la fila. Amb això què 
aconseguim? En aquesta aplicació s’ha demanat que, un cop creada una pantalla no es pugui 
esborrar, però nosaltres podem decidir si volem mostrar aquella pantalla o no en el curs, per 
això hem afegit l’atribut activate per a les pantalles. Si una pantalla no està activada, en el 
moment de generar el fitxer XML no s’inclourà el codi pertinent a ella, mentre que sí que ho 
està, s’afegirà com és normal. 
 
La pantalla de la introducció del curs sempre ha d’estar activa, per tant no li oferim la 
possibilitat de desactivar-la. 
En cas que no sigui la pantalla d’introducció, mirem si està activada o no, i mostrem una imatge 
verda o vermella, respectivament. Aquestes imatges són un enllaç amb una classe tooltip, 
definida al CSS de l’aplicació. Amb aquesta classe permetem que, quan l’usuari passi el ratolí 
per damunt de la imatge aparegui un text que indica què és el que farà l’aplicació si pitja damunt 
d’ella. 
L’adreça destí un cop s’ha pitjat l’enllaç és la mateixa pàgina, passant per paràmetres 
l’identificador del curs i l’identificador de la pantalla, a part d’indicar si activem (ACT) o 
desactivem la pantalla (DES). 
La lògica no és tan senzilla com pot semblar a primera vista, un no modifica l’atribut activate 
d’una pantalla i ja acaba. S’ha de tenir en compte que, si la pantalla que volem 
activar/desactivar és un capítol, aleshores s’activen/desactiven els subcapítols que li pertanyen. 
Vegem la lògica que s’executa quan es demana aquesta funcionalitat: 
 





Amb $_GET obtenim si s’ha pitjat l’enllaç. Recollim amb el mateix mètode les variables que 
hem passat i generem unes taules per cada pantalla del curs ordenada, per tal de tenir a mà 
l’identificador, la plantilla, el tipus de pantalla, si està activada i si està validada. 
A continuació recollim el tipus d’activació, activar o desactivar? 
Si la pantalla està activada (ACT), el valor d’activació serà ‘0’, que indica que hem de 














A continuació comprovem si es tracta d’un capítol o no. 
En cas que sigui un capítol actualitzem la fila de la taula plantilla de la base de dades 
corresponent a la pantalla i modifiquem l’atribut activate amb el nou valor d’activació que hem 
guardat abans a $valor_activacio. Per realitzar els canvis a les pantalles subcapítols de la que 
hem modificat, recorrem la taula on hem emmagatzemat els atributs de capítol/subcapítol per 
ordre en el curs i, mentre tinguem subcapítols, actualitzem la BD per aquells valors. Vegem-ho 
més clar amb una imatge: 
 
A la Figura 60 es mostra la taula $array_capitulo per un curs. Cada posició de la taula conté el 
tipus, si és introducció (I), capítol (C) o subcapítol (S), i estan endreçades per ordre del curs. 
Suposem que nosaltres decidim desactivar la pantalla d’ordre 1. Aquesta és un capítol, per tant, 
s’han de desactivar també els seus subcapítols (pantalles d’ordre 2 a 4). Primer actualitzem la 
BD amb el valor de la pantalla capítol i, a continuació, entrem en un bucle començant per la 
pantalla que hi ha a continuació de la que hem modificat i, mentre les que anem llegint siguin 
subcapítols, les modifiquem. Per tant, hi haurà un moment que la condició del bucle serà si la 
pantalla d’ordre 5 és un subcapítol i, com no ho és, sortirem del bucle. 
Per al cas d’un subcapítol únicament hi ha que actualitzar la BD per a ella. 
 
Ordenar pantalles 
Podem distingir dos tipus de ordenaments: per a capítols i per a subcapítols. S’ha de remarcar 
unes característiques de l’aplicació: 
- Una pantalla no pot canviar de tipus (de capítol a subcapítol, i a l’inversa) 
- Quan s’ordena un capítol, els seus subcapítols el segueixen 
- Un subcapítol no pot canviar de capítol 
- El primer capítol no es pot ordenar cap a munt 
- L’últim capítol no es pot ordenar cap a baix 
- L’última pantalla no es pot ordenar cap a baix 
Donat que l’ordenament de subcapítols funciona igual que pels capítols en la part bàsica, ens 
centrarem en l’ordenament de capítols. 
Ja hem comentat que, quan ordenem un capítol, els seus subcapítols han d’anar sempre lligats a 
aquest. Amb això s’ha hagut de generar un algorisme una mica complex. 
 
 
Figura 60: taula tipus 
 




- $orden conté l’ordre de la pantalla capítol que volem ordenar 
- $anterior conté l’ordre anterior de la pantalla que volem ordenar 
- $seguent conté l’ordre següent de la pantalla que volem ordenar 
- $fills és el número de subcapítols que té la pantalla que volem ordenar 
Igual que fins ara, tindrem unes taules que contindran l’identificador de la pantalla i el tipus 
d’aquesta per saber si és o no un capítol. A partir d’aquí vegem els dos algorismes 
corresponents a ordenar creixentment i decreixentment: 
Ordenar creixentment 
Si l’ordre de la pantalla que volem ordenar és 1, no podem pujar-la més, per tant sortim de 
l’algorisme. 
Sinó hem de calcular el número de subcapítols de la pantalla. 
A continuació hem de trobar la pantalla capítol que hi ha per damunt de la que volem endreçar, 
començant des de la pantalla d’ordre $anterior, anem recorrent totes les pantalles subcapítols 
decrementant l’índex fins a arribar a aquesta. Un cop trobada hem obtingut el nou ordre que ha 
d’adquirir la pantalla que desitgem ordenar.  
Realitzem les actualitzacions de l’ordre de la pantalla i dels fills, i per acabar actualitzem l’ordre 
del capítol (i els seus subcapítols) anterior, ja que passarà a estar una posició més avall. 






En el cas que s’hagi d’ordenar un capítol de manera decreixent primer cal comprovar si el 
capítol seleccionat és l’últim del curs, ja que en tal cas no podem ordenar-lo més avall i 
sortiríem de l’algorisme. 
En cas contrari, trobem el següent capítol del curs i, simultàniament calculem els subcapítols 
que té la pantalla que desitgem ordenar. 
A continuació s’estableixen els índex com en el cas anterior, tenint com a capítol anterior 
l’original que volem ordenar, i com a capítol que hem de pujar, el següent capítol que hi ha. 
D’aquesta manera aconseguim ordenar decreixentment els capítols. 
 
Per als casos d’ordenar subcapítols només cal comprovar que no sigui un únic subcapítol, ja que 
en tal cas es quedaria el sistema igual. En cas que no fos així, cal obtenir l’anterior o el següent 
(depenent del tipus d’ordenament) i fer un canvi d’ordres entre ells. 
 




4.4.8. Generar XML 
Aquest és el cas d’ús més important, és la funcionalitat en sí de l’aplicació desenvolupada: 
generar el fitxer XML que conté la informació del curs. 
Aquest fitxer escriu en un arxiu interactivo.xml aquesta informació pas a pas: 
 
Les dues primeres línies declaren que l’arxiu XML té una codificació UTF-8 sense BOM 
(Marca de Orden de Bytes), que indica l’ordre dels bytes de cada paraula i que sense aquesta 
línia l’explorador no pot llegit l’arxiu. 
A continuació afegim les variables de configuració del fitxer config.txt, generat cada cop que 
s’editen aquestes variables. I les variables dels menús, que corresponen també a la configuració 
del curs, però que editem quan es modifica una pantalla, ja que aquestes variables depenen 
únicament de les pantalles de tipus capítol. 
Un cop acabat el bloc de configuració pel curs, afegim dos blocs slide que corresponen a la 
documentació i al glossari del curs.  
Ara ja podem afegir les pantalles del curs en ordre, començant per la pantalla de la introducció 
del curs. Per cada pantalla del curs que hem obtingut accedint a la base de dades, cal que ens 
preguntem si és una pantalla activada o no, ja que, com hem explicat anteriorment, si no està 
activada no l’afegim al fitxer XML. 
Per cada pantalla accedim als seus atributs de tipus de pantalla, d’ordre i de tipus de plantilla 
que la composa i escrivim l’etiqueta de la nova pantalla: 
 
Si la pantalla és la introducció, s’indica diapo =’0_3’. Per a qualsevol altra pantalla s’indica el 
capítol, una barra baixa, i el subcapítol. Si la pantalla és de tipus capítol, subcapítol serà zero. 
Ara, per cada pantalla, cal afegir tots els elements que la composen amb totes les seves 
components. Per tal de fer-ho, accedim a la base de dades i obtenim tots els elements de la 
pantalla i els escrivim per components, és a dir, primer les components de text, després les 
imatges, les animacions i per acabar els sons. 




Per cada un dels elements, hem de comprovar els seus atributs de component, és a dir, un so no 
té coordenades, mentre que la resta de components sí. Per tant, comprovem per cada component 
quins atributs té i quins no, per afegir-los a les etiquetes que li corresponen. 
Vegem l’exemple del text: 
 
A la variable $val_t tenim la fila obtinguda de la BD corresponent a un text de la pantalla. 
Comprovem els seus atributs per si cal mostrar-los. El resultat queda de la següent manera: 
 
Depenent de les variables que té cada text, podem veure com varia l’etiqueta del text. El text 
amb identificador 1 només indica les coordenades; el que té identificador 5 indica, a més a més, 
l’amplada del text; i el text amb identificador 7 indica tots aquests atributs i l’alineació del text a 
la pantalla. 
Així anem escrivim en el fitxer per cada una de les components, seguint el mateix esquema. En 
el moment, però, d’indicar quan un element té un popup, seguim la metodologia assignada a la 




creació de cursos, és a dir, la gramàtica ja establerta: s’ha d’indicar el tipus de popup, els dos 
identificadors que el designen i el tamany. 
 
 
Podem observar en aquest exemple, com l’animació amb identificador 4 té un popup de tipus 
shopopOver, on els identificadors dels popups són 1 i 2, i el tipus de mesura és 6 (això indica 
que és una mesura personalitzada per l’usuari). 
Mentre que l’animació amb identificador 5 té un altre popup de tipus shopopOver, on els 
identificadors dels popups són 3 i 4, i té el mateix tipus de mesura. 
 
Un cop s’han enregistrat en el fitxer XML totes les pantalles amb els seus corresponents 
elements, cal afegir tots els popups del curs endreçats. 
 
Obtenim de la base de dades tots els popups del curs ordenats per id_popup. Com hem vist en el 
bocí de codi XML de les animacions amb popups, que hi h dues animacions (amb identificadors 
3  i 5) que tenen els mateixos popups. Per tal de no afegir les etiquetes d’aquests popups més 
d’una vegada ho comprovem amb “(strpos($popups, $val["id_popup"]) == 0)” , 




Aleshores afegim els dos popups amb els seus atributs corresponents. Quedaria d’aquesta 
manera: 
 
Un cop acabat el bloc dels popups, només ens cal afegir tota la informació que hi ha a la 
variable $info i bolcar-la en el fitxer que hem de crear: 
 
L’últim condicional fa referència a si l’usuari ha demanat veure el codi en XML o a 

















4.5. Disseny de la persistència de dades 
La persistència de les dades de l’aplicació s’ha realitzat amb bases de dades relacionals. En 
aquest capítol veurem el disseny que s’ha realitzat i els mecanismes d’accés a aquesta. 
 
4.5.1. Disseny de la base de dades 
Al capítol de l’especificació hem pogut veure el model conceptual del sistema. A partir d’aquell 
disseny hem pogut obtenir el disseny lògic i físic de la base de dades. 
Disseny lògic 
S’ha realitzat la transformació del model conceptual al disseny lògic a partir de cadascuna de les 
classes i relacions. Per cada una de les taules hi ha l’atribut id, un enter que identifica cada una 
de les files de la taula, és la clau primària. Mentre que la resta d’identificadors que hi ha en una 
taula són les claus foranes que la relacionen amb la resta de taules de la base de dades. A 
continuació es defineixen cada una de les taules obtingudes 
 Empresa 
En aquesta taula s’emmagatzema la informació corresponent a una empresa, això és: 
- id : identificador de l’empresa 
- nombre : nom de l’empresa 
- logo_empresa : logotip de l’empresa 
Una empresa pot tenir més d’un usuari, però no pot no tenir-ne cap. 
 
 Usuario  
Aquesta taula emmagatzemarà tota la informació relativa als usuaris que es registraran al 
sistema.  El seu disseny lògic és: 
Usuario (id, tipo, usuario, password, nombre, apellidos, correo, id_empresa) 
- id és l’ identificador enter de l’usuari.  
- L’atribut tipo pot prendre els valors ‘interno’ o ‘cliente’, per a definir el tipus d’usuari 
de que es tracta 
- L’atribut id_empresa és l’identificador de l’empresa a la qual pertany 
 
 
 Curso  
Aquesta taula conté la informació bàsica dels cursos que s’han enregistrat al sistema: 
Curso (id, nombre, que_es, publico) 
 
 





La taula Interactivos conté tota aquella informació sobre el tipus de patrons que poden seguir els 
cursos. En un principi aquesta taula no existia i era només un atribut de la taula Proyectos, però 
degut als canvis constants i realitzacions de nous interactius s’ha optat per crear una nova taula 
que emmagatzemarà aquests canvis que es podran dur a terme a través de l’aplicació. 
Interactivos (id, nombre, archivo, nombre_html) 
 
 Proyecto  
Aquesta taula és de les més complexes que hi ha donat que ha d’emmagatzemar una gran 
quantitat d’informació referent a les variables de configuració d’un projecte. Un projecte està 
format per dos usuaris (un empleat de Triagonal i un de client) i el curs que tenen actualment. 
Proyecto (id, id_curso, id_int, id_cliente, interactivo, debug_var, show_txt_content,...) 
- id és un enter que identifica el projecte 
- id_curso és l’id del curs amb el que està relacionat 
- id_int i id_cliente són els identificadors dels usuaris client i empleat que estan 
relacionats amb un projecte, de manera que es pot establir la relació que tenen 
- interactivo és l’identificador de l’interactiu que establirà el patró del projecte concret 
- La resta dels atributs són tot variables de configuració del projecte 
 
 Tipo 
Aquesta taula és la que emmagatzema la informació sobre les plantilles del sistema: 
Tipo (id, nombre, elementos, swf_tipo) 
 
 Plantilla 
La taula Plantilla és la que conté tota la informació referent a una pantalla o diapositiva d’un 
curs. 
Plantilla (id, id_curso, id_tipo, orden, capitulo, id_menu, distancia, menu, activate, validado, 
colour_config, valor_colour, description) 
- id és l’identificador de la plantilla 
- id_curso és l’identificador del curs al que pertant 
- id_tipo és l’identificador del tipus de plantilla que marca la seva estructura 
 
 Sugerencias  
Aquesta taula s’encarrega de guardar la informació relativa als diferents suggeriments que s’han 
realitzat en un curs i/o plantilla. 




Sugerencia (id, id_curso, id_plantilla, sugerencia, done) 
- id  és l’identificador del suggeriment 
- id_curso és l’identificador del curs que té enregistrat aquest suggeriment 
- id_plantilla és l’identificador de la plantilla que té enregistrada aquest suggeriment 
 
 Elemento 
La taula Elemento estableix tota la informació sobre cadascun dels elements d’una pantalla i, 
per tant, d’un curs. 
Elemento (id, id_plantilla, num_elem, tipo, path, texto, x, y, xscale, yscale, hide, 
show_function, showtime, effect, transparency, w,...) 
- id és l’identificador de l’element 
- id_plantilla  és la plantilla que conté aquest element 
-  La resta dels atributs són les característiques de l’element que cal emmagatzemar 
 
 Popups 
La taula Popups enregistra els popups que s’han anat creant al sistema: 
Popups (id, id_popup, id_curso, id_plantilla, num_elem, tipo_elem, titulo, sonido, contenido, 
tamano_vent, x, y, w, h) 
- id , com cada taula, cada un dels popups té un identificador únic 
- id_popup és un enter que identifica el popup dins del curs, ha de seguir un ordre entre 
els popups del curs 
- id_plantilla és l’identificador de la pantalla que conté el popup 
- num_elem és el número de l’element de la pantalla id_plantilla que té el popup 
- tipo_elem. Aquest atribut, juntament amb num_elem, especifica l’element concret de la 
pantalla amb el que estem tractant. S’ha fet així i no guardant l’id de l’element en 
qüestió donat que s’ha trobat la necessitat d’establir el tipus de l’element i d’aquesta 
manera es feien més eficients les consultes a la base de dades 
 
Per al desenvolupament de l’aplicació s’ha treballat amb MySQL. Aquest és un sistema gestor 
de bases de dades relacional, multifil i multiusuari. Una eina coneguda que pot manejar 
l’administració d’aquest SGBD és phpMyAdmin. 
Aquesta eina permet: 
- crear i eliminar bases de dades 
- crear, eliminar i modificar taules 
- esborrar, editar i afegir nous camps a les taules 
- executar qualsevol sentència SQL 
- administrar les claus dels camps 




- exportar dades en diversos formats 
S’ha utilitzat aquesta eina per a crear la base de dades, donat que té un comportament molt 
intuïtiu i senzill. A continuació podem veure com ha resultat el disseny resultant: 
  
Tal com mostra la Figura 61, la base de dades Cursos té les vuit taules que hem definit 
anteriorment. 
 
4.5.2. Disseny dels mecanismes d’accés, consulta i actualització de les dades 
Donat que l’arquitectura del sistema, tal com hem esmentat abans, té les tres capes bàsiques 
fusionades en una sola capa, els mecanismes d’accés, consulta i actualització de dades es 
realitzen directament des dels fitxers que hi han d’accedir. 
Aquests accessos es realitzant mitjançant PHP i SQL. Podem veure alguns casos concrets. 
Establiment de la connexió amb la base de dades 
 
Tal com podem observar, la Figura 62 mostra el bocí de codi que estableix la connexió amb la 
BD. Ho fa amb PHP, a través de les funcions: 
- mysql_connect : s’encarrega d’obrir la connexió amb el servidor MySQL. 
- mysql_select_db: selecciona la base de dades que li indiquem, en aquest cas és ‘cursos’. 
Figura 61 : vista disseny físic BD 
 
Figura 62 : Establiment de la connexió 
 




La funció get_password() obté la contrasenya que permet establir aquesta connexió, s’explicarà 
amb detall al capítol de la implementació. 
 
Consulta a la base de dades 
Les consultes a la base de dades es realitzen mitjançant sentències SQL que emmagatzemem en 






A la Figura 63 podem observar com a la variable $sql es guarda aquesta sentència: 
SELECT * FROM curso WHERE id = ‘id_curso’ 
Amb aquesta sentència agafem de la taula curso la fila amb identificador $id_curso. A 
continuació crida a un parell de funcions PHP: 
- mysql_query : s’encarrega d’enviar la consulta $sql a la base de dades activa amb 
$connect (activada en l’apartat d’establiment de la connexió amb la BD) 
- mysql_fetch_array : un cop enviada la consulta, amb aquesta funció recupera una fila de 
resultats com un array. 
D’aquesta manera, a la variable $val es guarda el resultat obtingut de la consulta. 
Per acabar, per tal de seleccionar el camp de la fila que desitgem, únicament cal indicar el nom 
de la variable on s’ha emmagatzemat el resultat de la consulta, i entre ‘[’ i ‘]’ escrivim el nom 
d’aquest camp. En l’exemple de la Figura 45, a la variable $nombre_curso s’ha guardat el nom 
del curs amb identificador $id_curso. 
 
Actualització de dades 
Les actualitzacions de dades, com ara afegir nous valors, modificar-los o esborrar-los, es 






Figura 63 : Consulta 
 
Figura 64 : Actualització de dades 
 




A la Figura 64 es mostra un exemple de com es modifiquen valors. Igual que abans, a la 
variable $sql es guarda la sentència: 
UPDATE ‘plantilla’ SET 
‘colour_config’ = ‘color_type’, 
‘valour_colour’ = ‘color_valor’, 
‘description’ = ‘description’ 
WHERE id = ‘id_plant’ LIMIT 1 
Aquesta sentència modifica els camps colour_config, valour_colour i description de la fila de la 
taula plantilla amb identificador id_plant pels valors que indica. Per enviar la consulta utilitza la 






A les Figures 65 i 66 veiem els exemples d’afegir una nova fila a una taula i d’esborrar-ne, 
respectivament. Podem veure com funciona exactament igual que en el cas de modificar valors: 
es guarda la sentència SQL en una variable PHP i, mitjançant la funció mysql_query s’envia a la 










Figura 65 : Afegir nous valors 
 
Figura 66 : Esborrar fila 
 





5.1. Directoris dels cursos 
Quan es crea un curs és genera una carpeta amb el nom del nou curs. En aquesta carpeta 
s’afegiran els fitxers següents: 
- interactivo.xml: és el fitxer que conté tota la informació necessària del curs: variables de 
configuració, ordre de les pantalles i elements de cada una d’elles. 
- interactivo.swf: aquest fitxer és el que descriu el disseny de l’interactivo.xml. El disseny 
dels elements bàsics i genèrics d’un curs dependrà d’aquest fitxer. 
- index.html: aquest fitxer és l’encarregat de llegir el fitxer XML explicat anteriorment i 
de reproduir-lo amb la tecnologia Flash. 
A part d’aquests fitxers, és crea una carpeta docs que contindrà les carpetes corresponents als 
elements que s’hauran de mostrar al curs. Veiem aquestes carpetes i la informació que 
emmagatzemaran: 
- docs/templates: aquesta carpeta guarda totes les plantilles dels slides que hi ha creats al 
curs. 
- docs/swfs: en aquesta carpeta s’emmagatzemaran totes les animacions en format SWF 
que apareixeran al curs. 
- docs/images: conté les imatges del curs en formats .JPG, .PNG i .GIF. 
- docs/sounds: conté tots els sons del curs en format MP3. 
- docs/videos: de la mateixa manera que en les altres carpetes, en aquesta 
s’emmagatzemen tots els videos del curs. El format és .FLV. 
 
5.2. Estructura dels cursos 
Tal com hem explicat anteriorment, el fitxer XML d’un curs és el que conté tota la informació 
necessària d’aquest.  
Per cada curs creat existeix aquest fitxer interactivo.xml, generat per la pròpia empresa i que té 
una estructura marcada i fixa. Les etiquetes que marquen aquesta estructura del fitxer són: 
- <triagonal>: és l’etiqueta que encapçala el document XML. A partir d’aquesta, el 
intèrpret sap que comença la informació referent al curs. 
- <config>: aquesta etiqueta marca el començament de les variables de configuració, que 
són les que defineixen el disseny del curs que s’està generant. 
- <slide>: aquesta etiqueta defineix totes les pantalles o diapositives amb la seva 
estructura d’elements que conté.  Té dues variables: diapo, que és la que marca l’ordre 
de la diapositiva en el curs, i template, que és la variable que indica quina plantilla SWF 
defineix l’slide. Un slide té tants elements com indiqui la seva plantilla template.  
Cada element és composa  per 1 text, 1 imatge, 1 so i 1 animació, de manera que si una 
pantalla està definida per un template que indica 12 elements, la pantalla contindrà com 
a molt 12 texts, 12 imatges, 12 sons i 12 animacions. Les etiquetes de cada component 
són les següents: 
 <text>: defineix un element de tipus text. 
 <image>: defineix un element de tipus imatge. 




 <swf>: defineix un element de tipus animació. 
 <sound>: defineix un element de tipus so. 
 
- <popups>: aquesta etiqueta marca el bloc de popups del curs. Aquest bloc està 
composat per un conjunt d’etiquetes popup: 
 <popup>: cada etiqueta popup en singular defineix un popup amb un id 












En la Figura 67 podem veure l’estructura del fitxer amb els elements bàsics que composen un 
curs.  
Podem observar que falten les variables de configuració dins del bloc <config>. 
També podem veure que hi ha tres slides principals amb la variable diapo a “0_1”, “0_2” i 
“0_3” relativament, aquests tres slides han d’existir per tots els cursos. Són els slides que 
mostren la documentació, glossari i introducció del curs. 
A partir d’aquest slides venen seguides la resta de diapositives del curs, amb una numeració de 
la variable diapo començant per “1_0”, fins a “N_M”.  
Cal esmentar que les pantalles o diapositives és caracteritzen en capítols i subcapítols. Si 
actualment tenim creats i capítols i j subcapítols, per cada capítol i subcapítol nou, 
la numeració de la variable diapo es calcula de la manera següent: 
Capítol: N = i+1, M = 0 
Subcapítol: N = i, M = j+1 
 
A continuació podem veure un exemple per tal d’aclarir aquest càlcul: 
Figura 67: estructura del fitxer XML 




















A la Figura 68 podem observar això que hem esmentat: 
- Primer veiem els 3 primers slides que són els relatius a la documentació, al glossari i a 
la introducció del curs. 
- A continuació podem observar tota una sèrie d’slides que composen l’estructura del 
curs en 7 capítols.  
Pel primer capítol veiem que hi ha 3 subcapítols, i pel capítol 7 hi ha 7 subcapítols, 
mentre que els capítols del 2 al 6 no tenen subcapítols. 
Tornant a la Figura 67, després del bloc de slides arribem al bloc dels popups, on hi ha definits 
cada un d’ells amb l’etiqueta pertinent. 
Cal esmentar que els popups van en parella. És a dir, quan l’element d’un slide té un popup, 
l’element marcarà dos id de popups contigus. Posem un exemple: 
Figura 68: estructura del fitxer XML 















Bé, a la Figura 69 se’ns mostra l’slide “0_2”. Aquest slide està format per dos texts, dues 
animacions, una imatge i dotze sons. 
Si observem les dues animacions, hi ha una variable shopopClic que defineix un popup. Pel cas 
de la primera animació veiem que la variable marca: 
shopopClic=”104,105,5” 
Els dos primers valors són els id’s dels popups que corresponen a l’animació, mentre que el 
tercer valor correspon a la mesura del popup. Les referències d’aquest valor són: 
“1”  finestra petita 
“2”  finestra mitjana 
“3”  finestra gran 
“4”  pantalla completa 
Figura 69: popups 




“5”  finestra amb la mesura que marqui l’usuari 
Els id’s de popups per l’animació són el 104 i el 105. En el bloc dels popups els podem trobar. 
Per cada parella de popups un d’ells sempre estableix un so, un títol i unes propietats (en el cas 
que s’hagi marcat l’opció 5 de mesura de popup), que són les coordenades x i y, i l’ample i 
l’altura. L’altre sempre defineix el contingut del popup. 
D’aquesta manera, el popup amb id = 104 té el so blanco.mp3, té les propietats x:126, y:228, 
w:731, h:368 i el títol “METHODOLOGY”. 
Mentre que el popup amb id=105 té el contingut “Donors and project manager...”. 
 
 
5.3. Descripció de l’estructura del codi 
En aquest capítol veurem com s’ha estructurat el codi en els diferents fitxers per tal de distribuir 
les diferents pantalles i tasques. 
5.3.1. Directoris 
L’estructura en directoris en el servidor ha quedat generat de la següent manera:  
 
 
Podem observar l’estructura en la Figura 70. Aquesta està formada per un conjunt de carpetes i 
uns fitxers PHP. Les carpetes més importants són CSS, jquery i jscolor. En aquest capítol 
veurem la importància del contingut d’aquestes carpetes. 
Figura 70: estructuració fitxers 
 




L’aplicació està formada bàsicament en el conjunt de fitxers PHP. La majoria d’aquests fitxers 
defineixen cada una de les pantalles amb les funcionalitats que ofereixen i realitzen els accessos 
a la BD que calen. 
 
5.3.2. Patró de disseny dels fitxers 
Cadascun dels fitxers que defineixen una pantalla segueixen un mateix patró de disseny. 
- Connexió : aquesta part estableix la connexió amb la base de dades del sistema 
- Capçalera : aquesta part del patró s’encarrega de formar la capçalera de la pantalla 
depenent del tipus d’usuari registrat actualment a l’aplicació 
- Cos : tal com indica el nom, és el codi del cos de la pàgina 
- Peu de pàgina : és la part del codi que forma el peu de pàgina de la pantalla (la mateixa 
per a totes les pantalles) 
 
Connexió (conexion.php) 
Aquest fitxer comprèn el codi que estableix la connexió amb la base de dades del sistema. Com 
totes les pantalles de l’aplicació l’han d’executar, s’ha generat un fitxer expressament per a ell. 
Podem veure el codi a la Figura 71: 
 
Podem veure com realitza la connexió amb les dades corresponents al username, hostname i 
password. Es pot apreciar com la contrasenya l’obtenim a partir d’una funció PHP que està 
implementada una mica més avall. 
La contrasenya de la base de dades s’ha hagut de posar en un arxiu coursegenerator.pass que 
només pot llegir l’usuari del servidor. D’aquesta manera ningú més pot obtenir aquesta 
contrasenya i queda protegida. La funció get_password() comprova que l’adreça que hi està 
accedint sigui la IP del servidor i, en tal cas, llegeix del fitxer. 
 
Capçaleres (header_admin.php, header_empleat.php, header_client.php) 
S’ha hagut de distingir entre aquests casos donat que, evidentment, les funcionalitats que li 
estan permeses a un empleat encarregat d’un curs no seran les mateixes que les del client. Un 
Figura 71: codi conexion.php 
 




empleat té la responsabilitat de crear cursos, generar-ne i modificar-ne els continguts. Mentre 
que el client responsable del curs únicament ha de poder consultar els cursos creats per 
l’empleat i afegir suggeriments per aquest. Tot i així, les tres capçaleres contenen una part igual, 
l’opció de sortir del sistema que tanca la sessió de l’usuari. 
 
Tal com podem veure a la Figura 72, hi ha dues funcions en javascript que defineixen el 
comportament del tancament de sessió, explicat amb detall al capítol del disseny intern de la 
interfície d’usuari. 
Veiem el codi del fitxer header_client.php: 
 
Figura 72: codi comú capçaleres 
 
Figura 73: Codi capçalera client 
 




A la Figura 73 tenim el codi que correspon a la capçalera particular d’un usuari client. Podem 
observar que guarda la pàgina actual de l’aplicació a $pagina, això ens servirà per a poder 
marcar la pestanya de la interfície en la que ens trobem. 
A continuació realitzem una consulta a la base de dades que recull les dades de l’usuari que està 
registrat, i obtenim el seu logotip de l’empresa ja que, tal com havíem explicat, la interfície que 
veu el client sempre mostra el logotip de l’empresa on treballa. Amb la variable $mida 
aconseguim mostrar aquest logotip amb unes mesures específiques depenent de la mida real de 
la imatge. 
A continuació arriba l’estructura del cos. Veiem que la capçalera és una capa que té com a 
identificador wrapper.  Aquesta està composada a la seva vegada per tres capes: 
- header : aquesta capa és l’encarregada de mostrar a la dreta de la pantalla el nom 
d’usuari registrat a la sessió i els logotips de Triagonal i de Course Generator. 
- empresa: en aquesta capa es mostra el logotip de l’empresa client. 
- menu_cl : aquesta és la capa encarregada de mostrar les pestanyes del menú d’opcions 
per al client. Únicament és una pestanya que redirecciona a l’usuari al llistat de cursos 
que té creats. 
 
Veiem el codi del fitxer header_empleat.php: 
 
 
Tal com mostra la Figuta 74, la capçalera d’empleat segueix la mateixa estructura que la del 
client.  
Inicialment, en PHP, obtenim la pàgina de l’aplicació en la que ens trobem actualment. A 
continuació generem la capçalera en HTML. L’estructura de sempre és una capa principal amb 
Figura 74: Codi capçalera empleat 
 




identificador wrapper que conté dues capes, encarregades de mostrar la capçalera principal de 
l’aplicació i el menú concret de l’usuari. 
- header : igual que per a la capçalera del client, mostra el logotip de Triagonal i de 
l’aplicació, i a part mostra el nom d’usuari de la sessió a dalt a la dreta. 
- menu : podem comprovar com aquest menú és més complex que el de l’usuari. Aquest 
mostra tres pestanyes, la que li permet veure un llistat dels projectes del sistema, la del 
llistat dels seus projectes i la que li permet crear un projecte.  
Per a les pestanyes del menú podem observar com realitzem les comandes tipus: 
strpos($pagina, “crear_proyecto.php”) > 0 
amb aquesta instrucció podem comprovar si la pàgina en la que es troba l’aplicació actualment 
és, per aquest exemple, crear_proyecto, d’aquesta manera afegeix a l’enllaç unes variables 
d’estil que hem definit en la variable $propietats, i que són les que indiquen l’estil de la 
pestanya en la que estem. 
 
A la Figura 75 podem observar aquests dissenys, per a una pestanya premuda (Crear Proyecto) i 
les que no ho estan (Proyectos i Mis proyectos). 
 
Per acabar amb les capçaleres ens cal veure el codi del fitxer header_admin.php: 
 
Igual que les dues capçaleres anteriors, aquesta està formada per una capa amb identificador 
wrapper que està composada per dues altres capes, header i menu. Donat que la de header és 
idèntica que les anteriors, ens centrarem en la de menu. 
Figura 75: Disseny pestanyes 
 
Figura 76: Codi capçalera administrador 
 




De la mateixa manera, aquesta capa és l’encarregada de les pestanyes del menú d’opcions, però 
l’administrador té més opcions que un empleat, aquest pot, a part, accedir a la part 
d’administració del sistema per a generar noves plantilles i nous interactius, i pot accedir a la 
gestió d’usuaris per tal de crear-ne de nous i veure’n els llistats. 
Pel que fa al funcionament és el mateix. A la variable $pagina tenim la pàgina actual de 
l’aplicació i per cada opció del menú comprovem si estem en aquella, per tal de definir les 
propietats d’una pestanya marcada. 
 
Peus de pàgina (footer.php) 
Abans de veure com està creat el cos de cada fitxer, veurem l’altra part en comú de tots ells: el 
peu de pàgina. 
És el fitxer més senzill del sistema, només conté una capa amb informació de Triagonal i tanca 




Cos dels fitxers 
anadir_cliente.php 
En aquest fitxer es descriu el formulari d’afegir un nou usuari al sistema. És el tipus de 
formulari més senzill que tenim per a l’aplicació, donat que són pocs camps i senzills, i 
l’actualització a la base de dades no comporta cap càlcul addicional. 
 
anadir_template.php 
Aquest fitxer s’encarrega de generar un formulari, el que permet que l’usuari indiqui quin tipus 
de nova pantalla desitja (introducció, capítol, subcapítol) i la plantilla que definirà el seu estil de 
disseny. És un formulari molt senzill que no realitza cap actualització a la base de dades, donat 
que, un cop escollits els atributs del formulari, es redirecciona a l’usuari a la pantalla d’edició de 
la pantalla on s’enregistraran els canvis. 
 
crear_interactivo.php 
Aquest és el fitxer que permet crear a l’usuari un nou patró de disseny per un curs. De nou, és 
un formulari molt senzill, tan sols cal indicar el nom que rebrà l’interactiu i afegir en els camps 
pertinents el format en SWF i HTML.  
Quan el formulari s’enviï s’enregistrarà el nou interactiu a la base de dades i es pujaran els dos 
fitxers al servidor per tal de poder-los mostrar a les opcions en el moment de crear un nou curs. 
 
Figura 77: Codi peu de pàgina 
 





Aquest fitxer s’encarrega de generar el formulari pertinent a la creació d’un nou curs i, 
conseqüentment, d’un nou projecte. No és dels més complexos, a l’igual que els anteriors que 
hem vist.  
Quan s’envia el formulari realitza les actualitzacions a la base de dades que són necessàries i 
crear en el servidor una nova carpeta per al curs, amb els subdirectoris pertinents de la 
documentació i es copia el patró de disseny seleccionat per al curs a la seva carpeta. 
 
edicion_curso.php 
Aquest fitxer és el que mostra l’estructura d’un curs concret. Conté una lògica més complexa, 
donat que ha de realitzar unes consultes a la base de dades que permetin obtenir les pantalles 
creades per al curs i mostrar-les. 
Permet realitzar alguns canvis, com el de reordenar les pantalles o activar-les i desactivar-les. 
 
pegar_slide.php 
Aquest fitxer va lligat al fitxer edicion_curso.php, donat que aquest últim permet a l’empleat 
l’acció de copiar una pantalla.  
Aquesta acció s’ha vist necessària d’implementar donat que moltes pantalles comparteixen 
informació similar, com ara pantalles d’un mateix capítol, i d’aquesta manera no cal editar el 
conjunt d’elements des de zero, sinó que podem copiar la pantalla, enganxar-la on desitgem del 
curs i, a partir d’aquí, modificar els camps dels components que veiem necessari. 
S’ha vist necessari apartar la lògica corresponent a l’acció d’enganxar la pantalla, donat que es 
necessitava realitzar consultes a la BD i des de javascript això no és possible. La funció relativa 
a enganxar la pantalla generava una crida en AJAX que permet accedir a aquest fitxer 
pegar_slide.php que realitzarà els canvis pertinents a l’acció. 
  
edicion_template.php 
Aquest és dels fitxers més complexos que hi ha al sistema. Mostra el formulari més ampli que hi 
ha per l’aplicació i comporta un munt de interaccions entre l’usuari i el servidor que afegeix més 
complexitat al fitxer. 
Amb aquest fitxer es genera el formulari pertinent a crear una nova pantalla per un curs. S’ha de 
generar per cada element de la pantalla les quatre components de text, imatge, animació i so per 
tal que l’usuari pugui editar-los. Les múltiples interaccions que hi ha són degudes a la gran 
quantitat de capes amagades que hi ha en el formulari (les de les components d’un element i les 
dels popups), explicades en el capítol del disseny intern de la interfície d’usuari. 
Un com s’envia aquest formulari es generen una gran quantitat de càlculs que crearan els 
diferents elements i finalment els emmagatzema a la base de dades amb els seus atributs. També 




s’actualitzen els directoris de la carpeta del curs afegint-hi els fitxers corresponents a les 
imatges, animacions i sons que aniran enllaçats amb aquesta pantalla. 
 
busca_id.php 
Aquest fitxer està connectat directament amb el fitxer anterior, edicion_template.php. Quan en 
el fitxer anterior s’edita un popup (ja sigui d’animació o de text), hem d’introduir l’identificador 
que tindrà aquell popup en el curs, el que es mostrarà al final del fitxer XML generat. Aquest 
identificador és únic per al curs, però pot haver altres popups amb aquest identificador per altres 
cursos. 
Per tal d’assegurar-nos que aquests identificadors no es repeteixen en un curs, s’ha creat aquest 
fitxer. Aquest és el responsable de realitzar les consultes necessàries a la base de dades i, a partir 
dels resultats obtinguts, farà les comprovacions. 
 
editar_config.php 
Aquest fitxer és el que mostra el formulari d’edició de les variables de configuració d’un curs. 
La lògica que conté és complexa en el sentit de l’organització dels camps en diferents capes, pel 
que fa a la resta és un formulari senzill però amb una gran quantitat d’informació. 
Quan el formulari s’envia el fitxer ha de recollir tots els valors que ha introduït l’usuari i 
emmagatzemar-los com a atributs del projecte relatiu al curs, a la taula proyectos de la base de 
dades.  
A part, el fitxer ha de generar un fitxer amb extensió .TXT que contindrà la informació referent 
a aquestes variables amb notació XML. És a dir, que s’escriurà un fitxer que contindrà la part 
<config> del fitxer final XML generat per un curs. D’aquesta manera, si l’usuari modifica la 
informació de configuració quedarà enregistrat en aquest fitxer. 
 
genera.config.php 
Aquest fitxer és inclòs en el fitxer editar_config.php i és el que s’encarrega específicament de 




Aquest fitxer és de gran importància per a l’aplicació, donat que és el que genera el fitxer XML 
resultant d’un fitxer. S’accedeix a aquest fitxer quan l’usuari vol previsualitzar o veure el codi 
XML del curs.  
Aquest fitxer obté totes les dades del curs: fitxer de configuració que s’ha creat degudament, 
informació de cada una de les pantalles, dels popups, ... i ho bolca tot en el fitxer XML 
anomenat interactivo.xml. 




Un cop s’ha executat aquest fitxer, queda enregistrat al servidor a la carpeta corresponent del 
seu curs. Si es realitza algun canvi en aquest curs i es torna a executar generar_xml.php es 
reescriurà el fitxer XML. 
 
generar_xml_slide.php 
Aquest fitxer funciona com l’anterior, amb la diferència que genera un fitxer XML per a 
representar no el curs, sinó una de les pantalles que el composa. D’aquesta manera, a la pantalla 
de l’estructura del curs, es permet previsualitzar cadascuna de les pantalles o diapositives per 
separat. 
S’enregistra en el servidor amb el mateix nom interactivo.xml. 
 
gestion_sistema.php 
Aquest fitxer té una lògica senzilla. És l’encarregat de mostrar la informació del sistema en dos 
llistats, això és, les plantilles de pantalles existents al sistema i els patrons de disseny 
(interactius) que podem oferir per cada curs. En aquesta pantalla no es realitzen canvis, per 
aquesta raó no hi ha actualitzacions a la base de dades ni cap càlcul addicional. 
 
gestion_usuarios.php 
Aquest fitxer mostra un llistat amb els usuaris existents al sistema. La seva lògica és molt 
senzilla, donat que únicament realitza una consulta a la base de dades per obtenir tots aquests 
usuaris i estructura aquesta informació en una taula. Com no realitza cap canvi al sistema, no cal 
cap actualització a la BD ni cap càlcul. 
index.php 
És el fitxer principal de l’aplicació, el que representa la primera pantalla, la de registre. És l’únic 
fitxer representant d’una pantalla que no inclou cap fitxer de capçalera, donat que encara no hi 
ha un usuari que hagi iniciat sessió. 
Quan un usuari introdueix les seves dades al requadre de registre i envia el formulari, es realitza 
una consulta a la BD que comprova l’existència de l’usuari i, en cas que existeixi, s’estableixen 
aquestes dades com a dades de sessió ($_SESSION), de manera que, des de qualsevol pantalla 
de l’aplicació podrem obtenir aquest usuari. A part, es redirecciona a la pantalla inicial 
corresponent al tipus d’usuari. 
 
modif_slide.php 
Aquest fitxer té el mateix comportament que el edicion_template.php. L’única diferència que 
cal esmentar és que aquest s’executa quan una pantalla ja està creada i només es vol editar el 
contingut dels elements.  




És un fitxer molt complex donat que, quan s’envia el formulari, s’ha de realitzar una sèrie de 
comprovacions per cada element per tal d’esbrinar l’estat anterior d’aquest, és a dir, si ja existia 
o no, i l’estat actual, ha d’existir o no? A partir d’aquí es realitzen totes les actualitzacions a  la 
base de dades: afegir nous elements, modificar-los o esborrar-los. 
 
nueva_sugerencia.php 
Aquest fitxer és l’encarregat de permetre a l’usuari client d’afegir nous suggeriments a un curs o 
una plantilla. No té massa dificultat, però sí que genera una sèrie d’interaccions entre la 
interfície i el sistema que permet  
- afegir més quadres de text al formulari per tal de poder crear més suggeriments 
- esborrar l’últim quadre de text amb l’últim suggeriment 
- esborrar tots els suggeriments 
Un cop s’envia el formulari s’enregistren els canvis a la base de dades. 
 
nuevo_template.php 
En aquest fitxer PHP es descriu el formulari pertinent a afegir una nova plantilla de pantalla o 
diapositiva i realitza els càlculs necessaris a la base de dades per tal de registrar-lo en el sistema. 
És un formulari de tipus senzill, com el del fitxer anadir_cliente.php. 
 
proyectos.php 
Aquest fitxer és el representant de la pantalla inicial un cop l’usuari s’ha enregistrat. Mostra un 
llistat amb els projectes que existeixen al sistema i permet previsualitzar-los i accedir a la 
consulta particular de cadascun d’ells.  
Aquest fitxer no realitza cap canvi sobre cap projecte, de manera que no es realitzen 
actualitzacions a la BD. 
 
sugerencias_curso.php 
Aquest fitxer representa cadascun dels suggeriments existents en un curs, organitzats per 
pantalles. No permet realitzar cap canvi, de manera que únicament accedeix a la base de dades 
per obtenir aquests suggeriments i mostrar-los a l’usuari. 
 
sugerencias_plantilla.php 
Aquest fitxer és similar a l’anterior que hem esmentat. Mostra un llistat amb els suggeriments 
d’una pantalla d’un curs. La diferència principal amb l’anterior fitxer és que aquest és un 
formulari on, cada un dels suggeriments conté una casella. Aquesta casella li permet a l’usuari 
empleat de Triagonal marcar el suggeriment com a realitzat. 




Quan s’envia el formulari s’enregistren aquests canvis a la taula sugerencias. 
 
prototype.js 
Aquest fitxer, tal com l’anterior, el podem descarregar de Internet. Aquest fitxer és un 
framework orientat al desenvolupament dinàmic  i senzill d’aplicacions web. És una eina que 




5.3.3. Altres fitxers i llibreries necessàries 
Pel desenvolupament de l’aplicació s’han necessitat algun fitxer i llibreries addicionals. Aquests 






En aquesta carpeta hi tenim el fitxer style_template.css. Aquest fitxer defineix tots els estils de 
l’aplicació que s’ha vist necessari agrupar en un de sol, donat que, per exemple, les taules de 
l’aplicació segueixen el mateix patró d’estil, a l’igual que algunes capes, per no parlar del cos 
bàsic d’una pàgina.  
Anem a veure alguns dels estils que hem utilitzat: 
 
Menú pestanyes 
Per tal d’establir un disseny global del menú d’opcions (el de les pestanyes) s’ha establert un 
patró en el fitxer d’estils style_template.css. 
Com el menú és una capa que rep com a identificador menu, cal definir totes les components de 
la capa per a aquestidentificador: 






A la Figura 78 podem veure com s’ha definit l’estil principal i el de les seves components. 
Per l’estil principal s’ha definit una amplada i altura, s’ha establert un marge i l’amplada de les 
zones de farcit dels elements. 
S’ha definit  un estil individual per les llistes (pestanyes) i els enllaços que hi contenen (a), on 
es pot apreciar que s’ha definit una font diferent a la que ja hi ha establerta per defecte, i se li 
dóna el color #001a33, que és el color blau fosc que s’ha utilitzat en tota l’aplicació. Si es pitja 
l’enllaç d’una pestanya aquesta tindrà l’estil definit a a:hover. En el que es canvia el color de 
fons de la pestanya (que indicarà que la pestanya està seleccionada) i la dibuixa amb contorns 
rodons. 
 
Menú d’opcions de l’esquerra 
Aquests menús són els que apareixen a l’esquerra de la pantalla en els casos de consulta 
individual d’un curs, gestió d’usuaris o gestió d’administració. Recordem que tenien el fons 
blau fosc i, si el ratolí passa per damunt d’una de les opcions, el text d’aquesta es distingeix de 
la resta. Podem veure-ho a la figura següent: 
 
Figura 78: Estil capa Menú 
 











A la Figura 79 podem comprovar com varia el menú si es passa el ratolí per damunt d’una 
opció. En el menú de l’esquerra el ratolí no està per damunt de cap opció, mentre que en el de la 
dreta està damunt de la segona opció, Editar configuración. 
Anem a veure la definició d’aquests estils en el fitxer style_template.css: 
 
A la Figura 80 podem observar aquesta definició. El nom de la capa és contenidor i podem 
veure com té una amplada i altura definida, donat que en aquest menú sempre hi haurà el mateix 
número d’opcions i sempre seran les mateixes, així les mesures queden fixades per cada pantalla 
que mostri aquest menú d’opcions. Podem comprovar com el color blau fosc torna a ser el 
mateix comentat en l’estil del menú de les pestanyes, #001a33. Això té l’explicació que s’havia 
Figura 79: Menú d’opcions 
 
Figura 80: Estil Contenidor 
 




comentat en el capítol del disseny de la interfície d’usuari, s’han establert uns colors fixes per al 
disseny de l’aplicació per tal de seguir sempre el mateix estil. 
Per a veure el comportament dels enllaços quan passem el ratolí pel damunt d’una opció cal que 
ens fixem en els estils de a i de a:hover. Veiem que mentre a té un color definit pel text de cada 
opció (blanc) i un grossor normal, l’estil de quan una opció té el ratolí al damunt canvia de color 
a #bac8e8 i el grossor passa a estar en negreta. 
 
Taules 
Moltes taules utilitzen estils definits al CSS. Com per exemple, la taula que mostra l’estructura 
d’un capítol en pantalles: 
 
 
La Figura 81 ens recorda l’aspecte d’aquest tipus de taules. El nom de l’estil és sofT. Vegem la 
definició d’estils del fitxer style_template.css: 
 
Figura 81: Taula sofT 
 
Figura 82: Estil taula sofT 
 




A la Figura 82 es mostra les definicions pertinents al tipus de taula sofT. Veiem com segueix la 
mateixa estructura que amb els estils esmentats anteriorment, primer l’estil principal de la taula i 
després el de les seves components, les files de capçalera de la taula (th) i les columnes (td). 
Com a estil principal es defineix un estil de font diferent al de la resta de l’aplicació, Verdana, 
amb el colors blau fosc que ja coneixem i una mesura de la font d’11 px. Defineix com a color 
de fons un blau claret, #fafdfb, amb un color de font de #001a33; i la característica border-
radius permet arrodonir els contorns de la taula. 
Per la capçalera de la taula veiem que canvia el color de fons al blau fosc, #001a33, i el color de 
la font el canvia a blanc. 
Per les columnes no realitza cap canvi massa evident, únicament estableix que el text estigui 
centrat en la casella corresponent. 
 
JQuery 
És una biblioteca de JavaScript que permet simplificar la manera d’interactuar amb els 
documents HTML, manipular arbres DOM, manejar esdeveniments, desenvolupar animacions i 
agregar interacció amb la tècnica AJAX a pàgines web.  
Per aquesta última raó s’ha afegit al programa aquesta llibreria, donat que s’ha vist necessari 
implementar algunes de les funcionalitats amb AJAX. 
 
JSColor 
Per tal de poder desenvolupar els formularis d’edició de pantalles i d’edició de les variables de 
configuració d’un curs, s’ha vist necessari afegir un recol·lector de colors. Això és, per 
exemple, que quan hem de seleccionar un color per una de les variables de configuració, s’obre 
un quadre de colors que permet a l’usuari escollir el que desitgi. 
 
Podem veure a la Figura 83, com per la variable colordefondoHex s’ha pitjat damunt del 
recol·lector, obrint així les opcions per l’usuari. 
Aquesta funcionalitat i tota la lògica que comporta ve definida en el fitxer jscolor.js, 
implementat en JavaScript. 
Figura 83: Recol·lector de colors 
 




El fitxer original però, s’ha hagut de modificar, donat que el requadre venia amb una mesura 
fixada més ampla, i es mostrava el valor del color seleccionat en el requadre. Això podia 
confondre l’usuari.  
De manera que s’ha alterat una mica el fitxer per tal que no mostri aquest valor. A part, s’ha 
implementat un esdeveniment onChange() que realitza una crida a una funció JavaScript que 
permet afegir aquest valor seleccionat al requadre del costat, que serà el que s’enregistrarà un 



























Per tal de realitzar les proves del funcionament de l’aplicació s’ha tingut en compte quatre 
versions d’aquesta: 
- Versió 1: l’aplicació permet funcionalitats bàsiques, com ara crear usuaris, crear un nou 
projecte a partir d’un curs i dos usuaris, edició d’un curs i de les seves pantalles,  i 
consulta dels cursos del sistema 
- Versió 2: s’afegeixen funcionalitats damunt de les pantalles dels cursos (previsualitzar-
les, endreçar-les, activar/desactivar-les i modificar-les), així com la generació del fitxer 
XML 
- Versió 3: s’afegeix la pantalla de registre, amb això es distingeix entre usuaris empleats 
i usuaris clients. S’estableix un disseny mitjançant un fitxer CSS, s’introdueixen nous 
camps per a l’edició de pantalles de cursos que incrementen la complexitat del 
formulari pertintent i s’estableixen les funcionalitats referents als suggeriments. 
- Versió 4: a partir de les proves de les versions anteriors s’estableix una última versió, en 
la que s’ha trobat la necessitat d’establir una gestió del sistema, que permet generar 
plantilles i interactius per als cursos, i s’han perfilat algunes pantalles i detalls que s’han 
trobat necessaris. 
 
6.1. Proves versió 1 
Les proves de la primera versió van resultar complexes donat que eren les primeres a realitzar-
se. Al principi hi ha manca de mecànica tant amb l’aplicació com amb la base de dades i l’eina 
que permet gestionar el servidor.  
Aquestes primeres proves s’han basat en afegir nous usuaris al sistema i crear nous cursos, 
comprovant que es generen al servidor els directoris corresponents al nou curs i es copien els 
fitxers necessaris per a que el navegador el pugui reproduir.  
Un cop aconseguit això, s’ha començat a modificar les variables de configuració del curs i les 
pantalles, sent aquestes les més dures de la versió, degut a la gran quantitat d’actualitzacions 
que hi ha a la base de dades i a la complexitat de l’algorisme de tractament dels elements 
generats per a les pantalles. 
D’aquestes proves es va obtenir els següents resultats: 
- Error en la pujada de fitxers al servidor 
- Relacions errònies entre elements creats i les pantalles corresponents 
Un cop perfilats aquests errors vam poder continuar amb la següent versió. 
 
6.2. Proves versió 2 
Per a realitzar aquestes proves es va començar per generar la previsualització d’una única 
pantalla del curs. Aquestes proves van resultar amb diferents errors: 
- Error de lectura per part del navegador 
- Estructura del fitxer XML errònia 




- Falta de variables de configuració 
El primer error es generava a causa de la codificació BOM dels fitxers XML que no permet 
reproduir el fitxer. De manera que es va treure amb la línia de codi “\xEF\xBB\xBF”. 
El que produïa una estructura errònia del fitxer generat era la manca de dues pantalles 
(documentació i glossari) que han d’estar sempre en qualsevol fitxer XML per a que es pugui 
reproduir.  
A mesura que avança el temps, es van afegint noves variables de configuració, i la segona versió 
no estava actualitzada en aquest sentit, amb lo qual produïa algun error concret. 
Els errors trobats mitjançant aquestes proves han estat molt fàcils de resoldre, res a veure amb 
les altres proves: 
Per tal d’afegir la funcionalitat d’ordenament de les pantalles d’un curs, s’ha generat una sèrie 
d’algorismes tenint en compte si la pantalla era un capítol o un subcapítol. Amb lo qual hi ha 
més proves a realitzar. Aquests proves no van ser fàcils de tractar, donat que modifiquen l’ordre 
de les pantalles i, quan generava errors, s’havia d’accedir des de la base de dades i restaurar els 
valors manualment. Han estat unes proves llargues, però finalment es va poder trobar l’error en 
l’algorisme i reescriure’l. 
 
6.3. Proves versió 3 
Aquesta versió ha estat, juntament amb la primera, la més intensa i complexa pel que fa a la 
implementació i a les proves.  
El fet d’afegir un estil de disseny a l’aplicació no ha estat fàcil: s’ha de crear estils per a les 
taules, definir les pantalles i menús d’opcions depenent del tipus d’usuari registrat, ... Tot això 
facilita els canvis d’ara en endavant pel que fa al disseny, donat que fins ara, s’establia el 
disseny d’un element en la seva mateixa etiqueta HTML. Però s’ha hagut de tenir en compte 
colors, fonts, etc, per a que l’aplicació sigui agradable de treballar. 
Pel que fa als nous camps del formulari d’edició de les pantalles, ens referim als popups dels 
elements. Ja hem pogut veure la gran complexitat d’aquests: noves capes amb el seu 
corresponent tractament, comprovació dels identificadors únics dels popups en el curs, detecció 
els popups dels texts,... Per no parlar de les noves actualitzacions que s’introduiran tant a la base 
de dades com a la funcionalitat de generar el fitxer XML resultant. 
Aquestes proves van obtenir uns quants errors: 
- Errors d’actualització de la base de dades (només generava un popup) 
- Errors d’escriptura del fitxer XML (conflicte amb els identificadors)  amb la detecció 
d’aquest error es va poder introduir la comprovació dels identificadors dels popups 
- Conflicte de capes (els canvis es realitzaven sempre damunt la mateixa capa) 
Gràcies a aquests errors s’ha pogut optimitzar alguns dels càlculs i resoldre els conflictes. 
Per acabar amb la versió, s’ha afegit les funcionalitats referents als suggeriments dels cursos. 
Els resultats obtinguts d’aquestes proves han estat correctes. 




6.4. Proves versió 4 
Amb la versió 4 s’ha pogut perfilar detalls de l’aplicació, com ara mostrar els logotips del client 
en el seu perfil, noves icones que fan que l’aplicació sigui més intuïtiva, així com afegir una 
nova pestanya d’opcions per als empleats de Triagonal, que permet consultar l’administració del 
sistema, amb això ens referim a les plantilles de les pantalles i els patrons de disseny dels cursos 
(interactius). S’ha notat la necessitat d’establir una funcionalitat que permeti a l’usuari afegir-ne 
de noves, ja que hi ha una gran varietat d’actualitzacions i noves plantilles i patrons que està 
generant l’empresa. Amb aquesta funcionalitat aconseguim tenir l’aplicació actualitzada sempre 
que hi hagi canvis. 
Amb les proves d’aquesta última versió s’han obtingut com a resultats algun error de la creació 


























Per tal d’explicar amb claredat l’estructura dels cursos que es generen en l’empresa, cal explicar 
uns quans mots que aniran apareixent al llarg de la memòria. 
 
HTML 
Són les sigles de HyperText Markup Language. Fa referencia al llenguatge de marques 
predominant per a l’elaboració de pàgines web que s’utilitza per a descriure i traduir l’estructura 
i la informació en forma de text. 
 
XML 
Són les sigles en anglès de eXtensible Markup Language (llenguatge de marques extensible). És 
un llenguatge de marques que permet definir la gramàtica de llenguatges específics. 
La tecnologia XML busca donar solució al problema d’expressar informació estructurada de la 
manera més abstracta i reutilitzable possible. El fet que la informació estigui estructurada 
significa que es composa de parts ben definides, a l’hora que aquestes parts es composa d’altres. 
D’aquesta manera s’obté un arbre amb bocins d’informació, nomenats etiquetes.  
 
SWF 
És inicialment l’abreviatura de Shockwave Flash i, posteriorment, retroacrònim de Small Web 
Format. És un format d’arxiu de gràfics vectorials, encara que també adment bitmaps, amb 
possibilitats d’animacions, creat per l’empresa Macromedia (actualment Adobe Systems). 
Aquests fitxers poden ser generats per diverses aplicacions, tot i que el programa original Adobe 
Flash utilitza un format editable amb extensió “.fla” amb el que l’usuari pot treballar per a 
poder compilar després i comprimir en SWF.  
Estan constituïts principalment per dos elements: objectes basats en vectors i imatges, encara 
que també incorporen àudio i vídeo i una multitud de formes diferents d’interacció amb l’usuari. 
L’objectiu principal d’aquest format és crear arxius petits però que permeten la interacció i que 
funcionen en qualsevol plataforma. Sol ser executat sobre el navegador mitjançant el plugin 
Adobe Flash Player, el qual està instal·lat en un 98% dels ordinadors dels internautes. 
 
BOM 
La Marca de ordre de bytes, és un caràcter Unicode que s’utilitza per a indicar l’ordre dels bytes 
d’un fitxer de text. També es pot utilitzar com a marca per a indicar quina codificació Unicode 
s’està utilitzant (UTF-8, en el nostre cas). 
Generalment, el BOM és una seqüència difícilment visible en la majoria de codificacions 
convencionals. Tot i que un BOM s’interpreti erròniament com un caràcter real contingut en el 




text, no podrà ser vist degut a que és un espai no separable d’amplada zero (en anglès, zero-
width no-break space). 
Mentre que el UTF-8 no està relacionat amb cap problemàtica de ordre de bytes, un BOM 
codificat en UTF-8 pot ser empleat per etiquetar el text com UTF-8. Moltes aplicacions en 
entorn Windows afegeixen un BOM als seus fitxer UTF-8. Això interfereix amb el codi font 
d’aquells llenguatges que no el reconeguin, com ara PHP 5, provocant un incorrecte 
processament dels codis importants. 
 
Interactiu 
Un interactiu defineix un patró de disseny que haurà de seguir el curs que el contingui.  Aquest 
patró defineix el tipus de pantalla del curs, els botons bàsics de presentació i el tipus de 
carregador en percentatge del curs. Un curs sempre ha d’estar definit per un interactiu o el 
navegador no el podrà representar. 
 
Slide 
Un curs està composat per una sèrie de pantalles o diapositives anomenades slides. Aquests 
slides estan formats per un conjunt d’elements (texts, sons, imatges i animacions) que tenen un 
ordre estricte, el qual regeix l’aparició d’aquests elements en el temps. 
 
Template 
Un template és un patró de disseny en forma de fitxer SWF que defineix l’estructura dels slides. 
Cada template té un número d’elements per defecte per a l’slide. 
 
Popup 
Un popup és el terme que utilitzem per anomenar un element emergent en un curs. Són quadres 
d’informació amb sons que al pitjar un element d’un slide es mostren de manera automàtica en 













Durant el desenvolupament del projecte he pogut veure les dificultats reals del desenvolupament 
d'una aplicació generada en PHP i AJAX.  
He après molt respecte d’alguns llenguatges amb els que mai no havia treballat, com ara PHP i 
JavaScript, i a realitzar fulls d’estil CSS que permeten que l’aplicació llueixi un disseny 
agradable; així com el funcionament d’AJAX, generació d’objectes JSON, i la interacció de 
fitxers. També he conegut i après a treballar amb eines bàsiques com phpMyAdmin i FileZilla, 
que m’han ensenyat treballar amb bases de dades MySQL i a interactuar amb el servidor. 
Donat que la metodologia per a crear aquests cursos pot anar variant (afegint altres tipus 
d’elements per a les pantalles, modificant l’estructura del fitxer XML...), aquest projecte té 
possibilitats d’ampliació en un futur, per tal d’adaptar-se a aquests canvis. 
En conclusió, ha estat un projecte que m’ha motivat des del principi amb el tema i amb el que he 






























 Curs d’AJAX a l’acadèmia CEPI-BASE, S.L. Inclou: 
 JavaScript bàsic 
 Fulls d’estil i capes (CSS) 
 XML 
 DOM 





 Pàgina oficial de PHP, www.php.net  
 Pàgina oficial de phpMyAdmin, www.phpmyadmin.net 
 Pàgina oficial de MySQL, www.mysql.com 
 Manual d’etiquetes d’HTML, www.htmlquick.com 
 Tutorial de JavaScript, www.javascriptya.com.ar 
 Wikipedia, es.wikipedia.org 
 
 
 
