A universal construction is an algorithm that transforms any object with a sequential specification into a wait-free linearizable implementation of that object. This paper presents a novel universal construction algorithm for a message-passing system with process crash failures. Our algorithm relies on two fine-grained underlying abstractions: a weak form of leader election, and a one-shot form of register. Our algorithm is indulgent, efficient and generic. Being indulgent intuitively means that the algorithm preserves consistency even if the underlying system is asynchronous for arbitrary periods of time. Compared to other indulgent universal constructions, our algorithm uses fewer messages and gives rise to less work in steady-state. Our algorithm is generic in two senses: (1) although it is devised for a crash-stop model, it can be easily ported to various crash-recovery models, and (2) although it is optimized for steady-state periods, it can easily be extended to trade-off between steady-state performance and fail-over time.
Introduction
A universal construction is an algorithm that provides a wait-free and linearizable implementation of any object that has a sequential specification [12] . In short, being wait-free requires the implemented object to be highly availableany invocation of the object must complete in a finite number of steps, even in the presence of failures. Being linearizable intuitively means that the implemented object must remain consistent-the object must appear to be accessed in a sequential manner [13] . It is very appealing to use the notion of universal construction as the theoretical underpinning of highly-available distributed systems. The notion of universal construction clearly and precisely defines the contractual obligations and guarantees of the various players, such as the objects, the algorithm, and the clients. The object can be implemented in any way that complies with its sequential specification. In particular, objects can be non-deterministic. Clients are given precise safety and liveness guarantees. The universal construction algorithm can be based on any implementation that provides clients with wait-free, linearizable access to the object. From a practical point of view, the object represents an online service. A universal construction algorithm can be viewed as middleware that implements highly-available access to the service from a number of clients.
To be practical as the foundation for high-availability middleware, a universal construction algorithm should have a number of desirable properties:
-It should tolerate arbitrary asynchrony periods of the underlying system (we refer to this property as indulgence [11] ). Indulgence is important because the service may be subject to unpredictable workloads, and it may share resources, such as network bandwidth, with other online services. -The steady-state behavior should be efficient. Steady-state is a period where no process fails or is suspected to have failed. In most systems, this is the common case, and thus the case for which we want to optimize. -The algorithm should minimize the communication between clients and the service. It is indeed common for online services to be accessed via the Internet, and such access typically involves communication over wide-area network links.
Traditionally, universal construction algorithms were devised in a sharedmemory model, where processes communicate through shared registers and consensus-like objects [12] . One can indeed emulate a register abstraction using message-passing (e.g., assuming a majority of correct processes [2]). However, such a solution does not take full advantage of the message-passing model, and therefore, is not efficient in practice. Emulating atomic registers leads to a universal construction that requires Ω(n 2 ) messages, instead of O(n) in our algorithm.
Primary-backup algorithms, such as [1, 3, 5] , are indeed universal constructions devised with a message-passing model in mind. However, these algorithms rely on a strong form of leader election that make them non-indulgent. More precisely, they rely on the assumption of a single primary, and asynchrony in the underlying system may violate this assumption. The semi-passive replication algorithm [8] can be viewed as an indulgent primary-backup universal construction. Nevertheless, because semi-passive replication relies on an underlying consensus-like abstraction, it increases the number of messages exchanged between clients and a replicated service, as compared to traditional primary-backup algorithms. With primary-backup algorithms, a client sends its request to the primary, whereas with semi-passive replication, a client must send its request to all replicas. As we pointed out, the number of messages exchanged between a service and its clients is an important metric for a service that is accessed via the Internet. This paper presents an indulgent universal construction algorithm for a message-passing model with process crash failures, 1 using two fine-grained underlying abstractions: a weak form of leader election, ✸Leader (denoted Ω in [6] ),
