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Abstract 
Knowledge of service delivery is an asset and a competitive edge to service providers.  However, the providers in the IT industry 
have not utilized the asset satisfactorily yet, as their clients’ requirements have some ambiguities due to the demand for fast and 
incremental web service production under ‘cloud’ environments.  To increase reusability of data developed in the past, this paper 
proposes a method to identify suitable assets from service repositories with set-based synthesis of both designers’ and operators’ 
intentions.  This paper also discusses kernel states, which provide disciplines for collaboration among practitioners in service 
production and adjust the assets for later explored requirements. 
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1. Introduction 
Virtualization technologies of software, storage and 
networking enable to build IT resource stacks in datacenters 
and provide resource leasing services called ‘cloud’ [1].  IaaS 
(infrastructure-as-a-service) is a cloud service, which provides 
infrastructure resources: hardware, network and storage.  PaaS 
(platform-as-a-service) provides middleware, such as 
databases and application servers that can be stacked on top of 
infrastructure resources (Fig. 1).  SaaS (software-as-a-service) 
 
 
 
 
 
Fig. 1. Cloud services. 
provides a set of application software on top of the IT 
platforms.  As functions from cloud services have substituted 
traditional software and hardware products, the functional 
delivery of IaaS, PaaS and SaaS can be regarded as an 
exemplification of product-service systems (PSS) [2], which 
seek sustainable societies and enhance functional selling 
through services as an alternative to product sales.  This new 
paradigm reminds system integrators that their traditional 
business model will eventually come to an impasse. 
2. Uncertainty in Service Production 
2.1. Challenges in Asset Reuse 
Systems integrators, i.e. IT service providers, have hitherto 
built unique web service systems from scratch for their clients.  
Their business is based on software and hardware product sale 
and man-hours for integrating whole clients’ service systems.  
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However, the need for providers’ implementation tasks has 
reduced as cloud platforms have provided functions of 
software, storage and networking through the internet, 
replacing integration of all middleware, databases and 
networking products.  Accordingly, responsibilities of systems 
integrators are extended from integration of products to 
analysis, planning, designing and improvement of clients’ 
services.  This change urges the system integrators to shift 
their business model from product selling to comprehensive 
functional selling.  Cloud-compliant IT services need to be 
continual through a system lifecycle and provided at a 
reasonable cost for long-term contracts with their clients.   
This transition can be observed as advancement of 
servitization, which shifts the basis of value proposition from 
one-time-only resources to reusable assets.  Traditional 
integration services have been conducted under a turnkey 
contract.  The source of value, i.e. IT platforms and data, is 
developed one-time-only for the client as they are unique to 
each client, and ownership is transferred to the client when the 
contract is terminated.  In contrast to this product-centric 
business, contracts are now expected to be time and material-
based under cloud-compliant environments.  Therefore, IT 
service providers need to retain their comprehensive 
knowledge and experiences about service design and 
operation, and apply it to a number of clients.  They are 
required to structure the source of value into formalized data 
(i.e. assets) on the premise of repeatable use as it is.  They also 
need to consider that assets should be customizable for various 
clients’ needs.  Hence, an asset should be adaptable to 
uncertainties in requirements between practitioners and in 
later discovered requirements during collaborative work with 
clients. 
2.2. Related Work 
To develop reusable assets, the authors have proposed a 
method for developing assets from service production 
processes [3].  This method defines a sequential chain of 
service models as an asset (Fig. 2).  This asset represents a 
whole production process, enabling to manage production 
progresses.  This approach extends the software production 
engineering approaches [4][5], which identify a core module; 
a minimal set of deliverables.  The module contains not only 
design models in each development phase, but also actions 
and records of collaborative work in each phase, such as 
approval tasks in specification development, and tests before 
operation.  The modules are categorized into patterns, and this 
enables to quantify plentiful manual work in service 
productions.  Hence, this module is regarded as a standard 
production line for similar service development with 
customization interfaces, which can adapt a variation of 
clients’ requirements. 
However, the modules are effective only when the 
deviations of the requirements are within customizable 
interfaces, i.e. variation points, resulting in low flexibility and 
adaptability to clients’ needs.  The broad ranges of assets do 
not always fit a new service development due to ambiguities 
by frequent updates of business rules and by the demands for 
accelerating service delivery time.  Therefore, the whole or 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 2. Production patterns for reuse [3]. 
partial assets need to be selected appropriately.  In addition, 
short delivery time has become a prerequisite, as cloud 
services have been widely used, and the implementation of 
web services has become simpler and easier.  Hence, the 
‘agile development’ method, which can attain the clients’ 
requirements through continuous prototyping, have been 
applied gradually.  This enables to start service developments 
even though all the clients’ requirements are not determined.  
Runtime requirements and constrains, such as maintenances 
and improving operations, are considered in the earlier 
development phases.  This also increases uncertainty in 
requirements and specifications, and the possibility of 
adaptable assets will increase.  Consequently, adjusting work 
of assets will become enlarged and significant.  The 
insufficient adaptable assets will require many changes or 
updates of the assets for reuse.   
Set-based design and integration of designers’ intentions 
into CAD systems are the approaches for such challenges.  
Ishikawa and Inoue enhance the set-based design proposed by 
Finch and Ward [6][7], and streamline into the preference set-
based design method [8].  This approach considers 
uncertainties between designers.  By introducing preference 
degrees, common objectives from different service designers 
can be determined.  This will reduce rework of defining 
specifications.  However, the approach cannot contemplate 
operational requirements and constrains systematically at the 
design phase.  Meanwhile, Arai and Tsumaya have integrated 
designers’ intentions into CAD systems by depicting the 
intentions as the relationships between components [9].  
However, this approach has not incorporated intentions and 
constrains arisen after the design phase. 
3. Asset-based Service Production under Uncertainty 
To reduce uncertainties in asset reuse, we propose a 
method to contemplate both designers’ and operators’ 
intentions at the early stage of service production.  To follow 
uncertainties originated from later explored requirements, we 
propose a development style to put asset-centered practices 
into service production processes. 
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3.1. Set-based Synthesis of Designers’ and Operators’ 
Intentions 
Set-based synthesis of both designers’ and operators’ 
intentions help in identifying a suitable set of assets for reuse.  
Designers’ intentions and operators’ intentions can be used to 
determine conditions to identify the most adaptable asset.  
This incorporation will not only have designers’ views such as 
business planning and designing but also the views of 
stakeholders in later phases.  Hence, the requirements of 
operators and constraints of IT resources can be deliberated in 
advance, and then most reusable assets, such as system 
architectures, components and development documents, can 
be extracted.  This procedure is described as follows. 
First, the development process and the stakeholders are 
depicted in a V-shaped model [10].  The downward line of the 
V-shape represents the design phases and the upward line 
represents the operation phases.  The stakeholders are 
managed in corresponding pairs on the V-shape.  The pairs 
can help to quantify the deviations between designed values 
and actual values determined by operational constraints.  This 
model data can be developed from the early phase to the later 
phases one by one, and whole views in the lifecycle can be 
extracted (Fig.3).  Each element in the V-shaped model 
contains designers’ or operators’ possible distribution of 
objective design parameters.   
 
 
 
 
 
 
 
Fig. 3. V-shaped model. 
Targets of an objective design parameter for reuse can be 
narrowed down from the candidates by the two graphs of 
possible distributions about objective parameters and the 
graph of requirement possibility.  The design solution can be 
determined as intersections of the three graphs (Fig.4).  In the 
same way, other objective design parameters are identified.  
Accordingly, the asset, which has the most common values, is 
specified from the asset repositories as a design solution. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 4. Composing designers’ and operators’ intentions. 
For example, the distribution of design parameters such as 
performance and security are set as designers’ intentions, and 
that of operational requirements and constraint are set as 
operators’ intentions.  The names of objective design 
parameters are also specified as initial conditions.  The 
distribution of designers’ and operators’ intentions is 
approximated with a normal distribution curve.  Then, a 
deviation equation transforms design parameters into the 
objective design parameters.  The parameters for the target 
asset is specified by the intersection of designers’ and 
operators’ possible distributions and the distribution of 
requirement possibility.  When no parameter is determined by 
this procedure, the asset identification steps terminate as no 
appropriate asset exist.  Finally, the intersectional design 
parameters are used for searching the most adaptable assets 
from service repositories for reuse. 
3.2. Adaptation Disciplines for Asset Reuse 
When clients see the behavior of a prototype at each 
iterative development term, their latent needs and expectations 
can become an issue.  Then, an appropriate part of assets for 
reuse are selected and customized to cope with the new 
requirements.  However, this will disturb the systematic 
development process.  To avoid such makeshift measures the 
Software Engineering Method and Theory (SEMAT) can give 
disciplines for these reuse practices. 
(1) Kernel Alpha 
SEMAT is aimed at re-founding software engineering 
based on a solid theory, proven principles and best practices 
[11][12][13].  SEMAT defines the kernel to make the essence 
of software development concrete and to identify the areas of 
a software endeavor that a team must be mindful of and assess 
for progress and health.  The kernel is organized into three 
discrete “areas of concerns”; customer, solution and endeavor.  
The concern about customer contains everything to do with 
the actual use and exploitation of the software system to be 
produced.  The concern about solution covers everything 
related to the specification and development of the software 
system.  The concern about endeavor has everything related to 
the development team and the way they do their work.  The 
elements in each area of concern are defined as “Alphas” 
(abstract-level progress health attribute) to understand, 
monitor, direct and control for progress and health of 
endeavors.  The kernel defines basic alphas: Opportunity, 
Stakeholders, Requirements, Software System, Team, Work, 
and Way of Working.  Each alpha stipulates states and a 
checklist to help professionals understand the progress and 
health of software development.  When application software is 
developed through continuous prototyping, the alpha cards can 
help developers to understand where the development team is 
and where they should go next.  By aligning the alpha cards 
through a lifecycle, the development team understands the 
position in the development process (Fig.5) and makes sure 
that the development can progress in a balanced and cohesive 
manner with the following steps. 
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1. Put the alpha cards for each alpha on a table in a row 
with the first state on the left side and the final state on 
the right side 
2. Walk through each state and discuss whether the 
development has achieved that state. 
3. Move that alpha card to the left when the state is 
achieved. Repeat this step with the next alpha card 
until the state that the development has not achieved. 
4. Move this card and the rest of the pending alpha cards 
to the right side. 
For example, once the team has determined the current 
state of the requirements, they can start discussing what the 
next set of states to be achieved should be.  They can also 
select which of the next states they should target in their next 
iteration. The target states make well-formed objectives as 
their checklists provide clearly defined the criteria of 
completion. 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 5. Understanding the position and directions with Alpha cards. 
(2) Asset Adaptation 
The kernel alphas can be extended to services and give 
disciplines for a new service development under uncertainty.  
The alpha, “Software System”, can be redefined as “Service 
System Platform”, and a new alpha “Asset Adaptation” is 
defined for reuse practices with the following states and goals. 
(a) Asset identified:  
- Existence of related production patterns confirmed 
- A production pattern for reuse selected from asset 
repositories 
- Work products for reuse identified to meet afterwards 
identified requirements 
(b) Difference identified:  
- Work products in the production pattern for reuse 
determined 
- Differences between requirements and the work 
products for reuse identified  
(c) Asset adapted:  
- Work products for reuse customized 
- New work products for reuse created when no 
production pattern is applicable  
(d) Reuse planned:  
- Work products specified for reuse 
- Reuse of work products planned 
(e) Asset stored:  
- A set of work products stored as a production pattern 
into repositories 
- Reuse plan stored into repositories  
(f) Validity assessed:  
- Validity of work product assessed 
- Production patterns in repositories refreshed  
The iterative development process can take a concrete form 
as these states can correspond to the milestones in a service 
development: (1) decision to fund, (2) a skeletal service 
available, (3) usable service available, (4) decision to go live.  
In this way, alpha cards can give a discipline for asset 
development, selection, customization and reuse activities, 
and asset-based production cycle can be assimilated with 
customary development procedures. 
4. Case Study 
The proposed method is applied to design a web service, 
which is deployed on cloud environments in a datacenter. 
4.1. Asset-based Synthesis of Designers’ and Operators’ 
Intentions 
This web service is performance sensitive.  The number of 
messages processed is a significant design parameter.  The 
number of request messages processed is used as a parameter 
based on which performance is measured.  The target 
performance is as follows:  The range of 0-80 
(message/second) is not sufficient, the range of 80-100 is 
slightly less than the requirement, the range of 100-150 is 
appropriate, the range of 150-170 is slightly above 
specifications, and more than 170 is excessive.   
First, the development process is depicted with a V-shaped 
development model: (1) functional design (2) detailed design 
(3) implementation and (4) operation.  (1) - (4) and (2) - (3) 
correspond respectively in this V-shaped model, and they are 
managed in pairs. 
Then, distribution of design parameters from both 
designers’ intention and operators’ intention, and an objective 
design variable name, “number of messages processed”, is 
given.  7 threads are assigned in the functional design, and an 
undefined value is assigned to the backlog size of network 
connections in the detailed design.  10 and 6 are set to the 
backlog size as the requirements of implementation and 
constrains of operation respectively.  Both distributions of 
requirements and constraints are set as a normal distribution 
curve.  The derivation function is given as follows. 
f (x) = x  20 (0 ӌ x ӌ 10), f (x) = 200 (x <10) 
(x: threads, f(x): performance (message/second)) 
With these conditions, the results show that the number of 
messages processed is 140 in (1) and 120 in (4).   
Then, the target objective design parameters are gained by 
using “performance of message processing”, which is derived 
from the objective design parameter - “number of messages 
processed”.  Then, the common range of objective design 
variables is extracted as a result of synthesized search criteria. 
The objective of design variables is narrowed down to a 
range of 80-170, and the range of processing thread derives a 
value of 4 to 8 (less than 8.5) from its derivation function for 
objective design parameters.  These results are regarded as a 
design solution, used for specifying related deliverables in the 
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repositories: functional specification, detailed functional 
specification, software programs, and operational manuals.   
Finally, these gained files and programs are offered to 
system integrators and recommended as highly reusable assets, 
and then these files are used for a baseline for mass 
customization to develop another service.   
4.2. Practices of Asset Adaptation 
The activities of service development team are assessed 
through the development process with the extended alpha 
cards (Appendix, Table 1).  When the skeletal service is 
developed in the previous section, the obtained data are 
assessed whether the state of “Asset Adapted” is attained.  
The components of web service are implemented with current 
version of Java, which is thought valid for another five years 
at least.  The components depend on the web service structure, 
which has a web server and table PCs as web clients.  This 
web service structure is expected to be a standard for another 
few years.  These estimations of the period of reusable time 
are assigned to the components as their attributes, and the 
“Reuse Planned” state is attained.  The components and 
attributes are regarded as assets and registered to service 
repositories for reuse, and then the “Asset Stored” state is 
achieved.  Librarians of service repositories assess the stored 
assets periodically whether the assets are still adaptable to 
another service development, and then the “Validity Assessed” 
state is completed.  In this way, activities of asset adaptation 
are cohesively with their development process. 
5. Discussion 
This case study following typical development scenarios 
shows that the approach discussed earlier can improve 
flexibility of asset reuse under some uncertainties in 
requirements and constraints, and clarify the development 
stage of development in an incremental service production 
indicating what actions should be taken next.  The providers 
can then conduct collaborative work with clients in a 
disciplined manner.  This outcome leads providers to retain 
wider knowledge and use it for a number of clients (Fig. 6).  
In the context of the service dominant logic (SDL) [14], this 
can prompt redefinition of traditional IT services.  Service 
providers should focus not on product selling, but on 
comprehensive IT support using their competitive assets.  On 
the basis of this business definition, the IT service providers 
can shift their businesses from a turnkey contract to a time and 
material basis, and then their relationships with clients will 
naturally change from directionally-reinforced to a 
bidirectional one.  Therefore, the approaches discussed earlier 
are keys to accelerate the servitization in IT services. 
6. Conclusion 
To improve the reusability of assets in service production 
under uncertainty, this paper proposes a method to identify a 
suitable set of assets for reuse with set-based synthesis of both 
designers’ and operators’ intentions.  This paper also discusses 
practices, which give principles for iterative collaboration with 
clients.  The approaches of adapting assets in advance and at 
each development phase give root to an asset-based 
production among IT service providers.  Accordingly, the 
reusability of assets is maximized through a service lifecycle 
and the IT service providers can exert their competence 
effectively.  Future study will include implementation of the 
approaches into project management tools to govern our 
principles of asset reuse and to put them the approach into 
practices in diverse cases of service developments. 
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Appendix: 
Table 1: Extended Kernel Alphas for Asset-based Service Production (part) 
Concern Kernel 
Alphas 
State / Checklist 1 State / Checklist 2 State / Checklist 3 State / Checklist 4 State / Checklist 5 State / Checklist 6 
Custom
er 
Stakehold
ers 
Recognized: 
- Stakeholders 
have been 
identified 
- There is 
agreement on 
stakeholder 
groups to be 
represented 
- Responsibilities 
of stakeholder 
representative 
defined 
Represented: 
- Stakeholder 
representatives 
appointed 
- Stakeholder 
representative 
agreed to take on 
responsibilities 
and authorized 
- Collaboration 
approach agreed 
- Representatives 
respect team 
way of working 
Involved: 
- Stakeholder 
representative 
carry out 
responsibilities 
- Stakeholder 
representative 
provide 
feedback and 
take part in 
decisions in 
timely way 
In Agreement: 
- Stakeholder 
representatives 
agree their input 
is valued and 
respected by the 
team 
- Stakeholder 
representatives 
agree with 
priorities 
 
Satisfied for 
Deployment: 
- Stakeholder 
representatives 
provide feedback 
on system from 
their stakeholder 
group 
perspective 
- Stakeholder 
representatives 
confirm system 
ready for 
deployment 
Satisfied in Use: 
- System has met 
or exceed 
minimal 
stakeholder 
expectations 
- Stakeholder 
needs and 
expectations are 
being met 
Solution Requireme
nts 
Conceived: 
- The need for a 
new system is 
clear 
- Users are 
identified. 
- Initial sponsors 
are identified 
Bounded: 
- Success criteria 
are clear 
- Mechanisms for 
handling 
requirements are 
agreed on 
- Constraints and 
assumptions are 
identified 
Coherent: 
- The big picture 
is clear and 
shared by all 
involved 
- Important usage 
scenarios are 
explained 
- Priorities are 
clear 
- Conflicts are 
addressed 
Acceptable: 
- Requirements 
described a 
solution 
acceptable to the 
stakeholders 
- The rate of 
change to 
agreed-on 
requirements is 
low 
- Value is clear 
Addressed: 
- Enough 
requirements are 
implemented for 
the system to be 
acceptable 
- Stakeholders 
agree the system 
is worth making 
operational 
Fulfilled: 
- The system fully 
satisfies the 
requirements and 
the need 
- There are no 
outstanding 
requirement 
items preventing 
completion 
Service 
System 
Platform 
Architecture 
Selected: 
- Architecture 
selected that 
address key 
technical risks 
- Criteria for 
selecting 
architecture 
agreed 
- Buy, build, and 
reuse decisions 
made 
Demonstrable: 
- Key architecture 
characteristics 
demonstrated 
- Relevant 
stakeholders 
agree 
architecture is 
appropriate 
- Critical interface 
and system 
configurations 
exercised 
Usable: 
- System is usable 
and has desired 
quality 
characteristics 
- System can be 
operated by users 
- Functionality 
and performance 
have been tested 
and accepted 
- Defect level 
acceptable. 
Ready: 
- User 
documentation 
available 
- Stakeholder 
representatives 
accept system 
- Stakeholder 
representative 
want to make 
system 
operational 
Operational: 
- System in use in 
operational 
environment 
- System available 
to intended users 
-- System 
supported to 
agreed service 
levels 
Retired: 
- System no 
longer supported 
- Updates to 
system will no 
longer be 
produced 
- System has been 
replaced or 
discontinued 
Asset 
Adaptatio
n 
Asset Identified: 
- Existence of 
related 
production 
patterns 
confirmed 
- A production 
pattern for reuse 
selected from 
asset repositories 
- Work products 
for reuse 
identified to 
meet afterwards 
identified 
requirements 
Difference 
Identified: 
- Work products 
in the production 
pattern for reuse 
determined 
- Differences 
between 
requirements 
and the work 
products for 
reuse identified 
Asset Adapted: 
- Work products 
for reuse 
customized 
- New work 
products for 
reuse created 
when no 
production 
pattern is 
applicable 
Reuse Planned: 
- Work products 
specified for 
reuse 
- Reuse of work 
products planned 
Asset Stored: 
- A set of work 
products stored 
as a production 
pattern into 
repositories 
- Reuse plan 
stored into 
repositories 
Validity Assessed: 
- Validity of work 
product assessed 
- Production 
patterns in 
repositories 
refreshed 
Endeavo
ur 
Way of 
Working 
Principles 
Established: 
- Principles and 
constraints 
established 
- Principles and 
constraints 
committed to 
- Practices and 
tools agreed to 
- Context learn 
operates in 
understood 
Foundation 
Established: 
- Key practices 
and tools ready 
- Gaps that exist 
between 
practices and 
tools analysed 
and understood 
- Capability gaps 
analysed and 
understood 
- Selected 
practices, and 
tools integrated 
In Use: 
- Use of practices 
and tools 
regularly 
inspected 
- Practices and 
tools being 
adapted and 
supported by 
team 
- Procedures in 
place to handle 
feedback 
In Place: 
- All members of 
the team are 
using the way of 
working 
- All members 
have access to 
practices and 
tools to do their 
work 
- Whole team 
involved in 
inspection and 
adaptation of 
way of working 
Working Well 
- Way of working 
is working well 
for team 
- Team members 
are making 
progress as 
planned 
- Team naturally 
applies practices 
without thinking 
about them 
- Tools naturally 
support way of 
working 
Retired: 
- Way of working 
no longer in use 
by team 
- Lessons learned 
are shared for 
future use 
 
