The advent of graphical workstations lead to a new generation of interaction tools in database systems, where the use of graphics greatly enhances the quality of the interaction. Yet, Visual Query Languages (VQLs) present some limitations, deriving partly from their own paradigm and partly from the available technology.
INTRODUCTION
The usage of traditional query languages (see, e.g., [1, 2] ) requires knowledge on the language syntax, technical background, information on both the system application domain and its interaction mechanisms. Recently, the growth of the class of database users, including more non expert and casual users, has forced the development of easier to use query languages as part of friendly interfaces to databases.
The advent of (low-cost) high resolution graphical workstations led to a new generation of interaction tools in knowledge and data base systems (often referred to as Visual Languages [3, 4] ), where the use of graphics greatly enhances the quality of the interaction, with respect to both the presentation of and the interaction with the information contained in the database. The data representation language represents the object system in a more natural way, thus shortening the interpretation path that the user must perform to recognize the reality of interest from its computer oriented representation. The same holds for the activity of expressing a query, where direct manipulation of icons (or navigation in diagrams) substitute names of commands. Furthermore, visual languages are more flexible than traditional languages, where usually the learning of formal statements is needed to express even simple queries, each query being stated by a linear string, where both operators and operands are expressed by words.
On the other hand, among the limitations of query languages based on visual representation (i.e., Visual Query Languages, VQLs) there is the lack of a syntactic and semantic formalization, in contrast to the well-established traditional languages. As a consequence, while traditional query languages have been normally compared with each other in terms of their expressive power, a similar analysis has rarely been performed for VQLs. Just a few attempts of comparison have been made in this direction (see for example [5] and [6] ); however these studies are not aimed at defining a general framework where any VQL can be formally characterized to evaluate its expressive power; rather they are limited to specific comparisons between individual languages. A more general approach should provide a single formal framework comprising a set of basic interaction primitives along with data model independent representation structures. The interaction primitives should be the formal counterpart of visual primitives of existing VQLs, while the data representation structures should visually represent intensional and extensional aspects of databases.
An attempt at defining a general data representation structure is presented in [7] , where a graph-based data model is proposed which shares many features with existing data models. An associated graph transformation language is presented, discussing how it is suitable for graphically describing querying, browsing, restructuring and updating databases. However, the paper is focused on the object-oriented data model and it is difficult to use this structure (and the corresponding interaction primitives) for non network-based data models. In fact, while graphs are a natural mathematical tools for representing models based on objects and binary relationships between them, they are not equally suitable for modeling different kinds of interdependencies (e.g., schemata in the relational data model).
Hypergraphs, on the other hand, offer richer modeling capabilities, and may therefore be a natural mathematical counterpart of arbitrarily complex visual structures. Hypergraphs have been extensively used in the field of relational databases (see, e.g., [8] and [9] ).
A particular kind of hypergraphs, namely the recursive label-node hypergraph, was proposed in [10] as a tool for knowledge representation systems. In particular, [10] discusses the equivalence of this kind of hypergraph with several knowledge representation formalisms (functional programming, logic programming, and conceptual languages).
In [11] the higraph, a diagrammatic formalism suitable for various kinds of applications, is presented. Higraphs combine a form of Euler/Venn diagrams, suitable for representing collection of sets and the notion of inclusion, with edge relations typical of graphs and hypergraphs.
However these two papers ( [10, 11] ) are more concerned with modeling and representation issues rather than with interaction issues. A proposal in the same direction that deals also with interaction can be found in [12] , in which a hygraph-based query and visualization system is presented, where hygraphs are a hybrid between higraphs and directed hypergraphs, aimed at abstracting diagrammatic notations. While higraphs and hygraphs have many similarities, the major difference lies in the attached semantics: the former imposed a fixed interpretation for the objects in a higraph, while the latter do not provide any predefined semantics for the objects and their interrelationships. Another recent work integrating modeling and interaction issues introduces the Hypernode Model [13] . The single data structure of this model is the hypernode, a graph whose nodes can themselves be graphs. The model comes equipped with a rule-based query language called Hyperlog, complete with respect to computation and update.
In this paper we propose a theoretical framework for visual interaction with databases, based on a particular kind of hypergraph, called Structure Modeling Hypergraph (SMH) 1 .
SMHs are a representation tool, able to capture the essential features of the existing data models. SMHs profit from the basic property of diagrams (i.e., the unambiguous representation of relationships) while overcoming their limitations. Notable characteristics of SMHs are: uniform representation of both intensional and extensional aspects of databases (advantageous both in navigation and querying activities), direct representation of containment relationships (e.g., set-subset relationships) and immediate applicability of direct manipulation primitives [16] (e.g., selection or drawing of elements). It is worth noting that SMHs are not a new data model but rather a new representation language: while a data model provides an abstract set of structuring mechanisms, to be perceived by a user such a set has to be expressed in terms of a representation language that provides the syntactic rules for describing the structuring mechanisms of the data model.
In this paper we also show how SMHs can be queried by formal systems closed under queries (the result of querying an SMH is still an SMH). In particular, we introduce the basic interaction primitives (IPs) that, suitably composed, allow one to express queries against a database represented by an SMH. Furthermore, we introduce a query strategy that defines correct compositions and sequences of IPs corresponding to meaningful queries, and we provide an operational semantics for the interpretation of well-formed IP sequences. Finally, by specializing this approach to the relational data model, we prove that the basic interaction primitives we introduce allow us to formulate at least all first-order queries.
SMHs can be regarded as a formal background to be used in the design of new visual interfaces. Actually, the end-user would not interact directly with an SMH using its primitives, but through a visual interaction environment designed as a mapping from SMHs to userfriendly structures. Also, a relevant application for SMHs is to have a formal tool in terms of which existing VQLs could be expressed and possibly compared.
The remainder of the paper is organized as follows. In Section 2, we outline the common features of existing data models, and visual representation structures. In Section 3, we formally introduce the SMHs, showing their suitability for the representation of the features of existing data models. In Section 4, we show how this class of hypergraphs may be further specialized for representing the most significant classes of data models, namely the value-oriented and the object-oriented data models. In Section 5, after having introduced the main issues of database querying, we formally describe the basic interaction primitives and the adopted query strategy, and evaluate the expressive power of the proposed query system; we also sketch how an existing VQL can be expressed in terms of IPs. Finally, conclusions are drawn in Section 6.
DATA MODELS AND THEIR REPRESENTATIONS
Given a database expressed in a specific data model, we call representation its description in terms of a representation language. Having a certain representation instead of another neither increases nor decreases the limitations of a model: what is changing is the system interface.
Features of existing data models
A database can be defined in terms of a data model. The existing data models exhibit some common features, which have to be captured by any effective representation:
• the notion of a concept representing the common characteristics of a set of individuals, which appears under different names in different models (entity in the E-R model [17] , class in semantic networks [18] and object-oriented models [19] , relation schema in the relational model [20] ).
• the notion of individual identity, which is used to unambiguously distinguish the different individuals existing in the database (e.g., object identifier in the Object-Oriented model, key in both the E-R and Relational model).
• the notion of extension of a concept, which provides the abstraction collecting individuals sharing common features (e.g., instances in the E-R model, in semantic networks, and in the Object-Oriented model, tuples in the Relational model).
• the notion of property of a concept (e.g., attribute in the E-R and Relational models).
• the notion of connections among concepts, which allows for modeling the interrelationships existing in the real world (e.g., relationship in the E-R model, link in semantic networks and Object-Oriented model, foreign key in the Relational model [21] ).
Objects and their relationships constitute the so-called extension of the database, while classes of objects and relationships among classes form the so-called intension of the database.
Representation structures
The more an user is an expert, the less the representation of the model is required to be close to the reality, since the technical background allows the user to learn with a reasonable effort new abstract constructs. On the contrary, when the user is a novice, the representation is a crucial component of the system, since s/he should interact with something similar to the reality s/he lives in, without being acquainted with the existence of an underlying abstract model.
Nevertheless, studies have shown that even expert users prefer to interact with a more friendly visual environment if the expressive power and the efficiency of its language are the same as in a corresponding traditional one (see, e.g., [22] ).
The first generation of representations (strings of commands and keywords) were so strictly related to the underlying model that it was impossible to improve on them without changing the model itself. Recent visual representations tend to present the user with a view of the objects of interest apparently independent of the data model (and close to her/his perception of the reality).
The availability of bidimensional screens allows us to exploit such visual representations, and to use visual structures (e.g., forms, diagrams, icons, pictures) for communicating relevant concepts. Proposals in the literature (see [4] for a survey) use either only one of such visual structures or a combination of them for representing database concepts. On one hand, forms are too rigid and far from the reality, and, on the other hand, pictures are too realistic and hence not suitable for representing prototypical objects. As a consequence, icons and diagrams seem to be the most widely diffused and effective visual structures.
In computer science, an icon can be defined as "a visually segmented object which tells the viewer about an inside message or information (concept, function, state, mode, etc.) assigned by the designer" [23] . Along these lines, the icon has a high representational and sometimes metaphorical power, i.e., it can be interpreted as a visual metaphor, like when a red cross on a white background refers to the availability of medical care. Unfortunately, given the arbitrary nature of icons, languages using them either for representing or accessing a database (i.e., iconic languages), lack in a formal specification. No standard can yet be imposed on the set of icons used in different applications; as a consequence, as the number of icons increases the discrimination power tends to decrease, and potential ambiguity arises. Overcrowding of icons can be controlled by using composition mechanisms (syntax rules), for which no mature standardization is presently available, in contrast to the well-established syntax of traditional languages. The same weakness, on another side, holds for the formal definition of semantics that, paradoxically, cannot be fully achieved in an iconic language, whose aim is to represent directly the reality of interest that is inherently ambiguous.
On the contrary, a diagram is mathematically defined and therefore does not suffer from the above mentioned drawbacks, but its metaphorical power is only retained by the labels, which Due to complementary representation characteristics and limits they have, diagrams and icons may be profitably combined for achieving "better" representations of the database. The full potential of the use of diagrams in database systems has not been exploited yet. Diagrams are generally adopted for representing either the intension or the extension of the database, and a unified representation of the two database levels is not provided. What it is generally used is not a diagram in the sense of [24, 25] , in which containment relationships may be displayed, but a network, in which connections are the only admitted relationships. Moreover, it should be desirable that once a database was represented through a diagram, a query or an update should be expressed by manipulating the diagram itself, giving rise, as result, to a structure of the same kind (queries and updates should hence be closed under the diagrammatic structure).
STRUCTURE MODELING HYPERGRAPHS
In this section we define the Structure Modeling Hypergraphs (SMHs). SMHs represent in a uniform way both intensional and extensional aspects of a database. Generally speaking, an SMH consists of a set of labeled nodes, representing distinguishable concepts of the real world and their properties, and a set of (undirected or directed) hyperedges used to describe their structure. We first introduce the concept of Modeling Hypergraph (MH), and then introduce the SMHs as a subclass of MH satisfying suitable constraints. Formally:
Definition 1
A Modeling Hypergraph is a 6-tuple <n, a, h U , h D , l, λ> where • n = n I ∪ n U is a (possibly empty) set of nodes, l is a set of labels, λ is a function from n to l such that the restriction λ[n I ] is injective and the ranges of λ[n I ] and λ[n U ] are disjoint (i.e., all nodes are labeled and the nodes in n I are univocally identified by their labels);
• a is a set of arcs (directed edges) and an arc is an ordered pair <i, j>, where i, j ∈ n.
• h U is a set of (undirected) hyperedges and a hyperedge is either:
-a non-empty (not necessarily proper) subset of n (simple hyperedge), or -a non-empty multiset of hyperedges;
• h D is a set of hyperarcs (directed hyperedges) and a hyperarc is an ordered pair <i, h> for which i ∈n and h is an hyperedge.
Definition 2
An MH <n, a, h U , h D , l, λ> is an SMH if all the following conditions hold: • either n = Ø or n I ≠ Ø;
• an arc in a is an ordered pair <i, j>, where i ∈ n U and j∈ n I .
• h U is partitioned into three sets: h S (structure hyperedges), h E (extension hyperedges), and h G (group hyperedges) having the following properties: -every h in h S is a simple hyperedge, containing only nodes in n U , the restriction λ[h] is injective (i.e., the nodes in h have distinct labels), there exists either exactly one h E ∈ h E such that h S ∈ h E , or exactly one h D ∈ h D such that h D = <n, h> with n ∈ n I , and for each i ∈ h, there exists either exactly one arc <i, j> ∈ a with j ∈ n I or exactly one hyperarc <i, h G > ∈ h D with h G ∈ h G . Also, it holds that
Generally speaking, structure hyperedges can be used for representing the notion of object structure as a set of properties (each property being represented by a node of the hyperedge). Each property is linked to a target, which may be an individual value (i.e., an identifiable node) or a set of values (i.e., a group hyperedge), depending on the nature of the property.
-every h in h E is either a simple hyperedge containing only nodes in n I or a nonempty multiset of structure hyperedges, and there exists exactly one hyperarc <i, h>,
Extension hyperedges can be used to represent collections of individuals sharing common features. They consist of either nodes when representing data models exhibiting object identity or structure hyperedges otherwise (e.g., in the relational model a structure hyperedge represent a tuple, and an extension hyperedge a relation).
The existence of exactly one incoming hyperarc can be referred to as extension ownership uniqueness.
-every h in h G is a simple hyperedge containing only nodes in n I , and there exists an hyperarc <i, h>, with i ∈ n.
Group hyperedges can represent sets of individuals different from extensions (e.g. the target of a multi-valued property).
• hyperarcs in h D are of the form <i, h>, where (1) i ∈ n and h ∈h G , or (2) i ∈ n I and h ∈h S , or (3) i ∈ n I and h ∈h E , and in addition to the constraints induced from the definition of h U , there exist no two hyperarcs <i, h> and <i, h'> such that both h and h' are in h S or in h E (i.e., each i ∈ n I is connected to at most one structure hyperedge and to at most one extension hyperedge). These conditions can be referred to as structure uniqueness and extension uniqueness.
Here we briefly illustrate, by means of a simple example, an admissible SMH (together with a possible semantics) without any concern for the data model. The SMH in Figure 1 represents a simple database, containing information about persons.
It is worth noting that nodes in n I (filled in black in Figure 1 ) are used to represent the distinguishable objects in our reality of interest, whereas nodes in n U (filled with an orizontal texture in Figure 1 ) represent the properties that describe them. As for the hyperedges, those in h S (ovals with gray texture) are used to associate to nodes in n I the description of their structure in terms of a set of properties, while hyperedges in h E (ovals with white texture) represent the extension of nodes in n I . The link between nodes and hyperedges is realized in both cases by an hyperarc h D ∈ h D (all the h D are represented by arrows in Figure 1 ).
Finally, an arc connects each node belonging to a structure hyperedge to the value of the associated property.
Although in the above example we only use strings as labels, the SMH definition does not force any particular label domain to be adopted. For example, icons, pictures or even earcons in case of multimedia databases may be used as well, for augmenting the metaphorical power of the representation and achieving a more effective representation of the database. 
SMH DATA MODEL REPRESENTATION
The structure modeling hypergraph, as defined above, is a general mathematical tool consisting of nodes, links, and semantics for each node. However, traditional data models, which we want to represent in terms of such a structure, are characterized by precise constraints, both from an intensional and an extensional point of view. Therefore, depending on the data model, we must define suitable subclasses of SMHs. In this section we consider two notable classes of data models, namely the value-oriented and the object-oriented data models.
Following the same approach used to define SMHs as a subclass of MHs, we characterize subclasses of SMHs by specifying refinements of the SMH constituents and of the conditions they must satisfy. Furthermore, we give an intuitive semantics for the subclass, by describing for each data model taken into account the mapping between the SMH constituents and the data model elements.
Value-oriented Data Models
Among the value-oriented data models, the most representative and formal in nature is the relational model, as introduced by Codd in [26] More formally, a relational database can be defined as follows:
.,D n } be a family of (finite) domains, each composed by a set of values {v 1 ,..,v l }, let U = {A 1 ,..,A m } be the universe of attributes, and let dom : U → D be a function that associates a domain dom(A) to each A ∈ U. A tuple on R, with R ⊆ U, is a function t : R → ∪ D i ∈D D i , which associates to each A ∈ R a value in dom(A). Let RN = {rn 1 ,..,rn k } be a set of relation names, let attr :
2 be a function which associates to each rn ∈ RN a non empty set attr(rn) of attributes, called relation scheme, and let inst: RN → P(t(U)) be a function, which associates to each rn ∈ RN a finite set inst(rn)
⊆ t(attr(rn)), called relation instance, (where t(R) denotes the set of all possible tuples on R).
A relation is a triple r = <rn, attr(rn), inst(rn)>, with rn ∈ RN. A relational database DB = {r 1 ,..,r k } is a set of relations with different names.
The following definition specializes the SMH constituents given in Definition 2 to represent relational databases. For the sake of simplicity, in the following we assume that identifiable nodes are referred to by their labels.
Definition 4
An SMH <n, a, h U , h D , l, λ> is a Relational SMH if all the following conditions hold:
• the set of identifiable nodes n I is partitioned into three subsets n D , n V , and n RN ;
• either n = Ø or n RN ≠ Ø;
• the set of arcs a is partitioned into two subsets a Dom and a Val , where a Dom ⊆ n U n D , and a Val ⊆ n U ^ n V ; • the set of structure hyperedges h S is partitioned into two subsets h Sch and h Tuple :
-h ∈ h S is in h Sch if h has exactly one ingoing hyperarc h Attr ∈ h Attr , and each i ∈ h has exactly one outgoing arc in a Dom . Hyperedges in h Sch are used to represent relational schemata, each attribute being represented by a node of the hyperedge, linked to a node in n D representing the attribute domain (see Figure 3 -(a) for an example).
-h ∈ h S is in h Tuple if there exists exactly one hyperarc h Ext ∈ h Ext such that h ∈ h Ext , and each i ∈ h has exactly one outgoing arc in a Val .
Hyperedges in h Tuple are used to represent tuples, each attribute being given by a node of the hyperedge, linked to a node in n V representing an attribute value (see Figure 3 -(b) for an example).
• the set of hyperarcs h D is partitioned into three subsets h Attr , h Inst , and h Val , where
It also holds that for each i ∈ n D there exists exactly one outgoing hyperarc in h Val , and for each i ∈ n RN there exist exactly one outgoing hyperarc in h Attr and exactly one in h Inst ; • h G = Ø;
• the set of extension hyperedges h E is partitioned into two subsets h Ext and h Set :
-h ∈ h E is in h Set if h is a set of nodes in n V . Also, it holds that ∪ h i ∈h Set
Hyperedges in h Set are used to represent attribute domains. 
Hyperedges in h Ext are used to represent relations. The above condition is necessary to enforce that hyperedges in h Tuple corresponding to the same schema actually share the same structure, and that values of tuples are taken from the domains of the corresponding schema (see Figure 3 -(c) for an example). include, e.g., the information on the attribute domains. The comparison here is not done on the friendliness of the representation (the table being obviously winning for this aspect), but on the capacity of the representation language for uniformly representing all the components of the database (the SMH being winning for this aspect). We recall that friendliness, in any case, is not the aim of the SMH approach per se, given that SMHs are to be viewed as the formal basis underlying the actual (friendly) user interfaces.
Object-oriented Data Models
Both object-oriented and semantic data models are geared toward powerful structural abstractions (e.g., generalization, classification, aggregation) that satisfy the representation requirements of emerging kinds of applications (CAD, CAM, AI). The difference between semantic and object-oriented models is, essentially, that semantic models encapsulate structural aspects of objects, whereas object-oriented models also include behavioral aspects [21] .
Anyhow, it is generally accepted that encapsulation can be violated in ad-hoc query mode for permitting free associative access to data (see, e.g., [27] ). For such a reason, in this paper we focus only on structural features, which represent the common aspect of the two classes of data models.
No general agreement exists on the definition of the above data models. Anyhow a number of concepts have been identified as the salient features of the approach, e.g., object identity, encapsulation, class, inheritance (see, e.g., [28, 29, 30, 19] ).
Generally speaking, an object-oriented database (OODB) is a collection of objects. A database object corresponds to a real world object, and exists regardless of the value of its properties. In other words, each object has an identity, different from the one of any other object, that does not change throughout its lifetime. Each object has a unique object identifier (oid), which distinguishes it from all the others. Objects can be of two kinds: classes and tokens. Every object encapsulates a structure, that is a set of relationships (called attributes in the following) with other objects, whose kind may be one-to-one or one-to-many. Each attribute has a name and a target, where we use the term target for referring to both the attribute domain of a class and the attribute value of a token. A token may belong to one class, as an instance of that class; furthermore, it is instance also of all the superclasses of the class it belongs to. The relationship between an object and its class is the well-known instance-of relationship.
Definition 5.
Let O = C ∪ T be the set of objects, where C = {c 1 ,..,c nc , TOP} is the set of classes, T = {t 1 ,..,t nt } is the set of tokens and C ∩ T = ∅, let OID = {oid 1 ,..,oid n }be the set of object identifiers and A = {a 1 ,..,a na } be the set of attribute names:
where oid i ∈ OID, structure i is a (possibly empty) set of attributes, i.e., triples <a l , c j , kind l ,>, with a l ∈ A, c j ∈ C (c j is the target), kind l ∈ {1-to-1, 1-to-n}, while instances i and superclasses i are the sets of instances and superclasses of c i ,
respectively. structure i must contain the union of the structures of the superclasses of c i .
We assume that always exists a class TOP, with an empty structure, which is superclass of every other class.
• a token t i (1 ≤ i ≤ nt) is a triple <oid i , structure i , c j >, where oid i ∈ OID, c j ∈C is the class t i belongs to, and structure i is compatible with the structure of c j , i.e.: if c j =<oid j , structure j , instances j , superclasses j >, with structure j = {<a jk ,c jk , kind jk ,>, k = 1,…,n}, structure i = {<a jk ,t k > (resp. <a jk ,{t k }>) if kind jk = 1-to-1 (resp. if kind jk = 1-to-n) and t k ∈ T is instance of c jk , for 1 ≤ k ≤ n}. A simple database described by using this formalism is depicted in Figure 5 . In the following definition we specialize SMHs to represent the object-oriented data model. In particular, we describe how the above concepts of the model are mapped into the basic components of a generic SMH.
Definition 6
An SMH <n, a, h U , h D , l, λ> is an Object-based SMH if all the following conditions hold:
• the set of identifiable nodes n I is partitioned into two subsets n C and n T ;
• either n = Ø or n C ⊇ {TOP};
• The set of arcs a is partitioned into three subsets a CTarg , a Ttarg , and a InstOf , where a CTarg ⊆ n U × n C , a Ttarg ⊆ n U × n T , a InstOf ⊆ n T × n C . It also holds that each i ∈ n T has exactly one outgoing arc <i, c> ∈ a InstOf , such that <c, h> ∈ h Inst , i ∈ hand there is no <i, c'> ∈ a InstOf with c' ∈ h' and <c, h'> ∈ h Sup .
This condition is necessary to ensure that a token belongs to exactly one class, while appearing in the extensions of all the superclasses of such a class.
• the set of structure hyperedges h S is partitioned into two subsets h CStr and h TStr : -h ∈ h S is in h CStr if each i ∈ h has either exactly one outgoing arc in a CTarg or exactly one outgoing hyperarc in h CPow , there exists exactly one h sch ∈ h Sch such that h sch = <c, h> with c ∈ n C , and let h sup = <c, h supcl > with h sup ∈ h Sup it holds
U with h i ∈ h CStr and <c i , h i > ∈ h sch 4 .
Hyperedges in h CStr are used to represent class structures in such a way that the structure inherits the attributes of its superclasses and may have additional attributes.
Each attribute of the structure is represented by a node of the hyperedge, linked to either a node in n C (if the attribute is single-valued), or a singleton in P(n C ) (if the attribute is multi-valued).
-h ∈ h S is in h TStr if each i ∈ h has either exactly one outgoing arc in a TTarg or exactly one outgoing hyperarc in h TPow , and there exists exactly one h str ∈ h Str such that h str = <t, h> with t ∈ n T . Hyperedges in h TStr are used to represent token structures, each attribute being represented by a node of the hyperedge, linked to either a node in n T or a set in P(n T ) depending on the attribute cardinality.
• the set of hyperarcs h D is partitioned into six subsets h Sch , h Str , h Inst , h Sup , h CPow , and h TPow , where
It also holds that for each i ∈ n C there exist at most one outgoing hyperarc in h Sch and at most one outgoing hyperarc in h Inst , for each i ∈ n C -{TOP} there exists exactly one hyperarc in h Sup , for each i ∈ n T there exist at most one outgoing hyperarc in h Str ; • the set of group hyperedges h G is partitioned into two subsets h Set and h Power :
-h ∈ h G is in h Set if h is a set of nodes in n T and h has an incoming hyperarc in h TPow .
− h ∈ h G is in h Power if h is a singleton containing a node in n C and h has an incoming hyperarc in h CPow . Group hyperedges represent the target of multi-valued attributes. Group hyperedges in h Set are used to collect the set of values associated with an attribute of a token. Group hyperedges in h Power indicate at class level that the attribute is multi-valued.
• the set of extension hyperedges h E is partitioned into two subsets h Supcl and h Ext :
-h ∈ h E is in h Supcl if h is a set of nodes in n C and the following conditions are verified:
* TOP ∈ h.
* given i ∈ h and h'∈ h Supcl such that <i, h'> ∈ h Sup , then h' ⊆ h. Hyperedges in h Supcl are used to associate to a class the set of its superclasses. The two conditions above denote the transitivity of the is-a relationship. 
The above condition enforces that the structure of the tokens belonging to a class extension conforms to the structure of the class and that the values of the attributes are taken from the domains of the corresponding class attributes (for example the structure of the token john of Figure 7 conforms to the structure of the class
Person depicted in Figure 6 ).
Nodes, labels, arcs, hyperarcs, and hyperedges, as introduced in the above constraints, are associated to the concepts of the object-oriented model given in Definition 5, in the following way:
The set of objects O = C ∪ T is represented by the set of identifiable nodes n I = n C ={TOP, c 1 ,…,c nc } ∪ n T ={t 1 ,…,t nt }; in particular, the set of classes C and the set of tokens T are represented by n C and n T , respectively. The set of object identifiers OID = {oid 1 ,…,oid n } is represented by the range of λ[n I ]; the set of attribute names A = {a 1 by associating to each attribute <a l , c j , kind l > a node in n U labeled a l (which represents the attribute name), connected to the attribute target by either an arc <n l , c j > ∈ a CTarg or an hyperarc <n l , h power l > ∈ h CPow depending on whether kind l has value 1-to-1 or 1-to-n;
• h inst i = <c i, h ext i >, where h ext i
∈ h Ext represents the set of instances, instances i . Figure 6 illustrates a portion of the SMH representation of the database whose textual representation is in Figure 5 . In particular, we can see that the class person has one superclass (TOP), a structure composed by three attributes (each represented by a non-identifiable node), and a set of instances including three tokens (john, mary, amy). It can also be noticed that two attributes (name and age) are single-valued (they have an outgoing arc), while the third attribute (friends) is multi-valued (detectable by the fact that the corresponding node has one outgoing hyperarc to the singleton {person}). represents the set {t k }.
• a instOf i = <t i , c j >, where c j ∈n C is the class which t i belongs to. Finally, Figure 8 illustrates the complete SMH representation of the database depicted in 
INTERACTING WITH SMHS
A query language is a set of formally defined operators that, suitably composed, allow one to express requests to a database; the execution of the query produces the extraction, from the database, of data that are consistent with the meaning of the request. The set of operators, along with the data model, constitutes the query model that is, in turn, presented to the user in terms of a query representation. The query model and the query representation are the two component parts of the query language, as introduced above. In the following, we will use the term query language when we are not interested in distinguishing between such two components.
A relevant example of query model is the relational algebra [26] , to which several query representations have been associated so far: such representations may be textual (as in SQL [2] ), form-based (as in QBE [31] ), graphical (like in G + [32] ). Later on in this section we will
give a representation of the relational algebra based on graphical primitives manipulating SMHs. As a consequence we can say that the proposed SMH interaction model is at least as powerful as the relational algebra.
Features of existing query languages
Query models are strongly influenced by the corresponding data models, and their representations often inherit the limitations of the data models, as discussed in the following.
The relational approach is based on the abstract mathematical structure of relation, which has the table as its natural corresponding representation, and on a query model based on set oriented operators, like union, intersection, join, etc. Since the relationships between objects are not explicitly represented, foreign keys are required and the user must compare key attributes to navigate from one relation to another. Attempts have been recently made in relational interfaces that try to re-introduce the direct representation of the interrelation links [33] .
Early attempts to enhance the relational model involve providing semantics by specializing the roles of different relations (e.g. [34, 35] ). More powerful abstraction mechanisms are provided by semantic models [21] , that allow the user to focus attention directly on abstract objects. Since the abstract representation of the data is available, it is easy for the user to isolate information about a given type, its subtypes and its properties; it is also easy to follow the semantic connections between objects to find closely associated objects. Query languages developed for semantic data models allow selection, manipulation and navigation among complex objects at the conceptual level.
Similarly to semantic models, object-oriented models provide several abstraction mechanisms. Since in object-oriented models the operations are encapsulated inside the objects, the data retrieval is obtained in most of the cases by accessing the database following paths that are implicit in the structure of the various classes. Recent proposals aim at reintroducing the associative access in object-oriented query languages, for allowing arbitrary comparisons among objects and their parts [27, 36, 37] .
In any case, independently of the adopted data/query model, the process of database querying can be seen as composed by three phases: the first phase selects which parts of the database we should operate on (structure definition); the second phase defines the relations within the part to produce the query result (extension definition) and the third phase operates on the query result, if necessary (testing). The first phase is the best candidate for a visual representation, since it can be seen as a kind of zoom on the database aimed at the selection the parts of interest. In the second phase the main operations are used to express conditions on the structural relations according to the formulated query. A visual representation here is useful for showing both the database contents and the query structure. Finally, in the third phase, it may be useful to visually represent the structural relations for analyzing the query result.
To illustrate similarities and dissimilarities of query languages, we present in Figure 9 an example of the same query expressed in two well-known traditional languages, i.e., SQL [1] and QBE [31] , and in two types of example visual query languages, based on use of diagrams and icons, respectively. The database to which the query applies concerns customers of a bank, their accounts and the transactions performed on such accounts. Customers are of two types:
persons and companies. The goal of the query is to list the names of all the persons who made a transaction in a certain date.
We observe that:
1. The representation mode of SQL is based on linear strings, where operators and data are referred by names. Moreover, since links among objects are not explicitly represented, the user has the additional overload of determining them. 
On querying SMHs
In this section we show how SMHs can be queried by formal systems closed under queries (the result of querying an SMH is still an SMH).
Interaction primitives
In this subsection we introduce the basic Interaction Primitives (IPs) that, suitably composed, allow one to express queries against a database represented by a SMH. As pointed out in the introduction, we aim at defining a unified formal framework for a variety of data models, and, consequently, for the variety of the corresponding query models. The end-user will not interact directly with an SMH using such primitives. Rather, we assume the existence of a visual interaction environment designed as a mapping from SMHs to more user-friendly structures.
The interaction with an SMH is carried on by simple primitives acting on SMH elements.
During an interaction session the entire SMH is available and its elements may switch their status from on to off and vice versa. At the beginning of the session all the elements are in the off status and may be set to on by graphical selection (conversely, the selection of an element in on status puts it in off). The basic idea is that throughout an interaction session the SMH is partitioned into two parts: the on part and the off part. We require that, after each interaction step, the on part conforms to all the general constraints.
To achieve this aim, we slightly extend the definition of SMH by adding a polymorphic status function that, applied to a generic component of the SMH, returns either 1 or 0 depending on the status of the component (with the term component of an SMH we mean an element belonging to any of the following sets: n, a, h, l) 5 . Furthermore, we will use the following notations: 32 • hg on (hg off ) denotes the on (off) part of a hypergraph hg;
• hg [on/off] ∪ {x 1 , …, x n } (where x i ∈ X, X=[n/ a/ h/ l]) indicates that each x i ∈ X is to be added to the on/off part of X.
More formally, an IP is a polymorphic function that when applied to a pair <hg, e> (where hg in an SMH and e is a component of hg) returns an SMH hg' that differs from hg only in the values of the status function.
The following rules define the modifications of the values of the hg status function when the on IP is applied to the different components of hg. Notice that, since the on and off parts are disjoints, any adding of an element to one of them implies its removal from the other.
Let hg be an SMH.
1) for each n ∈ n I on(hg, n) => hg on := hg on ∪ {n} 2) for each n ∈ n U on(hg, n) => hg on := hg on ∪ {n, on(hg, h S ), [on(hg,a) / on(hg,
6 } where h S is the structure hyperedge n belongs to, a ∈ a (h D ∈ h D ) is the arc (hyperarc) outgoing from n.
3) for each a ∈ a, a = <n 1 , n 2 > with n 1 , n 2 ∈ n,
where h E ∈ h E (resp. h D ∈ h D ) is the extension hyperedge h S belongs to (resp. is the hyperarc incoming in h S )
Concerning the off operation, it is intuitive that switching an element off should imply a propagation of the off operation to the subhypergraph rooted at such element. Actually, the situation is slightly more difficult since checks must be performed in order to maintain on those elements of a subhypergraph that are shared by other subypergraphs rooted at other on elements (in other words, they play some roles in the description of other components of hg on ). For example, in the case of the object-oriented database in Figure 8 , the identifiable node labeled String has three incoming arcs, which we assume are on. If we are currently putting in off one of these arcs, such operation cannot propagate to the node String since this would leave the other two arcs dangling. Section 5.3 illustrates how the semantics of the on/off operations may be imposed by the represented query model. In particular, we show how the on/off operations are used to represent the relational algebra.
Query Strategy in SMHs
The on/off operations are the basic interaction primitives for querying SMHs. We have now to introduce a "query strategy" that defines the correct way for composing and sequencing IPs, in order to have meaningful queries. We also provide an operational semantics for the interpretation of well-formed IP sequences, in terms of transformation of the SMH representing the query result.
The main issues to be faced for the definition of the query strategy are: the formulation of a query, and the extraction/reuse of the query result. The idea is that each query interaction is regarded as a two-phases session (leaving out the testing): a first phase is devoted to the definition of the schema of the result, while a second phase is aimed at defining the rules for populating the extension of the result (as a matter of fact, a phase 0 has also to be considered, where the user communicates the system the intention of issuing a query). Generally speaking, when a query session is started, the SMH query system automatically creates a temporary identifiable node, leaving its structure and extension empty (the structure and the extension will be filled with appropriate components during subsequent phases). During the structure definition phase, a number of on operations will be performed on the original SMH; the query system automatically adds unidentifiable nodes to the structure hyperedge owned by the result together with their outgoing arcs (or hyperarcs). During the second phase, a number of on operations are performed on the database extension; the system automatically inserts new elements in the result extension. In the following we denote by hg the original (i.e., the queried) SMH, and by hg' the SMH representing the query result. It is important to point out that hg and hg' are not disjoint (links will be created among components of the two hypergraphs, as it will be clearer by the definition of the operational semantics).
The query formulation is composed by the following sequence of actions: 0) query activation 1) structure definition 2) extension definition For each phase we have to consider the user's action and the associated system's action.
Phase 0. We assume the user has a way for communicating the system s/he is going to start a query session (s/he will also specify the query name). The system will trigger the following macro, which initializes the components of hg' to be filled with the intentional and extensional parts of the query results:
hg' := Ø add(hg', n q ); λ(n q ):= queryName; add(hg', h Sq ); add(hg', h Eq ); add(hg', <n q , h Sq >); add(hg', <n q , h Eq >); @end where add is a polymorphic function that takes as parameters an SMH and an element of any of the following types: n, a, h, l. It is used for augmenting the SMH by adding the specified element. Notice that one application of add does not guarantee the achievement of an SMH, rather a transaction (i.e., a series of add applications) is needed for defining an admissible SMH. In particular, the semantics of the above macro in terms of its effect on hg' is the following:
hg' := <{n q }, {}, {{{h Sq }, {h Eq }, {}}, {<n q , h Sq >, <n q , h Eq >}}, {queryName}, {<n q , queryName>}>, where the components of the hypergraph are listed following the order given in Definitions 1 and 2.
Phase 1. The user selects (by on operations) a number of unidentifiable nodes belonging to structure hyperedges of hg 7 . The system will activate the following macro: @createSchema for each n ∈ hg on ∩ n U do copy(hg, n , hg', h Sq ) @end where copy is a polymorphic function that takes as parameters an SMH source, a component of the SMH source, an SMH target, and an hyperedge of the SMH target. It is used for augmenting the SMH target by including in the target hyperedge the root of a subhypergraph sh. sh is obtained by duplicating the subhypergraph of hg on rooted at the specified component, without duplicating identifiable nodes (this is a first case in which links may be created between hg' and hg). Figure 10 illustrates the situation at the end of Phase 2 during the formulation of a query against the SMH already described in Figure 1 . In particular, the structure hyperedge of hg' is obtained by selecting the unidentifiable node labeled Name in the structure hyperedge belonging to Person (the selected node is characterized by a shadowed label, while hg' lies on a gray background). 
Figure 10. Example situation for the application of @createSchema
Note that it is possible to select several unidentifiable nodes with the same label. Since maintaining such label within a single structure hyperedge would violate the SMH definition, the adopted approach is to suffix all labels with unique codes. A mapping table is handled by the system for retaining the correct correspondence between nodes in hg and hg' (this is necessary during the extension population).
The semantics of the macro @createSchema in terms of its effect on hg' is the following (if e is a component of hg, we use the notation e' for indicating its duplicate; the symbolindicates the label conformity according to the above rewriting rule): In summary, a query corresponds to the following sequence, where # is the prefix for user's actions, and @ is the prefix for system actions. 
Application to the relational model
In this section we show how a representation based exclusively on combination of on/off operations can be associated to the relational algebra. The main issue to be faced for the definition of such representation is the formulation of single-operator queries, while complex queries may be formulated in an incremental way as a series of single-operator queries 9 .
Hence, we will show in the following how each relational algebra operator can be expressed by a sequence of IPs (we denote with −,∪, ×, Π A , σ F the basic relational algebra operators, see [2] ).
In the case of the relational model, we assume that the database is represented by a relational SMH db. The copy* function populates the extension of the result by copying (combinations of) h tuple set to on in db, in such a way that all constraints of the relational SMH are satisfied.
In particular, the fulfillment of the conditions on the extension hyperedges makes the resulting extension correct and complete, i.e., it is the correct representation of the expected result. Consider now a relational algebra expression E i whose outermost operator is one of union, difference, projection, selection, and product (E i can refer to both a relation of the database and the result of a previously formulated query Summarizing, the above result shows that the IPs, applied to an SMH representing a relational database, allow us to express, as the relational algebra do, at least the first-order queries.
Application to an Existing VQS
A relevant application for SMHs is to have a formal tool in terms of which existing VQLs could be expressed and possibly compared. In the following we give an example which illustrates how a direct manipulation user interface can be associated with our notation. Figure 11 . Selection of the main entity in QBD*
The interface we illustrate adopts the well known diagrammatic representation of the EntityRelationship model. In particular, we show some aspects of the QBD* query language [5] . QBD* is mainly a navigational language on Entity-Relationship diagrams, which as usual represent conceptual schemata. The user first interacts with the conceptual schema to understand its information content, and extracts the subschema of interest containing the concepts involved in the query, then, during the "navigation" activity, s/he may express the query, defining all its procedural characteristics. First a central concept, called main concept, is chosen, that can be seen as the entry point of the query, then two different types of primitives are available for navigating in the schema. The first one allows the user to follow paths of concepts, the other one is used for comparing two concepts which are not directly connected to each other. Conditions on the attributes are expressed by means of a window, where the list of the attributes is shown together with the elements involved in the comparison (i.e. constants, other attributes, etc.), and a set of icons suitable to formulate conditions on the attributes.
Conditions are expressed selecting the attributes and the icon corresponding to the required operator.
The mapping between SMH and the Entity-Relationship model can been formally defined similarly to the case of object-oriented SMHs in Section 4.2. Roughly speaking, entities are associated with identifiable nodes, while entity attributes and relationships are associated with unidentifiable nodes collected in structure hyperedges. The cardinality of the relationships will be captured by associating attribute nodes with either arcs or hyperarcs. Figures 11 and 12 show two steps during the formulation of a simple select query in QBD* (Phase 0 has already be done by the selection of a starting icon). The database schema in Figure 11 contains information about persons and their jobs. The query to be issued is: "Find all workmen that earn exactly four thousands dollars". As we said before the crucial step is the selection of the main concept, i.e. the entity WORKMAN. The selection is performed by clicking the rectangle representing the entity on the screen, which gets highlighted (shown in dashed lines in Figure 11 ). In terms of our IPs, this action corresponds to Phase 1, in which all the nodes of the structure hyperedge representing the entity attributes are put on. The next step is the condition definition (Figure 12 ): the user types the desired constant in the SALARY field of the window containing the attributes of WORKMAN. In terms of IPs, this corresponds to Phase 2, in which all the nodes of the extension hyperedge connected to WORKMAN are put on if they verify the selection condition. Notice that in semantic models the extension hyperedge of an entity is a collection of identifiable nodes owning a structure conforming to the entity structure.
In our example, an object in the extension hyperedge of WORKMAN will be put on if the unidentifiable "SALARY" node of its structure is connected to the identifiable node labeled 4.000. 
CONCLUSION AND FUTURE WORK
In this paper we proposed the Structure Modeling Hypergraph as a database representation tool usable as a formal counterpart for visual interfaces. SMHs profit from the basic property of diagrams (i.e., the unambiguous representation of relationships), and have some notable characteristics:
• uniform representation of both intensional and extensional aspects of databases (advantageous both in navigation and querying activities),
• direct representation of containment relationships (e.g., set-subset relationships), and
• immediate representation of direct manipulation primitives (e.g., selection or drawing of elements).
We showed how SMHs can be queried by formal systems closed under queries (the result of querying an SMH is still an SMH). The expressive power of the proposed query system is shown to be at least the one of the relational algebra.
Among the papers briefly surveyed in our Introduction, [12] and [13] are the works closest to ours (dealing with both modeling and interaction issues), yet a major difference is in the purpose of the systems.
Like SMHs, hygraphs in [12] are presented as a formal abstraction for several styles of diagrammatic data presentations, as well as a powerful tool for representing databases expressed in several models. However, the query primitives proposed in [12] are the actual interface and are not viewed as basic blocks for the definition of higher level, user oriented interactions. Moreover the query style is not based on direct manipulation of objects; on the contrary, queries have to be expressed building query hygraphs, labeled by complex literals.
As to the framework presented in [13] , like SMHs hypernodes represent the intensional and extensional aspects of the database in a uniform way. However, this representation is specifically intended for object-oriented databases. Indeed, the graphical features of an hypernode are very similar to those of object-oriented SMHs. Analogously, the query language is defined at a higher level than ours, in order to be the actual language of a particular system.
As pointed out before, we aimed at defining a unified formal framework for a variety of data models, and, consequently, for the variety of the corresponding query languages. We can envisage two main application directions for SMHS. A first possibility relies on the representational power of SMHs and on their capability in abstracting from the data model. This can be exploited by a system able to single out uniform data dictionaries for generic SMHs by suitable traversal of the hypergraphs. The second relevant application relying on the interaction features is to have a formal tool against which existing VQLs could be compared by expressing their visual primitives in terms of the SMH query system.
Furthermore, SMHs can also be regarded as a formal background to be used in the design of new visual interfaces. Actually, the end-user would not interact directly with an SMH using its primitives. Rather, we assume the existence of a visual interaction environment designed as a mapping from SMHs to user-friendly structures. Two approaches may be adopted: in a bymanipulation approach, queries can be formulated as a composition of interaction primitives; in a by-example approach, queries can be formulated by drawing an example of the expected result.
