Abstract. Software testing research has resulted in effective white-box test generation techniques that can produce unit test suites achieving high code coverage. However, research prototypes usually only cover subsets of the basic programming language features, thus inhibiting practical use and evaluation. One feature commonly omitted are Java's generics, which have been present in the language since 2004. In Java, a generic class has type parameters and can be instantiated for different types; for example, a collection can be parameterized with the type of values it contains. To enable test generation tools to cover generics, two simple changes are required to existing approaches: First, the test generator needs to use Java's extended reflection API to retrieve the little information that remains after type erasure. Second, a simple static analysis can identify candidate classes for type parameters of generic classes. The presented techniques are implemented in the EvoSuite test data generation tool and their feasibility is demonstrated with an example.
Introduction
To support developers in the tedious task of writing and updating unit test suites, white-box testing techniques analyze program source code and automatically derive test cases targeting different criteria. These unit tests either exercise automated test oracles, for example by revealing unexpected exceptions, or help in satisfying a coverage criterion. A prerequisite for an effective unit test generator is that as many as possible language features of the target programming language are supported, otherwise the quality of the generated tests and the usefulness of the test generation tools will be limited.
A particular feature common to many modern programming languages such as Java are generics [12] : Generics make it possible to parameterize classes and methods with types, such that the class can be instantiated for different types. A common example are container classes (e.g., list, map, etc.), where generics can be used to specify the type of the values in the container. For example, in Java a List<String> denotes a list in which the individual elements are strings. Based on this type information, any code using such a list will know that parameters to the list and values returned from the list are strings. While convenient for programmers, this feature is a serious obstacle for automated test generation.
In this short paper, we present a simple automated approach to generating unit tests for code using generics by statically determining candidate types for generic type variables. This approach can be applied in random testing, or in search-based testing when exploring type assignments as part of a search for a test suite that maximizes code coverage. We have implemented the approach in the EvoSuite test generation tool and demonstrate that it handles cases not covered by other popular test data generation tools. Furthermore, to the best of our knowledge, we are aware of no technique in the literature that targets Java generics.
Background
In this paper, we address the problem of Java generics in automated test generation. To this purpose, this section presents the necessary background information on generics and test generation, and illustrates why generics are problematic for automated test generation.
Java Generics
In Java, generics parameterize classes, interfaces, and methods with type parameters, such that the same code can be instantiated with different types. This improves code reusability, and it helps finding type errors statically.
A generic class has one or more type parameters, similar to formal parameters of methods. When instantiating a generic class, one specifies concrete values for these type parameters. For example, consider the following simplistic implementation of a stack datastructure: The class Stack has one type parameter, T. Within the definition of class Stack, T can be used as if it were a concrete type. For example, data is defined as an array of type T, pop returns a value of type T, and push accepts a parameter of type T. When instantiating a Stack, a concrete value is assigned to T:
