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Thema:Entwurf einer Skriptsprache als Erweiterung eines dialogorientiertenWerkzeuges zur Verwaltung und Qualitatssicherung der SAP R/3 CD'sUmfeld der StudienarbeitDie Studienarbeit ist Bestandteil der Arbeiten im Bereich CD-Redaktion undArchivierung der Abteilung \SAP R/3 Software Factory\. Diese Abteilungbeschaftigt sich mit allen Aufgaben, die mit der Auslieferung von Softwarepro-dukten (Vollversionen, Upgrades, Dokumentationen, Multimedia CD's und HotPackages) an den Kunden zusammenhangen. Ein Teil dieser Arbeiten ist diephysische Zusammenstellung der CD-Inhalte in sogenannten \virtuellen CD's\.Dies sind Festplattenverzeichnisse auf mehreren Unix-Workstations (CD-Server),die bereits wahrend der Testphasen den zukunftigen CD-Inhalt enthalten. NachAbschlu der Tests und Freigabe der Version werden diese Inhalte dann auf CD\gebrannt\.Fur die Verwaltung und Qualitatssicherung der CD's wurde ein Werkzeug ge-schaen, das die Arbeit mit den virtuellen CD's vereinfachen soll. Es hat einegraphische Oberache, die im Aussehen an den Dateimanager von MS Windowsangelehnt ist.
3AufgabenstellungIm Rahmen dieses Umfeldes wird die Studienarbeit mit dem Thema:"Entwurf einer Skriptsprache als Erweiterung eines dialogorientierten Werkzeu-ges zur Verwaltung und Qualitatssicherung der SAP R/3 CD's\vergeben.In der Studienarbeit soll eine Skriptsprache entworfen werden, die das bestehendeWerkzeug erweitert und es ermoglicht, Aktionen dieses Werkzeuges zusammen-zufassen und durch Kontrollstrukturen und Verwendung von Variablen steuerbarzu machen.Zusatzlich sollen Dialogfenster zur Eingabe und Anderung von Variableninhaltenerzeugbar sein.Dabei sind im einzelnen folgende Punkte zu realisieren:1. Das bestehende Werkzeug soll hinsichtlich seiner Funktions- und Arbeits-weise uberblicksmaig analysiert werden.2. In Zusammenarbeit mit den Mitarbeitern der Abteilung sollen die genauenAnforderungen an die Sprache ermittelt werden.3. Die Sprache soll gema diesen Anforderungen formuliert werden.4. Ein entsprechender Compiler ist zu implementieren.Dabei sollte uberlegt werden, inwieweit auf bereits existierende Skript- oderProgrammiersprachen zuruckgegrien werden kann.5. Fur die Eingabe des Skriptes soll eine graphische Oberache in Form eineseinfachen Editors implementiert werden.6. Bei der Abarbeitung der einzelnen Aktionen des Skriptes soll auf die bereitsbestehenden Funktionen des Werkzeuges zuruckgegrien werden.Betreuender Hochschullehrer: Prof. Dr. W. KalfaFakultat: InformatikProfessur: Systemprogrammierung und BetriebssystemeBetreuer: S. GraupnerBeginn am: 01. November 1997Einzureichen am: 30. April 1998
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Kurzreferat
Bibliographische BeschreibungEntwurf einer Skriptsprache als Erweiterung eines dialogorientiertenWerkzeuges zur Verwaltung und Qualitatssicherung der SAP R/3 CD'sHolger Trinks, 1998 | 53 S., 17 Abb., 11 Lit.Technische Universitat Chemnitz, Fakultat fur Informatik, Studienarbeit.Stichworte: Skriptsprache, Compiler, Interpreter, Tcl/TkZusammenfassungZiel der Arbeit ist die Erweiterung des Software-Werkzeuges \SAPCDEM\ umeine Skriptsprache.Dieses Werkzeug wurde in der Abteilung \SAP R/3 Software Factory\ der SAPAG entwickelt und dient der Verwaltung und Qualitatssicherung der SAP R/3CD's.Im Rahmen dieser Arbeit wird das Werkzeug hinsichtlich seines Aufbaus undseiner Arbeitsweise analysiert. Es werden die genauen Anforderungen an dieSkriptsprache ermittelt und Losungsansatze diskutiert, diese in das vorhandeneSystem zu integrieren. Ein Interpreter wird entworfen, der die Anweisungen derSprache in entsprechende Aktionen des Werkzeuges umsetzt.
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10 ABBILDUNGSVERZEICHNIS
Kapitel 1Einleitung
1.1 Arbeitsumfeld { Die SAP R/3 Software Fac-toryDie Abteilung \SAP R/3 Software Factory\ der SAP AG [1] beschaftigt sich mitallen Aufgaben, die am Ende der Software-Entwicklungskette stehen und die mitder Auslieferung von Softwareprodukten (Vollversionen, Upgrades, Dokumenta-tionen, Multimedia CD's und Hot Packages) an den Kunden zusammenhangen.Im einzelnen gehoren dazu: Testorganisation und -durchfuhrung einschlielich Fehlerverfolgung, Erstellung der Auslieferungskerne und Werkzeuge fur alle unterstutztenDatenbank{Betriebssystem{Kombinationen, Bereitstellung von Upgrade-Daten und Installationsdaten, Erstellung von Hot-Packages (Fehlerkorrekturen), Bereitstellung von Softwarekomponenten uber das betriebsinterne Netz-werk, CD-Erstellung und Archivierung.Das Werkzeug SAPCDEM (SAP CD-Endmontage) [2][3] wurde vor allem furdie Unterstutzung der Arbeiten im Bereich CD-Erstellung und Archivierung ent-wickelt. Im folgenden wird die bisherige Arbeitsweise erlautert, die durch dasWerkzeug verbessert werden soll.
12 Einleitung1.2 Bisherige Vorgehensweise bei der Erstel-lung der R/3 CD'sDie CD-Inhalte der verschiedenen Versionen der auszuliefernden Software werdenauf sogenannten \virtuellen CD's\ zusammengestellt. Dies sind Festplatteninhal-te von mehreren Unix-Workstations, die als CD-Server dienen. Dadurch sind dieCD-Inhalte wahrend der Testphasen schnell uber NFS ansprechbar und konnenbei Fehlerkorrekturen einfach geandert werden.Der Verantwortliche fur die Freigabe einer neuen SAP R/3 Release oder eines Up-grades mu die benotigte Verzeichnisstruktur fur die virtuellen CD's anlegen unddiese den betreenden Mitarbeitern bekannt und zuganglich machen. Anschlie-end werden die benotigten Dateien in die vorgesehenen Verzeichnisse kopiert.Dies geschieht je nach Plattform verschieden, entweder mittels des Unix-Copy-Befehls, mit Hilfe des Windows NT Dateimanagers oder per FTP. Gleichzeitigwerden die so erstellten Inhalte getestet und bei Bedarf modiziert.Werden die CD-Inhalte freigegeben, schliet sich der physische \Brennvorgang\der CD's an. Fur die Erstellung der physischen CD's stehen mehrere CD-Brenner, Labeldrucker und Kopierstationen zur Verfugung. Kleinserien undMaster-CD's werden damit im Haus gebrannt, Groserien werden bei externenCD-Produzenten erstellt.Im Alltagsbetrieb ergeben sich eine Reihe von Problemen: Die Koordinierung mehrerer Nutzer bezuglich Kopieraktionen auf dieselbevirtuelle CD mu durch Absprachen erfolgen. Jeder Mitarbeiter mu genau den entsprechenden CD-Server und den Pfad-namen einer virtuellen CD kennen. Anderungen in der Struktur mussen allen Mitarbeitern mitgeteilt werden,die mit denselben CD-Inhalten arbeiten. Alle betroenen Mitarbeiter mussen uber Anderungen und Fehlerkorrektu-ren informiert werden. Logische Fehler, wie Uberschreiben von Dateien, Verwendung veralteterVersionen u.a. sind schwer aundbar. Datei- und Verzeichnisnamen mussen manuell auf ihre Namenskonformitatgema ISO 9660 gepruft werden. Die Groe der virtuellen CD's darf die Kapazitat der phyischen CD's nichtuberschreiten. Zum Brennen freigegebene virtuelle CD's durfen nicht mehr geandert wer-den.
1.2 Bisherige Vorgehensweise bei der Erstellung der R/3 CD's 13Das Werkzeug SAPCDEM soll die Erstellung der verschiedenen SAP R/3 Ver-sionen vereinfachen, die bisherigen manuellen Kopiervorgange ersetzen und dieQualitat der CD-Erstellung durch Sicherheitsuberprufungen und Protokollierungder Aktionen verbessern. Damit sollen die Tatigkeiten zur softwaretechnischenZusammenstellung der Dateien aus den einzelnen Fachabteilungen unterstutztund vereinfacht werden.
14 Einleitung
Kapitel 2AnalyseZiel der Studienarbeit ist, das bestehende Werkzeug SAPCDEM um eine Skript-sprache zu erweitern, die es ermoglicht, wiederkehrende Ablaufe zu automatisie-ren. Dazu ist es notwendig, Aufbau und Arbeitsweise des Werkzeuges zu untersu-chen und herauszuarbeiten, welche Anforderungen an diese Skriptsprache gestelltwerden.2.1 Das Werkzeug SAPCDEM2.1.1 ArbeitsweiseSAPCDEM ist ein dialogorientiertes Werkzeug fur die Erzeugung und Zusam-menstellung der virtuellen CD's. Es besitzt eine graphische Oberache, die inAussehen und Arbeitsweise an den Dateimanager von MS Windows angelehnt ist(Abb. 2.1).Es besitzt u.a. ein hierarchisches Berechtigungskonzept fur den Zugri auf dievirtuellen CD's. Auerdem ermoglicht es eine automatische Kontrolle auf CD-konforme Datei- und Verzeichnisnamen gema ISO 9660 und auf Uberschreitungder CD-Kapazitat.Das Werkzeug ermoglicht: das Anlegen von virtuellen CD's. Dabei ist fur den Benutzer transparent,auf welchem CD-Server und unter welchem Pfad die Struktur physisch er-zeugt wird. Der Zugri erfolgt ausschlielich uber einen fur die virtuelleCD vergebenen Namen. das Kopieren von Dateien auf eine virtuelle CD. Als Quelle kann eine an-dere virtuelle CD, das lokale Filesystem oder eine FTP-Verbindung dienen.Durch Flags kann gesteuert werden, ob beim Kopiervorgang Datum und
16 Analyse
Abbildung 2.1: Hauptfenster des SAPCDEM WerkzeugesZeit der Quelle beibehalten und ob nur kopiert werden soll, wenn die Quel-le verschieden bzw. neuer als eine bereits bestehende Zieldatei ist. Wirdeine Textdatei kopiert, kann man eine Konvertierung zwischen verschiede-nen Zeichensatzen vornehmen. das Anlegen von Verzeichnissen auf einer virtuellen CD sowie das Umbe-nennen und Loschen von Dateien und Verzeichnissen. das Edieren von Textdateien auf einer virtuellen CD. Dazu wird die Da-tei auf das lokale System kopiert (und ggf. konvertiert), lokal ediert undautomatisch auf die CD zuruckgeschrieben (ggf. ruckkonvertiert). das Freigeben (release) von Dateien und Verzeichnissen. Das bedeutet,da die zum Brennen freigegebenen Dateien bzw. Verzeichnisse nicht mehranderbar sind. das Aufheben der Freigabe (unrelease) von Dateien und Verzeichnissen.
2.1 Das Werkzeug SAPCDEM 17All diese Aktionen konnen uber entsprechende Menus oder teilweise auch perDrag and Drop interaktiv ausgelost werden. Sie werden aber nicht sofort aus-gefuhrt, sondern in einer sogenannten Bearbeitungsliste gesammelt (Abb. 2.2).Der wesentliche Grund daur ist die Koordinierung verschiedener Nutzer, die mit
Abbildung 2.2: Bearbeitungslistedenselben virtuellen CD's arbeiten, indem die einzelnen Aktionen der Nutzer zueiner Transaktion zusammengefat werden. Bei der Ausfuhrung der Transakti-on werden alle Aktionen in einem internen R/3-System protokolliert und mit ei-nem Kommentar versehen, der die betroenen Datenbanken und Betriebssystem-Plattformen angibt. Damit ist spater auswertbar und uberprufbar, welche Ak-tionen, wann und durch wen ausgefuhrt wurden. Zusatzlich ist es moglich, auto-matisch Mails zu erzeugen, die an alle betreenden Nutzer verschickt wird undsie uber die gemachten Anderungen informiert.Ein Nachteil dieses Werkzeuges ist aber, da es nur interaktiv arbeitet. Die Nut-zer haben oft gleiche oder ahnliche langere Aktionsfolgen auszufuhren und mussendiese jedes Mal neu auslosen. Aufgabe dieser Studienarbeit ist es deshalb, nebender vorhandenen dialogorientierten Schnittstelle, durch eine geeignete Beschrei-bungssprache dem Anwender eine skriptorientierte Schnittstelle anzubieten.2.1.2 AufbauSAPCDEM ist ein verteiltes System, das auf dem Client-Server Prinzip beruht.






Abbildung 2.3: SAPCDEM - ein verteiltes SystemFolgende Funktionen werden zur Verfugung gestellt:sapcdd (SAP CD Daemon): Uberprufung der Benutzernamen und Paworter, Verwaltung von CD-Informationen, Erstellung von Benutzungsstatistiken,sapd (SAP File Information Daemon): Bereitstellung erweiterter Dateiinformationen (Groe, Erstellungsdatum,Prufsumme),sapcpd (SAP Copy Daemon): Bereitstellung der Dienste zum Erstellen, Kopieren, Umbenennen undLoschen von Dateien und Verzeichnissen auf den virtuellen CD's,sapcdemd (SAP CD Endmontage Daemon): Protokollierung der Aktionen in das SAP R/3 System ISP, das automatische Versenden von Mails uber das SAP R/3 System MLP, Verwaltung von Berechtigungsinformationen,











Abbildung 2.4: Client-Seite des SAPCDEM-WerkzeugesDie gesamte Client-Seite wurde in Tcl/Tk [6][7] mit der Erweiterung Tix [8]implementiert.
20 Analyse2.2 Die SAPCDEM{Skriptsprache2.2.1 Ziel der SpracheDa viele Benutzer oft die gleichen oder ahnliche Aktionsfolgen ausfuhren, ist dieinteraktive Art des Anstoens der Aktionen oft nicht befriedigend.Deshalb soll eine Sprache entwickelt werden, die es ermoglicht, die Aktionendes Werkzeuges zusammenzufassen und durch Kontrollstrukturen und Variablensteuerbar zu machen. Zusatzlich sollen Dialogfenster zur Eingabe und Anderungvon Variableninhalten erzeugbar sein.Der Nutzer soll damit die Moglichkeit erhalten, seine taglichen Routinearbeitenmit dem SAPCDEM{Werkzeug zu automatisieren. Er kann dafur Dialogfen-ster entwerfen, in denen er sich andernde Parameter eingeben bzw. modizierenkann. Abhangig von diesen Eingaben werden dann die gewunschten Aktionenausgefuhrt.2.2.2 Allgemeine AnforderungenEin wichtiger Aspekt beim Entwurf der Sprache ist, da sie von den zukunf-tigen Nutzern einfach erlernbar ist. Die Vielzahl existierender Programmier{und Skriptsprachen fuhrt oft dazu, da man bei haugem Wechsel des Pro-grammierumfeldes syntaktische und semantische Eigenschaften verschiedenerSprachen verwechselt. Dies soll nicht durch eine neue Sprache verscharftwerden. Deshalb wird viel Wert darauf gelegt, da die SAPCDEM-Skriptsprachesyntaktisch einfach und unkompliziert und an die im Umfeld existierendenSprachen angelehnt ist.Fur die Eingabe und das Edieren der Skripte soll das SAPCDEM-Werkzeug umeine graphische Oberache in Form eines einfachen Editor erweitert werden.Bei der Abarbeitung der einzelnen Aktionen der Skriptsprache sollen die vorhan-denen Funktionen des Werkzeuges benutzt werden.2.2.3 Inhaltliche Beschreibung der SpracheAusgehend von diesen Anforderungen wurde mit Mitarbeitern der Abtei-lung besprochen, welche Sprachelemente und {konstrukte fur die SAPCDEM{Skriptsprache notwendig und wunschenswert sind. Ein daran anschlieender er-ster Entwurf wurde dann weiter verfeinert und modiziert. Das Ergebnis diesesDiskussionsprozesses wurde in Form einer inhaltlichen Beschreibung der Sprachezusammengefat, welche im folgenden dargestellt wird.
2.2 Die SAPCDEM{Skriptsprache 21Aufbau und StrukturDie Sprache besitzt kein Typkonzept. Variablenwerte sowie Ruckgabewertevon Funktionen sind immer Zeichenketten. Auerdem ist die Sprache nichtcase-sensitive, d.h., Gro- und Kleinschreibung wird nicht unterschieden.Ein Skript besteht aus einer Argumentdeklaration und einem Anweisungsteil.Argumentdeklaration:Es ist moglich, innerhalb von Skripten andere Skripte auszufuhren. Dafur kannman Skripten Argumente ubergeben und damit haug benutzte Anweisungs-folgen (z.B. fur bestimmte Dialogfenster) in eigenstandigen Skripten separierenund dann beliebig oft verwenden.In der Argumentendeklaration werden die Argumente des Skriptes Variablenzugeordnet. Es konnen Default-Werte angegeben werden. Beim Aufruf einesSkriptes konnen Argumentwerte weggelassen werden. Die Variablen werdendann auf den Default-Wert gesetzt oder erhalten die leere Zeichenkette.Beispiel fur eine Argumentdeklaration eines Skriptes scriptxy:arguments: $param1, $param2 = "Hallo", $param3 = "ok", $param4Beispiel fur einen Aufruf:$return_value = callscript("scriptxy", $varx, , "Error", )$param1 erhalt den Wert von Variable $varx, $param2 den Default-Wert \Hallo\,$param3 den Wert \Error\ und $param4 die leere Zeichenkette.Anweisungsteil:Anweisungen sind durch Zeilenumbruche getrennt. Ist eine Zeile nicht ausrei-chend, mu das letzte Zeichen vor dem Zeilenumbruch ein Backslash sein. DiesesPrinzip wird auch in Unix-Shell-Skripten sowie der Skriptsprache Perl verwendetund erspart das explizite Angeben eines Trennzeichens zwischen Anweisungen.Anweisungen konnen sein: Kommandos fur die Bearbeitungsliste, Zuweisungen von Werten an Variable, Fensterdialoge, Steuerstrukturen oder
22 Analyse return{Anweisungen.Kommandos:Kommandos fugen Aktionen in die Bearbeitungsliste ein. Fur jede Aktion desSAPCDEM-Werkzeuges gibt es ein Kommando: copy, rename, create, delete,release, unrelease.Weitere Kommandos steuern das Einfugen von Kommentaren fur die Protokol-lierung und die Erzeugung von Mails. Die genaue Beschreibung ist im Anhangangegeben.Beispiel:copy ("LAN", "/temp/test1.txt", "SAPCDEM1:/usr/test", "N", "none")Das Kommando fugt eine Aktion in die Bearbeitungsliste ein, die eine Datei vomlokalen Rechner auf die virtuelle CD mit dem Namen SAPCDEM1 kopiert, abernur, wenn die Quelldatei neuer ist als eine eventuell schon vorhandene Datei(Flag \N\). Es wird keine Konvertierung der Textdatei vorgenommen (Flag\none\).Zuweisungen:Zuweisungen weisen einer Variablen eine Zeichenkettenwert zu, der durch einenAusdruck angegeben wird.Steuerstrukturen:Steuerstrukturen dienen der Ablaufsteuerung von Skripten. Sie werden spatergenauer beschrieben.Fensterdialoge:Fensterdialoge sind graphische Elemente, die dem Nutzer erlauben, wahrend derInterpretation des Skriptes Eingaben vorzunehmen und in die Skriptabarbeitungeinzugreifen. Sie werden in einem spateren Abschnitt beschrieben.return{Anweisung: Die return{Anweisung beendet die Ausfuhrung einesSkriptes. Der angegebene Ausdruck ist der Ruckgabewert. Hat ein Skript keinereturn-Anweisung, wird eine leere Zeichenkette zuruckgegeben.Beispiel:return "error"Variablen und AusdruckeVariablen:Es gibt kein Typkonzept fur Variable. Sie besitzen immer eine Zeichenkette
2.2 Die SAPCDEM{Skriptsprache 23als Wert. Es ist keine explizite Deklaration notwendig. Variable werdenimplizit deniert, wenn ihnen das erste Mal ein Wert zugewiesen wird. IhrGultigkeitsbereich umfat das gesamte Skript. Sie sind nicht sichtbar in anderenaufrufenden oder aufgerufen Skripten.Variablenbezeichner beginnen mit einem Dollarzeichen und konnen Buchstaben,Zahlen und Unterstrich enthalten.Ausdrucke:Ein Ausdruck ist der Wert einer Variablen, eine Zeichenkettenkonstante, ein Funktionsergebnis oder die Konkatenation zweier Ausdrucke durch den Plus-Operator.Beispiele fur Zuweisungen und Ausdrucke:$name = $first_name$name = "Otto"$first_name = left ( " ", $name )$full_name = "Dr." + $first_name + $last_nameSteuerstrukturenSteuerstrukturen dienen der Ablaufsteuerung von Skripten.Es gibt drei Arten: if{Struktur, while{Struktur und foreach{Struktur.if{Struktur:Die if{Struktur hat die aus anderen Programmiersprachen bekannte Bedeutung.Der else{Zweig kann weggelassen werden. Die Struktur wird durch endif beendet.Damit ist auch die Zuordnung des else{Zweiges bei verschachtelten Struktureneindeutig.while{Struktur:Die Anweisungsfolge einer while{Struktur wird ausgefuhrt, solange eine Bedin-gung erfullt ist. Die Struktur wird durch endwhile beendet.
24 Analyseforeach{Struktur:Die foreach{Struktur ist eine Schleife, in der eine Laufvariable jeden Wert auseiner angegebenen Liste von Ausdrucken annimmt.Beispiel:foreach $i ( $file1, $file2, "test.txt" )copy ("LAN", "F:/temp/" + $i, $target, , )endforBedingungen fur if{ und while{Strukturen:Die in Klammern angegebene Bedingung bei if{ und while{Strukturen kann zweiAusdrucke auf verschiedene Arten verbinden:= Test auf Gleichheit,!= Test auf Ungleichheit,in Test, ob die erste Zeichenkette in der zweiten enthalten ist,? Test, ob die erste Zeichenkette, als regularer Ausdruck interpretiert, in derzweiten enthalten ist (pattern matching).Bedingungen konnen geklammert und durch die logischen Operatoren and, orund not verknupft werden.FensterdialogeFensterdialoge sind graphische Elemente, die dem Nutzer erlauben, wahrend derInterpretation des Skriptes Eingaben vorzunehmen und in die Skriptabarbeitungeinzugreifen. Es gibt drei Arten: Dialogbox, Fragebox, Mitteilungsbox.Dialogbox:Die Dialogbox ist der komplexeste Fensterdialog. Der Nutzer kann verschiedeneElemente in dem Fenster anordnen. Dafur beschreibt er Blocke, die er beliebigvertikal und horizontal verschachteln kann. Innerhalb eines Block werden dieElemente vertikal angeordnet. Als Elemente sind moglich: Text (fur Uberschriften, erklarenden Text usw.),














Abbildung 2.5: Erweiterung der Client-SeiteAus der Analyse des Aufbaus des SAPCDEM-Werkzeuges und den Anforderun-gen an die Skriptsprache lassen sich folgende Schlufolgerungen ziehen:
26 AnalyseWurde man die Datenstruktur Bearbeitungsliste selbst so erweitern wollen, dasie als SAPCDEM-Skriptsprache dient, hatte das zur Folge, da man sowohldie graphische Nutzerschnittstelle als auch die Aktionsabarbeitung vollstandiguberarbeiten mute. Um dies zu vermeiden, ergibt sich das in Abbildung 2.5dargestellte Szenario fur die Erweiterung der Client-Seite.Die dialogorientierte Erstellung der Bearbeitungsliste uber die graphische Benut-zeroberache kann vom Nutzer durch eine skriptgesteuerte Erzeugung der Bear-beitungsliste ersetzt werden. Es mu folglich ein Interpreter hergestellt werden,der die SAPCDEM-Skriptsprache als Eingabe akzeptiert und aus den darin ent-haltenen Anweisungen eine entsprechende Bearbeitungsliste erstellt. Die bereitsexistierenden Funktionen zur Bearbeitung der Datenstruktur Bearbeitungslistesollten dabei verwendet werden konnen. Im folgenden Entwurf mu also unter-sucht werden, auf welcher Basis die SAPCDEM-Skriptsprache umgesetzt und wiedaraus eine Bearbeitungsliste erzeugt werden kann.
Kapitel 3Entwurf












Abbildung 3.1: Tcl/Tk als Skriptsprache
































Abbildung 3.3: Tcl/Tk nur als Zwischencode-SpracheZum zweiten konnte man eine andere bereits existierende Programmiersprache alsQuellsprache einsetzen. Das bringt aber keinerlei Vorteile, da man trotzdem einenCompiler benotigt, um die Quellsprache nach Tcl/Tk zu ubersetzen. Auerdemmu man sich wieder damit auseinandersetzen, wie man mit den Sprachelemen-ten der Quellsprache verfahrt, die fur den Einsatz als SAPCDEM{Skriptsprachenicht benotigt werden bzw. nicht zugelassen werden sollen.3.1.5 ZusammenfassungDie Variante 3 wurde als beste Entwurfsalternative befunden. Sie ist der besteKompromi zwischen den Anforderungen an die SAPCDEM{Skriptsprache unddem Implementierungsaufwand.3.2 FeinentwurfDie gewahlte Entwurfsalternative 3 geht wie bereits beschrieben davon aus, daeine vollstandig neue Sprache als SAPCDEM-Skriptsprache verwendet wird. Umeinen Compiler zu entwerfen [9][10], ist es notwendig, diese Sprache genau zu de-nieren. Eine verbreitete Form zur Spezikation der Syntax von Programmierspra-chen ist die Backus-Naur Form (BNF). Mit ihr konnen kontextfreie Grammatikenzur Beschreibung einer Sprache dargestellt werden. Die entworfene Grammatikfur die in Kapitel 2.2.3 verbal beschriebenen SAPCDEM-Skriptsprache ist imAnhang aufgefuhrt. Mit Hilfe dieser Spezikation ist eine Implementierung desCompilers moglich, welche im folgenden dargestellt wird.
Kapitel 4ImplementationIn diesem Kapitel werden ausgewahlte Aspekte der Implementation erlautert.Eine Ubersicht aller implementierten Komponenten bendet sich im Anhang.4.1 ScannerDer Scanner realisiert die erste Phase des Ubersetzens und dient der lexikalischenAnalyse. Er liest die Zeichen des Eingabestromes und erzeugt eine Folge von To-ken, die der Parser syntaktisch analysiert.Fur die Implementation des Scanners wurde ein Scanner-Generator benutzt.Scanner-Generatoren sind Werkzeuge, die automatisch Code fur einen Scannererzeugen. Als Eingabe dient meistens eine Spezikation der Token in Form vonregularen Ausdrucken. Als Ausgabe erhalt man ublicherweise den C-Code desScanners.Die Token fur die SAPCDEM-Skriptsprache und die entsprechenden regularenAusdrucke sind im Anhang dargestellt. Es gibt eine Vielzahl von Scanner-Generatoren. Speziell im Unix-Umfeld sind vor allem AT&T Lex und GNU Flexsehr verbreitet [11]. Hier wurde der Scanner-Generator GNU Flex verwendet.4.2 ParserDer Parser pruft, ob die vom Scanner gelieferte Tokenfolge durch die Grammatikder Quellsprache erzeugt werden kann. Er dient damit der syntaktischen Analyse.Findet er einen Syntaxfehler, sollte er ihn melden und ublicherweise so behandeln,da er auch weitere Eingaben verarbeiten kann, um noch eventuell folgende Fehlerzu identizieren. Ahnlich wie bei Scannern gibt es auch Parser-Generatoren.Die bekanntesten im Unix-Umfeld sind AT&T Yacc, Berkeley Yacc und GNUBison [11]. Als Eingabe des Generators wird eine Beschreibung der Grammatikverwendet (siehe Anhang). Parser erzeugen ublicherweise ein Parse-Baum, derdie Struktur des Quellprogramms intern darstellt. Weitere Aufgaben des Parsers
32 Implementationkonnen das Eintragen von Informationen in die Symboltabelle und das Aufdeckenvon semantischen Fehler sein.Als Parser-Generator wurde AT&T Yacc verwendet.4.3 SymboltabelleDie Symboltabelle dient dem Speichern der im Quellprogramm verwendeten Be-zeichner und deren Eigenschaften. Dies betrit ublicherweise Angaben uberSpeicherbedarf, Typ und Gultigkeitsbereich von Variablen oder, bei Prozedur-namen, Anzahl und Typ der Parameter usw.Da fur die SAPCDEM-Skriptsprache kein Typkonzept existiert, werden bei Varia-blenbezeichnern keine weiteren Informationen gespeichert. Fur die in der Spracheexistierenden Funktionen und Kommandos werden die Bezeichner, die Parame-teranzahl und eventuelle Default-Parameter vor dem Beginn des Scannens in dieSymboltabelle eingetragen.4.4 FehlerbehandlungEin wichtiger Aspekt bei der Implementation eines Compilers ist die Fehlerbe-handlung. Ein Hauptziel ist dabei, die Ubersetzung nach dem Finden und Mit-teilen eines Fehlers fortsetzen zu konnen, um weitere Fehler identizieren.Wahrend des Scannens wird nur das Auftreten von Zeichenkettenkonstanten alsFehler gemeldet, bei denen das schlieende Hochkomma fehlt. Stot der Parserauf einen Syntaxfehler, wird eine Fehlernachricht erzeugt, welche die Zeile unddas Token angibt, wo der Fehler aufgetreten ist. Zusatzlich werden eine Reihesemantischer Prufungen vorgenommen: Variablenbezeichner mussen einen Wert zugewiesen bekommen haben, be-vor sie in einem Ausdruck verwendet werden. Bei Kommando- und Funktionsbezeichnern wird gepruft, ob fur sie ein Ein-trag in der Symboltabelle existiert. Die Anzahl der Parameter bei Kommandos und Funktionen wird uberpruft.Zur Fehlerstabilisierung dient ein einfaches Verfahren:Wurde ein Fehler entsprechend gemeldet, wird die aktuelle Eingabezeile verworfenund die Ubersetzung mit der nachsten Zeile fortgesetzt. Der Zeilenumbruch kanndeswegen als Synchronisationspunkt fur die Fortsetzung genutzt werden, da alleAnweisungen durch einen Zeilenumbruch beendet werden.
4.5 Zwischencode-Erzeugung 334.5 Zwischencode-ErzeugungNach erfolgreichem Parsen des Quellprogrammes wird der Tcl/Tk-Zwischencodeerzeugt. Dabei existiert fur jede Knotenart des Parsebaums eine Funktion, dieden entsprechenden Tcl/Tk{Code erzeugt. Einfache Sprachkonstrukte (z.B. Zu-weisungen, Schleifen, if-Strukturen) werden direkt in Tcl/Tk umgesetzt (Abb.4.1).
Compiler
if ($value = "xxx")
    $value = "yy"
endif
set value "yy"
if {$value == "xxx"} {
}
Tcl/Tk-ZwischencodeSkriptsprache
Abbildung 4.1: Direkte Zwischencode-GenerierungFur die komplexeren Teile der Sprache (z.B. Dialogbox, Fragebox) sowie die Kom-mandos und Funktionen wurden Prozeduren in Tcl/Tk implementiert. Dabeiwurden teilweise bereits existierende Funktionen des Werkzeuges verwendet. Beider Zwischencode-Erzeugung wird dann nur der entsprechende Prozeduraufrufeingefugt (Abb. 4.2).
question($answer, "Continue ?") set answer [question_box "Continue ?"]Compiler
Skriptsprache Tcl/Tk-Zwischencode
proc question_box { text } {
           -type yesno -title "User Question Box" -parent .wi_script \
           -default yes]
   return [tk_messageBox -message $text -icon question \
Tcl/Tk-Prozedur
Abbildung 4.2: Indirekte Zwischencode-Generierung
34 Implementation4.6 EditorFur das Edieren von Skripten wurde das Werkzeug SAPCDEM um einen einfa-chen Editor erweitert (Abb. 4.3). Die Implementation erfolgte in Tcl/Tk.
Abbildung 4.3: Skript-Editor des SAPCDEM-WerkzeugesVon dem Editorfenster aus kann man auch die Ausfuhrung eines Skriptes star-ten. Werden wahrend des Parsens Fehler entdeckt (Abb. 4.4), kann man durchDoppelklicken auf die Fehlernachricht in die entsprechende Zeile des Skripteswechseln, die den Fehler verursacht hat.
Abbildung 4.4: Fehlermitteilung des Parsers
Kapitel 5Test und Bewertung
5.1 TestverfahrenUm festzustellen, ob die implementierte Skriptsprache den gestellten Anforde-rungen genugt, wurden mehrere Tests durchgefuhrt. Beginnend mit einfachenSkripten wurden verschiedene Aktionen auf den virtuellen CD's ausgelost. Spaterwurden die bisherigen Routinearbeiten einiger Mitarbeiter in Skripte umgesetztund erfolgreich getestet.Ein einfaches Anwendungsbeispiel wird im folgenden Abschnitt dargestellt.5.2 AnwendungsbeispielEin einfaches Beispiel soll die Einsatzmoglichkeiten der entwickelten SAPCDEM-Skriptsprache verdeutlichen. Der Quelltext des Skriptes ist im Anhang enthalten.Dort ndet man auch den Tcl/Tk-Zwischencode, der von dem implementiertenCompiler erzeugt wird.Das Beispiel dient zum Kopieren einer fur das Datenbanksystem Oracle spezi-schen Datei auf eine virtuelle CD. Es wird ein Dialogfenster erzeugt (Abb. 5.1),das dem Nutzer verschiedene Eingabemoglichkeiten anbietet.Es wird die Eingabe des CD-Namens erwartet und die Auswahl einer von viermoglichen Betriebssystem-Plattformen, fur die diese CD bestimmt ist. Zusatzlicherlauben drei Checkbuttons die Auswahl von bestimmten Kopieroptionen.Wird der Ok{Button betatigt, werden zwei Aktionen in die Bearbeitungslisteeingefugt, welche ein Verzeichnis auf der virtuellen CD erzeugen und die Dateikopieren (Abb. 5.2). Zusatzlich wird ein Kommentar fur die Protokollierungder Transaktion erzeugt (Abb. 5.3). Anschlieend informiert ein Mitteilungsfen-ster (Abb. 5.4) uber die erfolgreiche Ausfuhrung des Skriptes. Wird dagegen derCancel{Button betatigt, erscheint ein Fragefenster, ob das Skript beendet werdensoll (Abb. 5.5) . Falls nicht, erscheint wieder das obige Dialogfenster.
36 Test und Bewertung
Abbildung 5.1: Dialogfenster des Beispielskriptes
Abbildung 5.2: Bearbeitungsliste nach Ausfuhrung des Skriptes
5.2 Anwendungsbeispiel 37
Abbildung 5.3: Erzeugter Kommentar der Transaktion
Abbildung 5.4: Mitteilungsfenster des Beispielskriptes
Abbildung 5.5: Fragefenster des Beispielskriptes
38 Test und Bewertung5.3 BewertungIm Rahmen dieser Studienarbeit ist es gelungen, da Werkzeug SAPCDEM umeine Skriptsprache zu erweitern. Die verschiedenen Tests haben gezeigt, da esdem Nutzer jetzt moglich ist, seine routinemaigen Arbeiten mit dem Werkzeugzu automatisieren und zu vereinfachen.Durch die gegebene Entkopplung der Skriptinterpretation von der eigentlichenAusfuhrung der Aktionen durch die Verwendung der Datenstruktur Bear-beitungsliste waren keine wesentlichen Anderungen an der Implementationdes Werkzeuges erforderlich. Eine Vielzahl der in Tcl/Tk implementiertenFunktionen des Werkzeuges konnte bei der Integration der Skriptsprache in dasWerkzeug verwendet werden.Auch der erstellte Skripteditor des Werkzeuges genugt den Anforderungen.Nutzer, die aus Gewohnheit oder hoheren Komfortanspruchen andere Editorenverwenden wollen, konnen dies weiterhin tun. Der implementierte Editor bietetvor allem die Moglichkeit, Skripte direkt auszufuhren und eventuelle Syntaxfehlerschnell und einfach korrigieren zu konnen.Abschlieend lat sich sagen, da es gelungen ist, die Eektivitat des Werkzeugeszu erhohen, ohne dabei strukturelle bzw. konzeptionelle Anderungen an derbisherigen Arbeitsweise des Werkzeuges vornehmen zu mussen.
Anhang ADenition derSAPCDEM{SkriptspracheDie Denition der Sprache besteht aus der Beschreibung der Token, der Grammatik in Backus-Naur Form (BNF), der inhaltlichen Beschreibung der Kommandos und Funktionen der Spra-che.
40 Denition der SAPCDEM{SkriptspracheA.1 Token der SpracheToken Bedeutung regularer AusdruckVAR Bezeichner fur Variable $[a-zA-Z0-9_]+ID Bezeichner fur Funktionen undKommandos [a-zA-Z0-9_]+STRING Zeichenkettenkonstante "[^"\n]*"NL Zeilenumbruch \nOBRACK onende runde Klammer (CBRACK schlieende runde Klammer )COMMA Komma ,COLON Doppelpunkt :EQ Operator fur Test auf Gleichheit,Zuweisungsoperator =NE Operator fur Test auf Ungleich-heit !=IN Operator fur Test, ob erster Ope-rand in zweitem enthalten ist inPM Operator fur Test, ob erster Ope-rand (als regularer Ausdruck in-terpretiert) in zweitem enthaltenist pattern matching ?OR logische ODER{Verknupfung orAND logische UND{Verknupfung andNOT logischer NICHT{Operator notARGUMENTS Schlusselwort argumentsSTRUCTURE Schlusselwort structureWINDOW Schlusselwort windowRETURN Schlusselwort returnIF Schlusselwort ifELSE Schlusselwort elseENDIF Schlusselwort endifFOREACH Schlusselwort foreachENDFOR Schlusselwort endforWHILE Schlusselwort whileENDWHILE Schlusselwort endwhileMESSAGE Schlusselwort messageQUESTION Schlusselwort questionDIALOG Schlusselwort dialogENDDIALOG Schlusselwort enddialogROW Schlusselwort rowENDROW Schlusselwort endrowCOL Schlusselwort colENDCOL Schlusselwort endcolRADIOBUTTON Schlusselwort radiobuttonCHECKBUTTON Schlusselwort checkbuttonENTRY Schlusselwort entryLABEL Schlusselwort label
A.2 Grammatik der Sprache in BNF 41A.2 Grammatik der Sprache in BNFscript ::= arg_declaration statement_list.arg_declaration ::= | ARGUMENTS COLON argument_list NL.argument_list ::= argument_list COMMA argument| argument.argument ::= VAR| VAR EQ STRING.statement_list ::= statement| statement_list NL statement.statement ::= | command| assignment| window| structure| RETURN expr.command ::= ID OBRACK parameter_list CBRACK.assignment ::= VAR EQ expr.window ::= dialog_box| question_box| messages_box.dialog_box ::= DIALOG VAR dialog ENDDIALOG.dialog ::= | dialog ROW dialog ENDROW| dialog COL dialog ENDCOL| dialog NL dialog_element| dialog_element.dialog_element ::= | RADIOBUTTON OBRACK VAR COMMA expr COMMA expr CBRACK| CHECKBUTTON OBRACK VAR COMMA expr COMMA expr CBRACK| ENTRY OBRACK VAR COMMA expr CBRACK| LABEL OBRACK expr CBRACK.
42 Denition der SAPCDEM{Skriptsprachequestion_box ::= QUESTION OBRACK VAR COMMA expr CBRACK.message_box ::= MESSAGE OBRACK expr CBRACK.structure ::= if_struct| foreach_struct| while_struct.if_struct ::= IF OBRACK condition CBRACK statement_list ENDIF| IF OBRACK condition CBRACK statement_list ELSEstatement_list ENDIF.foreach_struct ::= FOREACH VAR OBRACK expr_list CBRACK statement_listENDFOR.while_struct ::= WHILE OBRACK condition CBRACK statement_list ENDWHILE.condition ::= condition OR condition| condition AND condition| NOT condition| OBRACK condition CBRACK| expr op expr.op ::= EQ | NE | IN | PM.parameter_list ::= parameter_list COMMA parameter| parameter.parameter ::= | expr.expr_list ::= expr_list COMMA expr| expr.expr ::= expr PLUS expr| function| VAR| STRING.function ::= ID OBRACK parameter_list CBRACK.
A.3 Kommandos und Funktionen der Sprache 43A.3 Kommandos und Funktionen der SpracheA.3.1 Kommandoscopy(source typ, source, target, ags, conversion) fugt eine Kopieraktion in die Bearbeitungsliste ein.create(target) fugt eine Aktion in die Bearbeitungsliste ein, die ein Verzeichnis auf einervirtuellen CD anlegt.delete(target) fugt eine Aktion in die Bearbeitungsliste ein, die eine Datei bzw. ein Ver-zeichnis auf einer virtuellen CD loscht.rename(source, target) fugt eine Aktion in die Bearbeitungsliste ein, die eine Datei bzw. ein Ver-zeichnis auf einer virtuellen CD umbenennt.release(target) fugt eine Aktion in die Bearbeitungsliste ein, die eine Datei bzw. ein Ver-zeichnis auf einer virtuellen CD freigibt.unrelease(target) fugt eine Aktion in die Bearbeitungsliste ein, die die Freigabe einer Dateibzw. eines Verzeichnisses aufhebt.edit(source, target, editor, conversion) fugt eine Aktion in die Bearbeitungsliste ein, die das Edieren einer Textdateiauf der virtuellen CD erlaubt.comment line(text) fugt die Zeichenkette text als eine neue Zeile in den Kommentar einerTransaktion ein.comment subject(text) fugt die Zeichenkette text als Titel des Kommentars einer Transaktion ein.comment db(text) fugt die durch text angegebene Datenbank in die Kommentarseite ein.comment os(text) fugt das durch text angegebene Betriebssystem in die Kommentarseite ein.
44 Denition der SAPCDEM{SkriptspracheA.3.2 Funktionencall script(name, parameter, ...) fuhrt das Skript name mit den angegebenen Argumenten aus, Ruckgabewert: Ruckgabewert des Skriptesrst left(pattern, string) sucht das erste Auftreten der Zeichenkette pattern in string, Ruckgabewert: Teilzeichenkette von string, die sich links von patternbendet (leere Zeichenkette, wenn pattern nicht enthalten ist)rst left(pattern, string) sucht das erste Auftreten der Zeichenkette pattern in string, Ruckgabewert: Teilzeichenkette von string, die sich links von patternbendet (leere Zeichenkette, wenn pattern nicht enthalten ist)rst right(pattern, string) sucht das erste Auftreten der Zeichenkette pattern in string, Ruckgabewert: Teilzeichenkette von string, die sich rechts von patternbendet (leere Zeichenkette, wenn pattern nicht enthalten ist)last left(pattern, string) sucht das letzte Auftreten der Zeichenkette pattern in string, Ruckgabewert: Teilzeichenkette von string, die sich links von patternbendet (leere Zeichenkette, wenn pattern nicht enthalten ist)last right(pattern, string) sucht das letzte Auftreten der Zeichenkette pattern in string, Ruckgabewert: Teilzeichenkette von string, die sich rechts von patternbendet (leere Zeichenkette, wenn pattern nicht enthalten ist)subst(pattern, string, replace) sucht die Zeichenkette pattern in string und ersetzt sie durch die Zeichen-kette replace, Ruckgabewert: geanderte Zeichenkette
Anhang BAnwendungsbeispiel
B.1 Quelltext########################################## Beispiel fuer die SAPCDEM-Skriptsprache########################################## Pfadnamen der lokalen Quelle$db_oracle = "/usr/tmp/oracle/testfile"# Pfadnamen der Zielverzeichnisse auf der CD$path_hp = "/hp/databases"$path_dec = "/dec/databases"$path_as400 = "/as400/databases"$path_solaris = "/solaris/databases"# $button zeigt an, welcher Button in der Dialogbox gedrueckt wurde$button = ""# Default-Flags fuer Kopieren$flag1="K"$flag2="N"# Default CD-Name$cd = "TEST_CD"while ($button != "ok")# erzeugen der Dialogbox
46 Anwendungsbeispiel########################dialog $buttoncolentry($cd, "Ziel-CD: ")endcolrowcollabel("Plattformen: ")radiobutton($os, "HP-UX", "HP-UX")radiobutton($os, "DEC", "DEC")radiobutton($os, "AS400", "AS400")radiobutton($os, "Solaris", "Solaris")endcolcollabel("Kopieroptionen:")checkbutton($flag1, "Zeit/Datum beibehalten", "K")checkbutton($flag2,"kopieren wenn neuer","N")checkbutton($flag3,"kopieren wenn verschieden","D")endcolendrowenddialog# wurde Dialogbox abgebrochen ?## ############################if ($button = "cancel")question($answer, "Wollen Sie das Skript abbrechen ?")if ($answer = "yes") return "error" endifelse# Eintragen der Aktionen in die Bearbeitungsliste#################################################$copyflag=$flag1+$flag2+$flag3if ($os = "HP-UX")$path = $cd + ":" + $path_hpcreate($path)copy("LAN", $db_oracle, $path, $copyflag,)elseif ($os = "DEC")$path = $cd + ":" + $path_dec
B.1 Quelltext 47create($path)copy("LAN", $db_oracle, $path, $copyflag, "none")elseif ($os = "AS400")$path = $cd + ":" + $path_as400create($path)copy("LAN", $db_oracle, $path, $copyflag, "none")elseif ($os = "Solaris")$path = $cd + ":" + $path_solariscreate($path)copy("LAN", $db_oracle, $path, $copyflag, "none")endifendifendifendif# BS-Plattform fuer Protokollierung eintragencomment_os($os)# Datenbank fuer Protokollierung eintragencomment_db("Oracle")# Erzeugen des Kommentars fuer die Protokollierungcomment_subject("Test fuer Kopieraktionen")comment_line("Das ist ein Beispiel fuer die Ausfuehrung eines Skriptes.")comment_line("Die angegebenen Verzeichnissnamen existieren nicht.")message("Skript erfolgreich beendet.")endifendwhile
48 AnwendungsbeispielB.2 Erzeugter Tcl/Tk-Zwischencodeset db_oracle "/usr/tmp/oracle/testfile"set path_hp "/hp/databases"set path_dec "/dec/databases"set path_as400 "/as400/databases"set path_solaris "/solaris/databases"set button ""set flag1 "K"set flag2 "N"set cd "TEST_CD"while {$button != "ok"} {dialog_initdialog_coldialog_element entry cd "Ziel-CD: "dialog_col_enddialog_rowdialog_coldialog_element label "" "Plattformen: "dialog_element radiobutton os "HP-UX" "HP-UX"dialog_element radiobutton os "DEC" "DEC"dialog_element radiobutton os "AS400" "AS400"dialog_element radiobutton os "Solaris" "Solaris"dialog_col_enddialog_coldialog_element label "" "Kopieroptionen:"dialog_element checkbutton flag1 "Zeit/Datum beibehalten" "K"dialog_element checkbutton flag2 "kopieren wenn neuer" "N"dialog_element checkbutton flag3 "kopieren wenn verschieden" "D"dialog_col_enddialog_row_endset button [dialog_cleanup]if {$button == "cancel"} {set answer [question_box "Wollen Sie das Skript abbrechen ?"]if {$answer == "yes"} {return "error"}} else {set copyflag [Concat [Concat $flag1 $flag2] $flag3]if {$os == "HP-UX"} {
B.2 Erzeugter Tcl/Tk-Zwischencode 49set path [Concat [Concat $cd ":"] $path_hp]AddCreateCommand $pathAddCopyCommand "LAN" $db_oracle $path $copyflag "none"} else {if {$os == "DEC"} {set path [Concat [Concat $cd ":"] $path_dec]AddCreateCommand $pathAddCopyCommand "LAN" $db_oracle $path $copyflag "none"} else {if {$os == "AS400"} {set path [Concat [Concat $cd ":"] $path_as400]AddCreateCommand $pathAddCopyCommand "LAN" $db_oracle $path $copyflag "none"} else {if {$os == "Solaris"} {set path [Concat [Concat $cd ":"] $path_solaris]AddCreateCommand $pathAddCopyCommand "LAN" $db_oracle $path $copyflag "none"}}}}CommentOS $osCommentDB "Oracle"CommentSubject "Test fuer Kopieraktionen"CommentLine "Das ist ein Beispiel fuer die Ausfuehrung eines Skriptes."CommentLine "Die angegebenen Verzeichnissnamen existieren nicht."message_box "Skript erfolgreich beendet."}}
50 Anwendungsbeispiel
Anhang CUbersicht der implementiertenKomponentenswfpars.h (256 Zeilen, 5992 Byte) Allgemeine Deklarationen, Datenstruktur der Symboltabelle, Datenstruktur des Parsebaumswfpinit.c (268 Zeilen, 12015 Byte) Funktionen zur Verwaltung der Symboltabelle, Initialisierung der Symboltabelle mit den Kommandos und Funktionen derSprache, Funktionen fur semantische Prufungen (z.B. Parameteranzahl)swfpars.l (324 Zeilen, 7813 Byte) Eingabedatei fur GNU Flex, Tokenbeschreibung der Sprache, Fehlermitteilungenswfpars.y (872 Zeilen, 24796 Byte) Eingabedatei fur AT&T Yacc, Grammatik der Sprache, Erzeugung des Parsebaums,
52 Ubersicht der implementierten Komponenten syntaktische und semantische Fehlerprufungenswfpeval.c (506 Zeilen, 15980 Byte) Tcl/Tk-Zwischencode-Generierung aus dem Parsebaumswfcomm.tcl (1536 Zeilen, 50981 Byte) Tcl/Tk-Prozeduren fur Kommandos und Funktionen der Sprache, Tcl/Tk-Prozeduren fur die graphischen Dialogelemente, Behandlung von Fehlern, die wahrend der Interpretation des Tcl/Tk-Zwischencodes auftretenswfscrip.tcl (521 Zeilen, 17154 Byte) Implementation des Editorfensters, Funktionen des File- und Edit-Menus, Skriptausfuhrung, Darstellung der Parse-Fehler
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