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Abstrakt
Diplomova´ pra´ce zaby´va´ rozpozna´va´n´ım importovany´ch funkc´ı ve spustitelny´ch souborech,
ktere´ jsou p˚uvodem ze staticky´ch knihoven prˇekladacˇe. C´ılem pra´ce je automatizace pro-
cesu a zjednodusˇen´ı analy´zy prˇi disassemblova´n´ı. Samotna´ detekce je rˇesˇena pomoc´ı vyh-
leda´va´n´ı prˇipraveny´ch vzork˚u s toleranc´ı zmeˇn adres. Vy´sledna´ aplikace podporuje i detekci
prˇekladacˇe a v za´kladu obsahuje vzorky pro prˇekladacˇ MinGW32, Visual Studio 2005 a
C++ Builder 6.
Kl´ıcˇova´ slova
spustitelny´ soubor typu PE, detekce ko´du staticky´ch knihoven, rozpozna´n´ı knihovn´ıch
funkc´ı, detekce prˇekladacˇe
Abstract
Master’s thesis describes imported functions detection in PE executables, which are from
static libraries. Main reason is process automatization and analysis simplification. Detection
is solved by searching prepared patterns with missmatch tolerance. Missmatch are caused
by changing address during building application. Resulting application supports compiler
detection and it contains patterns for MinGW32, Visual studio 2005 and C++ Builder 6.
Keywords
PE executables, static library code detection, static library function recognition, compiler
detection
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Kapitola 1
U´vod
Tato diplomova´ pra´ce se zaby´va´ automatickou detekc´ı knihovn´ıho ko´du ze spustitelny´ch
soubor˚u typu PE. Volneˇ navazuje na moji bakala´rˇskou pra´ci [2], ktera´ otev´ırala te´ma analy´zy
spustitelny´ch soubor˚u. Jej´ım te´matem byla detekce prˇekladacˇe ze spustitelny´ch soubor˚u.
Tato pra´ce jde da´l a snazˇ´ı se pomoc´ı detekce knihovn´ıho ko´du separovat cˇa´st aplikace
vytvorˇenou prˇekladacˇem a cˇa´st, ktera´ je d´ılem programa´tora. Cˇa´st se staticky´mi knihov-
nami je da´le rozdeˇlena na jednotlive´ metody. Dojde k jejich pojmenova´n´ı a prˇ´ıp. zobrazen´ı
dalˇs´ıch vy´znacˇny´ch prvk˚u jako p˚uvod cˇi jej´ı funkce. C´ılem je automatizace procesu analy´zy
s vidinou u´spory pra´ce, cˇasu a prostoru. Diplomova´ pra´ce byla vytvorˇena pro firmu AVG
Technologies.
V praxi lze vyuzˇ´ıt znalost knihovn´ıho ko´du r˚uzny´mi zp˚usoby: Analytik nemus´ı prohleda´vat
vsˇechen bina´rn´ı ko´d, aby nasˇel zaj´ımave´ u´seky ko´du. Pojmenova´n´ı cˇa´st´ı ko´du nab´ıdne veˇtsˇ´ı
prˇehlednost a nast´ın´ı za´kladn´ı funkci u´seku bez dalˇs´ı analy´zy. Prˇidruzˇena´ detekce prˇekladacˇe
umozˇn´ı rozdeˇlen´ı databa´ze soubor˚u podle pouzˇite´ho prˇekladacˇe. Rozpoznany´ bina´rn´ı ko´d
lze nahradit kratsˇ´ım symbolem a zvy´sˇit tak vy´kon arch´ıvu z hlediska hleda´n´ı i prostoru.
Diplomova´ pra´ce se skla´da´ z neˇkolika kapitol. U´vodn´ı kapitola, ve ktere´ se pra´veˇ nacha´z´ıte,
se zaby´va´ za´kladn´ım popisem a smyslem te´to pra´ce. Zkus´ıme si poveˇdeˇt neˇco o tom, kde
se setka´me s detekc´ı knihovn´ıho ko´du a zkus´ıme naj´ıt zcela obecne´ rˇesˇen´ı proble´mu vyh-
leda´va´n´ı. Druha´ kapitola Teoreticky´ za´klad nab´ız´ı za´kladn´ı pil´ıˇre teoreticky´ch znalost´ı, ktere´
jsou potrˇeba ke zvla´dnut´ı te´matu. Pov´ıme si strucˇneˇ neˇco o strukturˇe spustitelny´ch sou-
bor˚u, o forma´tu instrukce architektury Intel x86 a skoncˇ´ıme kapitolkou, ktera´ se zaj´ıma´ o
proces sestaven´ı zkompilovane´ho ko´du a staticky´ch knihoven. Trˇet´ı kapitola shrne nabyte´
poznatky a provede na´s na´vrhem a implementac´ı aplikace pro detekci ko´du staticky´ch kni-
hoven. Na´sleduj´ıc´ı kapitola rozsˇ´ıˇr´ı rozpozna´vac´ı aplikaci o schopnosti detekce prˇekladacˇe a
detekce funkc´ı a nab´ıdne zp˚usob oznacˇen´ı, nahrazen´ı cˇi maza´n´ı na´lez˚u. Kapitola obsahuje
informace o rozhran´ı, ktere´ lze vyuzˇ´ıt k zakomponova´n´ı detekcˇn´ıch schopnost´ı do jine´ ap-
likace. Pa´ta´ kapitola se zaby´va´ konkre´tn´ımi prˇ´ıklady prˇekladacˇ˚u. Jsou zde popsa´ny umı´steˇn´ı
a forma´ty staticky´ch knihoven. Rovneˇzˇ se zde upozornˇuje na strasti prˇi z´ıska´va´n´ı vzork˚u.
Prˇedposledn´ı kapitola obsahuje testy, ktere´ dokazuj´ı detekcˇn´ı schopnosti implementovane´
aplikace. Na´sleduje za´veˇr, ktery´ shrne a zhodnot´ı dosazˇene´ vy´sledky a nast´ın´ı budouc´ı
mozˇnosti vy´voje cˇi rozsˇ´ıˇren´ı detekce knihovn´ıho ko´du.
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1.1 Soucˇasny´ stav a obecne´ rˇesˇen´ı pra´ce
Rozpozna´va´n´ı ko´du pocha´zej´ıc´ıho ze staticky´ch knihoven prˇekladacˇ˚u nen´ı samozrˇejmeˇ novy´
obor. Mu˚zˇeme se s n´ım setkat v disassemblerech naprˇ. IDA PRO nebo v jiny´ch analyticky´ch
na´stroj´ıch. Bohuzˇel jde vzˇdy o proprieta´rn´ı rˇesˇen´ı, takzˇe informac´ı z otevrˇeny´ch zdroj˚u je
velmi poskrovnu. V podstateˇ jen v´ıme, zˇe to jde, ale uzˇ nev´ıme jak.
Nejlepsˇ´ım rˇesˇen´ım proble´mu detekce ko´du staticky´ch knihoven by bylo takove´ rˇesˇen´ı,
ktere´ je obecne´ a t´ım nen´ı za´visle´ na prˇekladacˇi, prostrˇed´ı cˇi architekturˇe. Pokud bychom
takove´ rˇesˇen´ı nasˇli, nemuseli bychom reagovat na nove´ verze prˇekladacˇ˚u cˇi staticky´ch kni-
hoven azˇ do te´ doby, nezˇ by se za´sadneˇ zmeˇnil pohled na programova´n´ı. Samozrˇejmeˇ toto
rˇesˇen´ı jen teˇzˇko bude rozpozna´vat jednotlive´ funkce ze staticky´ch knihoven, jejich cˇinnost
nebo dokonce jme´na teˇchto funkc´ı.
Abychom mohli implementovat takovy´ zp˚usob vyhleda´va´n´ı, mus´ıme samozrˇejmeˇ umeˇt
dobrˇe popsat, co vlastneˇ hleda´me. Zkusme se ted’ kra´tce zamyslet, jaky´ je vlastneˇ ko´d ze
staticky´ch knihoven a jak se liˇs´ı od ko´du, ktery´ jsme pra´veˇ napsali a prˇelozˇili:
• Opakuje se v programech stejne´ho prˇekladacˇe.
• Je napsa´n r˚uzny´mi programa´tory jako vsˇechen ostatn´ı ko´d.
• Je napsa´n jiny´mi programa´tory nezˇ ko´d programu.
• Zapouzdrˇuje syste´mova´ vola´n´ı, obsahuje cˇasto vola´n´ı sluzˇeb operacˇn´ıho syste´mu.
• Je uzˇ prˇelozˇen, neovlivnˇuj´ı ho nastaven´ı prˇekladacˇe, pouze linkeru. Beˇhem sestaven´ı
se pouze vyb´ıra´ z r˚uzny´ch verz´ı staticky´ch knihoven cˇi exportovany´ch funkc´ı naprˇ.
verze s lad´ıc´ımi informacemi cˇi bez nich
Je zrˇejme´, zˇe tento popis je nedostatecˇny´ a nelze podle neˇho programoveˇ rozpoznat
knihovn´ı ko´d. Nejzaj´ımaveˇjˇs´ı z hlediska vyhleda´va´n´ı je to, zˇe se tento ko´d opakuje. Kdyby-
chom vytvorˇili aplikaci, ktera´ ma´ schopnost pameˇti a ucˇen´ı, mohli bychom poznat sekvence
ko´du ze staticky´ch knihoven podle opakovany´ch vy´skyt˚u v r˚uzny´ch aplikac´ıch prˇelozˇeny´ch
stejny´m prˇekladacˇem. Toto obecne´ rˇesˇen´ı se zda´ zˇivotaschopneˇjˇs´ı, ale prˇina´sˇ´ı sebou dalˇs´ı
proble´my naprˇ. ve velke´m mnozˇstv´ı vzorovy´ch dat.
Vy´hody:
• Obecne´ rˇesˇen´ı pro vsˇechny prˇekladacˇe.
Nevy´hody:
• Opakovat se mu˚zˇe i neknihovn´ı ko´d.
• Pro ucˇen´ı mus´ı mı´t ulozˇeny vsˇechny ko´dove´ sekce.
• Nikdy neobjev´ı vsˇechen knihovn´ı ko´d, naopak mu˚zˇe povazˇovat obycˇejny´ ko´d za kni-
hovn´ı.
• Nen´ı zrˇejma´ hranice pomeˇru pocˇtu nalezen´ı sekvence a pocˇtu vzorovy´ch soubor˚u.
Stacˇ´ı, zˇe se sekvence ko´du vyskytuje v X% vzorovy´ch soubor˚u?
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• Jeden vzorek mu˚zˇe obsahovat v´ıce funkc´ı knihovny.
• Ru˚zne´ vzorky mohou obsahovat stejne´ funkce knihovny.
• Analyza´tor nema´ zˇa´dne´ informace o vzorku.
Toto rˇesˇen´ı je sice obecne´, tedy zˇe prˇesneˇ stejny´ postup ucˇen´ı a detekce aplikujeme na
vsˇechny prˇekladacˇe, ale abychom vytvorˇili, tak velikou mnozˇinu ucˇebn´ıch vzork˚u mus´ıme
kazˇde´ prostrˇed´ı cˇi prˇekladacˇ instalovat a to uzˇ je lepsˇ´ı z´ıskat staticke´ knihovny prˇ´ımo z
prˇekladacˇe. Nav´ıc t´ım z´ıska´me jistotu, zˇe hleda´me prˇesneˇ to, co ma´me. Jednotlive´ vzorky
budou odpov´ıdat prˇilinkovany´m funkc´ım a dozv´ıme se dalˇs´ı informace jako jme´na teˇchto
funkc´ı.
Vy´hody:
• Doka´zˇe rozliˇsit prˇilinkovane´ funkce.
• Jistota, zˇe hleda´me spra´vne´ vzorky.(Samozrˇejmeˇ i tak mu˚zˇeme zaznamenat s velkou
pravdeˇpodobnost´ı falesˇny´ na´lez.)
• Doplnˇkove´ infomace o vzorc´ıch naprˇ. jme´no funkce a staticke´ knihovny.
Nevy´hody:
• Ru˚zne´ verze prˇekladacˇe, r˚uzne´ forma´ty ulozˇen´ı staticky´ch knihoven.
• Vliv nastaven´ı linkeru.
Diplomova´ pra´ce se da´le zaby´va´ pouze trˇet´ım zp˚usobem rˇesˇen´ı detekce ko´du staticky´ch
knihoven, protozˇe je nejperspektivneˇjˇs´ı a jako jedine´ nab´ız´ı rozpozna´n´ı prˇilinkovany´ch funkc´ı
prˇekladacˇe, jak si vyzˇaduje zada´n´ı diplomove´ pra´ce.
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Kapitola 2
Teoreticky´ za´klad
2.1 Forma´t spustitelny´ch soubor˚u a staticky´ch knihoven typu
PE
Vzhledem k nasˇemu proble´mu na´s hlavneˇ zaj´ıma´, ktere´ cˇa´sti souboru obsahuj´ı instrukce v
bina´rn´ı podobeˇ, at’ uzˇ jde o spustitelne´ soubory cˇi staticke´ knihovny. Mus´ıme si tedy nejprve
rˇ´ıci neˇco u struktura´ch, ktere´ tvorˇ´ı tyto soubory. Kapitola cˇerpa´ z me´ bakala´rˇske´ pra´ce [2]
a ze specifikace PE a COFF soubor˚u od Microsoftu [4].
Obra´zek 2.1: Struktura spustitelne´ho souboru
Spustitelne´ soubory typu PE se skla´daj´ı z neˇkolika struktur, ktere´ maj´ı za u´kol popsat
vzezrˇen´ı souboru a da´le z neˇkolika sekc´ı, ktere´ obsahuj´ı bina´rn´ı ko´d, (ne)inicializovana´ data
a dalˇs´ı zdroje potrˇebne´ k beˇhu programu.
2.1.1 Zp˚usoby adresova´n´ı
Nezˇ se pust´ıme do popisu PE souboru, rˇekneˇme si neˇco o zp˚usobu adresova´n´ı. Ve struk-
tura´ch spustitelne´ho souboru typu PE se mu˚zˇeme setkat s dveˇma typy adres. Prvn´ı jsou
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adresy typu Raw, ktere´ ukazuj´ı prˇ´ımo do spustitelne´ho souboru naprˇ. ukazatel Pointer-
ToRawData v tabulce sekc´ı (struktura IMAGE SECTION HEADER) ukazuje prˇ´ımo na
zacˇa´tek sekce v souboru. RVA neboli Relative Virtual Address jsou relativn´ı adresy, ktere´
zacˇnou platit, azˇ operacˇn´ı syste´m nahraje spustitelny´ soubor prˇed spusˇteˇn´ım do pameˇti.
Adresy jsou relativn´ı, protozˇe operacˇn´ı syste´m nemus´ı nahra´t soubor na adresu udanou v
ImageBase, a pak by muselo doj´ıt k vyhleda´n´ı a prˇepocˇ´ıta´n´ı vsˇech adres. Prˇ´ıkladem mu˚zˇe
by´t promeˇnna´ VirtualAddress z tabulky sekc´ı, ktera´ ukazuje te´zˇ na za´cˇa´tek sekce, ale azˇ
po nahra´n´ı operacˇn´ım syste´mem do pameˇti.
Vy´pocˇet adresy RVA na Raw
Prˇi procha´zen´ı struktur cˇasto naraz´ıme na proble´m, zˇe neˇktere´ adresy na dalˇs´ı struktury
jsou RVA. Nelze je tedy pouzˇ´ıt prˇ´ımo ke skoku na tuto adresu, ale mus´ı se z nich spocˇ´ıtat
pozice v souboru. Vsˇimneˇme si, zˇe pokud je pouzˇita RVA adresa, tak se tato struktura
nacha´z´ı vzˇdy v datovy´ch oblastech neˇktere´ ze sekc´ı. Mu˚zˇeme tedy vyuzˇ´ıt toho, zˇe o kazˇde´
sekci zna´me nejen jej´ı polohu v souboru, ale i budouc´ı polohu v pameˇti, jde te´zˇ o RVA.
Stacˇ´ı tedy v cyklu proj´ıt celou tabulku sekc´ı a naj´ıt tu, kde plat´ı:
ST[n].VirtualAddress <= HledanaRVA <= ST[n].VirtualAddress + ST[n].VirtualSize
Pote´ uzˇ jen stacˇ´ı odecˇ´ıst RVA sekce od hledane´ RVA a po prˇicˇten´ı Raw adresy sekce
dostaneme Raw adresu p˚uvodn´ı RVA, tedy:
Raw = HledanaRVA - ST[n].VirtualAddress + ST[n].PointerToRawData
2.1.2 Struktury spustitelne´ho souboru
Exe soubor zacˇ´ına´ tzv. MZ DOS hlavicˇkou (struktura IMAGE DOS HEADER), ktera´ je
zde z d˚uvodu kompatibility s MS DOS. Tato struktura slouzˇ´ı k zaveden´ı aplikace v prostrˇed´ı
MS DOS. Samozrˇejmeˇ nelze zave´st aplikaci pro Win32, ale zavede se tzv. MS DOS Stub,
ktery´ mu˚zˇe obsahovat alternativn´ı program. Dnes se ale tato cˇa´st omezuje pouze na vy´pis
zpra´vy, zˇe aplikace potrˇebuje pro sv˚uj beˇh operacˇn´ı syste´m na ba´zi Windows.
MZ DOS hlavicˇce na´s z hlediska Windows zaj´ımaj´ı dveˇ hodnoty. Prvn´ı dva bajty tzv.
Magic bytes obsahuj´ı znaky “MZ”1. Tyto dva znaky slouzˇ´ı k oveˇrˇen´ı, zˇe jsme opravdu
otevrˇeli spustitelny´ soubor s MZ hlavicˇkou. Druhou hodnotou je cˇtyrˇbajtovy´ ukazatel na
dalˇs´ı hlavicˇku v souboru, konkre´tneˇ na PE hlavicˇku.
typedef struct _IMAGE_DOS_HEADER
{
WORD e_magic;
...
LONG e_lfanew;
} IMAGE_DOS_HEADER, *PIMAGE_DOS_HEADER;
PE hlavicˇka zacˇ´ına´ opeˇt Magic bytes, tentokra´t jde o hodnoty PE\0\0. Na´sleduje
povinna´ struktura FileHeader a volitelna´ OptionalHeader.
1Jedna´ se o inicia´ly jme´na Mark Zbirowsky, ktery´ se pod´ılel na na´vrhu forma´tu spustitelny´ch soubor˚u.
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typedef struct _IMAGE_NT_HEADERS
{
DWORD Signature;
IMAGE_FILE_HEADER FileHeader;
IMAGE_OPTIONAL_HEADER OptionalHeader;
} IMAGE_NT_HEADERS,*PIMAGE_NT_HEADERS;
Datova´ struktura FileHeader je zaj´ımava´ hodnotou NumberOfSections, ktera´ na´s infor-
muje o pocˇtu sekc´ı. V teˇchto sekc´ıch najdeme na´mi hledany´ bina´rn´ı ko´d. Promeˇnne´ Pointer-
ToSymbolTable a NumberOfSymbols poda´vaj´ı informace o poloze a velikosti tabulky sym-
bol˚u. Bezprostrˇedneˇ za tabulkou symbol˚u se nacha´z´ı StringTable neboli tabulka rˇeteˇzc˚u.
V te´to strukturˇe se pak nacha´zej´ı dlouha´ jme´na sekc´ı. SizeOfOptionalHeader informuje o
velikosti OptionalHeader, pokud se hodnota rovna´ nule, pak tato struktura neexistuje naprˇ.
nen´ı v neˇktery´ch staticky´ch knihovna´ch.
typedef struct _IMAGE_FILE_HEADER
{
...
WORD NumberOfSections;
...
DWORD PointerToSymbolTable;
DWORD NumberOfSymbols;
WORD SizeOfOptionalHeader;
...
} IMAGE_FILE_HEADER, *PIMAGE_FILE_HEADER;
Struktura OptionalFileHeader obsahuje jedinou zaj´ımavou hodnotu a tou je pole DataDi-
rectory. Kazˇdy´ prvek pole DataDirectory obsahuje strukturu, ktera´ obsahuje RVA adresu
odkazovane´ struktury a hodnota Size urcˇuje pocˇet teˇchto struktur. Tato tabulka popisuje
r˚uzne´ struktury naprˇ. tabulky export˚u, import˚u cˇi vy´jimek, strukturu pro lad´ıc´ı informace
atd.
typedef struct _IMAGE_OPTIONAL_HEADER
{
...
IMAGE_DATA_DIRECTORY DataDirectory[IMAGE_NUMBEROF
_DIRECTORY_ENTRIES];
} IMAGE_OPTIONAL_HEADER,*PIMAGE_OPTIONAL_HEADER;
typedef struct _IMAGE_DATA_DIRECTORY
{
DWORD VirtualAddress;
DWORD Size;
} IMAGE_DATA_DIRECTORY, *PIMAGE_DATA_DIRECTORY;
Pro na´s je zaj´ımavy´ hned prvn´ı prvek, ktery´ odkazuje na tabulku export˚u. Ta popisuje
vsˇechny exportovane´ funkce knihovny. Tabulka export˚u je reprezentova´na strukturou
IMAGE EXPORT DIRECTORY.
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0 Export table address and size
1 Import table address and size
2 Resource table address and size
3 Exception table address and size
...
15 Reserved1
Ke ko´du exportovany´ch funkc´ı se dostaneme prˇes RVA AddressOfFunctions, ktera´ od-
kazuje na pole RVA ukazatel˚u na bina´rn´ı ko´d funkc´ı. Pocˇer teˇchto funkc´ı uda´va´ promeˇnna´
NumberOfFunctions. Obdobne´ je to se jme´ny funkc´ı. RVA na pole RVA na jme´na funkc´ı na-
jdeme pod promeˇnnou AddressOfNames. Z hlediska definice knihoven nemus´ı pocˇet jmen a
funkc´ı odpov´ıdat, protozˇe neˇktere´ aplikace mohou prˇistupovat k funkc´ım nejen prˇes jme´na,
ale i prˇes porˇad´ı funkc´ı v knihovneˇ.
PocetOrdinalnichFunkci = NumberOfFunctions - NumberOfNames
Tento postup se ale moc nepouzˇ´ıva´, protozˇe po aktualizaci knihovny mu˚zˇe doj´ıt k
promı´cha´n´ı funkc´ı. Ordina´ln´ı prˇ´ıstup je samozrˇejmeˇ rychlejˇs´ı. Posledn´ı hodnota Addres-
sOfNameOrdinals je RVA na pole hodnot (index˚u), ktere´ prˇiˇrazuj´ı jme´na k funkc´ım. Mezi
poli jmen a funkc´ı totizˇ nen´ı implicitneˇ zˇa´dna´ vazba a nav´ıc podle definice mu˚zˇe jedna
funkce vystupovat pod v´ıce jme´ny. Celou situaci s exportovany´mi funkcemi prˇehledneˇ ilus-
truje obra´zek.
typedef struct _IMAGE_EXPORT_DIRECTORY
{
...
DWORD NumberOfFunctions;
DWORD NumberOfNames;
DWORD AddressOfFunctions;
DWORD AddressOfNames;
DWORD AddressOfNameOrdinals;
} IMAGE_EXPORT_DIRECTORY,*PIMAGE_EXPORT_DIRECTORY;
Bezprostrˇedneˇ za PE hlavicˇkou jsou tabulky sekc´ı. Kazˇda´ sekce v souboru ma´ vlastn´ı
strukturu, ktera´ popisuje umı´steˇn´ı, velikost a obsah.
typedef struct _IMAGE_SECTION_HEADER
{
BYTE Name[IMAGE_SIZEOF_SHORT_NAME];
...
DWORD SizeOfRawData;
DWORD PointerToRawData;
...
DWORD Characteristics;
} IMAGE_SECTION_HEADER, *PIMAGE_SECTION_HEADER;
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Obra´zek 2.2: Ilustrace prˇ´ıstupu k exportovany´m funkc´ım
Hlavicˇka sekce zacˇ´ına´ jme´nem. De´lka jme´na mu˚zˇe by´t maxima´lneˇ 8 znak˚u2, pote´ je trˇeba
vyuzˇ´ıt tabulku symbol˚u, o ktere´ jsme mluvili u PE hlavicˇky. Tyto delˇs´ı na´zvy lze vyuzˇ´ıt
pouze staticky´ch knihoven, protozˇe u spustitelny´ch soubor˚u cˇi DLL knihoven dojde k jejich
zkra´cen´ı. Pouzˇit´ı delˇs´ıho na´zvu symbolizuje “\” na prvn´ım znaku na´zvu. Na´sleduje offset
do tabulky rˇetezc˚u.
Hodnoty SizeOfRawData a PointerToRawData na´m poskytnou velikost a prˇesne´ umı´steˇn´ı
pocˇa´tku sekce v souboru. Posledn´ı relevantn´ı hodnotou jsou bitove´ prˇ´ıznaky nastavene´ v
Characteristics. Pro na´s jsou d˚ulezˇite´ dva:
IMAGE_SCN_MEM_EXECUTE 0x20000000 The section can be executed as code.
IMAGE_SCN_CNT_CODE 0x00000020 The section contains executable code.
Pokud jsou tyto dva bity nastaveny na 1, obsahuje tato sekce spustitelny´ strojovy´ ko´d.
Struktury jsou definova´ny v souboru Winnt.h. Tuto strukturu a dalˇs´ı zde pouzˇite´
naleznete v prˇ´ıloze na konci diplomove´ pra´ce.
2.2 Instrukcˇn´ı sada procesor˚u Intel x86 a kompatibiln´ıch
Instrukcˇn´ı sada architektury x86 zasahuje detekci spustitelne´ho ko´d˚u jen okrajoveˇ, protozˇe
rˇesˇen´ı nepracuje s vy´znamem jednotlivy´ch instrukc´ı. Na proble´m mu˚zˇeme narazit prˇi vyh-
leda´va´n´ı, kdy zjist´ıme, zˇe se v podstateˇ vesˇkere´ nalezene´ shody liˇs´ı od z´ıskany´ch vzork˚u ze
staticky´ch knihoven. U neˇktery´ch instrukc´ı se beˇhem sestaven´ı totizˇ meˇn´ı adresy. Kapitola
cˇerpa´ z druhe´ho svazku IA-32 Intel Architecture Software Developers Manual [1].
2Pokud je de´lka jme´na sekce prˇesneˇ 8 znak˚u, chyb´ı ukoncˇuj´ıc´ı nuly.
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2.2.1 Forma´t instrukce
Projdeˇme si forma´t instrukce. Velikost instrukce je od 1B azˇ po teoreticky´ch 17B. Kazˇda´
instrukce mus´ı obsahovat samozrˇejmeˇ operacˇn´ı ko´d, ktery´ jednoznacˇneˇ popisuje jej´ı cˇinnost.
Obra´zek 2.3: Forma´t instrukce x86
Instruction Prefixes
Instrukce mu˚zˇe obsahovat azˇ 4 jednobajtove´ prefixy. Existuj´ı 4 skupiny a z kazˇde´ z nich
mu˚zˇe by´t vzˇdy pouzˇit pouze jeden prefix:
1. skupina obsahuje prefixy pro uzamyka´n´ı pameˇti a pro opakova´n´ı u instrukc´ı pracuj´ıc´ıch
s rˇeteˇzci.
2. skupina obsahuje prefixy pro prˇedpoveˇd’ veˇtven´ı
3. skupina obsahuje prefixy pro zmeˇnu de´lky operandu
4. skupina obsahuje prefixy pro zmeˇnu de´lky adresy
Opcodes
Urcˇuje samotnou instrukci. Ko´d instrukce je 1B azˇ 3B dlouhy´. Dalˇs´ı trˇi bity MODR/M
urcˇuj´ı naprˇ. smeˇr operace, velikost displacementu atd.
Bajty MODR/M a SIB
Obsahuje trˇi bitova´ pole. Slouzˇ´ı k adresova´n´ı operand˚u. Mod pole vybere z osmi registr˚u
nebo 24 mo´d˚u adresova´n´ı. Reg/opcode specifikuje registr nebo obsahuje cˇa´st instrukce. Pole
r/m vybere jako operand registr nebo se kombinuje s mod polem pro zprˇesneˇn´ı zp˚usobu
adresova´n´ı.
SIB se skla´da´ ze trˇech pol´ı, ktere´ slouzˇ´ı k adresova´n´ı:
Pole scale je meˇrˇ´ıtko ba´zove´ho registru.
Pole index obsahuje cˇ´ıslo indexove´ho registru.
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Pole base obsahuje cˇ´ıslo ba´zove´ho registru.
Displacement a Immediate
V prˇ´ıpadeˇ, zˇe instrukce prˇistupuje do pameˇti, mu˚zˇe obsahovat tzv. Displacement. Jde
vlastneˇ o posunut´ı v pameˇti, ktere´ je trˇeba prˇicˇ´ıst. Pole Immediate mu˚zˇe obsahovat prˇ´ımy´
operand.
Za´veˇr
Beˇhem sestaven´ı docha´z´ı ke zmeˇna´m adres. V cele´ instrukci se mu˚zˇe zmeˇnit zcela jisteˇ
Displacement a pole Immediate, protozˇe zde mu˚zˇe docha´zet k aritmeticky´m operac´ım s
adresami. Zmeˇna SIB je nepravdeˇpodobna´. Tato zjiˇsteˇn´ı oveˇrˇ´ıme pozdeˇji prakticky.
2.3 Prˇipojova´n´ı standardn´ıch knihoven ke spustitelny´m sou-
bor˚um v dobeˇ prˇekladu
Posledn´ım teoreticky´m prˇedpokladem pro rˇesˇen´ı diplomove´ pra´ce je zp˚usob prˇipojen´ı stat-
icky´ch knihoven beˇhem prˇekladu. Spra´vneˇ by se meˇlo rˇ´ıct po prˇekladu, protozˇe je zdrojovy´
ko´d nejprve prˇelozˇen a vznikne soubor se strojovy´m ko´dem typu object s prˇ´ıponou *.o.
Tento soubor jesˇteˇ nen´ı plnohodnotna´ aplikace, protozˇe neobsahuje cˇa´sti ko´du z jiny´ch sou-
visej´ıc´ıch soubor˚u typu object ani ze staticky´ch knihoven prˇekladacˇe. K doplneˇn´ı teˇchto
cˇa´st´ı dojde beˇhem sestaven´ı, ktere´ ma´ na starosti linker. Beˇhem te´to cˇinnosti docha´z´ı k
relokac´ım ko´du, proto mus´ı nutneˇ docha´zet ke zmeˇna´m adres. Vy´sledkem pra´ce linkeru
nemus´ı by´t jen spustitelny´ soubor, ale i staticka´ nebo dynamicka´ knihovna.
Obra´zek 2.4: Ilustrace funkce linkeru
V objektove´m souboru jsou mimo strojove´ho ko´du definova´ny symboly. Tyto symboly
zastupuj´ı strojovy´ ko´d, promeˇnne´ nebo dalˇs´ı data naprˇ. bitmapy pro kurzory a ikony.
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Ma´me dva druhy symbol˚u:
Exportovane´ symboly jsou definovane´ v dane´m modulu a za´rovenˇ jsou nab´ızene´ pro
ostatn´ı moduly.
Importovane´ symboly jsou pouzˇity v modulu, ale nejsou v neˇm definova´ny.
Linker vlastneˇ vyhleda´ v kazˇde´m souboru symboly, ktere´ zde nejsou definovane´ a spa´ruje
je s exportovany´mi symboly jine´ho modulu. Tyto symboly mu˚zˇe take´ z´ıskat ze staticky´ch
knihoven, cozˇ jsou vlastneˇ arch´ıvy objektovy´ch soubor˚u. Linkery se liˇs´ı podle toho, jestli
importuj´ı knihovnu celou nebo pouze potrˇebne´ symboly.
Linker ma´ take´ na starosti usporˇa´da´n´ı aplikace v adresove´m prostoru. K prˇesun˚um
docha´z´ı i na za´kladeˇ relokac´ı, kdy se zmeˇn´ı ba´zova´ adresa a dojde ke zmeˇneˇ umı´steˇn´ı.
V d˚usledku se mus´ı prˇepocˇ´ıtat veˇtsˇina adres (pouze neˇktere´ relativn´ı adresy z˚ustanou
nezmeˇneˇny), at’ se jedna´ o skoky, nacˇ´ıta´n´ı cˇi ukla´da´n´ı do pameˇti. Tato pra´ce je velmi
zjednodusˇena modern´ımi operacˇn´ımi syste´my, ktere´ vytvorˇ´ı pro kazˇdou aplikaci vlastn´ı a
oddeˇleny´ pameˇt’ovy´ prostor. Za´rovenˇ OS umozˇnˇuje nahra´t aplikaci do pameˇti na jakoukoli
virtua´ln´ı adresu.
Za´veˇrem je trˇeba zd˚uraznit, zˇe z hlediska vyhleda´va´n´ı prˇina´sˇ´ı linkova´n´ı proble´my, protozˇe
je trˇeba reflektovat zmeˇnu adres cˇi promeˇnny´ch. Kapitola cˇerpala z WWW [5]
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Kapitola 3
Aplikace pro detekci a rozpozna´n´ı
staticky´ch knihoven spustitelny´ch
soubor˚u typu PE
C´ılem je navrhnout a implementovat aplikaci, ktera´ nalezne ve spustitelne´m souboru sekce se
spustitelny´m ko´dem a v nich oznacˇ´ı cˇa´sti, ktere´ jsou ze staticky´ch knihoven a nav´ıc informuje
o rozpoznany´ch knihovna´ch. Aplikace se mus´ı vyrovnat s odliˇsnostmi mezi vzorky a na´lezy,
ktere´ zp˚usobuje linker zmeˇnou adres. Dalˇs´ı podstatnou funkc´ı je automaticke´ z´ıska´n´ı vzork˚u
z neˇkolika typ˚u prˇekladacˇ˚u. Du˚raz je kladen na oveˇrˇen´ı zp˚usobu detekce a na automatizaci
detekce nezˇ na mnozˇstv´ı podporovany´ch prˇekladacˇ˚u.
3.1 Na´vrh
Na´vrh aplikace je plneˇ objektovy´. Snazˇ´ı se oddeˇlit trˇi cˇinnosti aplikace: otev´ıra´n´ı spustitelny´ch
soubor˚u PE, import vzork˚u ze staticky´ch knihoven a rozpozna´va´n´ı ko´du. Projdeˇme se nyn´ı
tyto objekty podrobneˇji.
3.1.1 Trˇ´ıda PELoad
Trˇ´ıda PELoad ma´ na starosti spra´vne´ nacˇten´ı spustitelne´ho souboru cˇi staticke´ knihovny do
pameˇti. Da´le nalezne a zpracuje hlavicˇkove´ struktury. Trˇ´ıda mus´ı by´t schopna rozpoznat,
zda se jedna´ opravdu o spustitelny´ soubor typu PE. Trˇ´ıda si vystacˇ´ı s jedinou verˇejnou
metodou LoadFile(string FileName). O chyba´ch informuje vyvola´n´ım vy´jimek.
Implementace mus´ı vhodneˇ reagovat na rozd´ıly mezi spustitelny´m souborem a stat-
icky´mi knihovnami cˇi rozd´ıly mezi knihovnami samotny´mi. Trˇ´ıda prova´d´ı nacˇ´ıta´n´ı bez
za´sahu uzˇivatele a nab´ız´ı podporu pro tzv. ”hloupe´” nacˇten´ı, kdy nejsou reflektova´ny struk-
tury cˇi forma´t souboru a dojde pouze ke zkop´ırova´n´ı souboru do pameˇti. Takto lze vyh-
leda´vat v nepodporovany´ch forma´tech a mu˚zˇeme take´ cˇa´stecˇneˇ oveˇrˇit spra´vnost import˚u
vzork˚u.
3.1.2 Trˇ´ıda PEImport
Trˇ´ıda PEImport zdeˇd´ı schopnosti nacˇ´ıta´n´ı od trˇ´ıdy PELoad. Sama dopln´ı metodu MakePat-
terns(string PatternsOutputFile), ktera´ z´ıska´ vzorky z otevrˇene´ staticke´ knihovny a ulozˇ´ı je
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Obra´zek 3.1: Architektura aplikace
do souboru s prˇ´ıponou PAT. K rozpozna´n´ı forma´tu knihovny se pouzˇije prˇ´ıpona souboru.
Jsou podporova´ny dva forma´ty. Typ Object - prˇ´ıpona .o nebo .obj, kde ma´ kazˇda´ expor-
tovana´ funkce ulozˇeny´ ko´d v samostatne´ sekci. Typ DLL - prˇ´ıpona DLL cˇi BPL - ko´d
exportovany´ch funkc´ı je spolecˇneˇ ulozˇen ve spustitelne´ sekci. Na jednotlive´ funkce je odka-
zova´no prˇes tabulku export˚u.
3.1.3 Trˇ´ıda PEDetect
Trˇ´ıda PEDetect zdeˇd´ı schopnosti nacˇ´ıta´n´ı od trˇ´ıdy PELoad. Sama dopln´ı metodu Search-
ForLibCodeDebug(), ktera´ oznacˇ´ı nalezene´ vzorky a vyp´ıˇse vy´sledky.
Zp˚usob vyhleda´va´n´ı
Vyhleda´va´n´ı bez u´prav vzork˚u nen´ı v˚ubec myslitelne´. Je trˇeba vyrˇesˇit obecneˇ proble´m
prˇepocˇ´ıta´va´n´ı adres. Prvn´ı zp˚usob je proj´ıt vzorek instrukci po instrukci a nahrazovat cˇa´sti
instrukc´ı za´stupny´mi symboly. T´ım bude mı´t vzorek porˇa´d stejnou de´lku a vyhleda´va´n´ı
bude fungovat.
Prakticky ma´m z prvotn´ı implementace oveˇrˇeno, zˇe tato metoda funguje, ale je trˇeba
rozumeˇt bina´rn´ımu ko´du na u´rovni instrukc´ı. To by znamenalo implementovat spolehlivy´
disassembler, ktery´ by ko´d prˇelozˇil a oznacˇil by mı´sta, u ktery´ch by mohlo doj´ıt ke zmeˇneˇ
adresy. Ovsˇem implementace disassembleru by velmi zdrazˇila odpoveˇd’ na ota´zku, zda je
detekce mozˇna´ nebo ne. Pouzˇit´ı extern´ıho disassembleru by bylo sice jednodusˇsˇ´ı, ale aplikace
je pak na neˇm za´visla´ a samozrˇejmeˇ jsou pak take´ proble´my s automatizac´ı importu.
Druhou mozˇnost´ı je nechat vzorky, tak jak jsme je z´ıskali a upravit vyhleda´va´n´ı. Toto
upravene´ vyhleda´va´n´ı by tolerovalo v´ıcebajtove´ odliˇsnosti a to i v´ıcekra´t ve vzorku. T´ım
odpada´ prˇedzpracova´n´ı vzork˚u a docha´z´ı ke zjednodusˇen´ı implementace, proto bylo rozhod-
nuto pouzˇ´ıt pra´veˇ tento zp˚usob vyhleda´va´n´ı, ktery´ toleruje chyby. De´lka te´to chyby by meˇla
by´t podle teorie forma´tu instrukce 4 azˇ 8 bajt˚u.
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Analy´za vyhleda´va´n´ı s toleranc´ı neshod
Vyhleda´va´n´ı prob´ıha´ pro kazˇdy´ bajt sekce. Vzorky jsou postupneˇ porovna´va´ny, nakonec
je vybra´n nejdelˇs´ı vzorek, ktery´ se shoduje. Dalˇs´ı vyhleda´va´n´ı v prˇ´ıpadeˇ u´speˇsˇne´ho na´lezu
prob´ıha´ azˇ za na´lezem. Pokud rozsˇ´ıˇr´ıme vyhleda´va´n´ı o toleranci neshod, nedojde v prˇ´ıpadeˇ
prvn´ı neshody k vyrˇazen´ı vzorku, ale dojde pouze k navy´sˇen´ı pocˇ´ıtadla bajt˚u neshod. K
vyrˇazen´ı vzorku dojde azˇ po prˇekrocˇen´ı dane´ho pocˇtu neshod. V prˇ´ıpadeˇ shody je pocˇ´ıtadlo
vynulova´no.
Proble´mem je, zˇe nev´ıme, jaky´ vliv bude tolerance chyb na kvalitu vyhleda´va´n´ı. Vzˇdy se
budeme pohybovat mezi veˇtsˇ´ım procentem detekce cˇi veˇtsˇ´ım mnozˇstv´ım falesˇny´ch na´lez˚u.
Kvalitu na´lezu ovlivnˇuje v prvn´ı rˇadeˇ de´lka vzorku, cˇ´ım je vzorek delˇs´ı, t´ım je obecneˇ
unika´tneˇjˇs´ı a s klesaj´ıc´ı pravdeˇpodobnost´ı na´lezu, klesa´ i pravdeˇpodobnost toho falesˇne´ho.
S kvalitou vyhleda´va´n´ı urcˇiteˇ souvis´ı pomeˇr mezi skutecˇneˇ nalezeny´mi bajty vzorku a teˇmi,
ktere´ prohla´s´ıme za tolerovane´ neshody.
Zacˇneˇme de´lkou vzorku. Pr˚umeˇrna´ de´lka vzorku prˇekladacˇe MinGW32 je 286 bajt˚u.
Minima´ln´ı de´lka je 16 bajt˚u a maxima´ln´ı 16 000 bajt˚u. V grafu jsou vyneseny pocˇty de´lek
vzork˚u pro de´lky 0 - 8, 9 - 16, 17 - 32, 33 - 64, atd.
< 16 32 64 128 256 512 1024 2048 4096 8192 16384 32768 >
0
50
100
150
200
250
Obra´zek 3.2: De´lka vzork˚u prˇekladacˇe MinGW32
16 bajt˚u de´lky nejkratsˇ´ıch vzork˚u stacˇ´ı na bezpecˇne´ nalezen´ı vzorku. Nesmı´me ovsˇem
zapomı´nat, zˇe bina´rn´ı ko´d nen´ı na´hodna´ sekvence bajt˚u a zcela jisteˇ existuje mnozˇina
hodnot, ktere´ se vyskytuj´ı v sekvenci cˇasteˇji nezˇ ostatn´ı a ktere´ nejsou zastoupeny v˚ubec,
proto je pocˇet kombinac´ı diametra´lneˇ odliˇsny´ od 1038 vsˇech teoreticky´ch kombinac´ı.
25616 = 3, 40 ∗ 1038
De´lka vzorku je tedy dostatecˇna´. Zkusme nyn´ı naj´ıt, jaka´ de´lka tolerance neshod je pro
na´s prˇijatelna´. Hleda´me hodnotu takovou, aby byl u´speˇch detekce co nejvysˇsˇ´ı s co nejmensˇ´ı
hodnotou tolerovane´ neshody. Pokud se pod´ıva´me do tabulky, zjist´ıme, zˇe vy´sledek meˇrˇen´ı
je jednoznacˇny´. Nejlepsˇ´ı pomeˇr maj´ı 4 bajty maxima´ln´ı tolerovane´ neshody. Z teoreticke´
16
cˇa´sti v´ıme, zˇe beˇhem sestaven´ı programu docha´z´ı ke zmeˇna´m adres. Tyto adresy jsou dlouhe´
podle pouzˇite´ho prostrˇed´ı, bud’ 4 bajty pro 32bit cˇi 8 bajt˚u pro 64bit prostrˇed´ı.
Tolerance neshod (B) 0 1 2 3 4 5 6 7 8
% detekce: 3,80 3,86 4,4 10,17 90,95 90,96 91,0 91,04 91,05
Pocˇet 1B neshod - 123 123 163 420 417 406 408 390
Pocˇet 2B neshod - - 37 184 1000 1013 1012 1019 1020
Pocˇet 3B neshod - - - 402 2806 2798 2800 2795 2797
Pocˇet 4B neshod - - - - 2531 2512 2517 2511 2490
Pocˇet 5B neshod - - - - - 39 38 40 29
Pocˇet 6B neshod - - - - - - 42 32 66
Pocˇet 7B neshod - - - - - - - 47 52
Pocˇet 8B neshod - - - - - - - - 75
Da´le si v tabulce vsˇimneˇme, zˇe cˇtyrˇbajtove´ neshody tvorˇ´ı pouhy´ch 40%. Je to pravdeˇpodobneˇ
zp˚usobeno t´ım, zˇe aplikace pracuje v male´m pameˇt’ove´m prostoru a adresy se liˇs´ı pouze
na me´neˇ vy´znamny´ch bitech. Nyn´ı na´m zby´va´ zjistit, jestli pouzˇit´ı cˇtyrˇbajtove´ tolerovane´
neshody neznehodnot´ı na´lezy nejkratsˇ´ıch vzork˚u.
%neshod pocˇet vzork˚u %neshod pocˇet vzork˚u
0% 105 26% 0
1% 28 27% 0
2% 36 28% 2
3% 26 29% 1
4% 19 30% 0
5% 30 31% 21
6% 50 32% 0
7% 27 33% 0
8% 60 34% 0
9% 34 35% 0
10% 31 36% 0
11% 21 37% 8
12% 42 38% 0
13% 15 39% 0
14% 7 40% 0
15% 24 41% 0
16% 38 42% 0
17% 37 43% 7
18% 30 44% 0
19% 9 45% 0
20% 11 46% 0
21% 49 47% 0
22% 10 48% 0
23% 6 49% 0
24% 3 50% 1
25% 47
Provedl jsem meˇrˇen´ı viz posledn´ı tabulka a pomeˇr neshodny´ch bajt˚u prˇekrocˇil 31%
pouze v 16 prˇ´ıpadech z celkovy´ch 834 na´lez˚u. To znamena´, zˇe u nejkratsˇ´ıch vzork˚u zby´va´
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cca 10 bajt˚u, ktere´ se shoduj´ı. Shodu na 10 bajtech mu˚zˇeme povazˇovat jesˇteˇ za dostatecˇnou,
ale kratsˇ´ı vzorky uzˇ nelze doporucˇit, protozˇe mu˚zˇe docha´zet k falesˇny´m na´lez˚um, ktere´ by
mohly znehodnotit vy´sledky.
25610 = 1, 2 ∗ 1024
Za´veˇr tedy je, zˇe pouzˇit´ı vyhleda´va´n´ı s opakovanou toleranc´ı cˇtyrˇbajtovy´ch neshod lze
pouzˇ´ıt bez ztra´ty kvalitn´ıch vy´sledk˚u, pokud dodrzˇ´ıme minima´ln´ı de´lku u vsˇech vzork˚u.
3.2 Implementace
Implementace prob´ıhala ve vy´vojove´m prostrˇed´ı Dev-C++ pozdeˇji Eclipse v jazyku C++.
Obeˇ prostrˇed´ı vyuzˇ´ıva´j´ı prˇekladacˇ MinGW32. Obeˇ prostrˇed´ı i prˇekladacˇ jsou sˇ´ıˇreny pod
licenc´ı GNU GPL.
3.2.1 Trˇ´ıda PELoad
Trˇ´ıda PELoad definuje datovou strukturu na ulozˇen´ı souboru.
struct sPEFile
{
BYTE *pFile;
unsigned int FileSize;
eFileTypes FileType;
//----------- struktury ve spustitelne´m souboru (PE)
PIMAGE_DOS_HEADER pMZHeader;
BYTE *pDosStub;
unsigned int DosStubSize;
PIMAGE_NT_HEADERS pPEHeader;
PIMAGE_FILE_HEADER pFileHeader;
vector<sSectionHeader> SectionHeaders;
PIMAGE_EXPORT_DIRECTORY IEDTable;
};
Prˇed t´ım nezˇ dojde ke zkop´ırova´n´ı spustitelne´ho souboru do pameˇti (ukazatel pFile),
mus´ı by´t zjiˇsteˇna velikost nacˇ´ıtane´ho souboru a dojde k alokaci odpov´ıdaj´ıc´ıho bloku
pameˇti. Velikost nacˇtene´ho souboru nen´ı programoveˇ omezena, za´vis´ı pouze na tom, jestli
operacˇn´ı syste´m tak velky´ blok pameˇti prˇideˇl´ı. Samotne´ nacˇten´ı struktur neboli nastaven´ı
ukazatel˚u do obrazu souboru v pameˇti, ma´ na starosti peˇt priva´tn´ıch metod, ktere´ jsou
vola´ny postupneˇ podle typu vstupn´ıho souboru.
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Podporovane´ forma´ty vstupn´ıch soubor˚u
Trˇ´ıda PELoad je schopna nacˇ´ıst trˇi forma´ty soubor˚u zalozˇeny´ch na forma´tu PE - beˇzˇny´
spustitelny´ soubor a dva forma´ty knihoven:
obj - forma´t ulozˇen´ı v prˇekladacˇi MinGW32 a Visual Studio
bpl - forma´t ulozˇen´ı v prˇekladacˇi Borland C++ Builder (jedna´ se vlastneˇ o dynamicke´
knihovny, protozˇe se staticky´mi byl proble´m.)
Na´sleduj´ıc´ı tabulka ukazuje pouzˇit´ı jednotlivy´ch metod pro nacˇ´ıta´n´ı dane´ho forma´tu.
Metody jsou vola´ny postupneˇ shora dolu.
Metoda EXE BPL OBJ
void LoadMZHeader() x x
void LoadDosStub() x x
void LoadPEHeader() x x x
void LoadSectionHeaders() x x x
void LoadImageExportDirectory() x
LoadMZHeader()
Metoda nacˇte MZ hlavicˇku neboli nastav´ı ukazatel pMZHeader na zacˇa´tek souboru. Nav´ıc
docha´z´ı k oveˇrˇen´ı “Magic Bytes”, zda se rovnaj´ı inicia´l˚um MZ, pokud ne, je vyvola´na
vy´jimka.
LoadDosStub()
DosStub na´sleduje hned za MZ hlavicˇkou. Obsah pro na´s nema´ zˇa´dnou hodnotu, ale i tak se
nastav´ı ukazatel na DosStub a ulozˇ´ı se jeho de´lka, promeˇnne´ pDosStub a DosStubSize. De´lka
se spocˇ´ıta´ tak, zˇe se od hodnoty e lfanew z MZ hlavicˇky odecˇte de´lka pra´veˇ MZ hlavicˇky.
Pokud nastane prˇ´ıpad, kdy je de´lka DosStub za´porna´, tak DosStub v˚ubec neexistuje a nav´ıc
jsou cˇa´stecˇneˇ prˇekryty struktury MZ a PE hlavicˇky. Tento u´skok je prˇekvapiveˇ funkcˇn´ı, ale
setka´me se s n´ım pouze u pochybne´ho softwaru jako jsou viry, cracky apod. a u produkt˚u
demosce´ny.
LoadPEHeader()
Obdobneˇ jako u MZ hlavicˇky se nastav´ı ukazatel na pozici PE hlavicˇky. Pocˇa´tek je na pozici
v souboru urcˇovane´ hodnotou e lfanew z MZ hlavicˇky. Pote´ dojde k oveˇrˇen´ı symbol˚u “PE”.
V prˇ´ıpadeˇ nacˇ´ıta´n´ı staticke´ knihovny typu object se nacˇte z PE hlavicˇky pouze struktura
IMAGE FILE HEADER.
LoadSectionHeaders()
Tabulky sekc´ı neboli struktury IMAGE SECTION HEADER se nacha´z´ı ihned za PE
hlavicˇkou. Jejich pocˇet je da´n promeˇnnou NumberOfSections z PE hlavicˇky. Metoda ukla´da´
ukazatele do struktur sSectionHeader do vektoru SectionHeaders. V prˇ´ıpadeˇ, zˇe jme´no sekce
zacˇ´ına´ lomı´tkem, znamena´ to, zˇe jme´no je delˇs´ı nezˇ 8 znak˚u, a proto mus´ı by´t dohleda´no
ve tabulce rˇeteˇzc˚u. Toto jme´no je pro dalˇs´ı pouzˇit´ı ulozˇeno do struktury sSectionHeader do
promeˇnne´ LongName.
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struct sSectionHeader
{
PIMAGE_SECTION_HEADER pSectionHeader;
string LongName;
};
Vy´pocˇet pozice jme´na sekce ve string table .
Tabulku rˇeteˇzc˚u nalezneme za tabulkou symbol˚u, na kterou odkazuje hodnota Point-
erToSymbolTable v PE hlavicˇce. Abychom z´ıskali ukazatel na tabulku rˇetezc˚u, mus´ıme
k ukazateli na tabulku symbol˚u prˇicˇ´ıst pocˇet prvk˚u tabulky vyna´sobeny´ de´lkou jednoho
prvku. Nakonec stacˇ´ı prˇicˇ´ıst offset, ktery´ je ulozˇen v beˇzˇne´ promeˇnne´ pro jme´no sekce za
lomı´tkem.
PEFile.pFileHeader->PointerToSymbolTable +
+ PEFile.pFileHeader->NumberOfSymbols * sizeof(IMAGE_SYMBOL) + Offset
void LoadImageExportDirectory()
Metoda pouze nastav´ı ukazatel IEDTable na adresu tabulky export˚u neboli
IMAGE EXPORT DIRECTORY. Vola´ se pouze u knihoven s prˇ´ıponou BPL.
3.2.2 Trˇ´ıda PEImport
Implementace trˇ´ıdy PEImport zahrnuje mimo jedne´ verˇejne´ metody MakePatterns i cˇtyrˇi
priva´tn´ı metody. Metody ImportObjectFilePatterns() a ImportBPLPatterns() v cyklu nacˇ´ıtaj´ı
vzorky z knihoven a pro za´pis do souboru se vzorky volaj´ı metodu AddPattern(). Metoda
CreateHeader() vytvorˇ´ı, jak uzˇ na´zev napov´ıda´, hlavicˇku souboru se vzorky s informacemi
o prˇekladacˇi.
void ImportObjectFilePatterns(fstream & OutputFile);
void ImportBPLPatterns(fstream & OutputFile);
void CreateHeader(fstream & OutputFile, string Compiler, string Version,
string Description);
void AddPattern(fstream & OutputFile, string Name, string Description,
char * Data, unsigned int Size);
Trˇ´ıda ukla´da´ vzorky do souboru s prˇ´ıponou PAT do adresa´rˇe Patterns. Pokud uzˇ soubor
existuje, prˇ´ıda´ vzorky na jeho konec. T´ım jsou vzorky prˇiˇrazeny k prˇekladacˇi, ktere´mu
p˚uvodn´ı vzorky patrˇ´ı. Nelze takto ulozˇit vzorky v´ıce prˇekladacˇ˚u do jednoho souboru. Vzorky
se ukla´daj´ı v na´sleduj´ıc´ım forma´tu:
#jme´no prˇekladacˇe#verze prˇekladacˇe#jme´no knihovny
*jme´no funkce*popis(zde ukla´da´m de´lku vzorku)*
030a5453716c4442547970650100000000
*jme´no funkce*popis(zde ukla´da´m de´lku vzorku)*
030a5453716c4442547970650100000000
...
Prˇ´ıklad:
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#C++ Builder#6#cds60.bpl
*@$xp$18Dblocal@TSqlDBType*143*
030a5453716c4442547970650100000000030000000c1b8540077479706544425807747
97065424445077479706541444f07747970654942580744424c6f63616c8d4000a01b85
40000000000000000000000000881e85400000000000000000000000006c1e854008030
00014578540641385401810854044138540201085401010854000108540081085404c29
85
*@$xp$28Dblocal@TCustomCachedDataSet*2531*
071454437573746f6d43616368656444617461536574a01b85401057854042000744424
...
Omezen´ı pro importovane´ vzorky
Import vzork˚u mus´ı mimo samotne´ho z´ıska´n´ı zajistit i kvalitu vzorku. Nevhodne´ vzorky
totizˇ mohou vy´razneˇ zvy´sˇit mnozˇstv´ı falesˇny´ch na´lez˚u. Beˇhem testova´n´ı se objevil proble´m
se vzorky, ktere´ obsahuj´ı abnorma´ln´ı mnozˇstv´ı nul poprˇ. obsahuj´ı jen nuly. Takove´ vzorky
neda´vaj´ı smysl a nav´ıc jsou detekova´ny velmi cˇasto na mı´stech, ktere´ prˇekladacˇ vyplnil
nulami jen kv˚uli zarovna´n´ı. Proto beˇhem importu docha´z´ı k eliminaci teˇchto vzork˚u vcˇetneˇ
teˇch, u ktery´ch by nenulove´ bajty mohlo zakry´t tolerova´n´ı neshod.
Vy´sledna´ omezen´ı pro importovane´ vzorky
• minima´ln´ı de´lka vzorku je 16 bajt˚u
• vzorky nesmı´ obsahovat abnorma´ln´ı mnozˇstv´ı nulovy´ch bajt˚u
Vı´ce o importu, forma´tu a vy´skytu staticky´ch knihoven naleznete v kapitole Detekovane´
prˇekladacˇe a forma´t staticky´ch knihoven.
3.2.3 Trˇ´ıda PEDetect
Implementace trˇ´ıdy PEDetect se deˇl´ı na dveˇ cˇa´sti. V prvn´ı dojde k nacˇten´ı vzork˚u a v
druhe´ jsou tyto vzorky vyhleda´ny. Nejprve jsou tedy nacˇteny vsˇechny soubory se vzorky
z adresa´rˇe Patterns. Prˇi nacˇ´ıta´n´ı je podporova´no rozdeˇlen´ı vzork˚u jedine´ho prˇekladacˇe do
v´ıce soubor˚u naprˇ. podle staticky´ch knihoven. Vı´ce prˇekladacˇ˚u v jedine´m souboru nen´ı
podporova´no. Tento prˇ´ıstup by vytva´rˇel neporˇa´dek a zteˇzˇoval za´meˇnu vzork˚u neˇktere´ho z
prˇekladacˇ˚u.
Nacˇ´ıta´n´ı vzork˚u ma´ na starosti verˇejna´ metoda LoadCompilerPatterns, ktera´ obsahuje
parser a dveˇ pomocne´ priva´tn´ı metody ReadUntil a ReadPatternContent. Vy´sledkem jejich
snazˇen´ı je spra´vneˇ naplneˇny´ vektor objekt˚u cCompiler. Kazˇdy´ objekt prˇekladacˇe obsahuje
vektor vzork˚u neboli objekt˚u cPattern.
//definice trˇı´dy vzorku
class cPattern
{
public:
int *Text;
int Size;
string Name;
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string Description;
cCompiler * Compiler;
// pocˇı´tadlo na pocˇet neshod
int MissCount[MAX_LOST];
// pocˇı´tadlo pocˇtu nalezu vzorku
int Found;
cPattern(cCompiler * Compiler)
{
Found = 0;
this->Compiler = Compiler;
}
};
typedef vector<cPattern> vPatterns;
//definice trˇı´dy prˇekladacˇe
class cCompiler
{
public:
string Name;
string Description;
string Version;
vPatterns Patterns;
cCompiler()
{
Name = string();
}
};
Popis implementace vyhleda´va´n´ı
Vyhleda´va´n´ı se od semestra´ln´ı pra´ce pozmeˇnilo s c´ılem zjednodusˇen´ı a zrychlen´ı. Algoritmus
prob´ıha´ pro kazˇdy´ bajt zkoumane´ sekce. Zacˇ´ına´ se prvn´ım vzorkem a porovna´ se prvn´ı bajt,
pokud se rovna´, nepokracˇuje se dalˇs´ım vzorkem, ale porovna´va´ se dalˇs´ı bajt. Porovna´va´n´ı
prob´ıha´ tak dlouho, dokud nen´ı vzorek nalezen cˇi vyrˇazen. V prˇ´ıpadeˇ na´lezu se pokracˇuje
dalˇs´ım vzorkem, protozˇe mus´ı by´t jiste´, zˇe nalezeny´ vzorek je nejdelˇs´ı mozˇny´. Samozrˇejmeˇ je
implementova´na tolerance neshod. Pocˇet tolerovany´ch bajt˚u jdouc´ıch po sobeˇ se nastavuje
v hlavicˇkove´m souboru PEDetect.h.
#define MAX_LOST 4
Tolerance neshodny´ch bajt˚u je mozˇna´ kdekoliv mimo prvn´ıho bajtu vzorku, kde to
neda´va´ smysl, protozˇe na prvn´ım bajt˚u mus´ı by´t ta cˇa´st instrukce, ktera´ urcˇuje, co se
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bude deˇlat, nikoliv adresa. Toto omezen´ı slouzˇ´ı za´rovenˇ jako optimalizace prohleda´vac´ıho
algoritmu, protozˇe k vyrˇazen´ı nevhodny´ch vzork˚u dojde po prvn´ım porovna´n´ı.
Obra´zek 3.3: Ilustrace vyhleda´va´n´ı
Na obra´zku je zobrazen stav, kdy prvn´ı a trˇet´ı vzorek byl vyrˇazen pro neshodu na
prvn´ıch bajtech. Druhy´ vzorek byl i prˇes jednobajtovou neshodu, oznacˇen za na´lez. Nyn´ı
prob´ıha´ porovna´va´n´ı se cˇtvrty´m vzorkem, ktery´ bude prohla´sˇen za na´lez mı´sto druhe´ho
vzorku, protozˇe je delˇs´ı.
V PEDetect je te´zˇ definova´no omezen´ı na maxima´ln´ı de´lku vzorku na 32kB:
#define MAX_PATTERN_SIZE 32768
Vy´sledna´ omezen´ı pro toleranci neshod
• omezen´ı de´lky po sobeˇ jdouc´ıch neshod na 4 bajty
• vzorek nesmı´ zacˇ´ınat neshodou
3.3 Vy´sledky
Nyn´ı nezby´va´ nic jine´ho nezˇ proveˇrˇit spra´vnost vsˇech prˇedpoklad˚u a implementace. Testova´n´ı
jsem prova´deˇl na vzorove´ aplikaci “Hello World!”. Vy´stup obsahuje informace o pozici
na´lezu v sekci, jme´no souboru se vzorky, jme´no staticke´ knihovny a jme´no sekce staticke´
knihovny (jme´no exportovane´ funkce). Vy´stup je zkra´cen (mimo na´lez˚u jsou zkra´ceny i
jme´na funkc´ı):
Sector size: 252416 Virtual Address:401000h
720 (4012d0) - 736 (4012e0) concept-inst.o-.text$_ZN9__gnu_cxx21_Inp
Missmatched bytes / Pattern size: 7/16 (43%)
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1200 (4014b0) - 1328 (401530) globals_io.o-.text
Missmatched bytes / Pattern size: 15/128 (11%)
1328 (401530) - 4704 (402260) ios_init.o-.text
Missmatched bytes / Pattern size: 966/3376 (28%)
4704 (402260) - 7520 (402d60) eh_personality.o-.text
Missmatched bytes / Pattern size: 103/2816 (3%)
7520 (402d60) - 9616 (403590) ios.o-.text
Missmatched bytes / Pattern size: 167/2096 (7%)
9616 (403590) - 15984 (404e70) locale_init.o-.text
Missmatched bytes / Pattern size: 1556/6368 (24%)
15984 (404e70) - 22704 (4068b0) locale.o-.text
Missmatched bytes / Pattern size: 534/6720 (7%)
22704 (4068b0) - 23152 (406a70) eh_catch.o-.text
Missmatched bytes / Pattern size: 33/448 (7%)
...
230208 (439340) - 230400 (439400) locale-inst.o-.text$_ZNSt8messages
Missmatched bytes / Pattern size: 40/192 (20%)
230752 (439560) - 230944 (439620) locale-inst.o-.text$_ZNSt8numpunct
Missmatched bytes / Pattern size: 38/192 (19%)
230944 (439620) - 231136 (4396e0) locale-inst.o-.text$_ZNSt8numpunct
Missmatched bytes / Pattern size: 32/192 (16%)
231136 (4396e0) - 231328 (4397a0) locale-inst.o-.text$_ZNSt8numpunct
Missmatched bytes / Pattern size: 38/192 (19%)
...
248376 (43da38) - 248408 (43da58) fstream-inst.o-.text$_ZTv0_n12_NSt
Missmatched bytes / Pattern size: 4/32 (12%)
--------------------------------------------------------------------
Segment size: 252416 Identified segment size: 229568 Ratio: 90.9483%
--------------------------------------------------------------------
Program rozpoznal v´ıce nezˇ 90% bina´rn´ıho ko´du, cozˇ se da´ prohla´sit za vy´tecˇne´. Pokud
necha´me prozkoumat samotnou aplikaci PEDetect (je trˇeba vytvorˇit kopii) bude u´speˇch
nizˇsˇ´ı, necely´ch 68%. Druha´ aplikace zjevneˇ obsahuje veˇtsˇ´ı mnozˇstv´ı ko´du, ktery´ vytvorˇil
programa´tor. Jen pro prˇipomenut´ı, v semestra´ln´ı pra´ci bylo procento detekce u testovac´ı
aplikace “Hello World!” o dveˇ procenta nizˇsˇ´ı. Toto “zlepsˇen´ı” zp˚usobila prˇ´ıtomnost kratsˇ´ıch
vzork˚u 16 azˇ 31 bajt˚u, ktere´ byly v minule´ verzi aplikace pod povolenou hranic´ı 32 bajt˚u.
Za´rovenˇ je te´zˇ videˇt, zˇe i takto kra´tke´ vzorky jsou jesˇteˇ pouzˇitelne´ a nedocha´z´ı ke znehod-
nocen´ı vy´sledk˚u.
Vy´sledek se vzorky , ktere´ jsou delsˇı´ cˇi rovny 32B:
--------------------------------------------------------------------
Segment size: 252416 Identified segment size: 224512 Ratio: 88.9452%
--------------------------------------------------------------------
V te´to kapitole se na´m podarˇilo oveˇrˇit, zˇe detekce staticky´ch knihoven na za´kladeˇ vzork˚u
je mozˇna´. K vyhleda´va´n´ı lze vyuzˇ´ıt implementovany´ prohleda´va´c´ı algoritmus vcˇetneˇ toler-
ance neshod s nastaven´ım na cˇtyrˇi bajty. Vy´sledkem je aplikace, ktera´ doka´zˇe oznacˇit u
prˇekladacˇe MinGW32 des´ıtky procent knihovn´ıho ko´du.
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Kapitola 4
Implementace techniky pro detekci
prˇekladacˇe a jeho knihovn´ıch
funkc´ı
4.1 Na´vrh
Druha´ aplikace bude rozsˇiˇrovat funkcˇnost prvn´ı. U´cˇelem je detekovat knihovn´ı funkce a
spra´vneˇ je pojmenovat. Nezˇ prˇistoup´ıme k samotne´mu rozpozna´va´n´ı knihovn´ıch funkc´ı
je trˇeba prove´st detekci prˇekladacˇe. To na´m umozˇn´ı vyhleda´vat pouze vzorky patrˇ´ıc´ı ke
spra´vne´mu prˇekladacˇi, cˇ´ımzˇ dojde k vy´razne´mu zlepsˇen´ı vy´konu a zmensˇ´ıme pocˇet falesˇny´ch
na´lez˚u.
4.1.1 Detekce prˇekladacˇe
Detekci prˇekladacˇe lze rˇesˇit neˇkolika zp˚usoby. Mu˚zˇeme cˇerpat z me´ bakala´rˇske´ pra´ce [2],
kterou jsem deˇlal pra´veˇ na toto te´ma. Zde se vyuzˇ´ıvaly informace z popisny´ch struktur
spustitelne´ho souboru, ktere´ se porovna´valy s hodnotami ze vzorovy´ch dat. Tato metoda je
funkcˇn´ı a oveˇrˇena´, ale lze ji ovlivnit editac´ı u´vodn´ıch hlavicˇek souboru. Druhou mozˇnost´ı
je vyuzˇ´ıt vzork˚u ze staticky´ch knihoven, ktere´ uzˇ stejneˇ ma´me pro dalˇs´ı detekci a po-
dle mnozˇstv´ı jejich na´lez˚u rozhodnout, ktery´ prˇekladacˇ je p˚uvodcem souboru. Rozhodl
jsem se vyuzˇ´ıt druhou metodu, protozˇe d´ıky existenci pouze jediny´ch vzork˚u je aplikace z
uzˇivatelske´ho hlediska jednodusˇsˇ´ı a to na´m v d˚usledku sˇetrˇ´ı cˇas a zvysˇuje spolehlivost.
Detekce prˇekladacˇe se bude podobat vyhleda´va´n´ı staticky´ch knihoven. Nejveˇtsˇ´ım rozd´ılem
bude enormn´ı mnozˇstv´ı vzork˚u, ktere´ je trˇeba otestovat, proto je trˇeba pecˇliveˇ rozmyslet,
jaky´m zp˚usobem bude vyhleda´va´n´ı prob´ıhat, aby se neobjevily s vy´konnostn´ı proble´my.
Samozrˇejmeˇ tyto optimalizace nesmı´ mı´t zˇa´dny´ vliv na vy´sledek.
Mozˇne´ optimalizace detekce prˇekladacˇe (rˇazeno podle slozˇitosti od nejmensˇ´ı)
• zkra´cen´ı prohleda´vane´ plochy
• vyrˇazen´ı neu´speˇsˇny´ch prˇekladacˇ˚u uzˇ beˇhem vyhleda´va´n´ı
• zmensˇen´ı mnozˇiny vyhleda´vany´ch vzork˚u
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Hned u prvn´ı optimalizace, ktera´ zkracuje prohleda´vanou plochu, by se mohlo sta´t, zˇe
vyrˇad´ıme takovou cˇa´st, ktera´ obsahuje veˇtsˇinu vzork˚u, cozˇ by mohlo ovlivnit vy´sledky. Z
prakticky´ch test˚u, ale v´ıme, zˇe rozd´ıly v na´lezech mezi v´ıteˇzny´m a ostatn´ımi prˇekladacˇi
je jeden azˇ dva rˇa´dy, takzˇe i kdybychom vyrˇadili naprˇ. 70% na´lez˚u, tak budeme deteko-
vat stejny´ prˇekladacˇ. Mu˚zˇeme taky prohleda´vanou plochu meˇnit dynamicky podle rozd´ılu
u´speˇsˇnosti mezi prˇekladacˇi.
Vyrˇazova´n´ı prˇekladacˇ˚u uzˇ beˇhem vyhleda´va´n´ı lze aplikovat jednodusˇe, pouze mus´ı by´t
vzˇdy jiste´, zˇe vyrˇazujeme beznadeˇjny´ prˇekladacˇ a mus´ıme si urcˇit, kdy bude prob´ıhat
vyrˇazova´n´ı.
Zmensˇen´ı mnozˇiny vyhleda´vany´ch vzork˚u je zdaleka nejefektivneˇjˇs´ı metoda. Pokud na´m
zbyde od kazˇde´ho prˇekladacˇe neˇkolik des´ıtek vzork˚u, bude detekce bleskova´. Nav´ıc mu˚zˇeme
mı´t v´ıce r˚uzneˇ objemny´ch mnozˇin vzork˚u od kazˇde´ho prˇekladacˇe, tak aby v prˇ´ıpadeˇ ne-
jasne´ho vy´sledku mohla by´t pouzˇita veˇtsˇ´ı mnozˇina s v´ıce vzorky. Tato metoda ale trp´ı
za´sadn´ım proble´mem. Nen´ı jasne´, ktere´ vzorky jsou vhodne´ do uzˇsˇ´ı detekcˇn´ı mnozˇiny.
Nemu˚zˇeme samozrˇejmeˇ pocˇ´ıtat s pomoc´ı uzˇivatele, aplikace si mus´ı poradit sama. Tento
proble´m se da´ vyrˇesˇit jedineˇ ucˇen´ım. Mu˚zˇeme aplikaci spustit nad dostatecˇnou mnozˇinou
soubor˚u (aby kazˇdy´ prˇekladacˇ meˇl minima´lneˇ X vy´skyt˚u), a ta by si nav´ıc beˇhem detekce
prˇekladacˇe ukla´dala statistiku, zda se vzorek vyskytoval a kolikra´t. Pote´ by se vyrˇadily
vzorky, ktere´ nebyly nalezeny cˇi byl jejich vy´skyt sporadicky´. Ted’ to mozˇna´ vypada´ jednodusˇe,
ale uveˇdomme si, zˇe vyrˇazova´n´ı vzork˚u mus´ı by´t v˚ucˇi vsˇem prˇekladacˇ˚um spravedlive´.
Takzˇe kazˇdy´ prˇekladacˇ dostane stejne´ mnozˇstv´ı vzork˚u? Ale prˇece kazˇdy´ vzorek je jinak
dlouhy´! Tak prˇekladacˇ˚um prˇideˇl´ıme tolik vzork˚u, aby jejich de´lka byla prˇiblizˇneˇ stejna´. Ale
co s opakovany´m vy´skytem cˇi enormn´ımi rozd´ıly v de´lce vzork˚u? Takzˇe bychom prˇideˇlili
tolik vzork˚u, aby jejich de´lka byla prˇiblizˇneˇ stejna´, nepovolili opakovany´ na´lez a omezili
de´lku vzorku neˇjakou konstantou? Ano, to zn´ı rozumneˇ. Nav´ıc jak jsem psal vy´sˇe, rozd´ıl
mezi v´ıteˇzny´m prˇekladacˇem a ostatn´ımi je jeden azˇ dva rˇa´dy, takzˇe si mu˚zˇeme dovolit mensˇ´ı
neprˇesnosti, nikoliv vsˇak hrube´ chyby.
V aplikaci je nakonec implementova´na kombinace prvn´ı a druhe´ optimalizace, vyrˇazova´n´ı
vzork˚u nen´ı implementova´no.
4.1.2 Detekce knihovn´ıch funkc´ı
Vyhleda´va´n´ı knihovn´ıch funkc´ı teˇsneˇ na´sleduje po detekci prˇekladacˇe. Da´le se budou vyh-
leda´vat pouze vzorky z detekovane´ho prˇekladacˇe. Prvn´ı aplikace, ktera´ vyhleda´vala stat-
icke´ knihovny, je nacha´zela pomoc´ı vzork˚u, ktere´ odpov´ıdaj´ı jedna ku jedne´ exportovany´m
funkc´ım, takzˇe zmeˇny ve vyhleda´va´n´ı jsou minima´ln´ı a orientuj´ı se pouze na sbeˇr informac´ı
o hledany´ch funkc´ıch naprˇ. jme´no funkce lze z´ıskat u prˇekladacˇe MinGW32 z na´zvu sekce.
4.1.3 Oznacˇen´ı na´lezu, eliminace na´lezu a zakomponova´n´ı do veˇtsˇ´ı ap-
likace
Vytvorˇena´ aplikace nen´ı samozrˇejmeˇ urcˇena pro koncove´ho uzˇivatele, slouzˇ´ı hlavneˇ k oveˇrˇen´ı
zp˚usobu detekce. V prˇ´ıpadeˇ splneˇn´ı zada´n´ı se mu˚zˇe sta´t soucˇa´st´ı veˇtsˇ´ıho analyticke´ho
na´stroje, proto je trˇ´ıda PEDetect vybavena rozhran´ım, ktere´ umozˇnˇuje prˇedat informace o
na´lezech mimo objekty aplikace.
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K oznacˇen´ı na´lezu slouzˇ´ı struktura sMatch. Ve strukturˇe najdeme informace o nalezene´m
vzorku, ukazatel na pozici na´lezu v souboru, relativn´ı adresu na´lezu v sekci a konecˇneˇ adresu
na mı´sto na´lezu v pameˇti, kam bude program nahra´n operacˇn´ım syste´mem prˇed spusˇteˇn´ım.
Eliminace na´lezu nen´ı implementova´na, protozˇe se pocˇ´ıta´ se zakomponova´n´ım do veˇtsˇ´ı
aplikace, ktery´ mu˚zˇe prove´st tuto cˇinnost podle sve´ho uva´zˇen´ı a s podporou disassembleru.
Implementace by byla trivia´ln´ı, stacˇ´ı nahradit na´lezy naprˇ. jme´nem knihovny, ale protozˇe se
pocˇ´ıta´ se zakomponova´n´ım aplikace do veˇtsˇ´ıho celku nen´ı mozˇne´, abychom takto jednodusˇe
zasahovali do obrazu souboru.
struct sMatch
{
// relativnı´ pozice na´lezu v sekci
int SectionPosition;
// ukazatel do souboru
unsigned char * FilePosition;
// pozice v obrazu EXE souboru po nacteni OS
int ImagePosition;
// ukazatel na nalezeny´ vzorek
cPattern *Pattern;
};
Rozhran´ı trˇ´ıdy nab´ız´ı trˇi verˇejne´ metody. Jednu pro detekci prˇekladacˇe a dveˇ pro nalezen´ı
vzork˚u. Metoda GetUsedCompiler vrac´ı detekovany´ prˇekladacˇ, v prˇ´ıpadeˇ neu´speˇsˇne´ de-
tekce vrac´ı NULL. Dveˇ metody GetLibCodeMatches se liˇs´ı pouze parametry, prvn´ı vyhleda´
vzorky prˇekladacˇe z prvn´ıho parametru a vrat´ı na´lezy jako vektor struktur sMatch. Protozˇe
detekce chv´ıli trva´ a kv˚uli mozˇnosti okamzˇite´ reakce na na´lez, existuje druha´ metoda GetLib-
CodeMatches, ktera´ vyuzˇ´ıva´ k informaci o na´lezu callback funkci, ktere´ prˇeda´ strukturu
sMatch s informacemi o na´lezu.
cCompiler * GetUsedCompiler();
vMatch * GetLibCodeMatches(cCompiler * Compiler);
void GetLibCodeMatches(cCompiler * Compiler,
void(*CallBackFunction)(sMatch Match));
Pouzˇit´ı detekce prˇekladacˇe a knihovn´ıho ko´du je trivia´ln´ı. Uka´zˇeme si ho na prˇ´ıkladu
male´ aplikace, ktery´ bude lepsˇ´ı nezˇ sa´hodlouhy´ popis.
Prˇ´ıklad minima´ln´ı detekcˇn´ı aplikace:
#include "PE/pedetect.h"
void CallBackFunction(sMatch Match)
{
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cout << Match.Pattern->Name << endl;
}
int main(int argc, char *argv[])
{
cPEDetect PEDetect;
//otevrˇe soubor
PEDetect.LoadFile(argv[1], false);
//detekuje prˇekladacˇ
cCompiler * Compiler = PEDetect.GetUsedCompiler();
//detekuje ko´d staticky´ch knihoven
if(Compiler != null)
PEDetect.GetLibCodeMatches(Compiler, CallBackFunction);
// uvolnı´me zdroje
PEDetect.Close();
}
4.2 Implementace
Pu˚vodn´ı aplikace je rozsˇ´ıˇrena v neˇkolika ohledech. Nejd˚ulezˇiteˇjˇs´ı je podpora pro detekci
prˇekladacˇe, ktera´ umozˇn´ı efektivneˇji rozpoznat staticke´ knihovny r˚uzny´ch prˇekladacˇ˚u. Samozrˇejma´
je podpora pro v´ıce prˇekladacˇ˚u, at’ uzˇ rozsˇ´ıˇren´ı trˇ´ıdy PEImport pro dalˇs´ı prˇekladacˇe cˇi
mozˇnost mı´t ulozˇeny staticke´ knihovny jednoho prˇekladacˇe ve v´ıce souborech.
Detekci prˇekladacˇe maj´ı na starosti dveˇ priva´tn´ı metody, ktere´ rozsˇiˇruj´ı trˇ´ıdu PEDetect.
DetectCompiler obsahuje logiku detekce a GetRecognizedLibCodeSize slouzˇ´ı jako pomocna´
metoda pro vyhleda´va´n´ı vzork˚u ko´du v dane´m u´seku souboru.
//* detekuje prˇekladacˇ vracı´ ukazatel na objekt cCompiler, jinak NULL
cCompiler * DetectCompiler();
//* vracı´ pocˇet bajtu˚, ktere´ nalezne od dane´ho prˇekladacˇe
//* v dane´m u´seku souboru
unsigned int GetRecognizedLibCodeSize(unsigned char * Data,
int VirtualAddress, int DataSize, cCompiler Compiler);
Popiˇsme si vy´choz´ı detekcˇn´ı algoritmus: Pro kazˇdy´ prˇekladacˇ bude provedena detekce
ko´du staticky´ch knihoven. Ten, ktery´ rozpozna´ nejveˇtsˇ´ı cˇa´st sekce se spustitelny´m ko´dem,
je v´ıteˇz. Samozrˇejmeˇ tento zp˚usob je nepouzˇitelny´, protozˇe by to trvalo neu´meˇrneˇ dlouho,
proto jsou podle analy´zy implementova´ny optimalizace. Detekcˇn´ı algoritmus vyuzˇ´ıva´ vyrˇazova´n´ı
nejme´neˇ u´speˇsˇny´ch prˇekladacˇ˚u a za´rovenˇ zkracuje prohleda´vanou plochu podle u´speˇchu de-
tekce, tedy pokud je zrˇejme´, zˇe jeden prˇekladacˇ je vy´razneˇ lepsˇ´ı nezˇ ostatn´ı, ukoncˇ´ı se
prˇedcˇasneˇ vyhleda´va´n´ı. K ukoncˇen´ı vyhleda´va´n´ı dojde te´zˇ v prˇ´ıpadeˇ mizive´ho u´speˇchu de-
tekce vsˇech podporovany´ch prˇekladacˇ˚u.
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Zkracova´n´ı prohleda´vane´ plochy znamena´, zˇe algoritmus neprohleda´ celou sekci, ale
prohleda´va´ ji po cˇa´stech a po kazˇde´ cˇa´sti se kontroluj´ı parametry, pokud jsou splneˇny de-
tekce koncˇ´ı a je zna´m v´ıteˇz. Pocˇet cˇa´st´ı definuje SECTION DIVIDER. Protozˇe je pouzˇito
vyrˇazova´n´ı neu´speˇsˇny´ch prˇekladacˇ˚u, nen´ı hleda´n v´ıteˇz, ale ty prˇekladacˇe, ktery´m se nedarˇ´ı
a v´ıteˇz vlastneˇ zbyde. Aby zacˇlo vyrˇazova´n´ı mus´ı by´t nejprve splneˇna za´kladn´ı podmı´nka
“minimaln´ıho rozpozna´n´ı nejlepsˇ´ıho prˇekladacˇe” neboli abychom mohli vyrˇazovat je trˇeba,
abychom rozpoznali dostatecˇnou cˇa´st sekce, protozˇe nemu˚zˇeme vyrˇazovat, pokud jeden
prˇekladacˇ rozpoznal dva vzorky, dalˇs´ı jeden a ostatn´ı nic. Tuto mez definuje
MINIMAL COMPILER DETECTION DISCARD. Pokud je tato podmı´nka splneˇna, je
porovna´n nejlepsˇ´ı prˇekladacˇ s ostatn´ımi. V prˇ´ıpadeˇ, zˇe plat´ı
prekladac/nejlepsi prekladac < DISCARD COMPILER THRESHOLD
je prˇekladacˇ vyrˇazen. Vı´teˇzny´ prˇekladacˇ mus´ı splnit posledn´ı podmı´nku a tou je minima´ln´ı
mı´ra rozpozna´n´ı. Hodnotu definuje MINIMAL COMPILER DETECTION WINNER. Tato
mı´ra urcˇuje minima´ln´ı pomeˇr mezi rozpoznanou a celkovou velikost´ı sekce. Pokud nen´ı
splneˇna, v´ıteˇze nelze urcˇit a metoda DetectCompiler vrac´ı NULL
// ***** PARAMETRY PRO DETEKCI PREKLADACE
// * urcˇuje pocˇet cˇastı´, na ktere´ se rozdeˇlı´ sekce beˇhem detekce
// * prˇekladacˇe
#define SECTION_DIVIDER 8
//* minima´lnı´ u´speˇsˇnost prˇekladacˇe vzhledem k neju´speˇsˇneˇjsˇı´mu
//* prˇekladacˇi, pokud se dostane prˇekladacˇ pod tuto hranici je
//* z dalsˇı´ detekce vyrˇazen
#define DISCARD_COMPILER_THRESHOLD 0.1
//* minima´lnı´ u´speˇsˇnost neju´speˇsneˇjsˇı´ho prˇekladacˇe, prˇi ktere´m
//* probeˇhne vyrˇazova´nı´ nejslabsˇı´ch prˇekladacˇu˚
#define MINIMAL_COMPILER_DETECTION_DISCARD 0.01
//* minima´lnı´ u´speˇsˇnost neju´speˇsˇneˇjsˇı´ho prˇekladacˇe, kdy mu˚zˇe
//* by´t prohlasˇen za vı´teˇze
#define MINIMAL_COMPILER_DETECTION_WINNER 0.05
//* maxima´lnı´ u´speˇsˇnost pro prˇedcˇasne´ ukoncˇenı´ detekce prˇekladacˇe
//* v prˇipadeˇ mizive´ho u´speˇchu
#define MAX_COMPILER_DETECTION_END 0.005
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Kapitola 5
Detekovane´ prˇekladacˇe a forma´t
staticky´ch knihoven
Tato kapitola nab´ız´ı informace o umı´steˇn´ı staticky´ch knihoven, o pouzˇite´m forma´tu a o
dalˇs´ıch u´skal´ıch, ktere´ je trˇeba prˇekonat pro z´ıska´n´ı vzork˚u. Aplikace pracuje se trˇemi
prˇekladacˇi, ktere´ zastupuj´ı trˇi nejveˇtsˇ´ı rodiny: Opensource, Borland a Microsoft. Vsˇechny
pracuj´ı s jazykem C++.
5.1 MinGW32
MinGW32 je zde jako jediny´ za´stupce prˇekladacˇe, ktery´ je sˇ´ıˇren pod GNU GPL, proto
byl tento prˇekladacˇ zvolen k prvotn´ı analy´ze. Dı´ky lincenci jsou dostupne´ i zdrojove´ ko´dy
Staticke´ knihovny nalezneme v adresa´rˇi prˇekladacˇe v adresa´rˇi lib. Nalezneme zde prˇ´ımo
soubory typu object (prˇ´ıpona .o) a nebo arch´ıvy (prˇ´ıpona .a), ktere´ obsahuj´ı velke´ mnozˇstv´ı
dalˇs´ıch soubor˚u typu object.
Forma´t objektovy´ch soubor˚u vyuzˇ´ıva´ zjednodusˇeny´ forma´t PE. Soubor zacˇ´ına´ struk-
turou PE hlavicˇky IMAGE FILE HEADER. Na´sleduj´ı tabulky sekc´ı a samotne´ sekce.
Kazˇda´ ze sekc´ı oznacˇena´ za spustitelnou obsahuje jednu exportovanou funkci. Z´ıska´n´ı vzork˚u
tedy znamena´ zkop´ırova´n´ı obsahu sekc´ı. Jme´na funkc´ı odpov´ıdaj´ı na´zv˚um sekc´ı. V prˇ´ıpadeˇ
delˇs´ıch jmen je nalezneme v tabulce rˇeteˇzc˚u, kterou jsme si popsali v teorii o forma´tu PE
souboru.
5.1.1 Standardn´ı knihovna
V adresa´rˇi lib nalezneme mnoho staticky´ch knihoven. Standardn´ı knihovna ma´ jme´no lib-
stdc++.a. Funkce z te´to knihovny nalezneme v aplikac´ıch, ktere´ pouzˇ´ıvaj´ı jazyk C++.
Pokud pouzˇijeme jazyk C, jsou funkce vola´ny dynamicky z DLL knihoven operacˇn´ıho
syste´mu.
Pra´ce s arch´ıvy
Kv˚uli prˇehlednosti jsou objektove´ soubory staticky´ch knihoven zabaleny archiva´torem. To
pro na´s prˇedstavuje mensˇ´ı obt´ızˇ, protozˇe bud’ mus´ıme rozsˇ´ıˇrit importovac´ı trˇ´ıdu o metody
pro extrakci a nebo mus´ıme vyuzˇ´ıt schopnosti extern´ıho archiva´toru. V te´to fa´zi dosˇlo k
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rozhodnut´ı, zˇe bude pouzˇit extern´ı archiva´tor. Archiva´tor je soucˇa´st´ı MinGW32, konkre´tneˇ
ho nalezneme v bal´ıku BinUtils. Po instalaci bude v adresa´rˇi prˇekladacˇe v adresa´rˇi bin.
Samotne´ pouzˇit´ı je trivia´ln´ı. Stacˇ´ı ho spustit s parametrem -xo (p˚ujde o rozbalen´ı
arch´ıvu) a jme´nem knihovny.
ar -xo libstdc++.a
Pro snadneˇjˇs´ı pra´ci byly vytvorˇeny da´vkove´ soubory, ktere´ arch´ıv nejprve rozbal´ı a po-
tom vytvorˇ´ı vzorky. Zde je prˇ´ıklad konkre´tn´ıho da´vkove´ho souboru pro standardn´ı knihovnu
libstdc++.a prˇekladacˇe MinGW32.
@echo off
rem Vytvori sablony pro vyhledavani v PE souboru verze pro MinGW32
SET PEDetect="PEDetect.exe"
ar -xo libstdc++.a
for %%f in (*.o) do %PEDetect% -i %%f MinGW32 3.4.2 libstdc++.pat
5.2 C++ Builder 6
Druhy´ podporovany´ prˇekladacˇ patrˇ´ı do rodiny firmy Borland. Jedna se sice uzˇ o starsˇ´ı
prˇekladacˇ, ale protozˇe jsou tato prostrˇed´ı zpeˇtneˇ kompatibiln´ı, meˇli bychom alesponˇ cˇa´stecˇneˇ
rozpozna´vat knihovn´ı ko´d i noveˇjˇs´ıch prostrˇed´ı.
5.2.1 Z´ıska´n´ı vzork˚u
Zat´ımco hleda´n´ı staticky´ch knihoven bylo ota´zkou okamzˇiku, jejich import se uka´zal jako
velmi slozˇity´. Forma´t je totizˇ od PE zcela odliˇsny´ a mnohem me´neˇ prˇ´ıveˇtiveˇjˇs´ı. Rozhodl jsem
se, proto prove´st pokus, zda lze z´ıskat potrˇebne´ vzorky i z dynamicky´ch knihoven. Tyto
knihovny jsou uzˇ samozrˇejmeˇ forma´tu PE, takzˇe z´ıska´n´ı vzork˚u by nemeˇlo by´t na´rocˇne´.
Tyto knihovny nalezneme na instalacˇn´ım CD v adresa´rˇi Install/System32/. Maj´ı prˇ´ıponu
BPL.
Dynamicka´ knihovna ma´ skoro identicky´ forma´t se spustitelny´m souborem. Jedn´ım z
rozd´ıl˚u je existence tabulky export˚u. Pra´ce s n´ı prˇi z´ıska´n´ı umı´steˇn´ı a jmen exportovany´ch
funkc´ı je popsa´na v druhe´ kapitole. Jediny´ u´daj, ktery´ na´m chyb´ı je de´lka kazˇde´ exportovane´
funkce, tento u´daj zde implicitneˇ nen´ı. Jeden ze zp˚usob˚u, jak z´ıskat informaci o de´lce,
je serˇadit adresy pocˇa´tk˚u funkc´ı od nejnizˇsˇ´ı po nejvysˇsˇ´ı a za konec funkce vz´ıt pocˇa´tek
dalˇs´ı. Tento zp˚usob samozrˇejneˇ nen´ı u´plneˇ optima´ln´ı, protozˇe funkce mohou by´t zarovna´ny
na na´sobky adres a ke konci mu˚zˇe by´t pouzˇita vy´plnˇ, kterou samorˇejmeˇ ve spustitelne´m
souboru nenajdeme. Uvid´ıme v testech a v ulozˇeny´ch logovac´ıch souborech, ktere´ budou
prˇi testech vytvorˇeny a budou soucˇa´st´ı DVD.
Importova´ny byly vsˇechny knihovny, proto je mnozˇina vzork˚u veˇtsˇ´ı:
adortl60.bpl, bdecds60.bpl, bdertl60.bpl, cds60.bpl, dbexpress60.bpl, dbrtl60.bpl, dbx-
cds60.bpl, dsnap60.bpl, dsnapcrba60.bpl, dsnapent60.bpl, dss60.bpl, ibevnt60.bpl, ibxpress60.bpl,
inet60.bpl, inetdb60.bpl, inetdbbde60.bpl, inetdbxpress60.bpl, nmfast60.bpl, qrpt60.bpl, rtl60.bpl,
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soaprtl60.bpl, tee60.bpl, teedb60.bpl, teeqr60.bpl, teeui60.bpl, vcl60.bpl, vcldb60.bpl, vcldbx60.bpl,
vclie60.bpl, vcljpg60.bpl, vclshlctrls60.bpl, vclsmp60.bpl, vclx60.bpl, visualclx60.bpl, visu-
aldbclx60.bpl, webdsnap60.bpl, websnap61.bpl, xmlrtl60.bpl
5.3 Visual studio 2005
Visual studio 2005 sjednocuje vsˇechny podporovane´ technologie firmy Microsoft. Z mnozˇstv´ı
podporovany´ch jazyk˚u jsem si vybral C/C++ s prˇekladem do nativn´ıho ko´du pocˇ´ıtacˇe,
nejde tedy o technologii .NET.
5.3.1 Standardn´ı knihovny
Knihovny nalezneme v adresa´rˇi prˇekladacˇe v adresa´rˇi /VC/lib/. Forma´t je stejny´ s knihov-
nami MinGW32, pouze jsou jine´ prˇ´ıpony. Mı´sto .a je pouzˇita .lib a z .o se stala prˇ´ıpona
.obj. Pro rozbalen´ı se opeˇt pouzˇije archiva´tor. Rozbalen´ı knihoven pro staticke´ linkova´n´ı
probeˇhlo v porˇa´dku, ale knihovny pro dynamicke´ linkova´n´ı odolaly. Pokusy o rozbalen´ı
koncˇily chybou. Rozhodl jsem se importovat vzorky alesponˇ z ostatn´ıch knihoven.
C Knihovna DLL knihovna Charakteristika
libcmt.lib nen´ı staticke´ linkova´n´ı
msvcrt.lib msvcr80.dll dynamicke´ linkova´n´ı (importn´ı knihovna msvcr80.dll)
libcmtd.lib nen´ı staticke´ linkova´n´ı (lad´ıc´ı informace)
msvcrtd.lib msvcr80d.dll jako msvcrt.lib nav´ıc obsahuje lad´ıc´ı informace
Vzork˚u v teˇchto knihovna´ch je enormn´ı mnozˇstv´ı, proto je jejich vyhleda´va´n´ı pomalejˇs´ı.
Pro detekci byly pouzˇity knihovny: libcmt.lib, libcmtd.lib, libcpmt.lib a libcpmtd.lib.
C++ Knihovna DLL knihovna Charakteristika
libcpmt.lib nen´ı staticke´ linkova´n´ı
msvcprt.lib msvcp80.dll dynamicke´ linkova´n´ı (importn´ı knihovna msvcp80.dll)
libcpmtd.lib nen´ı staticke´ linkova´n´ı (lad´ıc´ı informace)
msvcprtd.lib msvcr80d.dll jako msvcprt.lib nav´ıc obsahuje lad´ıc´ı informace
Informace o standardn´ıch knihovna´ch poskytly webove´ stra´nky Microsoftu [3].
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Kapitola 6
Testy
Testy spocˇ´ıvaj´ı ve zmeˇrˇen´ı detekcˇn´ıch schopnost´ı vzhledem k prˇekladacˇi a rozpozna´vac´ıch
schopnost´ı pro oznacˇen´ı na´lezu funkce staticke´ knihovny.
Prˇed zahajen´ım testova´n´ı jsem nastavil aplikaci, aby tolerovala cˇtyrˇbajtove´ neshody.
U detekce prˇekladacˇe jsem nastavil, zˇe pro v´ıteˇzny´ prˇekladacˇ stacˇ´ı, aby rozpoznal jen 1%
spustitelne´ sekce. Takto mala´ hodnota ma´ sice dopad na vy´kon, ale le´pe uvid´ıme, zda
falesˇne´ na´lezy doka´zˇ´ı ovlivnit vy´sledek detekce. Prˇedcˇasne´ skoncˇen´ı detekce je mozˇne´, kdyzˇ
prˇekladacˇ do poloviny sekce nerozpozna´ v´ıce nezˇ 0,000005% ko´du.
6.1 Testovane´ soubory a vy´sledky
Pro testy byla nachysta´na aplikace PEDetect se vzorky trˇech prˇekladacˇ˚u a da´le bylo vytvorˇeno
neˇkolik des´ıtek testovac´ıch spustitelny´ch soubor˚u. Nalezneme zde za´stupce r˚uzny´ch verz´ı
Visual Studia (C++ i .net), MinGW32, 7 prostrˇed´ı od Borlandu, FreePascal a neˇkolik sou-
bor˚u take´ pouzˇ´ıva´ kompresi UPX. Celkem je to 74 soubor˚u, u ktery´ch je zarucˇen p˚uvod
prˇekladacˇe.
Legenda:
BL - C++ Builder 6
MN - MinGW32
VS - Visual Studio 2005
Spustitelny´ soubor Prˇekladacˇ Verze RP Rozp. ko´d
Builder5 w pack Abel.exe C++ Builder 5 BL 16,11%
Builder6 clx app deb P1.exe C++ Builder 6 BL 5,83%
Builder6 clx app rel Project1.exe C++ Builder 6 BL 5,83%
Builder6 com clx wo pack P1.exe C++ Builder 6 – –%
Builder6 com wo pack Project2.exe C++ Builder 6 – –%
Builder6 wo pack Project1.exe C++ Builder 6 BL 7,49%
Builder6 wo pack Project5.exe C++ Builder 6 BL 7,49%
Builder6 w pack Project2.exe C++ Builder 6 BL 36,39%
Builder6 w pack Telefon.exe C++ Builder 6 BL 24,22%
BuilderX bcc32 debug.exe BuilderX X – –%
BuilderX bcc32 release.exe BuilderX X – –%
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BuilderX MinGW32 debug.exe BuilderX X – –%
BuilderX minGW32 rel.exe BuilderX X – –%
Delphi10 .NET CMD.exe Delphi 10 – –%
Delphi10 .NET VCL.exe Delphi 10 – –%
Delphi10 .NET WFA.exe Delphi 10 – –%
Delphi10 C# CMD deb.exe Delphi 10 – –%
Delphi10 C# CMD rel.exe Delphi 10 – –%
Delphi10 C# WFA deb.exe Delphi 10 – –%
Delphi10 C# WFA rel.exe Delphi 10 – –%
Delphi10 Cpp CMD wo pack.exe Delphi 10 – –%
Delphi10 Cpp service wo pack.exe Delphi 10 BL 9,05%
Delphi10 Cpp VCL wo pack.exe Delphi 10 BL 6,99%
Delphi10 Delphi CMD w pack.exe Delphi 10 BL 19,48%
Delphi10 Delphi VCL wo pack.exe Delphi 10 – –%
Delphi10 Delphi VCL w pack.exe Delphi 10 BL 26,05%
Delphi5 CMD wo pack.exe Delphi 5 BL 25,98%
Delphi5 CMD w pack.exe Delphi 5 BL 16,28%
Delphi5 VCL wo pack.exe Delphi 5 BL 45,31%
Delphi5 VCL w pack.exe Delphi 5 BL 16,28%
Delphi6 CMD wo pack.exe Delphi 6 BL 25,98%
Delphi6 CMD w pack.exe Delphi 6 BL 52,20%
Delphi6 VCL wo pack.exe Delphi 6 BL 38,60%
Delphi6 VCL w pack.exe Delphi 6 BL 64,25%
Delphi6 w pack ELO.exe Delphi 6 BL 61,74%
Delphi6 w pack fontexport.exe Delphi 6 BL 40,42%
Delphi7 CLX w pack.exe Delphi 7 BL 45,08%
Delphi7 CMD w pack.exe Delphi 7 BL 37,98%
Delphi7 VCL wo pack.exe Delphi 7 BL 40,09%
Delphi7 VCL w pack.exe Delphi 7 BL 53,50%
Delphi7 w pack Project7.exe Delphi 7 BL 27,18%
Delphi7 w pack Project72.exe Delphi 7 BL 53,50%
Delphi9 C# debug.exe Delphi 9 – –%
Delphi9 C# VCL.exe Delphi 9 – –%
Delphi9 C# WFA.exe Delphi 9 – –%
Delphi9 Delphi.NET CMD.exe Delphi 9 – –%
Delphi9 VCL wo pack.exe Delphi 9 BL 47,75%
Delphi9 VCL w pack.exe Delphi 9 BL 28,79%
FreePascal magic.exe Free Pascal ? – –%
FreePascal MATICE.exe Free Pascal ? – –%
MinGW32 C++ importDLL.exe MinGW32 3.4.2 MN 79,92%
MinGW32 C++ PEDetect.exe MinGW32 3.4.2 MN 67,48%
MinGW32 C++ test.exe MinGW32 3.4.2 MN 90,95%
MinGW32 C Project15.exe MinGW32 3.4.2 MN 1,38%
UPX builder6 telefon.exe UPX ? – –%
UPX MinGW32 importDLL.exe UPX ? – –%
VS2003 .NET ITU03d.exe Visual studio 2003 VS 13,73%
VS2003 .NET ITU03r.exe Visual studio 2003 VS 8,91%
VS2003 Cubicle.exe Visual studio 2003 VS 1,85%
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VS2003 TestPlusWin.exe Visual studio 2003 VS 11,23%
VS2005 .NET C# ConsoleApp1.exe Visual studio 2005 – –%
VS2005 .NET C# Deb Busses.exe Visual studio 2005 – –%
VS2005 .NET C# Rel Busses.exe Visual studio 2005 – –%
VS2005 .NET C++ WFA CLR.exe Visual studio 2005 – –%
VS2005 .NET C++ debug.exe Visual studio 2005 VS 28,56%
VS2005 .NET DB.exe Visual studio 2005 – –%
VS2005 .NET Debug Opravy.exe Visual studio 2005 – –%
VS2005 .NET TestDLL.exe Visual studio 2005 – –%
VS2005 C++ deb CMD.exe Visual studio 2005 VS 22,85%
VS2005 C++ deb Win.exe Visual studio 2005 VS 28,56%
VS2005 C++ rel CMD.exe Visual studio 2005 VS 27,41%
VS2005 C++ rel Win.exe Visual studio 2005 VS 20,14%
VS2008 Cpp deb hello.exe Visual studio 2008 VS 4,68%
VS2008 Cpp win32 deb.exe Visual studio 2008 VS 6,04%
Vy´sledky test˚u dopadly u´speˇsˇneˇ. Detekcˇn´ı aplikace rozpoznala prˇekladacˇ u vsˇech sou-
bor˚u, ktere´ znala poprˇ. patrˇil do rodiny. Naopak u soubor˚u, ktere´ rozpoznat nemeˇla,
docha´zelo k falesˇny´m na´lez˚u jen velmi zrˇ´ıdka a mu˚zˇeme tedy tvrdit, zˇe na´lezy budou kval-
itn´ı a vliv na´hodny´ch falesˇny´ch na´lez˚u je minima´ln´ı. U prostrˇed´ı Borlandu docha´zelo k
rozpozna´n´ı funkc´ı i v prˇ´ıpadeˇ soubor˚u vyuzˇ´ıvaj´ıc´ıch dynamicke´ knihovny. Zda´ se, zˇe neˇktere´
funkce jsou soucˇa´st´ı soubor˚u i prˇesto, zˇe jsou v dynamicky´ch knihovna´ch. Mu˚zˇe j´ıt naprˇ´ıklad
o optimalizace beˇhu aplikace.
Z vy´sledku si take´ mu˚zˇete vsˇimnout, zˇe pokud ma´te vzorky z jednoho prostrˇed´ı, ma´te
ho vlastneˇ pro celou rodinu. To samozrˇejmeˇ nen´ı zˇa´dne´ prˇekvapen´ı, protozˇe aplikace ze
starsˇ´ıho prostrˇed´ı mus´ı by´t prˇelozˇitelna´ i v noveˇjˇs´ım prostrˇed´ı. Ani jedna strana nechce
zahazovat pra´ci a pen´ıze v podobeˇ odladeˇne´ho ko´du, ktery´ mu˚zˇe da´le slouzˇit.
Beˇhem test˚u se uka´zalo, zˇe implementovane´ optimalizace nestacˇ´ı na ostre´ nasazen´ı.
Nejveˇtsˇ´ı vliv na vy´kon ma´ mnozˇstv´ı vzork˚u, ktere´ se vyhleda´va´. Na´sleduje u´speˇch detekce,
protozˇe v prˇ´ıpadeˇ na´lezu se posuneme o mnohem v´ıce nezˇ jediny´ bajt, ktery´ na´s cˇeka´ prˇi
neu´speˇchu. Detekci prˇekladacˇe lze vy´razneˇ zrychlit vyrˇazova´n´ım vzork˚u, ktere´ je popsa´no
jizˇ drˇ´ıve. Vyhleda´va´n´ı funkc´ı staticky´ch knihoven to samozrˇejmeˇ nezrychl´ı. Zde by se dalo
vyuzˇ´ıt sofistikovane´ rˇesˇen´ı, kdy by se vsˇechny vzorky prˇekladacˇe setrˇ´ıdily do stromu a t´ım
dosˇlo k prˇekryt´ı vzork˚u, ktere´ stejneˇ zacˇ´ınaj´ı. Ale i zde by vy´razne´mu zvysˇova´n´ı vy´konu
bra´nilo tolerova´n´ı neshod. Pro testovac´ı ucˇely je vy´kon dostatecˇny´ a je i zbytecˇne´ ztra´cet
cˇas implementac´ı sˇpicˇkove´ho vyhleda´vac´ıho algoritmu pro firmu jako je AVG Technologies,
ktera´ se zˇiv´ı vyhleda´va´n´ım sˇkodlive´ho softwaru.
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Kapitola 7
Za´veˇr
Diplomova´ pra´ce popisuje princip detekce bina´rn´ıho ko´du staticky´ch knihoven ve spustitelne´m
souboru typu PE. Vyhleda´vac´ı algoritmus vyuzˇ´ıva´ z´ıskany´ch vzork˚u z knihoven prˇekladacˇ˚u.
Vyhleda´va´n´ı toleruje omezeny´ pocˇet neshodny´ch bajt˚u tak, aby byly pokryty zmeˇny, ktere´
nastanou beˇhem sestaven´ı aplikace se staticky´mi knihovnami. Diplomova´ pra´ce da´le popisuje
detekci prˇekladacˇe a rozpozna´va´n´ı knihovn´ıch funkc´ı. Soucˇa´st´ı je popis sbeˇru vzork˚u a
funkcˇn´ı implementace.
Prˇ´ınosem diplomove´ pra´ce je navrzˇen´ı a oveˇrˇen´ı implementace detekce ko´du staticky´ch
knihoven vcˇetneˇ detekce prˇekladacˇe. Pra´ce podrodobneˇ popisuje kde a jaky´m zp˚usobem lze
z´ıskat vzorky funkc´ı. Popisuje proble´my, ktere´ mohou nastat s kvalitou vzork˚u a s toleranc´ı
neshod. Funkcˇnost celku je oveˇrˇena na trˇech za´stupc´ıch prˇekladacˇ˚u.
Testy proka´zaly, zˇe aplikace je schopna rozpoznat des´ıtky procent spustitelne´ho ko´du
prˇekladacˇ˚u, ktere´ prˇ´ımo zna´. Prˇ´ıjemny´m bonusem jsou na´lezy v prostrˇed´ıch pro ktere´ ap-
likace prˇ´ımo vzorky nema´, ale pocha´zej´ı ze stejne´ rodiny naprˇ. je zrˇejma´ velka´ prˇ´ıbuznost
mezi prostrˇed´ımi firmy Borland.
Za nedostatek diplomove´ pra´ce mu˚zˇe by´t povazˇova´na implementace detekcˇn´ı aplikace,
ktera´ trp´ı cˇasty´m prˇedeˇla´va´n´ım cˇa´st´ı ko´d˚u prˇi vracen´ı se ze slepy´ch ulicˇek. Nav´ıc je v prˇ´ıpadeˇ
detekce a vyhleda´va´n´ı vzork˚u dost pomala´. Hlavn´ım faktorem, ktery´ ovlivnˇuje rychlost, je
pocˇet vzork˚u.
Tato diplomova´ pra´ce slouzˇ´ı jako u´vod do detekce spustitelne´ho ko´du staticky´ch kni-
hoven, proto je zde mnoho smeˇr˚u, kam se mu˚zˇe pra´ce da´le ub´ırat. U´pravy by si jisteˇ za-
slouzˇil forma´t ukla´da´n´ı vzork˚u. Zcela jisteˇ nen´ı trˇeba, aby se ukla´daly cele´ vzorky, ale jen
jejich cˇa´st a neˇktere´ atributy. Mu˚zˇeme vzorky rˇadit podle abecedy, podle de´lky cˇi z nich
vytvorˇit strom. Vsˇechny tyto u´pravy zkvalitn´ı mnozˇinu vzork˚u a zvy´sˇ´ı efektivitu pra´ce po
vsˇech stra´nka´ch. Mnozˇinu vzork˚u mu˚zˇeme rozsˇ´ıˇrit o dalˇs´ı prˇekladacˇe a mu˚zˇeme take´ zkusit
prova´zat vzorky r˚uzny´ch verz´ı stejny´ch prˇekladacˇ˚u. Detekci prˇekladacˇe mu˚zˇeme zrychlit
automaticky´cm vybra´n´ım typicky´ch vzork˚u prˇekladacˇe.
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Dodatek A
Struktury ve spustitelny´ch
souborech typu PE
A.1 MZ DOS hlavicˇka
typedef struct _IMAGE_DOS_HEADER
{
WORD e_magic;
WORD e_cblp;
WORD e_cp;
WORD e_crlc;
WORD e_cparhdr;
WORD e_minalloc;
WORD e_maxalloc;
WORD e_ss;
WORD e_sp;
WORD e_csum;
WORD e_ip;
WORD e_cs;
WORD e_lfarlc;
WORD e_ovno;
WORD e_res[4];
WORD e_oemid;
WORD e_oeminfo;
WORD e_res2[10];
LONG e_lfanew;
} IMAGE_DOS_HEADER, *PIMAGE_DOS_HEADER;
A.2 PE hlavicˇka
typedef struct _IMAGE_NT_HEADERS
{
DWORD Signature;
IMAGE_FILE_HEADER FileHeader;
IMAGE_OPTIONAL_HEADER OptionalHeader;
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} IMAGE_NT_HEADERS,*PIMAGE_NT_HEADERS;
typedef struct _IMAGE_FILE_HEADER
{
WORD Machine;
WORD NumberOfSections;
DWORD TimeDateStamp;
DWORD PointerToSymbolTable;
DWORD NumberOfSymbols;
WORD SizeOfOptionalHeader;
WORD Characteristics;
} IMAGE_FILE_HEADER, *PIMAGE_FILE_HEADER;
typedef struct _IMAGE_OPTIONAL_HEADER
{
WORD Magic;
BYTE MajorLinkerVersion;
BYTE MinorLinkerVersion;
DWORD SizeOfCode;
DWORD SizeOfInitializedData;
DWORD SizeOfUninitializedData;
DWORD AddressOfEntryPoint;
DWORD BaseOfCode;
DWORD BaseOfData;
DWORD ImageBase;
DWORD SectionAlignment;
DWORD FileAlignment;
WORD MajorOperatingSystemVersion;
WORD MinorOperatingSystemVersion;
WORD MajorImageVersion;
WORD MinorImageVersion;
WORD MajorSubsystemVersion;
WORD MinorSubsystemVersion;
DWORD Reserved1;
DWORD SizeOfImage;
DWORD SizeOfHeaders;
DWORD CheckSum;
WORD Subsystem;
WORD DllCharacteristics;
DWORD SizeOfStackReserve;
DWORD SizeOfStackCommit;
DWORD SizeOfHeapReserve;
DWORD SizeOfHeapCommit;
DWORD LoaderFlags;
DWORD NumberOfRvaAndSizes;
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IMAGE_DATA_DIRECTORY DataDirectory[IMAGE
_NUMBEROF_DIRECTORY_ENTRIES];
} IMAGE_OPTIONAL_HEADER,*PIMAGE_OPTIONAL_HEADER;
Struktura IMAGE OPTIONAL HEADER obsahuje sˇestna´ctiprvkove´ pole struktur
IMAGE DATA DIRETORY. Tyto struktury popisuj´ı umı´steˇn´ı azˇ sˇestna´cti dalˇs´ıch struktur
r˚uzne´ho urcˇen´ı.
typedef struct _IMAGE_DATA_DIRECTORY
{
DWORD VirtualAddress;
DWORD Size;
} IMAGE_DATA_DIRECTORY, *PIMAGE_DATA_DIRECTORY;
0 Export table address and size
1 Import table address and size
2 Resource table address and size
3 Exception table address and size
4 Certificate table address and size
5 Base relocation table address and size
6 Debugging information starting address and size
7 Architecture-specific data address and size
8 Global pointer register relative virtual address
9 Thread local storage (TLS) table address and size
10 Load configuration table address and size
11 Bound import table address and size
12 Import address table address and size
13 Delay import descriptor address and size
14 The CLR header address and size
15 Reserved
A.3 Tabulka export˚u
typedef struct _IMAGE_EXPORT_DIRECTORY
{
DWORD Characteristics;
DWORD TimeDateStamp;
WORD MajorVersion;
WORD MinorVersion;
DWORD Name;
DWORD Base;
DWORD NumberOfFunctions;
DWORD NumberOfNames;
DWORD AddressOfFunctions;
DWORD AddressOfNames;
DWORD AddressOfNameOrdinals;
} IMAGE_EXPORT_DIRECTORY,*PIMAGE_EXPORT_DIRECTORY;
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A.4 Tabulka sekce
typedef struct _IMAGE_SECTION_HEADER
{
BYTE Name[IMAGE_SIZEOF_SHORT_NAME];
union {
DWORD PhysicalAddress;
DWORD VirtualSize;
} Misc;
DWORD VirtualAddress;
DWORD SizeOfRawData;
DWORD PointerToRawData;
DWORD PointerToRelocations;
DWORD PointerToLinenumbers;
WORD NumberOfRelocations;
WORD NumberOfLinenumbers;
DWORD Characteristics;
} IMAGE_SECTION_HEADER,*PIMAGE_SECTION_HEADER;
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Dodatek B
Popis ovla´da´n´ı aplikace PEDetect
Aplikace PEDetect se ovla´da´ pomoc´ı teˇchto parametr˚u:
PEDetect soubor [-debug] [-extradebug] [-dumb]
Provede detekci nad souborem. Prˇep´ınacˇ -debug a -extradebug zapne lad´ıc´ı vy´pisy. Prˇep´ınacˇ
-dumb slouzˇ´ı pro hleda´n´ı v cele´m souboru bez ohledu na struktury.
PEDetect -i vstupni_soubor vystupni_soubor jmeno_prekladace verze
PEDetect -i rtl60.bpl rtl60.bpl.pat "C++ Builder" 6
Z´ıska´ vzorky ze vstupn´ıho souboru a ulozˇ´ı je nakonec vy´stupn´ıho souboru do adresa´rˇe
Patterns.
PEDetect -help
Vyp´ıˇse na´poveˇdu.
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Dodatek C
Popis struktury logovac´ıch soubor˚u
Na DVD v adresa´rˇi test mu˚zˇete nale´zt vy´stupy z hleda´n´ı s parametrem -extradebug. Tyto
soubory obsahuj´ı mnoho informac´ı o na´lezech, detekci a mnoho dalˇs´ıch statistik pro kazˇdy´
soubor. Tato prˇ´ıloha popisuje jejich forma´t.
Kazˇdy´ log zacˇ´ına´ informac´ı o nacˇteny´ch vzorc´ıch jako jme´no souboru a statisticke´ in-
formace o de´lce.
Loading patterns...
adortl60.bpl.pat
Average pattern length C++ Builder: 209
Longenst pattern: 2739
Shortest pattern: 19
Po nacˇten´ı vsˇech vzork˚u je vypsa´no statisticke´ rozlozˇen´ı de´lky vzork˚u vsˇech prˇekladacˇ˚u.
Number of patterns of same length: <= 2: 0
Number of patterns of same length: <= 4: 0
Number of patterns of same length: <= 8: 0
Number of patterns of same length: <= 16: 213
Number of patterns of same length: <= 32: 5728
Number of patterns of same length: <= 64: 9668
Number of patterns of same length: <= 128: 10263
Number of patterns of same length: <= 256: 6448
Number of patterns of same length: <= 512: 3233
Number of patterns of same length: <= 1024: 1583
Number of patterns of same length: <= 2048: 577
Number of patterns of same length: <= 4096: 213
Number of patterns of same length: <= 8192: 64
Number of patterns of same length: <= 16384: 17
Number of patterns of same length: <= 32786: 1
Number of patterns of same length: <= 1000000000: 0
Na´sleduje detekce prˇekladacˇe.
Detecting compiler:
Scanned section: .text
Testing C++ Builder 6 Recognized: 0
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Testing Visual Studio 2005 Recognized: 0
Testing MinGW32 3.4.2 Recognized: 30560
MinGW32 detected
Vyhleda´va´n´ı vzork˚u zacˇ´ına´ informacemi o sekci. Na´lezy jsou popsa´ny adresou, jme´nem
souboru se vzorky, jme´nem staticke´ knihovny a jme´nem funkce. Soucˇast´ı jsou i informace o
tolerovany´ch neshoda´ch konkre´tneˇ pomeˇr neshod v˚ucˇi de´lce a mnozˇstv´ı neshod jednotlivy´ch
de´lek. V prˇ´ıpadeˇ delˇs´ıho nerozpoznane´ho prostoru je vypsa´na jeho velikost a jsou vypsa´ny
take´ vzorky, ktere´ se liˇsily nejme´neˇ. O vzorc´ıch jsou vy´psa´ny tyto u´daje: Pozice v souboru,
porˇad´ı vzorku, shodna´ de´lka a de´lka vzorku a jme´no vzorku.
Searching patterns:
Sector size: 252416 Virtual Address:401000h
Not recognized space: 720B
720 (4012d0) - 736 (4012e0) _libstdc++.pat - concept-inst.o - .text
$_ZN9__gnu_cxx21_InputIteratorConceptIPcE13__constraintsEv
Missmatched bytes / Pattern size: 7/16 (43%)
Missmatch (1B): 0
Missmatch (2B): 0
Missmatch (3B): 1
Missmatch (4B): 1
1184 (4014a0) - 1312 (401520) _libstdc++.pat - globals_io.o - .text
Missmatched bytes / Pattern size: 15/128 (11%)
Missmatch (1B): 0
Missmatch (2B): 0
Missmatch (3B): 5
Missmatch (4B): 0
Byte: 2304 LongestUnMatch: 544 MatchSize: 594 PaSize: 599 Name: MinGW32
Na´sleduje celkove´ shrnut´ı vy´sledk˚u.
--------------------------------------------------------------------
Segment size: 252416 Identified segment size: 229568 Ratio: 90.9483%
--------------------------------------------------------------------
Je zobrazena statistika nerozpoznany´ch cˇa´st´ı sekce. V tabulce jsou pocˇty nerozpoznany´ch
u´sek˚u, kolik tvorˇ´ı bajt˚u celkem a jakou tvorˇ´ı cˇa´st sekce v procentech. Kazˇdy´ rˇa´dek tabulky
znamena´ interval 1 - 2, 3 - 4, 5 - 8, 9 - 16, atd.
Space Result:
MAX SIZE COUNT SUM %
2 820 820 0.32486%
4 0 0 0%
8 0 0 0%
16 0 0 0%
32 2 34 0.01346%
64 2 90 0.03565%
128 1 81 0.03208%
256 2 354 0.14024%
512 6 2102 0.83275%
1024 2 16177 6.40886%
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Dalˇs´ı dva rˇa´dky informuj´ı o mozˇne´m zlepsˇen´ı detekce, kdyby se zapocˇ´ıtaly vzorky, ktere´ se
liˇsily nejme´neˇ. Pesimisticka´ varianta pocˇ´ıta´ de´lku pouze shodne´ cˇa´sti, optimisticka´ pocˇ´ıta´
s de´lkou cele´ho vzorku.
Possible Detection - pesimistic: 227 0.0899309%
Possible Detection - optimistic: 272 0.107759%
Na konci souboru nalezneme vzˇdy statisticka´ data o tolerovany´ch neshoda´ch. Missmatch
overall scˇ´ıta´ bajty tolerovany´ch neshod o stejny´ch de´lka´ch. Posledn´ı tabulka poda´va´ infor-
mace o rozlozˇen´ı pomeˇru tolerovany´ch neshod a celkove´ de´lky detekovane´ho vzorku.
Missmatch overall
Missmatch overall (1B): 419
Missmatch overall (2B): 965
Missmatch overall (3B): 2841
Missmatch overall (4B): 2531
Ratio between missmatch and length of match
0%: 105
1%: 28
2%: 36
3%: 26
4%: 19
5%: 29
6%: 50
...
97%: 0
98%: 0
99%: 0
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Dodatek D
DVD
D.1 Obsah DVD
app/PEDetect Program PEDetect
app/PEDetect/patterns Vzorky standardn´ı knihovny MinGW32
app/PEDetect/src Zdrojove´ ko´dy aplikace PEDetect(C++)
doc/ Diplomova´ pra´ce ve forma´tu PDF.
doc/scr/ Zdrojove´ ko´dy diplomove´ pra´ce (LaTEX)
patterns/All/ Aplikace PEDetect se vzorky vsˇech prˇekladacˇ˚u
patterns/C++ Builder 6/ Aplikace PEDetect se vzorky C++ Builder 6
patterns/MinGW32 3.4.2/ Aplikace PEDetect se vzorky MinGW32
patterns/Visual Studio 2005/ Aplikace PEDetect se vzorky Visual Studio 2005
test/ Testovac´ı soubory a vy´stupn´ı logy
D.2 DVD
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