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RN React Native React Native
NPM Node Package Manager paketni upravitelj Node.js
SDK Software Development Kit paket za razvoj programske
opreme
APK Android Package paket aplikacije za Android
ADT Android Developer Tools razvojna orodja za Android
XML Extensible Markup Language razsˇirljiv oznacˇevalni jezik
HTML Hypertext Markup Language jezik za oznacˇevanje nadbese-
dila
CSS Cascading Style Sheet prekrivni slogi




DOM Document Object Model objektni model dokumenta
GPS Global Positioning System sistem za globalno pozicionira-
nje
API Application Programming In-
terface
programski vmesnik
REST Representational State Trans-
fer
arhitekturni stil REST
JSON Javascript Object Notation opis objekta za Javascript
URL Uniform Resource Locator enotni naslov vira
MB Megabyte megabajt
Povzetek
Naslov: Primerjava razvoja prave domorodne mobilne aplikacije in razvoja
z uporabo ogrodja React Native
Avtor: David Mihelj
V diplomski nalogi sta primerjana orodje za domorodni razvoj in ogrodje
React Native za razvoj mobilne aplikacije z vidika razvijalca in uporabnika.
Na razvojni strani so uposˇtevana kolicˇina orodij, njihove sposobnosti in pre-
prostost uporabe, kar vpliva na cˇas razvoja, kvaliteto kode in funkcionalnost
aplikacije. Z uporabnikovega staliˇscˇa pa so primerjane funkcionalnosti apli-
kacije, uporabniˇska izkusˇnja in odzivnost. Razlike za uporabnike so v vecˇini
primerov zanemarljive ali neopazne, saj React Native dosega sposobnosti do-
morodnega razvoja. Vecˇje razlike obcˇutijo razvijalci, veliko pa je odvisno
od tipa projekta in razvojne ekipe, najbolj zaradi razlicˇnega programskega
jezika (Java za domorodne aplikacije, Javascript za React Native), zaradi
katerega so potrebna drugacˇna razvojna okolja in znanje drugega jezika.
Kljucˇne besede: Android, aplikacija, mobilno, domorodno, React Native.

Abstract
Title: Comparison of real native and React Native mobile application de-
velopment
Author: David Mihelj
This diploma compares React Native with native tools for developing mobile
applications from the perspective of both the developer and user. Factors
that impact project duration, quality of code and functionality of the final
product like number of tools, their capabilities and simplicity of use have
been considered for the development aspect. Functionality, user experience
and responsiveness were assessed from the user’s perspective, however they
are mostly unnoticeable or non-existent due to the maturity of React Native.
The biggest difference is felt by developers because of different programming
languages used (Java for native and Javascript for React Native applications),
however it does depend on the type of project and development team.




Mobilni telefoni so v zadnjih desetih letih postali nepogresˇljiv spremljeva-
lec. Klicanje in sporocˇanje sta postali samo dve izmed funkcij, ki jih ponuja
naprava, za ostalo se zanasˇamo na aplikacije. Za razvoj ima programer vecˇ
mozˇnosti. Poleg domorodnega razvoja obstaja sˇe veliko orodij, ki jih je ustva-
rila skupnost, vsako pa ima dolocˇene lastnosti, ki jih naredijo privlacˇne za
razlicˇne tipe razvijalcev in projektov. Trenutno popularno ogrodje za ra-
zvoj mobilnih aplikacij React Native (RN) bomo primerjali z domorodnim
razvojem s pomocˇjo aplikacije Voznikov pomocˇnik (ang. Driver Assistant).
React Native je izsˇel iz projekta React, ki je ogrodje za spletne vmesnike,
zato tudi uporablja spletne tehnologije (Javascript (JS) in jezike, podobne
HTML in CSS). Domorodne aplikacije pa so napisane v Javi. Domorodne
aplikacije imajo nizkonivojski dostop in omogocˇajo boljˇso optimizacijo, kar
je pomembno za zahtevnejˇse aplikacije. Hkrati je razvoj tudi bolj zapleten.
React Native poskusˇa biti preprostejˇsi, hkrati pa ponuja tudi razvoj za vecˇ
platform hkrati. Nacˇeloma to pomeni, da so domorodne aplikacije lahko
hitrejˇse zaradi optimizacije, ni pa nujno.
Primerjava je razdeljena na dva dela. Razvojni del je razdelan po orodjih,
ki se uporabljajo pri posameznem nacˇinu razvoja in komponentah aplikacije.
Predstavljena so orodja, ki so bila uporabljena za izdelavo posamezne apli-
kacije, hkrati pa so sˇe nasˇtete razlike, ki razvijalcu pomagajo pri izbiri. Pri
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predstavitvi razvoja je za posamezno komponento najprej razlozˇen postopek
implementacije, nato pa so, glede na opisane razlike, podani razlogi za izbiro
dolocˇenega nacˇina razvoja z uposˇtevanjem potreb projekta in zahtev razvi-




2.1 Razlika med ReactJS in React Native
ReactJS je knjizˇnica za Javascript, namenjena izdelavi vmesnikov spletnih
aplikacij, ki izkoriˇscˇa princip model - pogled - upravljalec (ang. Model –
View – Controller). Izdelali so jo pri Facebooku, njena glavna prednost pa
je konstrukt z imenom stanje (ang. state), ki omogocˇa osvezˇevanje podat-
kov brez ponovnega nalaganja spletne strani. Stanje je poseben konstrukt,
podoben globalni spremenljivki, uporablja pa se za podatke, ki se pogosto
spreminjajo in se jih prikazuje na zaslonu. V drugih programskih jezikih
mora razvijalec za prikaz sprememb poskrbeti sam, na primer z uporabo
povratnih klicev. ReactJS po spremembi podatkov v stanju sam poskrbi
za osvezˇitev vmesnika. Iz te osnove je izpeljan React Native, ki omogocˇa
izdelavo mobilne aplikacije z uporabo arhitekture ReactJS. React Native v




Primerjana nacˇina razvoja uporabljata razlicˇna programska jezika. Domoro-
dne aplikacije se razvija v Javi, React Native pa je ogrodje za razvoj aplikacije
z Javascriptom. Jezika sta si v nekaterih pogledih podobna in v nekaterih
razlicˇna. V obeh jezikih se vidi vpliv C in C++ (deklaracija spremenljivk,
objekti, klicanje metod ...), v podrobnostih pa se razlikujeta. JS je prepro-
stejˇsi za neizkusˇene programerje, saj ima bolj fleksibilno sintakso, na primer
locˇevalni znaki na koncu stavkov niso nujni, niti niso nujni zamiki vrstic
kot pri Pythonu. Spremenljivke nimajo dolocˇenih tipov, nadzor dostopa ima
drugacˇna pravila, podpira razrede in objekte, vendar ima slabsˇo podporo itd.
Java je v teh pogledih ravno nasprotna, posamezni ukazi morajo biti locˇeni
s podpicˇjem, spremenljivke imajo dolocˇen tip, Java pa ima tudi odlicˇno pod-
poro za objekte in razrede. Zaradi teh olajˇsav je JS preprostejˇsi za uporabo,
vsaj za neizkusˇene programerje, cˇe pa razvijalec zˇe pozna katerega izmed
jezikov, bo verjetno lazˇje delal z znanim jezikom. Glede hitrosti je tezˇko
zagotovo trditi, kateri jezik je hitrejˇsi zaradi razlicˇnih nacˇinov uporabe. Ja-
vascript se vecˇinoma uporablja pri spletnih tehnologijah, na strezˇnikih in
brskalnikih, Java pa za samostojne aplikacije na razlicˇnih napravah. Hitrost
je tudi zelo odvisna od optimizacije programa, kar je povezano z izkusˇenostjo
programerja. Razlika se lahko pokazˇe sˇe v sprotnem prevajalniku, za Javo je
starejˇsi in mogocˇe bolj optimiziran kot JS tolmacˇi, ali pa v hitrosti izvajanja
RN aplikacije, ki predstavlja dodaten sloj med Javo in JS.
2.3 Urejevalnik kode
Ker primerjana nacˇina razvoja uporabljata razlicˇna programska jezika, so
razlicˇni tudi urejevalniki kode. Za domorodni razvoj je na voljo namenski
program Android Studio. Osnova je urejevalnik kode IntelliJ, ki ima dodana
orodja za razvoj aplikacij Android, na primer posnemovalnik (ang. emulator)
naprav Android, pomocˇnik za nalaganje in posodabljanje razvojnih orodij
itd. Vsebuje tudi blizˇnjice za hiter dostop do pogosto uporabljenih funkcij.
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React Native nima taksˇne podpore, saj je samo skupek orodij in knjizˇnica
za Javascript. Izdelovalci niso izdelali namenskega graficˇnega orodja, zato
mora razvijalec najti alternativo, ki mu najbolj ustreza. Najvecˇkrat ome-
njeni programi so Atom, Visual Studio Code, Sublime in Webstorm. Prva
dva sta izdelana na isti osnovi, njuna filozofija pa je preprostost, kompak-
tnost in razsˇirljivost, podobna sta si tudi vizualno. Sta novejˇsa od ostalih
dveh. Sublime je sˇe bolj preprost, saj je v osnovi samo urejevalnik teksta,
Webstorm pa je med vsemi najbolj zapleten, vendar tudi mocˇan, saj spada
med integrirana razvojna okolja (ang. Integrated Development Kit ali IDE).
Najbolj opazna razlika med Android Studiem in ostalimi programskimi okolji
so manjkajocˇa orodja za razvoj aplikacije Android, na primer vdelan Software
Development Kit (SDK) in posnemovalnik. Razlika med Android Studiem
in Visual Studio Code je vidna na slikah 2.1 in 2.2. Poleg hierarhije datotek
in programske kode, ki jih prikazujeta oba, so v Android Studiu vidna tudi
statusna okna, povezana z razvojem aplikacij, ponuja pa tudi blizˇnjice do
dodatnih orodij.
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Slika 2.1: Privzeti pogled v Android Studiu.
Slika 2.2: Privzeti pogled v Visual Studio Code.
Poglavje 3
Aplikacija
Kot redni udelezˇenci v prometu smo razmiˇsljali, da je telefon premalo iz-
koriˇscˇen med vozˇnjo. Velika prednost mobilnih telefonov je njihova vsepriso-
tnost in povezanost v splet. Aplikacije za pomocˇ v prometu zˇe obstajajo, na
primer Google Maps, ki opozarjajo na zastoje in zaprte ceste, AMZS prika-
zuje dogodke, ki jih spremlja DARS itd. Nismo pa do sedaj zasledili nobene,
ki bi prikazovala manjˇse dogodke in nevarnosti, ki niso dovolj motecˇi, da bi
ovirali promet, vendar so vseeno nevarni za voznike, kot na primer kamenje
na cesti, ustavljen avto v nepreglednem ovinku, zamrznjeno cestiˇscˇe in tako
naprej. Na taksˇne nevarnosti lahko najhitreje opozorijo vozniki, ki so se jim
izognili in s tem pripomorejo k vecˇji varnosti drugih s pomocˇjo naprave, ki
je skoraj vedno z nami.
Ker se aplikacijo uporablja tudi med vozˇnjo, mora biti zelo preprosta in
nemotecˇa, da ne ogrozˇa varnosti na cesti. Glavni element je karta, na ka-
teri se prikazuje lokacija uporabnika (cˇe dovoli uporabo lokacije). Na karti
so prikazane nevarnosti v obliki prometnih znakov, ki predstavljajo tip ne-
varnosti (kamenje, spolzko ali poledenelo cestiˇscˇe, prometna nesrecˇa, zastoj,
genericˇna nevarnost, policija ...). Na zaslonu je sˇe nekaj gumbov, med drugim
za vnasˇanje nevarnosti, po kliku se shrani trenutna lokacija, uporabnik pa
izbere tip nevarnosti. Po izbiri je nevarnost takoj vidna na glavnem zaslonu,
njeni podatki pa se preko spleta prenesejo v strezˇnik, od koder jo pridobijo
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sˇe ostali uporabniki. Vsaka nevarnost ima tudi oceno, zato da se nepravilne
odstrani, resnicˇne nevarnosti pa ostanejo. Gumbi za oceno se prikazˇejo, ko je
razdalja dovolj majhna. Preostala gumba sta sˇe za nastavitve, kjer se lahko
nastavi tip karte (satelitska slika, ceste ali hibrid), in pa stikalo za sledenje
lokaciji. V aplikaciji je cˇim manj gumbov, da si je lazˇje zapomniti njihove
polozˇaje, poleg tega pa so vecˇji, da jih je lazˇje zadeti. Postavljeni so nara-
zen in stran od sistemskih gumbov, da bi se uporabnik cˇim manjkrat zmotil.
Dokoncˇana aplikacija je vidna na sliki 3.2.
Aplikacija mora torej omogocˇati:
• prikaz karte
• prikaz uporabnikove lokacije na karti
• prikaz nevarnosti na karti
• vnasˇanje novih nevarnosti
• ocenjevanje nevarnosti . . .
Te funkcionalnosti za normalno delovanje potrebujejo tudi zunanje sen-
zorje in vhodno-izhodne naprave. Mobilno omrezˇje ali brezzˇicˇni internet se
uporablja za nalaganje karte, komunikacijo z glavnim strezˇnikom za izme-
njavo podatkov o nevarnostih (pridobivanje s strezˇnika, nalaganje novih in
ocenjevanje), pa tudi za dolocˇanje lokacije. Za bolj natancˇno dolocˇanje po-
zicije se uporablja antena GPS. Drugih senzorjev aplikacija ne uporablja.
Naprave si nevarnosti izmenjujejo preko glavnega strezˇnika. Naprave
strezˇniku posˇiljajo nove nevarnosti in zahteve za pridobitev nevarnosti, ki
se posˇlje po pretecˇenemu cˇasu oziroma razdalji. V zahtevi se posˇlje tudi
trenutna lokacija, zato da strezˇnik ne posˇilja cˇisto vseh nevarnosti, ampak
samo najblizˇje. Komunikacija poteka preko protokola Representational State
Transfer (REST). REST zahtevek ima obliko naslova URL, kjer je dolocˇen
spletni naslov in dodatni argumenti. Strezˇnik na podlagi teh podatkov vrne
podatke v zahtevani obliki, najvecˇkrat XML ali JSON.
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Ker aplikacija ni zelo kompleksna, saj le posˇilja in prejema podatke s
strezˇnika in jih prikazuje, je tudi struktura obeh programov precej prepro-
sta. Programa sta zapisana v le eni datoteki in enem razredu (JS samo delno
podpira razrede), posamezne funkcionalnosti pa so implementirane v funkci-
jah. Ker je React Native namenjen ustvarjanju spletnih vmesnikov, se koda
vmesnika precej bolj prepleta s programom kot v domorodnem programu,
kjer je potrebnih vecˇ korakov za spreminjanje vmesnika, do katerega dostopa
le posredno.
V grobem je struktura aplikacije sestavljena s treh delov, predstavitve-
nega, omrezˇnega in upravljalnega. Skica je na sliki 3.1. Upravljani del skrbi
za delovanje aplikacije in usmerja tudi druge komponente. Omrezˇni del ko-
municira s strezˇnikom in opravlja tri naloge - na strezˇnik posˇilja zahtevke (za
nove nevarnosti in za pridobivanje nevarnosti), sprejema odzive strezˇnika in
po sprejemu sprozˇi postopke za obdelavo podatkov. Uporabniku najblizˇji je
predstavitveni sloj, ki prikazuje uporabniˇski vmesnik, osvezˇuje pogled na ze-
mljevidu, prikazuje prejete informacije in oddaja ukaze upravljalnemu delu.
Strezˇnik ima samo dva sloja, podatkovno bazo, ki drzˇi vse nevarnosti ter
upravljalni sloj, ki sprejme zahtevke z mobilnih naprav in v podatkovno
bazo shrani nove nevarnosti ali pa napravi posˇlje nazaj seznam nevarnosti,
ki izpolnjujo pogoje.
Slika 3.1: Skica arhitekture aplikacije.
10 David Mihelj
Slika 3.2: Domorodna aplikacija.
Poglavje 4
Primerjava
Primerjava je razdeljena na dva glavna dela: razvojni in uporabniˇski. Ra-
zvojni del je sestavljen iz primerjave orodij in primerjave komponent aplika-
cije. Taksˇna razdelitev je primerna, ker je blizu razvojnemu procesu, zato
jo razvijalec hitro razume in hkrati neposredno primerja uporabo in resˇitev
obeh nacˇinov razvoja. Primerjava je izvedena na nacˇin, da se locˇeno predstavi
nacˇin uporabe, na koncu pa direktno primerja, izpostavi razlike in predlaga
pravo izbiro z uposˇtevanjem razlicˇnih okoliˇscˇin razvoja. Ta postopek najprej
predstavi delovanje, zato da ima bralec vsaj osnovno predstavo o uporabi,
hkrati pa si lahko zˇe sam ustvari mnenje. Na koncu pa je sˇe direktna pri-
merjava, kjer so izpostavljene razlike, ki jih bralec mogocˇe ni opazil.
Uporabniˇska primerjava je krajˇsa, ker so razlike manjˇse. V tem poglavju
so primerjane dokoncˇane aplikacije, njihova velikost, odzivnost, razlike v
funkcionalnosti in uporabi. Kriteriji so bile razlicˇne meritve (odvisno od





Za razvoj so potrebne tri zadeve - urejevalnik kode, Android SDK in po-
snemovalnik za testiranje. Za razvoj domorodne aplikacije se lahko uporabi
Android Studio, ki vsebuje vse potrebno, ali pa kaksˇen drugi urejevalnik kode
Java (npr. Eclipse), je pa potem treba posebej nalozˇiti SDK in posnemoval-
nik ter konfigurirati projekt, da omogocˇa funkcije, ki jih ponuja Studio zˇe
privzeto. Tako Android Studio kot Eclipse (najbolj uporabljana IDE-ja za
domorodni razvoj) ponujata graficˇni nalozˇitveni paket, ki ima podoben potek
ostalim programom.
Ravno tako je Android SDK potreben pri razvoju z React Native. Najlazˇje
se ga pridobi hkrati z Android Studiem, ki vsebuje tudi posnemovalnik.
Mogocˇa je tudi locˇena insˇtalacija, se pa potem upravlja z ukazno vrstico,
namesto preko graficˇnega vmesnika. Ta lastnost je lahko tudi zazˇeljiva, saj
orodja RN tudi nimajo graficˇnih vmesnikov in je ravno tako potrebno upo-
rabljati ukazno vrstico, kar poenoti interakcijo.
Za lazˇjo namestitev RN priporocˇajo namestitev Node.js, ker vsebuje pa-
ketni upravitelj Node.js Package Manager (NPM), s katerim se na preprost
nacˇin upravlja namestitve in posodablja aplikacije na sistemih Windows.
Orodja NPM se uporablja preko ukazne vrstice, kjer se sprozˇi prenos pro-
grama, potem pa NPM samodejno poskrbi tudi za namestitev na racˇunalnik.
Ta program olajˇsa pripravo projekta React Native, ker poskrbi za prenos,
insˇtalacijo in konfiguracijo, da ima po zakljucˇku razvijalec pripravljen de-
lujocˇ projekt.
Najbolj vidna razlika med domorodnim in Reactovim razvojem je od-
sotnost graficˇnega vmesnika pri namesˇcˇanju. Vse potrebno za domorodni
razvoj je zˇe zapakirano v enem paketu, namestitveni program pa uporabnika
vodi cˇez celotno namestitev. V graficˇnem vmesniku so funkcije bolj razu-
mljivo razlozˇene. Vsa orodja React Native pa se uporablja preko ukazne
vrstice, kot je prikazano na sliki 4.1. Za lazˇjo namestitev je na spletu do-
kumentacija, ki uporabnike vodi korak za korakom od zacˇetka do delujocˇega
projekta.
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Slika 4.1: Uporaba orodij RN v ukazni vrstici.
4.2 Ustvarjanje projekta
Tako React Native kot Android Studio vsebujeta orodje za hitro pripravo
novega projekta. V Android Studiu se lahko pri zagonu programa sprozˇi
postopek, ki uporabnika vodi skozi pripravo novega projekta. Aplikacija je
nato pripravljena na razvoj in zagon.
Projekt React Native se pripravi v ukazni vrstici. Predpogoji so Python
2, Node, NPM in Java SDK. Z NPM se najprej nalozˇi React Native CLI,
orodja za upravljanje RN v ukazni vrstici. Rezultat je popolnoma pripravljen
projekt React Native.
Razlika med Android Studiem in React Native je, da Studio uporabnika
vodi cˇez postopek z graficˇnim vmesnikom (primer okna na sliki 4.2), za React
Native pa je potrebno navodila najti drugje, lahko v razdelku pomocˇi ukazne
vrstice ali na spletu, kjer so navodila bolj obsezˇna, z opisom postopka in s
slikami.
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Slika 4.2: Okno priprave projekta.
4.3 Hierarhija datotek
Do dolocˇenega nivoja kompleksnosti ni potrebno poznati vecˇ kot samo ne-
kaj osnovnih datotek in lokacij. Zavihek Projekt (ang. Project) v Android
Studiu prikazuje vse datoteke, povezane z razvojem aplikacije – mapa java
vsebuje programsko kodo, v tests so shranjeni avtomatizirani testi, v mapi
resources pa ostale datoteke, ki jih potrebuje aplikacija, npr. slikovno gra-
divo. Nasˇtete mape vsebujejo tudi podmape, katerih pomen ni razlozˇen v
programu, informacije o njih je potrebno zbrati drugje. Android SDK iz teh
datotek ustvari aplikacijo, zato jih projekt React Native ravno tako vsebuje.
Glavna datoteka za razvoj aplikacije Android je index.js. Za iOS obstaja
locˇena datoteka zaradi manjˇsih razlik v programu in priporocˇenih oblikoval-
skih smernic, vecˇina kode pa je lahko deljene med verzijama. To je glavna
datoteka aplikacije, ki se izvede prva po zagonu in vsebuje inicializacijsko
kodo za aplikacijo React Native. Prej omenjene datoteke ustvari React Na-
tive samodejno.
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4.4 Poganjanje aplikacije in izdelava APK
Oba nacˇina izdelave imata orodje za zagon razvojne verzije in izdelavo An-
droid Package (APK). Za komuniciranje racˇunalnika z napravami skrbi pro-
gram Android Development Tools (ADT). Android Studio ima za ta program
graficˇni vmesnik, v katerem so tudi izpisane naprave, tako da lahko razvi-
jalec dolocˇi ciljno napravo, na kateri se zazˇene aplikacija. Cˇe ni dolocˇena
fizicˇna naprava, se zazˇene posnemovalnik. React Native ravno tako omogocˇa
hitri zagon, kot ponavadi se proces sprozˇi v ukazni vrstici. V primeru, da
fizicˇna naprava ni povezana, se posnemovalnik ne zazˇene samodejno. Ponuja
pa mozˇnost, da so spremembe v kodi takoj vidne na napravi.
Brez certifikata se lahko ustvari samo nepodpisan APK, ki se ga uporablja
za testiranje, vendar mora imeti naprava vklopljen razvojni nacˇin. Zaradi
varnosti mora biti aplikacija podpisana s certifikatom, da uporabnik ne nalozˇi
nepreverjene aplikacije.
4.5 Struktura aplikacije
Glavni koncept pri domorodnem razvoju je aktivnost (ang. Activity), ki
predstavlja posamezno okno aplikacije. Aplikacija jih lahko vsebuje poljubno
sˇtevilo. Na sliki 4.3 je predstavljen zˇivljenjski cikel posamezne aktivnosti. Za
spreminjanje delovanja je potrebno originalne metode povoziti in vstaviti la-
stno kodo. Aplikacijo se za delovanje pripravi v vstopni metodi onCreate v
privzeti aktivnosti. V RN je njen najboljˇsi priblizˇek metoda componentDid-
Mount, vendar je zaradi usmerjenosti v oblikovanje zˇivljenjski cikel aplikacije
v RN drugacˇen. Programska koda aplikacije se zacˇne izvajati v onCreate, od
koder se klicˇejo tudi ostale metode aplikacije.
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Slika 4.3: Zˇivljenjski cikel domorodne aplikacije. [1]
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Orodja, ki vzpostavijo projekt React Native, pripravijo tudi vstopno dato-
teko aplikacije, vkljucˇijo vse nujne knjizˇnice (React in Component) in funkcije
programa. Potek zagona aplikacije je orisan na sliki 4.4. Aplikacija pricˇne
izvajanje v metodi constructor, v kateri razvijalec inicializira potrebne po-
datke za zagon in delovanje. Pred prvim izrisom se izvede componentWillMo-
unt, kjer je omogocˇeno pridobivanje prvih zunanjih podatkov (recimo preko
spleta). Metoda render poskrbi za izris na zaslon in se izvaja ves cˇas delova-
nja aplikacije, po prvi osvezˇitvi pa se enkrat izvede sˇe componentDidMount,
v katerem se lahko pripravi sˇe zadnje podatke. Uporabna je tudi kot vstopna
tocˇka v aplikacijo. Po zakljucˇku tega procesa se pricˇne izvajati osvezˇevalna
zanka s slike 4.5. Ta proces je precej drugacˇen od domorodne aplikacije, ker
se aplikacija osvezˇuje samo po potrebi in ne z dolocˇeno frekvenco. Metoda
render, ki skrbi za ponoven izris na zaslon, se izvede sˇele ko metoda shoul-
dUpdateComponent dolocˇi, da so v podatkih spremembe. Zatem pride na
vrsto componentWillUpdate, v kateri lahko programer dodatno manipulira s
podatki, preden se ponovno izriˇsejo.
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Slika 4.4: Zacˇetek izvajanja aplikacije React Native. [4]
Slika 4.5: Osvezˇevalni cikel aplikacije React Native. [4]
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4.6 Oblikovanje
Android Studio vsebuje orodje za graficˇno oblikovanje aplikacije. Na sliki 4.6
sta vidna dva dela orodja. Graficˇni del na desni strani je uporaben za pro-
totipe in graficˇno nezahtevne aplikacije, vsebuje vse tipe graficˇnih elementov
in razporeditve, da se lahko ustvari prototip postavitve. Sicer je oblikovanje
definirano v datoteki XML, izpisani na levi strani, s specificˇnimi znacˇkami
za Android.
V aplikaciji RN je oblikovanje definirano v funkciji render. To funkcijo
ogrodje poklicˇe takrat, ko se pripravlja datoteko XML [2]. Funkcija mora
vracˇati objekt tipa element, ki ga lahko razvijalec definira s kodo Javascript
as XML - JSX. To je razsˇiritev za sintakso JS, ki omogocˇa pisanje oznacˇevalne
sintakse kar v kodi, brez potrebe po pakiranju v niz. Razsˇirjena sintaksa se
uporablja podobno kot HTML, kar je lahko bonus za spletne razvijalce, RN
pa pri njegovi uporabi prikazuje boljˇsa opozorila. Podobnost med JSX in
HTML je vidna v sliki 4.7.
V stavkih JSX je mogocˇe uporabljati tudi program Javascript. Med za-
vite oklepaje se lahko vpiˇse ime spremenljivke, ime funkcije ali kar ukaz, iz
katerega se pridobi vrednost. Stavki JSX se pri izgradnji pretvorijo v kodo
Javascript, uradna dokumentacija pa pravi, da je kljub temu varno dovo-
liti uporabniˇske vnose, ker sistem vse vrednosti spremeni v niz znakov, zato
vmesˇavanje v kodo programa ni mogocˇe. Pri kompilaciji se JSX pretvori v
klice metode React.createElement, ta pa vrne objekt React element, ki vse-
buje podane podatke in se uporablja za izgradnjo dokumentno objektnega
modela (ang. Document Object Model) (DOM).
Elementi React se med izvajanjem ne morejo spreminjati. Cˇe se mora
vsebina spremeniti, mora razvijalec posodobiti zˇelene elemente, potem pa
poklicati metodo za osvezˇitev celotne podobe. V ozadju sistem poiˇscˇe razlike
in posodobi samo spremenjene elemente DOM. Filozofija tega sistema je, da
vsaka posodobitev predstavlja celotno podobo v enem trenutku.
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Slika 4.6: Datoteka activity.xml.
Slika 4.7: Metoda render.
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4.7 Stylesheet
Ker je React samo knjizˇnica, ki se uporablja za spletne strani, se ravnokar
opisan sistem uporablja samo za pripravo HTML, kjer je mogocˇe dodatno
oblikovanje definirati s CSS, ki pa ga React Native ne podpira. RN zato
ponuja StyleSheet. Podobnost s CSS je vidna na sliki 4.8. Locˇena definicija
oblikovanja izboljˇsa berljivost kode in pohitri izvajanje, saj so stili shranjeni
v objektih, ki se jih lahko ponovno uporabi. Stile se ustvari z metodo Sty-
leSheet.create, ki za argument sprejme krovni objekt, ta pa vsebuje druge
objekte, kateri predstavljajo selektorje. V selektorskih objektih se nahajajo
polja, katerim razvijalec poda zˇelene vrednosti.
Glavni navdih je pri obeh nacˇinih razvoja isti, zato sta si filozofiji obli-
kovanja podobni. Razlicˇni sta si tudi v nekaterih bolj bistvenih delih (imena
znacˇk, razlicˇne datoteke, razlicˇni opisni jeziki), vendar ne dovolj, da bi raz-
vijalec samo na podlagi oblikovanja izbral nacˇin razvoja, saj se v nekaterih
bolj bistvenih delih razvoj domorodne aplikacije in aplikacije React Native
bolj razlikujeta in lahko uporabnik napravi bolj smotrno odlocˇitev.
Slika 4.8: Objekt za oblikovanje.
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4.8 Dovoljenja
Varovanje zasebnosti uporabnika je zelo pomembno. Za obcˇutljive podatke
je zato treba od uporabnika pridobiti dovoljenje, preden jih aplikacija lahko
uporablja, za domorodni razvoj pa so na voljo API-ji. Pridobivanje pravic se
je z verzijami spreminjalo. Do verzije Android 7.0 so morale biti uporabljene
pravice zapisane v datoteki AndroidManifest, uporabniku se prikazˇe seznam
pred insˇtalacijo in cˇe se strinja, potem se aplikacija nalozˇi in lahko prosto
pridobiva vse dovoljene podatke. Cˇe pa se uporabnik ne strinja, se aplikacija
niti ne nalozˇi. V zadnjih verzijah so poleg omenjenega nacˇina (ki poskrbi tudi
za kompatibilnost s starejˇsimi verzijami) dodali sˇe zahtevo, da se pred prvo
uporabo uporabnika ponovno povprasˇa po dovoljenju. Pri obeh so funkcije,
ki poskrbijo za prikaz dialoga. Tudi v projektu React Native je potrebno
urediti datoteko AndroidManifest, ki je enaka domorodni aplikaciji.
Razlika pri pridobivanju pravic v kodi je v tem, da je v funkciji RN
potrebno definirati tudi obliko prikazanega dialoga, medtem ko funkcija v
domorodni aplikaciji za argument sprejme samo zahtevane pravice.
4.9 Shranjevanje podatkov
Z RN je mogocˇe shranjevanje podatkov samo na en nacˇin, domorodna aplika-
cija pa jih ponuja vecˇ. V ozadju, izven kontrole programerja, se pri domoro-
dni aplikaciji vsi podatki shranjujejo v lokalno podatkovno bazo (RocksDB ali
SQLite, odvisno od podpore na napravi). V RN je na voljo modul AsyncSto-
rage, ki deluje na principu kljucˇ-vrednost. Dokumentacija predlaga, da se ta
modul abstrahira za potrebe specificˇne aplikacije, ker deluje globalno (mozˇna
je okvara podatkov, saj so vsem aplikacijam dostopni vsi podatki). Za var-
nost podatkov je odgovoren programer, saj niso na noben nacˇin zasˇcˇiteni ali
sˇifrirani. Ker je uporaba dolgorocˇnega pomnilnika dolgotrajen proces, tudi
metoda ponuja asinhrono izvajanje – po klicu se glavni program normalno
izvaja najprej, klicana funkcija pa deluje v drugi niti in ne upocˇasnjuje apli-
kacije, po zakljucˇku pa izvede dodeljeno funkcijo. Domorodni razvoj po drugi
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strani ponuja vecˇ metod za razlicˇne potrebe aplikacije. Ekvivalent RN po-
nuja razred SharedPreferences. Na voljo sta dve metodi, ena za argument
potrebuje samo podatke, drugi pa se lahko poda sˇe ime datoteke, kamor
se podatki shranjujejo. V nasprotju z RN so uporabljene datoteke dosto-
pne samo aktualni aplikaciji, zato ni nevarnosti za posˇkodovanje podatkov.
Datoteke morajo biti ustvarjene pred uporabo in zapisane v AndroidMani-
festu. Za zapisovanje in branje je potrebno uporabiti metode, primerne za
tip podatka, npr. putInt in getInt za celosˇtevilske vrednosti. Te metode
ne podpirajo vecˇnitnega izvajanja samodejno, ampak mora za to poskrbeti
programer.
4.10 Senzorji
V nasprotju z RN je pri domorodnem razvoju uporaba senzorjev dobro pod-
prta. S senzorji se lahko upravlja samo preko zunanjih knjizˇnic, zato je koda
za vsak senzor razlicˇna in jih bomo opisali locˇeno. Zaradi raznolikosti naprav
je potrebno najprej dolocˇiti, cˇe je senzor na voljo, kar je odvisno od naprave
(cˇe vsebuje strojno opremo) in verzije operacijskega sistema [3]. Ti podatki
se pri domorodni aplikaciji nahajajo v instanci objekta tipa SensorManager,
ki se ga pridobi od operacijskega sistema. Ta objekt vsebuje vse metode
za delo in vse podatke o razpolozˇljivih senzorjih, seznam pa je mogocˇe tudi
omejiti na dolocˇene tipe. Vsak tip ima razlicˇne podatke in razpone vrednosti,
zato je delo z vsakim senzorjem drugacˇno, vendar razred ponuja enovit nacˇin
dostopa do teh informacij. Podatke se lahko pridobi ob eksplicitni zahtevi,
ob spremembah pa lahko prozˇijo tudi vrnitvene metode.
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4.11 Orientacija
V cˇasu izdelovanja aplikacije React Native ni ponujal kontrole nad obracˇanjem
zaslona, je pa na spletu mogocˇe dobiti modul react-native-orientation. Najlazˇje
se ga namesti z NPM-jem, tako da je po sprozˇitvi ukaza modul zˇe pripravljen
za uporabo brez dodatnega konfiguriranja. Modul vsebuje pet metod, sˇtiri
od teh zaklenejo orientacijo, ena pa omogocˇi prosto obracˇanje. Poleg teh me-
tod sta sˇe dva dogodka, ki se sprozˇita ob spremembi orientacije. Domorodne
funkcije so bolj robustne, zaklep orientacije je mogocˇ na dva razlicˇna nacˇina
– v datoteki XML za oblikovanje aktivnosti in v programski kodi. Spremi-
njanje datoteke XML je najhitrejˇsi nacˇin, vendar nefleksibilen, saj naknadno
spreminjanje v kodi ni omogocˇeno. V programski kodi se dosezˇe podobne
rezultate kot s prej omenjenim dodatkom v RN, vendar je programska koda
bolj zapletena, saj ima vecˇ funkcionalnosti in je bolj splosˇnonamenska.
4.12 Lokacija
Lokacija je ena izmed informacij, za katere je potrebno imeti dovoljenje upo-
rabnika. Obstajata dve razlicˇni lokacijski storitvi, Coarse location (groba)
in Fine location (natancˇna). Razlikujeta se v natancˇnosti, groba lokacija
uporablja samo mobilni signal, natancˇna lokacija pa tudi senzor GPS. Obe
storitvi imata locˇeni dovoljenji. Tako domorodni kot razvoj RN imata enak
potek pridobivanja lokacijskih podatkov, le malo se razlikujeta v manjˇsih
podrobnostih, npr. v imenih razredov. Pri obeh je potrebno pred zahtevo
lokacije preveriti, cˇe je uporabnik podal dovoljenje za uporabo. Aplikacija
bo ravno tako delovala brez tega preverjanja, vendar cˇe nima dovoljenja, mu
v naslednjem koraku, ko se zahteva podatke, funkcija ne bo vrnila podat-
kov. Preverjanje je potrebno tudi zato, da se lahko uporabniku pred prvo
uporabo ponudi dialog za dovoljenje. Razlika pa se pokazˇe pri funkciji za
pridobivanje lokacije. Pri domorodni aplikaciji je pridobivanje preprostejˇse,
saj se uporabi dve funkciji, vsako za eno koordinato (obstaja tudi funkcija
ki vrne zadnjo znano lokacijo, za boljˇso odzivnost). Pri React Native je po-
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stopek malo drugacˇen zaradi stanja. Funkcija za pridobivanje lokacije vracˇa
rezultate v vrnitveni funkciji, ki se izvede ob vsaki zaznani spremembi koor-
dinat, medtem ko mora pri domorodnem razvoju programer sam poskrbeti
za osvezˇevanje vmesnika.
4.13 Kompas
Sˇe ena izmed trenutno nepodprtih funkcionalnosti v RN je pridobivanje
usmerjenosti naprave oziroma kompas. Ta funkcionalnost je dostopna v pa-
ketu react-native-simple-compass. Paket doda dve novi funkciji. Z eno se
sprozˇi sledenje obracˇanju, ki s prvim argumentom dolocˇi, ob koliksˇni razliki v
stopinjah se sprozˇi vrnitvena funkcija, ki je podana v drugem argumentu. Pri-
dobivanje orientacije v domorodni aplikaciji je spet bolj zapleteno, ker funk-
cija nima ovojnice, ki na poenostavljen nacˇin vracˇa zˇelene vrednosti. API po-
nuja dostop do veliko razlicˇnih senzorjev (merilnik pospesˇkov, magnetomer,
zˇiroskop ...), s katerimi je mogocˇe na razlicˇne nacˇine in z razlicˇno natancˇnostjo
pridobiti usmerjenost. Senzor tipa TYPE ROTATION VECTOR ob spre-
membi meritev sprozˇi dogodek, kateremu dostavi sˇtiri decimalna sˇtevila, ki
skupaj predstavljajo usmerjenost naprave v obliki kvaternionov. Tretja vre-
dnost po vrsti v tem objektu predstavlja rotacijo okrog osi Z, oziroma kot
med usmerjenostjo naprave in severom.
4.14 Vibracija
Vibracije so v RN podprte z asinhrono funkcijo. Pred uporabo je treba v da-
toteko AndroidManifest dodati dovoljenje. Glede na argumente ima razlicˇne
rezultate - celosˇtevilski argument bo dolocˇil cˇas enakomernega vibriranja v
milisekundah, seznam celih sˇtevil definira vzorec (liha sˇtevila so premori, soda
sˇtevila cˇas vibracije), zadnji argument pa omogocˇi ponavljanje vzorca do pre-
klica. Domorodna aplikacija vsebuje nekaj korakov vecˇ, ker je potrebno od
sistema najprej pridobiti storitev za vibriranje. Prozˇenje vibracij je odvisno
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od nivoja API (verzija sistema Android). Do verzije 26 se uporablja metoda
vibrate, uporaba je zelo podobna RN. Celo sˇtevilo dolocˇi dolzˇino vibriranja,
seznam sˇtevil pa vzorec. Majhna razlika je v tem, da se ponavljanje vzorca
dolocˇi z indeksom zacˇetka ponovitev v podanem seznamu. V novih verzijah
je potrebno namesto surovih vrednosti uporabiti razred VibrationEffect (ki
se ga instancira z zˇelenimi vrednostmi).
4.15 Komunikacija
Oba nacˇina razvoja omogocˇata komunikacijo s strezˇnikom REST brez doda-
tnih knjizˇnic. Strezˇnik REST sprejema zahteve POST, ki so standardizirane,
zato so podani podatki zmeraj enaki, imata pa drugacˇne postopke in metode.
V sklopu headers se lahko zahtevku POST doda tudi druge informacije v
obliki kljucˇ-vrednost, ki jih prejme strezˇnik, na primer avtorizacijski podatki
(uporabniˇsko ime in geslo za dostop do strezˇnika) pod kljucˇem Authorization
in oblika vrnjenih podatkov (npr. JSON) pod kljucˇem Accept. React Native
za komunikacijo s strezˇnikom ponuja funkcijo fetch, ki za argumente sprejme
naslov URL in objekt, v katerem so nastavljene prej omenjene vrednosti.
Izvaja se v locˇeni niti, da je aplikacija odzivna (komunikacija preko spleta
je relativno pocˇasna). Ko se zakljucˇi, se izvede vrnitvena metoda, podana
v argumentu. Rezultat je genericˇen in neberljiv objekt z odzivom strezˇnika,
ki se ga lahko pretvori v objekt, strukturiran kot JSON, da se na lazˇji nacˇin
dostopa do podatkov. V domorodni aplikaciji je postopek zelo podoben,
samo da se izkoriˇscˇa funkcionalnost razredov – v RN se poklicˇe funkcijo
fetch, kateri se poda potrebne argumente, v Javi pa je potrebno ustvariti
objekt (tipa HttpGet), ki v konstruktorju zahteva naslov URL strezˇnika (kot
v RN), od tukaj naprej pa se manipulira s tem novim objektom. Dodatne
podatke se zahtevku dodeli s funkcijo, argumenta sta kljucˇ in vrednost. Ta
funkcija ustvari objekt, ki se poda kot drugi argument funkciji fetch. Za
komunikacijo s strezˇniki se uporablja objekt DefaultHttpClient, ki tudi skrbi
za sprejem odziva. Celoten rezultat s strezˇnika se shrani v objekt, za lazˇjo
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uporabo pridobljenih podatkov pa se ga lahko pretvori v drug razred, ki iz-
pusti velikokrat neuporabne podatke. Ta objekt potem vsebuje niz z vsebino
prejetega rezultata JSON.
4.16 Testiranje
Aplikacijo se testira na enak nacˇin, cˇe je domorodna ali narejena z RN. Raz-
vijalci imajo na izbiro fizicˇno napravo (npr. mobilni telefon ali tablico) in
posnemovalnik (na sliki 4.9 je prikazan posnemovalnik v Android Studiu).
Posnemovalnik je program, ki omogocˇa izvajanje programov enega opera-
cijskega sistema na drugem. Z Googlovim posnemovalnikom je mogocˇe v
Studiu (za domorodne aplikacije) in z orodji RN pognati aplikacijo na oseb-
nem racˇunalniku brez izdelave insˇtalacijskega paketa. V ADT je viden kot
fizicˇna naprava. To tudi pomeni, da lahko tudi fizicˇno napravo uporabljamo






Aplikacija ni dovolj zahtevna, da bi uporabniki lahko opazili zmogljivostne
razlike, s staliˇscˇa izkusˇnje sta obe prakticˇno enaki z zelo majhnimi razlikami.
En pomemben kriterij za uporabnike je velikost aplikacije (recimo zaradi
omejenih kolicˇin podatkov ali nepotrpezˇljivosti uporabnika). Vecˇje razlike
bo opazil razvijalec, zato se bomo bolj osredotocˇili na to plat.
Pri obeh nacˇinih razvoja je mogocˇe dosecˇi enako delovanje, pot do tega
cilja pa se pri dolocˇenih komponentah razlikuje. Razlike v delovanju apli-
kacije so za uporabnika sicer transparentne. Ena tehnika za dosego pari-
tete funkcionalnosti v aplikaciji React Native je uporaba domorodnih klicev.
Precej funkcionalnosti v RN trenutno manjka, a jih je mogocˇe pridobiti s
knjizˇnicami, ki jih ustvarjajo zanesenjaki in so dostopne na spletu. Tudi te
zunanje knjizˇnice so domorodna koda, katere se klicˇe iz programa Javascript.
Za knjizˇnice ne obstaja osrednji portal, kjer bi bile zbrane, ampak jih je
potrebno najti vsako posebej. Vse so odprtokodne in ponavadi shranjene na
razlicˇnih spletnih repozitorijih (npr. GitHub), kjer so napisana tudi navo-
dila za uporabo. Vecˇino se nalozˇi kar preko ukazne vrstice z NPM. Zanimiv
stranski ucˇinek zunanjih knjizˇnic je, da v veliko primerih olajˇsajo uporabo
senzorjev, saj bolj zapleteno domorodno kodo zapakirajo v preprostejˇse funk-
cije.
Programerji lahko opazijo razliko pri kolicˇini napisane kode, kar je lahko
en kriterij za dolocˇanje zahtevnosti programa. Sam po sebi ni zanesljiv,
vendar lahko skupaj z drugimi oriˇse priblizˇno zahtevnost projekta. Domoro-
dni projekt je spisan v priblizˇno 1650 vrsticah, React Native pa v priblizˇno
600 vrsticah. Nobena od teh dveh ni optimizirana. Program React Native
je krajˇsi, ker so funkcije preprostejˇse za uporabo. Veliko vecˇ se uporablja
staticˇne razrede, ki direktno dostopajo do funkcionalnosti naprave, medtem
ko se v domorodnem programu praviloma pridobiva reference do funkcio-
nalnosti od operacijskega sistema. Zaradi bolj kompleksnih verig referenc
so stavki daljˇsi in vsebujejo vecˇ klicev metod, bolj kompleksno pa je tudi
upravljanje vmesniˇskih komponent (programer mora skrbeti za zaznavanje
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interakcije in dinamicˇno spreminjanje elementov), kjer je RN preprostejˇsi,
saj je prirejen programiranju vmesnikov. Sicer v zmozˇnostih obeh ni raz-
like. Domorodna aplikacija omogocˇa najbolj nizkonivojski dostop, zato ima
teoreticˇno najvecˇjo zmogljivost. Vseeno pa orodja React Native za obliko-
vanje niso nicˇ manj zmogljiva, dodaten plus za nekatere razvijalce pa je sˇe
podobnost s HTML in CSS, ki sta zˇe dolgo standard na spletu.
Problematicˇna tocˇka za programerje je lahko tudi cˇas izdelave aplikacije,
ker je lahko cˇakalni cˇas do izdelanega paketa zelo dolg in bi upocˇasnil razvoj.
V primeru te aplikacije se to ni zgodilo. Je pa tudi v tej aplikaciji opazna
razlika. Najdaljˇsi cˇasi so pri vzpostavitvi projekta in prvem zagonu, saj se
takrat ustvarijo sˇe preostale potrebne datoteke za aplikacijo in so lahko dolgi
po vecˇ minut. Daljˇsi od povprecˇja so tudi ob vsakem zagonu, ko programa
ni v pomnilniku. Pri domorodnem razvoju so cˇasi konsistentno krajˇsi. Re-
zultati so zapisani v tabeli. Odstopajo po vecˇ sekund, zelo je odvisno od
trenutne obremenjenosti racˇunalnika (programi v ozadju, protivirusni pro-
grami, orodja v sistemu Windows, spletni brskalniki). Povprecˇen cˇas pri RN
je 9x daljˇsi kot pri domorodnem razvoju. Daljˇsi cˇasi so posledica dejstva,
da se mora projekt RN najprej pretvoriti v domorodni projekt, sˇele potem
se lahko zgradi aplikacijo. Zanimiv podatek pri RN je, da se ob ponovnem
zagonu cˇas zagona na emulatorju ne razlikuje bistveno od povprecˇja. Raz-
lika je opazna tudi pri izdelavi paketa APK, vendar je manjˇsa. Poudariti je
treba, da so cˇasi zelo odvisni od strojne opreme, obremenjenosti racˇunalnika
in zahtevnosti programa. Pridobljene vrednosti nakazujejo samo trend, da
je React Native v povprecˇju pocˇasnejˇsi od orodij v Android Studiu. Za bolj
natancˇne zakljucˇke je potrebna analiza vecˇ aplikacij.
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Rezultati so bili pridobljeni na namiznem racˇunalniku z naslednjimi spe-
cifikacijami:
• Procesor: Intel i7-870 2.93GHz
• Pomnilnik: 4 GB DDR3 1333 MHz
• Trdi disk: Samsung 850 Evo 250 GB (SSD, SATA II prikljucˇek)
• Maticˇna plosˇcˇa: Asus P7H55-M SI
• Graficˇna kartica: AMD Radeon R9 380 4 GB (Asus)
Ogrodje Cˇas 1 Cˇas 2 Cˇas 3 Povprecˇje
Android Stu-
dio
3,696 s 4,210 s 1,766 s 3,224 s
React Native 29,324 s 28,703 s 31,014 s 29,680 s












3,224 s 29,680 s 26,456 s 920,596 %
Velikost
APK
4,480 MB 8,124 MB 3,644 MB 181,250 %
Tabela 4.2: Primerjava cˇasov in velikosti
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Prva stvar, ki jo opazi uporabnik je velikost aplikacije, kjer je RN po-
novno bolj potraten, vendar v manjˇsi meri kot pri cˇasu izdelave. Vecˇji je za
priblizˇno 4 MB. Aplikacija ni dovolj velika, da bi uporabnik imel probleme
zaradi porabe prostora, morajo pa razvijalci uposˇtevati, da je na Google Play
postavljena meja pri 100 MB, ob presezˇku katere se prikazˇe opozorilo o ve-
likosti aplikacije. Aplikacije, ki presegajo to mejo (tudi cˇe samo za nekaj
kilobajtov), imajo precej nizˇje sˇtevilo prenosov. Razlika pri RN je v redkih
primerih dovolj velika, da potisne aplikacijo cˇez mejo.
Za primerjavo, osnovna aplikacija samo z dvema vrsticama teksta je velika
7,794 MB, cˇe je ustvarjena z RN verzije 0.52, v kateri je narejena tudi apli-
kacija Driver Assistant. V kasnejˇsih verzijah se je velikost povecˇala, v verziji
0.58 na 16,612 MB. Podobno velika je tudi v ogrodju Expo, ki se uporablja v
zadnji verziji RN. Expo so dodatna orodja za razvoj v React Native, ki pri-
dodajo tudi k velikosti aplikacije. Velikost je mogocˇe zmanjˇsati, na primer
cˇe se locˇi verzije za procesorje x86 in ARM (vecˇino naprav Android poga-
nja procesor ARM). Posledicˇno se ustvarita dva paketa APK, paket ARM
pa je manjˇsi, saj ne vsebuje kode za x86 naprave. Druga mozˇnost je upo-
raba orodja kot je ProGuard, ki iz programa oklesti neuporabljeno kodo in
knjizˇnice.
Razlike je treba pravilno interpretirati. V primeru te aplikacije so se
razlike merile v vecˇkratnikih, vendar velik del dodatnega cˇasa in prostora
uporabijo orodja RN (na primer za interpretiranje Javascripta v Javo). Ta




Pri uporabi ni zaznavnih razlik. Cˇas zagona je zelo kratek in je enak pri
obeh verzijah. Prva dlje trajajocˇa zadeva je nalaganje podatkov mape, ki
pa je odvisna od hitrosti interneta. Edina razlika, ki jo uporabnik opazi, je
nalaganje slik. Element, ki prikazuje slike v RN, samodejno poskrbi za na-
laganje v drugi programski niti, zato se program ne zaustavi med cˇakanjem.
Se pa zato slike prikazˇejo na zaslonu cˇez cˇas in ne hkrati. Programer lahko
preprecˇi dinamicˇno nalaganje in prikazˇe vse slike naenkrat, cˇe dolocˇi, da pro-
gram pocˇaka vse slike, preden prikazˇe nov dialog. V domorodnem programu
je to privzeto delovanje, ker se nalaganje slik ne izvaja vzporedno. Programer
mora rocˇno poskrbeti, da se sprozˇi vzporedna nit, v kateri se nalagajo slike.
Gumbi so enako odzivni, komunikacija s spletnim strezˇnikom traja enako
dolgo na istih povezavah ... S staliˇscˇa odzivnosti in uporabniˇske izkusˇnje
razlike niso dovolj velike, da bi se na njihovi podlagi odlocˇili za eno izmed
orodij, saj je mogocˇe z boljˇso programsko kodo izenacˇiti delovanje obeh.
4.19 Povzetek
Rezultati primerjave so povzeti v tabeli 4.3. Tabela je razdeljena po kompo-
nentah aplikacije, pri vsaki pa je razlozˇeno, kateri nacˇin razvoja ima uporabo
bolje implementirano. Razvijalec lahko izbere React Native ali domorodni ra-
zvoj glede na sˇtevilo kategorij, ki imajo boljˇso resˇitev pri najbolj pomembnih
zahtevah aplikacije in razvijalcev, npr. cˇe imajo oblikovalci veliko izkusˇenj s
spletnimi tehnologijami ali pa cˇe ima aplikacija zapleten in dinamicˇen vme-









Za pripravo domorodnega razvojnega
okolja je dovolj prenos enega paketa, za





Graficˇna orodja vodijo skozi celoten po-
stopek, React Native potrebuje zuna-









Pri obeh je skorajda enako preprosto
pognati aplikacijo za testiranje, Android
je malo lazˇji zaradi gumba, React Native
pa ima prednost v tem, da se lahko apli-
kacijo posodobi med izvajanjem.
Oblikovanje React Native Zaradi podobnosti s spletnimi tehnolo-







Postopek je podoben, se pa potrebuje
zunanjo knjizˇnico za React Native
Shranjevanje React Native React Native potrebuje dodatno
knjizˇnico, ki pa so lazˇje za uporabo







React Native potrebuje dodatne
knjizˇnice za vsak senzor posebej, je















Zelo odvisno od potreb in razvijalcev,
bolj natancˇno opisano drugje
Tabela 4.3: Pregled primerjave
Poglavje 5
Zakljucˇek
Za primerjavo smo razvili dve inacˇici aplikacije. Primerjava je razdeljena na
razvojni in uporabniˇski del, ki sta sˇe naprej razdeljena na kategorije. Pri ra-
zvojnem delu so primerjana IDE in orodja, ki jih vsebujeta Android Studio
in React Native, ter posamezne komponente aplikacije (recimo spletna ko-
munikacija in shranjevanje podatkov). Pri uporabniˇskem delu sta primerjani
koncˇni aplikaciji in njuni deli - velikost, izgled, funkcionalnost, odzivnost ...
Cˇe povzamemo, bi domorodni razvoj priporocˇali razvijalcem, ki bolje po-
znajo Javo kot Javascript, ali cˇe je aplikacija strojno zahtevna (ker so lahko
bolj optimizirane) ali pa zaradi boljˇsih orodij, ker ni cˇasa za ucˇenje RN. Re-
act Native je bolj primeren za spletne razvijalce zaradi Javascripta in sistema
oblikovanja, vecˇ podprtih operacijskih sistemov in za aplikacije, kjer se infor-
macije pogosto spreminjajo. Za zelo neizkusˇene programerje je bolj primeren
razvoj domorodne aplikacije, ker so orodja veliko bolj prijazna do zacˇetnikov,
predvsem zaradi vodicˇa in graficˇnega vmesnika. Za implementacijo nekaterih
komponent, npr. pridobivanje dovoljenj, shranjevanje, orientacijo ali upo-
rabo senzorjev, je pri aplikaciji RN potrebna zunanja knjizˇnica. Vlozˇen cˇas
ucˇenja knjizˇnice se nato ponavadi poravna z lazˇjo uporabo.
Z RN je mogocˇe ustvariti enako aplikacijo po izgledu in funkcionalnosti,
razlika je v velikosti insˇtalacijskega paketa, kar vpliva na zelo majhne apli-
kacije, ali pa na tiste, ki so blizu meje, kjer Google Play vprasˇa za vklop
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brezzˇicˇnega interneta. Odlocˇitev je zato bolj odvisna od specifik razvoja in
aplikacije. Zelo pomembno je znanje programerjev, ker na razvojni cˇas zelo
vpliva znanje uporabljenih orodij. Kljub podobnemu imenu sta si Java in
Javascript precej razlicˇna, saj sta namenjena razlicˇnemu delu. Java je bolj
splosˇnonamenska, Javascript pa je bolj usmerjen v spletne tehnologije. Za-
radi teh razlik v filozofiji lahko drugacˇe vajenim programerjem ne ustreza.
Drugacˇna so tudi programerska orodja in okolja, kar ima podobne posledice.
Naslednje vprasˇanje se ticˇe potreb projekta. React Native ima dve speci-
fiki. Prva je podpora za vecˇ operacijskih sistemov. Z majhnimi spremembami
v kodi se lahko ustvari aplikacijo za Android in iOS hkrati. V primeru, da
projekt nima dovolj cˇasa ali izurjenih programerjev za razvoj dveh locˇenih
domorodnih aplikacij, se lahko privarcˇuje veliko cˇasa. Druga posebnost je
usmerjenost v uporabniˇske vmesnike, kar skupaj s programskim konstruk-
tom state precej olajˇsa delo z vmesnikom. Celotno ogrodje je zasnovano
okrog stanja, v katerem so shranjeni vsi podatki aplikacije, uporabniˇski vme-
snik pa se posodobi samodejno. Nekatere aplikacije, ki uporabljajo veliko
podatkov, ki se pogosto spreminjajo, lahko to sposobnost dobro izkoristijo.
Zmozˇnosti RN so tako skorajda enakovredne domorodnemu razvoju v
Javi, manjkajo pa dolocˇene funkcionalnosti, ki se jih pridobi z knjizˇnicami,
vendar jih je treba najprej najti. Vecˇinoma so preproste za uporabo, ker
imajo zelo ozko namembnost. Sicer pa je mogocˇe tudi klicanje domorodnih
metod iz programov RN.
Razvoj domorodne aplikacije je v nasprotju bolj tehnicˇno zahteven. Java
je bolj rigidna, zaradi nizˇjega dostopa je potrebne vecˇ kode za enako delo-
vanje. To se najbolj opazi pri upravljanju z vmesniki, kjer je kode obcˇutno
vecˇ in je manj intuitivna. Druga plat zahtevnosti pa so manjˇse aplikacije in
hitrejˇse delovanje, saj je preprostost React Native rezultat vecˇ slojev abstrak-
cije. Druga plat domorodnega razvoja pa so bolj dodelana orodja, ki jih je
lazˇje uporabljati kot ukazno vrstico, preko katere se upravlja z React Native.
Android Studio uporabnika vodi cˇez proces vzpostavitve projekta, nalaganja
posnemovalnika, razvojnih orodij, ustvarjanje paketov itd. React Native niti
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ne vsebuje vseh ravnokar nasˇtetih orodij, ostale pa se sprozˇi s tekstovnimi
ukazi, ki jih mora uporabnik spoznati nekje drugje. Programerska okolja pa
si uporabnik izbere sam, zato je tukaj primerjava tezˇka.
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