





























































































ta   vaaditaan   avoimuutta,   laajennettavuutta   ja   mukautuvuutta.   Palvelukeskeinen 
arkkitehtuuri on viimeisen kymmenen vuoden aikana kehittynyt järjestelmien suun­








palvelukeskeisen arkkitehtuurin toteuttamiselle  [SHL05].  Kanavatyypit  ovat ajonai­
kaisten   kanavien   alustariippumattomia   kuvauksia,   jotka   määrittelevät 
palvelukeskeisen arkkitehtuurin palveluiden välisen sidoksen ja kokoavat palveluväy­
län   toiminnallisuudet   loogisiksi   kokonaisuuksiksi.   Kanavatyypin   kuvaus   pitää 
sisällään tiedon palvelun laatuvaatimuksista, monitoroinnista, virhetilanteiden käsit­
telystä ja tietoturvaominaisuuksista.
Perinteisesti  palveluväylien   tarjoamien  kanavatyyppien   rajapinnat   ja   ominaisuudet 
asetetaan pysyvästi rakentamisvaiheessa ja ne tarjoavat hyvin rajalliset mahdollisuu­
det   ominaisuuksien   muokkaamiselle   sen   jälkeen   kun   kanavatyypit   on   asennettu 






ohjelmistoihin,   jolloin niiden ominaisuuksiin  ja käyttäytymiseen voidaan helposti   ja 
2tehokkaasti  vaikuttaa ajonaikaisesti  [BBC05].  Samoja komponentin rakenteeseen ja 
toiminnallisuuteen vaikuttavia mekanismeja voidaan käyttää myös palveluväylän ka­
navatyyppien  yhteydessä   tuomaan niihin  kaivattua  joustavuutta   ja  dynaamisuutta, 
jotta ne kykenevät mukautumaan paremmin muuttuviin vaatimuksiin ja erilaisiin ajo­
ympäristöihin.  Muutoksien   ja  niiden  aiheuttamien   seurauksien   suhteet   voivat   olla 
monimutkaisia. Muutoksien hallinnassa voidaan hyödyntää muunneltavuuden mallin­
tamista,   jota   on   käytetty   menestyksellisesti   tuotelinjojen   yhteydessä   [Bos04]. 
Yhdistämällä reflektiiviset väliohjelmistot ja muunneltavuuden hallinnan voidaan to­
teuttaa   joustava   väliohjelmisto,   jota   on   helppo  muokata   ja   jonka  muutokset   ovat 
turvallisia ja todennettavissa [BBF08].






sien   esittämiseen   käytetään   mallipohjaista   lähestymistapaa   [BBD08].   Kehyksen 
kohdealustana toimii avoimeen lähdekoodiin perustuva Apache ServiceMix ­palvelu­
väylä.   Apache   ServiceMix   ­palveluväylän   käyttämä   ajoympäristö   mahdollistaa 
komponenttien lisäämisen, muokkaamisen ja poistamisen ajonaikaisesti, joten se so­
veltuu hyvin dynaamisesti muunneltavien kanavatyyppien alustaksi. Jotta kehyksen 






periaatteet,   sekä   selvitetään   mikä   rooli   palveluväylällä   on   palvelukeskeisessä 









teuttamiseen     voidaan   käyttää   ja   kuinka  mallipohjaista   lähestymistapaa   voidaan 
hyödyntää dynaamisen muuntelun yhteydessä. Lisäksi tarkastellaan miten mekanis­




OpenChannel   ­kehys   käyttää   reflektiota   dynaamisen  muuntelun   toteuttamiseen   ja 
kuinka se hyödyntää mallipohjaista lähestymistapaa. Seuraavaksi esitellään dynaami­
sesti   muunneltavan   kanavatyypin   kehityksen   vaiheet   ja   esimerkkinä   käytetään 
suorituskykyvaatimuksiin  mukautuvan kanavatyypin  toteutusta.  Lopuksi   luvussa 6 
arvioidaan kuinka hyvin kehys toteuttaa sille asetetut vaatimukset ajamalla suoritus­










sen   arkkitehtuurin   dynaamisuuden   mahdollistamiseksi   tarvittaisiin   uusia 
mekanismeja,   joilla  palveluväylän tarjoamien kanavatyyppien ominaisuuksia   ja  toi­
4minnallisuutta voitaisiin muokata ajonaikaisesti.
2.1 Palvelukeskeisen arkkitehtuurin yleiskuvaus
Organisaatioiden liiketoimintaprosesseilta vaaditaan kykyä  kehittyä   ja reagoida no­
peasti,   jotta ne voivat vastata liiketoiminnan tarpeisiin [Pap03, Liq12].  Tukeakseen 
liiketoimintaprosessien nopeaa muutosta vaaditaan organisaatioiden järjestelmäarkki­
tehtuureilta   avoimuutta,   laajennettavuutta   ja   mukautuvuutta.  Palvelukeskeinen 
arkkitehtuuri on viimeisen kymmenen vuoden aikana kehittynyt järjestelmien suun­
nittelu­   ja   toteutusmalli,   joka   on   syntynyt   tukemaan   liiketoiminnan   nopeasti 
muuttuvia tarpeita. 
Palvelut ovat itsenäisiä,  alustariippumattomia ja itsensä kuvaavia ohjelmistokompo­
nentteja,   jotka   tukevat   nopeaa   ja   helppoa   hajautettujen   sovellusten   rakentamista 
[Pap03]. Palvelut voivat olla yksinkertaisia kuten tilin saldon tarkistus tai ne voivat 
olla monimutkaisia useista palveluista koostettuja liiketoimintaprosesseja kuten va­
kuutuskorvaushakemuksen   käsittely.   Palveluiden   avulla   organisaatiot   pystyvät 
tarjoamaan ydinosaamistaan laajalle käyttäjäkunnalle avoimen standardin rajapinnan 
ja   standardeihin  perustuvien  teknologioiden avulla.  Toimiakseen osana  palvelukes­
keistä arkkitehtuuria palvelulla tulee olla tiettyjä yhteentoimivuuden mahdollistavia 
ominaisuuksia. Palveluiden täytyy pystyä toimimaan keskenään saumattomasti riip­
pumatta   palveluiden   varsinaisesta   sijainnista,   kommunikointiin   käytetystä 
tietoliikenneprotokollasta tai palveluiden toteutusteknologiasta [Pap03]. 
Palveluiden löyhä kytkentä on välttämätön vaatimus palveluiden joustavalle yhteen­





dos  määritellään   sen   paremmin   vaatimusten   ja   ympäristön  muutoksiin   pystytään 
reagoimaan. Dynaamisella sidonnalla tarkoitetaan sitä, että palvelun kutsujan ja pal­
velun tarjoajan välinen  sidonta  muodostetaan viimeisellä  mahdollisella  hetkellä   eli 
silloin kun palvelua kutsutaan.
5Palvelun sijaintiriippumattomuuden vaatimuksena on se, että palvelukuvaus on tal­
lennettu   sellaiseen   paikkaan,   josta   se   on   palvelun   kutsujan   löydettävissä. 
Palvelukuvaus pitää sisällään kaiken tiedon siitä mitä palvelun mahdollinen kutsuja 
tarvitsee palvelun kutsumiseen ja käyttämiseen. Tietoihin kuuluu tieto tuetuista tieto­




den   väliset   vuorovaikutukset.   Tyypillisessä   tapauksessa   palvelun   tarjoaja   tarjoaa 
palvelun verkon yli muiden käytettäväksi ja määrittelee palvelukuvauksen, joka jul­
kaistaan   palvelurekisterissä.   Palvelun   käyttäjä   pyytää   palvelurekisteristä 
hakukriteerien mukaista palvelua. Jos palvelurekisteri löytää hakukriteereihin sopi­
van   palvelun,   niin   se   palauttaa   kutsujalle   palvelukuvauksen   ja   tiedon   palvelun 
osoitteesta. Näiden tietojen pohjalta palvelun käyttäjä luo palvelun käyttämisessä vaa­
dittavan   sidoksen   [Pap03].   Uudet   palvelut   rekisteröidään   palvelurekisteriin,   josta 
palvelun käyttäjä voi löytää ne seuraavalla kutsukerralla. 
Palvelut itsessään voivat olla toteutettu millä  teknologialla hyvänsä,  mutta varmis­









tyy   infrastruktuurin   olla   monipuolinen   ja   joustava.   Väliohjelmistoja   on   yleisesti 
käytetty tukemaan monimutkaisten heterogeenisten hajautettujen järjestelmien toteu­
tusta [CGI07].  Palveluväylä  on väliohjelmisto,  joka tarjoaa työkalut  ja ajonaikaisen 
infrastruktuurin palvelukeskeisen arkkitehtuurin toteuttamiselle [SHL05].
Ennen vuosituhannen alkupuolella tapahtunutta palveluihin perustuvan arkkitehtuu­
rityylin   yleistymistä   hajautettujen   järjestelmien   toteuttamiseen   käytettiin   yleisesti 
ORB­pohjaisia väliohjelmistoja [Wee06]. Eniten käytettyjä ORB­pohjaisia väliohjelmis­
toja ovat CORBA (Common Object Request Broker Architecture), Java RMI (Remote 




















liikenneprotokollaa tai  edes sanomaformaattia.  Keskeisenä  konseptina ovat väylään 
toteutetut palvelun kutsujan ja palvelun tarjoajan välisen sidonnan toteuttavat kana­
vatyypit.   Kanavatyyppien   ominaisuudet   vaihtelevat   tuettavien 





ti   [Clo08].   Muutostarpeet   voivat   johtua   esimerkiksi   ympäristön   muutoksista, 
palvelutasosopimuksen muutoksista tai asiakkaan vaatimuksista. Lisähaasteena jois­











ta   paremman   suorituskyvyn.  Kontekstin  muutokseen   liittyvä  muutostarve   saattaa 
syntyä esimerkiksi, kun jokin palveluntarjoaja katoaa yllättäen. Toipuakseen järjestel­
män   pitää   dynaamisesti   korvata   kadonnut   palveluntarjoaja   toisella 
palveluntarjoajalla, joka tarjoaa vastaavan toiminnallisuuden.
Taulukossa  2.1  on listattu palvelukeskeisen arkkitehtuurin ominaisuuksia,   joita voi 
olla   tarpeen  muokata   ajonaikaisesti   ja   esimerkkejä   niiden  käyttötarpeista.  Näiden 
ominaisuuksien toteuttaminen monimutkaisiin hajautettuihin järjestelmiin, joita pal­


































taan   suljetun   rakenteen   takia   tekemään   järjestelmän   rakentamisvaiheessa   tai   ne 
vaativat palveluväylän uudelleen käynnistyksen tullakseen käyttöön. 
Palveluväyläratkaisut sisältävät usein palveluväylän hallintaan tarkoitettuja työkalu­
ja,   mutta   ne   tarjoavat   hyvin   rajoittuneet   mahdollisuuden   toiminnallisuuden 
ajonaikaiseen muokkaamiseen. Ongelmana on myös se, että hallintatyökalut ovat vain 
palveluväylän omistavan osapuolen hallinnassa, eivätkä näin ole palveluväylää käyt­











toksia   tehtäessä   on   varmistaa,   että   järjestelmä   toimii   oikein   ennen   muutosta, 
muutoksen aikana ja muutoksen jälkeen. Tämä vaatii, että rakenteen ja toiminnalli­
suuden  muutokset   ovat  kontrolloituja   ja   formaalisti  määriteltyjä,   jotta  ne   voidaan 









jautettujen   järjestelmien   suunnittelulle   käyttäen   hyväksi   useita   eri   näkökulmia 
järjestelmään [LMT11]. Mallin mukaan kanava on sidoksen konkreettinen toteutus, 
joka  mahdollistaa   hajautettujen   komponenttien   välisen   interaktion.   Kanavatyyppi 
määrittelee kanavan toiminnallisuuden, joka pitää sisällään tiedon QoS­vaatimuksis­
ta, monitoroinnista, virhetilanteiden käsittelystä ja tietoturvaominaisuuksista.
Palveluväylien   yhteydessä   kanavatyypit   kuvaavat   palvelukeskeisen   arkkitehtuurin 
palveluiden välisen sidoksen  ja  kokoavat  palveluväylän toiminnallisuudet   loogisiksi 













metrin   muuntelu   mahdollistaa   melko   rajoitetun   mukautumisen.   Sen   sijaan 
variaatiopisteessä olevan komponentin rakenteeseen kohdistuva muuntelu mahdollis­
taa monipuolisemmat mahdollisuudet mukautumiselle.




moja   muunneltavuuden   mallintamisen   menetelmiä,   joita   käytetään   tuotelinjojen 








tä  validointikomponentti,   joka   tarkistaa  sanoman  ja   reitittää   virheellisen sanoman 
virheenkäsittelykomponentille variaatiopisteeseen V2 ja tarkistuksen läpäisseen sano­
man   komponentille   variaatiopisteessä   V3.   Variaatiopisteessä   V2   voidaan   valita 
kahdesta eri komponentista, joista toinen kirjoittaa virheen tietokantaan ja toinen lä­








Tukeakseen   kanavatyyppien   dynaamista  muuntelua   palveluväylän   ajoympäristöltä 
vaaditaan näkyvyyttä kanavatyyppien ominaisuuksiin ja rakenteeseen ja kykyä muo­
kata   niitä.   Jos   palveluväyläratkaisun   arkkitehtuuri   ei   ole   tarpeeksi   avoin,   niin 
palveluväylän avoimuutta voidaan lisätä toteuttamalla sen yhteyteen tarvittavan toi­


















sien   mallia   muokkaamalla   voidaan   vaikuttaa   käytössä   olevien   kanavatyyppien 
ominaisuuksiin ja rakenteeseen. Kehys pitää sisällään mekanismin, jonka avulla voi­




kenteen   ja   toiminnallisuuden   tutkimiseen.   Reflektiolla   tarkoitetaan 
ohjelmistokomponentin kykyä tutkia ominaisuuksiaan ja tehdä päätelmiä sen perus­
teella.   Reflektion   edellytyksenä   on,   että   perustason   komponentilla   on 
käyttäytymistään ja rakennettaan kuvaava metatason malli, joka on kausaalisesti yh­





pien   muunneltavien   ominaisuuksien   mallintamiseen.   Malliperustaista 
ohjelmistokehitystä  käytetään hallitsemaan monimutkaisuutta  abstraktioiden  ja  eri 
abstraktiotasojen välisten transformaatioiden avulla ja sitä on käytetty myös onnistu­
neesti   dynaamisen   muunneltavuuden   hallintaan   [BBD08].   Mallisuuntautunut 
arkkitehtuuri   (MDA)  määrittelee  kolme  abstraktiotasoa:   laskentariippumaton  malli 
(Computation Independent Model, CIM), alustariippumaton malli (Platform Indepen­






nel   ­kehyksen   yhteydessä.   Kanavatyyppien   muunneltavien   ominaisuuksien   malli 
vastaa reflektion metatason mallia ja MDA:n alustariippumatonta mallia. Kanavatyy­
pin  malli   vastaa   reflektion  perustason  mallia   ja  MDA:n  alustariippuvaista  mallia. 
Metatason ja perustason välinen kausaalinen yhteys toteutuu mallien välisten malli­












vatyypin   toiminnallisuuden   toteuttavilla   kokonaisuuksilla   on   selkeästi   määritelty 
rakenne ja lisäksi vaaditaan mekanismeja rakenteen tutkimiseen ja muokkaamiseen. 







kautumaan   ajonaikaisesti   (dynaamisesti)   kontekstin   ja   ympäristön   muutoksiin 
[BBF08]. Dynaamisesti mukautuviin järjestelmiin liittyvää muuntelua kutsutaan dy­
naamiseksi  muunteluksi.  Dynaamisen muuntelun toteutukseen on ehdotettu  monia 
erilaisia matalan tason mekanismeja. Ne ovat pääasiassa keskittyneet käytössä olevan 
ohjelmointikielen tarjoamiin menetelmiin. Väliohjelmistotasolla matalan tason meka­




seen   mukautuvissa   järjestelmissä.   Reflektiivisten   väliohjelmistot   rakentuvat 
tyypillisesti komponenttikehyksistä, joka mahdollistaa järjestelmän rakenteen ja toi­
minnallisuuden   laajennettavuuden.   Reflektiota   käytetään   ajonaikaiseen 
komponenttien rakenteen ja toiminnallisuuden tutkimiseen ja muokkaamiseen. Ref­
lektion ja komponenttikehysten käyttäminen dynaamisen muuntelun toteuttamisessa 
saattaa   johtaa  komponenttien  monimutkaisiin   riippuvuussuhteisiin   ja   odottamatto­
miin   muutoksiin,   jonka   takia   muunneltavuuden   hallintaan   tarvitaan   täsmällisiä 
menetelmiä [BBF08].
3.2 Reflektiivinen väliohjelmistomalli
Laskennallisella   reflektiolla   [Mae87]   tarkoitetaan   ohjelman   tai   järjestelmän  kykyä 






Samoja   reflektiomekanismeja,   joita   käytetään   ohjelmointikielissä,   voidaan   käyttää 























metatason  malleilla,   joista   kukin   tarjoaa   näkymän   johonkin   tiettyyn   järjestelmän 
osaan.
Reflektiiviset väliohjelmistot tarjoavat yleisesti kaksi erilaista reflektiotapaa: raken­
teeseen   kohdistuvan   (structural)   reflektion   ja   käyttäytymiseen   kohdistuvan 
(behavioural) reflektion [GGL02]. Rakenteeseen kohdistuva reflektio mahdollistaa jär­





leilla  vain  ne  osat,   joihin  halutaan   tehdä  muutoksia.  Lisäksi  metatason  malleihin 
lisätään rajoitteita, jotka varmistavat, että järjestelmä toimii oikein myös dynaamisten 
muutosten jälkeen.
OpenORB ­projekti  [BAB01],  on pyrkinyt  suunnittelemaan muunneltavan väliohjel­




kehyksen   sisäisen   rakenteen   pitää   noudattaa.  Komponenttikehyksillä   on   selkeästi 
määritellyt riippuvuudet muihin komponentteihin, jonka avulla niistä on yksinkertais­























doksilla   (local   bindings).  Paikallinen  sidos  pitää   sisällään  kuvauksen  komponentin 
rajapinnoista. Malliin liittyvä metaolioprotokolla mahdollistaa komponenttien lisäämi­
sen,   poistamisen   ja   korvaamisen   ja   sääntöjen   muuttamisen.   Tämä   mahdollistaa 
dynaamisen mukautumisen. Perinteisissä väliohjelmistoissa tämän kaltainen toimin­







misesti   tarkkailijoita   (interceptor).   Tarkkailijoiden   avulla   on  mahdollista   suorittaa 
uutta toiminnallisuutta ennen komponenttien kutsuja ja kutsun jälkeen. Tämän meka­
nismin avulla   järjestelmään voidaan  lisätä  ajonaikaisesti  esimerkiksi  monitorointi­, 
tietoturva­ ja laskutuspalveluja [GGL02]. 
Resurssimetamallin (resource metamodel) avulla päästään suoraan käsiksi järjestel­
män resurssien  hallintaan   ja   sitä  kautta  resursseihin.  Resurssimetamalli  perustuu 
resurssien ja tehtävien abstraktioihin. Resurssit voivat olla primitiivisiä kuten muisti 
tai käyttöjärjestelmän säikeet tai monimutkaisia kuten puskureita. Resurssimetamal­
lit   luodaan   resurssitehtaiden   (resource   factories)   toimesta   ja   niitä   hallitaan 
resurssimanagerien (resource managers) avulla.
3.3 Muunneltavuuden hallinta
















Ylimmällä  abstraktiotasolla  3  ovat  siirtymäkaavioiden mallit   (transition diagrams), 
jotka vastaavat ympäristön ja kontekstiin kohdistuvaan muunneltavuuteen. Tällä ta­









vät   komponenttikehyksiin,   niiden   komponentteihin   ja   konfiguraatioihin. 
Mallinnuksessa käytettävä toimialakohtainen kielen  OpenCOM DSL avulla rakenne­


















Reflektion  avulla   on  mahdollista  päätellä  mitkä   ovat   järjestelmän  variaatiopisteet, 
minkälaiset variaatiot ovat mahdollisia ja tutkia missä tilassa järjestelmä on millä ta­





OpenORB   ­väliohjelmiston   lähestymistavasta   selviää   miten   komponenttikehyksien 
käyttö väliohjelmiston rakenteessa mahdollistaa rakenteellisen muuntelun. Järjestel­
män   mukautumiskäytös   on   määritelty   uudelleenkonfigurointisääntöihin,   joita 
tulkitaan ajonaikaisesti, kun kontekstissa tai ympäristössä huomataan muutoksia.
Genie ­työkalu tarjoaa toimialakohtaiset kielet rakenteellisen muuntelun ja ympäris­
tön   ja   kontekstin   muuntelun   mallintamiseksi.   Yhdistämällä   malleista   generoidut 





mahdollisuudet  ja rajoitteet. Luvussa  5  kuvataan miten reflektiota,  komponenttike­
hyksiä   ja   mallipohjaista   lähestymistapaa   käytetään   OpenChannel   ­kehyksen 
yhteydessä toteuttamaan ja hallitsemaan kanavatyyppien dynaamista muuntelua. Toi­





tyyppien   ajonaikaista   muuntelua   eri   sidosryhmien   tarpeiden   mukaisesti   sekä 















































nen  palveluväylään  määriteltyyn  deploy­hakemistoon,   jonka   jälkeen  alusta   generoi 
kuvauksen perustella  kanavan  toteutuksen  ja  käynnistää  kanavan automaattisesti. 
Jotta ajossa olevien kanavien suoritukset eivät häiriintyisi kanavien päivityksen aika­
na,   niin   alusta   sulkee   vanhan  kanavan   ja  käynnistää   uuden  kanavan   vasta,   kun 
vanhan kanavan kaikki suoritukset ovat päättyneet.
4.2 OpenChannel arkkitehtuurin yleiskuvaus
OpenChannel   ­kehys   tukee   rakenteellista  muuntelua   tarjoamalla   toiminnallisuudet 
kaikkien palveluväylässä olevien kanavatyyppien listaamiseen, kanavan luomiseen ja 
poistamiseen, yksittäisen kanavatyypin muunneltavien ominaisuuksiin mallin hake­
miseen   ja   mallin   muokkaamiseen.   Toiminnallisuudet   tarjotaan   avoimen   HTTP­
<camelContext xmlns="http://camel.apache.org/schema/blueprint">
   <route>
      <from uri="file:/tmp/from"/>
      <log message="Moving ${file:name} to destination"/>








tin,   joka vastaanottaa kontekstin  ja  ympäristön muutoksiin  liittyviä   tapahtumia  ja 
laukaisee tarvittaessa kanavatyyppien mukautumisen. OpenChannel ­kehykseen ei ole 







































OpenChannel   ­kehyksen   suunnittelussa   on   otettu   huomioon  mahdollisuus   käyttää 
alustana jotakin toista palveluväylää kuin Apache ServiceMix. Vain reflektiomekanis­



































    <channel>
  <id>FileCopy</id>
        <link href="http://example.org/channels/FileCopy"/> 
        <description>Kanavatyypin file-copy kuvaus</description> 
    </channel> 
    <channel>
        <id>SecureService</id>
        <link href="http://example.org/channels/SecureService"/> 
        <description>Kanavatyypin secure-service 
kuvaus</description> 
    </channel> 
</channels>
2. Käyttäjä  pyytää  kehykseltä kanavatyypin FileCopy muunneltavien ominaisuuk­






    <source>/tmp/from</source> 
    <destination>/tmp/to</destination> 
    <logging>false</logging> 
</channel>
3. Käyttäjä tekee muutoksia mallin lähde­ ja kohdehakemistot sisältävien element­





    <source>/tmp/new/from</source> 
    <destination>/tmp/new/to</destination> 


















 * Returns state of channel's variability model.
 * 
 * @param channelId
 *            channel identifier





public String getChannel(@PathParam("channelId") String channelId);
/**
 * Returns all currently executing channels.
 * 







 * Updates channel based on values in variability model.
 * 
 * @param channelId
 *            channel identifier
 * @param model







public Response updateChannel(@PathParam("channelId") String channelId, 
ChannelVariabilityModel model);
/**
 * Removes executing channel from platform.
 * 
 * @param channelId





public Response deleteChannel(@PathParam("channelId") String channelId);
/**
 * Creates a new channel based on values in variability model.
 * 
 * @param model














1. Asiakas   lähettää  HTTP­pyynnön kehykselle,   jonka  ChannelResource  kompo­







5. Muuntaaksen   muunneltavien   ominaisuuksien   mallin   kanavatyypin   mallin 
Kuva 4.3: Kanavan päivityksen sekvenssikaavio.
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sista   lähteistä.   Kuvan  4.4  kommunikaatiokaavion   esimerkissä   AdaptationManager 
vastaanottaa   tapahtumia   palveluväylältä,  mutta   tapahtumia   voidaan   vastaanottaa 
myös järjestelmän ulkopuolelta esimerkiksi jonon kautta. Tapahtumat ovat käytännös­


































tioiden   avulla   tuottaa  kanavatyypin  malli   erilaisille   palveluväyläalustoille.   Kehys 
pitää huolen siitä, että muunneltavien ominaisuuksien malliin tehdyt muutokset hei­
jastuvat  kanavatyypin malliin  ja  sitä  kautta palveluväylän toimesta ajossa olevaan 
34
kanavaan.  Dynaamisesti  mukautuvan  kanavatyypin  kehittämisessä  muunneltavuu­





vatyypin   toiminnallisuuden   toteuttavilla   kokonaisuuksilla   on   selkeästi   määritelty 
rakenne ja lisäksi vaaditaan mekanismeja rakenteen tutkimiseen ja muokkaamiseen. 
Komponenttikehyksiä   ja   reflektiota  käytetään  dynaamisesti  mukautuvien  väliohjel­





sääntöjä.   Apache   ServiceMix   ­palveluväylän   kanavatyypit   voidaan   siten   rinnastaa 
komponenttikehyksiin. Esimerkissä 5.1 on kuvankaappaus Fuse IDE ­työkalusta, jolla 
kanavien kuvaukset voidaan määritellä graafisesti. Työkalun oikeassa laidassa on lis­


























perusteella   luodut   alustariippumattomat   muunneltavien   ominaisuuksien   mallit   ja 
transformaatiot muunneltavien ominaisuuksien mallien ja alustariippuvaisen kanava­




mii   pohjana   muunneltavien   ominaisuuksien   mallille   sekä   kanavatyyppiin 
mahdollisesti liittyville mukautumissäännöille. Kanavatyypin määritys sisältää kana­
vatyypin   perustoiminnallisuuden   eikä   se   pidä   sisällään  kanavatyypin  muunteluun 
liittyvää   tietoa.  Kanavatyypin   toiminnallisuus   voidaan  kuvata   esimerkiksi   jollakin 
teknologiariippumattomalla visuaalisella notaatiolla [HoW03]  tai  jollakin sovellusin­
tegraatioiden   suunnittelua   varten   kehitetyllä   toimialakohtaisella   kielellä   kuten 
Guaraná­DSL   [CFR11].   Kanavatyyppiin   liittyvää   muuntelua   kuvataan   erillisellä 
muunneltavien   ominaisuuksien   mallilla   ja   mahdollisilla   mukautumissäännöillä. 
Muunneltavien ominaisuuksien malli pitää sisällään tiedon kanavatyyppiin liittyvistä 
variaatiopisteistä ja niiden rajoitteista. Mukautumissäännöillä kuvataan tilasiirtymä­




Kehyksen tärkeänä  tehtävänä  on varmistaa,  että  alustariippumaton muunneltavien 
ominaisuuksien malli vastaa alustariippuvaista kanavatyypin mallia (kausaalinen yh­
teys).   Kausaalinen   yhteys   toteutetaan   muunneltavien   ominaisuuksien   mallin   ja 
kanavatyypin mallin välisillä molempiin suuntiin tehtävillä transformaatioilla. Kana­
















vien   ominaisuuksien  mallin   arvojen   valintaan   liittyvää   logiikkaa.   Valinnat   tekee 
manuaalisesti käyttäjä tai automaattisesti jokin kanavatyyppien hallintasovellus. Ke­




kehyksien   tuomat   mahdollisuudet   kanavatyyppien  muunteluun.  Kehys   hyödyntää 
mallipohjaista lähestymistapaa määrittelemään dynaamista muuntelua suunnittelu­










palvelurekisterin,   johon   palveluntarjoajat   rekisteröivät   palvelun   kuvauksen   ja   sen 
käyttämiseen tarvittavat tiedot. UDDI ei kuitenkaan tue palvelun valintaa ajonaikai­
sesti   evaluoitavien   parametrien   perusteella   eikä   siten   kykene   hyödyntämään 
dynaamisesti muunneltavien kanavatyyppien ominaisuuksia.
ODP viitemalli [ODP98a] sisältää ODP meklaripalvelun (trading service) määritelmän 
[ODP97].  ODP  meklaripalvelu   toteuttaa   vastaavan   toiminnallisuuden   kuin  UDDI, 
mutta lisäksi se mahdollistaa sopivan palveluntarjoajan valinnan ajonaikaisesti tuke­





















pintaan.   Kanavakontrolleri   sisältää   hallintarajapinnan,   joka   mahdollistaa 
sidossuhteen muutokset sidossuhteen elinkaaren aikana. Kanavakontrollerilla on jo­
kaisella   hallintoalueella   erillinen   komponentti,   jotka   yhdessä   pystyvät   tarjoamaan 
sidossuhteen hallintapalvelun [Kut98]. 
OpenChannel ­kehystä  voidaan hyödyntää  palvelukeskeisessä  arkkitehtuurissa RM­




silla   laajennettu  UDDI   [APS06].   Toinen   edellytys   on   tyyppitietovarasto,   johon   on 
tallennettuna tieto kanavatyypeistä ja niiden muunneltavien ominaisuuksien malleis­





teystyössä   ja   vaihtavat   tietoja   keskenään   esimerkiksi   päätepisteiden   osoitteista. 
Kuva 5.2: RM­ODP sidontaprosessi.
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Paikallisilla   sidostehtailla   saattaa   olla  palvelusopimuksen   laatuvaatimuksien  para­
metreille   erilaiset   tiedon   esitysmuodot,   jolloin   ne   käyttävät   tyyppitietovarastoa 
hyväkseen muuntaakseen palvelusopimuksella  olevat  tiedot  sidostehtaan tukemaan 
esitysmuotoon. Hajautetun kanavan tapauksessa jokaisella hallintoalueella pitää myös 
olla   oma   OpenChannel   instanssi,   joka   kykenee   luomaan   alustariippumattomasta 















teella alustariippuvaisen kanavatyypin  mallin,   jonka pohjalta  alusta generoi 
kanavan toteutuksen.






Kanavan  luomisen  jälkeen palvelun käyttäjä  voi   tehdä  muutoksia kanavaan Open­







heettömyyden   ohella   on   suorituskyky   [BGR05].   Kanavatyypille,   joka   kykenee 
mukautumaan suorituskykyvaatimusten muutoksiin on helppo löytää  useita käyttö­
tarkoituksia.   Palvelun   käyttäjä   voi   olla   valmis   maksamaan   palvelun   käytöstä 











































miseen   ja   sen  välittämiseen  palveluntarjoajalle.  Komponentti   2  kirjoittaa   sanomat 
lokille ja komponentti 3 on välimuisti.
Kanavatyypin määrityksen ja muunneltavuusvaatimusten perusteella voidaan tunnis­

































tai yhtä  suuri kuin raja­arvo. Kuvassa  5.5  on kuvattu tilasiirtymäkaaviolla kanava­
tyyppiin liittyvät mukautumissäännöt. 
Variaatiopisteiden ja kanavatyypin määrityksen pohjalta toteutusvaiheessa kuvataan 
kanavatyypin   muunneltavien   ominaisuuksien   mallin   XML­skeema   (kuvaus  5.1). 
Muunneltavien ominaisuuksien malli voidaan ensin kuvata UML­luokkakaaviolla, jon­
ka pohjalta generoidaan XML­skeema. Kuvauksessa 5.2 on esimerkki muunneltavien 





lin  väliset  molemmansuuntaiset   transformaatiot.  Transformaatiot   toteutetaan  XSL­
kielellä tai Java­ohjelmointikielellä. Kuvauksessa 5.3 on kanavatyypin malli, joka syn­
tyy   kun   transformaatiolle   annetaan   syötteenä   kuvauksen  5.2  mukainen 
muunneltavien ominaisuuksien malli. Kuvauksen rivit 12 ja 18 liittyvät pyynnön vas­
taanottamiseen ja sen välittämiseen palveluntarjoajalle. Riveillä 4 – 9 on määritelty 
komponentit,   jotka  tekevät  kutsun eri  palveluntarjoajille.  Välimuistikomponentti   ja 
sen toiminnallisuus on määritelty riveillä 1 – 3, 14 – 17 ja 19.
<xs:schema version="1.0" xmlns:xs="http://www.w3.org/2001/XMLSchema">
  <xs:element name="stockQuoteChannelModel" type="stockQuoteChannelModel"/>
  <xs:complexType name="channelVariabilityModel" abstract="true">
    <xs:sequence>
      <xs:element name="id" type="xs:string" minOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
  <xs:complexType name="stockQuoteChannelModel">
    <xs:complexContent>
      <xs:extension base="channelVariabilityModel">
        <xs:sequence>
          <xs:element name="useCache" type="xs:boolean" minOccurs="1"/>
          <xs:element name="cacheTTL" type="xs:positiveInteger"/>
          <xs:element name="responseTimeLimit" type="xs:positiveInteger"              
minOccurs="1"/>
          <xs:element name="serviceProvider" type="stockQuoteServiceProvider" 
minOccurs="1"/>
        </xs:sequence>
      </xs:extension>
    </xs:complexContent>
  </xs:complexType>
  <xs:simpleType name="stockQuoteServiceProvider">
    <xs:restriction base="xs:string">
      <xs:enumeration value="PRIMARY"/>
      <xs:enumeration value="SECONDARY"/>






    <useCache>true</useCache>
    <cacheTTL>800</cacheTTL>
    <responseTimeLimit>1000</responseTimeLimit>




Viimeisenä   toteutetaan kanavatyyppikohtainen  mukautumiskäsittelijä  mukautumis­
säännöt   sisältävän   tilasiirtymäkaavion  pohjalta.  Mukautumiskäsittelijä   toteutetaan 
Java ­ohjelmointikielellä. OpenChannel ­kehykseen kuuluu komponentti, joka vastaan­
ottaa   tapahtumia   jonon   kautta   ja   välittää   ne   edelleen   kanavatyyppikohtaiselle 
mukautumiskäsittelijälle. Jos mukautumiskäsittelijä  käyttää   jotain muuta mekanis­




ja­arvona   käytettiin   viittä   sekuntia,   toisessa   ajossa   raja­arvo   oli   yksi   sekunti   ja 
viimeisessä ajossa raja­arvona oli yksi sekunti ja lisäksi välimuisti otettiin käyttöön 
TTL­arvolla 900 millisekuntia. Jokaisessa testiajossa kanavalle lähetettiin 100 pyyn­
töä.   Taulukossa  5.3  esitettyjen   tulosten   perusteella   voidaan   todeta,   että   kanavan 
käytös erosi merkittävästi eri testiajojen välillä.
 1 <bean id="stockQuoteCache"
 2 <property name="cacheTTL" value="800" />
 3 </bean>
 4 <bean id="stockQuotePrimaryWSClient"
 5 <property name="responseTimeLimit" value="1000" />
 6 </bean>
 7 <bean id="stockQuoteSecondaryWSClient"





13 <to uri="log:input" />
14 <to uri="bean:stockQuoteCache?method=getQuote"/>
15 <choice>
16            <when>
17                <el>${in.headers.cacheHit != 'true'}</el>
18                <to uri="bean:stockQuotePrimaryWSClient" />
19                <to uri="bean:stockQuoteCache?method=updateCache" />
20            </when>





























tarjoajaa   eikä   muuntelua   näin   ollen   tapahtunut.   Toisessa   testiajossa   vastausajan 
keskiarvo  962 millisekuntia  alitti  raja­arvona olleen yhden sekunnin.  Kolmannessa 
testiajossa välimuistin käytön ansioista vastausajat olivat keskimäärin selvästi alhai­








muuntelun mahdollistavan kehyksen tulisi   täyttää.  Vaatimukset voidaan  jakaa toi­




mukset   suorituskykymuutoksiin,   mukautuvaa   kanavatyyppiä   ajettiin   oikeaa 










tavista   ominaisuuksista   johdettuja   malleja   dynaamisen   muuntelun   toteutukseen. 
Vaatimus toteutuu kehyksen käyttämien kanavatyyppien muunneltavien ominaisuuk­
sien mallien avulla. Mallia käytetään suunnittelun aikana kuvaamaan kanavatyypin 




tyyppikohtaisia   mukautumiskäsittelijöitä,   jotka   kykenevät   vastaanottamaan 
tapahtumia kontekstin ja ympäristön muutoksista. Mukautumiskäsittelijät muokkaa­
vat   kanavatyyppien   muunneltavien   ominaisuuksien   mallia   ennalta   määriteltyjen 
sääntöjen mukaisesti.
Jotta kanavatyyppien muunneltavien ominaisuuksien mallit olisivat löydettävissä ja 
muokattavissa,  pitää  mallien  olla  käsiteltävissä   avoimen   ja   turvallisen   rajapinnan 
kautta (vaatimus V3). Vaatimusta varten kehykseen toteutettiin REST­arkkitehtuuri­






Reflektiivisen   järjestelmän  perusvaatimuksena   on   kausaalinen  yhteys   järjestelmän 
mallin ja sen toteutuksen välillä. OpenChannel ­kehyksen yhteydessä kausaalinen yh­
teys   tulisi   toteutua   kanavatyypin   alustariippumattoman   muunneltavien 
ominaisuuksien mallin ja alustariippuvaisen kanavatyypinn mallin välillä (vaatimus 
V4). Kausaalisen yhteyden takaamiseksi kehykseen toteutettiin luotettava synkronoin­




lin   ja  kanavatyypin  mallin   välillä.   Palveluväylä   huolehtii   siitä,   että   kanavatyypin 
malli vastaa ajossa olevaa kanavaa.
Arvioinnin perusteella voidaan todeta, että OpenChannel ­kehys toteuttaa kaikki sille 
asetetut toiminnalliset  vaatimukset.  Kehyksen avulla voidaan tukea turvallisesti  ja 















vatyypin  muunneltavat   ominaisuudet   ja   niiden   tämän   hetkiset   arvot   (kuva  6.2). 
Vastauksella saadaan myös tieto siitä mistä arvojen rajoitteet sisältävän XML­skee­
man   löytää.   XML­skeeman   perusteella   on   helppo   toteuttaa   käyttötarkoitukseen 
sopivat käyttöliittymän komponentit. Esimerkissä  käyttäjä  voi säädellä  positiivisten 
kokonaislukujen arvoja liukusäätimin ja totuusarvoa vivulla. Update­painikkeen pai­







vaikuttaa  negatiivisesti   palveluväylän   suorituskykyyn.  Lähtökohtaisena   oletuksena 
oli, että ainoa suorituskykyvaikutus tulee olemaan sillä miten palveluväylä korvaa ka­
navatyypin   muuntelun   aikana   vanhan   kanavan   uudella   päivitetyllä   versiolla. 
Erityisesti kiinnostavaa oli tietää mitä tapahtuu tilanteessa, jossa vanhassa kanavas­




















tiin.   OpenChannel   ­kehyksen   kannalta   ratkaisun   ongelmaksi   muodostui   se,   että 
kanavatyypin malli ei enää välttämättä vastannut kanava oikeaa tilaa eikä kausaali­









ta   välittää   kanavan   käyttäjälle,   jolloin   käyttäjä   voisi   päättää   miten   tilanteessa 
toimitaan. Käyttäjä voisi esimerkiksi itse odottaa uuden kanavan käynnistymistä tai 
käyttää toista kanavaa siirtymäajan aikana.









siin  miten  Apache   ServiceMix   ­palveluväylä   ja  OpenChannel   ­kehys   käyttäytyvät 
kanavatyypin muuntelun aikana, kun useita pyyntöjä  on suorituksessa samanaikai­
sesti.   Testiajon   aluksi   kuormageneraattori   käynnisti   neljä   säiettä,   joista   jokainen 
lähetti pyynnön palveluväylälle ja vastauksen saatuaan odotti 800 – 1500 millisekun­


















pahtuvan.   Kuvan  6.4  kaaviosta   havaitaan,   että   palvelun   vastausajan   vaihtelivat 
tässäkin ajossa 250 – 2000 millisekunnin välillä.  Kanavatyypin muuntelua tapahtui 
kolme kertaa 49,9 sekuntia kestäneen testiajon aikana. Ensimmäisen kerran vastaus­
ajan   raja­arvo   ylittyy   kuuden   sekunnin   kohdalla.   Kanavatyyppiin   liittyvä 
mukautumiskäsittelijä   reagoi   raja­arvon   ylitykseen   muokkaamalla   kanavatyypin 
muunneltavien ominaisuuksien malliin palveluntarjoajaksi toissijaisen palveluntarjoa­
jan.  Tämä  näkyy  kaaviossa  piikkinä  kanavan  vastausajoissa,  koska uudet  pyynnöt 
joutuvat  odottamaan suoritukseen pääsyä  vanhan kanavan suoritusten valmistumi­









































vyn   heikentymistä.   Väitteen   tueksi   ajettiin   vielä   kolmas   testiajo.   Viimeisessä 
testiajossa kaikki muut parametrit pysyivät samoina kuin toisessa ajossa, mutta pyyn­
Kuva 6.4: Vastausajat vastausajan raja­arvolla 1000 ms.











































tehtuurin   toteuttamiselle.   Ympäristön,   palvelutasosopimuksen   ja   käyttäjän 
vaatimusten muutokset aiheuttavat muutostarpeita, joihin palveluväylän pitäisi pys­
tyä   reagoimaan.   Nykyiset   palveluväyläratkaisut   eivät   kykene   reagoimaan 
muutostarpeisiin, koska suuri osa palveluväylän toimintaa ja ominaisuuksia koskevis­





Tukeakseen   kanavatyyppien   dynaamista  muuntelua   palveluväylän   ajoympäristöltä 
vaaditaan näkyvyyttä kanavatyyppien ominaisuuksiin ja rakenteeseen ja kykyä muo­





japinnan   Apache   ServiceMix   ­palveluväylässä   ajossa   olevien   kanavatyyppien 
rakenteeseen ja sitä kautta tuen dynaamiselle muuntelulle. Apache ServiceMix ­palve­




ja  muunneltavuuden  hallinnan  yhteydessä   esiteltyjä  menetelmiä.  Kehys  hyödyntää 
ajonaikaisesti reflektiota kanavatyyppien sen hetkisen rakenteen ja toiminnallisuuden 
tutkimiseen ja muokkaamiseen. Mallipohjaista lähestymistapaa hyödynnetään kehyk­
sessä  mallintamalla   kanavatyyppien   variaatiopisteet   ja   niihin   liittyvät   rajoitteet. 
Mallien käyttö tekee muuntelun suunnittelun ja ymmärtämisen helpommaksi ja mah­
dollistaa muutosten todentamisen ennen niiden käyttöönottoa.
OpenChannel   ­kehyksen  arviointia   varten   toteutettiin   suorituskykymuutoksiin  mu­
kautuva   kanavatyyppi,   jota   ajettiin   oikeaa   ajoympäristöä   simuloivassa 









suuden   ulkopuolelle   rajattiin   osa   tutkielmassa   kuvatun   palveluiden   dynaamisen 
sidonnan muodostamisen mallin vaatimista toiminnallisuuksista. Kehyksen toiminnal­





tapauksissa   voitiin   todeta   jo   tutkielman   yhteydessä   toteutetun 












































































































































  /camel-channel-types kanavatyyppien toteutukset
  /channel-models mallit ja transformaatiot
  /open-channel-core kehyksen ytimen toteutus
  /open-channel-ui Android käyttöliittymän prototyyppi
OpenChannel ­kehyksen keskeiset luokat vastuineen on listattu seuraavassa taulukos­
sa.
Moduuli Java-luokka Vastuu
open-channel-core AdaptationManager.java Vastaanottaa tapahtumia ja 
välittää ne oikealle 
mukautumiskäsittelijälle.
open-channel-core AuthenticationHandler.java Toteuttaa rajapinnan kutsujen 
todennuksen.
open-channel-core QueueListener.java Kuuntelee jonoa, jonka kautta 
kehys vastaanottaa 
tapahtumia.
open-channel-core ChannelResource.java Kanavatyyppien REST­
rajapinta.
open-channel-core ChannelManager.java Sisältää kanavatyyppien 
käsittelyn toiminnallisuuden. 
open-channel-core AdaptationPolicy.java Rajapintaluokka, joka 
kaikkien 
mukautumiskäsittelijöiden 
pitää toteuttaa.
channel-models ChannelVariabilityModel.java Kaikkien mallien yhteinen 
yläluokka.
channel-models ModelCamelXslTransformer.java XSL­transformaatioden 
toteutusluokka.
channel-models ModelTransformer.java Transformaatioiden 
rajapintaluokka.
