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Abstract: Die Untersẗutzung mobiler Arbeiter mit mobilen IT-L̈osungen kann erheb-
liche Verbesserungen in den mobilen Geschäftsprozessen eines Unternehmens erzeu-
gen. Die wesentliche Eigenschaft eines solchen mobilen Systems ist die Fähigkeit,
sich mittels Mobilfunk mit einem zentralen Server zu verbinden, um z.B. auf Kun-
dendaten zuzugreifen. Die Häufigkeit und der Ort der Nutzung, die benötigte Daten-
aktualiẗat, Anforderungen an die Benutzeroberfläche und vieles mehr sind zentrale
Aspekte, die bei der Entwicklung passender Systemarchitekturen berücksichtigt wer-
den m̈ussen. Dieser Beitrag stellt vier typische Architekturen für mobile Systeme vor
und beschreibt einige ihrer wichtigsten Eigenschaften. Darüber hinaus werden häufige
Anforderungen aus mobilen Geschäftsprozessen vorgestellt und die aus ihnen resul-
tierenden Implikationen für die genannten Architekturen diskutiert.
1 Einleitung
Seit der Verf̈ugbarkeit breitbandiger Mobilfunknetze sowie rückläufigen Kosten f̈ur mobi-
le Endger̈ate ist die Nutzung mobiler Anwendungen zu einer interessanten Möglichkeit in
verschiedenen Bereichen geworden. Unternehmen mit einer großen Zahl an mobilen Ar-
beitern (z.B. Servicetechniker, Vertriebsmitarbeiter, häusliche Pflegedienste) können mo-
bile Anwendungen nutzen, um Zugang zu Unternehmensanwendungen und -datenbanken
am POS (Point of Service) zu erhalten. Damit wird eine besserKoordination mobiler
Arbeiter, schnellere Aufgabenzuweisung, die Vermeidung fehleranf̈alliger Medienbr̈uche,
sofortiger Zugriff auf Kundendaten und vieles mehr möglich [GKK05], [NSS05], [GK06].
Die Architektur eines mobilen Systems bewegt sich häufig innerhalb eines Spektrums
zwischen Always-Online-Systemen mit browserbasierten Clients auf der einen Seite und
Offline-Systemen mit Fat-Clients und gelegentlicher Synchronisation mit einem zentralen
Server auf der anderen Seite. Welche Softwarearchitektur am besten zu einer bestimmten
mobilen Aufgabe passt, hängt vor allem von den Anforderungen aus dem Geschäftsprozess
ab. Die Ḧaufigkeit des Ortswechsels, die Wahrscheinlichkeit der Netzverfügbarkeit, An-
forderungen an die Datenaktualit¨ t, Updatemechanismen, Synchronisationsmechanismen
und vieles mehr spielen eine entscheidende Rolle. Darüber hinaus ḧangen die Kosten für
die Entwicklung eines mobilen Systems stark von dem gewählten Architekturtyp ab.
Weil diese Sachverhalte von besonderer Bedeutung im Entscheidungsprozess von Softwa-
rearchitekten und IT-Projektmanagern sind, werden in diesem Beitrag einige der ḧaufigsten
Typen mobiler Softwarearchitekturen erläutert und deren Vor- und Nachteile besprochen.
Darüber hinaus werden einige typische geschäftliche Anforderungen an mobile Systeme
identifiziert und ein Auswahlschema erläutert, mit Hilfe dessen es m̈oglich ist, die passen-
de Softwarearchitektur in Abhängigkeit einer gegebenen Menge an geschäftlichen Anfor-
derungen zu bestimmen.
Dieser Beitrag ist wie folgt aufgebaut: Abschnitt 2 gibt einenÜberblicküber die relevante
Literatur. In Abschnitt 3 werden die vier wesentlichen Typen von Softwarearchitekturen
für mobile Systeme eingeführt, ihr Aufbau wird mit Hilfe von Komponentendiagrammen
erläutert. Die wesentlichen Merkmale der Architekturen sowieihr Vor- und Nachteile
werden erl̈autert. In Abschnitt 4 werden typische Anforderungen an mobile Systeme aus
mobilen Gescḧaftsprozessen heraus identifiziert und deren Bedeutung f¨ r die benannten
Softwarearchitekturen beschrieben. Abschnitt 5 gibt eineZusammenfassung.
2 Literatur überblick
Die Ver̈anderungen, die sich für die Disziplin der Softwareentwicklung im Umfeld mobiler
Systeme ergeben, werden in [RPM00] besprochen. Die Autorenkommen dabei zur wich-
tigen Aussage, dass ”mobility represents a total meltdown of all stability assumptions [...]
associated with distributed computing”. Es wird ein ausgezeichneterÜberblick über die
Softwareentwicklung f̈ur mobile Systeme gegeben, wobei insbesondere auf existierend
Probleme wie Modellierung, Algorithmen, Anwendungen und Middleware eingegangen
wird. Der vorliegende Beitrag adressiert einige der genannten Problemstellungen.
In [SC03] wird ein Architekturmodell vorgestellt, mit dem wichtige Komponenten mo-
biler Agenten beschrieben werden können. Die Dialoggestaltung für mobile Systeme ist
Gegenstand in [BDN+05]. Die Autoren beschreiben ein Plattform, mit der das Rapid Pro-
totyping einer mulitkanalf̈ahigen, multimodalf̈ahigen und kontextsensitiven Anwendung
untersẗutzt werden kann. Es wird gezeigt, wie diese Plattform genutzt wurde, um ein
Touristen-Informationssystem zu entwickeln.
Eine ganze Reihe von Arbeiten beschäftigt sich mit Softwarearchitekturen und anderen
technischen Aspekten mobiler Systeme. Ein Beispiel dafür ist [DG03], die eine 3-Schich-
ten-Architektur f̈ur verteilte und mobile Systeme präsentieren. [Tsa03] zeigt einen Ansatz
für die Modellierung und Performanceanalyse mobiler Multimediasysteme, die mit Hilfe
von stochastischen Petrinetzen durchgeführt wird. Der Autor fokussiert auf diëUberpr̈u-
fung der optimalen Performance, die unter Einhaltung bestimm er Vorgaben zum Quality-
of-Service in Abḧangigkeit gegebener Designparameter erreichbar ist. In [ITLS04] wird
ein Ansatz zur Modellierung von Softwarearchitekturen für mobile verteilte Systeme vor-
gestellt. Diese Modellierungsmethode zielt auf die Verifikation der Korrektheit von funk-
tionalen und nicht-funktionalen Eigenschaften des mobilen Systems.
Die Autoren in [AYBG02] berichten̈uber ein Projekt, in dem eine Systemarchitektur ent-
wickelt wurde, welche die Implementierung von adaptiven mobilen Anwendungen verein-
fachen soll. Dabei wird die zeitliche, räumliche und pers̈onliche Mobiliẗat ber̈ucksichtigt.
Ein Vergleich verschiedener Architekturen für mobile Systeme wird in [KLH00] gegeben.
Es werden Client-Server-Modelle, agentenbasierte Client-S rver-Modelle und Modelle für
mobile Agenten ber̈ucksichtigt. In [vTJ05] wird diskutiert, wie der Ansatz serviceorien-
tierter Architekturen bei der Entwicklung mobiler Systemeber̈ucksichtigt werden kann.
Es wird gezeigt, wie mobile Services miteinander kombiniert werden und wie die Bereit-
stellung dieser Services durch die Systemarchitektur realisi rt wird.
Die Ergebnisse aus [BGHS05] sind von besonderer Bedeutung für den vorliegenden Bei-
trag. Die Autoren geben, basierend auf einer Analyse von Nutzer- und Ger̈atemobiliẗat,
einenÜberblicküber verschiedene Typen von Softwarearchitekturen für mobile Systeme.
Typische Anforderungen an mobile Systeme, die sich aus den Besonderheiten mobiler
Gescḧaftsprozesse ergeben, werden z.B. in [GS04] vorgestellt.
3 Softwarearchitekturen für mobile Systeme
Bei der Analyse des Kommunikationsverhaltens eines mobilen Systems ist deren Architek-
tur von besonderer Bedeutung. In Anlehnung an [BGHS05] können haupts̈achlich vier ver-
schieden Architekturtypen unterschieden werden. Bei einer Always-Online-Architektur
kommuniziert die Anwendung ausschließlich online mit einem zentralen Server. Diese Ar-
chitektur ist typisch f̈ur webbasierte Systeme. Eine Hybrid-Architektur kann die Vorteile
von Offline- und Online-Architekturen zum Teil vereinen: Wenn ein Mobilfunknetzwerk
verfügbar ist, kann die Kommunikation mit dem zentralen Server online erfolgen. Falls
kein Netzwerk verf̈ugbar ist, kann die mobile Anwendung auch offline genutzt undsp̈ater
mit dem zentralen Server synchronisiert werden. Weiterhinkann eine Offline-Architektur
zum Einsatz kommen, bei der ein mobiler Anwender eine gelegentliche Synchronisa-
tion mit einem zentralen Server durchfü rt. Eine vollsẗandige Offline-Architektur kann
genutzt werden, wenn keine Kommunikationüber ein Netzwerk stattfinden soll. Da die
meisten Vorteile durch den Einsatz von IT-Systemen in mobilen Umgebungen aber gerade
erst durch die M̈oglichkeit der Vernetzung entstehen, wird diese Architektur nicht weiter
ber̈ucksichtigt.
Im Folgenden werden mit Hilfe einer komponentenbasierten Sicht auf diese Architekturen
deren wesentliche Eigenschaften erläutert. Der Fokus liegt dabei auf der Beschreibung der
wichtigsten Komponenten sowie einer Darstellung ihrer Verteilung. Diese Beschreibungen
sind somit nicht vollsẗandig, sondern m̈ussen im Einzelfall entsprechend den konkreten
Anforderungen erweitert werden. Es werden darüber hinaus keine Angaben zur techni-
schen Realisierung (Einsatz von Middlewareprodukten u.ä.) gemacht.
3.1 Webbasierte Always-Online-Architektur
Innerhalb dieser Architektur (s. Abbildung 1) arbeitet derClient permanent always-online
über ein Mobilfunknetzwerk. Die Präsentationsschicht ist vollständig auf dem Client mit












Abbildung 1: Webbasierte Always-Online-Architektur
Hilfe einer Browser-Komponente (GUI) realisiert. Die Anwendungsschicht ist vollständig
auf dem Server realisiert und enthält eine Session-Handling-Komponente sowie Kompo-
nenten f̈ur die Pr̈asentations- und Geschäftslogik. Die Datenschicht enthält die ben̈otigten
Datenbanken und ist ebenfalls vollständig auf dem Server realisiert. Der größte Vorteil
dieser Architektur ist es, dass nur ein Browser auf dem Client b ötigt wird. Somit erlaubt
die Systemarchitektur die Integration einer großen Bandbreiten von Client-Systemen, un-
abḧangig von Betriebssystemen oder anderen Client-Eigenschaften. Weiterhin sind kei-
ne Update- oder Synchronisationsmechanismen nötig, da die Anwendungs- und die Da-
tenschicht komplett serverseitig realisiert sind. Alle Clients arbeiten auf derselben zen-
tralen Datenbank und nutzen hochaktuelle Daten sowie die aktuellen Pr̈asentations- und
Gescḧaftslogiken. Der Aufwand f̈ur die Administration solcher Systeme ist vergleichs-
weise gering. Der größte Nachteil einer solchen Lösung ist es, dass immer ein Mobilfun-
knetzwerk zur Verf̈ugung stehen muss, da ansonsten der Client nicht arbeitsfähig ist. Ich
einigen Gebieten kann es jedoch vorkommen, dass eine Abdeckung mit einem solchen
Netzwerk nicht gegeben ist. Darüber hinaus stellen heutige Mobilfunknetzwerke, vergli-
chen mit LAN-Infrastrukturen, nur eine geringe Bandbreiten für die Daten̈ubertragung zur
Verfügung. Dies f̈uhrt ḧaufig zu einer unbefriedigenden Performance des Clients. Wei-
terhin kann beim Design der Benutzerschnittstelle von browserbasierten Systemen nur auf
die beschr̈ankten Darstellungsm̈oglichkeiten von HTML zur̈uckgegriffen werden. Darüber
hinaus kann die gleichzeitige Verbindung vieler Clients mit einem zentralen Server hohe
Anforderungen an dessen Performance und Verfügbarkeit stellen.
3.2 Rich-Client Always-Online-Architektur
Mit dieser Architektur (s. Abbildung 2) wird ein Nachteil webbasierter Always-Online-
Architekturen vermieden: Durch die Verwendung eines Rich-Clients m̈ussen beim De-
sign der Benutzerschnittstelle nicht mehr die durch HTML gegebenen Einschränkungen
ber̈ucksichtigt werden, da bei dieser Art von Clients der volle Umfang an Interaktions-
elementen zur Verfügung steht. Darüber hinaus k̈onnen Teile der Präsentationslogik auf
den Client verschoben werden, um damit Performance- und Kostenvorteile durch eine
Reduzierung des̈ubertragenen Datenvolumens zu erzielen. Die Präsentationsschicht ist
vollständig auf dem Client realisiert, der die GUI und die Präsentationslogik enthält. Zu-
sätzlich entḧalt der Client einige Elemente aus der Anwendungsschicht, zum Beispiel ei-
ne Updatekomponente für die Pr̈asentationslogik und eine Sessionhandling-Komponente.
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Abbildung 2: Rich-Client Always-Online-Architektur
Beide Komponenten haben jedoch noch ein Gegenstück auf dem Server, auf dem sich
auch die Gescḧaftslogik (Anwendungsschicht) befindet. Die Datenschichtst vollsẗandig
auf dem Server realisiert.
Die haupts̈achlichen Vorteile dieser Architektur sind die Verwendungeines Thin-Clients
mit den Möglichkeiten zur Oberfl̈achengestaltung und das reduzierte Datenvolumen, das
transportiert werden muss. Weiterhin können alle Clients auf derselben zentralen Daten-
bank arbeiten und aktuelle Daten sowie die jeweils neueste Gescḧafts- und Pr̈asentations-
logik nutzen. Der Administrationsaufwand für solche Systeme ist vergleichsweise gering.
Weiterhin kann durch die Verwendung von Rich-Clients eine teilweise asynchrone Kom-
munikation realisiert werden, die in Verbindung mit der Sessionhandling-Komponente
auch kurzeitige Offlinezeiten̈uberbr̈ucken kann. Der Nachteil solcher Lösungen ist die
Notwendigkeit zur Nutzung eines Mobilfunknetzwerks, da der Client sonst nicht funkti-
onsf̈ahig ist. Eine solche Situation kann in bestimmten Gebietenauftreten. Weiterhin sind
Komponenten f̈ur die Session- und Updatemechanismen nötig. Dar̈uber hinaus entstehen
auch die bereits bei der Always-Online-Architektur geschilderten Probleme (Bandbreite
des Netzes, Performance des Clients, Performance des Servers).
3.3 Rich-Client Hybrid-Architektur
Die beiden zuvor beschriebenen Architekturen haben einen wesentlichen Nachteil: Falls
kein Mobilfunknetzwerk verf̈ugbar ist, steht dem mobilen Arbeiter die Anwendung nicht
zur Verfügung. Die Rich-Client Hybrid-Architektur vermeidet dieses Problem (s. Ab-
bildung 3). Das Ziel dieser Architektur ist es, einen Clientfür das vorrangige Arbeiten
online zur Verf̈ugung stellen, aber es ebenso zu ermöglichen, den Client im offline-Fall
weiter zu benutzen. Der Client besteht aus einer GUI und einer Komponente f̈ur die
Pr̈asentationslogik. Auf dem Client befinden sich zusätzlich Komponenten für die Ge-
scḧaftslogik, f̈ur das Sessionhandling, das Updatehandling sowie für Synchronisationsauf-
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Abbildung 3: Rich-Client Hybrid-Architektur
Komponenten f̈ur die Gescḧaftslogik, f̈ur das Sessionhandling, das Updatehandling so-
wie für Synchronisationsaufgaben werden ebenso auf dem Server ben̈otigt (Anwendungs-
schicht). Die serverseitige Datenschicht besteht aus den Vorlagen f̈ur die Gescḧafts- und
Pr̈asentationslogik sowie ggf. anderen Datenbanken.
Im Normalfall arbeitet die Anwendung always-online und nutzt dabei die Gescḧaftslogik
und die Datenbanken des Servers (wie im Rich-Client Always-Online-Szenario). Im Fal-
le des Verbindungsabbruchs ist ein Weiterarbeiten auf dem Client möglich, da dieser nun
seine eigenen Komponenten anstatt der severseitigen verwendet. Damit bei einer späteren
Rückkehr der Netzwerkverbindung Client und Server auf den gleichen Datenstand ge-
bracht werden k̈onnen, ist ein Synchronisationsmechanismus nötig. Der gr̈oßte Vorteil
dieser Architektur ist die M̈oglichkeit, always-online zu arbeiten, aber dennoch, im Falle
des Verlusts der Netzwerkverbindung, offline arbeiten zu können. Durch die Verwendung
eines Rich-Clients stehen alle Möglichkeiten zur Gestaltung der Benutzerschnittstelle zur
Verfügung, das̈ubertragene Datenvolumen kann reduziert werden. Es geltenweiterhin
die bereits genannten Vorteile (zentrale Datenhaltung, Zuriff auf zentrale Gescḧafts- und
Pr̈asentationslogik im Normalfall, M̈oglichkeiten zur asynchronen Kommunikation etc.).
Der gr̈oßte Nachteil dieser Architektur wird durch ihren größten Vorteil erkauft: Es ist ein
Synchronisationsmechanismus mit Konfliktlösungsstrategie nötig, um den offline erfass-
ten und ver̈anderten Datenbestand mit dem Server zu synchronisieren. Es gelten weiterhin
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Abbildung 4: Fat-Client Offline-Architektur
des Clients und des Servers). Aufgrund der Komplexität des Clients ist der Administrati-
onsaufwand als sehr hoch einzuschätzen.
3.4 Fat-Client Offline-Architektur
Die Fat-Client Offline-Architektur weist großëAhnlichkeiten zu der zuvor beschriebenen
Rich-Client Hybrid-Architektur auf. Es wird jedoch nicht die Möglichkeit geboten, unter
Nutzung eines Mobilfunknetzes online zu arbeiten (s. Abbildung 4). Der mobile Arbei-
ter verwendet den Client stattdessen immer offline, so dass sich dort die gesamte An-
wendung befindet. Die erfassten oder veränderten Daten, die auf dem Client gespeichert
sind, werden gelegentlich an festen Synchronisationspunkten (Büro, Homeoffice) mit dem
Server synchronisiert. Auf diese Weise muss auch das Updatefür die Komponenten für
Gescḧafts- und Pr̈asentationslogik durchgeführt werden.
Der haupts̈achliche Vorteil dieser Architektur ist die Unabhängigkeit von einem Netz-
werk. Die Nutzung der Anwendung ist daher ist fast allen denkbaren Umweltsituatio-
nen m̈oglich. Damit entstehen auch keine Performanceprobleme oder Kosten f̈ur die Da-
ten̈ubertragung am POS. Ein weiterer Vorteil ist die Möglichkeit zur uneingeschränkten
Gestaltung der Benutzeroberfläche des Clients. Der größte Nachteil dieser Architektur ist
die Notwendigkeit zur regelm̈aßigen Weiterentwicklung und Verbreitung der Komponen-
ten für das Updatehandling und die Synchronisation. Die Synchronisationsintervalle liegen
vollständig im Entscheidungsbereich des Anwenders, so dass eine festgelegte Aktualiẗat
der Daten und Komponenten nicht sichergestellt werden kann.
3.5 Vergleich der Architekturen
Die webbasierte Always-Online-Architektur ist relativ klein und hat wenige Komponen-
ten. Die Entwicklung und Administration eines solchen Systems d̈urfte, im Vergleich zu
den anderen Architekturen, deutlich geringere Aufwände verursachen. Jedoch erkauft man
sich mit dieser Architektur auch einige Probleme hinsichtlKonnektiviẗat und Usabili-
ty des Systems. Die anderen drei Architekturen zielen unterschiedlich stark auf die Ver-
meidung dieser Probleme. Doch je stärker man versucht, diese Konnektivitäts- und Usa-
bilityprobleme zu l̈osen, ẅachst der Entwicklungs- und Adminstrationsaufwand für ein
solches System sehr stark an. Eine der Hauptaufgaben für IT-Projektmanager und Softwa-
rearchitekten ist es deshalb, zu entscheiden, wie viel Aufwand f̈ur die Entwicklung und
die Administration solcher Systeme vertretbar ist, gemessen an den Anforderungen aus
den betroffenen Geschäftsprozessen. Der folgende Abschnitt widmet sich deshalbtypi-
schen gescḧaftlichen Anforderungen an mobile Systeme und erläutert, wie eine passende
Softwarearchitektur abgeleitet werden kann.
4 Typische Anforderungen in mobilen Prozessen und deren architek-
turelle Implikationen
Im Folgenden werden typische Anforderungen an mobile Anwendungen beschrieben und
hinsichtlich ihrer Bedeutung für die zu Grunde liegende Softwarearchitektur bewertet.
Diese Anforderungen sowie deren konkrete Ausprägungen wurden in einem Forschungs-
projekt in Zusammenarbeit mit der Inverso GmbH [inv] entwickelt. Die Ergebnisse sind in
Tabelle 1 aufgelistet. Wenn eine Architektur dazu geeignetist, eine Anforderung vollständig
zu erf̈ullen, ist sie mit ‘+’ bewertet. Wenn die Architektur die Anforderung nur mit Ein-
schr̈ankungen erf̈ullen kann, ist sie mit ‘0’ markiert. Wird die Architektur hinsichtlich
einer Anforderung als unzureichend eingestuft, erfolgt eine Markierung mit ‘–’.
4.1 Point of Service (POS)
Die örtlichen Gegebenheiten am POS sind von besonderer Relevanz für die Auswahl ei-
ner passenden Architektur. Wenn die Anwendung häufig an festgelegten Orten wie dem
Homeoffice oder im B̈uro verwendet wird, sind alle Architekturen gut geeignet. Wenn die
Anwendung unterwegs vor allem in städtischen Umgebungen genutzt wird, sind Mobil-
funknetzwerke vermutlich meistens vorhanden. In diesem Fall wäre eine webbasierte oder
















































Büro + + + +
Stadtgebiet 0 0 + +
ländliche Gegend – – + +
Datenaktualität
Echtzeitdaten geẅunscht + + – –
relativ hohe Aktualiẗat n̈otig + + + –
geringe Aktualiẗat akzeptiert + + + +
Redundanz des Quellcodes
hohe Redundanz akzeptiert + + + +
geringe Redundanz akzeptiert + + – –
keine Redundanz geẅunscht + – – –
Softwareverteilung
Verteilung offline akzeptiert + + + +
Verteilung online akzeptiert + + + 0
keine Verteilung geẅunscht + – – –
Oberflächendesign
und Interaktionstechniken
sollen umfassend sein – + + +
kann HTML sein + + + +
Sicherheit
dezentrale Organisation + + + +
zentrale Organisation + + 0 –
Tabelle 1: Anforderungen und deren architekturelle Implikationen
deren beiden Architekturen sind natürlich in allen F̈allen gut einsetzbar. Wenn die mobile
Anwendung vor allem in l̈andlichen Umgebungen eingesetzt wird, ist die Verfügbarkeit
eines Mobilfunknetzwerks vermutlich nicht immer gegeben.In diesem Fall sind nur die
Rich-Client Hybrid-Architektur oder die Fat-Client Offline-Architektur einsetzbar.
4.2 Datenaktualität
Die Anforderungen an die Datenaktualit¨ t haben ebenfalls großen Einfluss auf die Wahl
der passenden Systemarchitektur. Wenn der mobile Arbeiterimmer hochaktuelle oder
Echtzeitdaten ben̈otigt, kommt nur die Always-Online-Architektur in Frage. Die Rich-
Client Hybrid-Architektur kann verwendet werden, wenn dieAnforderungen an die Da-
tenaktualiẗat weniger hart sind (wenn z.B. Vortagesaktualität ausreicht). Die Fat-Client
Offline-Architektur ist nur einsetzbar, wenn die Anforderungen an die ben̈otigte Datenak-
tualität nicht kritisch sind (einige Tage oder Wochen reichen aus).
4.3 Redundanz des Quellcodes
Die Architektur eines mobilen Systems beeinflusst auch die Redundanz des Quellcodes
der Anwendung. Wenn die Geschäftslogik einer Anwendung im mehreren Kontexten ver-
wendet wird (z.B. ein Berechnungsmodul, das sowohl client-als auch serverseitig einge-
setzt wird), muss das Deployment und ggf. sogar die Entwicklung oft mehrfach erfolgen.
Grund daf̈ur sind unterschiedliche Systemanforderungen (Betriebssysteme, Rechenleis-
tung, Funktionsumfang der Komponente etc.). Falls eine solche Redundanz vermieden
werden soll (single source, single instance), kommt nur diewebbasierte Always-Online-
Architektur in Frage. Wenn eine geringe Redundanz akzeptabl ist (single source, mul-
tiple instances), kommt vor allem die Rich-Client Always-Online-Architektur in Frage.
Wenn der Redundanzaspekt keine Rolle spielt, können sowohl die Rich-Client Hybrid-
Architektur als auch die Fat-Client Offline-Architektur eingesetzt werden.
4.4 Softwareverteilung
Die Verteilung neuer Releases der mobilen Anwendung verursacht oft einen großen Auf-
wand. Wenn dieser vermieden werden soll, ist die Always-Online-Architektur auszuẅah-
len, da mit dieser Architektur der Updateprozess auf die Severinstanz beschränkt wer-
den kann. Wenn ein Online-Updateprozess der Clients akzeptab l ist, k̈onnen die beiden
Rich-Client-Architekturen zum Einsatz kommen. Falls die Wahl auf die Fat-Client Offline-
Architektur fallen sollte, m̈ussen hohe Kosten und organisatorische Aufwände einkalku-
liert werden, da große Datenmengen transportiert werden müssen und dies oft nur̈uber
offline-Wege (z.B. via CD, DVD) m̈oglich ist.
4.5 Gestaltung der Benutzeroberfl̈ache und Interaktionstechniken
Sowohl die beiden Rich-Client-Architekturen als auch die Fat-Client Offline-Architektur
bieten alle herk̈ommlichen M̈oglichkeiten zur Gestaltung der Benutzeroberfläche. Wenn
die Anwendung nicht zu komplex ist und nur einfache Interaktionen vorgesehen sind (ab-
bildbar in HTML), kommt auch der Einsatz einer webbasiertenArchitektur in Frage.
4.6 Sicherheit
Mit Hilfe von mobilen Anwendungen werden häufig vertrauliche Daten verarbeitet und
übertragen, die eine Reihe von Sicherheitsvorkehrungen nötig machen. Aus Sicht des Ad-
ministrators eines solchen Systems ist ein einfaches, gut ste erbares, zentrales Sicher-
heitsmanagement ẅunschenswert. Mit beiden Always-Online-Architekturen kan dies er-
reicht werden. F̈ur die beiden anderen Architekturen werden darüber hinaus noch zum Teil
aufwändige Sicherheitsmaßnahmen für den Client n̈otig.
5 Zusammenfassung
In diesem Beitrag wurden die vier typischen Softwarearchitekturen f̈ur mobile Systeme
vorgestellt. Die Entscheidung, welche dieser Architekturen in einer konkreten Situation
angewendet werden sollte, hängt einerseits von den Anforderungen aus dem betroffenen
Gescḧaftsprozess, andererseits aber auch von den notwendigen Aufwänden f̈ur die Ent-
wicklung und Adminstration des Systems ab. Zwischen beidenAspekten gibt es starke,
wechselseitige Abḧangigkeiten. Aus den vorgestellten Ergebnissen wird außerdem deut-
lich, dass mit steigenden fachlichen Anforderungen, besonders hinsichtlich der Konnek-
tivit ät und Usability, die Aufẅande f̈ur die Entwicklung und Administration des Systems
stark ansteigen. Unter Berücksichtigung dieser Ergebnisse kann keine generelle Empfeh-
lung zur Verwendung einer bestimmten Systemarchitektur gegeb n werden. Es ist viel-
mehr n̈otig, jede einzelne fachliche Anforderung separat zu bewerten und die jeweils beste
Architektur zu bestimmen. Im Anschluss muss dann in einem Prozess der Abẅagung ein
Kompromiss gefunden werden. Die in diesem Beitrag dargestellt n Ergebnisse k̈onnen
helfen, diesen Prozess zu unterstützen.
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