Traditional product development efforts are primarily based on well-structured and hierarchical product development processes. The products are systematically decomposed into subsystems that are designed by dedicated teams with well-defined information flows. Over the past two decades, a new product development approach called mass-collaborative product development (MCPD) has emerged.
From the standpoint of engineering design, research on MCPD processes is still in its early stages.
Panchal and Fathianathan [5] and Panchal [4] discuss the open research issues in the successful application of MCPD. One of the key factors influencing the evolution of products in a mass-collaborative environment is the impact of product architectures [5] . The role of product architectures has been well documented in traditional product development processes. Ulrich [9] presents four different types of product architectures, namely, integral, slot, bus, and sectional architectures. Pimmler and Eppinger [10] analyze product decomposition and discuss its effects on the traditional product development processes using an automotive climate control system example. Fixson [11] , Primmler and Eppinger [10] and Ulrich [9] analyze product architectures from both conceptual and computational standpoints. Yassine and Wissmann [12] point out that designing the product architectures could lead to effective strategies for increasing service levels. In these studies, it has been established that in traditional product development process the type of product architectures affects the product development time and cost, number of iterations, convergence behavior, and adaptability of the product. Modular product architectures significantly improve the efficiency of traditional product development processes by reducing the number of iterations and associated development time and cost because of clear partitioning of sub-functions resulting in fewer dependencies between corresponding tasks.
While various studies related to product architectures have been conducted for traditional product development, the effects of product architectures on MCPD processes have not yet been analyzed. The analysis is important because it would facilitate a) the identification of types of products that are suitable for MCPD processes, and b) modification of product architectures for existing systems to support MCPD processes [5] . In this paper, a step towards addressing this research gap is presented. The proposed approach is based on agent-based computational modeling. In the agent-based model, we simulate the behavior of participants as they contribute to product development efforts, and the resulting product evolution. By simulating the MCPD processes, the effect of product architecture on the evolution of products in MCPD processes is studied in this paper. Here, evolution refers to the incremental growth of the product in the development process. The evolution of product architectures within MCPD processes is not modeled.
The paper is organized as follows. In Section 2, a background to agent-based modeling and product architectures is provided. In Section 3, the details of the agent-based model are presented. In Section 4, an example of mobile phone design is presented and different possible architectures of mobile phones are discussed. In Section 5, the results from the execution of the model are discussed. Finally, closing thoughts are presented in Section 6.
BACKGROUND: PRODUCT ARCHITECTURES AND AGENT-BASED MODELING

Product Architectures
Ulrich defines a product architecture as a scheme by which the function of a product is allocated to its physical components [9] . A product architecture consists of three parts. The first part is the arrangement of the functional elements. In the development of a complex engineered system or product, the function can be decomposed into multiple sub-functions so that solutions can be determined for each of the individual sub-functions, and the solutions can be combined into the overall system [10] . There are two advantages of this approach: a) it decomposes the problem into manageable pieces, making it easier to accomplish the overall function, and b) different kinds of sub-functions can be achieved concurrently, which reduces the product development time.
The second part of product architecture is the mapping from functional elements to physical elements. The physical elements of a product are the parts, components, and subassemblies that ultimately implement the product's functions [13] . The mapping from functional elements to physical components results in the physical design of the product. Based on the mapping, each component is well defined and the function of that component is clearly focused. Considering the different kinds of mappings, two major classes of product architectures are proposed by Ulrich [9] : integral architecture and modular architecture. In an integral architecture, the components of the product are highly coupled with each other and cannot be decomposed easily. There is a lack of clear set of mappings from functions to physical realizations. Any change in a component results in significant effects on other components.
Hence, a purely integral architecture is generally not preferable because it is difficult to produce and maintain. A physical component can represent multiple functions in an integral architecture. In contrast, a modular architecture has one-to-one mapping between the functions and components.
The third part of product architecture is the specification of the interfaces among interacting physical embodiments of the different functions. In a modular architecture, interfaces describe how the modules interact, including how they fit together, connect and communicate. In an integral architecture, a physical component may carry out more than one function, which is referred to as function sharing [14] . In such cases, the physical embodiments of the two functions are highly coupled.
Ulrich [9] divides modular architectures into three sub-types: slot architecture, bus architecture and sectional architecture. Slot architecture represents a one-to-one mapping from functions to physical realizations. In a slot architecture, the interfaces between components are different from each other, and hence, the components cannot be interchanged [9] . Bus architecture has a common component called a bus to which the other physical components connect via the same types of interfaces [9] . Most of the common products' architectures lie between slot and bus architectures. In certain cases, a few components may have many more interfaces than other components, and hence, partially act as a bus in a product.
A powerful mathematical tool, called the Design Structure Matrix (DSM), was developed by Steward [15] to analyze the interfaces and the relationships between modules. Steward originally used DSM to compactly display the structure of design problems in terms of relationships among technical parameters [16] . Table 1 shows an example of a Design Structure Matrix. In this table, there are five different parameters labeled as A, B, C, D, and E. The dependencies between these parameters are shown with the ‗x' elements in the matrix. There are two conventions for representing dependencies in a design structure matrix. The ‗x' in the cell corresponding to row B, column A can represent a dependency of parameter B on parameter A, or a dependency of parameter A on parameter B. In this paper, we choose the latter convention for representing dependencies. Similar matrices can be used to represent dependencies between different modules in a product. and information dependences among modules. In their definition, the number 2 is used to represent required relationships among different modules. These are relationships that cannot be removed from the structure. The number 1 is used to describe desired relationships among different modules, which means that if the relationship exits, it will benefit the entire product. However, if the relationship does not exist, the product can still work. The number 0 is used to represent independent modules, which do not have any relationship -spatial, material, energy or information. The number -1 is used to express undesired relationships among modules that have negative impact on the product. The number -2 is used to show relationships that must be prevented in the product. Table 2 shows an example of a score-based DSM.
The four numbers in each block refer to the strength of spatial (top left), energy (top right), information (bottom left), and materials (bottom right) dependencies.
Smith and Eppinger [16] present a numerical DSM with percentage rework. It is a quantitative description of interdependencies between tasks in a real design and manufacturing process. The numerical DSM provides a convenient way to perform numerical analysis. In this paper, a numerical DSM is used to represent the product structure in the form of modules and interdependencies. When a module changes, other related components need rework with a probability represented by percentage rework.
The details are provided in Section 3.1.
Agent-based Modeling (ABM)
Agent-based modeling (ABM) is a technique used to simulate systems consisting of autonomous interacting entities called agents [17, 18] . It is a computational approach for simulating the actions and interactions of autonomous individuals, with the goal of assessing their effects on the entire system. As discussed by Bonabeau [17] , an agent is a discrete entity or individual with behavior rules. In ABM, the system is modeled as an aggregation of independent units interacting with each other. The interactions of units result in diverse, sometimes unexpected and interesting emergent phenomena.
Bonabeau [17] presents several benefits of the ABM technique. First, ABM facilitates modeling emergent phenomena. Because of the interactions among agents and unexpected behaviors of agents, on executing an agent-based model, some emergent phenomena may be observed that are generally difficult to predict. Second, ABM provides a natural description of many real-world systems such as social systems. In social sciences, ABM has been used in a variety of applications such as flow management [17] , traffic simulation [19] , organizational modeling and diffusion [17] . ABM is becoming a popular technique in computational economics and is applied to supply chains [20] and changes of tickets' price in NASDAQ. Agent-based modeling has recently been used in engineering design also. Sim et al. [21] model integrated product development teams using agent-based modeling. They divide product development tasks into sub-tasks and each agent is assigned to one sub-task. Using the model, they
show the relationships among number, competency and motivation of agents and the cost, time, quality of products. Crowder et al. [22] use agent-based models to investigate how agents in integrated product development teams interact and accomplish tasks in an ongoing project. Nissen and Levitt [23] use agent-based models to simulate the dynamic knowledge management in the information system design phase.
Various software tools such as Netlogo [24] , Swarm [25] and AnyLogic [26] are available for developing ABMs. Due to its user friendliness, we use Netlogo for developing the model presented in this paper. The details of the agent-based model of mass-collaborative product development are presented next.
DETAILS OF THE AGENT-BASED MODEL OF MASS COLLABORTAIVE PRODUCT DEVELOPMENT
In this section, we present the agent-based model used to simulate the evolution of products in masscollaborative product development processes. The general agent-based model for mass-collaborative product development (MCPD) was first developed by Panchal [4] . In this paper, the emphasis is on the study of the product architectures in MCPD using the agent-based model. The model consists of two main entities: a) products, which are composed of modules, and b) participants, who contribute to the development of the product. The product model is discussed in Section 3.1 and the model of the participants is discussed in Section 3.2. The outputs and the assumptions of the model are discussed in 
Product Model
In the proposed model, a product is represented as a directed weighted graph consisting of a set of The links between the modules represent the interdependencies between modules. They are also called interfaces because interfaces are linkages shared among components, modules, or sub-systems of a given product [27] . Each link is associated with an attribute, percentage rework [28] , which represents the amount of rework that must be carried out on a target module if there are changes in the originating
module. An example of a product model of mobile phones is shown in Figure 1 Percentage rework is modeled after the work of Cho and Eppinger [28, 29] . A simple example is showed in Figure 2 
Figure 2 -Illustration of rework
The modules and dependencies describe a product's architecture. The modularity of a product's architecture is characterized by a metric called the Degree of Modularity (DOM) [30] . The metric facilitates the comparison of different architectures of a product. Sosa et al. [30] utilize the DOM metric to compare different modules based on their connections with other modules. The authors define the modularity of a single module using a metric, Module Modularity, which is defined as -the level of independence of a module from the other modules within a product‖ [30] . A module is recognized as a highly independent one if it has a high Module Modularity. Mathematically, Module Modularity [16] is represented as: (1) In the relationship above, x ji is the dependency represented by the j th row and the i th column in the DSM,
x max is the maximum value that x ji can take, and m is the number of modules. 
Figure 3 -Illustration of module modularity
The DOM of a product is the average level of modularity of modules. So in this paper, the DOM is based on the average of the Module Modularity. The mathematic expression of DOM:
Other measures based on DSM have also been utilized in the literature to quantify product modularity. One such measure is the Singular-value Modularity Index (SMI) [31, 32] . By performing singular values decomposition (SVD) on the DSM, singular values are captured for the analysis of modularity. The SMI index measures the average, weighted decay rate of sorted singular values in the system [31] . Another modularity measure is proposed by Guo and Gershenson [33] . In this paper, we mainly use the Degree of Modularity (DOM) measure because of its simplicity.
Participants
The participants in the agent-based model are modeled as decision-making agents. The number of agents in the model is represented as N. Each agent makes decisions about whether to contribute to the product development effort or not. The decisions are made based on participants' individual cost (C) and value (V). The cost is due to the time and effort invested in contributing to the product development effort.
The value corresponds to the benefit that the participant gains from the product.
The decisions made by different participants can be modeled using the game of involuntary altruism presented by Baldwin and Clark [34] . This game is an adaptation of the game of -public provision of private goods‖ [35] and has been applied to mass collaborative processes such as open-source software
development [36] . Each participant has value (V) and cost (C) associated with an activity. They independently decide whether to contribute to the effort or not. If the players decide not to contribute, the task is not completed and the value to all of them is 0. If one of the participants decides to contribute and the others do not, then the non-contributing participant receives the entire value (V) and does not incur any cost. Since the contributing participant also incurs the cost C, the resulting value for the contributing participant is (V-C). The mixed equilibrium strategy of the game is that each participant contributes with a probability [34] :
In Equation 3, if the cost (C) of a participant is large, the probability of participation is small. If a participant's value (V) is large, the probability of participation of the agent is high. The probability of participation is also dependent on the number of participants. In the equation, cost and value parameters are quantified as dimensionless numbers. The cost is a simplified parameter that accounts for the monetary costs and time expended. Similarly, value is a simplified parameter that accounts for both financial and non-financial benefits associated with the activity. Research is being carried out in other domains to identify the value associated with mass collaborative activities [37] . One potential approach to map actual costs and benefits to dimensionless numbers is using multi-attribute utility functions [38] .
The model is executed in cycles. During each cycle, each participant decides whether to participate in the effort or not. The decision is made based on the probability calculated using Equation 3 . If the participant decides in favor of contribution, he/she works on the module with the lowest percentage completion. The choice of the module with the lowest percentage completion is made due to its simplicity.
In a real mass-collaborative scenario, the choice of the module to contribute to depends on factors such as participants' expertise, prior work on different modules, and individual needs. If a participant is working on a module at a given time step, other participants cannot change that module. That means the module is -locked‖ by the participant for that particular time step. In that case, the next participant works on the next least-complete module. If all the modules are locked, the next participant does not contribute during that time step. During each contribution to a module, the effect on the other modules is calculated based on the module dependencies. Rework percentage is used to calculate the resulting percentage completion of the affected modules.
Outputs of the Model
The outputs of the model are 1) the evolution of each module over time and 2) the evolution of the entire product over time. Note that in this model, time is measured in terms of the number of cycles.
Hence, the unit of time is a cycle of model execution. The evolution of each module is observed during the execution of the model. An example of evolution of modules is shown in Figure 4 . The percentage completion of the entire product is evaluated as the average percentage completion of the modules in the
product. An example of the evolution of the entire product is shown in Figure 5 . This is again a simplification in the model because in a real scenario, different modules require different amounts of effort for completion. The product evolution plot provides two main indicators: a) the evolution time, which represents how fast the product development is completed, and b) the slope of curve, which represents the rate of product evolution at a particular point in time. 
Assumptions in the Model
The basic assumptions used in the model are as follows:
 Growth rate: The growth rate is expressed as a percentage of current progress. In terms of the growth of a module, this means that the growth of a module is slower during the initial stages and faster during the latter stages (see Figure 5 ). For instance, the initial conceptual design phase requires more time than the latter detailed design and manufacturing phases. The percentage growth rate for each module is considered equal and remains constant during the development process. This is a simplifying assumption which implies that all modules require equal amount of effort to develop.
However in a real project, different modules have different levels of design complexity and generally require different levels of effort. Hence, the growth rates of different modules are different.
 Locking: It is assumed that during a cycle, when a participant decides to work on a module, that module cannot be changed by other participants. The advantage of this is that when a module is locked, multiple participants cannot make conflicting changes within a module. This is a typical approach in software development and is implemented using the check-in and check-out process. If multiple participants are allowed to contribute to different aspects of a module, it is recommended that the module be partitioned into separate modules and interdependencies be defined between them.
 Cost and Value: It is assumed that cost (C) and value (V) are constant for each participant during the simulation. In a real scenario, however, the cost (C) and value (V) for a participant can change over time. For example, the cost of participation can reduce as an individual gains more experience with a project. Similarly, the value to individuals can increase as the product development proceeds and the product matures.
 Participants' expertise: Currently, all the participants are assumed to be identical. There is no difference in terms of their expertise. Hence, any participant can contribute to any module. However, in a real mass-collaborative scenario, different participants may be more suitable (and may prefer) to work on different modules. Further, the expertise of participants may also affect the rate at which the modules grow. An expert may take less time to develop a module than a novice participant. All these effects have been ignored to simplify the model in this paper.
The agent-based model of mass-collaborative product development processes, presented in this section, is executed for an illustrative example -the development of mobile phones. The example is discussed next.
ILLUSTRATIVE EXAMPLE -DEVELOPMENT OF MOBILE PHONES USING MASS-COLLABORATIVE PRODUCT DEVELOPMENT PROCESSES
Mobile Phone Architecture
Panchal [4] presents an example problem for studying the evolution of products in MCPD processes.
The product model used in that publication consists of a set of core modules and a set of external modules. Such a product model is representative of a variety of software and physical products. It provides an illustrative example of product evolution in general mass-collaborative product development processes. Panchal [4] observed that the evolution of core modules was completed ahead of other modules. The development of the external modules finished at the end of the process. However, for some complex product architectures, it may be challenging to identify core modules and the external modules.
The order of completion of different modules may also vary significantly with the product architecture.
Hence, in this paper, instead of using a general product model, we consider an example of a specific product type -mobile phones. The product architecture of mobile phones is derived from Holtta et al. [31, 32] , who analyzed the architectures of a cellular phone, a desk phone, a desktop, and a laptop. By utilizing the DSM, the authors decomposed these four products and analyzed their modularity.
Figure 6 -Decomposition of the mobile phone to identify its modules
A mobile phone architecture is used as an example in this paper because: a) the basic DSM of mobile phone is already available from the literature and different possible ways of changing the product architecture can be identified, b) the product architecture of a mobile phone is complex enough so that valuable information about the effect of complex product architectures can be captured in the simulation. Figure 6 shows the modules in a mobile phone. Holtta et al. [31, 32] utilized the DSM to represent the Modules architecture of mobile phones based on its physical connections. A mobile phone is decomposed into several physical modules that are used to address the major functions. For example, the battery provides energy to the mobile phone. The antenna connects with a base station and transmits information.
According to the recent developments in mobile technology, a mobile phone is no longer merely viewed as a communication device. Instead, it is treated as a terminal that can be used for communication, entertainment and information exchange. In order to represent mobile phones with increasingly popular functionalities, a modified DSM of mobile phones shown in Table 3 is used in this paper. we classify the dependencies into three classes with different dependency strengths: a) strong dependence, b) medium dependence, and c) weak dependence. A strong dependence implies that the relationship between components is highly coupled, such as the upper and lower cases of the mobile phone. This classification is based on the ratings suggested by Pimmler and Eppinger [10] . The strengths of couplings in Table 3 are estimated by the authors based on their judgment. It is recognized that this is a subjective assessment. The rework percentage for strong dependence is assumed to be 0.5%. Figure   7 (a) shows one example of strong dependence.
The rework percentage for medium dependence is assumed to be 0.3%. An example of medium dependence is the connection between the upper case and main board in the mobile phone. The upper case constrains the size and the shape of the main board but they do not need to have exactly the same size and shape to get matched. The rework percentage associated with the weak dependence is assumed to be 0.1%. An example of a weak dependence is the connection between the upper case and the antenna in the mobile phone. The upper case is primarily constrained by the location of the antenna. In the case of the weak dependence, one component may be a part of the other component. For large components, the changes in connected small components have a minor effect on the large components. Figure 7 (c) shows one example of weak dependence in a mobile phone. We acknowledge that the choice of the percentage rework values for the three classes of dependencies is subjective. However, even with these subjective estimates, the general trends in the effect of product architecture on mass-collaborative product development can be elicited.
More accurate estimates of percentage rework for the dependencies can be used to refine the results.
By applying three different kinds of dependence, a numerical DSM is developed, which represents not only the relationships between modules of a mobile phone, but also indicates different degrees of the relationships between them. The numerical DSM presented in Table 3 is the basis for the simulation results presented in the Section 5.
Modeling Different Mobile Phone Architectures
As shown in Section 4.1, a mobile phone has a combination of slot and bus architectures. From its numerical DSM with percentage rework, the upper case and the main board have a significantly greater number of interfaces than others. Hence, these components act as buses. In order to analyze the architectures and modularity of products and their effects on the evolution time in mass-collaborative product development, the mobile phone architecture is gradually converted from slot architecture to bus architecture by sequentially decoupling interfaces between different components. For example, the interface between the power cable and the main board is decoupled using a standardized interface so that only the main board affects the power cable. The decoupling of components is carried out sequentially to study the effect of individual dependencies on the product evolution. For example, after decoupling the dependence between blue-tooth and the main board and lower case, the dependence between the camera and the main board and lower case is decoupled. Then the dependence between the GPS and the main board and lower case is removed.
Decoupling of different components physically refers to the design changes that eliminate the propagation of changes from one component to another. For example, the coupling between the speaker and the main board is considered high if the speaker is embedded on the main board. Any change in the size or geometry of the speaker affects the location and configuration of the other components on the main board, thereby requiring redesign. One way of decoupling the speaker from the main board is to have a separate physical speaker attached to the main board through a standard interface. In that case, as long as the interface remains standard, the changes in the design of the speaker do not propagate to main board. Similarly, other components can also be decoupled. Table 4 
RESULTS FROM THE EXECUTION OF THE MODEL FOR DIFFERENT MOBILE PHONE ARCHITECTURES
The model is executed using different product architectures obtained by sequentially decoupling the components of the mobile phone. The evolution times for the product and each module are determined for each scenario. The effect of the product architecture on the evolution time is determined. The product architectures are characterized using the degree of modularity (DOM) metric discussed in Section 2. 
Effect of Product Architecture on the Evolution of the Overall Product
For the architectures ranging from slot-like architecture to the bus-like architecture, the degree of modularity and the modularity measure proposed by Guo and Gershenson [33] are calculated. Note that the DOM increases but the modularity measure by Guo and Gershenson reduces as the modules are increasingly decoupled (i.e., from the slot-like architecture to the bus-like architecture). The evolution time of the product is also determined from the figures showed above. Based on these, the changes in the evolution time with increasing degree of modularity (DOM) and decreasing Modularity Measure are determined. Thus, the relationship between the DOM and the evolution time of the product can also be viewed as the relationship between the architectures and the evolution time of the product in masscollaborative product development processes.
Figure 11 -The relationship of degree of modularity and evolution time
The relationship for the mobile phone example is plotted in Figure 11 . It is observed that both the DOM and the modularity measure show similar behavior (the only difference is that DOM reduces when the modularity measure increases). Hence, the figure is only discussed in terms of DOM. When the DOM of the product is less than a certain value (0.89 in this case), the development of the overall product does not reach 100% because the amount of rework due to dependencies is higher than the growth of the modules. This threshold depends on the product architecture, the growth rate of modules, and the 
Effect of Module Modularity on the Evolution of Individual Modules
The module modularity of different components is different. The major components that connect with many other components have higher module modularity. The components that connect with one or more other components have lower modularity. In a mobile phone, the upper case, the lower case and the main board are major components because they have higher module modularity. Other components are external components. Hence the upper case, the lower case, and the main board are selected for analysis. The relationship between the module modularity of the components and the corresponding evolution time is plotted in Figure 12 .
Figure 12 -The effect of module modularity on the evolution time of three modules
For the major components, when the degree of modularity increases, the time required for the evolution of these components decreases. When the module modularity is less than 0.8 (i.e., greater coupling) the decomposition causes rapid decrease in evolution time. Hence, for the slot architecture, the best strategy is to decouple the components whose module modularity is low. Decoupling of these components results in a faster evolution of the entire product. The power converter, which has the highest module modularity, is also studied. It is observed that this decoupling does not have a significant effect on the evolution of the entire product.
The Effect of Alternate Decoupling Sequences
The discussion of evolution of products as well as modules in Sections 5.1 and 5.2 is based on a specific decoupling sequence presented in Table 4 . In this section, three alternative decoupling sequences (S 1 , S 2 , and S 3 ) are used to evaluate the effect of decoupling sequence on the time required for product evolution. Table 5 displays the three decoupling sequences. The DOM is calculated for the resulting product architectures at each step. The degree of modularity vs. evolution time for the three alternative decoupling sequences is plotted in Figure 13 . It is observed from the figure that different decoupling sequences can result in different rates of reduction in the product evolution time. Even for the same degree-of-modularity values, the evolution time can be different. This is because DOM is a measure of the product structure that depends only on the dependencies between modules. It does not account for the dynamics of mass collaborative processes, particularly the manner in which individuals' participation decisions are made. Hence, the fastest reduction in the product evolution time can be achieved by appropriately choosing the decoupling sequence.
Figure 13 -Comparison of different decoupling sequences
For the cell phone example, it is observed that when the degree of modularity varies between 0.895 and 0.91, there is significant difference in the product evolution time. In some cases, it is desirable to decouple the minimum number of links to maintain the product's original architecture. In such cases, the product evolution time can be reduced by appropriately choosing the links to decouple. In Figure 13 , the decoupling sequence S 1 is the most efficient because it results in the fastest product completion. It can also be observed that when the degree of modularity is greater than 0.905, all decoupling sequences result in identical completion times. This indicates that if the entire product is decoupled into bus-like architecture, which has a higher degree of modularity, the decoupling sequences have minor effect on the product completion time.
Furthermore, it is observed from the four decoupling sequences that the key steps are to decouple the links among the upper case, the lower case, and the main board, which are the major components in the product. This is primarily because the major components are components that are connected to large numbers of other components. The likelihood of changes propagating from major components to a number of other components is high. In all of the four decoupling sequences, before we decouple the links among these major components, the percentage completion for the product does not converge to 100% because of the significant rework. When the links among these major components are decoupled, convergence to 100% completion takes place. Hence, the insight from these results is that a suitable decoupling sequence should focus on decoupling the links among major components first, and then on decoupling other components.
Critical Analysis of the Effect of Model Parameters
The This can be attributed to the participation strategy of individuals presented in Equation (3). The three parameters in the model directly affect the number of active participants in each cycle. It can be observed from Equation (3) that the probability of contribution by each individual reduces as the cost increases, and/or the value decreases. As the probability of contribution reduces, the average number of active participants in each cycle reduces. The reduction in the number of participants increases the probability of contribution by individuals, but reduces the average number active of participants. Due to the simplifying assumptions in the model, the growth characteristics of the product are mainly dependent on the average number of participants contributing to the product development effort. When the average number of participants is low, only the least developed modules (which change in each cycle) are worked on. On the other hand, after the number of participants has reached a critical value, when all the modules are locked by active participants, addition of more active participants does not affect the growth of the modules.
Hence, the growth of the product remains the same even after the number of total participants and value are increased, and the cost is reduced beyond certain values. Agent-based modeling is one of many modeling approaches that can be used to model masscollaborative processes. Due to the relatively simple nature of the model, we believe that the same results
can also be replicated with other modeling approaches such as general discrete event simulation or even simple difference equations. However, the agent-based model can be easily extended by improving the product and participant models. Other techniques such as difference equations or general discrete event simulations would be very difficult to use as the model is extended and refined.
CLOSING THOUGHTS
Research in the field of mass-collaborative product development (MCPD) is in its early stages.
Successful application of MCPD requires a deeper understanding of the dynamics of participation and resulting product evolution. One of the key factors affecting the product evolution in MCPD processes is the product architecture. In this paper, we utilize an agent-based model to study the effect of different product architectures on product evolution. The model was first presented by Panchal [4] to explore product evolution patterns, the effects of the number of participants, prior work, and participant incentives.
In this paper, the study is extended to address the role of product architectures. The primary research contribution of this paper is the analysis of the relationship between product architecture and product evolution in mass-collaborative product development. The study is presented in the context of a cell phone example.
The simulation shows that the effect of product architecture is equally important in mass-collaborative processes, as in traditional product development efforts [12] . Based on the execution of the agent-based model, it is observed that different kinds of product architectures lead to significantly different product evolution characteristics. Integral architectures result in higher product development times. Modular architectures are ideal for mass-collaborative product development. When the degree of modularity is lower than a certain threshold, the rework is higher than the product growth. In those cases, the product development effort does not lead to a complete product. As the modularity of the product increases, there is a steep decrease in the product completion time. Finally, beyond certain degree of modularity, the reduction in completion time is small. The bus architecture is suitable for many products since it lies within the region of maximum decrease of product completion time.
Appropriate product architectures for product development using mass collaboration can be achieved by adapting existing product architectures through strategic decoupling of the key interactions between components. It is shown in this paper that the sequence of decoupling has an effect on the product completion time. The model helps in comparing alternative decoupling sequences and identifying the best sequence. As a summary, we illustrate the importance and impact of product architectures in masscollaborative product development. The agent-based modeling and simulation, combined with the Design Structure Matrix provides an effective methodology for analyzing the dynamics of product evolution in mass-collaborative product development.
The model presented in this paper is an initial step towards computational modeling of masscollaborative processes. There are significant opportunities for improving the models by a) refining the product and participant models, and b) relaxing the assumptions listed in Section 3.4. The product model can be refined by more accurate quantifications of the dependencies and associated percentage rework.
The dependencies can also be associated with the probability of rework. The participant model can be improved by using more sophisticated approaches such as Utility functions to model costs and values.
The distribution of cost and value across participants can be more accurately assessed. Such information can be gained either from past projects or by polling the existing participants. The key assumptions about growth rates, locking, and participants' expertise can be relaxed in the future models. Finally, the model in this paper does not account for the information flow between participants. The information flow is dependent on the structures of communities involved in such mass collaborative processes. All these are avenues of modeling the nuances of real mass-collaborative projects that are currently absent in the simplified model presented in this paper. At the same time, we would also like to highlight that just like in any other model addition of particular details makes the model more specific and less general. Such a detailed model is useful for gaining specific insights about certain projects but is limited for gaining general insights about general mass-collaborative processes. Hence, an appropriate level of abstraction should be sought depending on the modeling goals. Tables   Table 1 -Example of a Design Structure Matrix   Table 2 -Example of Score-Based DSM [10, 11] Table 4 -Different product architectures generated by sequentially decoupling different components of mobile phones Table 5 -Three decoupling sequences considered for analysis
List of Figures
