Abstract: The comparative survey shows that there are many Domain Specific Languages (DSMLs) adopted in various Model-Driven Engineering (MDE) approaches for information systems engineering. Choosing the appropriate DSML depends on the type of the target information system (IS), as well as the technical and modelling skills of the developing team. Adopting the right DSML is considered a difficult issue for casual designers, domain experts with limited modelling skills. Therefore, introducing a simplified DSML that describes IS in a higher-level of abstraction way than existing DSML approaches supports business users to contribute more in the development process. In this work, a classification framework is introduced to categorise thirteen DSMLs, based on the target type of IS, into four major categories, namely, (1) DSMLs for n-tier web application development, (2) DSMLs for cloud-based applications development, (3) DSMLs for mobile-based applications development and (4) DSMLs for tier-specific enterprise applications development. Feature modelling technique was adopted to compare and categorise modelling languages. Sharing a common similarity are clustered together into higher-level categories in the hierarchy as the main characteristics from different modelling languages. At the end, the resulting framework is documented using a multiple-level feature diagram to support domain expert decisions of choosing a DSML that suits their needs; And provide common DSML features to be adopted in constructing a simplified DSML that supports Lightweight MDE development.
Introduction
Model-driven Engineering (MDE) is a software development methodology that uses models as primary artefacts in the development lifecycle rather than executable code. Models are considered system abstractions that allow developers to effectively describe the structural and behavioural aspects of a system. The OMG Model-Driven Architecture (MDA), Microsoft Software Factories and Model Integrated Computing (MIC) are well-known examples of the MDE initiatives appeared in the last decade, which aim at raising the abstraction level of development using models. One of the main part of any Model-driven development approach is the modelling language. Many modelling languages have been proposed for modelling software systems both in a particular domain and as general-purpose modelling languages. These languages are mainly used for describing various system concerns at different levels of abstraction.
This survey attempts to present a definition framework that is used to classify and differentiate between several existing modelling languages. According to the review of the related literature on the recent MDE approaches and tools for information systems engineering, the Domain-Specific Languages adopted in these approaches are categorised, mainly, into three groups: (1) DSLs for web applications development, such as n-tier Web Modelling Language (WebML) [1] and Web Domain-Specific Language (WebDSL) [2] . (2) DSLs for cloud-based applications development, such as, Mobile Cloud DSL mobiCloud [3] ; and (3) DSLs for mobile applications development, such as Mobile DSL mobiDSL [4] .
It is worth mentioning that there are two additional groups can be also considered in the classifications presented in this survey: (4) DSLs for tier-specific development, such as Sculptor [5] for establishing a (visualised) persistent data store, or database, tier, UsiXML [6] for constructing a presentation tier (GUI) and as Object-Process Methodology (OPM) [7] for developing embedded systems (devices) that works with information.
The main contribution of this work is investigating common key features appear in well-known domain-specific languages (DSLs) to introduce a simplified business user-friendly modelling language. This language must cover crucial aspects appear in various types of information systems, to be used in Model-Driven End-User Development for Information System Engineering (MDEDIS). The promising development approach can be used to support business end-users, who have limited modelling skills, working in a more rational way and contributing more, via the utilisation of a domain-specific modelling language that suites their skills and serves adequately their needs, during the development process.
This paper is organised as follows; section 2 presents brief overview of the fundamental principles of MDE with examples, namely Model, Metamodel and Modelling language. Section 3 discusses the related works that have been done on the domain of classification of modelling languages. Section 4 highlights the adopted methodology for conducting the survey on existing DSMLs. Section 5 describes four major categories of DSMLs that are used for developing information systems. For each category, a number of DSMLs are covered. Section 6 introduces a framework for modelling languages classification that is based on the four major categories of DSMLs, presented in section 5. Section 7, presents complete analysis of the data that is generated from DSMLs comparisons. Section 8, provides some recommendations that can be adopted for developing a lightweight DSMLs for business end-users. Section 9, presents a conclusion of the research survey paper.
Core Principles of Model-Driven Engineering

What Is Model?
In the context of Software Engineering, a model is considered a simplified descriptive representation of a SUS (System Under Study) that might be an existing system or a new one under development [8] . It describes software system structure, operations and interrelationships between its components. These aspects, captured from reality, are represented as a set of words and/or symbols to enable creating and managing models or diagrams of that system [9] , [10] .
There are various utilisations of models in software engineering. According to [11] , models have many contributions during software project lifecycle. Models can facilitate the communication between stakeholders and developers team, and allow sharing a common vision and technical and/or non-technical knowledge between them [12] , [13] . Models also provide more appropriate abstract views of the SUS, which leads to achieve project control during the development process. Additionally, models serve as a design specification for a software system [8] , or serve as the basis for a code generation stage in MDE approaches [10] , [14] . expressed in a particular modelling language (a model of a model). Every model must conform to a metamodel in which all acceptable structure of and relationships among model elements are specified in the metamodel. Therefore, any instance model must meet these constraints and satisfies these specification rules to be considered valid and well-formed [8] . There are many widely-used examples of metamodel representations, such as Backus-Nuer Form (BNF), grammar or context free grammars, UML Profiles or MOF. Fig. 1 . The relationship between models and metamodels
What Is Modelling Languages?
According to [16] , A modelling language can be defined as a set of all possible models that are conformant to an abstract syntax, expressed by one or more concreate syntaxes to satisfy certain semantics [67] [68] . The modelling language is created from a metamodel within a certain domain. The abstract syntax of the language is defined and validated in the metamodel of the modelling language, while the concreate syntax is presented in the models of that language. 2 demonstrates a portion of the UML metamodel. It shows how language concepts at the metamodel layer, such as Class, Attribute and Association, are related and defined. On the other hand, Fig. 3 illustrates how the user designed elements, that conforms to the metamodel in Figure 2 , are defined.
Related Work
There are several works have been done on modelling languages classification to support developer choices of modelling languages. Each classification system focuses on a particular domain problem, such as business process, machine learning and model transformations. For example, SEQUAL is a framework that was presented in 1994 with the goal of evaluating systematically the quality of information systems and other conceptual models via the notions of syntactic, semantic and pragmatic applied to them. This framework was improved many times later to cover more evaluating features. SEQUAL's formulas are based upon the audience, the language, the model, the domain, the audience's knowledge and the audience's interpretation [17] .
This framework is applied to compare some Modelling Languages that could be used for business process modelling. The three selected BPM languages were EEML, UML and BPMN including the following items:
Goals of modelling task, language extension, domain, externalized model, knowledge of the stakeholders, the social actors' interpretation and the technical actors' interpretation [17] [66] .
Furthermore, Czarnecki and Helsen in [18] , also propose a framework for the classification of several existing and proposed model transformation approaches. They expressed their classification system using feature model that makes the various possible design choices for a model transformation strategy explicit. Examples of approaches, for each of the presented design choices, are proposed instead of going deeply in the details of each individual approach. This framework is applied on the major model transformation categories, namely, model-to-model transformation and model-to-text generation.
Additionally, the ARENA Framework is introduced to enlighten individuals that work with models on this area. The main goal of ARENA is to help the user choosing the most appropriate modelling language, in order to assure a quality output, to feel more supported and to work in a more rational way. The framework was applied in [11] to evaluate and compare the quality of User-Interface Modelling Languages (UIMLs), focused on either their general and specific characteristics. All domains share the General Properties, as opposite to Specific Properties, that differ from each other [11] .
Moreover, a survey on DSMLs/DSLs for implementing machine learning algorithms for big data applications is presented. It utilises various classification features used for distinguishing and comparing critical seven DSLs that are used specifically in that domain [65] . This supports language engineers to implemented algorithms using more informed choices. Properties considered in their classification system involved generic features, such as representation styles (declarative/imperative), development stages (requirement/programming/modelling) and target platforms. Additionally, more specific features related to machine learning domain are also considered, such as supporting vector/mitrex/ graph and supporting distributed computing/cloud computing.
In contrast to the related work considered in this research [11] [17] [18] [65], our work focuses on the information system engineering domain. It aims at determining critical information system features to be used later in abstracted way for introducing a simplified business user-friendly modelling language. We bring different types of DSLs/DSMLs together in a classification framework to investigate common information system features captured by several modelling languages. The target types of systems are mainly considered in this classification system. This strategy is essential to cover a wide range of domain specific aspects from various kinds of information systems.
Methodology of Literature Review
The literature survey is conducted systematically on a series of peer-reviewed academic publications of MDE approaches, tools and techniques, including their adopted modelling languages (DSMLs) over the past 14 years, from 2003 to 2017. As MDE and DSML are considered active research topics in Computer Science and Software Engineering, massive number of works regarding their development approaches, and modelling languages design and implementations have been introduced and published during the last two decades. Thus, an efficient method to process this large amount of literature must be established. A two-stage approach for reviewing the literature is applied to the work presented in this survey (Figure 4 ) [19] , [20] .
In the first stage, a comprehensive search of relevant publications is applied using keywords, such as "domain-specific language for SAAS applications", "domain-specific language for cloud applications development", "DSL for mobile applications development", "model-driven development framework for generating web applications", "MDE approach for information systems engineering", "end-users MDE approach for generating information systems" and "eclipse graphical editor for DSL". Two filtering steps, then, are applied to the search results. The retrieved publications are filtered first based on their titles. After that, abstract of the filtered research papers are read to examine whether each publication satisfies our concern or not. As an outcome, related literature of MDE approach and modelling languages are identified.
In the following stage, the conclusions of the selected papers and the main parts of their full text are read and reviewed. As a result of these filtering steps, the most relevant literature is chosen and selected to be involved in the survey presented in this paper. 
Modelling Languages Classification
We have classified the domain-specific modelling languages (DSMLs), in the literature survey, into four major categories, namely, DSMLs for n-tier web application development, DSMLs for cloud-based applications development, DSMLs for mobile-based applications development and DSMLs for tier-specific enterprise applications development. The following subsections represent a selection of common DSMLs that fit in the proposed DSML categories.
DSMLs for N-tier Web Applications Development
WebML
WebML is a DSML for specifying the conceptual model of J2EE web applications. It is supported by a CASE tool, WebRatio for enabling complete code generation. The WebML metamodel consists of various graphical views to allow expressing all critical concepts of the domain of web engineering, such as data, service, navigation, and processes. The language has several basic views that represent the overall structure of web applications, namely, data, hypertext and presentation view [1] . These views are extended later to cover more views for representing web services and process workflow via service view and business process view respectively [1] .
Based on the notation of the standard Entity-Relationship model (ER), the WebML data model is used for presenting the data schema including entities, attributes and relationships. Furthermore, the graph-like WebML hypertext model represents the navigation path between units within of a web application, such as views, areas, pages, and content, forming the overall structure of the domain. The widely-known notation of Business Process Modelling Notation (BPMN) is adopted to cover basic concepts for representing workflow in web application. The presentation model, additionally, specifies visual representations and styles of the pages on screen [1] .
Action Logic (RAL). The graphical notation of the language consists, mainly, of three types of UML 2.0 models, namely, Class diagram, State machine diagram and Use case diagram, whereas the OCL constraints language is used as a textual notation [22] [23] . It can be used for specifying 5-tier Enterprise Information Systems (EIS), including Client, Presentation, Business, Integration and Resource tier [23] .
Moreover, The UML-RSDS metamodel is implemented under Eclipse Modelling Framework (EMF) as several Ecore models. Its toolset supports the specification and analysis of systems in this subset, and the generation of executable code from specifications [21] . According to [23] , the approach targets three kinds of EIS technology styles, namely, Servlet, JSP, and J2EE.
WebDSL
WebDSL is a Domain-Specific Language (DSL) for implementing dynamic web applications with a rich data model. It has a textual notation for modelling technical aspects, such as data model, web pages, principles (users), access controls and workflow. Each aspect is considered a WebDSL sub-language that might be a part of the core language or an extension. For example, the DSL workflow is a modelling language, an extension of the core WebDSL, for describing business workflows in web applications. Like other workflow modelling languages, the WebDSL workflow language define functions and procedures associated with business objects (entities). These operations reflect coordinated activities between different actors [2] .
The WebDSL syntax is defined and formalised using Syntax Definition Formalism (SDF2). One benefit of SDF2 is the ability of integrating the definition of the lexical and context free syntax of the language. Additionally, SDF2, as a meta-syntax, can combine definitions for different (sub-)languages. WebDSL is implemented using Stratego/XT framework. Stratego/XT consisits of two major components (Stratego and XT). Stratego is a transformation language that is based on rule rewriting paradigm, whereas XT is a set of transformation tools that provides infrastructure of transformation systems including parsing [24] , [25] . The targeted technologies of the generated web systems is Java as an implementation language, SQL as a database system, JFS presentation language with the EL expression language for accessing data and XML for configuration of frameworks [24] .
Wamm UML
WAMM UML is a domain-specific modelling language for simplifying the construction of web applications using high level models from a domain structure viewpoint, rather than low level solution models. The starting point of the series of model transformations is a UML Domain Model, a profiled UML Class Diagram, that represents the basic structure and relationships between real-world objects in a domain of interest (business entities) [26] .
The concreate syntax of the WAMM Domain Model is defined using a UML profile, for specialising UML metaclasses, called WebApp profile. The WebApp UML profile is implemented using Eclipse Modelling Framework (EMF). The model transformation engine of this approach, in addition, is implemented using ATL (Atlas Transformation Language), whereas a template code generation strategy, JET (Java Emitter Template, is adopted for generating the final code [26] .
and Java beans, as dynamic web page technologies, are supported in UWE. The development process of UWE is guaranteed via OpenUWE MDE framework that contains two main CASE tools, namely, ArgoUWE and UWEXML. The ArgoUWE help the design activities, in which it comprises all required UWE profiles implemented as a plugin module of the open source ArgoUML modelling tool. Besides, the UWEXML tool is utilised as a code generation framework for generating Web applications automatically [28] .
OOWS
OOWS is a web development approach that tends to capture the web applications requirements using high-level conceptual models to generate operational prototypes from these specifications. The language of OOWS is considered a multiple view modelling language, in which it has two major web domain aspects (views) for describing specifications of a web system, namely, navigation, presentation, navigational context. Furthermore, OOWS modelling language also has classic Structural and behavioural UML models, adopted in the original OO-Method [29] .
As the OOWS modelling language is UML-based, system concepts are defined using UML profiles. The adopted profile consists of several stereotypes, such as view and context. The context stereotype allows us to define a view over a set of stereotyped classes (views). These stereotypes and more specify n-tier web applications, including presentation, application and persistence tier [29] .
DSMLs for Cloud-Based Application Development
MobiCloud
MobiCloud is a Ruby-based domain-specific language (DSL) for specifying cloud-based applications that run over mobile devices [3] . It is formalised using grammar approach via BNF specification language. MobiCloud offers a sufficient abstraction level that covers core cloud and mobile features. The language is capable to generate applications for different front-end mobile technologies, such as Android and Blackberry applications. Moreover, Google App Engine (GAE) and Amazon (EC2) are back-end cloud technologies adopted by MobiCloud. The language is supported by a graphical tool that can be used to generate code using graphical components, called MobiCloud Composer [3] , as well as a web-based text editor with a Ruby compiler [30] .
The Model-View-Controller (MVC) design pattern is the adopted pattern for describing cloud-mobile applications using MobiCloud modelling language. At the metamodel level, the language provides a construct for each MVC component to contain all critical detail for that component, namely, Model, View, Controller. The Model construct is utilised for expressing the data structure needed to store application data. In a different manner, the Controller generates, automatically, operations for creating and retrieving a task data structure, whereas the View provides a basic user interface to add and retrieve tasks. It worth mentioning that generated applications only support simple CRUD operations [3] .
DSMLs for Mobile Applications Development
MobiDSL
MobiDSL is a lightweight domain specific language (DSL) that is used for identifying the core requirements and various design elements of mobile web domain. It has a textual notation that enables a developer to define the specification of mobile web applications at a very high level of abstraction, without requiring any knowledge of web programming. Specifically, the supported mobile web architecture by MobiDSL is a basic 3-tier RESTFUL architecture that employs simple CGI and SQL APIs with a simple HTTP protocol [4] .
The widely-known XML markup language is used for defining the MobiDSL metamodel. Crucial mobile web application concepts are expressed via the metamodel, such as page structure, hypertext (navigation), data retrieval, query result formatting, transactional logic and validation strategy. Small successful cases, from the real-world is provided in [4] showing the implementation of a mobile PHP web application with MySQL database.
XIS-mobile
XIS-mobile is a domain-Specific Language (DSL) for describing mobile applications in a platform-independent way and using domain specific concepts. Its MDA development approach aims at mitigating commonly-known software development challenges, in the context of mobile applications, namely, the software development complexity and the mobile platform fragmentation.
The abstract syntax of the language is defined using a UML profile. It consists of four main system views, namely, Entities, Architectural, UseCases and User-Interfaces. The Entities views is used for expressing concepts of the problem domain. It has two sub views, one for describing domain entities (Domain view) and another one for representing business entities as classes (BusinessEntities view). All these views are defined using the XisEntities and XisBusinessEntities stereotype respectively [16] .
Furthermore, the Architectural view expresses the interactions between the mobile application and the external entities. The XisMobileApp stereotype is designed for defining concepts of this view. In addition, The UseCase view expresses the operations performed, by each actor, when interacting with the application. The UseCase might have two stereotypes, namely, XisEntityUseCase and XisServiceUseCase. Besides, the User-Interface view has two sub-views, the NavigationSpace and InteractionSpace view, that are used to define the screens of the mobile application and the navigation flow between them.
The language is implemented using two well-known technologies, the Sparx Systems Enterprise Architect (EA) and the Eclipse Modelling Framework (EMF). It is worth mentioning that the XIS-mobile helps the developer by generating the repetitive and boilerplate code of the generated mobile application only. The developer, then, can customise the generated code if it does not satisfy all their demands [16] .
DSMLs for Tier-Specific Enterprise Systems Development
OPM
Object-Process Methodology (OPM) was introduced in 90s by Dori and recently applied to the domain of semantic web for knowledge enrichment. It is used in this domain to unify knowledge representations of both human and machine. OPM is a single-model approach that utilises only one kind of diagram, called Object-Process Diagram (OPD), for modelling the structure, behaviour and function of a system. One of the strength of OPM that it aims at avoiding the consistency and multiplicity problems that might occur when the number of models, used for describing the same system, is increased [7] .
The OPD diagram is a visual graph-like workflow diagram, corresponding to a dual-purpose and natural-like Object-Process Language (OPL) script, a subset of natural English, that is based on context-free grammar [31] . Any OPD diagram is automatically translated into a set of OPL. The metamodel of OPD describes two generic concepts, things for expressing objects or processes, and links for expressing various kinds of connections between things.
Specifications of systems designed using OPM are presented in both OPD/OPL [7] . Both representation of OPM modelling language (OPD and OPL) are supported by a CASE tool (OPCAT) for enabling the generation of complete systems from its specifications [32] .
DOMMLite language [33] .
The abstract syntax of DOMMLite is defined graphically by a metamodel, via MOF-based metamodeling approach. The notation of UML Class Diagram is used for representing concepts at the metamodel level. Along with the definition of the DOMMLite metamodel, the textual concrete syntax is formalised using attribute grammars, and implemented using xText, an EBNF-like language for specifying a language syntax.
DOMMLite has a textual notation for specifying its concreate syntax, whereas the execution semantics is defined using several code generators. Both abstract and concreate syntax are implemented using openArchitectureWare (oAW) and Eclipse Modelling Framework (EMF). The development framework of DOMMLite is supported by an GMF-based graphical editor for enabling model management and code generation [33] .
Sculptor
Sculptor is a simple model-driven software development framework that uses a high-level textual DSL for generating real enterprise systems with basic CRUD-services. A complete application can be derived from a single model. However, the behaviour logic is always added manually, by developers, as it is not defined in the DSL. Applications in different well-known frameworks, such as Hibernate, Spring and J2EE are well-known can be generated from Sculptor [5] .
Sculptor employs domain concepts, such as Entity, Repository, Service and Module, in its textual DSL to be used for programming the target system. The Entity concept, for instance, is used for expressing domain objects in the DSL code. Each entity has a value, a type, attribute(s) and an identity. In the generated system, entities are implemented as Enterprise Java Beans (EJBs) or simply Plain Java Old Objects (POJOs) .
Similar to other textual DSLs, The modelling language in Sculptor is defined using grammar-based approach. The XText and XPand technology are used for implementing and parsing the DSL in Sculptor; and the framework is supported by development environment, including a text editor and a DSL parser under Eclipse [5] .
UxiXML
UsiXML is an XML-based markup language that specifies user interfaces (UIs) for various contexts of use, such as Graphical User Interfaces (GUIs) and Auditory User Interfaces (AUIs). It especially intended for context sensitive UIs. The language consists of a textual declarative notation, User Interface Description Language (UIDL), that capturing the detailed specification UI elements, such as widgets, controls and containers, in a platform-independent way. The UsiXML language can be integrated into several formats for describing UIs of web technology, such as cHTML, WML, HTML, XHTML, VoiceXML, Java, and C++ [6] .
Different system aspects can be described via many language views, such as Task model, Concept model and Transient model. These views are expressed at multiple levels of abstractions. The Task model, for instance, is a top-level model that describes interactive business tasks and their associated objects. Furthermore, the Transient model is an intermediate model required only momentarily during the development phases of the Final User Interface (FUI) [34] .
The abstract syntax of these models is defined by the MOF metamodeling strategy, and expressed using UML Class Diagram. The metamodel of the language is context-sensitivity, that consists of a number of UsiXML Ontological models, namely, Domain model, Context model and adaptation model [6] , [34] . The Domain model is used for specifying concepts and user tasks of the domain. The Context model is a compositional model that is utilised for characterizing the context of use in terms of user, platform, and environment. On the other hand, the Adaptation model shows how a UI can be adapted after a change of the context of use. The concreate syntax has both XML-based textual notation and a graphical notation for all kinds of UsiXML models [34] .
Framework for Modelling Languages Classification
In this section, a framework for modelling languages classification is proposed to instruct developers, with limited software modelling skills, that work with models on the area of Information System Engineering. A domain analysis to existing languages used for developing information systems is applied. Different types of information systems are covered in our domain analysis, such as web, cloud-based and mobile application.
A feature modelling technique is adopted to classify and compare different design choices for modelling languages. Main characteristics from various modelling languages that share common similarity are grouped together into fewer categories. At the end, the resulting framework is documented using a multiple-level feature diagram, containing examples of the modelling languages, for each category, rather than their detailed specifications. It is worth mentioning that the idea of adopting feature diagrams for illustrating a classification framework is discussed in earlier work provided by [18] . The following figure  (Fig. 4) demonstrates the major variation features of modelling languages, forming the top-level feature diagram. 
Views
This feature classifies modelling languages based upon the number of system views used for describing system aspects. It mainly distinguishes languages, that describe the all system aspects in one view, from languages that use different views to express the same system. This feature is considered critical and it taken into account in other comparing and evaluating approaches.
Fig. 6. The Features of views
Some modelling languages support representing the same system in multiple views. Each view represents a particular aspect of that system. Structural and behavioural views are the most common examples of system views in the field of software engineering. One of the main concern of the multiple-view approach is enforcing and maintaining the consistency across the different views [35] - [37] . Figure 5 , above, demonstrates the sub-categories of this feature.
On the other hand, there is another modelling language approach that support expressing the system in a single view. A balanced modelling of system structure and behaviour is applied for each model belongs to this approach. This aims at increasing consistency and integrity of the generated code from single-view model [37] , [38] . Table 1 compares the two types of modelling languages approaches about this feature. 
Domain
Some modelling languages are considered domain independent in which it can be used for depicting generic concepts of any type of domain. It provides large sets of constructs and notations used for specifying and documenting various types of software systems. These kinds of modelling language are called General Purpose Modelling Languages (GPML) [33] [39] [40] . Figure 6 demonstrates the sub-categories of this feature. On the other hand, there is another type of modelling language that are designed to be suitable only for one specific domain, called Domain-Specific Modelling Language (DSML). These DSMLs contain semantically rich domain concepts, with better power of expression than GPMLs, to allow representing application related concepts in a simple and explicit way [33] , [39] . DSMLs use few constructs or concepts that are closer to its application domain. DSMLs are normally easier to read, understand by domain experts [40] , [41] .
This category is critical when the issue of increasing productivity is considered. It is argued that the GPMLs have not increased productivity and have not given any business benefit when applied to a complete system [42] , [43] , as the detailed models from which code can be generated are on the same level of abstraction as the programming languages that are supported [44] , [45] . It is worth mentioning that the productivity, reliability, maintainability and portability might be increased when generating error-free few lines of code from high level models that are easier to maintain [46] , [47] . Table 2 compares the two types of modelling languages approaches about the Domain feature. 
From that, the Domain-Specific Modelling Languages can be classified further into several sub-categories based on the targeted domain of interest. To exemplify this, an extended feature level is introduced, Figure 8 , with two sub-categories to distinguish between two major DSML kinds, DSMLs for (software) system modelling and DSMLs for Hardware Design. The DSMLs for modelling software systems is also decomposed into several sub-types to cover all kind of the real-world software systems. In Figure 9 , two sub categories are considered for simplicity, as this paper focus more on DSMLs for information systems modelling.
In the same context, the information systems modelling sub-category can be expanded further to cover various kinds of information system available nowadays (Figure 9 ). This contributes in the application of the proposed framework to classify modelling languages based on the type of information system they. Table 3 , summarises this comparison between the DSLs covered in the survey. Fig. 9 . Sub-categories of information system modelling feature. 
Definition
This feature categorises modelling languages based on the way of defining language concepts (abstract and concreate syntax) on the meta-layer. There exist different approaches to the definition of the syntax and semantics of a modelling language, illustrated in Figure 10 [47] . For instance, grammar-based approach (e.g. with Extended Backus-Naur Form; EBNF) can be used to describe a language's syntax in a formal and precise way. In contrast, metamodeling approach, e.g. MOF-based and UML-based (Figure 11 ), provides a semi-formal approach for defining modelling languages concepts, especially for visual languages that have graph-like structures. The metamodeling approach is classified into several types based on the metamodeling language for defining and realising models of a modelling language. One well-defined metamodeling language used in this context is the UML, via the metamodeling infrastructure of the UML [48] . This infrastructure offers two UML-based extension mechanisms: the lightweight extension mechanism, via UML profiles, and the heavyweight extension mechanism, via extension or modification of the core UML metamodel (Fig. 12) [49] , [50] . Fig. 12 . The features of UML extension.
The UML profile consists of a set of stereotypes that specify UML elements in that profile for the domain of interest. The stereotyped elements have the same structure of traditional UML element plus extra constraints and tagged values that are added, by the stereotype, to that metamodel element [48] [49] . Without any conflict in semantics, the profile only customises the metamodel without adding new metaclass in the UML metaclass hierarchy [50] .
On the other hand, the heavyweight extension mechanism aims at extending the UML metamodel by explicitly adding new or modifying its metaclasses or associations between these metaclasses [48] . This strategy suffers from a lack of flexibility, which makes the specification of constraints for consistency and integrity checking more difficult than required. It also has weaker CASE tool support in contrast to the UML profiling mechanism [51] .
Besides the UML-based approach, defining an entirely new modelling language from scratch means of MOF is a second widely-used approach in this area. It enables adopting the new created metamodel to our preferences and demands. This approach may introduce an entirely new concrete syntax and new CASE tools to support the presentation of DSML elements. It is worth mentioning that building tools that fully support model management is a complex, extensive task requires high effort [51] . Table 4 compares the four major strategies for defining modelling languages. 
Foundation
The Foundation feature classifies modelling languages based on the type of the formalisation approach used for formalising the language semantics. The necessity of having formal foundation of modelling languages has emerged as one of the most critical features in model-based verification, validation and simulation task [52] . Modelling languages that are defined, via MOF for instance, can not strictly represent its structural and behavioural semantics. Thus, many significant properties of the language, such as consistency and correctness cannot be systematically validated or verified [53] . According to [22] , there are many approaches for assigning semantics to a language formally, illustrated in Figure 13 . Each approach has its pros and cons and support different forms of reasoning. For instance, the Algebraic approach maps language constructs into mathematical algebra. A further example is the Axiomatic approach that maps language constructs into logical theories using mathematical structures, such as set theory, with axioms for defining the language properties. For additional example, the Operational approach maps language constructs into structures of an abstract execution environment, such as state machine or graph. Table 5 compares the various types of modelling languages based on their formalisation approaches. 
Notation
Domain-Specific Languages (DSLs), nowadays, are mostly based on textual or graphical representation or on the combination of those two (hybrid) [33] , [54] , [55] . The Notation feature, in the proposed classification framework, categorises modelling languages into these two main types (Figure 14) . In the Graphical modelling languages, developers use a diagram technique with named symbols that represent concepts and lines that connect the symbols and represent relationships and various other notation to represent constraints. On the other hand, they use standardized keywords accompanied by parameters or natural language terms and phrases to make computer executable expressions.
According to [33] , [56] , there is no definite answer whether textual or graphical notation is better. As there is a widespread belief that graphical modelling languages are easier to understand than those textual ones. However, as it empirically proved, these graphical languages might be worse than textual languages in the comprehensibility of some language constructs.
To exemplify this arguable issue and relate it to tools support, two types of notation editors are observed. Any plain-text editor (e.g. Emacs for Linux, TextMate for Mac OS, and Notepad for Windows) can be used for visualising and editing models based on any textual notations [33] . This is considered advantage that supports the textual based modelling languages. On the other hand, the graphical notation requires special kinds of visual editor for visualising and editing graphical models, such as the UML-based modelling tools Creately and Lucidchart for both Mac OS and Windows, and Edraw for Linux. Table 6 compares the two types of modelling languages based on their notation types. 
According to [56] , the most well-known technique to categorise textual DSLs is related to the way we build its domain-specific semantics. This feature categorises textual modelling languages based upon the way that a language is implemented. The language can be implemented, as an embedding, on the top of an existing host language. This type of DSLs is called internal (embedded). Therefore, the internal DSL gains all benefits, immediately, of the existing programming language (host language), such as grammar, parsers, tools (editors) and compilers. However, the challenge with an embedded DSL is to tactfully design the language so that the syntax is within the confines of what the host language allows, while remaining expressive and concise. Fig. 15 demonstrates the sub-categories of this feature. On the other hand, the language can be implemented ground-up as an independent new language with its own separated compilation infrastructure, including lexical analysers, parsers, interpreters and code generators. This type of languages is called external (standalone) DSL. It worth mentioning that, the complexity of building a new DSL from scratch depends on how rich concepts the language contains. Table  7 compares the textual modelling languages based on their implementation ways. 
Abstraction level
Raising the level of abstraction is another key principle of software engineering. It is considered one of the major point of MDE that tries to achieve to improve developers' productivity. In MDE approaches, a software system is represented in a platform-independent way via several abstracted models. Each platform-independent model expresses a view of the system in a certain level of abstraction. In the proposed framework, two generic abstraction levels are considered, namely, Conceptual level and Detailed level (Figure 16 above) . The conceptual level represents a logical view of the system without any physical detail, whereas the detailed level includes the physical description of the system as well as the final code. Models at the Conceptual level are regraded high-level models or intermediate models. The high-level of abstraction models hide technical detail and use terminology close to the problem domain, rather than solution domain. It is also known as requirements models [57] . A clear example of this kind of models, is those models used at requirement elicitation and specification phase during the development lifecycle (e.g. the UML Use case diagram).
Besides this, conceptual models such as data flow or UML Activity diagrams are considered intermediate representation of a system. It is also known as analysis models. This kind of models still abstracted and platform-independent of any technical domain, focusing on extra detail of a view of the system. On the other hand, models at the Detailed level are considered low-level model or direct code, which contain richer technical detail for a specific technology (platform-specific). This kind of models are used more during the design phase of development. These models provide an adequate level to enable a complete code generation, such as the UML Sequence diagram. Table 8 compares the modelling languages based on their level of abstractions. 
Development environment
This feature categorises modelling languages based on the development environment used for creating a CASE tool or a graphical/textual editor that support model management throughout the MDE development lifecycle of the language. Table 9 compares the modelling languages based on their supporting development environments. 
Aspects
This feature classifies modelling languages based on the system aspect it represents. The separation of concerns principle is considered one of the crucial principles in software engineering, especially in Aspect Oriented Software Development (AOSD). The AOSD approach supports the decomposition of software designs that align with both requirements specifications and with the final code. It tackles some code problems such as scattering, tangling, and coupling which weaken the reuse capability [58] [59] . Figure 17 demonstrates the sub-categories of this feature. According to [59] and [60] , Separating concerns of interest, clearly, resulted in better traceability from requirements to implementation, and effective reuse and evolution, leading to better change management. It is worth mentioning that adopting AOSD technique alongside with MDE enables representing each system aspect via a separate model (a system view), such as, data flow view, security view, protocol view, and database view. This enhances the software modelling activity during the development lifecycle. The following table (Table 10 ) demonstrates a detailed comparison between DSLs covered in this report with respect to their supported views. Table 10 compares the modelling languages based on the aspects covered. 
Discussion
Although there are satisfactory solutions for generating various types of web applications, via MDE approaches, modelling languages adopted in these approaches are still in the stage of investigation and evolving. The aim of the proposed work is to classify various types of modelling language to be able to compare them. Comments in this section are based only on the survey conducted on different modelling languages and published examples of their approaches. In order to achieve the total validity of the proposed
Deep Concept Discussion
According to the analysis results summarised in Table 10 , two of the major components appear in all types of information systems are the structure of domain entities and interrelationships between them. This concept is recorded, with different terms, in all modelling language used for developing web information systems. The information modelling terms Data and Entity are adopted by both textual and graphical DSMLs, and appear in 38.5% and 30.8% respectively of the languages covered in the survey. On the other hand, the Object-Oriented terms Class and Object appear, both with 80%, in the UML-based or UML-like languages, such as UML-RSDS and UWE.
Besides. some approaches distinguish, explicitly, between singleton and collection domain objects by using two different terms, such as Data and Multi-Data in WebML, and Entity and Repository in Sculptor. Other languages adopt UML or ER style in expressing cardinality (multiplicity), such as OPM, UWE and UML-RSDS.
The structure and workflow of business (domain) activates, in addition, are other key concepts considered when developing information systems. The activities structure supports the construction of an overall architectural view of the business functions. This concept appears in a separate system model in 38.5% of the modelling languages discussed in this paper. The concept of use cases is used in 23.1% of the DSL presented in this paper, such as XIS-mobile and UML-RSDS, to describe the overall structure of business activities, including aggregation and generalisation relationships. It worth mentioning that few modelling languages consider the external architectural view of the web system and its major components, with 15.4% in all forms.
Furthermore, business workflow (logic) appears as a separate concept or model in the majority of graphical modelling languages covered in the survey, with 69.2%. Some languages have two different concepts/models to represent business logic, such as WebML, UML-RSDS and UWE. Like the structure of activities, with 30.8% for each model, Activity and State machine diagrams appear in many languages for modelling business workflow, such as UML-RSDS, UWE and OOWS. The Process diagram also adopted, with 23.1%, in other DSLs, such as WebML and OPM. However, textual modelling languages either have their business logic directly manipulated in its concrete syntax (code), or target basic CRUDS web applications only, such as DOMMLite Sculptor and MobiCloud.
In addition, information system presentation concepts, including presentation structure and navigation are other key concepts considered core elements, or models, in various types DSMLs for web engineering. Various types of presentation structures, such as Page, View, Form, and Screen are provided commonly, with 76.9%, as main concepts of the DSLs covered by survey. On the other hand, different forms of navigations, including hypertext connection and user interaction appear with 53.8% in various occasions.
During the comparison, it is found that specific aspects gain explicit support by some modelling languages. This strategy encouraged developer to express domain-specific features and constraints aside from any other common concepts, such as security and configuration. For instance, DSLs like WebDSL and OOWS describe user characteristics in a separate language model (view). In the same context, UWE and UsiXML have a special kind of model for representing the adaptivity aspect of web systems.
Recommendation
This paper studied a variety of modelling languages, coming from different information system development approaches, and with varying characteristics. The proposed features comparison of thirteen web DSMLs shows significant overlapping between some modelling languages to cover common information system aspects. At the same time, variations and additional domain-specific features are emerged to show substantial differences between some DSMLs when targeting different platform technologies and/or system architectures.
Adopting our classification framework is a useful technique for gathering various complementary information system aspects, taken from different modelling languages, in one user-friendly modelling language for information system engineering.
In the domain of information system engineering, guidelines for designing a user-friendly modelling language, with simpler notation and cleaner semantics than other existing UML-based and DSMLs approaches, are presented in this section. To achieve the ultimate benefits of the proposed classification framework, the resulting guidelines and recommendations are adopted and followed in the detailed design of our promising lightweight DSML. This is a further work that is considered out of the scope of this paper. Domain. A MOF-based Domain-Specific Modelling Language (DSML) will be considered as a design decision for our promising modelling language for information systems development. Common aspects appear in different types of web systems will be expressed in a common semantic metamodel. Business users will use these high-level generic concepts for constructing their desired information system. Based on the target platform, model transformers, translators and code generators will be responsible for producing all technical detail, design specifications as well as the final executable code automatically instead of the casual designer (end-user) [61] , [62] .
Views. The Multi-view approach will be considered in the language design, as we presume this suits more the conceptual (natural) thinking of business users. Each critical aspect of the system will be captured in an independent model, using high level domain concepts. These aspect models (views) are interrelated which, together, lead to significant design choices of the final system. We think that it would be easier to raise the abstraction level for each aspect model independently and rely on sophisticated model transformations mechanism to infer and produce automatically lower-level design detail during the MDD lifecycle.
Notation. A widely-known and adopted graphical notation will be used to represent the concrete syntax of the language visually. We believe this makes the notation realisable and understandable, in a more efficient degree, by business end-user who have limited technical skills. Therefore, the emphasis of our promising approach will be introducing a UML-like or BPMN-like DSML or a combination of both notation that are simplified and semantically cleaned. Moreover, XML will be used as an underlying textual notation to improve interoperability to facilitate exchanging and reusing information internally as well as externally during MDE model transformations and code generation stage [62] , [63] .
Foundation. The concepts and the notation of the language will be formalised using the Axiomatic approach, via First-Order Predicate Logic (FOPL) with extensions needed. As FOPL is a widely-adopted approach for formalising the constructs of UML diagrams and other DSLs [64] . It mainly used for describing the language semantics and the interrelationships between its elements via mapping the concepts to some FOPL predicates and symbols.
Implementation and tool support. Eclipse platform, via its EMF, and GMF modelling framework, will be adopted as the development environment and the modelling tool that provides a full support of implementing and manipulating our promising DSML models visually and textually. The GMF project, for instance, is capable to generate a fully functional graphical editor in Eclipse, in simple steps.
Conclusion
Modelling is a crucial activity in model-driven engineering (MDE) process, because it allows for better understanding of the problem domain, the external software system architecture and the internal software design. To achieve efficient modelling practice that narrows the communication gap between the development team and the system end-users in a standard and formal way, the most appropriate modelling language must be adopted. There is a rapid increase in the number of modelling languages nowadays. These languages have common characteristics shared between them. However, significant variations that distinguish these languages also exist.
A feature model for classification modelling languages is introduced as a contribution of this paper for supporting developers to select a suitable modelling language that serves their needs. The presented classification framework is applied to 13 existing modelling languages for information systems engineering. Three types of information system applications are considered in the conducted survey, namely, mobile application, n-tier web application and cloud-based web application.
Although there are satisfactory solutions for generating basic web applications from conceptual and detailed system models, this is not the case when considering business users, with less technical knowledge, as casual developers. Many MDE approaches utilised rich modelling languages, with a degree of technical detail, for creating and managing design models during the development lifecycle. Other approaches have limited flexibility to produce a specific type of information system that might clash with the actual demand of users. The proposed classification framework can be adopted by casual developers to provide a guidance for they need of choosing a proper language that meets their modelling skills.
