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1 JOHDANTO 
 
Insinöörityö tehtiin Lavajärvellä sijaitsevalle Sorvalaakson metalli Oy:lle, joka on 
yhden miehen yritys. Yrityksen toimenkuva on toimia alihankkijana yrityksille 
koneteollisuuteen liittyvissä ongelmissa. Yritys myös valmistaa pieniä eriä ko-
neita teollisuuden käyttöön. Automaattinen plasmaleikkuri on yrityksen tuoteke-
hityksessä oleva laite, joka vaati ohjauslaitteiston kehittämistä.   
 
Työn tavoitteena oli rakentaa plasmaleikkuriin ohjauslogiikka ja testata sitä ole-
massa olevilla laitteilla. Logiikan oleellisin osa oli kehittää algoritmi, joka löytää 
kameran ottamasta kuvasta viivan ja määrittelee reitin, kuinka viiva kulkee. Kun 
reitti on hahmotettu, siirretään kamera viivaa pitkin. Kameran siirron jälkeen 
aloitetaan viivan reitin etsintä uudestaan. Automaattisessa plasmaleikkurissa 
plasmapoltin on kytketty varren avulla kameraan. Näin plasmapoltin leikkaa le-
vyyn samanlaisen kuvion kuin käyttäjän antamassa syötteessä on.  
 
Viivanseuranta-algoritmin toiminnalle asetettiin seuraavat tavoitteet. Laitteiston 
tulee seurata kuvassa olevaa viivaa mahdollisimman virheettömästi. Viivan seu-
rannan tulisi jatkua koko ajan samaan suuntaan, jotta koko kappale tulisi leikat-
tua yhdellä ajolla. Viivanseurannan tulee kääntyä risteystilanteissa aina samaan 
suuntaan jotta koko kuvio tulisi läpikäytyä. Viivanseurannan tulee myös sietää 
se, että kameran liikutuksessa tapahtuu virheitä. 
 
Varsinainen plasmaleikkauslaitteisto sijaitsi kaukana tekijän opiskelupaikkakun-
nasta. Laitteisto oli myös vielä protoasteella, joten siihen ei ollut hankittu vielä 
minkäänlaisia kuvanmuodostusvarusteita. Projektin aloitusvaiheessa ei myös-
kään tiedetty, minkälaisia kuvanmuodostuslaitteita laitteisto vaatii. Näiden syi-
den vuoksi algoritmi testattiin Kajaanin ammattikorkeakoulussa olevilla laborato-
riolaitteistoilla. Sillä pystyttiin mallintamaan kameran liikettä kuvan yläpuolella. 
Laitteistolla pystyttiin mallintamaan hyvin viivanseurannassa olevia tekijöitä, 
mutta se rajoitti algoritmin testausta tietyiltä osilta. Testauksessa ei tullut esiin 
plasmaleikkurin ominaisuuksia, koska xy-pöytä oli erittäin pieni suhteessa todel-
lisen plasmaleikkurin xy-pöytään. Lisäksi käytetyt xy–liikelaitteisto ja kamera 
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olivat ylivertaisen tarkkoja verrattuna niihin, joita tullaan käyttämään todellisessa 
ympäristössä.  
 
Työn tässä vaiheessa kehitettiin vain algoritmia, minkä vuoksi ohjelmointikielek-
si valittiin LabVIEW. Se on hyvä työkalu kehitettäessä algoritmia, koska sen 
ohjelmoiminen on visuaalista. Koodin tutkiminen ajon aikana on myös helppoa, 
mikä helpottaa virheiden hakua systeemistä. Huono puoli on se, että koodia ei 
voi viedä suoraan sulautettuun ympäristöön ja LabVIEW-ohjelmat ovat hitaita. 
Työn olisi voinut myös tehdä esimerkiksi suoraan C++-kielellä, mutta algoritmin 
kehitys olisi ollut paljon hitaampaa. Kun algoritmi ja toteutus on havaittu toimi-
vaksi, sen muuttaminen C++-ympäristöön on toteutettavissa helposti. 
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2 AIKAISEMMAT TUTKIMUSTULOKSET 
 
Haettaessa tietoa mahdollisesta valmiista järjestelmästä selvisi, ettei tällaiseen 
systeemiin soveltuvaa algoritmia ole internetissä valmiiksi. Viivan tunnistukseen 
ja seurantaan on monia erilaisia keinoja mutta mikään niistä ei ole riittävän hel-
posti toteutettavissa niillä ehdoilla, jotka tässä projektissa on. Projektin alkuvai-
heissa yritettiin soveltaa Peter R. van Nieuwenhuizen, Olaf Kiewietin ja Willem 
F. Bronsvoortin vuonna 1994 julkaisemassa artikkelissa ”An Integrated Line 
Tracking and Vectorization Algorithm”[1] olevaa algoritmia. Artikkelia tutkittaes-
sa selvisi, ettei se järjestelmä sovi sellaisenaan käyttöön. Viivanseurannan 
suunnittelussa ei ollut otettu huomioon xy-liikelaitteiston ja kameran ominai-
suuksia.  
 
”An Integrated Line Tracking and Vectorization Algorithm” algoritmi vaikutti testi-
tulosten perusteella hyvältä järjestelmältä. Se kuitenkin edellyttää viivan olevan 
yhdessä kuvassa. Tämä on toteutuksena mahdotonta, koska käytännössä seu-
rattava viiva on suuremmalla alueella, kuin kameran ottamaan kuvaan mahtuu. 
Algoritmin ongelma oli myös se, että viivanseurannan aloituspaikka tuli myös 
osoittaa kuvasta.  
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3 LAITTEISTO 
 
Algoritmin kehitykseen ja testaukseen oli käytettävissä Kajaanin ammattikor-
keakoulusta löytyvä servomoottoreilla liikuteltava xy-pöytä ja kuvanmuodostus-
laitteisto. Kumpikin oli liitetty tiekoneeseen, ja niitä voitiin ohjata LabVIEW-
ohjelmointityökaluilla. 
  
3.1 xy-liikelaitteisto 
 
xy-liikelaitteisto oli valmiiksi rakennettuna Kajaanin ammattikorkeakoulussa. 
Laitteisto on esitelty kuvassa 1.  
 
xy-liikelaitteisto sisältää kolme lineaarijohdetta. Niistä kaksi on x-suunnassa ja 
ne ovat kiinnitetty jäykkään alustaan. y-suuntainen lineaarijohde on kytketty x-
suuntaisten lineaarijohtimien kelkkoihin. xy-pöytä on kiinnitetty y-suuntaisen 
johteen kelkkaan. Paperi, jossa on seurattava kuvio, kiinnitetään xy-pöytään. 
 
Toisessa x-suunnan ja y-suunnan johteessa on ruuvi, jolla johteiden päässä 
olevien servomoottoreiden pyörimisliike muutetaan lineaariliikkeeksi. Toinen x-
johteista ei sisällä servomoottoria. Johdetta käytetään tekemään rakenteesta 
tukeva. Sitä kutsutaan apu tai tukijohteeksi. 
 
Servomoottori on moottorityyppi, joka sisältää takaisinkytkentämahdollisuuden, 
koska niihin on kytketty resolveri. Resolveri ilmaisee servomoottorin asennon 
kahden käämityksen avulla.  Resolverin rungossa on kaksi staattori käämitystä 
90 asteen kulmassa toisiinsa nähden. Resolverin akseli, joka on kytketty ser-
vomoottoriin sisältää roottorikäämityksen. Kun roottorikäämitystä syötetään 
vaihtovirralla, indusoituu staattorin käämeihin jännite, joka on verrannollinen 
roottorin asentoon. Resolverin avulla voidaan selvitää, missä asennossa ser-
vomoottori on. 
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Servomoottoreiden ohjauslaitteisto on sijoitettu erilliseen ohjauskeskukseen. Se 
sisältää moottorivahvistinohjaimet ja servomoottoreiden ohjaimen. 
 
Moottorivahvistinohjain syöttää servomoottoreille niiden tarvitseman jännitteen. 
Se ohjaa servomoottoreita kolmivaihejännitteellä. Moottorivahvistinohjain valvoo 
servojen liikkumista, ja ohjaa niitä servomoottoreiden ohjaimelta saadun tiedon 
perusteella. Moottorivahvistinohjain lukee resolverilta tiedon servon asennosta. 
Työssä käytettiin SEC-AC-305/P01-tyyppisiä moottorinvahvistinohjaimia. 
 
Servomoottoreiden ohjain ohjaa moottorivahvistinohjainta. Se välittää analogi-
sen signaalin moottorivahvistinohjaimelle. Servomoottoreiden ohjain mahdollis-
taa ohjauskeskuksen olemisen kaukana tietokoneesta, ja se vähentää tietoko-
neen kuormaa servomoottoreiden ohjauksessa. Työssä käytettiin UMI-7764-
tyyppistä ohjainta. 
 
Järjestelmää ohjataan tietokoneessa olevalla liikkeenohjauskortilla.  Se on kyt-
ketty koaksiaalikaapelilla servomoottoreiden ohjaimeen. Työssä käytettiin PCI-
7734-tyyppistä liikkeenohjauskorttia. 
 
 
Kuva 1. Liikkeenohjauslaitteisto [2, s.18] 
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SEC-AC-305/P01 -ohjaimet tuli alustaa aina virtojen kytkemisen jälkeen. Alus-
taminen hoidettiin WMEMOC 3.1 -ohjelmalla RS-232 -liitynnän kautta. UMI-
7764-ohjaimen alustaminen onnistui Measurement & Automationin eli MAXin 
avulla PCI-7344:n kautta. 
  
3.2 Kuvanmuodostuslaitteiston kytkentä 
 
Työssä pyrittiin testaamaan toteutetun ratkaisun toimivuutta monilla erilaisilla 
kameroilla, jotta algoritmi ei vaatisi tarkasti tietynlaisen kameran käyttöä. Plas-
maleikkuriin oli tarkoitus hankkia mahdollisimman taloudellinen kamera, joten 
työssä testattuja kameroiden objektiivit pidettiin tarkoituksella hieman huonosti 
säädettynä. Objektiivi tarkennettiin vääriin, jotta kuvasta tulisi utuinen. Näin saa-
tiin simuloitua halpojen kameroiden ja objektiivien aiheuttamia virheitä kuvassa. 
Tällainen virhe on esimerkiksi kuvan vääristyminen sen reunoilla. Kameran ja 
xy-liikelaitteiston kytkentä on kuvassa 2.  
 
Kuva tuotiin tietokoneelle kuvankaappauskortin IMAQ PCI-1408 avulla. Kamera 
on liitetty kuvanmuodostuskorttiin koaksiaalikaapelilla. 
 
Valaisimen valintaan ei kiinnitetty suurta huomiota. Plasmaleikkurissa tullaan 
käyttämään omavalmisteista valaisinta, joka saadaan räätälöityä tarkoituksen 
mukaiseksi.  
 
xy-pöydällä voitiin liikuttaa tarkasteltavaa kuvaa suhteessa kameraan. Plasma-
leikkurissa kameraa liikutetaan suhteessa kuvaan mutta kehitystyön tässä vai-
heessa ei ole merkitystä sillä kumpi liikkuu. 
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Kuva 2. xy-liikelaitteiston ja kameran kytkentä [2, s.19] 
 
3.3 Ohjelmistot 
 
Algoritmin kehityksessä käytettiin LabVIEW-ohjelmointiympäristöä ja siihen saa-
tavia lisäkomponentteja. LabVIEW on suunniteltu ohjelmointityökaluksi sovel-
luksiin, joissa tiedonkeruu ja tiedon esittämiseen on oleellisinta. LabVIEW oh-
jelmoiminen on nopeaa, koska siinä voidaan käyttää monia valmiiksi pitkälle 
kehitettyjä funktioita. 
 
LabVIEW-ohjelmointikieli 
 
LabVIEW (Laboratory Virtual Instrument Engineering Workbench) on graafinen 
ohjelmointikieli, joka tuli markkinoille vuonna 1986. LabVIEW-ohjelmointi perus-
tuu lohkokaavioesitykseen, josta LabVIEW kääntää konekielisen ohjelman. [3.] 
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LabVIEW tukee esim. tiedonkeruukortteja, RS-232/422-porttia, kuvankaap-
pauskortteja ja liikkeenohjauskortteja. Kunkin kortin mukana tulee asennus-CD, 
joka sisältää tarvittavat funktiot ohjelmointiin. LabVIEW:llä laaditut ohjelmat tun-
nistaa .vi-päätteestään, ja niitä voi tallentaa hakemistoihin tai VI-kirjastoihin 
(*.llb). Ohjelman mukana tulevat valmiit VI-kirjastot käsittävät laajat toiminnot 
tiedon analysointia ja esitystä varten. Lisäksi voidaan tehdä tilastointia ja tiedos-
tonhallintaoperaatioita. [3.] 
 
Käynnistettäessä LabVIEW-ohjelma avautuu kaksi ikkunaa. Toinen on nimel-
tään etupaneeli ja toinen diagrammi-ikkuna. Ohjelman teossa tarvitaan yleensä 
molempia ikkunoita. Etupaneeliin sijoitetaan kontrollit, joiden kautta tieto välittyy 
ohjelmaan ja indikaattorit, joihin tulostuu ohjelman tuottama tieto. Indikaattoreita 
ja kontrolleja on olemassa useaa eri tyyppiä: arvo-, teksti-, totuus-, kuvatyyppi-
nen, jne. Diagrammi-ikkuna koostuu solmuista (ikonit), terminaaleista ja langois-
ta. Solmut vastaavat tekstipohjaisen ohjelman lausekkeita, funktioita ja aliohjel-
mia. Terminaalit vastaavat parametrejä ja vakioita. [3.] 
 
Terminaalien kautta tapahtuu etupaneelin ja diagrammi-ikkunan ja solmujen 
välinen datansiirto. Terminaaleja voi olla kahta tyyppiä: kontrolli- ja indikaattori-
terminaalit sekä solmujen terminaalit. Kontrolli- ja indikaattoriterminaalit muo-
dostuvat automaattisesti diagrammi-ikkunaan, kun terminaalit luodaan etu-
paneelissa. Langat ovat konventionaalisten kielien muuttujia. Tieto kulkeutuu 
lankoja pitkin terminaalien välillä. Eri tietotyypeillä on erilaiset langat. [3.] 
 
LabVIEW-ohjelmista voidaan tehdä modulaarisia. Tehtyjä ohjelmia voidaan 
käyttää toisissa ohjelmissa aliohjelmina. Jokaisen aliohjelman voi myös testata 
itsenäisenä kokonaisuutenaan. Aliohjelmien käyttö on suositeltavaa, koska vir-
heiden etsiminen, ohjelman toiminnan ymmärtäminen sekä ohjelman ylläpito 
helpottuu. Aliohjelmat vastaavat konventionaalisten ohjelmointikielien funktioita 
ja aliohjelmia. [3.] 
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MAX -rajapintaohjelmisto 
 
MAX on National Instrumentsin tuoteperheen ohjaimille suunniteltu ohjelmisto. 
Se on käytännössä rajapinta ohjelmistojen ja laitteistojen välille. MAX on si-
säänrakennettuna LabVIEW-ohjelmointiympäristöön, mutta se toimii myös erilli-
senä ohjelmana. MAX mahdollistaa muokata NI:in DAQ-, GPIB-, IMAQ-, IVI-, 
Motion-, VISA- ja VXI-ohjaimia. Measurement & Automation Explorer-
ohjelmistolla voi 
- konfiguroida National Instrumentsin laitteistoja ja ohjelmia 
- tutkia, ajaa ja päivittää asennettuja ohjelmia 
- luoda virtuaalikanavia laitteistoihin 
- lisätä uusia kanavia, ympäristöjä ja virtuaalilaitteistoja 
- suorittaa systeemille diagnooseja 
- tutkia, mitä laitteita ja ajureita systeemiin on liitetty.[2. s.27] 
 
Jotkin MAX:ssa olevista ympäristöistä ovat ajurikohtaisia. Esim. Data  
Neighbourhood- ja Scales-ympäristöt ovat esillä vain jos DAQ-ajurit on 
asennettu, ja IVI- ympäristö on esillä, jos IVI-ajurit on asennettu.[2. s.28] 
 
 
Motion Assistant -moduuli  
 
xy-pöydän ohjaaminen onnistui kätevästi, koska käytettävissä oli LabVIEW:n 
lisämoduuli Motion Assistant. Tämän moduulin avulla ei tarvinnut kuin antaa 
liikemäärät, jotka haluttiin liikuttavan.  
 
NI Motion Assistantin avulla voi suunnitella liikesovelluksia interaktiivisessa ym-
päristössä ja tehdä sovelluksesta C- tai LabVIEW-yhteensopivaa koodia. [4.] 
 
Vision Assistant -moduuli 
 
National Instrumentsin LabVIEW:n Vision Development -moduuli on suunniteltu 
tiedemiehille, insinööreille ja teknikoille, jotka kehittävät LabVIEW:llä konenäkö-
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sovelluksia ja tieteellisiä kuvankäsittelysovelluksia. Se sisältää IMAQ Visionin eli 
kirjaston tehokkaita funktioita kuvankäsittelyyn ja Vision Assistantin. Vision As-
sistant on interaktiivinen ympäristö kehittäjille, jotka tarvitsevat nopeasti Lab-
VIEW-sovellusten prototyyppejä ilman ohjelmointia tai niille, jotka haluavat tut-
kia kerättyjä kuvia. [5.] 
 
Kuvat saatiin tuotua helposti LabVIEW:n käyttäen LabVIEW:n Vision  
Assistant -moduulia. Sillä voitiin luoda helposti aliohjelma, joka toi kuvan  
LabVIEW:n käsiteltäväksi.  
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4 ALGORITMIN TOIMINTA 
 
Työn teettäjän asettamat tavoitteet työlle olivat, että algoritmi seuraisi viivaa 
mahdollisimman virheettömästi ja laitteisto olisi edullinen. Viivanseuranta sai 
olla niin yksinkertainen, ettei sen tarvinnut kuin jatkaa risteystilanteissa suoraan. 
Laitteiston edullisuus tarkoittaa sitä, että siinä voidaan käyttää komponentteja, 
joiden toleranssit ovat suuria. Tämä aiheuttaa algoritmille vaatimuksia, koska 
sen on selviydyttävä tilanteista, joissa xy-pöytä on liikkunut siten, ettei viivan 
seurantaa voida jatkaa siitä, mihinkä ennen siirtoa päädyttiin. Kehitystyössä 
selvisi, että jos algoritmin haluaa toimivan edes tyydyttävästi, tulee sen selvitä 
tilanteista, joissa on enemmän kuin kaksi mahdollista liikesuuntaa. Algoritmin 
tulee sietää viivan koon muuttuminen, koska käyttäjän piirtämät viivat ovat mo-
nestikin vaihtelevan paksuisia. Käytännössä seurattavan viivan alue on aina 
huomattavasti suurempi kuin kameran pystyy kerralla ottamaan. Tämän vuoksi 
viivanseuranta edellyttää useita kuvia viivasta. Uudet kuvat tulee ottaa niin, että 
algoritmi osaa jatkaa uudesta kameran sijoituspaikasta viivan seuraamista.  
 
4.1 Algoritmin määrittely 
 
Viivanseuranta-algoritmin tulee toimia risteystilanteissa siten, että kaikki viivat 
tulee käytyä lävitse. Tämän vuoksi täytyi ottaa käyttöön vanha algoritmi, joka 
auttaa pääsemään ulos labyrintista. Siitä on mahdollista päästä ulos seuraaval-
la menetelmällä. Valitaan risteyksessä aina oikealle kääntyvä reitti ja umpiku-
jassa tehdään täyskäännös. Vastaavaan tulokseen pääsee, kun seuraa labyrin-
tin oikeanpuoleista seinää. Tällä algoritmilla viivanseuranta on yksinkertaista, ja 
se ei vaadi tietoa olinpaikasta. Algoritmin heikkous on siinä, että piirroksen si-
sältäessä suljettuja piirejä, se alkaa kiertää niistä ulointa ja osa haaroista jää 
läpikäymättä. Tämä ongelma sovittiin ratkaistavaksi siten, että käyttäjän tulee 
antaa sellaisia syötteitä, ettei niissä joko ole silmukoita tai sitten kaikilla viivoilla 
ei ole pakko käydä. 
 
 
17 
Kun viivanseuranta aloitetaan kuvasta, on parasta alkaa etsiä viivaan sen kes-
keltä. Näin saadaan suurin mahdollinen hyöty kuva-alasta. Viivanseurannassa 
kulkusuunta valitaan yllä olevan perusteella. Kun kuvasta on löytynyt seuraava 
piste, johon siirrytään, tehdään siitä uusi viivanseurannan aloituspiste. Tämän 
jälkeen aloitetaan viivan seuranta uudelleen tästä aloituspisteestä. Näin löyde-
tään reitti ulos kameran ottamasta kuvasta viivaa seuraamalla. Kun kuvan reu-
na on saavutettu, voidaan kameran paikkaa liikuttaa, jotta viivan seuranta voisi 
jatkua. Kameraa liikutetaan niiden pisteiden kautta, jotka ovat kuvasta löytyneet. 
Jos kamera on liikkunut täysin ohjeiden mukaisesti, niin silloin kamera keskikoh-
ta on siirtynyt siihen kohtaan mistä löytyi kuvasta viimeinen viivan piste. Näin 
uuden kuvan viivanseuranta voidaan taas aloittaa kuvan keskikohdasta. Löydet-
tävien pisteiden määrää kuvasta on syytä rajata, koska se suojaa tilanteelta, 
jossa kuvassa on silmukka. Silmukka johtaisi äärettömään pisteiden seuran-
taan. Rajaus antaa laitteiden toleransseille myös lisää varaa, koska siirroissa 
olevat virheliikkeet summautuvat. Tämä aiheuttaa sen, että kun liikkeitä on 
monta, saattaa kamera virheiden summan vuoksi liikkua paljonkin ohitse viivan. 
 
Hyvä oletus olisi se, että kameran keskikohta olisi aina viivan keskellä. Tämä 
kuitenkin vaatisi käyttäjältä paljon, koska laitteisto täytyisi aina alussa ajaa vii-
van päälle. Toinen ongelma on se, että laitteiston liikkumistarkkuudelta vaadit-
taisiin pieniä toleransseja, jos sen oletettaisiin liikkuvan aina juuri sinne minne 
on haluttu. Kameran tulisi aina siirtyä viivan päälle, pienikin virhe tässä aiheut-
taisi sen, että kuvan keskikohta ei olisi viivan päällä. Näiden syiden vuoksi algo-
ritmin tuli löytää aina kuvan prosessoinnin aluksi viivan paikka, joka on lähinnä 
kuvan keskikohtaa. Tätä kohtaa voidaan myös pitää paikkana, johon kameran 
olisi pitänyt siirtyä.  
 
Viivanseurannassa oikealle kääntyminen edellyttää tietoa kulkusuunnasta. Toi-
sin sanoen risteyksessä ei voida kääntyä oikealle, jos ei tiedetä, mistä suunnas-
ta risteykseen on tultu. Tämän vuoksi algoritmin tulee pitää tietoa yllä siitä, mikä 
on ollut viimeisen liikkeen suunta. Liike, joka suoritettiin, jotta kuvan keskikohta 
olisi viivan päällä, ei kuitenkaan saa vaikuttaa päätökseen, koska se ei ole vii-
van liikesuunta vaan laitteiston virheen korjausta.  
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Mahdollinen virhetilanne, joka saattaa sattua, kun kuvasta etsitään viivaa, on 
se, ettei kuvasta löydy viivaa alkuunkaan. Tämän varalle on hyvä tehdä suoja-
us, ettei se aiheuta ongelmia. Parasta on vain keskeyttää algoritmi ja ottaa uu-
sia kuvia, kunnes käyttäjä on laittanut kameralle sellaisen kuvan, joka sisältää 
viivan. 
 
Algoritmi ei tiedä, koska koko kappale on leikattu kokonaan, joten viivan seuran-
ta pysäytys tapahtuu käyttäjän toimesta.  
 
Kun yllä oleva puetaan vuokaavioksi, niin saadaan kuvan 3 mukainen lohko-
kaavioesitys. 
 
 
19 
       
Kuva 3. Viivanseurannan vuokaavio 
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4.2 Kulkusuuntien löytäminen 
 
Oletetaan, että laitteisto alkaa etsiä kulkusuuntia kuvan 4 mukaisessa tilantees-
sa. 
 
 
Kuva 4. Viivan hahmotus. 
 
Keino löytää olinpaikasta lähtevät polut on lukea olinpaikan ympärille muodoste-
tun ympyrän kehällä olevien pisteiden arvot. Näin saadaan selville viivat, jotka 
lähtevät olinpaikasta. Kun tallennetaan pisteiden olinpaikat taulukkoon, saadaan 
selville, mitkä suunnat ovat mahdollisia lähtösuuntia. Tätä on selvennetty ku-
vassa 5. 
 
  
 
Kuva 5. Kulkusuuntien löytäminen 
 
Kun kuvasta 5 tutkitut pisteet siirretään taulukkoon, niin saadaan taulukon 1 
mukainen tulos. Tässä noudatetaan kuvankäsittelyssä käytettyä tapaa merkitä 
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x-akseli kasvamaan oikealle ja y-akseli alas. Koordinaattiakseliston origo olete-
taan olevan olinpaikassa tarkastelun helpottamiseksi. 
 
Taulukko 1. Ympyrän kehän arvot 
x y Arvo 
2 0 Viiva 
1 1 Tausta 
0 2 Tausta 
-1 1 Tausta 
-2 0 Viiva 
-1 -1 Tausta 
0 -2 Tausta 
1 -1 Tausta 
 
 
Kun tarkastellaan taulukkoa 1, löydetään sieltä 2 mahdollista kulkusuuntaa.  
 
Olisi suuri rajoitus laitteistolle, jos se toimi hyvin vain silloin, kun viiva on niin 
ohut, että se tuottaa vain ympyrän kahdelle arvolle arvon viiva. Viivan ollessa 
paksu ympyrän kehälle tulee useita pisteitä, jotka saavat arvon viiva. Käytän-
nössä kuitenkin tämä yhtenäinen joukko viivoja kuvaa vain yhtä viivaa. Kun yh-
täjaksoisesta joukosta viivoja etsitään joukon keskimmäinen viiva-arvo, on löy-
detty olinpaikasta lähtevän viivan keskikohta. Kuvassa 6 ja siihen liittyvässä 
taulukossa 2 havainnollistetaan lähtevän viivan keskikohdan löytymistä. 
 
 
Kuva 6. Luurangon hahmottaminen 
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Taulukko 2. Luurangon hahmottamiseen tarvittavat arvot 
x y Arvo 
.. .. Tausta 
.. .. Tausta 
8 2 Viiva 
9 1 Viiva 
10 0 Viiva 
9 -1 Viiva 
8 -2 Viiva 
.. .. Tausta 
.. .. Tausta 
-8 2 Viivalla 
-9 1 Viivalla 
-10 0 Viiva 
-9 -1 Viiva 
-8 -2 Viiva 
.. .. Tausta 
  
 
Kun taulukosta 2 valitaan viivalla joukkojen keskimmäiset arvot, saadaan olin-
paikasta lähtevien viivojen luurankojen koordinaateiksi 10,0 ja -10,0. 
 
Kuvissa 6 ja 5 on käytetty eri suuria säteitä. Säteen koon määritteleminen on 
tärkeä osa algoritmin toimintaa ja sitä on tarkasteltu myöhemmin lisää. 
 
 
4.3 Kulkusuunnan valitseminen 
 
Käytännössä suurimman osan ajasta viivanseuranta-algoritmi kulkee viivaan 
pitkin, jossa ei ole kuin kaksi vaihtoehtoa. Viivalla kuljetaan eteenpäin tai taak-
sepäin. Tällaisissa tilanteissa valinta ei tuota ongelmia, koska aina siirrytään 
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eteenpäin. Jos vaihtoehtoja on kolme, niin silloin täytyy valita suunta älyk-
käämmin. Yksi vaihtoehto olisi, että käyttäjältä kysyttäisiin risteystilanteissa aina 
suunta, mihin lähteä. Tämä kuitenkin vaatisi käyttäjältä jatkuvaa leikkauksen 
valvontaa. Algoritmi, joka valitsee säännöllisesti kulkusuuntaan nähden tietyn 
suunnan minne lähteä, käy kaikki viivat lävitse. Tämä pätee, jos piirros ei sisällä 
sisäkkäisiä silmukoita. On myös tilanteita, joissa kuvassa ei ole silmukkaa, mut-
ta kulkusuuntia joudutaan valitsemaan kolmen vaihtoehdon väliltä. Tästä on 
esimerkki kuvassa 7. 
 
 
 
Kuva 7. Viivan seuranta oikeaoppisesti 
 
Kuvassa 7 näkyy sellainen syöte, joka sisältää erittäin terävän kärjen. Ihminen 
hahmottaa tässä vain yhden viivan, jota liikkumalla kuvasta päästään pois. Kos-
ka viivanseuranta-algoritmi tutkii vaihtoehtoisia kulkureittejä pienen ympyrän 
avulla, se hahmottaa kahden viivan yhdistymispisteessä olevan yhden viivan 
omaksi kulkureitiksi. Näin ollen kuvassa 7 oleva kärki on algoritmille ”Y”-
muotoinen kulkureitti, missä se joutuu tekemään yhden tai kaksi päätöstä pääs-
täkseen pois kärjestä.   
 
Tässä esiintyy kaksi kohtaa, missä viivanseuranta-algoritmin tulee tehdä valinta. 
Tultaessa 1. haarasta ja lähdettäessä 2. haarasta.  Kuvan 7 mukaisessa tapa-
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uksessa algoritmi valitsee joka kerta vasemmanpuoleisen haaran ja selviytyy 
kärjestä. Jos algoritmi valitsisi suorimman mahdollisen tien, niin silloin 2. haa-
rasta poistuminen olisi satunnaista. Tämä aiheuttaisi sen, että 3. haarassa ei 
välttämättä ikinä käytäisi. 
 
Edelle esitettyjen syiden vuoksi algoritmi kehitettiin sellaiseksi, että se valitsee 
aina saman kääntymissuunnan. 
 
4.4 Kulkusuuntaan liittyvä matematiikka 
 
Koska kulkusuunnan määrittely joukkoon vasen tai oikea ei ole tietokoneellisesti 
mahdollista, täytyi siihen kehittää matemaattinen yhtälö, joka antaa eri lii-
kesuuntien kulmat. Oletetaan, että ollaan kuvassa 7 ja 2. haarassa kohdassa, 
mikä liittyy 1. ja 3. haaraan. Tästä pisteestä on kolme poistumisreittiä. Tilanne 
on havainnollistettu kuvassa 8.  
 
 
Kuva 8. Kolme vaihtoehtoa poistua olinpaikasta 
 
Kuvassa 8 mainitusta olinpaikasta on kolme liikesuuntaa. Ne ovat (0,-3), (-1,-3) 
ja (0,3). Selvittäessä kulmaa, joka muodostuu edellisen liikesuunnan ja mahdol-
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listen liikesuuntien välille, on hyvä ottaa käyttöön vektorimatematiikka. Pistepa-
reista saadaan vektoreita, kun niiden arvoista vähennetään olinpaikan koor-
dinaatit. Poistumisreittien vektorit ovat (-1,-3), (0,-3) ja (0,3). Koska kuvan 8 ti-
lanteeseen tultiin 2. haarasta, on tulovektori (0,3). Laskemalla lähtövektoreiden 
ja tulovektorin väliset kulmat voidaan kulmista valita se, joka vastaa oikealle 
kääntymistä. 
 
Pistetulolle on voimassa 
 
( )γcos** BABA =⋅   ,     (1) 
missä A  ja B  ovat vektorit ja γ  on niiden välinen kulma. 
 
Ristitulolle on voimassa 
 
)sin(** γBABA =× ,     (2) 
 
missä A  ja B  ovat vektorit ja γ  on niiden välinen kulma. 
Tangentille on voimassa 
 
( )γ
γγ
cos
)sin()tan( = ,        (3) 
 
missäγ  on vektoreiden välinen kulma. 
 
Kun yhtälöt (1), (2) ja (3) yhdistetään, saadaan vektoreiden kulma laskettua ris-
titulon ja pistetulon avulla. 
 
BA
BA
⋅
×=)tan(γ ,     (4) 
 
missä A :na voidaan käyttää tulovektoria ja B :nä lähtövektoria, γ  on vektorei-
den välinen kulma. 
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tan(γ ) on määritelty alueella -90 – 90 astetta. Kahden vektorin välinen kulma 
tulee kuitenkin selvittää 0 - 360 asteen alueella, jotta voitaisiin selvittää, mikä 
haaroista kääntyy mihinkin suuntaan. Jos pistetulon tulos on pienempi kuin 0, 
vektoreiden välinen kulma sijoittuu yksikköympyrän toiseen tai kolmanteen sek-
toriin. Ristitulon ollessa pienempi kuin 0 on kulma yksikköympyrän kolmannessa 
tai neljännessä sektorissa. Näiden kahden tiedon ja yhtälön (4) voidaan laskea 
vektoreiden väliset kulmat. Vektori, jonka kulma tulovektoriin nähden on pienin, 
on paluusuunta. Toiseksi pienimmällä kulmalla oleva vektori kääntyy oikealle ja 
suurimmalla oleva vasemmalle. 
 
4.5 Lähimmän viivan paikan etsiminen  
 
Plasmaleikkuriin pyrittiin kehittämään sellainen algoritmi, joka ei edellytä ohjaus-
laitteistolta suurta tarkkuutta. Siksi algoritmin täytyi varautua siihen, ettei kame-
ran keskikohta olekaan siirtynyt viivan päälle. Tämän vuoksi täytyi kehittää algo-
ritmi, joka kohdistaa olinpaikan viivalle.  
 
Nopea tapa etsiä jonkin pisteen lähin viivan paikka on lukea pisteen ympärille 
muodostetun ympyrän kehän arvot ja tarkistaa, löytyykö kehältä viiva-arvoa. Jos 
arvoa ei löydy, niin silloin kasvatetaan ympyrän sädettä, kunnes viiva-arvoja 
löytyy. Kun arvo löytyy, niin silloin paikka, mistä se löytyi, on lähin viivan paikka. 
Toimintaa on hahmotettu kuvassa 9. 
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Kuva 9. Lähimmän viivan paikan löytäminen 
 
Jos kuva on sellainen, ettei siinä ole viivaa ollenkaan, silloin ympyrän kehä kas-
vaa suuremmaksi kuin kuva on. Tämän tiedon avulla voidaan tehdä virheilmoi-
tuksia käyttäjälle, jos kuvassa ei ole viivaa.  
 
4.6 Viivan määrittely ja askeleenpituus 
 
Viivanseurannan on hyvä toimia vaihtelevan kokoisilla viivoilla. Tämä parantaa 
laitteiston käytettävyyttä ja toimivuutta todellisissa käyttöolosuhteissa. Viivan 
paksuus vaikuttaa siihen, kuinka suurelta kehältä kannattaa olinpaikan ympäril-
tä hakea erilaisia reittejä. Jos ympyrän kehä on liian pieni, silloin ei löydy yhtä-
kään poistumisreittiä, ja jos kehä on liian suuri, niin myös lähellä olevat viivat 
vaikuttavat tulokseen. Asiaa on havainnollistettu kuvassa 10. Sopivan kokoisella 
kehällä päästään parhaimpaan tulokseen. 
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Kuva 10. Kehän koon vaikutus löydettyihin pisteisiin 
 
Kehän koko saadaan mitoitettua sopivaksi, kun lähdetään hakemaan pienintä 
mahdollista kehää, missä kehällä olevien mustien pisteiden määrä taustan val-
koisiin pisteisiin on sopivassa suhteessa. Käytännössä testeissä huomattiin, 
että sopiva suhde on, kun kehällä on noin 65 % taustaa. 
 
Koska siirtymäpisteet määritellään ympyrän kehältä, muodostuu laitteistoon as-
keleen pituudeksi hieman suurempi kuin viivan paksuus on. Tämä on etu koska 
laitteiston askellus on aina sopivassa suhteessa annetun syötteen viivanpak-
suuteen. 
 
4.7 Suodatus 
 
Kun viivan paksuus muuttuu, on olemassa vaara, että ympyrän kehältä luettavat 
viivajoukot eivät kuvaakaan todellisia lähtösuuntia, vaan syntyy ylimääräisiä 
joukkoja. Tällaista tapahtumaa on mallinnettu kuvassa 11. 
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Kuva 11. Viivan koon muuttumisen tekemät häiriöt 
 
Tämän vuoksi kehällä olevia arvoja suodatettava siten, etteivät häiriösuunnat 
vaikuta suunnan valintaan. Suodattimeksi kehitettiin alipäästösuodatin, joka 
vaatii tietyn mittaisia joukkoja viiva- tai tausta-arvoja ympyrän kehältä. Se tutkii, 
kuinka pitkä on viiva- tai taustajoukko. Jos se on liian lyhyt, silloin suodatin vaih-
taa joukon arvot vastakkaiseksi. Tämä estää ympyrän kehältä löytymästä 
ohuempia tausta- tai viivajoukkoja, kuin on alipäästösuodattimelle annettu raja-
arvoksi. Alipäästösuodatinta, joka vaatii neljä samaa arvoa muutoksen jälkeen, 
on demonstroitu taulukossa 3. 
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Taulukko 3. Alipäästösuodattimen toiminta 
 Kehä Tulos 
1 Tausta Tausta 
2 Tausta Tausta 
3 Tausta Tausta 
4 Viiva Viiva 
5 Viiva Viiva 
6 Viiva Viiva 
7 Viiva Viiva 
8 Viiva Viiva 
9 Viiva Viiva 
10 Viiva Viiva 
11 Viiva Viiva 
12 Tausta Tausta 
13 Tausta Tausta 
14 Tausta Tausta 
15 Tausta Tausta 
16 Viiva Tausta 
17 Tausta Tausta 
18 Tausta Tausta 
19 Viiva Viiva 
20 Viiva Viiva 
21 Viiva Viiva 
22 Viiva Viiva 
 
Taulukossa 3 on havainnollistettu, kuinka alipäästösuodatin toimii. Rivillä 16 
oleva arvo viiva ei vaikuta lopputulokseen, koska sitä ei seuraa neljää arvoa 
viiva. 
 
4.8 Kuvankäsittely 
 
Viivanseuranta-algoritmi ymmärtää vain kaksi tilaa. Ne ovat taustan väri ja vii-
van väri. Tämän vuoksi kameran ottama kuva kynnystettiin kaksitilaiseksi. Jos 
pikselin tummuus on arvon viiva ohjeellista arvoa tummempi, määritetään pikse-
lin arvoksi viiva. Muutoin se saa arvoksi tausta.  
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4.9 Ohjauskäskyjen muodostus 
 
Joka kerta kun algoritmi löytää viivalta uuden olinpaikan lasketaan edellisen 
olinpaikan ja uuden olinpaikan ero pikseleissä. Tätä tietoa käytetään määrittä-
mään kulkusuunta, jotta voitaisiin seuraavassa risteyksessä kääntyä oikeaan 
suuntaan. Tämä sama tieto on sopivaa myös kameran liikuttamiseen, kun sitä 
käsitellään hieman. Koska kameran liikutusmoottoreiden askel vastaa vain mur-
to-osaa kuvassa olevien pikseleiden leveydestä, tulee algoritmilta saatava tieto 
kertoa kertoimella, jotta kamera liikkuisi riittävästi. Kerroin riippuu siitä, mikä on 
pikselin suhde moottorin askeleeseen. Kerroin on siis laitteistoriippuvainen. 
 
4.10 Viivanseuranta-algoritmin toiminta 
 
Viivanseuranta-algoritmin havainnollistuu, kun katsotaan kuvaa 12. Siinä on 
tultu ylhäältä alas ja algoritmi pyrkii aina kääntymään vasemmalle.  
 
 
Kuva  12.  Viivanseuranta 
 
Ensimmäiseksi algoritmi hakee lähimmän viivan paikan. Tämän jälkeen se al-
kaa seurata viivaa alaspäin, koska ennen kameran siirtoa on liikuttu alaspäin. 
Viivanseuranta jatkuu, kunnes tullaan risteystilanteeseen. Risteystilanteessa 
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valitaan kulkusuuntaan nähden vasemmalle kääntyvä haara. Viivanseurantake-
hien säteet ovat suurempia kuin on optimaalista käyttää, mutta tällä tavalla kuva 
on havainnollisempi. Viimeinen kehä ei mahdu kuvaan, joten se aiheuttaa ka-
meran siirtymisen.  
 
4.11 Lähekkäisten viivojen ongelma 
 
Algoritmin suurin puute on se, ettei se selviä seurattavan viivan lähellä olevasta 
viivasta. Tämä johtuu siitä, että algoritmi ei testaa sitä, että ovatko kehältä löy-
detyt kulkusuunnat yhteydessä olinpaikkaan. Kahden viivan ollessaan riittävän 
lähellä toisiaan jää algoritmi jumiin. Tilannetta on esitetty kuvassa 13. 
 
 
Kuva 13. Vierekkäisten viivojen ongelma 
 
Kuvassa 13 olevasta tilanteessa algoritmilla on neljä suuntaa, mihin lähteä. 
Koska se pyrkii kääntymään valinta tilanteissa aina samaan suuntaan, aiheutuu 
tästä se, että algoritmi jää tilaan, jossa se vain siirtyy toiselta viivalta toiselle. 
Tämä johtuu siitä, että käytännössä oikea kulkusuunta ei ole tässä tapauksessa 
koskaan vasemmanpuoleisin neljästä vaihtoehdosta. Käytännön kuvissa tämä 
virhe aiheuttaa kahdenlaisia virheitä. Terävissä kulmissa algoritmi oikaisee kul-
man ohitse tai jopa alkaa kulkea taaksepäin. Tilanteissa, joissa on viivoja hyvin 
tiheään, alkaa algoritmi valita kulkusuuntia satunnaisesti. 
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4.12 Ratkaisu lähekkäisten viivojen ongelmaan 
 
Algoritmin toimimattomuus tiheässä kuvioissa ja satunnainen käyttäytyminen 
jyrkissä kulmissa ovat ongelmia, jotka tulee ratkaista lopulliseen laitteistoon.  
 
Ongelma poistuu, kun tutkitaan, mitkä ympyrän kehältä löydetyistä pistejoukois-
ta kuuluvat samalle viivalle. Tutkinta voidaan suorittaa seuraavasti. 
 
- Aloitetaan viivanreunan seuranta olinpaikan reunalta. 
- Kun saavutaan ympyrän kehälle, niin viivanreunanseuranta jatketaan 
ympyrän kehältä, missä on seuraava viivan reuna. 
- Seurantaa jatketaan kunnes on saavuttu lähtöpaikkaan. 
 
Kun viivanreunan seuranta siirretään ympyrän kehältä uudelle reunalle, merki-
tään siirrospaikka lähtösuunnaksi, joka on liitoksissa olinpaikan viivaan. Tämän 
seulonnan avulla saadaan poistetuksi lähellä olevien viivojen aiheuttamat kul-
kusuunnat ympyrän kehältä. Kuvassa 14 on esitelty viivanreunanseurantaa. 
 
 
Kuva 14. Viivanreunan seuranta 
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Viivanreunan seurantaa ei kuitenkaan toteutettu tämän insinöörityön luovutuk-
seen mennessä. Tämä johtui työn aikataulusta.  
 
4.13  Epätarkan liikkeen aiheuttama virhe 
 
Koska algoritmi pyrkii korjaamaan xy-liikelaitteiston tekemiä virheitä, saa pöy-
dän siirrossa olla suuriakin poikkeamia ilman, että algoritmi niistä häiriintyy. 
Tämä kuitenkin pätee sellaisissa kuvioissa, joissa kameran liikkuminen ei osu 
jyrkän kulman kohdalle. Tilannetta on esitelty kuvassa 15.  
 
 
Kuva 15. Liikkumisessa tapahtunut virhe 
 
Kuvassa 15 alempi neliö kuvaa ruutua, mistä on hahmotettu reitti viivaa pitkin 
ylös. Ylempi neliö kuvaa paikkaa johon kamera siirtyi. Ylemmän neliön keski-
kohta ei ole siinä, missä sen pitäisi olla alemman neliön perusteella. Tämä joh-
tuu siitä, että xy-pöytä on liikkunut liikaa y-suunnassa. Tämä voi johtua kameran 
kuvausvirheistä kuvan reunalla tai epätarkasta xy-pöydästä. Algoritmi löytää 
keskikohtaa lähellä olevan viivan ja siitä poistumistiet vasemmalle ja oikealle. 
Kulkusuunnan valitsemiseen muodostuu nyt ongelma. Koska viimeisin suunta 
ennen valintaa on ollut ylös oikealle, tulee viivan oikeasta puolesta valittu suun-
ta. Tästä johtuen viivanseuranta lähtee kulkemaan viivalla taaksepäin.      
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5 OHJELMISTON TOTEUTUS  
 
Algoritmi kehittyi pääasiassa sitä mukaa, kun ohjelmistoa saatiin toimimaan ja 
virheitä korjattua. Koodia tuotettiin juuresta latvaan. Ohjelman ensimmäinen osa 
oli moduuli, joka toimi vain yhdessä kuvassa tietynlaisilla viivanpaksuuksilla ja ei 
osannut risteystilanteessa valita suuntaa, mihin lähteä. Kun koodi pidetään jat-
kuvasti tiukan modulaarisena, on koodin vaiheittainen tuottaminen helppoa. Jos 
koodin jokainen moduuli testataan yksittäin kaikissa tilanteissa, saadaan koko 
koodi testattua näin kaikissa mahdollisissa tilanteissa. Kuvassa 16 on kuvattu 
moduulien hierarkiaa. 
 
viivanseuranta.vi
kuvankaappaus.vi haeseuraavatkulkusuunat.vi pisteidenyhdistäjä.vi kertoja.vi liikutaulukko.vi
suodatakuva.vi seuraavapiste.vi
haepisteetkokeilemallasäde.vi
teeluuranko.vi
kulmat.vi
vectoreidenkulmat.visovitakoordinaatit.vi
ympyrä.vi
0 tai 360 poistin.vi
piirräympyrä.vi
haearvottaulusta.vi
 
Kuva 16. Viivanseuranta-algoritmin moduulit  
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Algoritmin käyttämät moduulit 
 
viivanseuranta.vi on pääohjelma ja käyttöliittymä. Se huolehtii kuvan 3 mukai-
sesta toiminnasta. Se pyytää seuraavia toimintoja aliohjelmilta. 
 
- kuvan otto 
- laitteiston kohdistaminen viivan lähimmälle kohdalle 
- reitin hahmotus kuvan läpi 
- xy-pöydän ohjaus   
 
viivanseuranta.vi säilyttää viimeisen liikesuunnan uutta viivanseurantaa varten. 
 
kuvankaappaus.vi on moduuli, joka huolehtii kuvan ottamisesta. Se ottaa kuvan 
paperista ja kynnystää sen suodatakuva.vi moduulin avulla. kuvankaappaus.vi 
palauttaa kuvan viivanseuranta.vi:lle. 
 
 
haeseuraavatkulkusuunnat.vi on kaksikäyttöinen moduuli algoritmin toteutuk-
sessa. Sitä käytetään hakemaan lähin viivan paikka ja hahmottamaan viivan 
reitti kulkusuunnassa. Nämä kaksi toimintaa täytyy kuitenkin kutsua moduulilta 
erikseen, jotta toiminta saadaan kuvassa 3 olevan vuokaavion mukaiseksi. hae-
seuraavatkulkusuunnat.vi saa seuraavapiste.vi:ltä seuraavan pisteen, johonka 
viiva jatkuu. haeseuraavatkulkusuunnat.vi kerää riittävän määrän liikkeitä tai niin 
monta liikettä, että jäljitys on tehty kuvan reunaan. 
  
haeseuraavatkulkusuunnat.vi tuloparametreja ovat 
 
- montako liikettä haetaan kuvasta maksimissaan 
- xy-koordinaatti mistä kuvan reitin haku aloitetaan 
- liikesuunta, johon on liikuttu edellisellä kierroksella 
- kuva, mitä tutkitaan 
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xy-pöydän toiminnan tarkkuus määrittelee, montako liikettä on hyvä maksimis-
saan suorittaa. xy-koordinaatit ovat lähimmän viivan etsinnässä, kuvan keski-
kohdan koordinaatit. Viivan seurannassa ne ovat lähimmän viivan etsinnässä 
löytyneen viivan kohdalla. 
 
Liikesuunta on tärkeä tieto reitinmääritykselle, jotta se valitsee ensimmäisellä 
kierroksella oikean suunnan viivan jäljitykseen. 
 
haeseuraavatkulkusuunnat.vi palauttaa seuraavat tiedot 
 
- paikan kuvassa, johon viivanseuranta lopetettiin 
- koordinaatit, kuinka viiva kulkee kuvassa 
- viimeisen liikkeen suunnan 
- kuvan, johon on merkitty ympyrät, joilla kuvaa on tutkittu 
- tiedon siitä, oltiinko kuvan reunalla seurannan loputtua 
 
 
seuraavapiste.vi hakee kuvasta seuraavan pisteen, johonka siirrytään. haepis-
teetkokeilemallasäde.vi palauttaa seuraavapiste.vi:lle mahdolliset liikesuunnat. 
seuraavapiste.vi tutkii kulmat.vi ja 0 ja 360 poistimen.vi avulla, mikä mahdollisis-
ta liikesuunnista kääntyy oikealla ja palauttaa sen arvon. seuraavapiste.vi ottaa 
parametreiksi seuraavat tiedot 
 
- kuva 
- koordinaatit, mistä seuranta alkaa 
- edellisen liikkeen suunnan 
 
ja se palauttaa seuraavan pisteen koordinaatit ja tiedon oltiinko kuvan reunalla. 
 
 
haepisteetkokeilemallasäde.vi tutkii viivaa erikokoisilla ympyrän kehillä. Löydet-
tyään sopivan kokoisen ympyrän kehän se antaa kehän arvot teelunranko.vi:lle, 
joka palauttaa viiva -arvojen luurangot. Luurankoarvojen koordinaatit palaute-
taan seuraavapiste.vi:lle. 
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sovitakoordinaatit.vi antaa ympyrän kehän koordinaatit ympyrälle. Ohjelma ot-
taa parametriksi ympyrän keskipisteen ja säteen. sovitakoordinaatit.vi käyttää 
moduulia ympyrä.vi, joka antaa ympyrän koordinaatit origon ollessa (0,0).  
 
haearvottaulusta.vi hakee kuvasta ympyrän kehällä olevien pisteiden arvot. Jos 
viivanseurannassa on menty kuvan reunalle, niin silloin moduuli ilmoittaa siitä. 
Ohjelma saa parametreiksi ympyrän kehän koordinaatit ja palauttaa koordinaat-
tien arvot. 
 
kulmat.vi käyttää vectroreidenkulmat.vi laskeakseen lähtövektoreiden kulmia 
verrattuna tulovektoriin. Kulmat.vi saa parametreiksi lähtövektorit ja liikesuun-
nan. Se palauttaa taulukon, mikä sisältää vektoreiden kulmat. 
 
0 tai 360 poistin.vi poistaa mahdollisista liikesuunnista sen, minkä kulma on lä-
hinnä paluusuuntaa. Parametrina on kulmataulukko. Se palauttaa indeksin, joka 
osoittaa taulukon arvoon, joka on paluusuunta. 
  
pisteidenyhdistäjä.vi tutkii liikkeitä ja jos kaksi peräkkäistä liikettä ovat samalla 
suoralla, niin se yhdistää liikkeet yhdeksi. Parametrina on liiketaulukko, ja se 
palauttaa liiketaulukon. 
 
kertoja.vi moduuli skaalaa kuvassa olleitten koordinaattien arvot sopivaksi xy-
pöydänohjaukselle. Parametrina on liiketaulukko ja se palauttaa liiketaulukon. 
 
liikutaulukko.vi hoitaa xy-pöydän liikutuksen. Moduuli ottaa vastaan taulukollisen 
koordinaatteja ja liikuttaa pöytää sen mukaan. Liikutaulukko.vi on aluksi luotu 
Motion Controllilla, ja sitä on muokattu toimivaksi siten, että se ottaa vastaan 
taulukollisen liikkeitä. 
 
piirräympyrä.vi piirtää kuvaan ympyrän, kun sille annetaan parametreiksi kuva 
ja ympyrän tiedot. Moduuli palauttaa kuvan, joka sisältää ympyrän. 
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6 TESTAUS 
 
Algoritmia testattiin sellaisilla kuviolla, jotka olivat mielenkiintoisimpia algoritmin 
toiminnan kannalta. Algoritmia ei testattu sen suoritusnopeuden tai tarkkuuden 
suhteen, koska näihin asioihin vaikuttaa enemmän xy-liikelaitteiston ja kameran 
ominaisuudet, kuin algoritmin toiminta. Testauksessa keskityttiin tutkimaan al-
goritmin toimintaa risteystilanteissa ja terävissä kulmissa. Algoritmin sietokykyä 
testattiin kuviolla, joissa erilliset viivat olivat lähellä toisiaan. 
 
Algoritmi toimi täydellisesti kuvioilla, jotka eivät sisältäneet risteystilanteita tai 
teräviä kulmia. Siksi testauksessa tutkittiin monessako risteystilanteessa ja te-
rävän kärjen tilanteesta algoritmi toimi oikein.     
 
Testauskuvat ja tulokset 
 
Laitteistoa testattiin monenlaisilla kuvioilla, joilla yritettiin saada aikaiseksi tilan-
teita, joissa algoritmi toimii mutta toiminnassa on toivottavaa. Kameraan oli kyt-
ketty kynä. Tämän avulla paperille piirtyi viiva, joka osoitti kuinka xy-pöytä oli 
liikkunut. Esitetyissä kuvissa ylempi on kuvio, jota seurataan ja alempi on kuvaa 
laitteiston liikettä.   
 
Kuvassa 17 olevalla testauskuvalla testattiin algoritmin ominaisuutta oikaista 
terävissä kärjissä ja kykyä selviytyä risteystilanteista. 
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Kuva 17. Kulmien oikaisu 
 
Laitteiston annettiin kiertää kuvan 17 kuviota kymmenen kertaa myötä päivään. 
Kynä poistettiin ensimmäisen kierroksen jälkeen. Kymmenen kierroksen aikana 
tuli risteystilanteissa viisi kertaa tilanne, jossa algoritmi valitsi väärän suunnan. 
 
Kuvassa 18 Olevalla testauskuvalla testattiin laitteiston toimintaa terävissä kul-
missa ja virheellisen liikkeen aiheuttamasta liikesuunnan kadotuksesta. 
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Kuva 18. Teräviä kulmia 
 
Laitteiston annettiin kulkea kuvassa 18 olevaa kuviota myöten edestakaisin 
kymmenen kertaa. Algoritmi teki kulmissa neljä sellaista virhettä, mikä aiheutti 
kulkusuunnan muuttumisen.  
 
 
Kuvassa 19 olevalla kuviolla testattiin laitteiston toimintaa risteyksissä. 
 
 
 
Kuva 19. Risteystilanteissa toimiminen 
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Laitteisto toimi kuvan 19 kuviolla virheettömästi. 
 
 
Kuvassa 20 olevalla testauskuviolla havaittiin, että algoritmi ei siedä liian tiu-
hassa olevia viivoja. Laitteisto ei kulkenut virheettömästi hetkeäkään. 
 
Kuva 20. Liian tiheässä olevia viivoja 
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7 TULOSTEN TARKASTELU JA JATKOKEHITYS 
 
Algoritmin toiminta oli luetettavaa kuvioilla, missä ei esiintynyt teräviä kulmia tai 
liian tiheää kuviota. Laitteiston toimi sääntöjen mukaan ja tarkasti. Kameran ja 
xy–liikelaitteiston ominaisuudet olivat riittäviä algoritmin toimintaan.   
 
Algoritmin ongelmat alkoivat kun sitä testattiin kuvioilla, jotka sisälsivät lähek-
käisiä viivoja ja teräviä kulmia. Algoritmi teki terävissä kulmissa sellaisia virhei-
tä, mitkä aiheuttivat kulkusuunnan vaihtumisen taaksepäin. 
 
Algoritmi toimii oikein terävässä kulmassa, joka kääntyy vasemmalle. Tämä joh-
tuu siitä, että algoritmi kulkee oikeanpuoleista haaraa pitkin. Tämän vuoksi se ei 
pyri oikaisemaan toiselle viivalle. 
 
Kuvassa 20 oleva kuvio ei ole ongelmallinen, koska sen viivat ovat tiheässä 
kuvion reunoilla. Ongelma muodostuu risteystilanteessa, milloin ympyrän kehä 
kasvaa suureksi. Ympyrän kehä kasvaa suureksi, koska taustaa ei kerry tar-
peeksi ympyrän kehän arvoihin. Ympyrän kehän kasvettua liian suureksi, tapah-
tuu valinta useamman kuin neljän viivan väliltä. 
 
Laitteistoa kehitettäessä selvisi myös, minkälaisia ominaisuuksia vaaditaan ku-
vanmuodostuslaitteistolta ja xy–liikelaitteistolla. Viivanseuranta ei vaadi kame-
ralta enempää ominaisuuksia, kuin perus web–kamera tarjoaa. Suuri kameran 
resoluution mahdollistaa suurempien kuvien ottamisen, mikä vähentää laitteis-
ton ottamia kuvia. Jos kuvia otetaan vähän, saadaan toiminnasta virheettö-
mämpää, mutta laitteisto saadaan silti toimimaan riittävän hyvin alle 300 x 300 
pikselin resoluutiolla. xy–liikelaitteiston tarkkuus osoittautui myös viivanseuran-
nalle lähes merkitsemättömäksi. xy-liikelaitteiston liikkeiden tarkkuus määritte-
lee sen, kuinka tarkkaan on mahdollista seurata kuviossa olevaa viivaa. Tarkas-
ti liikkuva xy-pöytä estää parhaiten epätarkan liikkeen aiheuttamaa kulkusuun-
nan muuttumista. 
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Algoritmin kehityksessä on saavuttu siihen pisteeseen, missä aletaan pohtia 
askeleiden ottoa taaksepäin. Työn alussa tutustuttiin ”An Integrated Line 
Tracking and Vectorization Algorithm”[1], mutta se hylättiin, koska siinä oli rat-
kaisemattomia ongelmia. Ne ovat ratkaistu tämän algoritmin kehityksen yhtey-
dessä. Kehityksen tässä vaiheessa ”An Integrated Line Tracking and Vectoriza-
tion Algorithm” esitettyjen ideoiden käyttö alkaa vaikuttaa hyvältä ajatukselta. 
 
Algoritmin kehityksessä on kartoitettu tarvittavaa kuvanmuodostus laitteistoa. 
Siksi laitteita voidaan alkaa hankkia automaattisen plasmaleikkurin kehitystä 
varten. Kameraksi on suunniteltu halpaa USB-liitäntäistä web-kameraa. Tällai-
sella liitännällä olevan kameran liittäminen tietokoneeseen on edullista. Web-
kamerat ovat myös hyvin taloudellisia, koska niitä myydään paljon. Valaisimeksi 
on suunniteltu omavalmisteista LED-valaisinta. Valaisimen tuottaman valon 
ominaisuuksilla ei merkitystä, koska viivan tunnistus paperista onnistuu tietyin 
ehdoin vaikka lukulampun valossa. Valmista konenäkövalaisimen käyttöä rajoit-
taa niiden korkea hinta. 
 
Algoritmin toteuttaminen C++-ohjelmointikielellä on tarpeellista, jotta koodi saa-
daan toimimaan Linux-alustalla. Linux alusta mahdollistaa automaattisen plas-
maleikkuri laitteiston hinnan halpenemisen, koska silloin päästään Windowsin 
lisenssimaksuista. Linux yhteensopivuus on etu, koska silloin automaattisen 
plasmaleikkurin ohjaus voidaan tehdä myös sulautetulla laitteistolla. Tämä pois-
taisi perinteisen tietokoneen tarpeen ohjauksesta. Näin saataisiin järjestelmästä 
pienempi ja mahdollisesti edullisempi.  
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8 YHTEENVETO 
 
Työntavoitteena oli kehittää algoritmi, joka seuraa kuvassa olevaa viivaa. Algo-
ritmin kehitys onnistui osittain. Algoritmi toimii viivoilla, jotka ovat riittävän har-
vassa eivätkä tee jyrkkiä kulmia. Algoritmia voisi tällaisenaan käyttää projek-
teissa, joilla ei ole kaupallista tarkoitusta.  
 
Laitteiston toiminta risteyksissä siten, että niissä käännytään oikealle, saatiin 
toimimaan oikein. Laitteisto saatiin myös korjaamaan tekemiään virheliikkeitä 
niin, että xy-pöydän ei tarvitse toimia virheettömästi. 
 
Algoritmi saatiin toimimaan erikokoisilla viivoilla. Algoritmi vaatii kuitenkin käyt-
täjän asettaman parametrin, mikä määrittää mikä on ohuin sallittu viivan pak-
suus. Parametrin ei kuitenkaan tarvitse olla tarkka. Käytännön tilanteissa para-
metrina ei tarvitse käyttää kuin 3 erilaista arvoa viivan paksuuden mukaan. 
 
Laitteiston virheellinen toiminta johtuu pääasiassa siitä, ettei siihen ole vielä teh-
ty olinpaikkaan liittyvien viivan tunnistusta kehältä. Tämän kehitys olisi ottanut 
ajallisesti 2 – 4 viikkoa. Valitettavasti tähän ei ollut aikaa. Viivanreunanseuranta 
algoritmin kehitys on projektin seuraava osa. 
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