SQL injection is an attack methodology that targets the data residing in a database. The attack takes advantage of poor input validation in code and website administration. SQL Injection Attacks occur when an attacker is able to insert a series of SQL statements into a 'query' by manipulating user input data into a web-based application, an attacker can take advantages of web application programming security flaws and pass unexpected malicious SQL statements through a web application for execution by the back-end database. This paper proposes a novel specification-based methodology for the prevention of SQL injection Attacks. The two most important advantages of the new approach against existing analogous mechanisms are that, first, it prevents all forms of SQL injection attacks; second, Current technique does not allow the user to access database directly from the database server. Our proposed framework for building secure and anti-theft web applications is consisting of four stages. In each stage we analyze the inputted data taken from the user and make a decision, whether that is suspected or not.
INTRODUCTION
For past years many organizations provide their services on the Internet. For that they keep the information regarding their customers, their partners which is quite sensitive in that they maintain the database driven web application. SQL Injection is a type of injection or attack in a Web application, in which the attacker provides Structured Query Language (SQL) code to a user input box on a Web form to gain unauthorized and unlimited access. The attacker's input is transmitted in an SQL query in such a way that it will form an SQL code [1] , [2] . SQL injection is a type of security attack, which attacks web applications that are using database services. There are three forms of SQL injections:
1. Incorrectly filtered escape characters 2. Incorrect type handling 3. Blind SQL injection
The first form of SQL injection is incorrectly filtered escape characters which occur when user input is not filtered for escape characters and then transferred to the SQL statements. This results in the possible manipulation of the statements made on the database end-user applications.
The second form of SQL injection is the incorrect type handling. This form of SQL injection occurs when a user supplied field is not strongly typed or not to control the type constraints. This would occur when a numeric field is to be used in SQL instruction, but the programmer does not check to confirm that the user input is numeric.
The third form of SQL injection is the Blind SQL injection, a blind SQL injection is used when a web application is vulnerable to SQL injection, but the results of the injections are not visible to the attacker. About the vulnerability cannot be one that displays the data, but will appear differently depending on the outcome of legal logic is injected into the SQL statements called from this page.
Aim of SQL injection is to query the database a manner that was not the intent of the application programmer. There are several techniques used in SQL injection. Most of them use SQL statement in different SQL injection techniques. Increased dependence on web applications significantly and use in the activities of our daily lives grows in the number and level of attacks that target them.
SECURITY ISSUES: THREATS TO WEBSITE
Due to the increased use of online and automated processes, huge bulks of sensitive and critical data are being handled by the web applications. As the stakes on the information and data stored by the portals become higher, so does the sophistication of hackers. Developers and hackers are racing against each other. Developers try to make the web application secure from the threats and the hacker wish to find the loophole, so that it can steal or damage the application or data. Security threats could be with the intent of stealing confidential information, causing deliberate damage, prove capability or simply for the thrill of doing something which most others cannot do.
In today's scenario, IT enabled services are very common in commercial as well as in the government sector, which results number of eCommerce websites. These websites helps the users to make personal account there for online transactions, or to store their confidential data. Almost all the organization builds their personal servers to which all the organizational records and data are managed. In this way, the data and other web content become very precious to any organization or individual.
Therefore, a developer needs to take all the precautions to secure the organization's data by avoiding or preventing all the security threats to the website. Usually following are the most common threats to a website:
1. Brute Force: the attacker simply keeps on guessing and trying various combinations, most often using an automated script, to gain unauthorized access to a system. 6. SQL Injections: SQL injection is an attack in which malicious code is inserted into strings, which are later passed to the database server for parsing and execution. This attack can be applies to any page which accepts user input to capture data or query parameters to dynamically render the content on the web page.
VULNERABILITIES DUE TO DATABASE
All know it that, websites and internet are the cheapest and easiest way for promotion and publicity. It provides an international platform, to convey our message to all viewers. Other than this, the websites also used for its incredible business capabilities, like shopping websites and social websites. Therefore, Most of the website is driven by their databases, which enables them to show the dynamic data content on the user requests. Hence, the database is very precious for any organization, as it contains the valuable and confidential data. While, the website is non-other than a medium that represent the data contents in a presentable form and allows the web users to communicate with the database in a legal way.
One of the major vulnerabilities to a website is the vulnerability due to the databases. This may be the loss of data, damage to the database, unauthorized access, bypassing the authentication mechanisms or denial of services. These actions can be done in the following ways:
Injection through cookies: Cookies are those files that contain state information that are generated by Web applications and stored on the client machine. When a client returns to a Web application, cookies can be used to restore the client state information. Since the client has control over the storage of the cookie, a malicious client could tamper with the cookie's contents. If a Web application uses the cookie's contents to build SQL queries, an attacker could easily submit an attack by embedding it in the cookie [3] .
Injection through user input: The attackers inject SQL commands by providing suitably crafted user input. In most SQLIAs that target Web applications, user input typically comes from a form
Submissions that are sent to the Web application via HTTP GET or POST requests [8] . Web applications are generally able to access the user input contained in these requests as they would access any other variable in the environment.
Injection through server variables: Server variables are a collection of variables that contain HTTP, network headers, and environmental variables. Web applications use these server variables in a variety of ways, such as logging usage statistics and identifying browsing trends. If these variables are logged to a database without sanitation, this could create an SQL injection vulnerability.
Second-order injection: Second-order injections are not trying to cause the attack to occur when the malicious input initially reaches the database. Instead, attackers rely on knowledge of where the input will be subsequently used and craft their attack so that it occurs during that usage.
SQL INJECTIONS CLASSIFICATION
Database applications have become a core component in control systems and their associated record keeping utilities. Traditional security models attempt to secure systems by isolating core software components and concentrating security efforts against threats specific to those computers or software components. 
Type of Attack Attack Intent

PROBLEM DEFINITION
The SQL injections are the major threats to any website as it is concerned to the database, which is the valuable to any organization. The SQL injections are the top most of the threats for web applications security and database is the most valuable asset for any organization. The problems of SQL injection attacks are increasing very rapidly because they are easy to employ by putting the malicious code etc.
1-To detect and prevent the SQL injection attacks, we need an intelligent mechanism. That must be easily deployable, and provide good performance in analyzing the malicious code. 2-To Implement a sanitizer tool that decides whether to send the data to database manager or not. 3-To have a mechanism that does not affect the system performance by engaging the CPU for more time. 4-To propose an architecture that must follow by the web developers for the building of a secured website. 5-To propose the hierarchy to classify the inputs that helps to identify in sanitizations process. Improper Neutralization of Special Elements used in an SQL Command.
RELATED WORK
Although the SQL injection is not a new field of research but it is one of the most popular fields for researchers, Contribution to this field such as filtering, information flow analysis, penetration testing, and defensive coding, can detect and prevent a subset of the vulnerabilities that lead to SQL Injections Attacks. Some of the researches we studied for our references are shown below: SQL-IDS Approach -Kemalis and Tzouramanis in [10] suggest using a novel specification-based methodology for the detection of exploitations of SQL injection vulnerabilities. The proposed query-specific detection allowed the system to perform focused analysis at negligible computational overhead without producing false positives or false negatives.
SQLIA Prevention Using Stored Procedures -Stored procedures are subroutines in the database which the applications can make call to [12] . The prevention in these stored procedures is implemented by a combination of static analysis and runtime analysis. The static analysis used for commands identification is achieved through the stored procedure parser and the runtime analysis by using a SQL Checker for input identification.
Similarly various works like SQLrand Scheme -SQLrand approach [11] , Parse Tree Validation Approach -Buehrer et al. [13] adopt the parse tree framework, Dynamic Candidate Evaluations Approach -In [14] , Bisht et al. Propose CANDID and Roichman and Gudes's Scheme - [9] . All these approaches tried to solved out the problems associated with the SQL injections and other vulnerablilites.
PROPOSED ARCHITECTURE
The proposed technique consists of four-stage security mechanism, which are as follows:- 4. Parameterized Check Stage: -Parameterized queries keep the query and the data separate through the use of placeholders known as "bound" parameters. This helps in preventing SQLIA by not allowing the structure of the query to be altered; rather it merely "fills in" the input parameters into their positions and keeps the rest of the query structure intact. Since a majority of the SQLIA techniques relies on altering the query structure for injection attacks, this serves as a very effective combat technique.
In fig. 2 , It is clearly seen that, how we can monitor the data at different stages during the working on GET & POST methods. Following is the algorithm, used in the proposed methodology for the detection and prevention of SQL injections.
In fig. 3 , The simple idea to implement the SQL injection detection mechanism is to check each & every input before passing it to the database. For this, we need to perform an analysis that defines us the suspected inputs for different data input fields. Therefore, Based on this analysis we can easily identify the nature of inputs, whether it is an RTF input or non-RTF input. 
IMPLEMENTATION
The complete implementation of the proposed work carried out using the Microsoft .Net framework 3.5 with Visual Studio 2008, SQL Server 2008, IIS Server and a vulnerability scanner tool Netsparker. Through which we scan our own developed website for any vulnerability threat and SQL attacks. The demonstrated website works in two modes at every instance. Whether its login or search, inserting or updating, etc. Following are the two modes:
1. Secure Mode: -In this mode the website works under the guidance of Sanitizer, which sanitizes the inputs and always looking for any intrusion or malicious code in the input. The development of sanitizer leads to a mechanism that helps to decide whether the input data is legitimate and does not contain any malicious code.
In this mode, the website also works in different tiers. Each tier contains a level of attack detection. For example, the client levels identified the input type and according to that apply the regular expression as the input validation.
At server side, the website analyses the input data and sends to the database stored procedure, where execution of SQL commands performs and the desired data retrieved.
At data access layer, the website received the data from the internal web pages, and then it uses the sanitization process to make decision on input data before sending to the database program.
The most important feature of our proposed plan for detecting & preventing the SQL injections is that it never overhead the data in the database. It can be applied to any existing web model without performing any alteration in database schema.
Simple Login QuerySimple Login Query-Stored Procedure
The above stated query can be easily hacked by the attackers. As there is no mechanism for trouble shooting.
Proposed Login Query: Stored procedure
The above stated query is free from any malicious code, in-fact if user somehow transmits malicious data to the SQL procedure; our proposed SQL query will compute the Hash values with "SHA" (128 Bits) then it will be compared with database. Therefore, due to applying operation of hash values the input values are sanitizes completely and guarantees you solution in legal way.
Similarly, with the handling of query strings:
The QueryString collection is used to retrieve the variable values in the HTTP query string. The HTTP query string is specified by the values following the question mark (?), like this:
The line above generates a variable named adm_name with the value "prav". The Query strings are also generated by form submission, or by a user typing a query into the address bar of the browser.
While at the redirected page, this query string handled by the code for further use like:
hence, it is the duty of the application programmer to check the validity of this query string value and make sure that, there is no malicious characters or code in the value.
The above function is uses by our proposed system, which sanitize the admin name and help us to decide whether to send the data to database or not. The IsValid Code looks like:
While, the plain text sanitizer simply checks the presence of any trouble making characters. 2. Un-Secure Mode:-The unsecure mode in the demonstrating website is never uses any SQL injection detection or prevention strategy, it simply pass the data from the HTML input to the database. 
EXPERIMENTAL RESULT & ANALYSIS
Figure 5 : Graphical representation of result
Following is comparative study of existing SQL detection techniques with the proposed technique.
Technique Tautology Illegal Structured Piggybacking Union Stored Procedure
Inference Alternate Encoding 
CONCLUSION & FUTURE WORK
In this paper, we have concentrated on the specific area of SQL injection. Though this is a narrow subject, We believe that this area is in need of further investigation, mainly because of two reasons: first, we can not be certain that we have compiled a definite list of all components that could be taken into consideration. Secondly, SQL injection attacks are most likely to evolve and new vulnerabilities will be found, together with new countermeasures to deal with them. Since many hacking sites are available on the web, and since attack methods are well described and distributed between hackers, we believe that information about new attack methods should continuously be surveyed and new countermeasures should be developed.
According to OWASP's Ten Most Critical Web Application Security Vulnerabilities [16] , many SQL injection-related issues are among the most harmful threats to web applications. made on other threats to related security issues, especially such that relate to application security. The reason is that several authors have mentioned that organizations spend most security resources on operating system and network level security [15, 16, 17] , and not enough on application layer security. If further studies will be made on application layer security issues, and particularly on web application, it would be possible to compile results from all of these into general security guidelines, which could be used in developing more secure web applications.
One of our goals in this paper was to increase the level of security awareness among organizations regarding web applications, especially towards SQL injection threats. We hope that further surveys in this area and in related web application subjects will help achieving that goal, so that hopefully security standards will be implemented and countermeasures built into applications during development. Ultimately, organizations will use a proactive approach towards application layer security, which will then be an indispensable part of web applications.
