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Cílem projektu je vytvoření monitoru komunikace po mezi čtečkou a čipovou kartou s možností dia-
gnostiky a kontroly dodržovaní standardů. V práci se nachází popis standardů, s kterými je potřebné 
být obeznámen a podrobný popis standardu ISO/IEC 7816-3, který popisuje monitorované protokoly. 








The goal of this project is to develop a analyzer of communication between a smart card and reader 
terminal. The analyzer should be able to diagnose and control correlations of standards.  The thesis 
include description of standards to be familiar with and a detail description of standard ISO/IEC 
7816-3, that introduce monitored protocol. The thesis also involves development kit features and a 
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História čipových kariet sa začína písať v Spojených štátoch amerických v rokoch 1950. Vtedy sa 
ešte nejedná o žiadne elektronické zariadene. Vtedy sa jednalo iba o plastikovú kartičku, ktorá bola 
vydávaná v rámci prominentných klubov a slúžila na preukázanie sa, že jej vlastník patrí do promi-
nentného klubu a bolo možné pomocou nej platiť na vybraných miestach. Spôsob platby bol založený 
na dôvere, že vlastník karty je schopný zaplatiť úhradu. táto úhrada sa zaslala na skutočné zaplatenie 
do klubu, ktorý klub vydal. Takémuto spôsobu platby sa tiež hovorí „platba menom“. Koncept  vyu-
žívať plastikovú kartičku na overenie totožnosti a následnú platbu sa začal pomaly rozširovať z uzav-
retého kruhu prominentných ľudí vyššej triedy k masovému použitiu. Toto malo za následok k falšo-
vaniu kartám a odozva bola, že sa pridávali rôzne bezpečnostné prvky na kartu. S ďalším nárastom 
používania plastikových kariet sa objavil ďalší problém a to s dôveryhodnosťou, či majiteľ karty je 
schopný svoju útratu aj reálne zaplatiť. V tomto čase vznikajú prvé karty so schopnosťou uchovávať 
informácie. Vznikali rôzne magnetické a elektrické čipové karty. Každá z metód mala svoje výhody 
a nevýhody. Vyskytovali sa mechanické problémy, strata dát, zabezpečenie prístupu k dátam. Tento 
stav viedol k tomu, že sa v Nemecku vypracoval projekt, ktorý mal preskúmať možnosti rôznych 
konceptov a vybrať ten, ktorý je najvhodnejší na použitie k platbám a overovaniu. Víťazom sa stali 
karty založené na integrovaný mikrokontroléroch na jednom čipe. Nastal rozmach čipových kariet. 
Masové nasadzovanie čipových kariet viedlo k vytvoreniu štandardom. Vznikol štandard  
ISO/IEC 7816 a z neho vychádzajúce štandardy pre platobné účely EMV (skratka odvodená od Euro-
pay, MasterCard a VISA), štandardy pre telefónne karty (SIM) a mnohé iné. 
Súčasné vyžitie kariet je rôznorodé. Dominantné postavenie majú ako prostriedok elektronickej 
platby (kreditné, debetné karty, platby za obedy, prepravu v hromadnej doprave) alebo overení totož-
nosti alebo autorizácii prístupu (biometrické karty, prístupové karty do budov, sledovanie TV a po-
dobne). Masové rozšírenie spôsobuje, že existuje mnoho výrobcov kariet a čítacích zariadení. 
Pri nasadzovaní čipových kariet je potrebné previesť ich otestovanie. Ne je možné odstrániť 
všetky chyby len testovaním. Niektoré sa prejavia až pri konkrétnej kombinácii čítačky a karty a nie-
kedy len pri konkrétnych úlohách. V tomto prípade pre diagnostiku pôvodu problému je potrebné 
monitorovať komunikáciu a vyhodnocovať dodržiavanie štandardov.  
Táto práca sa zaoberá vytvorením monitoru komunikácie medzi čítačkou a čipovou kartou 
s možnosťou diagnostiky a kontroly dodržiavania štandardov. V nasledujúcich kapitolách popisujem 
štandardy, s ktorými je potrebné byť oboznámený, vlastnosti vývojových prostriedkov, návrh kon-
krétneho riešenia, následnú implementáciu a zhodnotenie.. 
Kapitola 2 obsahuje zoznam štandardov popisujúcich čipové karty a vyberá tie, ktoré sú rele-
vantné k riešenému projektu. V danej kapitole sa tiež detailne popisuje štandard ISO/IEC 7816-3, 
ktorý je ťažiskovým štandardom pre celú túto prácu. V podkapitolách sú popísané kontakty na karte, 
kódovanie signálov, a popis komunikačných protokolov (ATR, PPS, T=0, T=1). 
Kapitola 3 popisuje pojmy testovanie a monitorovanie, ich rozdiely, výhody,  nevýhody, spô-
sob realizácie. Tiež sú spomenuté štandardy, ktoré sa tejto oblasti venujú.  
Popis zariadenia, na ktorom sa bude realizovať projekt je obsiahnutý v kapitole 4. Konkrétne sa 
tu nachádza popis výukovej platformy FITkit spolu s bližším popisom komponent nachádzajúcich sa 
na ňom. 
V kapitole 5 sa venujem návrhu celého systému pre monitorovanie komunikácie. Nachádza sa 
tu návrh realizácie pripojenia sa medzi kartu a čítačku, návrh radiča pre FPGA, aplikáciu pre mikro-
kontrolér a počítačovú aplikáciu. 
Následná implementácia uvedeného návrhu je v kapitole 6. V tejto kapitole je uvedené ako je 
realizovaný návrh a aké prostriedky boli k tomu použité. V jednotlivých podkapitolách je detailne 
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popísaný postup realizácie zariadenia umožňujúceho sa pripojiť uprostred komunikujúcu kartu a čí-
tačku., realizácia radiča implementovaného v FPGA, realizácia a činnosť programu pre mikrokontro-
lér a nakoniec realizácia aplikácie pre počítač. 
Posledná kapitola 7 zhrňuje doterajšiu prácu na projekte a jej výsledky. Tiež uvádza možné 
cesty pre budúce pokračovanie v projekte rozpracovanom touto diplomovou prácou.  
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2 Štandardy pre čipové karty 
Čipové karty sú definované štandardami vydanými pod označením ISO/ICE 7816 Identifikačné karty 
– Karty s integrovanými obvodmi. Ako názov napovedá tieto štandardy spadajú pod organizáciu In-
ternational Organization for Standardization (ISO) a International Electrotechnical Commission 
(IEC). Vypracovaním a správou týchto štandardov sa zaoberá skupina Joint technical committee 
(JTC) 1 / Sub-Committee (SC) 17.  Štandardy sú rozdelené do viacerých dokumentov pod označením 
ISO/ICE 7816-1 až ISO/IEC 7816-15.  
Tabuľka 2.1 zhrnuje stručný zoznam jednotlivých častí s ich popisom. 
 
Štandard Popis 
ISO/IEC 7816-1 Karty s kontaktmi: Fyzikálne charakteristiky 
ISO/IEC 7816-2 Karty s kontaktmi: Rozmery a umiestnenie kontaktov 
ISO/IEC 7816-3 Karty s kontaktmi: Elektrické signály a protokoly prenosu 
ISO/IEC 7816-4 Organizácia, bezpečnosť a príkazy pre výmenu 
ISO/IEC 7816-5 Registrácia poskytovateľov aplikácií 
ISO/IEC 7816-6 Medzioborové dátové prvky pre výmenu 
ISO/IEC 7816-7 Medzioborové príkazy pre štruktúrovaný kartový dotazovací jazyk (SCQL) 
ISO/IEC 7816-8 Príkazy pre bezpečnostné operácie 
ISO/IEC 7816-9 Príkazy pre správu kariet 
ISO/IEC 7816-10 Karty s kontaktmi: Elektronické signály a odpoveď na reset pre synchrónne karty 
ISO/IEC 7816-11 Overovanie osôb biometrickými metódami 
ISO/IEC 7816-12 Karty s kontaktmi:  Elektrické rozhranie USB a pracovné postupy 
ISO/IEC 7816-15 Aplikácia kryptografických informácii 
 
Tabuľka 2.1: Popis štandardov ISO/IEC 7816 [1]. 
 
Z pohľadu tejto práce je dôležitý dokument ISO/IEC 7816-3 [1]. Jeho najnovšia verzia je 
z roku 2006, z ktorej čerpám informácie v tejto práci. 
 
Pre čipové karty sú vydané tiež štandardy pre ich testovanie. Konkrétne sú to štandardy pod 
označením ISO/IEC 10373 Identifikačné karty – skúšobné metód. Metódy testovania pre kontaktné 
karty sú uvedené v časti ISO/IEC 10373-3 Karty s integrovanými obvodmi s kontaktmi a príslušné 
zariadenia rozhrania [2]. 
2.1 Štandard ISO/IEC 7816-3 
Táto časť z rodiny štandardov ISO/IEC 7816 popisuje spôsob napájania a kódovanie signálov, výme-
nu informácii medzi čipovou kartou (ďalej len karta) a rozhraním na čítanie kariet (ďalej len čítačka). 
Štandard zahrňuje popis frekvencie signálov, úrovne napätia a hodnoty prúdov pre kontakty, definuje 
paritu, riadiace procedúry, mechanizmus prenosu dát a komunikácie s kartou. Nezahrňuje definovanie 
významu jednotlivých inštrukcií a dát ako napríklad identifikácia poskytovateľa a užívateľa, limity 
služieb, bezpečnostné prvky [1].  
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2.2 Popis kontaktov 
Kontakty sú popísané štandardom ISO/IEC 7816-2 [3] , ktorý definuje ich umiestnenie ako na karte 
tak na čítačke. Pre prácu sa využíva päť kontaktov, ktoré znázorňuje Obrázok 2.1.  
 
 
Obrázok 2.1: Popis kontaktov. 
 
VCC - napájanie karty 
Karta je napájaná z čítačky jednosmerným napätím. Veľkosť tohto napätia závisí od triedy. Sú defi-
nované triedy A, B, C, pre ktoré je definované napätie 5V, 3V a 1,8V.  
 
CLK - hodinový signál 
Hodinový signál generuje čítačka. Karta by mala korektne fungovať pri hodinovom signáli v rozme-
dzí pri inicializácii 1MHz až 5MHz. Maximálna hodnota frekvencie je 20 MHz. 
 
I/O – dátový kanál 
Komunikácia prebieha iba po jednom vodiči, teda komunikácia prebieha na médiu zdieľanom medzi 
čítačkou a kartou. Prístup na toto médium definujú jednotlivé komunikačné protokoly. 
 
RST – resetovací signál 
 
GND – uzemnenie 
 
Staršie vydania štandardu popisujú funkčnosť aj pre kontakt uvedený na obrázku pod označením C6. 
Tento kontakt využívajú staršie typy kariet ako vstup s voliteľným napätím. Najnovšie vydanie štan-
dardu odporúča tento kontakt ďalej nevyužívať. 
2.3 Princípy komunikácie čipových kariet 
 
Medzi čítačkou a kartou prebieha sériová asynchronná komunikácia. Základná časová jednotkou, 




 C5 GND 
 C6  
 C7 I/O 
C4   C8  
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11 ×=×= . F a D sú pre-
nosové parametre, ktoré sú na začiatku nastavené na štandardom definovanú hodnotu (F=372, D=1, 
fmax=5Mhz). Tieto parametre sa môžu počas komunikácie dohodnutým spôsobom zmeniť. Bity sú 
reprezentované úrovňou signálu (vysoká úroveň H a nízka úroveň L). To, akú logickú hodnotu repre-
zentujú, je definované v protokole ATR.  
Fyzická vrstva tiež popisuje úrovne signálov a ich časové následnosti pri pripájaní, odpájaní, 
resetovaní karty, prechodu z/do spánku.  
2.4 Znakový rámec 
Základnou dátovou jednotkou pri prenose je znak. Veľkosť znaku je 8 bitov, teda 1 bajt. Znak je pre-
nášaný znakovým rámcom. Rámec vždy začína úrovňou L dlhou 1 etu (štart bit), potom nasleduje 8 
bitov, ukončených paritným bitom, po ktorom sa nastaví úroveň H. Dva po sebe nasledujúce znaky 
môžu nasledovať až po uplynutí času GT, ale nesmú presiahnuť čas WT. (GT a WT sú prenosové 
parametre). Štruktúru rámca graficky znázorňuje Obrázok 2.2. Odvysielanie jedného rámca trvá 10 
etu, po ktorom nasleduje pauza. 
 
 
Obrázok 2.2: Štruktúra znakového rámca [1]. 
 
2.5 Answer to reset (ATR) 
Tento protokol popisuje komunikáciu medzi kartou a čítačkou v okamihu po resete karty. Protokol ATR 
musí byť implementovaný každou kartou a čítačkou. Tento protokol je jednoduchý a spočíva v prenose 
jedného reťazca z karty do čítačky. Štruktúru reťazca znázorňuje  










TS T0 TA1 TB1 TC1 TD1 TA2 ... TDn T1 ... TK TCK 
 
Obrázok 2.3: Štruktúra ATR. 
 
Prvý prenášaný znak označený ako TS definuje spôsob reprezentácie logickej hodnoty 
a poradie významnosti bitov. Sú dve možnosti pre TS. Ak je TS následnosť úrovní LHHLLLLLLH, 
vtedy sa jedná o inverzné kódovanie a definuje úroveň L ako logickú 1 a úroveň H ako logickú 0. 
Prvý prenášaný bit je najmenej významný bit (lsb) a posledný bit je najviac významný bit (msb). TS 
teda v tomto prípade môžeme vyjadriť ako hodnotu ‘3F’. Ak je TS následnosť úrovní LHHLHHHL-
LH, vtedy sa jedná o priame kódovanie a definuje úroveň L ako logickú 0 a úroveň H ako logickú 1. 
Prvý prenášaný bit je najviac významný bit (msb) a posledný bit je najmenej významný bit (lsb). TS 
t - čas medzi následnými rámcami 
GT < t < WT 
Štart bit Štart bit Bajt Paritný bit 
Pauza 
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teda v tomto prípade môžeme vyjadriť ako hodnotu ‘3B’. Následné bajty definujú parametre prenosu, 
ich význam je dostupný v [1] odsek 8.2.1.  
 
2.6 Protocol and parameters selection (PPS) 
Protokol slúži na vyjednanie parametrov následnej komunikácie medzi čítačkou a kartou. Dohadujú 
sa parametre ako: nová komunikačná rýchlosť, časové obmedzenia a následný komunikačný protokol. 
Tento protokol môže nasledovať po ATR, ale nemusí. Postup vyhodnotenia, či sa PPS použije zná-
zorňuje Obrázok 2.4. 
V niektorých dokumentoch sa tento protokol označuje ako PTS z anglického názvu Protocol 
type selection. 
 
Obrázok 2.4: Vyhodnotenie výberu parametrov prenosu a protoklu [1]. 
 
PPS protokol sa začína vyslaním požiadavky z čítačky do karty a následným prijatím odpovede. Štruktú-
ra požiadavky a odpovede je zhodná a znázorňuje ju  
Obrázok 2.5. Hodnota bajtu PPSS je vždy ‚FF‘ a slúži pre informovanie karty, že sa začal vy-
jednávací protokol. Hodnoty PPS0 až PPS3 informujú o ponúkaných prenosových parametroch. Bajt 








PPSS PPS0 PPS1 PPS2 PPS3 PCK 
 
Obrázok 2.5: Štruktúra PPS požiadavku a odpovede. 
 
Ak sú obe komunikujúce strany dohodnuté (buď implicitne z ATR alebo explicitne protoko-
lom PPS) na nasledujúcich parametroch prenosu a protokolu dochádza k pauze 12 etu. Po tejto pauze 
sa komunikuje dohodnutým protokolom buď T=0 alebo T=1, pomocou ktorého sa vymieňajú apli-
kačne špecifické správy. 
2.7 Protokol T=0, half-duplex prenos znakov 
Protokol využíva na prenos ako základnú jednotku jeden znak. Tento protokol je ťažké zaradiť do 










Prvý ponúknutý prenosový protokol 
(prednastavené parametre) 
Vyjednaný prenosový protokol 
(vyjednané parametre) 
Špecifický prenosový protokol 
(špecifické parametre) 
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2.7.1 Riadenie toku 
Komunikáciu iniciuje čítačka vyslaním päť bajtovej hlavičky príkazu (štruktúru hlavičky príkazu popi-
suje  
Tabuľka 2.2), ktorý oznamuje karte čo ma vykonávať. Následný priebeh komunikácie pokračuje odosie-
laním variabilného počtu bajtov jedným smerom. Toto odosielanie je riadené zasielaním procedurálnych 
bajtov (význam procedurálnych bajtov popisuje  
Tabuľka 2.3) z karty do čítačky. Predpokladá sa, že čítačka a aj karta na základe procedurálnych baj-
tov vedia smer, ktorým sa komunikuje. 
 
Názov Popis 
CLA Trieda príkazu 
INS Inštrukčný kód 
P1 Inštrukčný parameter 1 
P2 Inštrukčný parameter 2 
P3 Počet dát prenášaných príkazom 
 
Tabuľka 2.2: Popis hlavičky príkazu pre protokol T=0. 
 
Názov Hodnota Pokyn pre odosielanie Následne prijatie  
NULL 60 Neodosielať Procedurálny bajt 
SW1 6X, 9X, (nie 60) Neodosielať SW1 bajt 
INS Odoslať všetky zostávajúce dátové bajty Procedurálny bajt ACK 
INS xor FF Odoslať iba jeden zostávajúci bajt Procedurálny bajt 
 
Tabuľka 2.3: Popis procedurálnych bajtov. 
 
Štandard ISO/IEC 7816-4 definuje význam hodnôt pre jednotlivé položky hlavičky, povinne vyžaduje 
dodržať význam iba hodnotám šiestich párov SW1 SW2 [5]. Význam iných hodnôt definuje iba pre 
industriálnu triedu príkazov. Táto neznalosť pre ostatné typy tried príkazov (interindustriálne a prop-
rietárne) sťažuje monitorovanie komunikácie treťou stranou. 
 
2.7.2 Zotavenie sa z chýb 
Protokol T=0 tiež definuje spôsob detekcie a  zotavenia sa pri výskytu chyby, ktorý musia implemen-
tovať, tak ako karta aj čítačka. Ako je vyššie uvedené, proces detekcie a zotavenia sa z chybného 
prenosu znaku je povinný aj pre čítačku aj pre kartu. Chyba znamená, že prijatý znakový rámec nie je 
korektný, teda je neúplný alebo je chybná parita. V takom prípade by to príjemca mal indikovať tak, 
že nastaví I/O kanál na úroveň L v čase 10,5 ± 0,2 etu od počiatku prijatia štart bitu na dobu 1 až 2 
etu. Kvôli detekcii chyby by mal odosielateľ v čase 11 ± 0,2 etu od odoslania štart bitu overiť úspeš-
nosť prijatia znaku skontrolovaním úrovne I/O kanálu. Ak je detekovaná chyba, mal by opakovane 
vyslať príslušný znak. Odosielateľ by mal túto procedúru zopakovať v prípade opätovnej detekcii 
chyby nanajvýš trikrát pre daný znak. 
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2.8 Protokol T=1, half-duplex prenos blokov 
Protokol využíva na prenos ako základnú jednotku jeden blok. Blok je chápaný ako reťazec po sebe 
asynchrónne vyslaných znakov. Blok môže niesť buď aplikačné dáta, ktoré sú transparentné voči 
protokolu alebo riadiace dáta protokolu. Protokol definuje riadenie toku dát, reťazenie blokov 
a zotavenie sa z chyby.  Z podhľadu referenčného OSI modelu môžeme T=1 odpovedá linkovej vrst-
ve [4]. 
 
2.8.1 Popis bloku 
Protokol definuje tri typy blokov: I-blok, R-blok, S-blok. I-blok sa používa na prenos aplikačných dát 
a na pozitívne alebo negatívne potvrdenie príjmu. R-blok sa používa na pozitívne alebo negatívne 
potvrdenie príjmu. S-blok sa využíva na prenos riadiacich informácii medzi čítačkou a kartou. 
Blok sa skladá z troch častí: Prológu, Informačného poľa a Epilógu.  
 
Prológ obsahuje tri položky: node address byte (NAD), protocol control byte (PCB) a length byte 
(LEN).  Hodnota bajtu NAD definuje zdrojovú (SAD) a koncovú (DAD) adresu logického spojenia. 
Horná polovica bitov udáva zdrojov logickú adresu, dolná polica udáva koncovú logickú adresu. 
Rôzne hodnoty vyjadrujú rôzne logické komunikačné kanály medzi čítačkou a kartou. Hodnota bajtu 
PCB určuje typ bloku, či sa jedná o I-blok, R-blok, S-blok. Pre daný typ ešte hodnota vyjadruje bližší 
význam. Hodnota bajtu LEN určuje dĺžku informačného poľa. Maximálna hodnota je definovaná 
parametrami zakódovanými v ATR, respektíve dojednané protokolom PPS. Táto hodnota sa však 
môže meniť pomocou S-blokov, ktoré slúžia pre riadenie protokolu. 
 
Informačné pole v I-bloku nesie aplikačné dáta, v S-bloku riadiace dáta pre protokol. 
 
Epilóg obsahuje kontrolné dáta, zabezpečujúce obsah celého bloku. Sú dve možnosti akú hodnotu 
dĺžku má epilóg. Buď obsahuje jedno bajtovú hodnotu označovanú ako LRC alebo dvoj bajtovú hod-
notu označovanú ako CRC. Hodnota LRC je exkluzívny or predošlých bajtov v bloku. Hodnota CRC 
ako jej názov napovedá obsahuje cyklický redundantný kód vypočítaný z predošlých bajtov bloku. 
Konkrétne sa jedná o CRC kód označovaný ako CRC-16-CCITT.  To či epilóg obsahuje LRC alebo 
CRC, je definované parametrami zakódovanými v ATR, respektíve dojednané protokolom PPS. Hod-
nota LRC  
 
Súhrne štruktúru bloku popisuje  
Tabuľka 2.4.  
 
Názov Popis 
NAD (1 bajt) 
PCB (1 bajt) 
LEN (1 bajt) 
Prológ (povinné) 
INF (0 až 254 bajtov) Informačné pole (nepovinné) 
LRC (1 bajt) alebo CRC (2 bajty) Epilóg (povinné) 
 






Ako prvý vysiela blok čítačka, potom sa karta a čítačka postupne striedajú pri vysielaní blokov. Prija-
tie bloku je potvrdzované druhou stranou. 
 
Reťazenie blokov: 
Ak je potrebné vyslať aplikačné dáta väčšej dĺžky, ako umožňuje maximálna veľkosť informačného 
poľa, tak je možné využiť zreťazenie blokov. Informácia o tom, že bloky sú zreťazené, je zazname-
naná v položke PCB nastavením príslušného bitu na 1. Posledný blok ma tento bit nastavený na 0. 
 
Zotavenie sa z chýb: 
Pri detekcii chýb je možné využiť paritný bit z každého rámca prenášajúceho jeden znak, ale toto nie 
je povinné. Povinne sa chyba detekuje kontrolovaním správnosti kontrolnej hodnoty v epilógu. Pri 
výskyte chyby sa tento stav oznamuje zaslaním R-bloku. Podrobné pravidlá sú uvedené v [1] odsek 
11.6.3. 
2.9 Application protocol data units (APDU) 
Štandard ISO/IEC 7816-3 predstavuje spôsob výmeny aplikačných dát pomocou celkov nazvaných AP-
DU. Jeden krok v aplikačnom protokole sa skladá z odoslania príkazu APDU ( 
Obrázok 2.6) a prijatia odpovede APDU ( 
Obrázok 2.7). Táto dvojica APDU sa označuje ako pár.  
 
Hlavička príkazu Telo príkazu 
CLA INS P1 P2 [Lc pole] [Dátové pole] [Le pole] 
 
Obrázok 2.6: Štruktúra príkazu APDU 
 
Telo odpovede Koniec odpovede 
[Dátové pole] SW1 SW2 
 
Obrázok 2.7: Štruktúra odpovede APDU 
 
Hodnoty a význam hlavičky príkazu a konca odpovede definuje štandard ISO/IEC 7816-4.  
Lc pole kóduje dĺžku dátového poľa príkazu, Le pole kóduje maximálnu dĺžku dátového poľa odpove-
de. V štandarde sa podrobne opisuje ako sa APDU mapuje do prenosového protokolu. APDU imple-
mentované v danom protokole sa označuje ako Transmision protocol data unit (TPDU). Do protokolu 
T=0 sa mapuje s využitím príkazov GET RESPONSE a ENVELOP definovaných v ISO/IEC 7816-4. 
Do protokolu T=1 sa mapuje na informačné pole s využitím reťazenia pre dlhé APDU.  
2.10 Časové nároky a obmedzenia 
Štandard definuje časové obmedzenia, ktoré musia dodržiavať ako čítačka, tak karta. Tieto limity 
slúžia na detekciu chýb, živosti komunikujúcej druhej strany alebo poskytujú kartičke, ktorá môže 
disponovať menším výpočtovým výkonom, dostatok času na spracovanie komunikácie a vystavenie 
odpovede na požiadavku. Štandard popisuje limity po pripojení kartičky, tvrdom reštarte, mäkkom 
reštarte, časové obmedzenia pre minimálny a maximálny čas posielania dvoch následných znakov 
a blokov správ. 
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Aktivácia karty, tvrdý reset (cold reset) 
Časový priebeh aktivácie kartičky alebo tvrdý reset, ktorý znázorňuje Obrázok 2.8, musí spĺňať na-
sledovné limity. Od začiatku generovania časového signálu (Ta) sa musí do 200 taktov (ta) ustáliť na 
vstupe/výstupe vysoká úroveň (High). Signál RST sa musí od času Ta minimálne po 400 taktov (tb) 
nastaviť na vysokú úroveň (High). Od momentu nastavenia signálu RST (Tb), musí kartička 
v časovom limite minimálne 400 taktov, maximálne 40 000 taktov, začať vysielať správu ATR.  
 
 
Obrázok 2.8: Časový priebeh aktivácie kartičky / tvrdého resetu [1]. 
 
Mäkký reset (warm reset) 
Mäkký reset má podobný priebeh ako tvrdý reset, avšak počas celého procesu je pripojené napájacie 
napätie a generuje sa časový signál. Priebeh znázorňuje Obrázok 2.9. Od času (Tc) kedy prejde signál 
RST do nízkej úrovne (Low), sa musí signál na vstupe/výstupe do 200 taktov (td) ustáliť na vysokej 
úrovni (High). Signál RST musí ostať v nízkej úrovni minimálne 400 taktov (te). Po opätovnom na-
stavení signálu RST (Td) musí kartička v limite minimálne 400 taktov, maximálne 40 000 taktov za-
čať vysielať správu ATR. 
 
 
Obrázok 2.9: Časový priebeh mäkkého resetu [1]. 
 
Limity pre vysielanie po sebe idúcich znakov 
Minimálny čas, po ktorom môžu byť odvysielané dve po sebe idúce znaky je označovaný ako Guard 
time (GT). Tento údaj udáva minimálny počet etu od začiatku vysielania dvoch po sebe idúcich zna-
kov. Explicitnú zmenu tohto limitu kóduje bajt TC1 v protokole ATR.   
Maximálny čas, po ktorom musia byť odvysielané po sebe idúce znaky je označovaný ako Waiting 
time (WT). Tento údaj udáva maximálny počet etu od začiatku vysielania dvoch po sebe idúcich zna-
kov. Explicitnú zmenu tohto limitu kóduje bajt TC2 v protokole ATR. 
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Vyššie uvedené limity sú platné pre všetky protokoly. (ATR, PPS, T=0, T=1). Pre blokový protokol 
T=1 štandard uvádza ďalšie limity. 
 
Character gurad time (CGT) a Character waiting time (CWT), tieto parametre podobne ako GT a WT 
definujú minimálny a maximálny časový limit pre odosielanie dvoch po sebe nasledujúcich znakov, 
ale v tomto prípade sa jedná o následné znaky v rámci prenosu jedného bloku. Graficky ich význam 
znázorňuje Obrázok 2.10. 
 
 
Obrázok 2.10: Limit CGT, CWT [1]. 
 
Block gurad time (BGT) a Block waiting time (BWT). Tieto parametre podobne ako GT a WT udáva-
jú minimálny a maximálny časový limit pre odoslanie dvoch po sebe idúcich znakov, ale v tomto 
prípade sa jedná o obmedzenie medzi posledným znakom bloku dát odvysielaným do karty a prvý 
znakom bloku dát odvysielaným z karty. Graficky ich význam znázorňuje Obrázok 2.11. 
 
 
Obrázok 2.11: Limit BGT, BWT [1]. 
 
Znak v prenášanom 
 bloku dát 
Nasledujúci znak  
z toho istého bloku 
Posledný znak z bloku dát 
vyslaný do karty 
Prvý znak z bloku dát  
vyslaný z karty 
 14 
3 Testovanie a monitorovanie čipových 
kariet a čítacích zariadení 
Testovanie a monitorovanie je možné prevádzať na rôznych vrstvách komunikačného modelu. Môže 
sa kontrolovať správnosť aplikačných dát, protokolov, hodnôt a časovania elektrických signálov. 
Chyba v nižšej vrstve komunikačného modelu spôsobuje chyby vo všetkých vyšších vrstvách. [6]. 
V súčasnej dobe metódy na odladenie aplikačnej vrstvy sú natoľko zvládnuté a používané, že karty a 
čítačky, ktoré sa dostávajú do produkcie neobsahujú nedostatky v tejto vrstve. Horšie sú na tom chy-
by nachádzajúce sa v nižších vrstvách - je možné zakúpiť kombináciu karty a čítačky, ktoré navzájom 
nespolupracujú z dôvodu chybnej implementácie komunikačného protokolu alebo elektrických vlast-
ností.  
Na analýzu komunikáciu medzi kartou a čítačkou sa nemusíme len pozerať z hľadiska, či spl-
ňuje danú špecifikáciu. Môžeme analyzovať komunikáciu aj z hľadiska bezpečnosti. Bezpečnosť 
v tomto prípade myslenú pod významom ako má v anglickom jazyku výraz „security“.  
Na trhu sú zariadenia, ktoré vykonávajú testovanie alebo testovanie a monitorovanie. Napríklad 
zariadenia SmartLink Box od firmy Collis [7] alebo zariadenie  MP300 SC1 od firmy Micropross [8]. 
3.1 Testovanie 
Testujú sa osobitne karta a čítačka, či spĺňajú normy definované štandardom. Celkovú metodiku 
a jednotlivé testovacie scenáre popisuje štandard ISO/IEC 10373-3 [2]. Tento štandard popisuje 
vlastnosti testovacieho zariadenia pre karty a čítačky a jednotlivé scenáre pre testovanie elektrických 
vlastností a prenosových protokolov T=0 a T=1.  
Osobitným testovaním karty a čítačky však nie je možné detekovať chyby, ktoré vzniknú až pri spra-
covávaní reálnych dát. V praxi však môže nastať chyba napríklad kvôli preťaženiu zariadenia.  
3.2 Monitorovanie 
Pod pojmom monitorovanie sa rozumie sledovanie komunikácie prebiehajúcej medzi kartou a čítacím 
zariadením. Môže sa jednať buď o pasívne alebo aktívne monitorovanie.  Pri pasívnom monitorovaní 
sa iba sledujú úrovne signálov medzi jednotlivými kontaktmi karty a čítačky. Teda nie je možné do 
komunikácie zasahovať a tiež nie je možné zistiť, ktoré zariadenie vysiela signály po dátovom vodiči 
(maximálne sa to dá odhadnúť z nazbieraných dát). Aktívne monitorovanie prebieha tak, že monito-
rovacie zariadenie je umiestnené uprostred komunikácie a preposiela jednotlivé signály. V tomto 
prípade je už možná identifikácia, ktorá strana vysiela dáta.  Pre aktívne monitorovanie postačuje, aby 
vyhodnocovacie zariadenie bolo umiestnené uprostred dátovej linky. Ostatné signály (CLK, RST) 
postačuje monitorovať pasívne, pretože ich generuje iba čítačka. Aktívne monitorovanie so sebou 
však prináša problémy - preposielanie zvyšuje časové oneskorenia medzi odoslaním a prijatím signá-
lu.  
Monitorovanie prináša výhodu oproti testovaniu, v tom že je možné analyzovať priebeh reálnej 
komunikácie. Nevýhodou je to, že sa neodhalia potenciálne chyby v tej časti realizácii protokolu, 
ktorá sa počas komunikácie nepoužila. 
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3.3 Analýza bezpečnosti 
Aj keď komunikácia medzi čítačkou a kartou spĺňa potrebné štandardy, tak je možné analyzovať, či 
prebiehajúca komunikácia spĺňa aj bezpečnostné kritéria. Analýzou dátovej alebo časovej domény 
komunikačného protokolu, ktorou sa zaoberá táto diplomová práca, je možné odhaliť bezpečnostné 
chyby, ktoré môžu byť následné zneužité útočníkom, po prípade opravené, ak analýzu vykonáva sa-
motný návrhár systému. 
Osobne mám skúsenosti so satelitnou technikou, kde sa používajú čipové karty pre umožnenie 
sledovania licencovaných kanálov, ktoré si je potrebné predplatiť. Následné príklady ukazujú ako sa 
analýzou časových odoziev správ a analýzou obsahu dát, odhalili chyby v prístupových satelitných 
kartách. Tieto chyby boli zneužité, čo viedlo k finančným nákladom zo strany prevádzkovateľov pri 
ich odstraňovaní. 
Len pred niekoľkými rokmi trpeli satelitné prístupové karty chybou, ktorá umožňovala k neau-
torizovanému sprístupneniu platených kanálov. Chybu bolo možné odhaliť pomocou časovej analýzy. 
Chyba spočívala v tom, že povoľovanie prístupu sa na kartu zapisovalo správou, ktorá mala známy 
formát jej obsahu. Teda bolo známe, aký obsah musí mať správa, ktorá sprístupní nadštandardnú 
programovú ponuku. Jediné zabezpečenie bolo použitím elektronického podpisu o dĺžke 8 bajtov 
(teda 256 bitov), ktorý sa umiestnil na koniec správy. Správa bola prijatá iba vtedy, ak obsahovala 
správny podpis pre zodpovedajúci obsah správy. Z pohľadu dĺžky podpisu, teda z pohľadu možných 
kombinácii hodnôt podpisu a pomerne pomalej rýchlosti komunikačného protokolu by sa mohlo zdať, 
že to pre zabezpečenie postačuje. Avšak časová analýza ukázala skutočnosť, že odmietavá odpoveď 
z karty, kvôli nesprávnemu podpisu má rôzne odozvy podľa počtu správnych bajtov od začiatku pod-
pisu. Zamietavá odpoveď od karty prišla skôr, keď hneď podľa prvého bajtu podpisu bolo možné 
určiť, že podpis nie je správny. Ale ak podpis mal prvý bajt (alebo viacero následných bajtov) podpi-
su správny, tak zamietavá odpoveď bola vyslaná s väčším oneskorením. Odhalenie tejto vlastnosti 
umožnilo určiť hodnoty podpisu tak, že sa vyskúšalo odoslať správy so všetkými možnými kombiná-
ciami prvého bajtu podpisu. Správny prvý bajt sa určil tak, že správa, ktorá ho obsahovala bola za-
mietnutá neskôr ako správy, ktoré ho neobsahovali. Analogicky sa zistili hodnoty nasledujúcich baj-
tov, tak že prvé bajty podpisu už obsahovali odhalené hodnoty. Na odhalenie podpisu bolo potreb-
ných miesto 2256 správ len 8×256 správ. Odoslanie takéhoto pomerne malého počet správ, aj napriek 
relatívne pomalej komunikácii, bolo možné realizovať v ráde minúť. 
Následný pokus o opravu predošlej chyby bolo možné obísť analýzou dát. Prevádzkovateľ ka-
riet sa snažil zakázať neautorizované pozmeňovanie dát tak, že na karty, ktoré nemali predplatené 
rozširujúce služby odosielal príkazy na zmazanie záznamov pre ich sledovanie. Do kartičky sa štan-
dardne posielajú aj iné príkazy potrebné pre sledovanie. Avšak obsah správ nebol utajený, preto ana-
lýzou ich obsahu bolo možné odlíšiť, štruktúru správy pre vykonávajúcej mazanie od štruktúry ostat-
ných správ. Vďaka tejto analýze sa vytvoril program pre mikrokontrolér, ktorý sa umiestnil medzi 
kartu a čítačku, ktorý neprepúšťal správy pre mazanie záznamov. 
Uvedené dva príklady ukazujú, že analýza dát a časových odoziev, ktorou sa zaoberá táto dip-
lomová práca má zmysel aj v oblasti bezpečnosti a môže byť praktický využitá, pre zdokonaľovanie 




4 Výukový kit FITkit 
Výukový kit s názvom FITkit [10], ktorý zobrazuje Obrázok 4.1 je platforma vyvinutá Fakultou in-
formačných technológii Vysokého učenia technického v Brne (podľa ktorej dostal aj svoj príznačný 
názov). Platforma FITkit umožňuje obsiahnuť značnú časť spektra znalostí a schopností, ktoré musí 
novodobí inžinier – informatik poznať, aby bol schopný obstáť na globálnom trhu práce.  
Typickým príkladom využitia informatiky v praxi sú takzvané vstavané systémy, ktoré sa 
v dnešnej dobe dominantne uplatňujú v bežnom živote a ich význam pravdepodobne ešte výrazne 
porastie. Jednoducho povedané sa jedná o všetky zariadenia, ktoré v sebe majú nejakým spôsobom 
vstavaný počítač (mobilný telefón, MP3 prehrávač, televízny prijímač a podobne). 
FITkit obsahuje výkonný mikrokontrolér  s nízkym príkonom a množstvo periférií. Dôleži-
tým aspektom je tiež využitie reprogramovateľného hardwaru na báze hradlových poli FPGA (Field 
Programmable Gate Array), ktorý je možno, podobne ako softvér počítača, jednoducho 
a neobmedzene modifikovať pre rôzne účely poľa vlastnej potreby. Užívateľ teda nemusí vytvárať  
nový hardvér pre každú aplikáciu znovu. Pri návrhu aplikácie sa využíva skutočnosť, že hardvér sa 
v dnešnej dobe prevažne popisuje programovacími jazykmi z rodiny HDL, ako napríklad VHDL ale-
bo Verilog. Vďaka tomu sa kodizajn hardvéru a softvéru uľahčuje. Softvér pre mikrokontrolér sa 
tvorí v jazyku C a do spustiteľnej formy sa prekladá pomocou prekladača. Generovanie dát pre FPGA 





Obrázok 4.1: Výuková platforma FITkit [9]. 
 
Myšlienka, ktorá viedla k vytvoreniu FITkitu nie  je len o praktickom priblížení moderného a 
pútavého konceptu výuky, ale má viesť aj k otvorenému prístupu k duševnému vlastníctvu . Iniciatíva 
je koncipovaná ako open-source (pre softvér) a open-core (pre hardware), čo znamená, že všetky 
výsledky práce študentov s platformou FITkit sú prístupné na internete v zdrojovej forme pre koho-
koľvek. Cieľom tohto konceptu je naštartovať synergický efekt, kedy každý, kto využije výsledky 
práce vytvorené užívateľom platformy FITkit, ich bude ďalej poskytovať v zdrojovej forme a umožní 
tým ich použitie pre všetkých záujemcov z radov študentov FIT, a tiež študentom z iných škôl, či 
odbornej verejnosti. Príkladom môže byť aj vytvorenie vlastnej open-source multiplatfomej aplikácie 
QDevKit, ktorá zjednocuje a zjednodušuje vývoj aplikácii pre FITkit, ako pre užívateľov systému 




• MCU rodiny MSP430 (Texas Instruments)  
• FPGA Spartan 3 XC3S50-4PQ208C  
• USB prevodník FT2232C  
• audio rozhranie 
• konektory PS2  
• rozhranie VGA  
• konektor RS232  
• DRAM 8x8Mbit  
• klávesnicu 4x4 
• riadkový LCD displej  
• rozširujúce konektory 
 
Súčasťou platformy FITkit je aj celá rada už implementovaných rozhraní pre FPGA a knižníc pre 
MCU, ktoré zahŕňajú často používané komponenty a funkcie v rôznych projektoch.. tieto knižničné 
balíky sú všetky dostupné v otvorenej forme s možnosťou vlastnej úpravy. 
4.1 MCU 
Nižšie sú uvedené základné parametre MCU (z angl. Micro-Controller Unit)  použitého na FITkite. 
 
Na FITkitu je 16-bitový nízkopríkonový mikrokontrolér rodiny MSP430 firmy Texas Instruments. 
Použitý mikrokontrolér má nasledujúce vlastnosti: 
• nízke napájacie napätie (rozmedzie 1.8 V až 3.6 V) 
• nízky príkon (330 µA v aktívnom režime pri 1 MHz a 2.2 V, 1.1 µA v stand-by režime, 0.2 
µA vo vypnutom režime) 
• 16-bitová RISC architektúra, inštrukčný cyklus 125 ns 
• pamäť FLASH 48 KB, pamäť RAM 2kB (resp. 92kB FLASH a 8kB RAM v prípade FITkitu 
2.0) 
• moduly na čipu: 
o 3-kanálové DMA 
o 16-bitové časovače Timer_A, Timer_B 
o komparátor 
o sériové komunikačné rozhranie USART0 (asynchrónny UART, synchrónny SPI, 
I2C), USART1 (asynchrónny UART, synchrónny SPI) 
o 12-bitové A/D a D/A prevodníky 
 
Texas Instruments poskytuje pre tento mikrokontrolér vývojové nástroje pre programovanie buď 
v strojovom kóde alebo v jazyku C. Bohužiaľ už neponúkajú vývojové prostriedky pre ladenie apli-




Nižšie sú uvedené základné parametre FPGA (z angl. Field-Programmable Gate Array)  použitého na 
FITkite.  
 
Na kite je programovateľné hradlové pole XC3S50-4PQ208C rady Spartan 3 firmy Xilinx. 
Použité FPGA má nasledujúce vlastnosti: 
• rozhranie: až 124 užívateľských vstupov/výstupov (I/O), podpora až 23 rôznych I/O štandar-
dov 
• 192 konfigurovateľných logických blokov (CLBs) usporiadaných do matice o 16 riadkoch a 
12 stĺpcoch, 1728 logických buniek, 50000 logických hradiel 
• pamäť RAM 12kb distribuovaných, 72kb v jednom bloku 
• 2 jednotky pre správu hodín (DCMs) 
• 4 blokové dvojportové pamäte BRAM s kapacitou 2kB 
• násobičky 18x18 bitov 
 
Použitý typ hradlového programovateľného poľa je jedno z najmenších možných ponúkaných firmou 
Xillinx. Avšak aj napriek tomu poskytuje dostatočný počet zdrojov pre implementovanie jednodu-
chých rozhraní. 
4.3 USB prevodník FT2232 
Základné parametre: 
• USB prevodník poskytujúci dva kanály (A a B) umožňujúci komunikáciu po USB a dvomi 
nezávisle konfigurovateľnými kanálmi 
• podporované režimy jednotlivých kanálov: 
o MPSSE (Multi-Protocol Synchronous Serial Engine Interface) - špeciálny režim, kto-
rý umožňuje implementáciu synchrónnych sériových protokolov (I2C, SPI, JTAG) 
o rýchlosť toku dát môže byť až 5,6 Mbit/s. MPSSE je k dispozícii len na kanáli A 
o FIFO (bitbang) - paralelný prenos dát 
o UART - sériový prenos (RS232, RS422, RS485) 
• rýchlosť prenosu dát až 1 MB/s 
• kompatibilný s USB 2.0 Full-Speed 
 
Využitie na FITkitu: 
• Kanál A, ktorý je prepojený k FPGA obvodu umožňuje komunikovať s PC v ľubovoľnom 
z podporovaných režimov. Vo vnútri FPGA obvodu je možné teda príklad vytvoriť zariade-
nie, ktoré bude možné po I2C ovládať z PC. Inou možnosťou je napojiť kanál A na radič sé-
riového kanálu a z PC zariadenie ovládať cez virtuálny COM port. Naopak, v FPGA môže 
slúžiť iba ako prepoj medzi zariadením pripojeným k FITkitu a počítačom.  
• Kanál B je pripojený k programovacím pinom mikrokontroléra (RESET, TST) a ďalej k pi-
nom sériového rozhrania (RxD, TxD). Pomocou tohto kanálu je možné teda mikrokontrolér 
programovať a komunikovať s ním cez terminálový program.  
• Ku komunikácii s kitom je možné využiť buď knižnicu libkitclient, ktorá umožňuje priamy 
prístup k FTDI bez nutnosti zisťovať pripojený COM port alebo takzvaný virtuálny COM po-
rt, ktorý je automaticky vytvorený po pripojení FITkitu k počítaču. 
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Pri použití USB prevodníku je nevýhodou to, že po pripojení k počítaču sa pomerne nedeterministic-
ký priradí názov k virtuálnej sériovej linke. Toto platí ako pre operačný systém Windows, tak aj pre 
operačné systémy postavené na Unixe. Použitý prevodník na FITkite vytvára dve virtuálne sériová 
linky. Jednu na komunikáciu s MCU a druhý pre komunikáciu s FPGA. Je ne užívateľovi empirický 
zistiť, aký priradený názov prislúcha akej linke. 
4.4 Komunikácia s FITkitom 
Knižnica libkitclient je multiplatfomná knižnica pre správu a interakciu s FITkitom. Je napísaná 
v C++ a existuje pre ňu mapovanie pre jazyk Python, napísané pomocou systému SWIG, ktorý dovo-
ľuje jednoduchú rozšíriteľnosť do ďalších skriptovacích jazykov. Knižnica poskytuje jednotné API 
v prostredí Windows a Linux. Vo Windows je implementovaná nad knižnicou FTD2XX.dll, v pro-




Obrázok 4.2: Znázornenie prepojenia FITkitu s počítačom [9]. 
 
Medzi prednosti knižnice patrí možnosť priameho prístupu k FITkitu cez USB, čím odpadá 
nutnosť zložito konfigurovať virtuálne COM porty, ich priradenie je väčšinou nedeterministické. 
Ďalšou výhodou je možnosť pracovať s FITkitom z vlastnej aplikácie. Prepojenie počítača s FITkitom 
znázorňuje Obrázok 4.2. 
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5 Návrh monitoru komunikácie medzi 
čipovou kartou a čítačkou 
Návrh monitoru bude pokračovať v projekte, ktorý vytvorili Ing. Michal Kajan a Ing. Pavol Korček. 
Títo páni už navrhli hardvérové riešenie pre zachytávanie komunikácie medzi kartou a čítačkou a to 
ako v pasívnom, tak aj v aktívnom režime (bližší popis je v kapitole 5.1). Pre oba spôsoby monitoro-
vania vytvorili náplne pre FITkit realizujúce jednotlivé spôsoby monitorovania. Riešenie, ktoré na-
vrhli umožňuje sledovať posielané dáta na úrovni bajtov. Ich riešenie neumožňuje kontrolovať úrovne 
napätia a prúdu jednotlivých signálov. 
Ich riešenie neobsahuje možnosť zmeny dát pri aktívnom monitorovaní. Neposkytuje informá-
cie o čase výskytu udalosti (udalosťou myslím čas prijatia znaku alebo zmeny signálu reset). Pre pa-
sívne a aktívne monitorovanie sú vytvorené dve rôzne náplne pre FITkit, teda pri zmene spôsobe 
monitorovania je nutné preprogramovať celé zariadenie. Táto práca uvedené funkcie doplní. 
Monitor bude sledovať komunikáciu z pohľadu dátovej a časovej domény. Spôsob monitoro-
vania bude možné nastaviť z aplikácie v počítači a nebude potrebné preprogramovať obsah FITkitu. 
V prípade pasívneho monitorovania sa budú iba zobrazovať informácie o prebiehajúcej komunikácii 
medzi kartou a čítačkou. V prípade aktívneho monitorovania bude možné nastaviť pravidlá pre po-
zmenenie preposielaných dát.  
Dôležitým prvkom návrhu je rozhodnutie, kde bude umiestnená hlavná činnosť monitoru (ana-
lýza protokolu a zmena dát v prípade aktívneho monitorovania). Či táto činnosť bude implementova-
ná v FPGA, MCU alebo aplikácii na osobnom počítači. Realizácia v počítači by bola najmenej nároč-
ná, ale nie je možná, kvôli časovo náročnej propagácii dát z FPGA cez mikrokontrolér do počítača 
a späť. Umiestniť túto funkcionalitu by bolo možné priamo do FPGA, ale implementácia by bola 
náročná a pravdepodobne by sa nezmestila do použitého FPGA na FITkite. Ústrednú úlohu bude teda 
vykonávať mikrokontrolér. FPGA bude len spracovávať signály medzi kartou a čítačkou 
a informovať MCU o ich stave. Aplikácia na počítači bude len zobrazovať informácie poskytnuté 
z mikrokontroléra o stave komunikácie.  
Návrh aplikácie som rozčlenil do štyroch celkov, ktoré popisujú hardvérovú realizáciu pripoje-
nia sa medzi kartu a čítačku, využitie FPGA na FITkite ako radiča, využitie MCU pre riadenie moni-
torovanej komunikácie a počítačovej aplikácie pre konfiguráciu činnosti monitora a zobrazovanie 
odchytených dát.  
5.1 Návrh pripojenia monitoru medzi kartu a  
čítačku  
Obrázok 5.1 popisuje hardvérové riešenie pripojenia sa na komunikáciu medzi kartou a čítačkou. 
Uvedené riešenie umožňuje pomocou prepoja (jumper) meniť spôsob monitorovania medzi pasívnym 
a aktívnym. Ak je prepoj spojený, vtedy sa jedná o sledovanie pasívne. Ak je prepoj rozpojený, tak je 




Obrázok 5.1: Hardvérová realizácia pripojenia sa medzi kartu a čítačku. 
 
Druhým účelom tohto zariadenia je prispôsobenie úrovní signálov tak, aby signály generované 
kartou alebo čítačkou bolo možné spracovávať pomocou FPGA čipu. Použitý FPGA čip na FITkite 
pracuje s úrovňami signálov 0V – logická nula a 3,3V logická jednotka. Čipové karty však pracujú na 
iných úrovniach. Štandard ISO/IEC 7816-3 popisuje úrovne napájania ako triedy A, B, C.  Veľkosť 
napájania reflektuje aj úroveň signálov High a Low. Pričom úroveň Low je vždy 0V a úroveň High, 
taká ako napájacie napätie. Konkrétne úrovne jednotlivých tried sú nasledovné:  
• Trieda A 5V 
• Trieda B 3V 
• Trieda C 1,8V 
 
Uvedené zapojenie je navrhnuté iba pre použitie s kartami podporujúcimi triedu A, teda karta-
mi, ktoré pracujú s napätím 5V. Prevažná väčšina dostupných kariet operuje práve s týmto napájaním. 
Vytvorenie univerzálneho riešenia pripojenia môže byť námetom k ďalšiemu pokračovaniu práce.  
Využitie jednotlivých pinov, ktoré znázorňuje Obrázok 5.1 je nasledovné: Pin 5 - uzemnenie. 
Pin 3 - snímanie priebehu signálu hodín.  Pin 4 - snímanie signálu Reset. Využitie ďalších pinov už 
záleží od toho, či je jumper zapojený alebo nie. Teda od toho, či sa jedná o pasívne alebo aktívne 
monitorovanie. Pri pasívnom monitorovaní (jumper je zapojený) je možné použiť ktorýkoľvek 
z pinov 1 alebo 7 na snímanie dát. Piny 2 a 6 sa nepoužívajú. Pri aktívom monitorovaní (jumper je 
odpojený) pin 1 slúži na snímanie odoslaných dát z karty. Pin 7 sa používa na snímanie dát odosla-
ných z čítačky. Pin 2 slúži na odosielanie dát do karty. Pin 5 slúži na odosielanie dát do čítačky.  
Pri spracovávaní signálov v FPGA treba zohľadniť spôsob kódovania úrovní v FPGA počas 
prijímania a odosielania dát. Snímaná úroveň signálu High je v FPGA propagovaná ako hodnota 1, 
snímaná úroveň Low ako hodnota 0.  Pri odosielaní dát do karty (čítačky) je to opačné. Pre vybudenie 
signálu High je potrebné v FPGA zapísať na pin 2 (pin 6) hodnotu 0. Pre vybudenie signálu Low je 
potrebné zapísať hodnotu 1. Toto opačné chovanie pri prijímaní a odosielaní dát je potrebné zohľad-
niť ďalej pri návrhu radiča pre FPGA. 
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5.2 Návrh radiča pre FPGA 
Programovateľné hradlové pole na FITkite využijem ako radič pre spracovanie signálov z/do kartič-
ky/čítačky. Úlohou tohto radiča je odchytávať dáta posielané medzi kartou a čítačkou a zaznamená-
vať čas výskytu udalosti.  
Udalosťou je myslené, kedy sa dáta prenášali alebo kedy došlo k zmene signálu reset. Informá-
cia o čase bude odvodená od časového signálu medzi kartou a čítačkou. Čas bude udávať počet taktov 
medzi dvoma udalosťami. Túto hodnotu bude počítať čítač, ktorý sa bude inkrementovať nástupnou 
hranou hodinového signálu medzi kartou a čítačkou. Pri výskyte udalosti sa jeho hodnota uchová do 
registra a čítač sa vynuluje. Čítač po dosiahnutí maximálnej možnej hodnoty prestane svoju činnosť, 
aby bolo možné detekovať presiahnutie maximálnej hodnoty. Dôležitým faktorom čítača je jeho bito-
vá šírka. Šírka čítača musí byť dostatočná, aby bolo možné pomocou neho odmerať najdlhší možný 
interval, ktorý povoľuje štandard. V kapitole 2.10 je uvedených päť prípadov, pre ktoré sú definované 
časové kritériá (tvrdý reset, mäkký reset, waiting time - WT, character waiting time - CWT, block 
wainting time - BWT). Pre jednotlivé prípady treba určiť teoretickú maximálnu hodnotu, ktorú pri-
púšťa štandard.  
Pre oba typy resetov je maximálny možný interval dlhý 40 000 taktov. Hodnotu WT definuje 
štandard vzťahom f
FiWIWT ××= 960 . Maximálne hodnoty parametrov WI a Fi podľa štandardu 
sú WImax = 255 a Fimax = 2 048. Teda maximálna možná hodnota WT je 501 350 400 taktov.  Hodnotu 
CWT definuje štandard vzťahom etuCWT CWI ).211( += . Maximálne hodnoty CWI a etu podľa 
štandardu sú CWImax = 15, etumax= f
2048
. Teda maximálna možná hodnota CWT je 67 131 392 tak-
tov. Hodnotu BWT definuje štandard vzťahom f
Fd
xetuBWT BWI 960211 ×+= . Maximálna hodno-
ta etu je uvedená už vyššie. Parameter Fd štandard definuje Fd=372 a maximálnu hodnotu BWI=9. 
Teda maximálna možná hodnota BWI je 182 867 968 taktov.  Z analýzy limitov vyplýva, že čítač 
musí byť schopný uchovať hodnotu 501 350 400. Túto hodnotu je možné uchovať minimálne na 29 
bitoch. Vhodné bude použiť čítač s 32 bitovou šírkou. 
Medzi kartou a čítačkou prebieha sériová asynchrónna komunikácia. Dáta z tejto komunikácie 
bude spracovávať jednotka UART (Universal asynchronous receiver/transmitter). Jedna jednotka pre 
monitorovanie komunikovanie s kartou a druhá jednotka pre komunikovanie s čítačkou. Výstup 
z transmiteru bude negovaný (kvôli spôsobu realizácie pripojenia popísaného v predchádzajúcej kapi-
tole). UART je synchrónny obvod, ktorý s určitou frekvenciou vzorkuje dátový signál a z určitého 
počtu vzoriek vyhodnocuje, kedy sa začal prenos znaku. Frekvencia vzorkovania dátového signálu je  
odvodená od frekvencie prenosu jedného bitu. Teda rýchlosť vzorkovania prijímaných dát 
a odosielaných dát musí zodpovedať aktuálnej rýchlosti komunikácie karty s čítačkou. Táto rýchlosť 
sa mení a závisí od parametrov komunikácie, na ktorých sa dohodli karta s čítačkou. O správnu rých-
losť činnosti jednotiek UART sa bude starať jednotka „TICK_GEN“, ktorá bude konfigurovaná regis-
trom „tick_modul“ nastavovaným z mikrokontroléru. (Mikrokontrolér po analýze dát vie určiť aktu-
álnu rýchlosť komunikácie).  
Odosielanie dát sa iniciuje zápisom hodnoty do registra „tx“. Po ukončení odosielania sa vyge-
neruje prerušenie, ktoré informuje mikrokontrolér. Prijaté dáta sa uložia do registra „rx“ a táto uda-
losť sa spropaguje do jednotky obsluhujúcej výskyt udalosti „EVENT CAPTURE“. V prípade pasív-
nej komunikácie táto jednotka reaguje iba na signály od jednej jednotky UART. V prípade aktívnej 
komunikácie od oboch (aj od jednotky UART pripojenej k čítačke aj od jednotky pripojenej ku karte). 
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Jednotka „EVENT CAPTURE“ tiež reaguje na zmenu signálu RST. V prípade výskytu nejakej uda-
losti uchová do registru hodnotu čítača, ktorý následne vynuluje a generuje prerušenie do mikrokon-
troléra, ktoré ho informuje o výskyte udalosti.  
Návrh radiča FPGA pre monitorovanie popisuje Obrázok 5.2. Schéma obsahuje aj použité ko-
munikačné rozhrania, ktorých použitie je popísané v nasledujúcej kapitole. 
 
 
Obrázok 5.2: Návrh radiča pre FPGA. 
 
5.3 Návrh komunikácie medzi FPGA a MCU 
Komunikácia medzi FPGA a MCU musí prebiehať oboma smermi. Z MCU do FPGA sa posielajú 
nastavenia ako má radič v FPGA vykonávať svoju činnosť a tiež dáta na odoslanie. Z FPGA do MCU 
sa posielajú prijaté dáta alebo informácie o výskyte udalostí (prijatie/odoslanie dát, zmena signálu 
RESET). 
Na platforme FITkit je medzi MCU a FPGA umiestnená zbernica SPI a signál prerušenia. Po-
mocou SPI je možné prenášať dáta medzi oboma jednotkami. Pre túto komunikáciu sú už vytvorené 
knižničné funkcie pre mikrokontrolér a rozhranie SPI pre hradlové pole.  Implementované sú tak, že 
mikrokontrolér je typu Master a hradlové pole typu Slave. Komunikáciu je teda možné iniciovať iba 
z programu vykonávajúcom sa v mikrokontroléri.  
Ako je vyššie uvedené, monitorovanie komunikácie medzi kartou a čítačkou si vyžaduje ini-






























kontrolér neustále kontrolovať, či už nastala požadovaná udalosť (tzv. pooling) alebo sa v potrebný 
okamžik pomocou prerušenia iniciovaného z FPGA vyvolá v MCU prerušovancia rutina, ktorá ná-
sledne prečíta potrebné dodatočné dáta. V tomto prípade je vhodnejšie využiť druhý uvedený spôsob, 
pretože šetrí výpočtové zdroje mikrokontroléra.  
Prenos dát iniciovaný z MCU do FPGA znázorňuje Obrázok 5.3. Prenos iniciovaný z FPGA do 
MCU znázorňuje Obrázok 5.4. 
 
 




Obrázok 5.4: Prenos iniciovaný z FPGA do MCU. 
 
5.4 Návrh aplikácie pre MCU 
Mikrokontrolér na FITkite bude vykonávať analýzu protokolu a pozmeňovanie dát pri aktívnom mo-
nitorovaní. Bude riadiť správnu činnosť radiča v FPGA a analyzované dáta posielať aplikácii na počí-
tači. Návrh mikrokontroléra ovplyvňujú nižšie popísané požiadavky. 
5.4.1 Riadenie činnosti FPGA 
FPGA pre správnu činnosť potrebuje nastaviť správnu rýchlosť činnosti UART modulov. O toto na-
stavovanie sa bude starať mikrokontrolér. Rýchlosť komunikácie závisí od hodinového signálu gene-
rovaného čítačkou. Štandard nedefinuje presnú hodnotu tohto hodinového signálu, len udáva maxi-
málnu frekvenciu. Ďalšou skutočnosťou, ktorú je potrebné pri návrhu zohľadniť je fakt, že rýchlosť 
hodinového signálu sa môže počas komunikácie meniť. Štandard definuje, že po odvysielaní ATR 
a dohodnutí sa na parametroch komunikácie, môže dôjsť k zmene frekvencie.  Avšak opäť nie je de-
finovaná presná hodnota rýchlosti následného hodinového signálu, ale iba maximálna povolená hod-
nota. Tieto hodnoty hodinového signálu, ktorý generuje čítačka po aktivácií/reštarte kartičky a po 
protokole PPS, nie je mikrokontrolér schopný určiť analýzou. Tieto údaje mu bude musieť zadať 
užívateľ prostredníctvom zaslania inicializačnej konfigurácie z počítača. Užívateľ tieto hodnoty má 
možnosť zistiť z parametrov čítačky, ktoré udáva jej výrobca a z popisu definície analyzovaného 
protokolu.  
5.4.2 Analýza protokolu 
Analýza protokolu bude prebiehať tak, že sa bude vyhodnocovať znak po znaku z odchytených správ. 
Na základe vyhodnotenia hodnoty analyzovaného znaku sa nastavia kritériá na smer, štruktúru 
a počet nasledujúcich dát. Ak nasledujúce dáta tieto kritériá nebudú spĺňať, tak sa detekuje chyba 
protokolu.  
Avšak analýzu protokolu nie je možné vykonávať len pomocou údajov odchytených 









kole T=0. Práve tento protokol nedefinuje, akým smerom sa budú posielať dáta. Smer toku dát určuje 
aplikácia, ktorá sa vykonáva na karte. Táto nejasnosť v smere komunikácie nastáva po odvysielaní 
hlavičky správy z čítačky a potvrdením inštrukčného bajtu z karty. Následne môže prebiehať komu-
nikácia jedným aj druhým smerom. Buď sa posielajú dáta z čítačky do karty, kedy sa bude prenášať 
telo požiadavky alebo komunikácia bude prebiehať z karty do čítačky, kedy sa bude posielať telo 
odpovede. Smer tejto komunikácie závisí na interpretovaní významu hlavičky. Kvôli tejto nejasnosti 
je potrebné analyzátor doplniť o pravidlá, ktoré budú rozhodovať smer komunikácie v tejto situácii.  
Väčšina požiadaviek odvysielaných z karty do čítačky obsahujú aj telo s dátami. Teda komuni-
kácia prebieha tak, že sa z čítačky odvysiela hlavička správy, karta potvrdí inštrukčný bajt a nasleduje 
odosielanie tela správy požiadavku z čítačky do karty. Menšie množstvo správ sú takého typu, že 
požiadavka z čítačky pozostáva iba z hlavičky. Analyzátor bude obsahovať zoznam pravidiel, ktoré 
budú určovať práve tento typ s menším počtom správ. Analyzátor o smeru následnej komunikácie 
rozhodne tak, že prejde zoznam pravidiel. Ak nájde vyhovujúce pravidlo, tak bude očakávať komuni-
káciu z karty, avšak ak ani jedno pravidlo nebude vyhovovať, tak implicitne bude očakávať komuni-
káciu z čítačky. Vyhodnotenie pravidla bude závisieť od obsahu prijatej hlavičky. Pre čo najväčšiu 
škálovateľnosť pravidiel som navrhol nasledovnú štruktúru pravidla.  
Pravidlo pre opačný smer komunikácie bude pozostávať z dvoch častí: zo vzoru (pattern) 
a z masky (mask). Keďže hlavička sa skladá z piatich bajtov, tak aj vzor a hlavička budú pätice baj-
tov. Vyhodnotenie, či hlavička spĺňa pravidlo, sa určí nasledovnou rovnosťou: 
(H and M) == (P and M).  
H – hlavička, P – vzor, M – maska 
Teda pravidlo sa vyhodnotí ako splnené vtedy, ak sa budú zhodovať bity vzoru a hlavičky na 
miestach, kde maska obsahuje bity s jednotkou.  
5.4.3 Pasívne/aktívne monitorovanie 
Mikrokontrolér bude schopný vykonávať pasívne a aj aktívne monitorovanie. Informáciu o tom, aký 
typ monitorovania má vykonávať bude určovať užívateľ zaslaním konfigurácie z počítača pri iniciali-
zácii mikrokontroléra. Činnosť aktívneho a aj pasívneho monitoru bude realizovať jedna a tá istá 
aplikácia v MCU, teda nebude potrebné meniť obsah mikrokontroléra na rozdiel od projektu Ing. 
Michala Kajana a Ing. Pavla Korčeka, z ktorého vychádzam, kedy bola samostatná aplikácia pre po-
žadovaný typ činnosti.  
Keďže komunikácia medzi kartou a čítačkou prebieha po jednom vodiči, tak pri pasívnom mo-
nitorovaní nie je dostupná informácia o tom, ktoré zariadenie vyslalo monitorované dáta. Táto infor-
mácia sa bude len odvodzovať z analyzovaných dát. Teda pri pasívnom monitorovaní sa budú užíva-
teľskému počítaču iba posielať analyzované dáta s predpokladaným smerom ich vysiela-
nia/prijímania. 
Pri aktívom monitorovaní bude mikrokontrolér preposielať dáta prijate z karty/čítačky po ana-
lýze do čítačky/karty. Počas preposielania dát bude možné tieto dáta pozmeniť. Preto je potrebné 
navrhnúť spôsob, aké dáta a akým spôsobom sa budú pozmeňovať. Spôsob zmien jednoduchý pre 
implementáciu, by bolo pozmeňovať iba práve analyzovaný jeden znak, ktorý by sa po prípadnej 
zmene odoslal prijímateľovi. Toto riešenie však nie je dostatočne škálovateľné. Neumožňuje pozme-
ňovať väčšie kusy dát na základe ich celkového obsahu. Riešenie s väčšími možnosťami zmeny pre-
posielaných dát medzi kartou a čítačkou je prijať väčší počet bajtov, ktoré sa na základe pravidiel 
prípadne pozmenia a až následne ich odoslať príjemcovi. Takéto riešenie si bude vyžadovať fronty 
pre uschovanie väčšieho počtu dát. Tiež je potrebné definovať celky, ktoré sa budú môcť takto po-




5.4.4 Zmena dát pri aktívnom monitorovaní 
Pojmom správa budem nižšie v texte označovať súvislý blok dát, ktorý sa má ako celok vyhodnoco-
vať pre prípadnú zmenu. Pravidlo bude určovať, či sa má analyzovaná správa pozmeniť a tiež bude 
určovať, ako sa má správa zmeniť. Pravidlo sa bude skladať z dvoch častí (štruktúru znázorňuje 
Obrázok 5.5). Prvá časť bude slúžiť na vyhodnotenie, či sa má pravidlo aplikovať, druhá časť bude 
určovať, ako sa správa má pozmeniť. Časť pre vyhodnocovanie sa bude skladať z dvoch častí – vzoru 
(pattern) a masky (mask).  
 
 
Obrázok 5.5: Štruktúra pravidla pre zmenu správy. 
 
Pravidlo sa použije v prípade, ak dĺžka správy bude zhodná so vzorom, a ak bude platiť výraz: 
S and M == P and M, (S – správa, P – vzor, M - maska). Teda pravidlo sa použije v prípade, ak bity 
správy a vzoru sa budú zhodovať na miestach, kde má maska jednotkové bity. Časť pravidla, ktorá 
udáva ako sa má zmeniť správa, bude obsahovať dve časti: vzor a masku.  Správa sa pozmení nasle-
dovným spôsobom:  N := (S and neg(M)) or (P and M). (N – pozmenená správa, P – vzor, M – mas-
ka). Teda v novej správe sa pozmenia podľa vzoru tie bity, ktoré maska má ako jednotky. Vo vše-
obecnosti, časť pravidla obsahujúca vzor pre zmenu, môže byť ľubovoľnej dĺžky. Pozmenená správa 
bude vždy takej dĺžky ako je vzor. V prípade, že vzor bude kratší ako správa, tak sa zvyšné bajty pô-
vodnej správy zahodia. Ak bude  vzor dlhší ako správa, tak sa kvôli vyhodnoteniu zmeny doplnia do 
pôvodnej správy implicitné bajty, ktoré zadá užívateľ pri konfigurácií mikrokontroléra. 
Ostáva už len určiť, čo všetko budú správy. Časové limity pre odoslanie dát počas protokolu 
ATR neumožňujú, aby sa všetky tieto dáta posudzovali ako jedna správa. (prvý znak odoslaný 
z kartičky musí prijať čítačka skôr ako sa odošle posledný znak). To isté platí aj pri posielaní dát pri 
protokole PPS. Preto ako jednu samostatnú správu budem označovať jednotlivé znaky posielané po-
čas vykonávania týchto dvoch protokolov. (v podstate sa bude jednať o správy o dĺžke jeden bajt). 
V prípade protokolu PPS budem odlišovať typ správy aj podľa smeru komunikácie. Napríklad: Sprá-
va nesúca znak PPS0 z čítačky do kartičky je iný typ správy, ako správa nesúca opäť znak PPS0, ale 
smerom z kartičky do čítačky. To umožní vytvoriť rôzne pravidlá pre prenos správ jedným a druhým 
smerom. V protokole T=1, budem rozlišovať dve druhy správ. Jeden typ správy bude celý súvislý 
blok vyslaný z čítačky do kartičky. Druhý typ správy bude celý blok odoslaný opačným smerom. 
V protokole T=0 budú tri typy správ. Prvá bude obsahovať len hlavičku. Druhá správa bude obsaho-
vať telo požiadavky dát (teda telo dát odoslaných z čítačky do kartičky). Tretí typ správy bude obsa-
hovať telo dát spolu so znakmi SW1 a SW2 odoslaných z karty do čítačky. Pre posledné dva typy 
správ bude použité modifikované pravidlo ako som uviedol v texte vyššie. Aby sa pravidlo použilo, 
bude musieť byť splnená podmienka na obsah pôvodnej hlavičky, ktorá sa vysielala pred telom dát. 
Pravidlo bude rozšírené o položku skladajúcu sa opäť zo vzoru a masky, ktorá sa bude porovnávať 









Treba si uvedomiť fakt, že takto navrhnutý spôsob zmien, ktorý používa maskovanie pre vy-
tvorenie novej hodnoty neumožňuje vopred určiť túto novú hodnotu. Avšak komunikačné protokoly 
obsahujú v sebe kontrolné súčty, ktoré zabezpečujú integritu dát. Preto je potrebné tieto kontrolné 
súčty v prípade zmeny obnoviť na správnu hodnotu. Kvôli tomu sa budú pravidlá aplikovať iba na tie 
znaky, ktoré nenesú kontrolné súčty. To sa týka pravidla pre blok v protokole T=1. (blok na konci 
vždy obsahuje 1 alebo 2 bajty s kontrolným kódom). V rámci protokolu PPS je v prípade zmeny po-
trebné aktualizovať kontrolný znak označovaný ako PCK. V prípade protokolu ATR je situácia kom-
plikovanejšia, pretože ATR môže a aj nemusí obsahovať kontrolný súčet TCK, teda môžu nastať štyri 
situácie, ktoré v následnej implementácii bude treba ošetriť (pred zmenou a aj po zmene nie je TCK, 
pred zmenou nie je a po zmene je TCK, pred zmenou je a po zmene nie je TCK, aj pred a aj po zmene 
je TCK). 
 
Pre úplnosť uvádzam zoznam všetkých typov správ pre jednotlivé protokoly: 
 
ATR: T0, TA[index], TB[index], TC[index], TD[index], TK[index] (TK – označuje „historical byte“) 
PPS:  PPS[index][požiadavka/odpoveď] 
T1: blok[požiadavka/odpoveď] 
T0: hlavička, telo požiadavky, telo odpovede s SW1SW2 
 
Zoznam pravidiel sa nahrá do mikrokontroléra počas inicializačnej konfigurácie.  
5.4.5 Štruktúra aplikácie pre mikrokontrolér 
Kompletná činnosť aplikácie v mikrokontroléri pozostáva zo získania inicializačnej konfigurácie 
z užívateľského počítača. V tejto konfigurácii sú definované frekvencie, s ktorými pracuje čítačka 
karty, pravidlá pre riadenie smeru v prípade protokolu T=0 a pravidlá pre zmenu obsahu správy pri 
aktívnom monitorovaní. Po inicializovaní mikrokontroléra dochádza k analýze protokolu znak po 
znaku. Po prijatí celej správy sa odošle informácia o analyzovanej správe počítaču a v prípade aktív-
nej komunikácie sa vyhľadá pravidlo pre možnú zmenu správy, ktorá sa následne odošle prijímateľo-
vi. Štruktúru aplikácie pre MCU pre monitorovanie znázorňuje Obrázok 5.6.  
 
 





Riadenie prijímania/odosielania dát 
Počítač 
SPI a prerušenia 
USB 
Pravidla pre zmenu správ 
Pravidla pre určenie smeru 
Frekvencia po ATR, po PPS 
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5.5 Návrh komunikácie medzi MCU a počítačom 
Komunikácia medzi MCU a počítačom bude prebiehať po virtuálnej sériovej linke. V skutočnosti 
komunikácia bude prebiehať cez USB, ktoré vytvára túto virtuálnu sériovú linku.  Komunikácia bude 
prebiehať oboma smermi – z MCU do počítača a aj opačným smerom. Počítač do MCU bude posielať 
konfiguračné údaje (popísané v kapitolách vyššie) a MCU do počítača bude posielať informácie 
o stavu činnosti a analyzované dáta.  
5.5.1 Komunikácia z počítača do mikrokontroléra 
Pri návrhu komunikačného protokolu som sa zameral na to, aby spracovanie dát v mikrokontroléri 
bolo čo najjednoduchšie, a aby bol protokol čitateľný pre človeka. Navrhol som textovú formu komu-
nikačného protokolu. Teda príkazy a dáta tvoria slová oddelené bielymi znakmi. Protokol obsahuje 
dva príkazy na riadenie činnosti mikrokontroléra. Príkaz START a STOP. Ako ich názvy napovedajú 
sémantika týchto príkazov je pre spustenie a zastavenie procesu monitorovania. Príkaz STOP je mož-
né vyslať kedykoľvek a spôsobí zastavenie analýzy a vymazanie celej konfigurácie v mikrokontroléri, 
ktorá bola do nej predtým uložená. Príkaz START je možné vyslať, iba ak je analýza zastavená 
a spôsobí spustenie analýzy. 
Ďalšie príkazy sú pre nahranie konfiguračných potrebných dát pre riadenie analýzy a prípadnej 
zmeny obsahu komunikácie. Nižšie uvediem názvy, štruktúru a význam jednotlivých konfiguračných 
príkazov. (príkazy v zložených zátvorkách udávajú jednu povinnú alternatívu, príkaz v hranatých 
zátvorkách obsahuje názov hodnoty vysvetlenej v popise, príkazy v okrúhlych zátvorkách vyjadrujú 
opakovanie, hodnoty bajtov sú uvedené v hexadecimálnom tvare po bajtoch oddelené bielym zna-
kom) 
 
MODE {ACTIVE | PASIIVE} 
• Nastavenie spôsobu monitorovania buď aktívneho alebo pasívneho 
 
CLK EXPLICIT [po_aktivácii] [po_PPS] 
• Nastavenie frekvencie čítačky. Obsahuje dve hodnoty frekvencií - obe čísla sú v dekadickom 
tvare vyjadrujúce frekvenciu v jednotkách kilohertzov. (napríklad príkaz CLK EXPLICIT 
3570 6000 znamená, že po aktivácii bude čítačka pracovať na frekvencii 3,57 MHz a po pro-
tokole PPS na frekvencii 6 MHz).   
 
DIRECTION [počet]  ( [vzor 5 bajtov] [maska 5 bajtov] )počet-krát 
• Nastavenie zoznamu pravidiel pre určenie smeru komunikácie z karty do čítačky v protokole 
T=0 po odoslaní hlavičky a potvrdení inštrukcie  Hodnota [počet] udáva počet nasledujúcich 
pravidiel. Pravidlo sa skladá z 5 hodnôt bajtov vzoru a 5 hodnôt bajtov masky.  
 
CHANGE DEFAULT [hodnota]  
• Nastavenie implicitnej hodnoty pre vyhodnotenie zmeny správy v prípade, že pozmeňujúce 
pravidlo je dlhšie ako pôvodná správa. Hodnota je bajt v hexadecimálnom tvare. 
 
CHANGE ATR  {T0 | TA | TB | TC | TD | TK}  [index]   [počet]   
( [vzor] [maska]  [dĺžka] ([vzor])dĺžka-krát ([maska])dĺžka-krát )počet-krát 
• Nastavenie zoznamu pravidiel pre zmenu nejakého znaku T0, TA, TB, TC, TD, TK 
z protokolu ATR. (TK označuje „historical byte“). Hodnota „index“ vyjadruje index daného 
bajtu. Hodnota počet udáva počet nasledujúcich pravidiel.  Pravidlo sa skladá z dvojice bajtov 
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vzor a maska pre vyhodnotenie aplikovania pravidla. Za nimi nasleduje informácia o počte 
bajtov vzoru a masky správy pre aplikovanie zmeny. 
 
CHANGE PPS {REQUEST | RESPONSE}  {PPS0 | PPS1 | PPS2 | PPS3} [počet]   
( [vzor] [maska]  [dĺžka] ([vzor])dĺžka-krát ([maska])dĺžka-krát )počet-krát 
• Nastavenie zoznamu pravidiel pre zmenu nejakého znaku PPS0, PPS1, PPS2, PPS3 z  proto-
kolu PPS. Následné dáta majú obdobný význam ako u vyššie uvedeného príkazu. 
 
CHANGE T0  HEAD  [počet] 
(5 [vzor 5 bajtov] [maska 5 bajtov]  
5 [vzor 5 bajtov] [maska 5 bajtov] )počet-krát 
• Nastavenie zoznamu pravidiel pre zmenu hlavičky z protokolu T=0. Hodnota „počet“ vyjad-
ruje počet nasledujúcich pravidiel. Pravidlo sa skladá z prvej dvojice 5 bajtového vzoru a 5 
bajtovej masky pre určenie uplatnenia zmeny. Za nimi nasleduje dvojica 5 bajtového vzoru 
a 5 bajtovej masky, ktoré určujú obsah pre aplikovanie zmeny. 
 
CHANGE T0 {REQUEST | RESPONSE}  [počet] 
([vzor 5 bajtov] [maska 5 bajtov]   
dĺžka1 ([vzor])dĺžka1-krát ([maska])dĺžka1-krát  
dĺžka2 ([vzor])dĺžka1-krát ([maska])dĺžka2-krát )počet-krát 
• Nastavenie zoznamu pravidiel pre zmenu tela požiadavky (hodnota REQUEST) alebo odpo-
vede (hodnota RESPONSE) správy z protokolu T=0. Hodnota „počet“ vyjadruje počet nasle-
dujúcich pravidiel. Pravidlo sa skladá z dvojice 5 bajtového vzoru a 5 bajtovej masky, ktorá 
definuje obsah pre porovnanie s hlavičkou uvádzajúcou túto správu. Ďalej nasleduje dvojica 
bajtov vzoru a masky od dĺžke „dĺžka1“ bajtov. Táto dvojica slúži na vyhodnotenie, či sa má 
pravidlo aplikovať. Za nimi nasleduje dvojica vzoru a masky o dĺžke „dĺžka2“ bajtov, ktorá 
určuje obsah pre aplikovanie zmeny. 
 
CHANGE T1 {REQUEST | RESPONSE}  [počet] 
(dĺžka1 ([vzor])dĺžka1-krát ([maska])dĺžka1-krát  
dĺžka2 ([vzor])dĺžka1-krát ([maska])dĺžka2-krát )počet-krát 
• Nastavenie zoznamu pravidiel pre zmenu bloku požiadavku (hodnota REQUEST) alebo od-
povede (hodnota RESPONSE) správy z protokolu T=1. Hodnota „počet“ vyjadruje počet na-
sledujúcich pravidiel. Pravidlo sa skladá z dvojice bajtov vzoru a masky od dĺžke „dĺžka1“ 
bajtov. Táto dvojica slúži na vyhodnotenie, či sa má pravidlo aplikovať. Za nimi nasleduje 
dvojica vzoru a masky o dĺžke „dĺžka2“ bajtov, ktorá určuje obsah pre aplikovanie zmeny. 
 
Konfiguračné príkazy je možné do MCU zaslať iba v prípade, ak je analýza zastavená, inak sa gene-
ruje chyba. 
5.5.2 Komunikácia z mikrokontroléra do počítača 
Mikrokontrolér vykonáva ústrednú úlohu pri analýze. Analyzuje celú štruktúru monitorovaných dát 
a informácie o analýze zasiela počítaču. Tieto dáta zasiela v čase vykonávania analýzy. Teda je po-
trebné šetriť výpočtovými zdrojmi a navrhnúť komunikačný protokol, ktorý by čo najmenej zaťažo-
val jeho zdroje. Najúspornejšie by bolo navrhnúť binárny protokol. Avšak jeho nevýhodou by bolo, 
že by jeho obsah už nebol čitateľný pre človeka. Užívateľ by bol vždy odkázaný na použitie prísluš-
nej grafickej aplikácie, ktorá by tieto dáta transformovala do čitateľnej podoby. Oproti tomu návrh 
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textového protokolu si vyžaduje vysielanie väčšieho objemu dát. Teda aj viac zaťažuje zdroje mikro-
kontroléra. Výhodou je však čitateľnosť dát aj pre človeka. Poprípade užívateľ už nemusí byť odká-
zaný na použitie grafickej aplikácie pre interpretáciu dát, ale môže ich transformovať vytvorením 
vlastného skriptu pre spracovanie textu, a tak efektívnejšie spracovať zachytené dáta. Rozhodol som 
sa navrhnúť textový komunikačný protokol. 
Najväčší objem dát, ktoré bude mikrokontrolér sprostredkovávať do počítača budú hodnoty za-
chytených znakov. Pri každom znaku sa bude posielať jeho hodnota, paritný bit a rozdiel času (počtu 
taktov hodinového signálu generovaného čítačkou) jeho prijatia od predchádzajúcej udalosti (udalosť 
môže byť prijatie znaku, alebo zmena stavu signálu reset). Informácia o znaku bude prenášaná ako 
trojica – hodnota znaku v hexadecimálnom tvare, hodnota paritného bitu ako znak 0 alebo 1, čas 
v decimálnom tvare.  
Mikrokontrolér bude vysielať dáta do počítača vo forme správ. Každá správa sa bude skladať 
z textových hodnôt oddelených bielymi znakmi a bude ukončená znakom ; (bodkočiarka). Protokol 
bude obsahovať dve skupiny správ. Jedna skupina správ bude informovať o stave monitorovania, 
a nastavených parametroch mikrokontroléra. Druhá skupina bude informovať o monitorovaných uda-
lostiach, ktoré budú obsahovať časy výskytu týchto udalostí. 
Informačné správy budú nasledovné: spustenie mikrokontroléra, začiatok analýzy, koniec ana-
lýzy, oznámenia o výskyte chyby, zmena hodinového signálu čítačky, zmena veľkosti etu, aplikova-
nie zmeny na posielané dáta pri aktívnom monitorovaní, pridanie dát do komunikácie 
Správy s udalosťami budú nasledovné: zmena stavu signálu reset s časom zmeny, analyzované 
správy s ich typom a znakmi (tak ako sú definované v kapitole 5.4.4) 
 
Zoznam jednotlivých informačných správ s ich štruktúrou a popisom významu: 
MCU START ; 
• Správa sa posiela pri spustení činnosti mikrokontroléra. 
 
ANALYZE {START | STOP} ; 
• Správa oznamujúca spustenie alebo zastavenie monitorovania a analýzy dát. 
 
E [text] ; 
• Správa oznamujúca výskyt chyby s popisom. 
 
CLK [hodnota] ; 
• Oznamuje o zmene použitej vzorkovanej frekvencie monitoru na uvedenú hodnotu. Hodnota 
je uvedená v dekadickom tvare a vyjadruje frekvenciu v jednotkách kHz. 
 
ETU [hodnota] ; 
• Oznam o zmene použitého etu na uvedené hodnotu. Hodnota je v dekadickom tvare a vyjad-
ruje počet hodinových taktov čítačky na jedno etu (elementar time unit). 
 
CH [zmenené bajty] ; 
• Informácia o aplikovaní zmeny na predchádzajúcu správu. 
 
ADD A TCK [znak] ; 
• Informácia o vygenerovaní novej správy. Nový znak sa môže vygenerovať len v prípade 
zmeny nejakého znaku z protokolu ATR v prípade, že pôvodná ATR neobsahovala kontrolný 
súčet TCK, ale pozmenená ATR už TCK musí obsahovať. 
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Zoznam správ s udalosťami  a ich významom: (znamienko > označuje smer z karty do čítačky, zna-
mienko < označuje smer z čítačky do karty, kódovanie znakov je také ako je uvedené vyššie v texte) 
 
R {H | L} [čas] ; 
• Zmena úrovne signálu reset na úroveň High alebo Low a čas zmeny úrovne. 
 
A  {S | 0 | TCK} [znak] ; 
• Analyzovaný znak z protokolu ATR (S – TS, 0 – T0). 
 
A  {D | K} [index] [znak] ; 
• Analyzovaný znak z protokolu ATR (D – TD, K – TK – „historical byte“) a jeho príslušný 
index. 
 
A {A | B | C} [index1] [index2] [znak] ; 
• Analyzovaný znak z protokolu ATR (A – TA, B – TB, C – TC). Hodnota index1 vyjadruje 
jeho príslušný index. Hodnota index2 vyjadruje, či sa jedná o protokolovo špecifický znak 
„first“, „second“ alebo „third“. 
 
P {0 | 1 | 2 | 3 | PCK} { > | <} [znak] ; 
• Analyzovaný znak z protokolu PPS (0 – PPS0, 1 – PPS1, 2 – PPS2, 3 – PPS3).  
 
0 H [znaky] ; 
• Analyzovaná hlavička z protokolu T=0. 
 
0 P [znak] ; 
• Analyzovaný procesný bajt z protokolu T=0. 
 
0 B < [znaky] ; 
• Analyzované telo odpovede  až na posledné dva znaky z protokolu T=0. Posledné 2 znaky sú 
SW1 a SW2. 
 
0 B {A | B} > [znaky] ; 
• Analyzované telo požiadavky z protokolu T=0. Možnosť použitia hodnôt A (All) alebo B 
(byte) vyjadruje, či bolo zaslané kompletné telo požiadavky alebo sa telo posiela po bajtoch. 
 
1 { > | < } [znaky] ; 
• Analyzovaný blok z protokolu T=1. 
5.6 Návrh aplikácie pre počítač 
Aplikácia pre počítač bude vykonávať vyhodnotenie celkovej zachytenej komunikácie medzi čítač-
kou a kartou. Bude to grafická aplikácia, ktorá sa bude skladať z dvoch častí. Jedná časť bude pre 
tvorbu konfiguračných nastavení a pravidiel pre mikrokontrolér. Druhá časť bude štruktúrovane zob-
razovať prijaté informácie z mikrokontroléra s popisom jednotlivých častí protokolu a ich interpretá-
ciu.  
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Konfiguráciu bude možné zadávať a meniť v aplikácii. Vytvorenú štruktúru pravidiel bude 
možné uložiť do súboru a následne ju aj nahrať pre opätovné použitie. Zadávané hodnoty užívateľom 
a aj nahrávane z uloženej konfigurácie (v prípade že by súbor bol pozmeňovaný užívateľom) sa budú 
kontrolovať, či spĺňajú správny formát.   
Komunikácia s mikrokontrolérom bude prebiehať po sériovej linke. Parametre komunikácie 
budú implicitne prednastavené, nie je potrebné ich meniť užívateľom. Užívateľ bude jedine musieť 
zvoliť názov sériového portu, keďže toto nie je možné určiť aplikáciou. Analýzu protokolu vykonáva 
program v mikrokontroléri. Množstvo údajov a rôznorodosť údajov, ktoré poskytuje analýza je kom-
plexnejšia, preto sa tieto údaje budú zobrazovať v dvoch formách. Jeden náhľad bude zobrazovať 
následnosť monitorovaných správ. Tento náhľad bude poskytovať iba údaje o hodnote znakov v prija-
tej správe a význam správy. Detailné informácie o parite bajtov a čase ich zachytenia budú zobrazené 
v oddelenej časti. Pre prehľadnú časový analýzu budú zobrazované časy začiatku správ a ich trvanie. 
V detailnom náhľade správy budú zobrazené diferenciálne časy príchodov jednotlivých znakov a čas 
od začiatku príchodu prvého znaku. Bude možné si zvoliť formát, v akom sa budú zobrazovať časové 
údaje. Mikrokontrolér vyjadruje čas príchodu znaku ako počet taktov hodinového signálu generova-
ného čítačkou. Aplikácia bude umožňovať túto hodnotu prepočítať do reálneho času v rozlíšení se-
kúnd, milisekúnd, mikrosekúnd a nanosekúnd. Posledný formát zobrazenia času bude vo forme počtu 
časových jednotiek etu (elementary time unit), tak ako ich definuje štandard.  
Zachytenú komunikácia bude možné uchovať v súbore, v takom tvare ako bola vygenerovaná 
mikrokontrolérom, ktorú bude možné následne aj otvoriť a opäť zanalyzovať. Keďže komunikačný 
protokol medzi počítačom a mikrokontrolérom je v textovej forme a jednotlivé správy majú pomerne 
jednoduchý štruktúru, tak uchovávanie dát v takej forme ako boli dáta prijaté z mikrokontroléra po-
skytne možnosť užívateľovi spracovať ich vlastným skriptom s využitím napríklad regulárnych výra-
zov, a tak vykonať dodatočnú analýzu. 
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6 Implementácia 
Pri implementácii projektu som využil celé spektrum nástrojov a programovacích jazykov k vypraco-
vaniu koncového riešenia. Vývoj prebiehal od zdola nahor. Najprv bolo potrebné vyhotoviť plošný 
spoj pre fyzické pripojenia monitoru medzi čítačku a kartičku. Adaptér pre FPGA som použil 
z projektu Ing. Michala Kajana a Ing. Pavola Korčeka, z ktorého som vychádzal. Následne som tento 
adaptér upravil. Nasledovalo vytvorenie aplikácie pre mikrokontrolér a nakoniec tvorba grafickej 
aplikácie pre osobný počítač. V podstate každá fáza vývoja si vyžadovala spoznať nové nástroje 
a využiť rôzne programovacie jazyky.  
Názvy funkcií a premenných v kóde a aj rozhranie grafickej aplikácie som písal v anglickom 
jazyku. Takýto prístup som zvolil z dvoch dôvodov. Niektoré výrazy majú v slovenskom jazyku dlhé 
alebo nie celkom presné pomenovania oproti anglickým výrazom. Druhý dôvod je kvôli potenciálne-
mu využitiu aplikácie aj ľuďmi, ktorí nerozumejú slovenskému jazyku. 
6.1 Použité vývojové nástroje a jazyky 
Pre vývoj plošného spoja som použil vývojové prostredie na návrh plošných spojov Eagle. Pomocou 
neho som navrhol súčiastku na pripojenie sa na komunikáciu medzi čítačku a kartičku. Následne som 
navrhnutý plošný spoj aj zhotovil a osadil súčiastkami. Projekt zahrňoval aj konštrukciu reálnej sú-
čiastky. 
Jazykom VHDL bol popísaný radič do FPGA. Pre písanie kódu v jazyku VHDL som využil 
modul do prostredia Eclipse od firmy Sigasi. Je to v podstate jeden z prvých, ak nie prvý nástroj, kto-
rý umožňuje pohodlnejšie písanie kódu v jazyku VHDL s možnosťou dopĺňania, refaktorizácie kódu 
a upozorňovaním na potenciálne chybné štruktúry. Doterajšie nástroje pre popis kódu vo VHDL sa 
obmedzovali iba na zvýraznenie syntaxe.  
Program pre mikrokontrolér bol písaný v jazyku C. Pre vývoj bolo opäť použité prostredie Ec-
lipse s modulom CDT. Práve vývoj v tomto modernom prostredí, ktoré ponúka široké možnosti pre 
úpravu a orientovanie sa v kóde, prispel k menšiemu počtu chýb, ktoré bolo potrebné identifikovať 
a opraviť. Dopĺňanie kódu mi umožnilo neobmedzovať sa v tvorbe názvov premenných a funkcií. 
Dôsledkom toho sa stal kód čitateľnejším a ľahšie udržiavateľným.  
Grafická aplikácia bola písaná v jazyku Java, čoho dôsledkom je multiplatformná aplikácia. Pre 
vývoj som použil prostredie Netbeans, ktoré obsahuje pokročilé nástroje pre tvorbu grafických roz-
hraní. Podobne ako v prostredí Eclipse, aj Netbeans poskytuje pokročilé metódy pre tvorbu a editáciu 
kódu, čo prispelo k rýchlejšiemu vývoj s menším počtom chýb a k čitateľnejšiemu kódu. 
Posledný jazyk použitý pri implementácii je značkovací jazyk XML, ktorý som použil pre 
uchovanie vytvorených pravidiel a konfigurácie pre monitor. 
6.2 Hardvérová realizácia pripojenia monitora 
Plošný spoj pre súčiastku som navrhol vo vývojom prostredí Eagle. V tomto nástroji postačuje zadať 
ako vstup schému zapojenia z kapitoly 5.1 a následne rozmiestniť súčiastky na plošnom spoji. O pre-
pojenie súčiastok sa už postará samotné prostredie. 
Obrázok 6.1 znázorňuje maketu plošného spoja v mierke 1:1.  Plošný spoj je navrhnutý tak, 
aby ho bolo možné vyhotoviť v domácich podmienkach s využitím plošných dosiek s fotocitlivou 
vrstvou. Obrázok 6.2 znázorňuje osadenie plošného spoja súčiastkami a prepojeniami. Plošný spoj je 
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jednostranný. Modrá farba znázorňuje vodivé kontakty. Červená farba zobrazuje prepojenia pomocou 
kábla na vrchnej časti dosky. Jednotlivé súčiastky majú pri sebe aj uvedené svoje technické hodnoty. 








Obrázok 6.2: Osadenie plošného spoja. 
6.3 Radič v FPGA 
Pri implementácii radiča v FPGA som vychádzal z už dostupnej implementácie, ktorú vytvorili Ing. 
Michal Kajan a Ing. Pavol Korček. Ich implementácia zodpovedala návrhu, ktorý znázorňuje Obrázok 
5.2 z podkapitoly návrhu. Do ich implementácie postačovalo doplniť čítač pre určovanie počtu tak-
tov medzi udalosťami, jednotku implementujúcu logiku „Event Capture“, ktorá spracováva a generuje 
príslušné signály podľa nastaveného módu monitorovania (aktívneho/pasívneho). Tiež bolo potrebné 
doplniť príslušné registre a zaradiť ich do adresného priestoru.  
Realizovaná implementácia je pre FITkit 2.0. Je potrebné mať spojený prepoj J5. Pre pripojenie 
sa k hardvérovej súčiastke monitoru využíva rozhranie X vyvedené na piny JP10.  
JP10.6: card_tx .......odosielanie dát do karty 
JP10.8: reset ............signál reset 
JP10.10: card_rx........prijímanie dát z karty 
JP10.14: CLK............hodinový signál 
JP10.16: reader_tx.....odosielanie dát do čítačky 
JP10.18: reader_rx ....prijímanie dát z čítačky 
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6.4 Aplikácia pre mikrokontrolér 
Aplikácia pre mikrokontrolér je napísaná v jazyku C. Vyvíjaný program obsahoval zložitejšie funkcie 
a štruktúry, ktoré bolo počas vývoja potrebné odladiť. Bohužiaľ použitý mikrokontrolér MSP430 
nedisponuje prostriedkami pre ladenie programu. Jediné dostupné riešenie ako ladiť program priamo 
na zariadení bolo pomocou kontrolných výpisov zasielaných prostredníctvom sériovej linky. Samotné 
takéto ladenie bolo nepraktické a zdĺhavé, najmä nahrávanie programu do mikrokontroléra a simulo-
vanie požadovanej situácie. Kvôli tomu som program pre MCU vyvíjal takým spôsobom, že som 
vytvoril rozohranie, ktoré abstrahovalo ovládanie mikrokontroléra. Toto rozhranie obsahovalo po-
merne malú zbierku základných funkcií. Pri vývoji ostatnej časti programu som využíval toto rozhra-
nie. Takýto prístup umožňoval implementovať funkcie rozhrania na počítači, ktoré simulovali jeho 
činnosť. Následne som mohol komplexnejšie riadenie a spracovanie vyvinúť a odladiť na bežnom 
počítači, kde sú už dostupné pomerne pohodlné a efektívne riešenia pre ladenie. Ako vedľajší efekt 
takéhoto návrhu je to, že aplikácia bude ľahšie prenositeľná na iný typ mikrokontroléra. Pri prenose 
postačí implementovať len funkcie rozhrania.  
6.4.1 Životný cyklus aplikácie 
Kvôli obmedzenej rýchlosti mikrokontroléra na FITkite nie je možné analyzovať akokoľvek rýchlu 
komunikáciu medzi kartou a čítačkou, ktorú štandard umožňuje. Aby bolo možné monitorovať pokiaľ 
možno najrýchlejšiu komunikáciu, tak k tomu je nutné, aby sa vykonávali iba potrebné úkony 
v časovo kritických udalostiach. Už vyššie navrhnuté typy správ spĺňajú túto požiadavku. Jednotlivé 
znaky správy prichádzajú v krátkych intervaloch po sebe, preto počas prijímania správy je potrebné 
vykonávať minimum úkonov. Až po prijatí celej správy je dostatok času na náročnejšie operácie. 
Preto sa počas prijímania správy bude vykonávať iba analýza protokolu, ktorá slúžia na udržanie kon-
textu, o tom aké dáta sa prijali. A až po obdŕžaní celej správy sa mikrokontrolér pokúsi aplikovať na 
správu pravidlá a odošlú sa informácie o prijatej správe aplikácii na počítači.  
Pre čo maximálne využitie prostriedkov sa  prijaté znaky z FPGA nebudú analyzovať v obsluž-
nej rutine prerušenia, ale umiestnia sa do fronty. Hlavná smyčka programu bude kontrolovať, či sú 
nejaké dostupné dáta vo fronte na spracovanie a tie následne spracuje. S najmenšou prioritou bude 
obsluhované odosielanie správ na počítač. To sa bude vykonávať opäť v hlavnej smyčke, ale až po 
spracovaní dát prijatých z FPGA. Spracovanie dát hlavnou smyčkou a nie v obslužnej rutine preruše-
nia umožňuje monitorovať dáta, ktoré dočasne prichádzajú rýchlejšie ako trvá ich samotná analýza. 
Komunikácia medzi kartou a čítačkou nie je neustála. Po odoslaní požiadavky alebo odpovede sa 
dlhšiu dobu nekomunikuje. Tento čas sa môže využiť na spracovanie dát nahromadených vo frontách. 
Spracovanie jednotlivého znaku vždy pozostáva z aktualizácie informácie o stavu protokolu. 
Stav protokolu určuje, aký význam má analyzovaný odchytený znak a aký ďalší znak sa očakáva. 
Toto vyhodnocovanie je implementované jedným veľkým stavovým automatom. Počas analýzy sa 
jednotlivé znaky správy ukladajú do pamäte. Až po prijatí posledného znaku sa odošle výsledok ana-
lýzy do počítača. Konkrétne sa posiela význam správy a jej obsah, ktorý obsahuje hodnotu odchyte-
ných znakov s ich paritou a počtom taktov od predošlej udalosti. Ak je monitorovanie v aktívnom 
režime, tak sa ešte pred preposlaním do cieľového zariadenia vyhodnotí, či existuje nejaké pravidlo 
pre zmenu správy a následne sa aj aplikuje. Do cieľového zariadenia sa preposiela už prípadne zme-
nená správa. Tiež sa na počítač odosiela správa o uskutočnenej zmene. Schematický celý životný 





Obrázok 6.3: Životný cyklus programu v MCU. 
 
Ako je znázornené obrázkom, tak hlavná smyčka spracováva obsah front s dátami pre analýzu 
a dátami na odoslanie počítaču. Tento cyklus je možné prerušiť odoslaním príkazu STOP z počítača. 
Vtedy sa odstráni celá, práve používaná konfigurácia, zakáže sa obsluhovanie prerušení a začne sa 
čakať na prijatie nových konfiguračných príkazov kým nedôjde príkaz START pre opätovné spuste-
nie analýzy.  
6.5 Aplikácia pre počítač 
Aplikáciu pre počítač som implementoval v jazyku Java pomocou vývojového nástroja Netbeans. 
Použité vývojové prostredie obsahovalo interaktívnu tvorbu grafického rozhrania, čo značne prispelo 
k urýchleniu tvorby aplikácie. Aplikáciu som vyvíjal spôsobom zhora nadol. Najprv som navrhol 
grafické rozhranie a následne som implementoval jeho funkčnosť. Snažil som sa striktne oddeliť gra-
fický dizajn od riadenia aplikácie. Aplikácia sa skladá z troch hlavných častí – komunikačného roz-
hrania po sériovej linke, grafického rozhrania pre tvorbu konfigurácie pre mikrokontrolér 
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Aplikácia je učená pre užívateľa oboznámeného so štandardami pre čipové karty. Nesnaží sa 
demonštrovať a vysvetľovať princíp komunikácie. Snaží sa o čo najprehľadnejšie znázornenie moni-
torovanej komunikácie. 
6.5.1 Komunikačné rozhranie 
Spoločnosť Oracle (niekdajšia Sun), ktorá sa stará o vývoj jazyka Java poskytuje štandardné balíky, 
ktoré implementujú často používané funkcie. Tiež poskytuje balík pre komunikáciu po sériovej 
a paralelne linke s názvom Java Communications API. Bohužiaľ toto rozhranie je implementované 
len pre systémy Linux a Solaris [10]. Ja som však chcel, aby vyvíjanú aplikáciu bolo možné používať 
aj na operačnom systéme Windows. Alternatívu k štandardnému balíku ponúka knižnica RXTX [11] 
(distribuovaná pod licenciou LGPL v2.1 + Linking Over Controlled Interface.). Táto knižnica imple-
mentuje totožné rozhranie ako je navrhnuté štandardným balíkom Java Communications API, ale 
realizácia je dostupná pre operačný systém Windows a Linux.  
Pri používaní knižnice RXTX som sa však stretol s problémom, že jej funkcionalita vstupného 
toku dát (InputStream) nezodpovedala požiadavkám daného rozhrania. Tento problém som riešil vy-
tvorením vlastnej obálky nad problematickým rozhraním, ktoré sa už chovalo korektne.  
Následná implementácia komunikácie realizuje príjem a odosielanie správ tak, ako je to popí-
sané v časti návrhu. Jednotlivé typy správy sú v programe realizované ako tried, ktoré sú odvodené 
z jedinej abstraktnej triedy, ktorá definuje spoločné rozhranie pre poskytovanie informácii o obsahu 
správy. 
6.5.2 Grafické rozhranie pre tvorbu konfigurácie 
Konfigurácia obsahuje mnoho typov rôznych položiek, ktoré je možné zadať. (nastavenie frekvencie 
čítačky, pravidlá pre rozhodovanie smeru komunikácie, množstvo pravidlá pre zmenu jednotlivých 
typov správ) Rozhodol som sa tieto položky kvôli prehľadnejšiemu spôsobu tvorby a editácie uspo-
riadať do stromovej štruktúry s využitím komponenty JTree. Uzly štruktúry definujú typ pravidiel, 
listy obsahujú samotné pravidlá. Táto štruktúra je síce pohodlná pre editáciu, ale nie je v nej prehľad 
o zadaných parametroch. Preto som náhľad doplnil o textové pole, v ktorom sa zobrazujú prehľadnej-
šou formou konfiguračné údaje vyznačeného uzla v stromovej štruktúre. 
Implementoval som tiež možnosť pre uloženie (nahratie) vytvorenej konfigurácie do súboru. 
Dáta ukladám vo formáte XML. Pre implementáciu práce s XML štruktúrou som využil knižnicu 
JDOM [12], ktorá je distribuovaná pod licenciou Apache-style open source license.  
6.5.3 Grafické rozhranie pre analýzu dát 
Pri tvorbe grafického rozhrania som sa inšpiroval rozhraním z aplikácia Wireshark, ktorá slúžiť tiež 
na analýzu komunikačných protokolov - konkrétne slúži pre analýzu sieťovej komunikácie. V tejto 
aplikácii je náhľad na monitorované dáta rozdelený na dva pohľady. Jeden pohľad zobrazuje časovú 
následnosť odchytených správ. V druhom náhľade sa zobrazujú detailne informácie jedenej zvolenej 
správy.  Takúto formu zobrazenia ponúka aj moja aplikácia.  
Pred spustením monitorovania je možnosť výberu aktívneho alebo pasívneho sledovania ko-
munikácie. Získané informácie je možné uložiť v takej forme ako boli odoslané mikrokontrolérom. 
To umožňuje jednotné spracovanie komunikácie buď z mikrokontroléra alebo zo súboru. 
Dôležitou informáciou pri odchytených dátach sú aj ich časy, v ktorých boli jednotlivé znaky 
odoslané. Tieto časy je možné zobraziť v rôznych formátoch. Buď v počte taktov hodinového signálu 
generovaného čítačkou, alebo v počte jednotiek etu, alebo v reálnom čase v jednotkách sekúnd, mili-
sekúnd, mikrosekúnd a nanosekúnd. Pre celé správy je uvedený čas uplynutý od poslednej udalosti po 
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vyslanie prvého znaku správy a čas od vyslania prvého po vyslanie posledného znaku správy. Pri 
detailnom zobrazení správy, ktoré znázorňuje hodnotu jednotlivých znakov správy s ich paritou je 
tiež uvedený čas uplynutý medzi nimi a celkový čas uplynutý od vyslania prvého znaku správy. 




Obrázok 6.4: Ukážka grafického rozhrania analýzy. 
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7 Záver 
Pri vypracovávaní diplomovej práce som sa oboznámil s históriou a súčasným stavom čipových ka-
riet. Vytvoril som si prehľad o štandardoch, ktoré popisujú vlastnosti čipových kariet a protokoly, 
ktoré využívajú pri komunikácii. Tiež som sa zoznámil s platformou výukového kitu FITkit, ktorý bol 
využitý pri implementácii monitorovania komunikácie medzi kartou a čítačkou. Táto diplomová prá-
ca mi tiež umožnila vyskúšať si kompletný vývoj vstavaného systému od vytvorenia súčiastky pre 
pripojenie sa na komunikáciu medzi kartu a čítačku, cez implementovanie radiča, aplikácie pre mik-
rokontrolér, až po grafickú aplikáciu pre obsluhu. 
Realizácia celého projektu dopadla úspešne. Funkčnosť som si otestoval na niekoľkých typoch 
kariet. Aj keď výkon použitého mikrokontroléra neumožňuje monitorovať karty pri vysokej komuni-
kačnej rýchlosti, tak navrhnutý spôsob pozmeňovania dát pri aktívnom monitorovaní umožňuje vynú-
tiť si, aby komunikácia prebiehala s nižšou rýchlosťou, ktorú je už možne spracovávať. 
Využitie vytvoreného projektu je možné uplatniť pre kontrolu správnej funkčnosti pri vývoji 
nových čipových kariet alebo vývoji nového softvéru pre karty. Uplatnenie môže byť aj pri krypto-
grafickej analýze a odolnosti na útoky z hľadiska zabezpečenia dát. K tomuto účelu môže výhodne 
poslúžiť implementovaný spôsob pozmeňovania komunikačných dát.   
Budúci vývoj sa môže uberať rôznymi smermi. V budúcnosti sa môže pozmeniť implementácia 
projektu pre chystanú platformu FITkit 3, ktorá by mala disponovať výkonnejším mikroprocesorom, 
teda by mohla zvládať monitorovanie komunikácie aj pri vyšších rýchlostiach. Ďalšia možnosť je 
implementovať generovanie porúch do prebiehajúcej komunikácie a analyzovať ako sa z nich karta 
a čítačka zotavia. Alebo implementovať simulovanie činnosti karty a čítačky a následne simulovať 
limitné situácie. Ďalším námetom pre pokračovanie je rozšíriť analyzované údaje o úrovne napätia 
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Zoznam príloh 
Príloha A: Obsah CD. 








Obrázok A 1: Grafická štruktúra obsahu priloženého CD. 
 
Popis obsahu: 
/cd/program/bin/fitkit.............................................................. preložený program pre platformu FITkit 
/cd/program/bin/pc.................................................................. preložený program pre osobný počítač 
/cd/program/src/fitkit .............................................................. zdrojové súbory pre platformu FITkit 
/cd/program/src/fitkit/apps/communication/sc_uart_activ ..... zdrojové súbory s aplikáciu pre MCU a 
FPGA  
/cd/program/src/fitkit/base...................................................... knižničné súbory pre preklad FITkit 
aplikácie 
/cd/program/src/fitkit/fpga...................................................... knižničné súbory pre preklad obsahu 
FPGA 
/cd/program/src/fitkit/mcu ...................................................... knižničné funkcie pre preklad obsahu 
MCU 
/cd/program/src/pc .................................................................. zdrojové subory aplikácie pre osobný 
počítač 
/cd/text/bin/dp.pdf................................................................... technická správa v pdf formáte 




Príručka obsahuje ukážku vzhľadu aplikácie s vysvetlivkami funkcií a zobrazených informácii. 
 
Obrazovka s konfiguračnými údajmi  
Vzhľad znázorňuje Obrázok B 1. 
Popis: 
1. Formulár s konfiguráciou. 
2. Stromová štruktúra konfiguračných údajov. 
3. Stručný výpis obsahu konfigurácie zvoleného uzla zo stromovej štruktúry. 
4. Vytvorenie novej konfigurácie. 
5. Nahranie konfigurácie zo súboru. 
6. Uloženie konfigurácie do súboru. 
7. Uloženie konfigurácie do nového súboru. 
8. Zmena hodnôt položky. 
9. Pridanie novej položky. 
10. Odstránenie položky. 
11. Presun položky o jednu pozíciu vyššie. 
12. Presun položky o jednu pozíciu nižšie. 
 
 














Formulár pre editáciu hodnôt 
Vzhľad znázorňuje Obrázok B 2. 
Popis: Konfiguračné hodnoty sa zadávajú v hexadecimálnom tvare. 
 
Obrázok B 2: Formulár pre editáciu konfiguračných hodnôt. 
 
Oznam o chybe 
Vzhľad znázorňuje Obrázok B 3. 
Popis: Zadávané hodnoty sa kontrolujú či vyhovujú špecifikácii. V prípade, že nevyhovujú je o tom 
užívateľ informovaný. 
 
Obrázok B 3: Oznam o chybe pri zadávaní hodnôt. 
 
Obrazovka sa analýzou 
Vzhľad znázorňuje Obrázok B 4. 
Popis: 
1. formulár s analýzou. 
2. Zoznam monitorovaných správ s popisom správy, časom prijatia prvého znaku, dobou trvania 
od prvého po posledný znak, hodnota znakov správy. 
3. Detail zvolenej správy s popisom hodnoty znaku, parity, doby prijatia a času uplynutého od 
prijatia prvého znaku. 
4. Nahranie analýzy zo súboru. 
5. Uloženie analýzy do súboru. 
6. Spustenie analýzy. 
7. Zastavenie analýzy. 
8. Reštartovanie analýzy. 
9. Výber sériovej linky. 
10. Voľba módu monitorovania. 
11. Výber spôsobu zobrazenia údaju o čase. 
12. Automatické posúvanie náhľadu po prijatí novej správy. 
  
 
Obrázok B 4: Náhľad na obrazovku s analýzou. 
 
Formát zobrazenia časových údajov 
Vzhľad znázorňuje Obrázok B 5. 
Popis: Možnosť výberu zobrazenia času v počte hodinových taktov generovaných čítačkou, trvanie 
v jednotkách etu, reálny čas v sekundách, milisekundách, mikrosekundách, nanosekundách. 
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