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要 旨
Androidアプリケーション開発に
繰り返し適用できる定型コード生成ツール
奥田 麻友
Androidアプリケーション (以下，Androidアプリ)を開発する際には，統合開発環境で
ある Android Studio が一般的に使われる．Android Studio を用いた開発では，基本的に
Androidアプリ内のボタンの配置や色の設定といったデザインを XMLで記述し，ボタンを
押した際に別の画面に移動するといった動的処理を Javaで記述する．Andoirdアプリでは，
画面遷移やダイアログの表示といった単純な動的処理が複数箇所で必要になる場合が多い．
これらの動的処理は，同じようなプログラム片で実現できるが，それぞれのプログラム片は
数行にわたり，何度も書くのに手間がかかる．また，同じようなプログラム片が並ぶため，
どのボタンの動的処理をどこで記述しているかの対応が分かりづらい．
本研究では，Androidアプリの動的処理のうち，多用される画面遷移とダイアログの表示
を簡単に実装できるようにすることを目的とする．そのために，これらの動的処理の Java
プログラムを自動生成するツールである Kudamaを開発した．Kudamaは独自のスクリプ
ト (以下，Kudamaスクリプト)を含む XMLと雛形の Javaのプログラムを受け取り，雛形
に動的処理の定義を追加した Javaのプログラムを生成するツールである．Kudamaは一度
生成したプログラムを雛形として用いることができるので，Androidアプリ開発中に繰り返
し適用させることができる．Kudama スクリプトは，画面遷移とダイアログの表示に特化
したプログラミング言語であり，これらの動的処理を簡単に記述できるように設計した．さ
らに，XML中に記述することで，ボタンなどのデザイン中の部品と動的処理の対応が分か
りやすくなり可読性が高まるようにした．
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Kudama の有用性を確認するために Kudama スクリプトの記述しやすさと，Kudama
を使用して作成したプログラムの修正のしやすさを評価するための実験を行った．この実
験では，Android Studio を使って Android アプリ開発をしたことのある複数の被験者に
Kudamaを使って動的処理を記述させた．評価の結果，Kudamaが対応している画面遷移
とダイアログの表示を記述する場合は Kudama を使用した方が Java でプログラムを記述
するよりも記述しやすいことが分かった．しかし，プログラムを修正する場合は，Kudama
を使った開発と使っていない開発では修正のしやすさにほとんど差はないということが分
かった．
キーワード Android，ドメイン特化言語，Java，コード生成
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Abstract
Code Generation Tool Repeatedly Applicable to Android
Application Development
Mayu OKUDA
We generally use Android Studio, which is an integrated development environment
(IDE), when we develop Android applications. In development using Android Studio,
we describe the design, such as arrangement of buttons and color settings, in XML
and dynamic behavior, such as screen transitions on button press, in Java. Android
applications often have simple dynamic behavior like screen transitions and dialog pop-
ups in many places. Although such dynamic behavior is realized by a typical program
fragment, it is tedious to describe this fragment because the fragment comprises a few
lines. Furthermore, it is dicult to understand correspondence between buttons and
descriptions of dynamic behavior because similar program fragments are repeated.
The purpose of this study is to make it easier to implement frequently used dy-
namic behavior, particularly screen transitions and dialog pop-ups. For this purpose,
we developed a program generation tool, named Kudama, which generates Java pro-
grams of such dynamic behavior. The input of Kudama is a XML document containing
description in our domain specic language (Kudama Script) and a template of Java
programs, and its output is a Java program, which is the template ll with descriptions
of dynamic behavior. Kudama can be used repeatedly in development of Android appli-
cation by using the program that Kudama generated as a template. Kudama Script is
domain specic language for describing screen transitions and dialog pop-ups, which is
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designed to allow the users to describe such dynamic behavior with simple description.
Moreover, we designed Kudama Script to be described in the XML document so as to
improve readability by making correspondence between design elements such as buttons
and descriptions of their dynamic behavior clear.
We evaluated Kudama in terms of describability of Kudama Script and diculty of
modication of programs generated by Kudama. In the experiment, we had ten devel-
opers who have experience of Android application development using Android Studio
use Kudama to program dynamic behavior. Results of this evaluation revealed that
programing those dynamic behavior using Kudama is easier than that using Java that
Kudama supports, that is, screen transitions and dialog pop-ups. However, diculty of
modication of programs in a development with Kudama was similar to that without
Kudama.
key words Android, domain specic language, Java, code generation
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第 1章
はじめに
1.1 研究の背景
Androidアプリケーション (以下，Androidアプリ)の開発を行う際には，Androidアプ
リの統合開発環境である Android Studioが一般的に使われる．統合開発環境とは，エディ
タ，コンパイラ，デバッガなどの開発ツールを統合し，開発者にとって便利な様々な機能を
追加したアプリケーション開発用のソフトウェアである．Android Studioでは，基本的に
はボタンの配置や色の指定といったアプリデザインを XMLで，ボタンを押した際にどのよ
うな処理がなされるかといった動的処理を Javaで記述する．
Android アプリでは，別の画面に移動する画面遷移やメッセージを表示するのに使われ
るダイアログの表示といった動的処理は多用される．これらの動的処理は，同じようなプ
ログラム片で実現できるが，それぞれのプログラム片は数行にわたり，何度も書くのに手
間がかかる．図 1.1 は Android アプリに設置されたボタンを押した際に画面遷移を行う動
的処理を表すプログラム片の例である．1行目では，R.id.menu buttonにより，XML中
で menu buttonという IDをつけたボタンのオブジェクトを作成している．2行目では，そ
のボタンを押した場合の処理とするため，setOnClickListener インターフェイスを実装
したクラスのオブジェクトを作って返している．5 行目は，画面遷移先の Activity として
MenuActivityを指定している．Androidアプリで画面遷移は複数箇所で必要になるため，
このようなプログラム片を必要に応じて何度も記述することになる．また，同じようなプ
ログラム片が並ぶため，どのボタンの動的処理をどこで記述しているかの対応が分かりづ
らい．
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1.2 研究の目的と方針
1 Button button = (Button) findViewById(R.id.menu_button );
2 button.setOnClickListener(new View.OnClickListener () {
3 @Override
4 public void onClick(View v) {
5 Intent intent = new Intent(getApplication (), MenuActivity.class );
6 startActivity(intent );
7 }
8 });
図 1.1 画面遷移を表す Javaのプログラム片の例
1.2 研究の目的と方針
本研究では，同じのようなプログラムを短く記述できるようにすることと，デザインを表
す XMLドキュメントと動的処理との対応付けを分かりやすくすることを目的とする．本研
究では，画面遷移とダイアログの表示を対象として短く記述できるようにする．また，これ
らの動的処理は，デザインの XMLに対して直接書き込めるようにすることで，デザインと
動的処理の対応づけを分かりやすくする．
1.3 開発したツール
1.2節で述べた方針をもとに，画面遷移とダイアログの表示の Javaプログラムを自動生成
するツールである Kudamaを開発した．Kudamaは，Android Studioを用いて Android
アプリを開発する際に利用することを想定する．Kudama を使った開発では，画面遷移と
ダイアログの表示の動的処理を，これらを記述するのに特化しているスクリプト言語 (以下，
Kudama スクリプト) で記述し，XML のボタンなどを表す要素に対して付加する．XML
の要素に直接動的処理を書き込めるため，デザインと動的処理の対応が分かりやすくなる．
Kudamaは図 1.2のように，Kudamaスクリプトを記述した XMLと雛形となる Javaプ
ログラムを入力として，Kudamaスクリプトで記述された動的処理の内容を含む Javaのプ
ログラムを生成する．図 1.3 は，Android アプリのボタンを表す XML に対して Kudama
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1.4 本論文の構成
図 1.2 Kudamaの概要
1 <Button
2 android:layout_width =" wrap_content"
3 android:layout_height =" wrap_content"
4 android:text="メ ニ ュ ー ボ タ ン"
5 android:layout_alignParentTop ="true"
6 android:layout_alignParentStart ="true"
7 android:layout_marginTop ="31dp"
8 android:id="@+id/menu_button"
9 Kudama="go(MenuActivity)"
10 />
図 1.3 Kudamaスクリプトを記述した XMLドキュメントの例
スクリプトを記述した例である．図 1.3の 9行目の下線部は画面遷移を表す Kudamaスク
リプトである．Kudamaは，この XMLファイルから図 1.1のプログラム片を含む Javaの
プログラムを生成する．Kudamaが生成した Javaのプログラムは再度雛形とすることがで
き，Androidアプリ開発中に Kudamaを繰り返し適用することができる．
1.4 本論文の構成
本論文の構成は以下の通りである．第 2章で本研究の前提となる Android Studioを用い
た Androidアプリの開発について説明する．第 3章では，本研究で作成したツールである
Kudamaの設計について述べる．第 4章では，第 3章をもとにした Kudamaの実装につい
て述べる．第 5 章では，Kudama の有用性の評価について述べ，その結果について考察す
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1.4 本論文の構成
る．第 6章では，本研究の関連研究を述べ，本研究との比較を行う．最後に第 7章でまとめ
を述べ，本論文を結ぶ．
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第 2章
Android アプリ開発
2.1 Android Studio
Android Studioは Googleが無償で提供している Androidアプリ作成のための統合開発
環境である．統合開発環境とは，エディタ，コンパイラ，デバッガなどの開発ツールを統合
し，プログラムファイルの管理機能など，開発者にとって便利な様々な機能を追加したアプ
リケーション開発用のソフトウェアである．Andriod Studioは，Androidアプリ作成の標
準的な開発環境として利用されている [1]．
Android Studioを用いた開発では，Androidアプリをプロジェクトとして管理している．
このプロジェクトにはアプリの動的処理を記述するための Javaファイルやアプリ内のデザ
インを記述するための XML，アプリに用いられるアイコンや背景用の画像，設定ファイル
などアプリを構成するファイルが含まれている．
Androidアプリの一画面は，一つの Javaクラスによって構成される．この Javaクラスを
Activityと呼ぶ．Activityは，Activityクラスを継承したクラスである．Android Studio
ではプロジェクトや Activity をある程度自動で生成する．自動生成されるファイルには，
Activity として機能するための最低限の Java のプログラムと対応する XML が含まれる．
図 2.1は Android Studioで生成した空の Activityの例である．9行目の onCreateメソッ
ドは Androidアプリでこの Activityが呼び出された際に自動的に呼び出されるメソッドで
ある．11行目ではデザイン XMLを呼び出して表示する．自動生成された Activityにはこ
の処理しか記述されていないため，詳細な動的処理は開発者が記述していく必要がある．こ
の詳細な動的処理は，onCreateメソッド内で呼び出されるように記述する必要がある．
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2.1 Android Studio
1 package com.plask.app;
2
3 import android.support.v7.app.AppCompatActivity;
4 import android.os.Bundle;
5
6 public class MainActivity extends AppCompatActivity {
7
8 @Override
9 protected void onCreate(Bundle savedInstanceState) {
10 super.onCreate(savedInstanceState );
11 setContentView(R.layout.activity_main );
12 }
13 }
図 2.1 Android Studioで自動生成される Activityの例
Android Studio では，Android アプリのデザインを XML で全て記述する必要はなく，
Android Studioに搭載されている図 2.2のような GUIである程度自動生成する．
図 2.2 XMLを生成する GUI
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2.2 Androidアプリ開発の流れ
2.2 Androidアプリ開発の流れ
Android Studio で Android アプリの一つの画面を作成する流れを図 2.3 に示す．まず，
Android アプリの画面デザインを GUI で編集する．GUI で編集しきれないものは XML
で記述する．次に，この編集した XML ファイルに対応する Activity に必要な動的処理を
Java で記述する．これらのファイルや，アイコンに用いる画像ファイルなど Android ア
プリに必要なファイルを用いてビルドすることで Android アプリを作成する．作成した
Androidアプリは，Androidのモバイル端末やエミュレータを用いて動作確認を行い，デザ
インの変更や動作に誤りがある場合は修正する．
以下では，研究室を紹介する Androidアプリの開発を例に開発手順を説明する．
1. Androidアプリの設計を考える．この Androidアプリは，ホーム画面や研究室のメン
バー紹介画面などがあるとする．
2. 各画面の Activity の枠組みを Android Studio の機能で自動生成し，それぞれの
Activityに対応するデザインの XMLを GUIを用いて作成する．例として，ホーム画
面の XMLを図 2.4に示す．8から 15行目はデザインを表す要素であり，Andridアプ
リ上ではメンバーと書かれたボタンとして表示される．8行目の Buttonはこの要素の
要素名であり，9 から 15 行目は配置されている場所に関する情報などを表している．
また，12行目ではこの要素の IDを設定している．
3. 各画面の動的処理を Javaで記述していく．例として，ホーム画面では，別のダイアロ
グを表示してから画面に遷移する処理や研究室の webページに移動する処理が必要で
図 2.3 Androidアプリ開発の流れ
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2.2 Androidアプリ開発の流れ
1 <?xml version ="1.0" encoding ="utf -8"?>
2 <android.support.v4.widget.DrawerLayout
3 xmlns:android ="http :// schemas.android.com/apk/res/android"
4 xmlns:tools ="http :// schemas.android.com/tools"
5
.
.
.
6 tools:context ="com.plask.app.HomeActivity">
7
.
.
.
8 <Button
9 android:layout_width =" match_parent"
10 android:layout_height =" wrap_content"
11 android:text="メ ン バ ー"
12 android:id="@+id/member_button"
13 android:background =" @android:color/holo_red_light"
14 android:layout_alignParentLeft ="true"
15 android:layout_alignParentStart ="true" />
16
.
.
.
17 </android.support.v4.widget.DrawerLayout >
図 2.4 ホーム画面の XML
あるとする．ホーム画面を表す Javaプログラムを図 2.5に示す．10から 24行目では
図 2.4で追加したメンバーと書かれたボタンを押した際に以下のようなダイアログを表
示する動的処理を行うように記述している．
タイトル 『注意！』
メッセージ 『別の画面に遷移しますが，よろしいですか？』
ボタン 『はい』 押すと研究室のメンバー紹介画面に遷移する
ボタン 『いいえ』 押すとダイアログを閉じる
4. 全て記述し終えると，アプリをビルドして動作を確認し，デザインや動的処理処理が設
計と違っていれば修正する．
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2.2 Androidアプリ開発の流れ
1 package com.plask.app;
2 import android.content.Intent;
3
.
.
.
4 public class HomeActivity extends AppCompatActivity {
5 @Override
6 protected void onCreate(Bundle savedInstanceState) {
7 super.onCreate(savedInstanceState );
8 setContentView(R.layout.activity_home );
9
10 Button member = (Button) findViewById(R.id.member_button );
11 final AlertDialog.Builder member_dialog = new AlertDialog.Builder(this);
12 member.setOnClickListener(new View.OnClickListener () {
13 @Override
14 public void onClick(View v) {
15 secret_dialog.setMessage ("別 の 画 面 に 遷 移 し ま す が ， よ ろ し い で す か ？")
16 .setTitle ("注 意!")
17 .setPositiveButton ("は い" , new DialogInterface.OnClickListener () {
18 @Override
19 public void onClick(DialogInterface dialogInterface , int i) {
20 Intent intent = new Intent(getApplication (), MemberActivity.class);
21 startActivity(intent );
22 }})
23 .setNegativeButton ("い い え" , null ).show ();
24 }});
25
.
.
.
26 }
27 }
図 2.5 ホーム画面の Activityの Javaプログラム
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第 3章
設計
3.1 目標
本研究で開発する Kudamaの目標は，画面遷移とダイアログ表示の動的処理を短く記述
できるようにすることである．またこれらの動的処理は，XMLに対して直接書き込めるよ
うにすることで XMLドキュメントと動的処理の対応が分かりやすくなるようにする．
3.2 Kudama
3.1 節で記述した目標を達成するため，画面遷移とダイアログの表示の動的処理の Java
プログラムを自動生成するツールである Kudamaを開発した．Kudamaは図 1.3のように，
Kudama スクリプトを記述した XML と雛形となる Java プログラムが記述されたファイ
ルを入力として，Activityとなる Javaプログラムを生成する．この Javaプログラムには
Kudamaスクリプトをもとにした動作を表すプログラム片が含まれる．
Kudamaは図 3.1のように XMLから必要な情報を抽出する XML解析部，Kudamaス
クリプトを解析し構文木を作成する Kudamaスクリプト解析部，Kudamaスクリプトの解
析情報をもとに動的処理のプログラム生成する動的処理のプログラム生成部，抽出した情報
と生成した動的処理のプログラムを合成させて Javaのプログラムを完成させるプログラム
合成部から構成されている．
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3.3 Kudamaスクリプト
図 3.1 Kudamaの構成
3.3 Kudamaスクリプト
XML で書かれたコードの要素に対して Kudama スクリプトを組み込むことができる．
組み込む場合は図 1.3の 9行目のように Kudama=”hKudamスクリプト i”の形で記述す
る．Kudamaスクリプトでは組み込んだ要素が表すものをタップした際に起動する動作を対
象としている．Kudama スクリプトが対応している動的処理は画面遷移とダイアログの表
示である．Kudamaスクリプトの文法を図 3.2に示す．ここで ActivityNameと IconName
は Javaのであり，Messageと Titleは文字列である．文字列は [ ]で囲って記述し，[ ]内
で]と n は nでエスケープする．
画面遷移では，対象の要素が表すものを押すと指定した Activity に遷移する．図 3.3 は
Kudamaスクリプトで記述した画面遷移の例であり，MenuActivtyという名前の Activity
に遷移する．
ダイアログの表示では対象の要素が表すものを押すとダイアログが表示される．ダイアロ
グのメッセージとタイトルはそれぞれ角カッコで囲む必要がある．また，アイコンを追加す
る場合，アイコンは XMLファイルが格納されている layoutディレクトリと同じ階層にあ
る drawableディレクトリ内にアイコンとして使うファイルを格納する必要がある．この画
像は PNG形式でなければならない．図 3.4は Kudamaスクリプトで記述した簡単なダイ
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3.4 雛形ファイル
アログを表示する例である．この例では，ボタンを押した際にタイトルが『ダイアログ』で
メッセージが『ボタンが押されました』と記述されたダイアログが表示される．
ダイアログにはボタンを 3つまで追加することができ，このボタンには画面遷移，ダイア
ログの表示の動的処理を指定することができる．指定がなければ，押した際にダイアログを
閉じる．ボタンは記述された順に，右詰めで追加される．図 3.5はボタンを追加したダイア
ログ表示の例であり，ダイアログ内の『はい』と書かれたボタンを押すと，新たなダイアロ
グが生成され表示される．
3.4 雛形ファイル
Kudamaが初回に入力とする雛形としては，Android Studioでプロジェクトを生成した
際に自動生成される Activityや Kudamaにデフォルトで用意されている雛形ファイルを想
定している．Kudamaのデフォルトの雛形となるプログラムを以下の図 3.6に示す．雛形と
して使えるプログラムとしては，以下の要件を満たすものである．
 1行目のように packageを含む文が書いてある
 3行目のように public classを含む文が書いてある
Prog ::= Stmt
Stmt ::= GoStmt j Dia log
GoStmt ::= go( Activi tyName )
Dia log ::= Dia l o gL i s t Dia logBut ton*
Dia l o gL i s t ::= dialog( Message )
j dialog( Message , T i t l e )
j dialog( Message , T i t l e , IconName )
Dia logBut ton ::= .( T i t l e )f Dstmt g
Dstmt ::= GoStmt
j Dia log
j
図 3.2 Kudamaスクリプトの文法
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3.5 入出力ファイルの指定
1 Kudama = "go(MenuActivity )"
図 3.3 画面遷移を表す Kudamaスクリプトの例
1 Kudama = "dialog ([ボ タ ン が 押 さ れ ま し た] ,[ ダ イ ア ロ グ])"
図 3.4 簡単なダイアログを表示する Kudamaスクリプトの例
 4行目から 8行目のようにオーバーライドされた onCreateメソッドが書いてあり，メ
ソッド内に図 3.6の 7行目の文が書いてある
 8行目のように onCreateメソッド内に setContentViewを含む文が書いてある
雛形となる Java のプログラムは最低限このデフォルトの雛形に書いているものが必要に
なる．
Kudamaが出力した Javaファイルもこれらの要件を満たすため，雛形として適用するこ
とができる．
3.5 入出力ファイルの指定
Kudamaを使用する際には以下をユーザが設定する必要がある．
 デザイン XMLのファイル名
 デザイン XMLのファイルのパス
 Java出力先のディレクトリパス
 雛形プログラムファイルのパスとファイル名
これらは，テキストファイルに上記の順に一行ごとに書き込む．これらは設定を書き込む
ための図 3.7のような GUIを用いて書き込みを行うことができる．
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3.6 Kudamaを用いた Androidアプリ開発
1 Kudama = "dialog ([あ な た は 鵜 川 研 の メ ン バ ー で す か ？] ,[ ボ タ ン ６] , icon_plask)
2 　 　 　 　 　 　 　.([ は い]){ dialog ([は い が 押 さ れ ま し た]).([ OK]){} }
3 .([い い え]){}"
図 3.5 複雑なダイアログを表示する Kudamaスクリプトの例
3.6 Kudamaを用いたAndroidアプリ開発
Kudamaを用いた Androidアプリ開発の流れを図 3.8に示す．開発の流れとしては，デ
ザインの作成までは 2.2 節で記述した Android アプリ開発の流れと同じだが，動的処理の
記述が異なる．画面遷移とダイアログの動的処理は，XML の要素に対して Kudama スク
リプトで記述し，Kudamaを使って Javaのプログラムを自動で生成する．Kudamaスクリ
プトで記述できない動作は，雛形のプログラムか生成されたプログラムに対して Javaで記
述する．全ての動的処理を記述し終えたら，通常の Androidアプリ開発と同様に必要なファ
イルをビルドしてアプリを作成し，動作を確認を行う．想定していたデザインになっていな
い場合は修正し，Androidアプリを完成させる．この修正の際には，生成した Javaプログ
ラムを雛形として指定することで，再度 Kudamaを使うことができる．
2.2節で述べた Androidアプリ開発の例と同様のものを作成する際の動的処理の記述につ
1 package
2
3　 　 public class
4
5 @Override
6 protected void onCreate(Bundle savedInstanceState) {
7 super.onCreate(savedInstanceState );
8 setContentView
9 }
10 }
図 3.6 Kudamaのデフォルトの雛形ファイル
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3.6 Kudamaを用いた Androidアプリ開発
図 3.7 Kudamaの設定書き込み用 GUI
図 3.8 Kudamaを用いた Androidアプリ開発の流れ
いて述べる．Kudamaを用いて作成する際の XMLは，図 3.9のようになる．研究室の web
ページに移動する処理など Kudamaは対応していない処理は，雛形のプログラムか生成さ
れた Javaのプログラムに対してあらかじめ記述する．Kudamaを使った開発では，図 2.5
の 10から 24行目までのプログラムは 16から 18行目の Kudamaスクリプトで記述できる
ようになる．
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3.6 Kudamaを用いた Androidアプリ開発
1 <?xml version ="1.0" encoding ="utf -8"?>
2 <android.support.v4.widget.DrawerLayout
3 xmlns:android ="http :// schemas.android.com/apk/res/android"
4 xmlns:tools ="http :// schemas.android.com/tools"
5
.
.
.
6 tools:context ="com.plask.app.HomeActivity">
7
.
.
.
8 <Button
9 android:layout_width =" match_parent"
10 android:layout_height =" wrap_content"
11 android:text="メ ン バ ー"
12 android:id="@+id/member_button"
13 android:background =" @android:color/holo_red_light"
14 android:layout_alignParentLeft ="true"
15 android:layout_alignParentStart ="true"
16 Kudama = "dialog ([注 意!] ,[ 別 の 画 面 に 移 動 し ま す が ， よ ろ し い で す か?])
17 .([は い]){ go( MemberActivity ) }
18 .([い い え]){ }"/>
19
.
.
.
20 </android.support.v4.widget.DrawerLayout >
図 3.9 ホーム画面の XML
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第 4章
実装
3.2節で示したように，Kudamaは
 XML解析部
 Kudamaスクリプト解析部
 動的処理のプログラム生成部
 Javaプログラム合成部
から成る．本章では，これらの実装を説明する．
4.1 XML解析部
XML解析部では，Javaのプログラムを生成するために入力された XMLから以下を抽出
する．
1. Kudamaスクリプト
2. Kudamaスクリプトが記述された要素名
3. Kudamaスクリプトが記述された要素の ID
4. 対応している Activity名
例として図 4.1 の XML の場合，下線部の情報が抽出される．19 行目の下線部が上記の
Kudama スクリプト，12 行目の下線部が要素名，16 行目の下線部が要素の ID，10 行目
の下線部が Activity 名である．10 行目は Activity を自動生成する際に同時に生成された
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4.1 XML解析部
1 <?xml version ="1.0" encoding ="utf -8"?>
2 <RelativeLayout xmlns:android ="http :// schemas.android.com/apk/res/android"
3 xmlns:tools ="http :// schemas.android.com/tools"
4 android:layout_width =" match_parent"
5 android:layout_height =" match_parent"
6 android:paddingBottom =" @dimen/activity_vertical_margin"
7 android:paddingLeft =" @dimen/activity_horizontal_margin"
8 android:paddingRight =" @dimen/activity_horizontal_margin"
9 android:paddingTop =" @dimen/activity_vertical_margin"
10 tools:context ="com.plask.plaskapp.MainActivity ">
11
12 <Button
13 android:layout_width =" wrap_content"
14 android:layout_height =" wrap_content"
15 android:text="メ ニ ュ ー ボ タ ン"
16 android:id="@+id/menu button"
17 android:layout_alignParentTop ="true"
18 android:layout_alignParentStart ="true"
19 Kudama="go(MenuActivity)"/>
20
21 </RelativeLayout >
図 4.1 アプリデザイン XMLの例
XMLの場合にはあらかじめ書き込まれているが，XML単体でファイルを生成した場合に
は書き込まれていないため，Kudamaを適用させる際にユーザが書き込む必要がある．
これらを抽出するために，SAXと呼ばれる XMLを解析するための APIを用いて XML
を解析した．抽出した結果は，要素ごとに要素名，要素の ID，Kudamaスクリプトの組を作
り，そのリストとして保持する．対応している Activity名に関しては，パスと Activityの
クラス名で分けて保持しておく．図 4.1の場合は，com.plask.plaskappと MainActivity
を別々の変数に保持しておく．
{ 18 {
4.2 Kudamaスクリプト解析部
4.2 Kudamaスクリプト解析部
XML解析部で抽出された Kudamaスクリプトを解析する．そのため，Kudamaスクリ
プトの解析器を ANTLRを用いて作成した．ANTLRは，構文解析器を作成するプログラ
ムである．Kudama スクリプトをこの解析器を用いて解析し，解析木を作成する．作成し
た解析木から構文木を作成する．構文木の節点は ASTGoNodeと ASTDialogNodeの 2つ
のクラスで表現する．これらのクラスは，節点の種類を判別できるように kindフィールド
を持たせる．また，節点の種類の他にそれぞれのクラスが持っている情報について表 4.1 に
示す．
4.3 動的処理のプログラム生成部
動的処理を記述する際，対応する各要素の IDを読み込む必要がある．この処理を生成し
た構文木を解析する前に行っておく．要素と IDの情報をもったリストを順に確認し，あら
表 4.1 構文木の節点
クラス 種類 (kind)　
ASTGoNode Go STMT
画面遷移をするプログラムを表す．画面遷移先の Ac-
tivity名の情報を持つ．
ASTDialogNode Dialog STMT
ダイアログ表示のプログラムを表す．ダイアログに表
示するメッセージの内容，ダイアログのタイトル名，ダ
イアログのアイコンのファイル名，ダイアログ内のボ
タンについて情報を持つ．このボタンは DialogButton
クラスとして定義され，ボタン名とボタンを押した際
の動作を表す節点を持つ．
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4.3 動的処理のプログラム生成部
1 Button button = (Button) findViewById(R.id.button );
図 4.2 対応する要素の IDを読み込むプログラムの例
1 button.setOnClickListener(new View.OnClickListener () {
2
3 @Override
4 public void onClick(View v) {
5
6 Intent intent = new Intent(getApplication (), Activity1.class);
7 startActivity(intent );
8 }});
図 4.3 画面遷移の Javaプログラムの例
かじめ図 4.2のような要素の IDをつけたボタンのオブジェクトを生成する．この変数は ID
名をそのまま利用している．
その後，Kudamaスクリプト解析部で作成した構文木から，動的処理を表す Javaプログ
ラムを生成する．構文木の節点を受け取り，節点の種類を調べる．
Go STMTの場合，Activity名の情報から画面遷移の動的処理のプログラムを生成する．生
成されるコードの例として IDが buttonである要素に図 3.3の Kudamaスクリプトを記述
した際に生成されるプログラムを図 4.3に示す．
Dialog STMTの場合，メッセージ，タイトル，アイコンの情報を入力するプログラムを
作った後，ボタンに関する情報のプログラムを作成し，ダイアログの動的処理のプログラム
を完成させる．ボタンは押した際の動作に関する情報として節点をもつのでこの節点の種類
を調べ，同様にプログラムを生成する．生成されるコードの例として IDが buttonである
要素に図 3.4の Kudamaスクリプトを記述した際に生成されるプログラムを図 4.4に示す．
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4.4 Javaプログラム合成部
1 final AlertDialog.Builder button_builder= new AlertDialog.Builder(this);
2 button.setOnClickListener(new View.OnClickListener () {
3
4 @Override
5 public void onClick(View v) {
6 button2_builder.setMessage ("ボ タ ン が 押 さ れ ま し た")
7 .setTitle ("ダ イ ア ロ グ"). show ();
8 }});
図 4.4 ダイアログの Javaプログラムの例
4.4 Javaプログラム合成部
Javaプログラム合成部では，雛形となる Javaプログラムを読み込んで，XML解析部で
抽出した情報と Kudama スクリプトの解析結果から生成した Java プログラムを雛形プロ
グラムの適切な位置に配置することでプログラムを生成する．生成方法としては，雛形プロ
グラムを一行ずつ上から順に読み込んでいき，その行をもとに生成するプログラムを書き込
んでいく．この時の処理を以下に述べる．　
 packageというワードが書かれている行を読み込むと，XMLで読み取ったパッケージ
名を用いて package文を書き込む．
 public class というワードが書かれている行を読み込むと，XML で読み取った
Activity のクラス名を用いてクラクラス定義を書き込む．このクラスは，生成される
Javaのプログラムを Activityとするため，AppCompatActivityを継承する．
 setContentsViewと書かれている行を読み込むと，引数として入力の XMLが指定さ
れるた setContentsViewメソッドを書き込む．
 /*kudamaStart*/というコメントを読み込むと，/*kudamaEnd*/というコメントが読
み込まれるまで書かれている内容を無視する．また，このコメントの間に生成した動的
処理のプログラムを配置したものを書き込む．
 その他の行については雛形の行の内容をそのまま書き込む．
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4.4 Javaプログラム合成部
この間に Kudama が対応する動的処理に必要だが、import されていないクラスがあるか
を確認する．雛形ファイルを最後の行まで読み込んだ後，Kudama スクリプトが対応して
いる動的処理で必要なクラスの import文が雛形に書き込まれていない場合は package文
の下に追加する．雛形に生成した動的処理を記述する目印となるコメントがない場合は
setContentsViewメソッドをが記述されている行の 3行下の行に生成した動的処理がコメ
ントに囲まれた状態で記述される．
例として，図 4.1 をファイル名 activity main.xml とし，このファイルと Kudama
のデフォルトの雛形を指定して Kudama を適用すると図 4.5 のような Java ファイルが
生成される．生成される Java のプログラムは Activity とするため，11 行目のように
AppCompatActivityを継承したクラスとしている．16行目のように記述することで，入力
の XML ドキュメントの内容が読み込まれるようにする．Kudama スクリプトから生成さ
れた動的処理のプログラムは 19行目と 29行目のコメントの間に配置される．
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4.4 Javaプログラム合成部
1 package com.plask.plaskapp;
2 import android.content.Intent;
3 import android.support.v7.app.AppCompatActivity;
4 import android.os.Bundle;
5 import android.view.View;
6 import android.widget.Button;
7 import android.widget.TextView;
8 import android.support.v7.app.AlertDialog;
9 import android.content.DialogInterface;
10
11　 　 public class MainActivity extends AppCompatActivity {
12
13 　 @Override
14 　 protected void onCreate(Bundle savedInstanceState) {
15 　 super.onCreate(savedInstanceState );
16 setContentView(R.layout.activity_main );
17
18
19　 　 　 　 　/* kudamaStart */
20　 　 　 　 　 Button button= (Button) findViewById(R.id.button1 );
21 　 button.setOnClickListener(new View.OnClickListener () {
22
23 　 　 @Override
24 public void onClick(View v) {
25
26 Intent intent = new Intent(getApplication (), Activity1.class);
27 startActivity(intent );
28 }});
29 /* kudamaEnd */
30 }
31　 　}
図 4.5 生成される Javaプログラムの例
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第 5章
評価
Kudama の有用性を，Kudamaスクリプトの記述しやすさ，Kudamaを使用して作成し
たプログラムの修正のしやすさの観点から評価した.
5.1 実験方法
評価するための実験では，10名の被験者に Androidアプリの動的処理を記述する作業を
させ，その時間を計測した．被験者は，Android Studioでアプリを作成した経験があり，参
考書を見れば指定した動作を記述することのできる高知工科大学の学生を対象とした．実験
は Kudama を使うグループと Kudama を使わないグループにそれぞれ 5 名ずつに分けて
行った．Kudamaを使うグループは，Kudamaの使用法を書かれた紙を用意しておき，そ
れを見ながら作業を行わせた．Kudamaで記述できるものは全て Kudamaスクリプトで記
述させ，記述できないものに関しては，書籍 [3] を見ながら Java で記述させた．Kudama
を使わないグループは，Androidアプリ開発に関する書籍 [3]を参考にしながら動的処理を
全て Javaで記述させた．書籍にはあらかじめ付箋を貼っておき，作業を始める前にどの場
所に作業で使用する動的処理が書かれているか説明し，記述するコードがどこに書いてある
か分かりやすいようにした．付箋を貼ったページとその内容を表 5.2に示す．時間の計測方
法としては，被害者が作業の内容を理解した時点から計測を始め，動作確認をして被験者
が正しく動いたと判断した時点で終了とした．動作確認は Genymotionという Androidエ
ミュレータを使い仮装デバイスとして Google Nexus4を使って行った．
実験の作業環境を以下の表 5.1に示す．
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表 5.1 実験の作業環境
バージョン
MacOS X 10.11.6
Android Studio 2.1.2
Gneymotion 2.11.0
Google Nexus4 4.2.2
javac 1.8.0 101
表 5.2 書籍の付箋を貼ったページとその内容
ページ番号 内容
264 画面遷移の書き方
397 398 ボタンクリック時に動作するについての解説
414 417 トーストの概要と書き方，サンプルコード
522 531 ダイアログ表示の書き方とサンプルコード
927 928 画面遷移のサンプルコード
被験者には，あらかじめ配置されているボタンに対して動的処理を記述する作業 1，実際
のアプリ開発を想定しデザイン作成と動的処理の記述の両方を行う作業 2，作業 1と作業 2
で記述した動的処理の修正を行う作業 3 を順に行わせた．また，Kudama を使ったグルー
プには実験の終了後にアンケートを実施した．それぞれの作業の詳細な内容を以下に記述
する．
5.1.1 作業 1
画面遷移とダイアログの表示の動的処理の Kudamaを用いた場合の書きやすさについて
評価することを目的とした．この作業では，プログラム自体の書きやすさを比較するためプ
ログラムのコピーアンドペーストは行わないよう指示した．この作業では，あらかじめ図
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図 5.1 作業を行う Activityの画面
5.1のような画面がデザインされた XMLを準備し，この画面のボタンを押した際の動的処
理を記述させた．この XMLに対応する Activityは Android Stuidoの機能で生成された空
の Activityをあらかじめ準備した．また，画面遷移先の Activityなどの必要なファイルは
空の Activityを同様に準備した．これらのデザインはどの Activityであるかを示すテキス
トが配置されているだけのものである．
以下の 3つの動的な処理を指定したボタンを押した際に行われるように記述し，動作確認
させた．
ボタン 1 SubActivityへの画面遷移
ボタン 2 ダイアログの表示
タイトル 『ダイアログテスト』
メッセージ 『ボタン 2が押されました』
ボタン 3 トースト
メッセージ 『ボタン 3が押されました』
この作業では，それぞれの項目について時間を計測した．トーストは，グレーのボックスに
メッセージを表示し，指定した時間後にフェードアウトして消える機能である．このトース
トについては，Kudamaスクリプトでは記述できないため，Kudamaを使用するグループ
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も Javaで記述する必要がある．
5.1.2 作業 2
実際の Androidアプリ作成を想定し，デザインを作成しつつ動的処理を書いた場合に有
用かを評価することを目的とした．この作業は，実際の Androidアプリ作成を想定し，自
分の記述したプログラムはコピーアンドペーストを行っても良いものとした．
被験者に図 5.2の指定した位置にボタンを配置させ，そのボタンに対してそれぞれ以下の
動的処理を記述させた．
ボタン 4 SubA2ctivityへの画面遷移
ボタン 5 Sub3Activityへの画面遷移
ボタン 6 ダイアログの表示
タイトル 『ボタン 6』
メッセージ 『ボタン 6が押されました』
ボタン 『閉じる』押すとダイアログを閉じる
ボタン 7 　ダイアログの表示
タイトル 『ボタン 7』
メッセージ 『サブ画面に遷移しますか?』
ボタン 『はい』押すと SubActivityに画面遷移する
ボタン 『いいえ』押すとダイアログを閉じる
5.1.3 作業 3
Kudama の動的処理の修正のしやすさを評価することを目的とした．この作業では，作
業 1，2で記述させた動的処理を以下のように修正させた．
ボタン 1 Sub2Activityへの画面遷移
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図 5.2 作業 2のボタン配置位置
ボタン 4 ダイアログの表示
タイトル 『ボタン 4』
メッセージ 『サブ 2画面に移動しますか?』
ボタン 『はい』 押すと Sub2Activityに画面遷移する
ボタン 『いいえ』 押すとダイアログを閉じる
ボタン 6 ダイアログの表示
タイトル 『ダイアログテスト』
メッセージ 『ボタン 2が押されました』
アイコン icon plask.pngをアイコンとして使用
ボタン 『はい』 押すとダイアログを表示する
メッセージ 『あなたは鵜川研のメンバーですか?』
ボタン 『OK』押すとダイアログを閉じる
ボタン 『いいえ』 押すとダイアログを閉じる
この作業にはアイコンを追加するものがあるが，アイコンとなる画像は XMLファイルが
格納されている layoutディレクトリと同じ階層にある drawableディレクトリ内にあらか
じめ格納した．
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5.2 アンケート
Kudama を利用して実験を行った人に対してアンケートを行い Kudama を評価させた．
アンケートでは以下を 4段階で評価させた．
項目 1 本ツールを用いたことによって Javaのコードが編集しやすくなったと思うか
項目 2 本ツールを使った場合、画面遷移とダイアログの動的な処理は使わない場合よりも
容易に書けるようになると思うか
項目 3 本ツールで使用するスクリプト（kudamaスクリプト）は書きやすいと思うか
5.3 実験結果
Kudamaを使用するグループのそれぞれの作業で計測した時間を以下の表 5.3に示す．ま
た，Kudama を使用しないグループのそれぞれの作業で計測した時間を以下の表 5.4 に示
す．これらの結果から，各グループのそれぞれの作業における平均時間を以下の図 5.3 に
示す．
アンケートの結果をそれぞれ図 5.4，5.5，5.6に示す．
表 5.3 Kudamaを使用したグループの作業時間 (分)
作業 1 作業 2 作業 3
　　 画面遷移 ダイアログの表示 トースト
A 3.11 7.40 27.20 15.63 17.76
B 1.00 2.13 9.51 9.15 7.91
C 2.20 2.75 26.61 12.88 9.61
D 1.55 4.07 17.78 9.00 8.91
E 3.45 5.09 13.3 12.41 10.16
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表 5.4 Kudamaを使用しないグループの作業時間 (分)
作業 1 作業 2 作業 3
　　 画面遷移 ダイアログの表示 トースト
E 37.00 6.61 2.51 10.58 11.11
F 15.65 7.81 5.21 12.28 8.81
G 17.48 10.65 5.58 19.58 19.85
H 6.56 7.81 3.95 16.20 8.58
I 12.8 7.65 15.26 16.83 10.05
図 5.3 グループごとの平均時間 (分)
図 5.4 項目 1の結果
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図 5.5 項目 2の結果
図 5.6 項目 3の結果
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5.4 考察
作業 1 では，予備練習を行っていなかったため，Kudama を使用しないグループの画面
遷移の記述と Kudama を使用するグループのトーストの記述時間に Java の動的処理の書
き方を思い出すための時間が含まれてしまった．そのため画面遷移とトーストの記述に関し
ては，評価することができなかった．ダイアログの表示に関しては，結果から Kudamaを
用いた方が短い時間で記述できたと言える．
作業 2では，Kudamaを使った方が平均時間が短くなった．このため実際の Androidア
プリ開発でも Kudamaは有用であると考えられる．
作業 3の修正のしやすさに関して，Kudamaを用いた場合とそうで無い場合とではほと
んど差がなかった．このことから，修正のしやすさにはあまり変わらないことが分かった．
アンケートの項目 1 の結果で Kudama を用いることで Java コードが編集しやすくなっ
たと全員が回答しているにも関わらず，作業 3でこのような結果になった原因について，結
果から XML に対して記述することで対応が分かりやすくはなったが，Kudama スクリプ
トの記述しやすや，修正しやすさに問題があるためではないかと考える．これは Kudama
スクリプトが複雑化すると括弧が多くなってしまい，どの括弧がどの括弧に対応しているの
かが分かりづらくなってしまうことが原因として考えられる．図 3.5は作業 3のボタン 6で
記述される Kudamaスクリプトである．このように，ダイアログの表示の中にボタンを追
加し，そのボタンにダイアログを組み込んだ場合などに，Kudama スクリプトが長くなり
括弧が増え，Kudamaスクリプトが編集しづらいと感じる人が出ると考えられる．
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第 6章
関連研究
Androidアプリの開発を容易にするための様々な試みがなされている．本章ではそれに関
して，Android Studio 以外の開発環境および Android Studio で開発する際の支援ツール
に関する研究について記述する．
6.1 Android Studio以外のAndroidアプリ開発環境
Android Studio以外にも Androidアプリの開発環境が存在する．その中で，Xamarinと
Unityについて記述する．
Xamarin は，Android，iOS，Windows 等の複数のプラットフォームのアプリケーショ
ンを同時に開発できる統合開発環境である [4]．Xamarinを使った Androidアプリ開発では
Javaの代わりに C#で動的な処理を記述する．デザインは XAMLもしくは XMLで記述
するか，Android Studioと同様に GUIで XAMLを自動生成することができる．
Unity はゲーム作成に特化したゲームプラットフォームであり，Android のアプリケー
ションを作る際は，ゲーム作成に特化した GUIを用いて作成し，動的な処理は C#もしく
は JavaScriptで記述する [5]．
これらの開発環境はそれぞれ Javaでプログラムを記述することなく動的処理を実装する
ことができるが，本研究のように多用する動的処理が書きやすくなるというわけではない．
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6.2 Androidアプリ開発の支援ツール
Scottらは，独自のドメイン特化言語で設計を記述することで Androidアプリのプロジェ
クトを生成するツールである RAPPTを開発した [2]．RAPPTは，モデル駆動型開発にも
とづいている．モデル駆動型開発とは，アプリケーションの要求や設計をモデル化し，この
モデルをもとにある程度自動的にコードを生成するようにする開発のことである．RAPPT
はプロの開発者をターゲットとしており，アプリの設計をドメイン特化言語で記述し，それ
を元に RAPPTはアプリに必要なプログラムを生成する．Kudamaとは，独自のドメイン
特化言語から Androidアプリ開発で何度も記述するような Javaのプログラムを生成すると
いう点が似ている．しかし，Kudamaは，Javaのプログラムを編集する際に繰り返し使わ
れることを想定している一方，RAPPTは，一度コードが生成されてしまうと編集する際に
再度 RAPPTを適用してコードを生成することができない．
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第 7章
まとめ
本研究では，Android アプリの画面遷移とダイアログ表示を簡単に実装するためのツー
ルである Kudamaを開発した．Kudamaでは，画面遷移とダイアログの表示をこれらの動
作に特化した言語である Kudamaスクリプトで記述する．Kudamaは，生成したプログラ
ムを雛形として用いることで Android アプリ開発中に繰り返し適用させることができる．
Kudama を評価する実験を行ったところ，Kudama が対象としているダイアログ表示は
Kudamaを使用した方が簡単に記述できるが，そのプログラムを修正する際には Kudama
を使用した場合と使用しない場合でほとんど差はないことが分かった．また，画面遷移と
Kudamaが対応していない動的処理の書きやすさについては評価することができなかった．
今後の課題として，Kudama スクリプトを修正しやすいものになるように改良することが
挙げられる．
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