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a b s t r a c t
In an age of cloud computing, users do not access a particular system, but a service. In
a more centralized and seamless environment, it becomes important to view software
as a service, or ‘‘SaaS’’. In particular, ubiquitous healthcare urgently needs to reflect
the view of the healthcare system as a service, ‘‘HaaS’’, for the purposes of health
promotion, disease prevention, and generalwell-being. Overcoming the current limitations
of medical technologies, medical practices, and business, HaaS requires a more sustainable
environment, including addressing issues of interoperability, service reuse, maintenance,
and integration. This paper suggests a framework for realizing a HaaS model, focusing on
vital signs-oriented systems. The proposed framework consists of four distinct modules:
three modules for receiving, transforming, and analyzing vital signs and the fourth
module, called a service-oriented architecture (SOA) component module, enabling access
to medical services. We believe that the framework promises dramatic reductions in
software development costs on the one hand and lays a foundation for users to access a
rich and seamless service in a more convenient way on the other. This paper describes a
framework for the HaaS model and presents an example service that we implemented, a
calorie-tracking service, based on it.
© 2012 Elsevier Ltd. All rights reserved.
1. Introduction
As more attention is paid to cloud computing, software as a service (SaaS [1]) is becoming a key delivery model. By
defining and viewing software as a service, one can avoid redundant development of similar types of software and share
software that already exists via the cloud net. Users are no longer device dependent (or system dependent), but instead are
more service oriented [2]. Togetherwith virtual-server technology, SaaS is becoming vital to success in this ubiquitous cloud
environment.
Particularly with the coming age of ubiquitous computing (u-computing) [3], demand for u-healthcare services is
increasing dramatically [4]. One advantage of u-healthcare practices is well known: users can check their health status
at any time, anywhere, and with any device, Vital signs, such as respiration, blood pressure, pulse, and electrocardiography
(ECG), are especially important for these purposes because these signals are indicators of one’s health status. When they
are acquired and analyzed at any time and anywhere, this will eventually help to promote health and prevent disease. A
great barrier arises, however, in that software for evaluating health states is dependent on a particular device, terminal, or
platform, which causes a lack of interoperability among different healthcare systems in terms of data format.
The model that we propose, healthcare systems as a service (HaaS), is a SaaS model wherein healthcare systems are
defined as services in order to secure interoperability. By this model, a device or terminal is used to measure vital signs and
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transmits them to a virtual cloud environment. One can then check the patient’s health status at any time and anywhere by
accessing the virtual server. This is a main way in which HaaS is like SaaS.
This paper aims to provide a framework to support the HaaS model. The proposed framework consists of four distinct
modules: a module to receive vital sign data using standardized messaging methods; a module to transform these data
into a standardized schema; a module to evaluate the health state using biosignal data; and a service-oriented architecture
(SOA) component module that allows users to access medical services with standardized messaging methods. In particular,
developing the third module, we used Object Constraint Language (OCL), a platform-independent specification language,
by which it accesses vital signs and evaluate a person’s state of health, having a structure distinct from that of existing
components in enterprises.
If the proposed framework for supporting the HaaS model is adopted, one can expect development costs to be reduced
substantially, as there is little need to develop software that is embedded in a particular terminal or independent device.
Service users will also benefit from the added convenience and mobility. Furthermore, as vital signs are accumulated every
day in the cloud environment in a standardized and easy way, we have improved chances for understanding and caring for
our health from a historical perspective.
Section 2 describes the background, including the SOA component structure in general, the OCL and vital signs-based
healthcare systems. Section 3 proposes the framework supporting the HaaS model. Section 4 presents a calorie-tracking
service that we implemented using this system, followed by our conclusions.
2. Background
2.1. SOA component structures
Service-oriented architecture (SOA) is a software architecture that enables interoperability, defining ways to integrate
widely disparate applications using multiple implementation platforms. It allows developers to compose and reuse
components, called services, over the net. Services communicate with one another, coordinating activity among three
or more services in standardized ways [5,6]. The potential benefits of SOA include service reuse, improved integration,
leveraged legacy investment, and best-of-breed integration [7]. Using SOA technology, one can eventually develop new
business applications rapidly and easily by combining different services [8].
For healthcare, standardization organizations such as Health Level Seven (HL7), Object Management Group (OMG) [9],
andHealth Informatics Service Architecture [10]work to produce healthcare-specific service architectures andweb services.
SOA-based healthcare systems have been also developed, including disease-notification [11] and health-monitoring [12]
systems. Furthermore, studies have examinedmodels and design considerations for service-based application development
and integration [13,14].
2.2. Object Constraint Language
OCL [15], which was standardized by OMG, is a specification language that describes structural constraints over models
expressed in UnifiedModeling Language (UML) [16]. It expresses constraints about specific elements in UML diagrams using
invariants and conditions [17], and defines elements that cannot be expressed in existing models using functions. Because
of these advantages, OCL is used for problem-solving tasks such as model verification [18,19] and test-case generation [20].
More specifically, OCL is a mathematical specification language that defines the state of an object or specifies constraints
that the object must have. OCL is also used to apply an object to a data model described on the basis of a metamodel and to
detect its state.
For example, OCL has been used in a specific domainwhere the structure of a systemdetects particular features of the Java
source codes of an application program; the codes are then transformed into a metamodel-based abstract syntax tree [21].
It considers potential problems in source codes, called ‘‘Bad Smells in Code’’ [22,23]. Features of interest include source
code caused by bad software design and bad programming practices, such as the overuse of switch-case statements and
toomany parameters, complexmessage chains, unnecessary class inheritance, and complex class hierarchy. The system can
detect specific features of a given document, by applying OCL to a metamodel-based document model. Likewise, OCL can
be used to detect features of an individual’s health in a healthcare system from vital signs data on the basis of a metamodel.
Features of the state of health include the body mass index, maximum oxygen consumption per minute (VO2max), calorie
consumption, health-risk appraisal, stress index, and fitness index.
2.3. Vital signs-based healthcare systems
At present, some vendors provide healthcare services that make use of vital signs to interpret the state of personal
health and detect and prevent diseases. Polar and Adidas have collaborated to develop an integrated training system [24].
Honeywell makes a patient-monitoring system using the HomMed LifeStream platform, which dispatches nurses to
the patient’s home when a health problem is detected [25]. Biocom and Laxtha developed and market a packaged
health-monitoring system that gathers and analyzes personal health-related information [26,27]. Additionally, information
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Fig. 1. A framework for HaaS.
technology giants such as IBM, Philips, and LG produce special terminals or provide applications for analyzing vital signs
obtained from various devices and support online counseling, such as for health-risk management.
However, the systemsmentioned here are all platformdependent. Each device or application needs a particular platform,
and uses a distinct format. Thus, it is very difficult to build an integrated solution system or service. Given each vendor’s
characteristics, it is also difficult to construct an integrated database. Furthermore, in terms of ways of diagnosing health
status, developers must use different programming languages to process and analyze biosignal data and to define and
evaluate the state of health. Given all these problems, biosignal data from one medical device cannot be used in another
system. Additionally, methods of diagnosis used in one system cannot be used in another. That is, interoperability between
different systems is not guaranteed. Thus, we need a standardized healthcare system to manage biosignals data from
different devices and systems.
3. A framework for HaaS
3.1. A framework
In an environment of cloud computing, healthcare-system users ideally will be able to access services at any time,
anywhere, and using any device. Fig. 1 shows a summary of the proposed framework for achieving the rationale of HaaS
in the context of a vital signs-oriented healthcare system.
The framework that we suggest has the following characteristics:
① Biosignals obtained are transmitted to the server using W3C standardized messaging [28]. Here, note that ‘‘server’’
implies a personalized repository in a cloud environment.
② Information is extracted from the values related to features that are required to evaluate the health state from the
biosignals raw data. For this, appropriate algorithms are applied.
③ Both the raw data and the extracted feature data are represented as XML documents, based on HL7, and saved in a
personalized repository.
④ A wellness index is generated, defined in OCL and in a SOA-based healthcare service component, including an OCL
evaluator.
⑤ The healthcare component enables users to access services with various devices using the standardized W3C message
protocol [28].
3.2. The structure of the healthcare service component
Generally, the SOA components in application programs use business logic. Consequently, such SOA components are
unsuitable for vital signs-based healthcare systems because the SOA components of healthcare systems must include
algorithm modules rather than business logic. Such algorithm modules process and analyze the vital signs data. Moreover,
the data types used in enterprise application programs are typically quite different from those in biosignal-based healthcare
applications.
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(a) Internal structure of the SOA components in
business application programs.
(b) Internal structure of the SOA components in vital
signs-based healthcare systems.
Fig. 2. SOA structure of a vital signs-based healthcare service system.
The data processed in enterprise application programs are stored in many rows. This makes it more efficient to store and
access the data in the DB. In contrast, vital signs-based healthcare systems deal mostly with data represented in columns.
This implies that file structures written as blocks are much better for representing the data than DBs are. Thus, it is better
to design the SOA component to include modules that store and access data in a file, but not in a DB.
Whereas a DB contains semantic information about the data that is accessed using a query language, a file involves
more difficult semantics. Moreover, there is no consistent way to access the data in a file. Because each healthcare system
uses different file formats, it is difficult to develop a general-purpose SOA component that will work in various client
environments. Importantly, however, this problem can be resolved by expressing the data in the form of a metamodel-
based extensible markup language (XML) document.
The SOA components of healthcare systems should be designed to meet the following requirements:
• Vital signs data should be represented using standardized structures.
• Access to vital signs data should be easy and fast, and the methods should be consistent.
• Modules for checking the state information of vital signs data should be included.
• Algorithm modules for processing vital signs data should be included.
• A general, standardized method should be designed and implemented.
Here, we propose an SOA component for healthcare systems that satisfies these requirements as follows (see Fig. 2(b)):
• It expresses vital signs data using a standard metamodel based on HL7.
• It expresses the vital signs data using standard XML.
• It retrieves vital signs data and the health status using OCL.
The advantage of XML files accepting the HL7 standard and a metamodel is that this approach enables interoperability
and supports a consistent mode of data access. Earlier, we mentioned that a strength of OCL is apparent when a system
applies an object to a metamodel-based data model and detects its state. Because biosignal data are stored in standardized
XML, OCL can be used to access the data in an XML document and to implement a module for evaluating the state of the
data. Thus, it is natural to use OCL as an element of the SOA component.
3.3. Representation of vital signs: an example of ECG and its related HRV data
As shown in Fig. 3, the way to represent vital signs in the SOA component structure is to use a standardized, metamodel-
based representation. As an example, we use ECG data for checking the health status.
ECG waves are generally represented graphically (Fig. 3(a)). The raw wave data are obtained frommedical devices in file
form (Fig. 3(b)). It is then useful to extract the heart-rate variability (HRV) from the ECG measured over a defined period
of time. HRV is a physiological phenomenon in which the interval between heartbeats varies. An ECG data set consists
of P,Q , R, S, and T waves [29], with the R peaks having the greatest magnitude. As a measure of cycle-length variability,
HRV is a time series of intervals between successive R peaks (RR intervals) in the ECG. Fig. 3(c) shows the format of a
file expressing the values of these RR intervals, acquired using a signal-processing algorithm. Generally, HRV is useful
for evaluating autonomic nervous system (ANS) function, whereas the ECG is better for diagnosing various heart-related
diseases. Technically, the data in Fig. 3(b) and (c) are transformed into the XML document, shown in Fig. 3(d), with the help
of a transformation engine. The final data obtained by this process are stored in an XML-based vital signs repository in the
data repository layer of the SOA component proposed here.
3.4. Access to vital signs data and inference of the state of health
Although it is useful to store vital signs data in a standardized manner in a healthcare system, it is more important to
access and retrieve the data and to evaluate the state of health. It is a common practice in software development to store
data in a DB, including vital signs data, and to access the data via a related query. In this case, the state of health is generally
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Fig. 3. Transformation process for metamodel-based ECG data.
evaluated using programming languages. However, this strategy has difficulty coping with updates to the modules that
check the state of health, which changes constantly, and a DB is inadequate for processing vital signs. To overcome this
problem, we take a new approach in which the system retrieves the vital signs data and checks the health state using OCL
as part of the implementation layer shown in Fig. 2(b).
Using OCL, amathematical specification language, it is much easier to add to and update themodule checking the state of
health. OCL has better readability than other programming languages. Developers can conveniently insert and delete source
code, and additional tasks, such as recompilation, are not needed.
4. Framework implementation: an example
A well-known index of health is VO2max, the maximum oxygen consumption per minute, which is useful for estimating
the calories burnt during exercise [30]. Interestingly, VO2max can be approximated from HRV in a meaningful manner.
Eqs. (1)–(3) demonstrate the process used to convert HRV into VO2max, and VO2max into calories burned [30]. Additionally,
although its use is limited, one can evaluate the ANS function using the calories calculated and the ratio of low frequency
to high frequency HRV. In this paper, we implement a component that estimates calories burned using the HRV extracted
from the ECG as an example.
%VO2max = HRV− HRVR + 10HRVM − HRVR (1)
Male: CAL = (3.83× t + 13)×M × %VO2max × t
0.2
(2)
Female: CAL = (3.83× t + 13)/8×M × %VO2max × t
0.2
(3)
%VO2max = Maximum oxygen consumption per minute
HRV= Average HRV
HRVR = Average HRV according to age group
HRVM = Maximum HRV according to age group
4.1. Transformation of raw ECG data into the annotated ECG format
When raw ECG data obtained from a device are sent to a server, they are converted into a SOAP message, enabling
their use in various platforms (i.e., the data are then platform independent). Because SOAP messages are text, they can
be created by any language that can handle text strings. From the raw ECG data sent to the server, the system creates an
aECG-based XML document [31] that includes the ECG signal data processed using an HRV-extracting algorithm (Fig. 4(a))
and a transformation engine (Fig. 4(b)). Here, the HL7 aECG is a medical record data format for storing/retrieving the ECG
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(a) Signal-processing algorithm for extracting HRV. (b) Transformation engine for converting ECG raw data to
an aECG-based XML document.
Fig. 4. Source codes for an HRV-extraction algorithm and transformation engine.
Fig. 5. An aECG XML document where RR interval values are expressed.
data for a patient. Like other HL7 formats, it is XML based. The HL7 aECG standard was created by the Regulated Clinical
Research Information Management (RCRIM) working group of HL7 in response to the digital electrocardiogram initiative of
the US Food and Drug Administration, introduced in November 2001 [32].
4.2. OCL code and the service component for measuring calorie consumption
The role ofOCL code is not confined to accessing anddetecting the data in anXMLdocument but also extends to evaluating
the state of the object model. As mentioned in Section 2.2, if the raw data are expressed and included in a metamodel-based
XML document (Fig. 5), the system can check the state of the given object. Adopting this, we applied it to vital signs data,
specifically ECG data. In fact, the state of the ECG data reflects the state of health. Thus, it is possible to check the state of
health from the ECG data in a metamodel-based XML document to some extent.
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Table 1
Functions in the OCL code.
Function name Description
getRRValues Returns a set of R-peak values in an aECG XML document
getBPM Returns the average heart rate using the values of getRRValues
getPVO2Max Returns the value of the maximum oxygen consumption per minute
getCalorie Returns the calories consumed by age, weight, gender, measurement time, and VO2max .
The following OCL code handles the process used to calculate the calories burned from the HRV data. The code defines
several functions (defined by ‘def:’) required to measure calorie consumption using OCL grammar, and Table 1 accounts for
them.
context DocumentRoot
def: getRRValues: Sequence(OclAny)=
self.annotatedECG.component.series.subjectOf.annotationSet.component.annotation.value.oclAsType(PQ).value
def: getRRSize: Integer= getRRValues→ size()
def: getHRVm(age: Integer): Integer= 220− age
def: getEvaluateTime: Real= getRate * getRawDataSize
def: getBPM: Real= getRRValues→ iterate(value: Real; answer: Real= 0 | answer+ (60/value))/(getRRSize)
def: getPVO2max(age: Integer): Real= (getBPM− 61.4+ 10)/(getHRVm(age)− 61.4)
def: getCalorie(age: Integer, weight: Integer, sex: Integer): Real=
if sex= 0 then
((3.83 * (getEvaluateTime/60)+ 13) * weight * getPVO2max(age) * (getEvaluateTime/60))/0.2
else
((3.83 * (getEvaluateTime/60)+ 13 )/8 * weight * getPVO2max(age) * (getEvaluateTime/60))/0.2
endif
The approach proposed and tested here has the advantages of easier maintenance and increased readability because it
does not use algorithms that depend on programming languages but rather uses OCL code independent of the source code.
Integrated with the OCL code above, the Java source code below indicates the method of a component that provides
calories burned.
public class ECGService implements IECGService {
public Double getCalorie(String id, String aECGname, int age, int weight, int sex) {
Integer _age= new Integer(age);
Integer _weight= new Integer(weight);
Integer _sex= new Integer(sex);
OCLEvaluator ocl= new OCLEvaluator();
ocl.setXMLEnvironment(aECGPath+ id+ "/"+ aECGname+".xml");
ocl.setOCLDefDocument(oclPath+ "ECGService.ocl");
Object result= ocl.checkQueryInRoot("getCalorie("+_age+","+_weight+","+_sex+")");
Double calorie= (Double)result;
return calorie;
}
}
4.3. Execution result: request messages and response messages
This section shows the result obtained on accessing the SOA-based component that we developed for calorie estimation.
The SOA component was designed to respond to a standard message. To request a service by accessing the SOA component
on the server side, a client program writes a SOAP message (Fig. 6(a)) and sends it to the server via HTTP. Then, the SOA
component creates a SOAP message (Fig. 6(b)) and returns it to the client.
Underline 1 in Fig. 4(a) defines the name space of the WSDL that is the ECG service, the SOA component implemented
here. Box 2 defines the parameter value for requesting the ‘getCalorie’ method to get the value of calories burned, another
ECG service. We can also see the values of aECG name, age, weight, and gender (male 0, female 1), in that order. Box 3 is a
response message, and the value ‘12’ was returned in the<result> element (i.e., 12 kcal were burned).
5. Conclusions
In a cloud computing world, users access services rather than systems, and software is not traditional software, but a
service, SaaS. What is important is the structure by which various services are provided in a convenient, seamless, and
low-cost way. HaaS, reflecting this, is a model that enables evaluation and management of one’s health status at any time,
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(a) Request SOAP message via HTTP. (b) Response SOAP message via HTTP.
Fig. 6. Transformation process for metamodel-based ECG data.
anywhere, and using any device. This paper proposes a framework to realize the HaaS model, where vital signs-oriented
healthcare systems are constructed within a virtual-server space.
The proposed framework is suitable for developing service components providing healthcare services. Because a client
requests services using SOAP messages, services are also supported, independently of platforms, programming languages,
and devices, including the use of personal computers and smart phones. By using such a framework, healthcare systems
can be developed in a cloud environment. Consequently, users can access various services at any time and anywhere.
Furthermore, healthcare-system developers can build software that follows the SaaS model. We also implemented an SOA-
based calorie-tracking service as a fundamental element of a healthcare system.
At present, we have successfully completed testing of our approach using the Windows, Linux, Android, and iOS (for the
iPhone and iPad) operating systems. Currently, we are working with doctors from the Family Medicine Department of our
institution to develop more services using the ECG and HRV data, and we plan to extend our research to other vital signs,
such as respiration and SpO2.
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