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Abstract
Different software solutions have been developed for the calculation and implementation of ambisonic decoding
matrices. The present paper presents and describes a new data file format which can be used as an intermediate
between solutions.
Currently available software solutions use particular data conventions causing difficult compatibility and
exchangeability. In the present work an open-source toolkit is developed for storing, handling and using ambisonic
decoding matrices. The toolkit includes tools for conversion from common matrix data conventions to the ADD-format
and back, calculating decoding matrices, decoding ambisonic signals and extracting existing matrices from external
decoding tools.
The new ADD-format and toolkit enables increased flexibility in production workflows and eliminates the drawbacks
and limitations regarding compatibility between software solutions.
1. Introduction
Spatial audio can be considered an extension of surround
sound but in addition to the horizontal plane, the whole three
dimensional sound field is described. Ambisonics has been
established as a reliable mathematical way to represent the
sound field components [1]. Those components are obtained
by encoding a sound source with spherical harmonics.
Spherical harmonics are an infinite set of harmonic functions
defined over the surface of a sphere and can be defined as
Y m` (ϑ) = N
X
`,|m|P
|m|
` (cos θ)
{
cos(mφ), form ≥ 0
sin(|m|φ), form < 0
(1)
where ϑ is the angular direction, P is the associated Legendre
polynominal of order ` and indexm, andN is a normalisation
factor obtained by a method X defined either for the Schmidt
semi-normalized (SN3D) as
NSN3D`,|m| =
√
2− δm
4pi
(`− |m|)!
(`+ |m|)! , δm
{
1 ifm = 0
0 ifm 6= 0 (2)
or for the fully normalized form (N3D) with an additional
factor
NN3D`,|m| = N
SN3D
`,|m|
√
2`+ 1 (3)
And the encoding of a set of k input signals gl can be
expressed as
φˆ =
K∑
k=1
y (ϑk) gk (4)
where
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y(ϑ) :=
[
Y 00 (ϑ), · · · , Y m` (θ), · · ·
]T
or in a simplified form as
φˆ = Υg (5)
where
g := [g1, . . . gK]
Υ := [y (ϑ1) , . . . , y (ϑK)]
In most cases the signals s decoded for various loudspeaker
setups can be obtained by applying a decoding matrix D
s =Dφ (6)
Thus decoding an ambisonic signal, as long as the position
of the speakers is constant, is a static operation with low
complexity once the matrix has been calculated.
In recent years, numerous approaches have been presented
to calculate these matrices. Above all, the approaches differ
in their suitability regarding certain speaker systems and
playback situations and contents. A good overview of existing
approaches, their advantages and disadvantages can be found
in [2] and [3].
Often these methods are difficult to use in practice. Many
of the methods described exist only as implementations for
applications tailored to specific fields of research.
For example, decoding matrices well suited for irregular
loudspeaker layouts can be calculated with implementations
created for Matlab, such as the EPAD [4], CSAD [5] and
AllRAD [6] method. However, their use in applications like
ambidecode~ [7] in Max/MSP proves to be difficult. Although
both solutions support importing and exporting of decoding
matrices as files, the formats are not compatible with each
other, even though they both contain the same data.
To overcome compatibility problems like these, we propose
the .add format. It should serve as a bridge between different
solutions, while still providing enough flexibility to incorpo-
rate all common features as well as future developments.
2. Method
In order to design such a format, firstly it is recommendable
to get an overview of the requirements that meet existing
formats. Obviously, it is necessary to describe at least one
decoding matrixD which transfers an incoming set of SH φ to
the reproduction channels s. Especially interesting though, is
the additional data produced by the applications we analyzed,
such as e.g. speaker positions, normalization method and
output routing.
In this context, we investigated the following solutions:
ambidecode~ ambidecode~ developed in the Zurich Unis-
ersity of Arts [8] and described in [7] allows to export and
import the internal matrix as an xml file. In addition, the
expected normalization of the incoming ambisonic signal as
well as the layout of the speaker system, a gain factor for
each output, and a set of decoding weights for the ambisonic
components can be exported to a separate file.
Ambix decoder In addition to the matrix, the configuration
files for the ambix decoder [9] also contain information about
the expected order of spherical harmonics and a gain factor
for the entire matrix.
Compact higher-order Ambisonic Library This is a col-
lection of Matlab functions for use with higher order Am-
bisonics [10]. None of these functions were explicitly written
to generate files but this can be done easily.
IEM AllRAD decoder The AllRAD decoder [11] exports
not only the matrix and some metadata such as a name
and a description but also information about the expected
normalization of the ambisonic signal, a desired weighting of
ambisonic components per order, and the layout of the target
rendering system.
IEM Simple Decoder The Simple Decoder [11] is unable
to produce a matrix itself but can read files produced by All-
RAD Decoder and use the matrices it contains for ambisonic
decoding. In addition, one can specify a subwoofer channel,
which will be taken from the matrix output and passed through
a high pass filter after decoding.
Ambilibrium Ambilibrium [12] exports configuration files
for the Ambix decoder and the format used by the IEM.
AmbDec AmbDec [13] enables the seperation of an am-
bisonic signal into two frequency bands and to then decode it
with different decoding matrices. Thus, the format produced
by the AmbDec offers the possibility to store two matrices,
a crossover frequency and a relative gain factor for both fre-
quency bands. Information about the expected normalization,
the speaker layout and whether the decoder should make a
latency compensation when all speakers are not on the surface
of a sphere can also be represented.
Ambisonics decoder toolbox The Ambisonics decoder
toolbox [14] exports ambdec files and configuration files for
the ambix decoder.
3. Design
For designing the .add format we decided to stay close to the
design of the configuration files for the IEM plugins. Ad-
ditionaly, an optional filter stage, optional additional matrices
and extended metadata can be saved. All filters and all outputs
can be named. An .add file contains a creation date, author
information, details about the software it was created with,
and a version number. To avoid compatibility problems, a
format revision is saved in each file.
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Papers written by Heller et all. [15, 16] describe the ad-
vantages of multiband decoding. For this reason, the .add
format supports the basic description of filters applied to the
ambisonic signal before the decoding step with corresponding
matrices.
In the description of the filters, we have decided to restrict
ourselves to specifying the cut-off frequencies and to leave the
filter design to the implementation. However, we encourage
the use of phase-matched IIR Filters to preserve uniform
frequency response over all directions.
Channel ordering in .add files is done according to the ACN
standard, where the channel number can be detemined algo-
rithmically:
ACN = `2 + `+m (7)
The expected type of normalization is specified with each file
and may either be SN3D or N3D as in (2) and (3) respectively.
As a container format, we chose JSON for a variety of
reasons. JSON is widely used and supported by many
programming languages. The structure of a JSON object
can be represented by native constructs in those languages
which can be manipulated intuitively. Furthermore, it is
human-readable and can be edited with a simple text editor.
Compared to XML, JSON strings are favorable regarding data
storage space.
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Fig. 1: Schematic representation of an ambisonic decoder that can
be described by the .add format.
4. Implementation
dotaddtool The dotaddtool converts the various formats for
storing decoder matrices into .add files and back. This tool
enables end users to work with multiple softwares, which have
not implemented the .add file format themselves. As such it
also serves as an intermediate solution, before .add files have
seen widespread adoption.
Decoder Extractor Another part of the toolkit is the
”dotadd-decoder-extractor” that aims for the particular case
when a plugin doesn’t allow exporting of decoder matrices.
The tool consists of two VST Plugins using a peer-to-peer
inter-process connection which are placed up- and down-
stream right next to a target decoder plugin. Since a matrix is
applied passively in the processing algorithm, sending a signal
with a value of 1 through the processor for every channel
results in the output being solely the internal decoding matrix
used in the plugin.
Because matrix data can vary depending on e.g. Ambisonics
order or channel configuration, it is possible to configure
the output signal of the exciter plugin to produce fitting and
functional matrix data. The values of the matrix are cached on
run-time, recalculated according to configurations specified
by the user and lastly exported as an .add-file. The tool can
only extract matrices from decoders that do not apply any
additional filtering or band-splitting.
Software libraries In order to garantee the uniformity of
.add files and to facilitate adaptation, software libraries for
the programming languages C ++, Python, JavaScript and
Matlab are developed. These allow fast adaptation of existing
program infrastructure to the .add format.
Fig. 2 shows a complete example of creating an .add file
describing a basic ambisonic decoder with a single output.
1 const ADD = require("dotadd.js");
2 const fs = require("fs");
3
4 let add_file = new ADD()
5 .setName("Example Decoder")
6 .setAuthor("My Name");
7
8 add_file.addMatrix(new ADD.Matrix(
9 [[1., 0., 0., 0.]]));
10
11 fs.writeFileSync("/output/file.add",
12 add_file.export ().serialize ());
Fig. 2: Creation and export of an .add file in JavaScript for the
node.js runtime environment.
The Software libraries and tools will be released soon and can
be found under https://github.com/smp-3d/dotadd.
5. Discussion
Along the history of Ambisonics, developers have contributed
to the technology in a gradual manner making the theory
practically accessible. Provision of full-fledged toolkits such
as SPARTA [17], the IEM PluginSuite [18] or the ICST
Ambisoncs Externals for Max/MSP [8] has pushed the limits
for widespread usage of Ambisonics technology. However,
compatibility issues are still common and prevent industrial
use of multi-software solutions. As for decoders it still lacks a
common ground to improve further according to agreed upon
standards. Our proposal is a further step towards a universal
workflow with this type of technology. We are optimistic
about the outcome and are curious about improvements and
open for conversation.
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