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cas; remoção de valores espúrios e de outliers ; tratamento de dados faltantes através
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em um espaço mais apropriado através de duas tranformações: z-score e Principal
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of a variety of sensor measurements related to the wells of a different offshore oil
platform. Our methodology goes through each step of dataset cleaning, which in-
cludes: identification of numerical and categorical tags, removal of spurious values
and outliers, treatment of missing data by interpolation and the identification of
relevant faults and tags on the platform.
The present work designs a framework that puts together many Machine Lear-
ning classic techniques to perform the failure identification. The system is composed
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the Principal Components Analysis (PCA); the last block is the classifier, the one
we adopted was the Random Forest classifier due to its simple tuning and excellent
performance.
We also propose a technique to increase the reliability of the normal operation
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1.1 Machine Learning Era
Is not a novelty that applications using Machine Learning (ML) have been increasing,
this area has been continuously proving its value in a variety of scenarios and under
many conditions. Nowadays, applying Artificial Intelligence (AI) in a company
sector is the natural course to make a business to thrive.
Even though we are far from a Terminator post-apocalyptic situation, we can
already witness overwhelming applications such as self-driving cars [2], drones with
embedded Machine Learning algorithms, and machines that outplays champions on
a variety of games [3, 4]. Specific industries are embracing this revolution completely,
such as health care, where professionals have proposed new techniques to provide
personalized treatments to the patient [5] and advances in the image analysis area [6]
are outperforming human performance in some scenarios.
This trend only became possible once we started to store and handle the data
we produce every day. According to a study done by Forbes in May 2018, we pro-
duce 2.5 quintillion bytes of data daily, and 90% of the existing data were generated
over the past two years [7]. These stats are impressive and the main reason behind
AI achievements. Alongside the growth of ML, two related areas also came into
the spotlight over the past few years: Big Data and Data Analytics, what helped
to leverage ML. Roughly speaking, these areas have as their primary purpose the
development of techniques to analyze a massive amount of data, extracting infor-
mation that was previously hidden. They also prepare the data for the Machine
Learning algorithms, helping building more robust models for the process at hand.
1
1.2 Oil and Gas Industry
The Oil and Gas industry followed the ML tendency, and many companies in the
sector invested a lot of money and effort in this new direction. In a sector that moves
billions of dollars per day, any improvement is crucial and justifies the investments
to develop it. The range of applications is extensive, mainly focusing on: optimiza-
tion of the rate of penetration using historical geological data, failure prediction,
identification of the root cause of equipments failures, correction of drilling paths,
and even analysis of supply-demand prices.
An offshore oil platform is like a living organism; it has several thousands of
sensors monitoring every operation performed on it, being an open door to Big Data
and ML techniques. This work focus on treating, processing and modeling those
data in order to identify a failure that is relevant in terms of loss to the company.
Identifying that a failure is occurring a few hours or even minutes faster has an
enormous impact once the malfunctioning equipments can also be shutdown faster,
what allows the maintenance team to have more time to act and, consequently,
reduce the associated loss.
However, we need to limit the scope of the problem. In this dissertation, we
model hydrate-related faults. The hydrate formation in injection or production
lines represents a challenge to the Oil and Gas sector. When a hydrate is formed,
it can considerably reduce the flow in the line, or even block it, possibly causing
line jamming or malfunctioning in the involved equipment. Solving those problems
is usually financially expensive and demands careful logistic to treat it. So, in face
of the difficulty to deal with this phenomenon, many researchers spend their time
trying to solve it or at least trying to amortize its effects through many approaches,
such as to perform tests to find a better inhibitor [8], or studying hydrate kinetics to
improve risk management [9]. In this work, we propose a data-driven methodology
that leverages the sensors spread across the offshore oil platforms, creating a model,
using the historical data from those sensors, that can identify hydrate-related faults
in unseen data.
1.3 Contributions of This Work
Throughout this reading, we present a methodology that covers the entire process of
handling the data from an offshore oil platform. The methodology has three major
steps:
1. Identifying a critical type of hydrate-related fault in the platform, that corre-
sponds to a considerable proportion of the production losses in that platform.
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2. Cleaning the received data from relevant sensors, identifying the ones that
could be useful.
3. Fitting the model by searching through a variety of hyperparameters.
We also propose a method to remove mislabeled data. This technique showed
substantial improvement in almost every scenario we tested, only affecting the sys-
tem during the training, and causes little impact to the model regarding its compu-
tational cost.
The results obtained in three different offshore oil platforms and three different
target faults prove that the methodology is robust and ready to be deployed in a
real-time situation.
1.4 Dissertation Organization
We start Chapter 2 giving a brief insight into the present relation between the Oil
and Gas industry and ML. This chapter also presents the hydrate problem and
justifies why it is a relevant problem to study.
Chapter 3 details the system. We present each feature extracted from the data,
and discuss the normalizations we performed in the data, justifying their use and
impact on the model. Next, we present the Random Forest classifier and the pre-
training method, which is a method to improve the data reliability. Finally, we
detail the training routine employed to fit the model and the figures of merit used
to evaluate each model configuration.
Chapter 4 is the first one out of three chapters that presents the results obtained
by applying the methodology described in the previous chapter. We go through the
results of each processing step for the input data from a set of sensors of an offshore
oil platform (Platform A). Then, we discuss the obtained results and the impact of
the proposed pre-training algorithm in the performance of the best model.
Chapter 5 introduces another dataset, very similar to the previous one, but with
a different predominant fault from the previous platform. Results obtained for this
dataset show that our methodology works in more than a single scenario and with
different sets of sensors.
Results for the third platform are presented in Chapter 6 with two distinct
characteristics: this platform has a lot more occurrences and more than one relevant
type of fault. So, in this chapter we discuss the results in a new fault and compare it
to the results obtained on Platforms A and B. Next, we discuss the results obtained
by a multiclass approach indicating that the current approach can handle more than
one target fault at the same time and that the pre-training method increases the
model performance once again.
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Finally, Chapter 7 summarizes the conclusions of each scenario and points the
reader to possible directions that this work could lead.
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Chapter 2
Oil and Gas Industry Meets AI
During the last decade, many notable characters in the technology rise in the indus-
try have been quoting Clive Humby, who stated, in 2006: “Data is the new oil” [10].
Although there are many differences between these two resources, the use of data,
as the use of oil, has been powering the technology advances, such as the use of
artificial intelligence in a variety of scenarios and the automation of processes in
many industries.
The Oil and Gas industry impacts the economy as a whole, as it is responsible
for more than half of the total world energy [11]. Even though renewable sources of
power, like solar and wind, have been increasing exponentially, their impact is still
far from being comparable to the one of Oil and Gas. Taking into account these
facts and the expectation that the energy consumption is still going to increase, the
Oil and Gas industry keeps drawing much attention.
Therefore, in the face of the Oil and Gas sector relevance, optimizing their many
processes or systems has the potential to generate immeasurable gains. As stated
in Chapter 1, there are many processes occurring at the same time on an offshore
Oil and Gas platform. When one of those processes is unintentionally interrupted,
it affects other processes around it, demanding a lot of work and time in order
to make everything work properly once again. Therefore, predicting events like a
non-scheduled interruption or even identifying the problem faster bring a gain to
the platform production as they decrease the time and efforts to fix the problem.
Thus, one way to mitigate the losses is by using the massive amount of data often
produced during the operation to develop models that can generalize for the unseen
data. Such approaches are known as data-driven. This new trend is not restricted to
the Oil and Gas industry, it has been dragging attention of all industrial sectors [12].
In this dissertation, we propose a way to apply condition-based maintenance
(CBM) to monitor processes related to a given area on the offshore oil platforms.
CBM is a strategy that continuously checks the actual condition of the system and
verifies if maintenance is required at the moment. In contrast to other planned and
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preventive maintenance strategies, maintenance is only performed when there is a
decrease in the system performance, indicating that the machinery is not working
as intended. Below we list a few advantages in adopting the CBM ideology:
• It does not stop the system production to check if there is something wrong
with the equipment;
• It promotes a safer environment to the workers;
• It reduces damages to other processes that are physically close to the one that
presented failure; and
• It minimizes costs related to the activities scheduling, as it continuously mon-
itors the system.
Thus, due to its appealing advantages, research in the CBM area has been in-
creasing rapidly. According to [13], CBM has three main phases: data acquisition,
data processing, and maintenance decision-making. The first phase is also the bot-
tleneck of using CBM, as this strategy requires an existing infrastructure that allows
reliable data acquisition.
The second phase of the CBM is the data processing, which receives the acquired
data and processes it to best serve the next block. In this step, two areas are crucial:
Big Data and Data Analytics [14]. Depending on the number of sensors and how
often the data is acquired (every second, every minute or every hour, for instance),
the amount of data produced can be prohibitive, requiring ways to process, clean,
validate an store it in a proper manner to make it useful.
The third phase is the decision-making, and it is the step that most of the
researchers devote their time to come up with innovative solutions [15, 16]. Among
the lines taken by the different solutions, Machine Learning is the most explored
one. Among the approaches using ML, in [17] the authors use Recurrent Neural
Networks to develop an intelligent predictive decision support system (IPDSS) for
CBM. The modeling of the decision-making system using ML is also addressed
in [18, 19], where the authors use Support Vectors Machine [20]. In Chapter 3
we will model the decision-making step using a Random Forest classifier, alongside
other ML techniques.
In the following sections, we show which faults we are addressing in this disser-
tation, showing their impact on the total platform loss and the challenges that these
faults impose.
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2.1 Hydrate-related Faults in Pipelines
In the context of this work and in the oil and gas jargon, hydrates are solid crystalline
compounds formed by molecules of gas and water, under low temperatures and high
pressure. The hydrate formation imposes a considerable risk to the offshore oil
platform operation, when the wells and pipelines present the necessary conditions
for the formation of hydrates [21].
2.1.1 Hydrates Formation Process and Consequences
The hydrate formation requires two conditions in general: high pressure and low
temperature. One of the first relevant studies was made by Hammerschmidt, in
1934, in which he realized that, during winter, the natural gas pipes were clogging
by hydrates, and not by ice as people believed [22]. This realization triggered the
interest of people all over the world, as the industry would benefit from methods
to prevent and solve hydrate-related faults [23, 24]. Figure 2.1 illustrates the tem-
perature and pressure conditions that cause the hydrate formation. It is important
to mention that this curve is highly dependent on the gas composition: as the gas
density increases, the hydrate formation curve goes down, i.e., it requires a higher
temperature given a fixed pressure to start the hydrate formation. In this figure,
the green curve represents the hydrate formation curve for a gas which density is








Figure 2.1: Illustration of the hydrate formation curves. In the figure, the green
curve represents a gas heavier than the one represented by the blue curve. The
region below the curves is free from hydrate formation, whereas the region above
the curves are associated to the temperature and pressure conditions in which the
hydrate formation are met.
Other aspects that can favor the hydrate formation are: agitation, or pressure
pulsation; the presence of H2S and CO2; and the presence of free water.
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The hydrate formation sometimes occurs in unexpected moments, increasing the
damages in operation. One of the ways this process can be expensive for the company
is when it blocks the pipelines, or reduces their flow, which in some cases can be
harmful enough to stop the line production. Figure 2.2 illustrates a maintenance
team removing a hydrate plug from one of the pipes, where it is clear why the
hydrate removal is costly: the production of that line is completely compromised
during the process.
Figure 2.2: Illustration of the removal of a hydrate plug from a pipeline showing
that the process is not simple and that the hydrate plug can completely jam the
pipeline. Source [1].
Other consequences vary in degrees of severity, including equipment clogging and
pockets of fluid or pressure over the line. Without even considering the possibility of
start a corrosion process in the pipelines, the hydrate formation is considered one of
the greatest challenges of the Oil and Gas industry, which invests billions of dollars
annually due to the nonexistence of a permanent solution.
2.1.2 Preventing Hydrate Formation
Due to the high cost of removing the formed hydrate plug, the best way to deal
with the problem is by preventing it. There are many approaches to prevent it, and
below we discuss a few of them.
1. Dehydration: Removing water reduces the dew point of the fluid and conse-
quently prevents it from reaching the temperature and pressure conditions to
the hydrate formation. One way to perform the dehydration is by injecting
glycol, usually triethylene glycol (TEG) [27].
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2. Kinetic rate inhibitor: Due to the high cost of glycol injection, kinetic in-
hibitors are a cheaper solution that slows down the hydrate formation [25, 26].
3. Temperature control: In some systems, it is possible to control the temperature
along the pipeline directly. So, it is possible to maintain the temperature above
the hydrate formation curve, despite its pressure.
In the next chapter we will present our approach to address the hydrate formation
prevention in detail. Using a data-driven approach, we rely on very few specific
knowledge domain and take advantage of the pre-existent structure on the platform:
thousands of sensors are already installed.
2.1.3 Hydrate Failures Relevance on an Offshore Oil Plat-
form
To verify the impact of the hydrate formation in the analyzed offshore oil platforms,
we consider its total impact in terms of loss and number of occurrences. All failure
events of a group of ten offshore oil platforms from January 2010 to June 2017 are
registered in a document via a platform we called Production Loss Database (PLD).
In this report, each event is identified using along three different levels of details:
Reason Group, Group, and System.
In Figure 2.3 there is a representation of one of the Reason Groups (“Gathering”)
and its ramifications. We are representing the “Gathering” Reason Group, as it is the
















Figure 2.3: Illustration of one of the Reason Groups and its ramifications, according
to PLD. The first row (from top to bottom in the figure) represents the Reason
Group “Gathering”, which includes all hydrates-related failures. The second row
represents the five Groups that lie under Gathering, and we branched two of them
to show the Systems related to hydrate formation in the third row.
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Our analysis begins by verifying the Reason Group “Gathering” relevance when
compared to the other possible Reason Groups. In Figure 2.4, one can notice that the
“Gathering” importance represents 22% of the total number of failure occurrences
and 27% of the total production loss, considering all ten platforms. Among all
Reason Groups, “Gathering” is the second most significant according to both criteria.




















Figure 2.4: Breakdown of all events occurrences and cumulative production loss
according to the Reason Group. The “Processing/production facilities” is the most
common Reason Group, but “Gathering” has its importance and represents over a
quarter of total production loss.
In Figure 2.5 we have a similar analysis, but now we are restricted to the events
under the Reason Group “Gathering”. In this case, one can claim that the Group
“Injection/production line” represents the majority of problems in this group of
platforms. So, at this point we could make clear decisions to narrow our target fault
search without losing the sense of impact the fault represents.
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Figure 2.5: Breakdown of the “Gathering” events occurrences and cumulated pro-
duction loss according to the Reason. It is possible to notice the dominance of the
Reason “Injection/production line”, showing the importance of its study.
Finally, Figure 2.6 illustrates the contribution of all events from the “Gather-
ing” Reason Group according to its System. From this figure, the hydrate-related
failures are the most common and represents the most relevant impact in the plat-
forms considered in this work.
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Figure 2.6: Breakdown of the “Gathering” events occurrences and cumulated pro-
duction loss according to the System. According to this classification, there are
many possible target faults that have enough number of occurrences and presents a
considerable percentage of the production loss.
The methodology we are going to propose further in this text is an oil platform-
basis approach, in which we apply every step in each database at a time. This
distinction is necessary due differences of each offshore oil platform: not only the
dominant hydrate related failure can change, but also which tags are available for
each one of them. To avoid restricting our search for only one or two types of fault,
we chose seven possible hydrate related faults to explore:
1. Hydrate in the injection/production line
2. Hydrate/clogging in gathering equipments
3. Hydrate/clogging in service line
4. Inorganic incrustation in injection/production column
5. Inorganic incrustation in injection/production line
6. Organic incrustation in injection/production line
7. Paraffin in the injection/production line
2.2 Conclusions
In this chapter we discussed the rising of ML applications in the Oil and Gas industry.
We further analyzed a specific type of faults that is very common in offshore oil
platforms: hydrate-related faults. These failures represent a major challenge to the
oil and gas sector and have been dragging the attention of investors over the past
years, and due to its complexity there is not a standard solution to prevent the
occurrence of these faults, specially when applied to offshore oil platforms injection
and production lines.
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Thus, we proposed a data-driven approach, which will be explained in details in
the next chapter, that takes advantage of the thousands of sensors installed across
the oil platforms. This approach performs the identification of hydrate-related faults
using the data collected from three offshore oil platforms in the period of January
2010 to June 2017. We also showed that during this period, the hydrate-related
faults had relevant impact on the production process of those platforms regarding




This chapter aims to explain every detail of the deployed classification system, from
how the data is first handled to what the system will give as output. Figure 3.1
shows a block diagram of the system, which is composed by 3 major parts: first of
all, the input feeds a block that will extract features from the raw data; next, these
features are transformed, in a manner to keep only meaningful data; and then, the
processed data is modeled, according to a given classification task.




Figure 3.1: Overview of the system used in this work. The block “Feature extraction”
treats the raw data and extracts some features from it; the “Data transformation”
block maps the data from the feature space to a suitable space, and the block
“Modeling” classifies the data by associating a label to it.
In Section 3.1, we present the details of the first block of the system, explaining
which features are extracted from the data and how it is done. Section 3.2 explains
the second block of the system, giving the details about which transformations are
applied and why we chose them. Section 3.3 explains the Random Forest classifier,
whereas Section 3.4 explains a novel technique that is applied to increase the relia-
bility of the normal data. Section 3.5 goes through some details about the training
routine applied, Section 3.6 discusses the figures of merit used to evaluate the results,
and, finally, Section 3.7 shows the flow of normal samples throughout the system.
3.1 Feature Extraction
The first block of the system receives the cleaned data from the selected tags. The
data at its input is a time-series, sampled minute by minute, expressed asX ∈ RN×n,
where n is the number of selected tags and N is the number of samples of each tag.
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Prior to this stage, the data has only been cleaned, and no further transformation
has been applied to it.
At first, one can expect that the raw data contains all the information, and it
is in its best form. Although the first proposition is correct, the second one is not.
And it is here where the “Feature Engineering” intervenes, trying to find a better
space to represent the data. This process can be done by infusing domain knowledge
about the process at hand or just by expressing the data via its many statistical
features.
In this work, we adopted a data-driven approach, computing from each tag, nine
statistical features. Since each tag is a single time-series covering all period, these
features are calculated considering a sliding window of length N , considering the
actual sample and the (N − 1) previous ones:







where xi is one of the window’s samples.
• Standard deviation: Computes the standard deviation along the sliding win-






(xi − µ)2. (3.2)
• 5-numbers summary: This set of features represents the minimum, maximum,
median, and first and third quartiles of the sliding window. While the median
measures the center of the distribution, the minimum and maximum deliver
its range. The first and third quartiles give the idea of how the distribution
is spread, especially when compared with its minimum and maximum values.
These metrics often provide enough detail about the dataset to satisfactorily
solve the classification problem by themselves [28].




(E[(X − µ)2]) 32
. (3.3)
This number measures the asymmetry of the distribution [29]. If h = 0 then
the data is symmetric, and then its mean is equal to its median.
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This metric is used to evaluate the tails of each distribution. If k  0 there
are no tails, whereas if k > 0, the distribution presents tails heavier than the
ones in the normal distribution.
As aforementioned, these features are evaluated over a sliding window, trans-
forming a set of N × n samples (with N time samples from n tags) into a vector of
nf elements (in the case where f features are calculated per tag). Figure 3.2 shows
how the transformation occurs, and it can be interpreted as a function that maps a
real matrix a × b into a real matrix c × bf , i.e., f : Ra×b 7−→ Rc×bf . Considering a
sliding window of length N and step s between two consecutive windows, the func-
tion f yields an output with c = ba−N
s
c + 1 instances. Thus, Xtr = f(X) yields
a bM−N
s
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f feat f feat f feat
nf features
Figure 3.2: The matrix on the left side represents the initial data X, which has n
tags. A a transformation is performed on a sliding window covering N rows will
slide along all its columns with a step of s rows between two transformations. When
transforming the samples inside a window, for each tag, k features will be computed.
So, the transformed data has nk columns.
It is worth noticing that this process adds two hyperparameters to our model:
the window size N and the step s. Considering thatM  N , N will have almost no
influence on the number of samples of the transformed matrix. On the other hand,
the step s drastically reduces the amount of data after extracting the features,
hedging its range when looking for the better set of hyperparameters.
1the −3 factor in this equation guarantees that the kurtosis of the normal distribution is set to
k = 0.
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Since the data have been transformed, the corresponding labels have to be mod-
ified as well. An instance of the set of features was computed considering N samples
from the original data, each of which had a label assigned to it. Thereby, the label
associated to a given window is computed as the most common among the N labels
inside it.
3.2 Data Transformation
The second block of the system is responsible for representing the data in a more
suitable space by means of a transformation. In this work, this block consists of
two steps: the first one is the data normalization, and then a principal component
analysis (PCA) will be applied.
3.2.1 Data Normalization
Many techniques are available to the user when assembling a machine learning
model. Deciding which one to use is a matter of experience, preference and how
many computational resources are available. This step has the simple purpose to
re-scale all features to the same range, which can be crucial depending on what
methods will be used further in the system. Having in mind that the previously
calculated features lie on different ranges, normalizing the data is a good practice,
and the way we have opted to do that in this work is using the z-score normalization.
This way to normalize the data is also known as standard normalization, and is





where X is a random variable and σX its standard deviation.
Chapter 2 presented an insight on how the data is collected, and in the further
chapters the set of tags of each platform will be detailed. However, it can be an-
ticipated that the tags come in a variety of units, which is a significant reason to
employ z-score over others normalization methods, like log-transformation [31].
According to the block diagram presented in Figure 3.1, the “Feature extrac-
tion” block precedes the “Data transformation” block. So, the normalization is
performed in the feature space, and each one of those features are normalized sepa-
rately, considering its whole duration. It is also worth mentioning that the z-score is
part of the model, and then, performs the normalization on the training set saving
the median and variance of it. When applying the model to predict (validation or
test sets), the normalization is made via these stored values.
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3.2.2 Principal Component Analysis
After the feature extraction block, since 9 features are computed for each of the
n tags, each sample has 9n features. One can claim that as the number of fea-
tures increases, the information about the data also increases and then, discerning
which class a sample belongs will be easier. This reasoning, however, is not entirely
correct; projecting a model that properly handle high dimensional data demands
more observations, and will probably be more complex [32]. This dilemma, known
as the “curse of dimensionality”, is vastly discussed in the literature and is associ-
ated to the problem of having an unnecessarily large number of features, however
counter-intuitive it may be [33].
The PCA brings a way to deal with this problem, by reducing the dimensionality
of the feature space while keeping its essential information. Even though this is the
most appealing use of the PCA, sometimes just transforming the data is enough
to boost the performance of a system. This improvement comes from the fact that
the PCA projects the data on an orthogonal space in a manner to maximize the
variance of the projected data. Formalizing this statement: PCA starts searching
for a direction c1, with unit length, such that the projection of the centered data X











where C = 1
1−nX
TX, and ‖c1‖2 = 1.
Using Lagrangian multiplier one wants to maximize the cost function below:
L = cT1Cc1 − λ(‖c1‖2 − 1). (3.7)
Differentiating it with respect to c1:
Cc1 − λc1 = 0⇒ Cc1 = λc1. (3.8)
So, the first principal component, c1 is an eigenvector of the data covariance





1 λc1 = λ. (3.9)
Thus, the first principal component is the eigenvector associated to the maximum
eigenvalue of C. Calculating the next component can be done following the same
steps, but now considering a new constrain: cT2 c1 = 0, once the directions are
orthogonal.
Another result obtained by applying PCA to the data, is a geometric perspec-
tive: PCA minimizes the representation error when only a fraction of the principal
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components are used. Once the data is projected on the first principal component,
recovering the original data from this projection yields the following error2:
er = ‖X−Xc1cT1 ‖2
= tr((X−Xc1cT1 )(X−Xc1cT1 )T )
= tr(XXT −Xc1cT1XT −Xc1cT1XT +Xc1cT1 c1cT1XT )
= tr(XXT )− tr(Xc1cT1XT )
= tr(XXT )− tr(cT1XTXc1)
= tr(XXT )− (n− 1)cT1Cc1
(3.10)
So, minimizing er is equivalent to maximizing cT1Cc1, which is the variance of
the projection, according to Equation (3.6), and is obtained using the first principal
component as the projection direction.
The result of applying this transformation is a matrix with the same dimensions
of the input data X, but with its first column having maximum variance. If we
perform this recursively for the other principal components in decreasing order of
eigenvalue magnitude, the same stands for the other columns of the transformed
data: the variance of the second column is greater than the other variances and
so on. Variance of a feature is a measure of how spread is this feature, and it
is connected with how much information it carries. For example, suppose that a
feature has variance equal to 0, i.e., it is constant. Thus, using it further in the
system brings no advantages, just increasing the computational cost.
After applying PCA on an n × m matrix, the output of this transformation
is another n × m matrix, but now, has uncorrelated columns and they are sorted
according to their variance. Using PCA as feature selection exploits this ordering
by defining as the explained variance of a component the ratio between its variance
and the sum of all components variance. So, one can pick a certain number of
components that “explains a determined amount of the signal’s variance”.
Figure 3.3 brings an illustration of the sum of this explained variances, where the
original data has 63 features. One can notice that the 33 first components (the 33
with the highest variance) explain 95% of the overall variance, and 41 components
cover 99% of it, which are much less than the 63 original ones. So, one can reduce
the number of components considering how much information can be put away and
how much resources are available.
2The use of ‖.‖ is extended to matrices, where ‖A‖2 is the sum of the squares of all elements
of A.
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Figure 3.3: The cumulated sum of the variances from the components after the use
of the PCA. Starting with the component with the highest variance, one can notice
that the sum converges to 0.99 with much fewer features than the original data (in
this case, 63 features).
3.3 Random Forest Classifier
In the proposed system, this last block associates a class label to the input data.
Since the datasets used in this work have labels, the classification method will be
supervised. One of the further necessities of the system is a probabilist output, i.e.,
a number that carries the certainty of the classification. In this work, we restrict
ourself to analyzing only one algorithm: Random Forest, which also allows the
system to solve a multiclass problem.
The Random Forest classifiers [34] have been used in a wide variety of scenarios:
gene selection [35], remote sensing [36], and prediction of protein behavior [37],
among others. They consist in ensembles of decision trees, called weak learners in
this context, that altogether create a stronger learner. Each decision tree is trained
based only on a restricted subset of the data and only on a subset of the features.
In the Random Forest classifier, each tree outputs a class as its prediction, and by
counting all “votes”, the ensemble of these trees considers the most common vote as
the model response, as illustrated in Figure 3.4.
Since each tree is trained by a random subset of the data, it tends to be uncor-
related from other trees. At this point, the algorithm is known as tree bagging [38]
and differs from the Random Forest by only one aspect. Suppose that a particular
feature f is good on the task of classifying a given sample. So, every tree that has
access to f will use it during its training, and then, those trees will be correlated
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Counting votes
Vote : Class  Vote 2: Class 3 Vote  : Class 3
Predicted class
Features
Figure 3.4: Each tree receives a random subset of the data (colored boxes on the top
of the figure) and then, after training, outputs a class. After evaluation, all votes
are counted, and then the predicted class is chosen by the majority of votes.
with each other. To handle this, each time a tree considers a split, it will decide
considering only a small random subset of the used features.
Although in the original Random Forest paper the author stated that it does
not overfit, in [39] the authors showed that it could overfit for noisy data, which is
the scenario for most real applications. So, search for hyperparameters that avoid
overfitting is mandatory in this work.
Another key point of using the Random Forest is the fact that each tree is
trained separately from each other, so, parallelizing the training is an easy task. All
the system have been developed using Python 3, and in the case of Random Forest,
there is a great implementation of it on the scikit-learn [40], based on [34].
In this work, two Random Forest hyperparameters will be explored:
• Max tree depth: This parameter restrains how deep each tree can go. Letting
it loose, i.e., not controlling it, usually leads to overfitting, since the training
accuracy will be close to 1.
• Number of estimators: As each estimator uses only some training samples, a
reasonable amount of trees is needed to train with all samples. However, an
unnecessary increase in this parameter sometimes only increases the complex-
ity of the model, delivering no increase in the performance [41].
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3.4 Pre-training
Chapter 2 presented the dataset and the cleaning process initially applied to prepare
the data. When dealing with real data, extra measures are needed to increase the
reliability of the data. In this work, the labels are created based on annotations
made by the operators on the platform at the moment the fault occurred; so, it is
expected that it contains some errors. However, the presence of those mislabeled
samples usually decreases the predictive power of the model [42].
Another aspect present on these datasets is the abundance of data corresponding
to the normal class. This galore of normal data gives the opportunity to perform
some data selection on the normal samples to only forward reliable samples to the
training phase. So, in this section we consider a stage incorporated to the classifier
training that selects reliable normal samples, that will be referred to as the pre-
training phase.
The data will initially feed the pre-training block, and there, a k−fold cross-
validation3 will be performed. During cross-validation, each sample appears (k− 1)
times in the training set. So, each time it appears, if the prediction of this sample
during the training is equal to its true label, a score associated to this sample will
be incremented by one unit. Each sample has a score equal to zero at the beginning
of this phase and can reach up to (k− 1) in the end. After the cross-validation, if a
sample has a score greater than a given reliability threshold τ , it will be sent to the
training phase, otherwise, it will be removed. The hyperparameter τ controls the
selectiveness of the pre-training algorithm, as it imposes how many times a sample
needs to be correctly classified. Figure 3.5 brings the flowchart of this algorithm.
Sample 











Figure 3.5: Each sample i joins the training set k− 1 times during cross-validation.
After each training, the algorithm compares the predicted value during training with
its true label; if they are equal, it increments the sample score by one unit. When
the training ends, the score is compared with a given threshold, and in the case that
the score is greater, the respective sample is forwarded to the next block.
3Although this term is being used in this section, next section will bring more details and
specifications on this.
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It is expected that increasing the reliability threshold τ , the algorithm becomes
more selective, and, consequently, less samples will be forwarded to the next phase.
Since the dataset used in this work has a limited number of samples from the target
class, this step will be applied only on the normal samples, which are abundant.
This method requires extra caution when choosing the training algorithm. One
can notice that, if the model overfits the data during training, no samples will be
removed and the method will be pointless. So, it is necessary to use a method with
high accuracy that will not overfit. In this work we used the Random Forest classifier,
limiting the maximum depth of each tree by 3 and the number of estimators to 100.
In this work, many values for τ will be tested (notice that 0 ≤ τ ≤ k − 1), and
the algorithm will be performed recursively many times, i.e., the i-th round feeds
the (i+ 1)-th round and so on.
As a measure of how selective the final model will be and to avoid overfitting,
an extra validation set will be used. This set will not be cleaned by the pre-training
phase and it will be used to decide between different sets of the pre-training hyper-
parameter (τ and number of rounds). Considering that this set will not be cleaned,
it probably contains some mislabeled samples. Note that, it is expected that the ac-
curacy on this samples decreases, as the classifier has not been trained on unreliable
samples.
The accuracy on the extra validation set needs to be analyzed in order to es-
tablish a trade-off between accuracy gain and the chance to overfit the model. This
analysis is qualitative, based on how much data contamination is expected. In Sub-
sections 4.4.2, 5.4.2, and 6.4.2 we explain the choice of pre-training hyperparameters
in each scenario. Figure 3.6 depicts the configuration of the system with the addition












Figure 3.6: Each sample i joins the training set k− 1 times during cross-validation.
After each training, the algorithm compares the predicted value during training with
its true label; if they are equal, it increments the sample score by one unit. When
the training ends, if the score is larger than a given threshold, the respective sample
goes to the next block.
3.5 Training Routine
This section explains two details about the training phase. All datasets used are
very much unbalanced, with the number of target samples being close to only 0.5%
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of the number of samples from the normal class. So, to treat the problem as a
balanced classes problem, the normal class will be subsampled so that it will have
only R times more samples than the target class. The R hyperparameter will be
varied during the training to study its effect on the predictions.
This step is a good practice in the context of this work since correctly identifying
the target class is more important than a few false positives. Without the class
rebalancing, the model achieves better overall accuracy results, but the target class
accuracy decreases drastically, which is not convenient to the application at hand.
At this point, the model has already a considerable number of hyperparameters
(maximum tree depth, number of estimators, rebalance ratio, window size, window
step). It is necessary to go through all the combinations of these hyperparameters
to decide which set delivers the best model. The next subsection presents how this
is done in this work.
3.5.1 Cross-validation
When training a model, a good practice consists on splitting the data into three
groups: training, validation and test set. The primary goal of the validation set is to
measure the performance of the trained model, and, depending on its performance,
modifications will be made to the model, and it will be trained again. This process
usually has to be carried out several times until the model reaches an acceptable
performance. It is worth noticing that the test set can not be used in this loop. This
is so because this set must be kept untouched since it is the one used to assess the
final performance of the model, or its generalization capability [43].
In theory, this setup is ideal, but typically there is not enough data available for
that, and cross-validation is a way to work around this problem. So, this method is
a way to do model selection, and how to use it varies according to the data. Two
strategies will be used, one for the target class samples and another one for the
normal samples.
Normal Samples
Probably, the most widespread way to use the cross-validation is the k-fold strategy.
In this approach, the training set is split into k subsets (each subset is called a
fold). Figure 3.7 brings an illustration of this process, whereupon k iterations are
performed, following two steps in the iteration i [44]:
1. A model is trained on all folds, with the exception of the i-th fold;






Fold 	 Fold 2 Fold 3 Fold 
Figure 3.7: Illustration of k-fold. Each iteration uses the hatched fold as validation
set and the white folds as the training set. One can notice that each fold is used as
the validation set only once.
As the loop ends, the result of this set of parameters is the mean of the validation
results over all iterations. From the per fold result it is also possible to compute
the variance of the accuracy, enriching the result with the idea of how stable is the
process, or, in other words, how robust is the model.
Applying this approach requires to train the model k times for each combination
of hyperparameters explored, making it cumbersome, computationally speaking,
especially when using a complex algorithm to train the model.
However, the data consists of time-series signals, and there is an alternative when
doing the k-fold cross-validation. Although the traditional k-fold can perform well
when dealing with time-series, the intrinsic time correlation of the data appeals for
an alternative [45]. This alternative will be referred to as time-series k-fold and is a
variation of the standard k-fold. For this variation, in the i-th iteration, instead of
training with the remaining k − 1 folds, the training set consists of the first i folds
and the validation is the next fold, as illustrated in Figure 3.8.
Target Class Samples
The target class in this database is a given fault during operation and is represented
by periods of time along the data duration. So, all the labels representing this class
come as blocks, covering all the corresponding fault period, Figure 3.9 illustrates
this.
Each time a failure occurs, it creates an event and all labels along its duration are
associated to the code assigned to the failure. In this variation of cross-validation,
samples from the same event will never be in separated sets, i.e., they will be either
part of the training set altogether, or compose the validation set. This concept
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Fold 	 Fold 2 Fold 3 Fold 
Figure 3.8: Illustration of time-series k-fold. The all time-series is split into k folds,
and at the i-th iteration, the first i folds are used as training set, and the validation
set is the (i+ 1)-th fold.
information to the one carried by samples of the validation set, and this would
contaminate the training process, jeopardizing the ability of the validation set to
evaluate the generalization capability of the classifier.






Event 1 Event 2 Event 3
Figure 3.9: The green curve represents the label over the time, and it is equal to
1 during faults periods. In this example three events are occurring.For example,
all samples between timestamps t1 and t2 belong to Event 1. According to this
cross-validation variation, all samples from an event should stay together in a single
set.
3.6 Figures of Merit
To evaluate the models, some figures of merit will be used. Accuracy is the most
common metric used to assess model performance and represents the fraction of
predictions that were correctly classified. Mathematically, it can be expressed as:
Accuracy =
TP + TN
TP + FP + TN + FN
, (3.11)
where TP stands for True Positive, FP means False Positive, TN means True
Negative, and finally, FN stands for False Negative.
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Analyzing the accuracy by itself could mislead the user to poor decisions. In
a variety of scenarios, correctly detecting a fault is much more important than
precisely classifying a normal sample. In other words, TN and TP do not have the
same value in the given scenario. So, to support the decisions between the models,
other figures of merit will be analyzed.
Precision represents the ratio between the correctly classified positive samples





In the case we have Precision equals to 1, this means that every time the classifier
predicted a sample as positive, it was indeed from the positive class. But, this
measure does not reflect the FN , i.e., the positive samples that the model classified
as negatives.
Recall is used alongside precision to address this problem. It represents the





If Recall equals to 0.8, it means that 80% of the target class samples were cor-
rectly classified. One can notice that this measure does not take into account the
number of normal samples misclassified as targets, but precision covers this.












The harmonic mean is taken once precision and recall are ratios, and the har-
monic mean is the usual way to combine ratios with equal weight. The F1 is a
particular case of the F -measure, where both precision and recall are intended to
have the same value [46].
Another figure of merit used to evaluate the results is the visual result on each
event. Suppose a scenario that the model correctly classifies the beginning of the
event but misses the entire last third of the event period. In a second scenario the
classifier correctly classified 80% of the fault, but in a erratic manner, as illustrated in
Figure 3.10. Even though the second scenario performs better under the previously
discussed figures of merit, on real applications, the first model is much more reliable.
Correctly detecting the start of the event enables the operator of the system to deal
with the failure appropriately. So, correctly identifying the beginning of the fault
has more value than identifying its end.
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vent vent
Figure 3.10: The left graphic illustrates a first scenario, where the model correctly
identifies the start of the failure. The right graphic represents a second scenario
which has better performance than the first model in terms of precision, recall and
F1, but is less useful in practice since it has problems identifying the beginning of
the fault.
3.7 Tracking Normal Samples
Throughout this chapter the proposed system was presented by explaining each of
its blocks with enough details so as to allows its replication by a careful reader. The
normal samples have a long trajectory from the moment when they enter the system
to the prediction phase. To clarify their journey, this section encapsulates the steps
taken by them.
First, the normal data are sampled in order to balance the classes. Considering
that normal samples are much more present than the ones from the target class, this
balancing is performed by sampling the normal data. Past this step, the sampled
normal data is split into two sets: the extra validation set, which contains the same
number of samples as each validation fold of the model training, with the rest feeding
the pre-training block.
As discussed in Section 3.4, the pre-training block has the purpose of purging
unreliable samples from the normal dataset. So, to guarantee that this block out-
puts the necessary number of samples to the next block, the following equation





where rnds is the number of rounds of the pre-training, R is the balance ratio (see
Section 3.5), |H| is the number of samples of the target fault, and δ is a scalar that
regulates how much it is needed to compensate the normal samples removal each
round of the pre-training. In this work we empirically concluded that using δ = 0.15
brings a good estimate of the number of inputs to the pre-training step for one to
have enough samples on its output, but it is not precise. Thus, some adjustments
may be necessary in order to make available precisely |T | = R|H| samples on the
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Figure 3.11: Path of the normal data samples. At the start, they are sampled so that
there are enough data to support the rest of the model. Then, the data follows to
two separated paths: they can feed the extra validation set or go to the pre-training
phase. The pre-training will purge some samples, creating the need for more samples
than it is necessary on its output. After pre-training, the data is sampled one more
time, to finally meet the desired condition of having R|H| samples.
3.8 Conclusions
Throughout this chapter we presented the system in detail, following the data from
the first block of the system all the way to its output. Since the data used in this
work belongs to an oil company, the code to reproduce the system is not available
for confidentiality reasons, but the present chapter was written so that a careful
reader, should be able to reproduce the model described here utilizing Python 3.6
and scikit-learn.
The proposed system follows all the standard steps when first handling a
database. In addition to that, we proposed a way to increase the reliability of
the normal samples and explained how to evaluate its performance. Each of the
Chapters 4, 5, and 6 of this text will present further details about the data cleaning
steps and the way we restricted our problem in order to deal with data coming from
three different offshore oil platforms, along with their respective results.
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Chapter 4
Results for Offshore Oil Platform A
At this point, the system and algorithms have been detailed, and it is time to put
those concepts into practice. So, this chapter introduces the methodology developed
and the results of using it on the data coming from the offshore oil Platform A1.
In Section 4.1 we define, among a set of faults of interest, which ones are relevant
in Platform A, and in Section 4.2 we determine which tags and wells are available
to model the previously chosen fault. Section 4.3 details the steps taken to get the
data ready to be input to the classifier, and Section 4.4 brings the results obtained
in this platform. Section 4.5 closes the chapter with a summary followed by some
observations.
4.1 Defining the Failures of Interest
In Chapter 2, we exposed the relevance of addressing failures related to the well’s
operation. In this work, we restrict ourselves to a particular set of possible faults:
1. Hydrate in the injection/production line
2. Hydrate/clogging in gathering equipments
3. Hydrate/clogging in service line
4. Inorganic incrustation in injection/production column
5. Inorganic incrustation in injection/production line
6. Organic incrustation in injection/production line
7. Paraffin in the injection/production line
1Unfortunately, it is necessary to use an alias for some details of the data, to preserve the
confidentiality of the data and of the company that provided it.
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It is worth mentioning that this split according to types of faults is made based
on the Production Loss Database, once again. These failures are different instances
of the column Sistema (Portuguese for System), see Section 2.1.3.
So, this work aims at studying the behavior of hydrate, paraffin, and incrustation
related failures. In a machine learning context, it is somewhat difficult to design a
system to model a failure using only a few occurrences of it. Thus, it is necessary
to narrow even more the failures, retaining the ones with a reasonable number of
occurrences. As expected, this analysis needs to be made on a per-platform basis,
considering that each platform has its specific fault behavior. In Figure 4.1 there is
the distribution of failures according to the System. Platform A has only two target
failure types, and one of them occurred only four times, compromising its use.
4 5 6 7 8 9 10 11 12
Occurrences
Hydrate/clogging in service line
Hydrate in the injection/production line
Figure 4.1: Number of events of each failure type of interest in Platform A.
However, from the point of view of the company that manages the platforms,
the goal is to minimize the loss by preventing these failures. In Figure 4.2, the dis-
tribution of the total loss related to the faults of interest is presented, in percentage.
From this figure, one notices how the hydrate in injection lines is also much more
relevant regarding the loss than the other fault types.
0 10 20 30 40 50 60 70 80
Total loss (%)
Hydrate/clogging in service line
Hydrate in the injection/production line
Figure 4.2: Distribution of the total loss according to the types of faults of interest
in Platform A.
Even though there are probably too few events to develop a model, the purpose of
using this data is to develop a methodology that can be replicated in other platforms.
This selection of a target fault is the first step in this methodology, and the next
one is the well and tags selection, detailed below.
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4.2 Wells and Tags
The way the problem is approached in this work is by considering all wells inde-
pendent of each other. This means that if a failure occurs in more than one well, it
generates more than one event. Designing a model that succeeds independently of
the well that the data belongs to is very desirable, since it means that the model has
good generalization capabilities. Figure 4.3 reflects the events distribution according
to the available wells, and one can notice that it would be rather hard to build a









Figure 4.3: Number of fault occurrences by wells. The wells are represented by
codes in order to preserve the company data.
Another point discussed in Chapter 2 is the number of tags related to a given
platform. In the case of tracking only a specific set of failures, it is useful to remove
tags that are not related to the area of study.
The approach of modeling only one system for all wells also limits the number
of tags, once it is necessary to have similar tags for all wells. For example, a tag
which description is “Well W1 instant temperature” can only be used if the tags
that measure the instant temperature of the other five wells are also available. In
terms of data structure, Figure 4.4 shows how the final data is composed from the








Figure 4.4: The database is simply the vertical concatenation of each well database.
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Another characteristic of the received data is the non-uniformity of its beginning
and end; there are cases of a tag having entries for only 2 months. Thereby, it is
necessary to verify if a tag is indeed available during all fault occurrences in the well
that this tag belongs, guaranteeing that all faults are representative. This approach
considers the number of occurrences more critical than the number of tags available
since it maintains the number of events by eventually putting some tags away.
Fortunately, in Platform A there were no tag problems, as all tags were available
for all wells during their respective faults. Table 4.1 brings the list of tags that will
be used in this work, alongside its description and symbol used to reference it.




Header gas lift t3
Total gas lift t4
Downstream choke pressure t5
Gas lift temperature t6
Gas lift t7
Upstream well temperature t8
Further upstream pressure t9
Upstream gas lift pressure t10
Downstream gas lift pressure t11
4.3 Preparing the Data
At this point, the data is already selected, but it is still necessary to clean it. The
received data is the measurement output, meaning that it comes directly from the
OSI Soft Pi System, and then, it is necessary to remove the correcting error codes.
The first step is to guarantee that the data is numerical. The approach adopted
to define if a tag is numerical is by determining the percentage of strings among
its entries, and then, if this percentage is greater than a fixed number, this tag is
considered categorical. In this work, we consider as numerical tags the ones that
have less than 10% of their entries as strings. Figure 4.5 brings the distribution
of the ratio of strings on each tag of Platform A, and one can conclude that the
majority of tags is numerical under the criteria adopted in this work.
After selecting only numerical tags, it is necessary to remove the symbols from
them. By doing this, more missing data is created, raising the need for interpolating
the data to fill in the gaps. However, before interpolation, a minor step is needed:
removing outliers.
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Figure 4.5: Histogram of the proportion of symbols in a tag.
During operation, a sensor can register its measurement as a number that does
not reflect the reality. Usually, this number is too large or too small, making it easier
to interpret as an error. Thus, those values are removed by establishing a threshold;
if an entry is higher than it, then this sample will be removed from the data. A more
robust method to remove outliers may be still necessary, but this first removal step
is mandatory, as these large numbers deteriorate the data interpolation. Figure 4.6
shows the number of spurious values in the tags related to Platform A, in which
there are only a few occurrences in 21 out of 66 tags. Despite the low frequencies
of these spurious values when compared to the over 106 entries per tag, this step is
vital.



















Figure 4.6: Illustration of the number of spurious values removed from each tag vi
out of the 66 selected tags on Platform A. We omitted the other 45 tags, since they
had no spurious values.
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The next method applied is known as Tukey method and uses the interquartile
range to identify outliers [47]. The IQR is defined as the difference between the
third and first quartiles, representing the range in which lie 50% of the data that
better approximate the data median. Considering this, the Tukey Method considers
a sample x as an outlier if the following condition is not met:
q1 − 1.5IQR ≤ x ≤ q3 + 1.5IQR, (4.1)
where q1 and q3 are the first and third quartiles, respectively. The results of applying
the interquartile range method on the Platform A data is a removal of 8.93% of
samples, on average.
4.4 Experimental Results
This section is composed of two subsections: the first describes the search for the
set of hyperparameters that delivers the best result on cross-validation; the second
discusses the improvement of using the pre-training operation.
4.4.1 Classifier Results
The Platform A database at this point consists of 12 events of the target fault. So,
the model will be trained using group 12-fold cross-validation, which is equivalent
to leave one event out of the training set per fold.
The pre-training is not applied in this section, as we want to analyze its im-
pact separately. Thus, first we search through the hyperparameters related to the
classifier training, which consists in 760 possible setups according to the following
list:
• Feature extraction parameters:
– Window size: N ∈ {10, 20, · · · , 90, 100, 200, · · · , 1000}
– Window step: s ∈ {1, 5}
• Random Forest parameters:
– Number of trees (estimators): B ∈ {40, 100}
– Maximum depth: d ∈ {3, 5, 7, 9,∞}
• Other parameters:
– Balance ratio: R ∈ {1, 2}
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The results are sorted according to the mean accuracy of the 12 folds (mACC ).
Table 4.2 presents the best five profiles, where std stands for the standard deviation
associated to mACC, and, gACC is the global accuracy, i.e., the value obtained by
summing all folds true positive and true negative values, and then dividing it by the
total number of samples. Analyzing Table 4.2, one can notice that the best model
according to the mACC is also the model that achieves the highest F1 score (see
Equation (3.14)), making it the best candidate to analyze the other metrics and to
evaluate the pre-training effect.
Table 4.2: Top 5 profiles in terms of mACC. The table also brings its performances
according to other figures of merit.
R N s B d F1 Precision Recall gACC mACC std
1 500 5 40 3 0.7556 0.797 0.7184 0.7683 0.7824 0.1122
1 800 5 40 3 0.7546 0.7832 0.728 0.7635 0.7789 0.1093
1 400 5 40 5 0.7406 0.8085 0.6833 0.7614 0.7776 0.1161
1 1000 5 40 3 0.7462 0.7781 0.7169 0.7564 0.7716 0.1253
1 100 5 40 3 0.7309 0.7968 0.6751 0.7522 0.7491 0.1174
To analyze the behavior of the classifier during the events, we plot two tags2
along the event duration. Figure 4.7 illustrates the classifier response during an
event and a period before and after it, to study its behavior around the failure.
Before taking any conclusions, one can see that the classification is noisy, which
makes it hard to interpret the figure.
This indicates the need to perform a final post-processing step, which enforces
a temporal consistency to the classifier output. In this process, at every window
of T samples the most common output is considered to be the classifier output of
the whole group. The window slides in steps of T samples. One can notice that
this process adds a delay of T samples to the model output, putting a constraint
to the use of large values for T . To better determine this value, Figure 4.8 shows
the histogram of the length of the periods composed by consecutive false positives
in Figure 4.7.
For Figure 4.8, it is possible to assert that T = 60 covers almost all occurrences,
and, in the context of hydrate events, it is an acceptable delay. To illustrate the
effect of using this post-processing, Figure 4.9 shows the same event after applying
the temporal consistency to the classifier output.
This event is a great example of classifier behavior, presenting a high accuracy
during the fault, and anticipating it by a good margin.
2Both tags have been chosen to make the figures easier to interpret, making the fault interval
clearer.
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Figure 4.7: The background represents the platform state at the time: green for
normal operation, yellow for other faults, red for the target fault, and gray for
the period elapsed between ours and PLD markers. The red markers represent
the classifier response over the time, which assumes a value equal to 1 when it
detects a fault and 0 for normal operation. Two tags are also plotted over time, for
visualization purpose.
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Figure 4.8: Analysis of the false positive length. Each time a false positive occurs
repeatedly, the number of consecutive samples represents its length.
4.4.2 Pre-training Results
Pre-training is not performed during the classifier hyperparameters search. This
is so because adding the pre-training block to the classifier development increases
its overall computational cost tremendously. This growth is even more substantial
when applying multiple rounds of pre-training. So, searching for the best set of
pre-training hyperparameters is impracticable, once the searching would take 100
times the current execution time.
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Figure 4.9: The same event plotted in Figure 4.7 after applying the temporal con-
sistency to the classifier output. One can notice that the classifier response is much
less noisy.
Another reason that requires the pre-training analysis to be done separately is
that its performance has to be analyzed in a qualitative manner, as explained in
Section 3.4.
In the previous section, we found the model with the best performance, and the
pre-training model will be evaluated considering this model. The first result to be
analyzed is represented in Figure 4.10, which brings all the possible combinations of
parameters. One can claim that the curves present the same behavior, increasing its
performance as the value of τ increases. This increase in τ means that the system
becomes more selective when discriminating the normal samples, proving that the
algorithm is working as intended.
It must be emphasized, however, that it is still necessary to address the gener-
alization capability of the pre-training procedure when dealing with other normal
samples. This matter is discussed through the results on the extra validation set,
illustrated in Figure 4.11. In this plot, two values are seen: the maximum accuracy
obtained by a model using a given number of rounds, and the accuracy of this same
model in the extra validation set. This figure presents the trade-off for increasing the
number of rounds: it improves the overall accuracy but makes the model much more
selective when dealing with general normal samples. This decreasing performance
was expected, since the extra validation set has normal samples that have not been
submitted to the cleaning process. Thus, when the model evaluates these samples,
it will classify a portion of normal samples as faults, decreasing the model accuracy.
So, picking the optimal parameters is a combination of interpreting the trade-off
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Figure 4.10: Illustration of the results for all pre-training hyperparameters combi-
nations. One can notice an apparent tendency of getting higher values for accuracy
as the threshold τ increases, despite the number of rounds.
















Accuracy on validation set
Figure 4.11: Illustration of the trade-off for increasing the number of rounds of
pre-training method: although it improves the in-sample results, it decreases the
accuracy in the extra validation set.
mentioned above with the knowledge of the data domain. If it is expected that
the normal samples are utterly contaminated, getting 60% of accuracy on the extra
validation set is not as bad as it sounds.
In the context of this work, the decrease of accuracy on the extra validation set
caused by using one round of pre-training is justified by the increase on the overall
classifier accuracy.
In what follows, there is a summary of the results obtained studying Platform A
as detailed in the present chapter:
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• Hyperparameters of the best model:
– R = 1
– N = 500
– s = 5
– B = 40
– d = 3
• Pre-training hyperparameters:
– 1 round
– τ = 11
• Mean accuracy: 0.879± 0.1
• F-1 score: 0.864
4.5 Conclusions
Handling the real data has helped a lot in the development of the methodology that
will be further applied on the next offshore oil platforms. It took approximately 6
months to come up with the final results, since the first contact with the data, and
it is expected that this time decreases significantly for the next platforms analyzed.
The results are also satisfactory, reaching 88% of accuracy using a model that is
considered simple, demanding a derisory amount of computational resources to run
once it is properly trained.
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Chapter 5
Results for Offshore Oil Platform B
In the previous chapter, we analyzed the data from Platform A. The process started
by determining which faults of interest suit the problem in that platform. Following,
we determined which wells and tags are available to compose the platform dataset.
Thereafter, we cleaned the data and made the final preparatives to get the data
ready for the system. In the present chapter, all these steps will be replicated on
Platform B data.
Once the data is cleaned, the system will be trained, and the results and discus-
sions about the system performance on Platform B will be presented during the last
sections of this chapter.
5.1 Defining the Failures of Interest
The target failure needs to be chosen according to the loss associated to it and
the number of occurrences on the platform. In Platform A the predominant fault
during the observed period is “Hydrate in the injection/production line”. Figure 5.1
exhibits the fault distribution for Platform B, indicating that the same type of fault
has the most significant influence on the total loss. However, there is not a single
prevailing type of fault in Platform B; one can state that the first three types of
fault are relevant and justify the efforts to analyze it:
1. “Paraffin in the injection/production line”
2. “Organic incrustation in injection/production line”
3. “Hydrate/clogging in service line”
From the machine learning point of view, however, a problem is only relevant
if there is enough data to study it. Therefore, it is necessary to check the number
of occurrences of each type of fault in order to evaluate the feasibility of using a
machine learning algorithm in it.
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Hydrate in the injection/production line
Figure 5.1: Distribution of the total loss according to the types of faults of interest
in Platform B.
Unfortunately, by analyzing Figure 5.2 one can conclude that is only possible to
model one of those three types of faults. Even though a single event of Hydrate in
injection/production line corresponds to more than 40% of the total loss; it is most
unlikely that this type of fault can be generalized from a single example.
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Occurrences
Inorganic incrustation in injection/production line
Hydrate in the injection/production line
Hydrate/clogging in gathering equipments
Hydrate/clogging in service line
Organic incrustation in injection/production line
Inorganic incrustation in injection/production column
Paraffin in the injection/production line
Figure 5.2: Number of events of each failure type of interest in Platform B.
Therefore, in Platform B the only type of fault that meets both criteria of sig-
nificant loss and sufficient number of events is “Paraffin in the injection/production
line”. This scenario is an excellent opportunity to confirm that the methodology
devised in Chapter 4 is not restricted to a specific type of fault.
5.2 Wells and Tags
Once the target fault has been identified, it is necessary to check how the events are
spread according to the wells. In Figure 5.3 there is the paraffin event distribution
according to which wells the fault occurred, showing that each event occurs in only
one well at a time.
In Platform A there were only 12 events available, which may have restricted the
generalization capability of the model. In the current platform, there are 20 events,
distributed across only two wells, to train the model. However, the increase on the
41




Figure 5.3: Distribution of the fault occurrences according to the wells.
number of events is not enough to balance the classes (normal operation and target
fault): in Well W2a, for instance, 82.2% of the data represents the normal operation,
where 11.8% is the target fault, and the other 6% is related to other faults. The
data is even more unbalanced in Well W2b, where only 0.75% is the target fault, the
normal operation covers 98.66% of the samples, and 0.59% represents other faults.
As described in Section 3.5, we address this question by sampling the normal data
to have the number of target fault samples multiplied by the factor R.
The next step in the system development is guarantee that the data is numerical.
The approach used in this work to define which tags are numerical is straightforward:
if the proportion of symbols of a given tag is greater than a fixed threshold, then
this tag is considered categorical. Figure 5.4 illustrates the distribution of tags
according to the proportion of symbols. If one considers a tag being categorical if
its proportion of symbols is greater than 0.9, it is possible to claim that there are
more categorical tags than numerical in Platform B.












Figure 5.4: Histogram of the proportion of symbols in a tag in Platform B.
Now, dealing only with numerical tags, it is necessary to restrict them to the
ones that contemplate all the fault intervals. In Figures 5.5 and 5.6 we present
histograms of the start of each tag for each well. Each figure also contains vertical
dashed lines representing the start1 of the faults that occurred on the respective
well2. It is possible to notice that there are a few tags that start after some faults,
1By start we mean the first non-empty entry on that tag value.
2Since the duration of all faults is really short compared to the duration of the tags, we decided
to omit the end of each fault to keep the figures clearer.
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so they were removed from subsequent processing. Fortunately, all tags end after




















































































Figure 5.6: Histogram of the start of the tags on Well W2b.
The last step before preparing the data is defining which tags are available for
both wells. Table 5.1 shows which tags will be considered in this platform, where
one can notice that the majority of tags are related to pressure sensors.
Table 5.1: Description of the tags employed on the analyzes of Platform B.
Tag description Symbol
Gas lift injection rate t1
Production choke opening t2
Launcher downstream pressure t3
Pressure inside the ring riser cover t4
Upstream pressure on launcher t5
Choke upstream pressure t6
SDV upstream pressure t7
Pressure inside production riser cover t8
Pressure inside Christmas tree equipment t9
Ring pressure t10
Pressure on production column t11
Choke upstream temperature t12
Temperature inside Christmas tree equipment t13
Temperature on production column t14
Unfortunately, the set of tags of this platform is considerably different from the
selected tags on Platform A, rendering unfeasible the use of a single model for both
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platforms. At this point, one can perceive the value of establishing a methodology
that can be easily reproducible and scaled to other types of input data.
5.3 Preparing the Data
First, we removed the spurious samples, and then we applied the Tukey Method.
The first step only affected the tag “Temperature on production column” related to
Well W1b, and 56 instances were removed. The second, and last step proved to be
more efficient, it removed 7.2% of the samples considered as outliers.
When comparing these results with the ones obtained on Platform A, one can
conclude that Platform B data is cleaner, presenting less spurious values and con-
siderably less outliers. This reinforces the value of the methodology and shows that
different results are expected during every phase of the analysis, even though the
datasets have the same recording process.
5.4 Experimental Results
5.4.1 Classifier Results
In Platform B, we decided to explore more values for the window step. In Platform
A we only tested two values for it: 1, once it is its minimum value; and 5, because
as we increase the step, we decrease the number of samples, and since target faults
sample is an important resource in those datasets we cannot use high values. So,
the search routine goes through 1900 combinations of parameters:
• Feature extraction parameters:
– Window size: N ∈ {10, 20, · · · , 90, 100, 200, · · · , 1000}
– Window step: s ∈ {1, 2, 3, 4, 5}
• Random Forest parameters:
– Number of trees (estimators): B ∈ {40, 100}
– Maximum dept: d ∈ {3, 5, 7, 9,∞}
• Other parameters:
– Balance ratio: R ∈ {1, 2}
The results are sorted according to the mACC score, and Table 5.2 presents
the best five profiles. Once again, the model that achieves the highest mACC also
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achieves the highest F1 score. So, we selected it to study the effects of pre-training
the model. Note that with the exception of the balance ratio (R), all other hyperpa-
rameters from the selected model are different from the ones on the model selected
in Platform A. The mACC achieved by the set of hyperparameters chosen in the
previous platform is 75.87±17.4, which is considerably lower than the 83.59±11.78
achieved for Platform B..
Table 5.2: Top 5 classifier profiles in terms of mACC, along with their performances
with other figures of merit.
R N s B d gACC mACC stdACC F1
1 1000 1 100 5 0.7309 0.8359 0.1178 0.7761
2 1000 1 40 7 0.773 0.8344 0.1496 0.7463
2 1000 3 40 5 0.7794 0.8284 0.14 0.7351
1 1000 3 100 7 0.7671 0.8274 0.1299 0.7685
1 1000 1 100 7 0.7167 0.826 0.1459 0.769
After choosing the model, the next step is to evaluate the size of the window ap-
plied in the post-processing step to enforce time-consistency in the classifier output.
As explained in the previous chapter, this step implies a delay of T samples once
the system is operating online. Considering this drawback, in the case of applying
it on Platform B, the gain in accuracy (less than 0.2%) does not justify the delay.
During the fine-tuning of the start and end of each event, we decided to create
a new label for the period between PLD markers and ours that is outside the one
delimited by the manual markers. Figure 5.7 illustrates the system performance
during an event and the period around it, where the gray background corresponds
to this new label, named Undefined period. In this example, one can notice that the
model classifies the samples right before and after the fault period as non-normal.
This mislabeling occurs due to the change in the system behavior that cannot be
readily identified by just looking at the tags, and the PLD does not contain enough
precision on its data.
5.4.2 Pre-training Results
The approach adopted during cross-validation was the one-out, considering one event
as the validation set per iteration. Therefore, in this platform, there are 20 folds,
which substantially increases the computational cost of training. The first pre-
training proposal considered that we would evaluate each normal sample k times,
where k is the number of folds used for training the classifier. As we have 20
folds, it would also increases the computational cost of applying the pre-training,
when compared to the Platform A. So, these two sequential increases encourage an
adaptation on the pre-training method employed in Platform A.
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Figure 5.7: Illustration of the model output during one of the events. This classifier
was validated on event 18 and trained using the other 19 events.
The way we modified the algorithm for Platform B is by doing only a fixed num-
ber of evaluations of a single normal sample. In the previous version, we evaluated
it according to the number of folds, seeing that the one-out strategy requires one
iteration per event. In contrast to that, for Platform B we did only 9 evaluations,
randomly chosen across the k−1 times the sample appears on the training set. The
results follow the same tendency found on Platform A: as the number of rounds
increases, there is a slight increase on performance, but in general, increasing the
value of τ is much more effective, as illustrated in Figure 5.8.
To support the choice of the pre-training hyperparameters, it is necessary to
evaluate the performance on the extra validation set. Based on Figure 5.9, one can
note an unexpected behavior: a single round drastically decreases the accuracy on
the validation set; even though the increase on the classifier accuracy is still signif-
icant (83.6% to 90.5%), as occurred in Platform A. Despite the boost on classifier
performance, it is unlikely that the decrease on extra validation set accuracy is only
due to errors during data labeling, since we purged, on average, 13% of the normal
samples during the pre-training routine performed in Platform B data. So, along
with the mislabeling, the classifier is probably overfitting to a specific set of normal
samples. Thus, applying the pre-training method was not useful in this scenario.
Following, there is a summary of the results obtained by studying Platform B as
detailed in the present chapter:
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Figure 5.8: Illustration of the pre-training method performance for a variety of hy-
perparameters. Overall, the accuracy tends to increase as the threshold τ increases,
as in Platform A.














Acuracy on validation set
Figure 5.9: Performance of the model using the pre-training method on the extra
validation set. In this platform, the increase in the classifier performance is not
relevant when weighted by the decrease on the extra validation set accuracy.
• Hyperparameters of the best model:
– R = 1
– N = 1000
– s = 1
– B = 100
– d = 5
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• Pre-training hyperparameters3: not used
• Mean accuracy: 0.836± 0.118
• F-1 score: 0.776
5.5 Conclusions
The methodology developed in the Platform A was replicated on another platform,
and the results are also satisfactory, reaching 83.6% of accuracy. The pre-training
showed substantial improvement in the classifier accuracy, but due to its performance
on the extra validation set, we decided to leave the pre-training out of the training
of Platform B. This work demanded six weeks to yield the results presented in this
chapter, counting from the first contact with the raw data from PI, which is less
than a quarter of the time demanded for analyzing the data Platform A.
Another critical point of this chapter is the fact that we successfully modeled a
type of fault different from the one modeled in Chapter 4, considering that the final
goal is a system that can handle multiple faults.
3In this case, we kept the leave-one-out strategy when training the classifier, yielding 20 folds.
However, during the pre-training we used only 10 folds, due to the high processing time it demands.
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Chapter 6
Results for Offshore Oil Platform C
This chapter presents the application of the methodology, developed in the last two
chapters, on a new database. The Platform C has the same characteristics of the
other addressed platforms, but has an advantage: it has 42 occurrences of faults of
interest, which is more than double the occurrences in the previous platforms. Along
with this, Platform C has more than one representative fault, giving the chance to
analyze how the model behaves in the multiclass scenario.
The structure of the present chapter is the following: Section 6.1 defines the faults
of interest that are relevant to Platform C; Section 6.2 restricts the data according
to the wells attended by the chosen faults; Section 6.3 details the data cleaning;
Section 6.4 discusses the model performance during the classifier training and pre-
training stages; and, finally, Section 6.5 summarizes the chapter and compares the
results against the ones obtained on Platforms A and B.
6.1 Defining the Failures of Interest
When first handling the data received from PI, it is necessary to check which problem
is worth to address. This decision is made based on two aspects: the failure must be
relevant in terms of production loss to be attractive for the company who provided
the data, and the failure must have occurred a reasonable number of times to allow
some modeling. This analysis is first delimited by a set of interest faults, which
includes:
1. “Hydrate in the injection/production line”
2. “Hydrate/clogging in gathering equipments”
3. “Hydrate/clogging in service line”
4. “Inorganic incrustation in injection/production column”
5. “Inorganic incrustation in injection/production line”
6. “Organic incrustation in injection/production line”
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7. “Paraffin in the injection/production line”
In Figure 6.1 we have the contribution of each one of those faults to the total
combined loss they produced in Platform C. Following the same pattern of the two
other platforms, “Hydrate in the injection/production line” is the predominant fault,
reinforcing the relevance of its modeling and detection.
0 10 20 30 40 50
Total loss (%)
Organic incrustation in injection/production line
Paraffin in the injection/production line
Hydrate/clogging in gathering equipments
Hydrate/clogging in service line
Hydrate in the injection/production line
Figure 6.1: Distribution of the total loss generated by the faults of interest in Plat-
form C.
Analyzing the relevance of these faults from a machine learning perspective, one
can conclude that there are two faults with a reasonable number of occurrences, as
illustrated in Figure 6.2. Based on this, we decided to restrict the analysis to these
two types of fault:
1. “Hydrate in the injection/production line”
2. “Hydrate/clogging in service line”
1 2 10 27
Occurrences
Organic incrustation in injection/production line
Hydrate/clogging in gathering equipments
Paraffin in the injection/production line
Hydrate/clogging in service line
Hydrate in the injection/production line
Figure 6.2: Number of occurrences of each fault of interest in Platform C.
In contrast to Platforms A and B, the Platform C dataset has more than one
target fault, allowing one to study how the developed methodology responds on a
multiclass scenario.
6.2 Wells and Tags
Proceeding in the methodology, we define which set of wells and tags best fit our
needs. Figure 6.3 shows how the faults of interest are distributed over the wells,
and one can notice that in Platform C there are faults that occur in more than
one well at the same time. Consequently, the number of events increases: the 37
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Figure 6.3: Distribution of events according to the wells it occurred. In Platform
C many faults occur in more than one well simultaneously, yielding an increase of
events.
faults are now represented by 86 events; which is one more particular characteristic
of Platform C.
As we are concatenating the data from all wells, it is necessary that all of them
have the same set of sensor tags available for processing. Unfortunately, as expected,
different wells have different sets of tags available, demanding a search for an optimal
selection of wells and tags, which maximizes the number of faults without putting
many classes of tags away. Table 6.1 represents this trade-off1: as we increase the
number of used wells, fewer tag classes will be available on all of them.
Table 6.1: List of tag classes and fault events for all wells. As we consider more
wells, eventually a tag class will not be available for one of the considered wells,
which automatically discards the class. On the other hand, the number of available
















1In this analysis, we did not consider Well W7b, as it does not contain any numerical tag.
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Thereby, based on the Table 6.1 results, choosing the first 8 wells gives 64 events
of the target faults and restricts the number of classes to 20, which is more than
there are in both previous cases added together. To guarantee that all these classes
can be used, it is necessary to verify if they are numerical and if they cover all faults
duration.
Fortunately, all of those 20 classes are numerical, even though Platform C
presents the same pattern observed on the previous platforms: the majority of tags
are numerical, as illustrated in Figure 6.4.









Figure 6.4: Histogram of the proportion of symbols in a tag in Platform C.
Regarding the end of tags, every tag ends after the faults that occurred on the
well that tag belongs to. Analyzing the start of the tags, Figures 6.5 to 6.11 present
a histogram of the start of each tag for each well,x and the start of every fault
that occurred on the respective well. Based on these plots, to cover all faults, it is
necessary to remove some tags and all other tags that share the same class.












Figure 6.5: Histogram of the start of the tags on Well W1c. The red vertical lines
represent the started of an event on this well.
Removing the undesired tags, we ended up with 16 out of the initial 20 classes of
tags. Table 6.2 contains the description of each one of them, and once again one can
verify that 10 out of 16 classes did not appear on Platforms A and B. This mismatch
on classes across platforms also endorses the need for a robust methodology that
performs well under different data conditions.
52













Figure 6.6: Histogram of the start of the tags on Well W2c.












Figure 6.7: Histogram of the start of the tags on Well W3c.












Figure 6.8: Histogram of the start of the tags on Well W4c.












Figure 6.9: Histogram of the start of the tags on Well W5c.












Figure 6.10: Histogram of the start of the tags on Well W6c.
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Figure 6.11: Histogram of the start of the tags on Well W8c.












Figure 6.12: Histogram of the start of the tags on Well W9c.
Table 6.2: Description of the tags employed on the analyzes of Platform C.
Tag description Symbol
Corrosion coupon t1
Gas lift injection rate t2
Gas lift choke t3
Pressure on MSGL service line t4
Gas lift downstream pressure t5





Production choke upstream pressure t11
Production choke downstream temperature t12
Gas lift downstream temperature t13
Gas lift upstream temperature t14
PDG temperature t15
TPT temperature t16
6.3 Preparing the Data
At this point all the classes are numerical, and this step consists of removing their
outliers. First, we go through all 128 tags (16 classes and 8 wells) searching for
spurious values. Figure 6.13 shows that only 7 tags had such occurrences, where one
of them had 959 entries considered as anomalies. Next, we applied the interquartile
range method to remove outliers before interpolating the data. This step removed,
on average, 4.3% of the samples of a tag, which is considerably less when compared
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to other platforms (8.93% on Platform A and 7.2% on Platform B).




















Figure 6.13: Number of spurious entries on each tag used on Platform C. The other
121 tags had no spurious measures.
6.4 Experimental Results
6.4.1 Classifier Results
The sweep through the classifier hyperparameters follows the same schedule applied
on Platform B, evaluating a total of 1900 classifier setups:
• Feature extraction parameters:
– Window size: N ∈ {10, 20, · · · , 90, 100, 200, · · · , 1000}
– Window step: s ∈ {1, 5}
• Random Forest parameters:
– Number of trees (estimators): B ∈ {40, 100}
– Maximum dept: d ∈ {3, 5, 7, 9,∞}
• Other parameters:
– Balance ratio: R ∈ {1, 2}
In Section 6.1 we concluded that two faults can be modeled in this platform: the
fault “Hydrate in the injection/production line” has the majority of occurrences and
will be referred to as Fault 1, while “Hydrate/clogging in service line” as Fault 2.
Thus, we proposed 4 ways to handle the fault classification problem:
1. Mode 1: Classifies between Fault 1 and normal operation.
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2. Mode 2: Classifies between Fault 2 and normal operation.
3. Mode 3: Classifies between any fault and normal operation.
4. Mode 4: Classifies between Fault 1, Fault 2 and normal operation.
Mode 1
This mode is a single class problem trained to classify Fault 1, which is the same
target fault of Platform A. Table 6.3 shows the five models that achieved best
mACC results; the best model here achieves better results than in the Platform A
(78.24 ± 11.22%), although both lie in the same range, indicating that the model
successfully detected a fault in more than one platform. This result has a huge
impact, proving the proposed methodology robustness once again.
Table 6.3: Top 5 classifier profiles in terms of mACC in Mode 1, along with their
performances with other figures of merit.
R N s B d F1 gACC mACC stdACC
1 600 3 100 9 0.8112 0.8251 0.8222 0.0789
1 600 5 100 9 0.8114 0.8242 0.8213 0.0739
1 600 3 100 7 0.8096 0.8264 0.8209 0.0948
1 500 3 100 7 0.8103 0.8250 0.8207 0.0859
1 600 5 100 7 0.8057 0.8230 0.8164 0.0948
Mode 2
This is another mode that represents a single class classification problem. However,
in this case, we are modeling a first seen fault, even though is hydrate related.
Table 6.4 shows that the best combination of hyperparameters reaches 78.22% of
mACC, meeting the expectations when dealing with a single class problem. Once
again, the methodology generalizes for another type of fault.
Table 6.4: Top 5 classifier profiles in terms of mACC in Mode 2, along with their
performances with other figures of merit.
R N s B d F1 gACC mACC stdACC
2 900 4 100 9 0.7358 0.7786 0.7822 0.1098
2 700 3 100 9 0.7353 0.7747 0.7788 0.1288
2 700 4 100 7 0.7403 0.7734 0.7775 0.1217
2 700 3 100 7 0.7391 0.7714 0.7755 0.1184
2 900 4 40 7 0.732 0.7706 0.7747 0.1035
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Mode 3
This mode is also a single class problem, but by the way we formulated it consid-
ers both target faults as the same failure, configuring itself as a detection problem.
Table 6.5 shows the best mACC results, which represent a significant decrease in
performance when compared to the single-class scenarios. In addition to that, the
variance also increases, from 11.78% in the worst scenario (Platform A) to 19.55%,
which indicates a distinct behavior in this new classification mode. This deteriora-
tion in performance indicates that treating both targets as the same classes is not a
good strategy.
Table 6.5: Top 5 classifier profiles in terms of mACC in Mode 3, along with their
performances with other figures of merit.
R N s B d F1 gACC mACC stdACC
2 700 4 40 9 0.6547 0.6729 0.6733 0.1955
2 700 5 100 9 0.6509 0.6701 0.6705 0.1864
2 800 3 40 9 0.6477 0.6684 0.6687 0.1883
2 700 5 40 9 0.6461 0.6644 0.6648 0.1805
2 800 5 100 9 0.6439 0.6627 0.6631 0.1864
Mode 4
The last mode considered here consists of the identification of Faults 1 and 2 individ-
ually. It is expected that the results of this mode are slightly worse when compared
to Mode 3, but Table 6.6 points out an important fact: this mode is much more
stable than the previous one, as it presents a smaller variance (30% of reduction
comparing the best models variance).
Table 6.6: Top 5 classifier profiles in terms of mACC in Mode 4, along with their
performances with other figures of merit.
R N s B d F1 gACC mACC stdACC
2 900 4 40 9 0.6698 0.653 0.6533 0.1394
2 900 4 100 9 0.6608 0.6465 0.6468 0.1279
2 800 3 100 9 0.6564 0.6425 0.6429 0.1808
2 900 5 40 9 0.6537 0.6423 0.6426 0.1692
2 900 3 40 9 0.65 0.6388 0.6391 0.1686
6.4.2 Pre-training Results
We apply once again the pre-training method detailed in Section 3.4 as one of the
steps during model training. Figure 6.14 shows the results for multiple rounds and
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different selection thresholds. From these results, one can notice that the same pat-
tern persists: generally, the accuracy increases as the selection threshold increases.
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(c) Mode 3 (d) Mode 4
Figure 6.14: Illustration of the pre-training performance for a variety of parameter
for the four classification modes. The tendency of having better results for higher
thresholds presend in the previous platforms is also observed in all cases once again.
In Platform A the pre-training presented a boost of 12.3% in the best model
mACC without pre-training, while the results on Platform B did not justify the
use of the technique. To support the selection of the pre-training hyperparameters,
Figure 6.15 brings the results on the extra validation set for the models that achieved
the best accuracy on training for each number of rounds, where one can observe that:
• Mode 1: In this case, the accuracy on extra validation set does not suffer sig-
nificant decrease beyond one round, allowing one to choose the set of hyper-
parameters that delivers the best accuracy on training: 3 pre-training rounds
and selection threshold equals to 9.
• Mode 2: This mode behaves precisely as Mode 1 and with that we choose 5
pre-training rounds and selection threshold equals to 9.
• Mode 3: The best result is achieved using 3 pre-training rounds, and selection
threshold equals 9. The accuracy on extra validation set decreases 7% but
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is still higher than 80%, which is enough to give confidence choosing those
parameters.
• Mode 4: In this case, one can once more clearly observe the decrease in extra
validation set accuracy, but only a slight change on classifier performance.
Considering that the accuracy on the validation set is still higher than 80%,
we opted for choosing 6 pre-training rounds, and selection threshold equals 8.
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(c) Mode 3 (d) Mode 4
Figure 6.15: Performance of the selected models on each mode using the pre-training
method on the extra validation set. Each mode has its peculiarities, but the accuracy
decreases on the extra validation set, as the number of rounds increases, in all four
modes.
Although using a higher number of rounds can sound expensive, computationally
speaking, this burden is only reflected in the training step. In fact, the pre-training
does not change the classifier structure; it only affects the input data that trains
those models. So, the best models for the four classification modes are presented in
Table 6.7.2
Table 6.7: Best profile for all classification modes in Platform C.
Mode R N s B d Rounds τ F1 gACC mACC stdACC mACCv
1 1 600 3 40 9 3 9 0.8732 0.8878 0.8807 0.0766 0.8709
2 2 900 4 100 9 5 9 0.7846 0.8169 0.8215 0.1102 0.9418
3 2 700 4 40 9 3 9 0.7448 0.7588 0.759 0.1696 0.8709
4 2 900 4 40 9 6 8 0.7903 0.7714 0.7719 0.1657 0.7972
2mACCv represents the accuracy on extra validation set.
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6.5 Conclusions
In Platform C we tested the proposed methodology on a new fault, “Hy-
drate/clogging in service line”, on an already known fault, “Hydrate in the pro-
duction/injection line”, on a detection scenario, and on a multiclass classification
problem. The results obtained in this chapter are more significant, considering that
there are more events on this platform compared to the other platforms, and, con-
sequently, the system modeled with more data is more relevant.
When dealing with a new failure, the best model achieved good accuracy when
compared to Platforms A (88.0± 10.0%) and B (83.6± 11.8%), showing that for 3
different types of fault it was possible to assemble a model with high accuracy.
Modeling an already seen fault delivered a model with accuracy 88.1 ± 7.7%,
which is almost the same obtained on Platform A.
The multiclass classification case reached 77.2 ± 16.6% which is a reasonable
result, considering that we made no changes on the model. To better treat this
scenario it is necessary to make same adaptations on the model. The next chapter
will present some possible solutions for this.
Thus, Platform C showed the robustness of the proposed methodology, proving
it to be a general and efficient way to handle hydrate related problems.
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Chapter 7
Conclusions and Future Works
7.1 Concluding Remarks
At the beginning of this project we had as the primary goal the application of
machine learning and data analytics knowledge in the oil and gas context. So, we
started defining which area could be benefited by the project, taking into account
that this area had to fill our requirement: there had to be enough data.
Then, we decided to put our efforts on solving problems related to hydrate and
some other faults that occur in the same equipment affected by hydrate. We followed
this path based on the analysis of each type of failure impact on the company losses
during the past few years. At the end of this study, we came up with a set of seven
potential faults of interest.
Three datasets were presented in this work, each one of them was composed by
measurements of a set of sensors related to the wells from a specific offshore oil
platform, recorded by the OSI Soft PI System. Due to each platform structure and
operation, each database had its particularities, them being very different from one
another. Dealing with real data requires a lot of work to prepare the data, espe-
cially when it comes from a highly dynamic system, such as offshore oil platforms.
So, to handle the data of a given platform we proposed a methodology based on
the following steps: determine which of the faults of interest prevail on the data;
determine the tags that cover all events; determine the nature of each tag; clean the
data.
The machine learning model proposed is composed of four blocks. First, we
employed a classic feature extraction, based only on statistical features that are
typically used in the literature. The second block transforms the data from the
feature space to a suitable space, that is more informative and facilitates the task of
the Modeling block, which encapsulates the algorithm, which, in this work, consists
in a Random Forest classifier.
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As the fourth block of our model, we proposed a technique, referred to as pre-
training, to increase the classifier accuracy by filtering the data that feeds the model
during the training phase. The data that would serve as input to the classifier now
feeds this block, which trains a model (also a Random Forest classifier) using cross-
validation. Then, we associated a score for each sample based on how many times
it correctly classified during the cross-validation. If a sample score was higher than
a fixed value, then this sample fed the classifier; otherwise it was removed from the
training phase.
We presented the results for each offshore oil platform in a manner we could assess
the pre-training impact. After applying our technique, we increased the accuracy
by 10% in Platform A, and by 4.85%, 3.93%, 8.57%, 11.86% in the four modes in
Platform C. Platform B had no improvements on the results using the pre-training
technique.
In this dissertation, we believed to have deployed a robust methodology to handle
any oil offshore platform data, that can be adjusted to model any fault, reaching
over 80% of accuracy in most of the tested single class scenarios and over 75% in
the multiclass scenarios.
7.2 Research Directions
As future works, the multiclass scenario should be expanded to better handle any
number of faults. A possible way to achieve this is to ensemble many one-class
classifiers, one for each possible class, and then fit a dynamic model that considers
the outputs from every classifier.
As a possible direction to improve the model performance, we propose changing
the Random Forest classifier for the Gradient Boosting (GBM) [48, 49]. The idea
behind GBM has some similar aspects to the Random Forest, it also trains many
weak learners, but it does so sequentially, not independently as in RF. This algorithm
has been showing outstanding performance in the past few years. Moreover, the
model could also be boosted by considering other features on the feature extraction
block.
The pre-training presented promising performance, but it is a work in progress.
The natural way to improve it is by eliminating fewer samples, but guaranteeing
that it eliminates only contaminated samples.
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