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Abstract 
The purpose of this study is to examine the effectiveness of review question and content object as advanced organizer used for 
prior knowledge activation in an introductory computer programming. The students’ engagement when using the strategies was 
examined to reach the primary findings. Content object (CO) as the advanced organizer to activate prior knowledge used before a 
new programming concept was learnt. Review questions (RQ) on programming concepts and solutions were designed to encourage 
the paper–pen method. Findings have shown similar performance in post-test. The outcome of this study showed CO useful to 
foster better learning programming. 
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1. Introduction 
Learning introductory programming requires students to understand concepts, syntax, and semantics, and apply 
this knowledge towards solving programming problems. Novices regard learning to program as difficult (Schramm, 
Strickroth, Le & Pinkwart, 2012; Mason, 2012). The programming learning material used in a typical programming 
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course bombards students with information. It includes key points, flowchart, and/or algorithm to learn concepts, in 
addition to the syntax and programming codes to learn to write the program. Often, not all learners have the same 
amount of prior knowledge. Therefore, they experience difficulties distinguishing the relevant from irrelevant in 
learning materials that show multiple representations. Students often feel lost due to fragmented knowledge. In this 
case, they must have the appropriate scaffolds available to help them relate new knowledge with prior knowledge to 
make appropriate interconnection (Lajoie & Nakamura, 2005).  
Prior knowledge is just as important as the learning ability. However, students may have greater prior knowledge, 
experience and intensive interest yet have only average learning ability. Activating prior knowledge seems to be 
helpful for students with limited knowledge (Pacheco, Gomes, Henriques, Almeida & Mendes, 2008). Thus, prior 
knowledge activation in an introductory programming class may be useful to understand the programming concepts 
better. The prior knowledge activation also helps to correct prior knowledge before imparting new knowledge to avoid 
misconception and inaccuracy (Roschelle, 1995). Helping students recognise their mistakes before a new lesson would 
help them to resiliently understand programming concepts and syntax. Roschelle also stated that learning proceeds 
primarily from prior knowledge, and only secondarily from the presented materials. An impressive amount of evidence 
with respect to prior knowledge has shown that activation leads to stronger foundation in constructing new knowledge 
(The Eberly Center for Teaching Excellence and Educational Innovation, 2013).  
Typically, questions relating to previous lesson before learning new programming concept are a common strategy 
used to activate prior knowledge. This has often been in place in face–to–face learning environments. It could be 
verbal questions from the teacher or students answering set of given questions in the form of printed text. An advanced 
organizer is a specific type of cognitive organizer to aid learners relate new knowledge to something they already 
know (Porter, 2013). It also could be in the form of verbal (Lin, Kidwai, Swain, Ausman & Dwyer, 2005), audio file 
or text (Aslani, Haghani, Moshtaghi & Zeinali, 2012). The use of content objects as advanced organizers appears to 
empower the students’ cognitive structure, and is useful in interrelating prior knowledge with new content (Jaakkola, 
Lakkala, Nirhamo, Nurmi, Paavola, Rahikainen & Lehtinen, 2003; Ros & Lizenberg, 2006). 
 However, the empirical evidence on the effectiveness of content object (CO) as an advanced organizer and 
questions to activate prior knowledge in learning programming appears to be scant in literature. The aim of this paper 
is to examine the effectiveness of RQ and CO as the advanced organizer used in an introductory programming course 
to activate prior knowledge. Review questions (RQ) in the form of printed text were intended to help learners recall 
the flow of programming control structures. Students were required to find the output of an algorithm that demonstrates 
the control structure using set of given data. The content object (CO) as an advanced organizer also used before the 
actual learning of programming takes place. The content objects were a small unit to explain the flow of the 
programming structure using visuals and animation. Students were required to engage by clicking the animation button 
to understand the output of the algorithm.  
 
2. Review of Literature  
As mentioned above, the cognitive overload in learning materials is one of the causes of learning difficulties. The 
other issue in learning programming is understanding programming abstraction. Modern students have grown up 
computer literate, but do not have much understanding on how the computer works. This leads to little in the way of 
a mental model of computing (Bruce–Lockhart & Norvel, 2007). Visualising the programming abstraction has been 
successful to help learners to improve learning (Ala–mukta, 2003).  Generally, the breakdown of a course material 
into small pieces of content that entails a single learning outcome is known as learning objects, which is useful for 
both knowledge-based and skills-based courses. Wiley (2000) narrowed the definition of learning object as “The main 
idea of learning objects is to break educational content down into small chunks that can be reused in various learning 
environments, in the spirit of object oriented programming”. Though learning objects are known with various 
nomenclatures, it is labeled with similar characteristics and it can be viewed from technical and pedagogically sound 
stand point. Technically, the focus is primarily on the deployment of the learning objects in various delivery platforms 
for longevity and reusability. Pedagogically sound reusability focuses on the use of learning objects in different 
learning contexts. In education, learning objects requires prevailing focus on the design and development related to 
instruction (Wily, 2000; Quinn & Hobbs, 2000; Gibbons, Nelson, & Richards, 2002; South & Manson, 2000; McGee, 
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2002; Thompson & Yonekura. 2005; Boyle 2006) and nevertheless in the programming learning environment. The 
prevalent attention on learning object to enhance programming language learning in higher education has explored 
student pass rate and performance (Bradley & Boyle, 2004; Lahtinen, 2006; Matthiasdottir, 2006), effectiveness of 
learning object (Yau, 2004; Vincenti, Braman & Hilberg, 2013), instructional design to incorporate learning objects 
(Douglas, 2001; Berge & Fjuk, 2003), and patterns to support learning object reuse (Mogharreban & Guggenheim, 
2008; Hardbattle & Fisher, 2010).  
The term content object (CO) used in this study articulates the similar characteristics of learning object precisely 
granularity and pedagogically sound reusability. Granularity and reusability are interrelated; the smaller the content 
objects, the higher the degree of reusability in the sense of reusing the content object in different learning context 
(Wiley, 2000; South & Monson, 2000; Thompson & Yonekura, 2005; Silveira, Araujo, Amaral, Oliveira, Schimigue 
& Ledon, 2005). A content object is a small piece of content that accomplishes a single learning outcome to ease 
programming abstraction.  Multimedia learning objects for Java and learning objects for C++ programming languages 
have been developed to help students to understand the programming syntax (the actual naming of the objects reported 
here). And these learning objects were deployed in a blended and/ or e–Learning environment (London Metropolitan 
University, 2008; Tampere University of Technology, 2006). Incorporating CO in programming lab to activate prior 
knowledge to foster understanding makes this study different from others.  The use of questions and CO to recall 
previous programming concept before learning new concepts is essential because the low–level programming 
concepts (variables, data types, selection control structure, loop structures) interrelated with high level programming 
concepts (array, function, data structures).  
Thus, a strong foundation of low–level programming concepts would help to understand high–level concepts. For 
an example, the concept of an array is considered too difficult to understand (Lahtinen, Ala–Mutka, & Jarvinen, 2005). 
If a student has strong foundation on the concept of variables, data types and loops (low–level concept), learning the 
concept of an array (high–level concept) would not be so challenging. Hence, using content objects as an advanced 
organizer, or questions before the actual learning materials, would be useful to foster meaningful learning.  Advanced 
organizer was popularised by Ausuble (1960), suggested that it would be useful when (i) student process and 
understand information demonstrated in the organizer and (ii) it indicates the new concept /terms. In programming 
learning, students should be able to understand the programming concepts before attempting to write programs 
(Robins, Rountree. J & Rountree. N, 2003).  
Using questions to activate prior knowledge may be appropriate if the right type is selected. Verbal questions from 
teachers could be asked before the actual learning takes place. Several types of question may be used in order to help 
students to recall the programming concepts, such as: (i) to identify misconception, (ii) to detect common mistakes, 
(iii) to understand the flow of control structures, (iv) to understand the logic structure of the program. A learner-
centred approach encourages students to get involved in cognitive activities to learn programming. Fetaji, M, 
Loskovska, Fetaji, B & Ebibi (2007) pointed out programming knowledge cannot be transferred directly from a 
programming teacher to the students. Therefore, a paper–pen method may be used to encourage students to answer 
the questions in the form of printed text in order to recall the prior knowledge.  
3. Method 
3.1. Participants 
Introduction to C programming is one of the core IT modules in the foundation engineering final semester. One 
hundred and three students enrolled for this module in the beginning of the semester. The students were randomly 
assigned in two groups. One of the groups was randomly selected to use questions, named review question (RQ), as a 
strategy to activate prior knowledge.  The other group was selected to use content object (CO) as the advanced 
organizer to activate prior knowledge. 
3.2. Strategies to activate prior knowledge  
CO was designed to present the programming concepts using visuals and animation interactively, to help students 
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to acquire the programming knowledge by connecting new concepts to prior programming concepts. Interactivity was 
to ensure that students were not simply watching the elements used to represent the information. Meaningful examples 
were chosen for effective construction of knowledge structures. Fig 1 shows an example of CO that animating the 
flow of selection control structure (non–linear if structure). It helps to stimulate part of cognitive structure in which 
the new programming concepts should reside (Hannum, 2006). CO developed for five low–level C programming 
concepts, namely C integrated environment, variables, operators, selection structures, for loop structure, and the 
concept of an array (a high level concept).  One of the important features in the CO was the visualisation of 
programming concepts. Nevertheless, learners’ engagement also important to promote meaningful cognitive 
information processing (Mayer, 2001). CO as the advanced organizer would help learners to organise and assimilate 
low level programming concepts in order to learn high level concepts. 
 
 
Fig 1. Screenshot of selection control structure in CO 
The review questions were in the form of printed text to encourage paper–pen method. The RQ used in this strategy 
requires students to write down the output of the given algorithm using the data set. The solution to the question was 
attached to the last page of the RQ sheet. The type of questions are important to help learns to recall the appropriate 
prior programming knowledge to relate to new concepts. This strategy mainly focused on recalling of prior 
programming knowledge to connect to new concepts presented in learning materials and eventually to help learners 
to relate low level concepts in order to learn high level concepts.  
3.3. Instruments 
A pretest with ten objective programming questions administrated in the first week of the experiment. In the last 
week, participants were administered a post-test which included ten objective questions. A questionnaire with five 
items administered to explore participants’ engagement. Table 1 presents the items code ranging from A1–A5 used to 
compare participants’ engagement when using review questions (RQ) and content object (CO). 
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Table 1. Survey items coding 
Item 
No 
Item 
A1 The CO / RQ are useful to recall the programming concepts before I learn a new lesson. 
A2 CO / RQ help to relate programming concepts that I have learnt in every lesson. 
A3 I always make sure I finish the CO / finish and check the solution to RQ, before the lecture is started. 
A4 The time allotted to access CO / do the RQ is just right. 
A5 I would like to use CO / RQ to review every lesson. 
3.4. Experimental design and procedure  
Students were assigned in two groups were enlighten with two different strategies to activate prior knowledge. RQ 
group was administered review question (RQ) and CO group used CO (content object) as the advanced organizer to 
activate prior knowledge. An experiment was carried out in seven teaching weeks and participants were taught six 
programming concepts. The CO and RQ used in the lab before a new concept (related) is taught. For an example CO 
group used content object for C integrated environment (LI–CO) and RQ group used (L1–RQ) before they learn the 
concept of variables and C programming syntax to manipulate variables (Table 2).  
                     Table 2. Instructional strategies and lesson plan 
Lesson (L) Topics 
RQ 
Group   
CO 
Group  
1 C integrated environment pretest pretest 
2 Variables L1 – RQ L1– CO 
3 Operators L2 – RQ L2– CO 
4 Selection structures L3 – RQ L3– CO 
5 Control structures L4 – RQ L4– CO 
6 Array L5 – RQ L5–CO 
7 – post-test post-test 
 
Both groups spent the same amount of time (10–15 minutes) to recall the previous lesson before a new lesson is 
started. The same instructor was teaching and that has helped to control the similar instruction in both groups. Teaching 
and learning strategies were set in a programming lab for three hours. In the first hour lecture was conducted and CO 
/ RQ was used before the new lesson begins. The second hour is the practical class for students to write programs and 
the instructor respond to students’ doubts and questions. The last hour was set as tutorial hours for students to solve 
programming problems without assistance.  
4. Data analysis and results 
4.1. Participants’ profile 
The initial sample size was one hundred and forty. Data trimming performed due to missing data and the final 
sample size was one hundred and three engineering foundation students, fifty three in experimental group 1 (exp 1) 
and fifty one in experimental group 2 (exp 2). Seventy five percent of the participants (N = 103) were males and 
twenty five percent females. Relatively more male participants were observed in the exp 2 group (n=50, males=80%, 
females= 20%) and slightly more female participants in exp 1 group (n=53, males=69%, females=30%). Ninety-five 
percent of the participants aged in the range of 17–19 years old and eight percent in the range of 20–22 years old. 
Exploratory data analysis performed for independent variables (review questions and content object) and dependent 
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variables (pretest score and post-test score). The Shapiro–Wilks test was used as it is the most powerful normality 
tests (Nornadiah Mohd Razali & Yap, 2011) and set α at .001 level of significance (Horn, 2011). The assumption of 
normality for pretest and post-test score is significant, p > .001 and normal distribution observed in both groups.  
4.2. Pretest  and posttest performance 
A pre–test was administered at the beginning of the study. The total score for pretest was set at 15. The descriptive 
analysis between exp 1 and exp 2 in Table 3 indicates the level of prior programming knowledge in both groups 
similar. The maximum score in both groups observed similar. Seventeen percent (n=9) of participants in exp 1 group 
score a minimum score of one and no zero scores were observed, while in exp 2 group 6% (n=4) of the participants 
obtained a minimum score of 1 and 2% (n=1) obtained zero. Levene test for equality of variance suggests no significant 
difference between groups. An independent sample t–test applied to compare pretest mean score between groups. No 
significant difference observed in the pretest mean score between groups, t(101) = –1.895, (p>.05). This result 
indicates all the participants more or less have brought similar level of prior programming knowledge at the beginning 
of the experiment week and that the groups are independent one of another. The overall performance was observed in 
post-test score (see Table 3). The total post-test score set at 40. The mean score between exp 1 and exp 2 showed 
performance between groups were similar. In addition, the maximum and minimum score between groups did not 
show huge difference. Equal variances assumed between groups and an independent sample t–test t(101)=.223, p>.05 
indicated no significant difference. This result shows the use of content object in the programming lab has a similar 
effect as the review questions.  
Table 3. Pretest and post-test performance 
 
 
Group 
 
n mean SD minimum score 
maximum 
score 
Std. error 
mean 
Levene Test for 
Equality of Variance 
F sig. 
pretest Exp 1 53 3.81 2.228 1 11 .306 1.540 .217* Exp 2 50 3.98 2.318 0 11 .328 
post-test Exp 1 53 28.24 3.937 18 35 .541 
.012 .912* Exp 2 50 28.33 4.918 14 38 .696 
 Significant at p > .05 
4.3. Learners’ Engagement 
Participants’ perception of prior knowledge activation subscale for both exp 1 group and exp 2 group appeared to 
have a good internal consistency, α =0.828 and α = 0.856 respectively. The responses on strongly agree and agree 
regarded as agreement and strongly disagree and agree regarded as disagreement. Participants’ response to item A1 
(useful to recall the programming concepts before a new lesson) observed stronger in exp 2 group (n=47, 94%) than 
exp 1 group (n = 42, 79.2%). Students in both group agreed the interventions were useful to assimilate new knowledge 
(n=42, 79.2%), and stronger agreement observed in exp 2 group (n=45, 90%) respectively. However, actual 
participation in using the RQ and CO between the groups seems to vary slightly. Fifty four percent of participants in 
exp 1 group (n=29) agreed they complete the RQ before the lecture starts and 90% of students in exp 2 group (n=45) 
agreed they use the CO. This show just half of the participants in the exp 1 group actually have used the RQ and other 
half responded uncertain (n=22, 41.5%). Exp 1 group (n=40, 77.4%) and exp 2 group (n=38, 76%) appreciated the 
time allotted to answer the RQ or access the CO in the programming lab. Participants’ response to item A5 (I would 
like to use review question / content object to review every lesson) seems to vary differently. Participants in exp 2 
group (n=43, 86%) seem to have more interest to use CO in every lesson compared to exp 1 group (n=25, 47.2%). 
5. Discussion and conclusion 
Activating prior knowledge is one of the instructional events necessary for an effective teaching and learning 
process (Alex, 2007). As the programming learning materials may cause cognitive overload, it is obviously important 
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to scaffold learning.  A similar posttest performance observed between groups who used review questions and content 
object as advanced organizer to activate prior knowledge. The finding indicates that prior knowledge activation is an 
important learning task to help novices to build cognitive structures that is from the lowest to the highest level.  The 
assimilation of learning occurs when learners able to connect the low level concepts gradually.  The review question 
used a recalling strategy whilst the content object played the role as an advanced organizer. Both experimental 
interventions used in this study to activate prior knowledge were able to assimilate of low level programming concepts 
to higher level. Clearly, content object is useful when used to organise learners programming knowledge from low to 
high. Beyond this, learners’ engagement is also an important factor to measure the effectiveness of the experimental 
intervention. Clearly, findings from the survey showed that encouraging participants to answer RQ before learning a 
new programming concept was overwhelming compared to content object used as an advanced organizer. In addition, 
participants’ appreciation towards RQ scant compared to CO.  
Rationally, participants who used RQ to recall prior knowledge also performed better because of type of review 
question. The question to find the output requires strong understanding of the flow of programming structure. 
Meaningful learning occurs when participants’ able to examine the algorithm line by line to determine the output. 
Similarly, CO organises programming knowledge when participants’ able to interact when animation shows the flow 
of the structure step by step and the correct output. Findings from the survey results indicate students who used CO 
able to recall prior programming knowledge and able to interrelate new programming concepts and showed greater 
interest to use the CO. Furthermore, responses to uncertainty indicate participants’ reluctant to use RQ. Thus, CO is 
preferable to RQ. In conclusion, this study suggests prior knowledge activation is an important learning activity for 
novice programming learners. Intuitively, modern learners prefer technology based learning environment, therefore, 
using CO a smallest unit of content as advanced organizer to activate prior knowledge would be beneficial for them. 
When the CO is small they are highly reusable (Wiley, 2000).  Hence, it is meaningful to integrate CO as advanced 
organizer in a programming lab.  Novice programming learners (participants) who used CO in this study exhibited 
greater levels of engagement and were able to assimilate low-level programming concepts in order to learn high-level 
concepts. 
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