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Περίληψη
Στοʆχος της παρουʆ σας πτυχιακηʆ ς εργασιʆας ειʆναι η εξερευʆ νηση των δυνατοτηʆ των
των αρχειʆων epub3 και των αρχειʆων PDF για το θεʆμα της απομακρυσμεʆνης ανταλλα-
γηʆ ς δεδομεʆνων και της δυναμικηʆ ς παραγωγηʆ ς περιεχομεʆνου. Εξεταʆ ζονται οι τεχνολο-
γιʆες που αφορουʆ ν την αποστοληʆ και ληʆψη πληροφοριωʆ ν στο διαδιʆκτυο.Επιπροʆσθετα
ελεʆγχεται και το θεʆμα της αποθηʆ κευσης δεδομεʆνων τοπικαʆ με στοʆχο την αμεταβλη-
τοʆ τηταʆ τους και την ανεξαρτησιʆα τους αποʆ την διαδικτυακηʆ εφαρμογηʆ που τα παρου-
σιαʆ ζει.Η σκοπιαʆ με την οποιʆα εξεταʆ ζονται τα παραπαʆ νω ζηʆ τηματα ειʆναι για την χρηʆ ση
των αρχειʆων epub3 και PDF στην αντιμετωʆ πιση μαθησιακωʆ ν δυσκολιωʆ ν ως παιχνιʆδι-
θεραπειʆα αποʆ τους παιδαγωγουʆ ς-λογοθεραπευτεʆς.
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Abstract
The main goal of this diploma thesis is to explore the possibilities of epub3 and
pdf files concerning remote data transactions and dynamic content production. The
technologies used for receiving and sending data to the Internet are examined closely.
Furthermore, the local data storage issue is being inspected in order for the data to
become immutable and independent from theweb application that presents them. The
spectrum under which the aforementioned issues are studied, is to apply epub3 and
PDF files in the form of game/treatment that special therapists will use for helping
people facing learning difficulties.
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1 Εισαγωγή
1.1 Γενική Αναδρομή
Το διαδιʆκτυο εʆχει γιʆνει πλεʆον αναποʆσπαστο κομματι της ζωηʆ ς μας. Όλοι ειʆμαστε
εξοικειωμεʆνοι με την χρηʆ ση του χωριʆς οʆ μως να γνωριʆζουμε σε βαʆ θος την δομηʆ και τον
τροʆπο λειτουργιʆας του.Πρακτικαʆ το διαδιʆκτυο αποτελειʆ εʆνα παγκοʆσμιο συʆ στημα δια-
συνδεδεμεʆνων δικτυʆων υπολογιστωʆ ν, οι οποιʆοι χρησιμοποιουʆ ν καθιερωμεʆνη ομαʆ δα
πρωτοκοʆ λλων, η οποιʆα συχναʆ αποκαλειʆται ”TCP/IP” για να εξυπηρετειʆ εκατομμυʆ ρια
χρηστωʆ ν καθημεριναʆ σε ολοʆ κληρο τον κοʆσμο. Οι διασυνδεδεμεʆνοι ηλεκτρονικοιʆ υπο-
λογιστεʆς αναʆ τονκοʆσμο, οι οποιʆοι βριʆσκονται σε εʆνακοινοʆ διʆκτυο επικοινωνιʆας, ανταλ-
λαʆ σσουν μηνυʆ ματα (πακεʆτα) με τη χρηʆ ση διαφοʆ ρων πρωτοκοʆ λλων (τυποποιημεʆνοι
κανοʆ νες επικοινωνιʆας), τα οποιʆα υλοποιουʆ νται σε επιʆπεδο υλικουʆ και λογισμικουʆ .
Αναλυʆ οντας σε βαʆ θος τους οʆ ρους που αναφεʆρονται παραπαʆ νω αξιʆζει να σημειω-
θειʆ οʆ τι το TCP/ IP ειʆναι το πρωτοʆ κολλο που ελεʆγχει το ρυθμοʆ / ροηʆ της επικοινω-
νιʆας. Οι κυʆ ριοι στοʆχοι του πρωτοκοʆ λλου TCP ειʆναι να επιβεβαιωʆ νεται η αξιοʆ πιστη απο-
στοληʆ και ληʆψη δεδομεʆνων, επιʆσης να μεταφεʆρονται τα δεδομεʆνα χωριʆς λαʆ θη μεταξυʆ
του στρωʆ ματος δικτυʆ ου (network layer) και του στρωʆ ματος εφαρμογηʆ ς (application
layer) και, φταʆ νοντας στο προʆγραμμα του στρωʆ ματος εφαρμογηʆ ς, να εʆχουν σωστηʆ
σειραʆ . Οι περισσοʆ τερες συʆ γχρονες υπηρεσιʆες στο Διαδιʆκτυο βασιʆζονται στο TCP.Καʆ θε
συγκεκριμεʆνος τυʆ πος επικοινωνιʆας που πραγματοποιειʆται, χρειαʆ ζεται επιπλεʆον κανοʆ -
νες που καθοριʆζουν πωʆ ς θα πραγματοποιηθειʆ. Για παραʆ δειγμα το SMTP (port 25), το
παλαιοʆ τερο (και μη-ασφαλεʆς) Telnet (port 23), το FTP και πιο σημαντικοʆ το HTTP
(port 80) το οποιʆο αναλυʆ εται στο δευʆ τερο κεφαʆ λαιο εκτενεʆστερα.
Οι εφαρμογεʆς λογισμικουʆ που επιτρεʆπουν την οπτικοποιʆηση των αποτελεσμαʆ των
που λαμβαʆ νονται μεʆσω της επικοινωνιʆας των πρωτοκοʆ λλων με το στρωʆ μα του δι-
κτυʆ ου ειʆναι οι web browsers (φυλλομετρητεʆς).Ένας web browser επιτρεʆπει στον χρηʆ -
στητουναπροβαʆ λλει, και νααλληλεπιδραʆ με, κειʆμενα, εικοʆ νες, βιʆντεο, μουσικηʆ , παιχνιʆ-
δια και αʆ λλες πληροφοριʆες συνηʆ θως αναρτημεʆνες σε μια ιστοσελιʆδα ενοʆ ς ιστοʆ τοπου
στον Παγκοʆσμιο Ιστοʆ ηʆ σε εʆνα τοπικοʆ διʆκτυο.Xρησιμοποιειʆ τη γλωʆ σσα μορφοποιʆησης
HTML για την προβοληʆ των ιστοσελιʆδων, για αυτοʆ η εμφαʆ νιση μιας ιστοσελιʆδας μπο-
ρειʆ να διαφεʆρει αναʆ λογα με τον browser.Οι πιο διαδεδομεʆνοι web browsers ειʆναι o
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Google Chrome, Mozilla Firefox, Safari και Opera.
Τοδιαδιʆκτυομπορειʆ να επιφεʆρει σημαντικηʆ βελτιʆωσησεποικιʆλους τομειʆς της ζωηʆ ς
μας και στην αντιμετωʆ πιση διαφοʆ ρων δυσκολιωʆ ν που την πληʆ ττουν. Συγκεκριμεʆνα
θα μπορουʆ σε να ενισχυʆ σει το εʆργο των παιδαγωγωʆ ν και των λογοθεραπευτωʆ ν για
την παροχηʆ εξατομικευμεʆνης και αʆ μμεσης θεραπειʆας σε μαθησιακεʆς δυσκολιʆες οʆπως
δυσλεξιʆα, δυσορθογραφιʆα που αντιμετωπιʆζουν πολλοιʆ μαθητεʆς.Παρακαʆ τω θα δουʆ με
πωʆ ς αυτοʆ μπορειʆ να γιʆνει δυνατοʆ .
1.2 Σκοπιά Πτυχιακής Εργασίας
Σκοποʆ ς αυτηʆ ς της εργασιʆας ειʆναι η εξερευʆ νεση της υʆ παρξης και εφαρμογηʆ ς της
απαραιʆτητης τεχνολογιʆας για την δημιουργιʆα διαδραστικωʆ ν αρχειʆων.Τα αρχειʆα αυταʆ
θα χρησιμοποιηθουʆ ν για τηναντιμετωʆ πισημαθησιακωʆ ν δυσκολιωʆ νωςπαιχνιʆδι-θεραπειʆα
αποʆ τους παιδαγωγουʆ ς-λογοθεραπευτεʆς που αναφεʆρθηκαν παραπαʆ νω.
Τα αρχειʆα θα πρεʆπει να ειʆναι ικαʆ να να λαμβαʆ νουν δεδομεʆνα αποʆ συγκεκριʆμενη
πηγηʆ του δικτυʆ ου αλλαʆ και να αποστεʆλουν πληροφοʆ ριες σχετικεʆς με την πορειʆα του
χρηʆ στη στο παιχνιʆδι-θεραπειʆα πιʆσω στην ιʆδια πηγηʆ . Παραʆ λληλα τα αρχειʆα αυταʆ πρε-
πειʆ να εʆχουν ελκυστικοʆ περιεχοʆ μενοκαθωʆ ς ηπλειοψηφιʆα τωνχρηστωʆ ν θα ειʆναι αʆ τομα
μικρηʆ ς ηλικιʆας.
Η μορφηʆ των αρχειʆων που εξεταʆ στηκε αρχικαʆ ειʆναι αυτηʆ των epub3 αρχειʆων τα
οποιʆα οʆ πως θα δουʆ με στην συνεʆχεια αποδειʆχθηκαν ικαναʆ να αποδωʆ σουν το περιεχοʆ -
μενο και να καλυʆψουν οʆ λες τις αναʆ γκες της εφαρμογηʆ ς που παρατεʆθηκε παραπαʆ νω.
Συγκεκριμεʆνα αναπτυʆ χθηκε εʆνα παραʆ δειγμα αρχειʆου epub3 που θα αναλυθειʆ στα εποʆ -
μενα κεφαʆ λαια. Τεʆλος εʆγινε προσπαʆ θεια επεʆκτασης και σε pdf αρχειʆα τα οποιʆα μπο-
ρουʆ ν να καλυʆψουν αρκετεʆς αποʆ τις προαναφερθειʆσες αναʆ γκες.
1.3 Οργάνωση της Πτυχιακής Εργασίας
Ξεκινωʆ ντας στο δευʆ τερο κεφαʆ λαιο αναφεʆρονται οι βασικεʆς τεχνολογιʆες που χρη-
σιμοποιηʆ θηκαν για την δημιουργιʆα διαδραστικωʆ ν αρχειʆων. Αναλυτικοʆ τερα εξεταʆ ζεται
η επικοινωνιʆα με τον server και μελετουʆ νται οι μεʆθοδοι του HTTP πρωτοκοʆ λλου GET
και POST.Στη συνεʆχεια εξεταʆ ζονται τα τοπικαʆ αρχειʆα που παρεʆχουν την δυνατοʆ τητα
αποθηʆ κευσης πληροφοριωʆ ν σχετικεʆς με τις ενεʆργειες του χρηʆ στη.
Στο τριʆτο κεφαʆ λαιο αναλυʆ ονται τα αρχειʆα epub3. Παρατιʆθενται γενικαʆ χαρακτηρι-
στικαʆ που αφορουʆ ν την μορφηʆ τους και διεʆπουν την λειτουργιʆα τους. Για την κωδικο-
ποιʆηση των αρχειʆων αυτωʆ ν χρησιμοποιηʆ θηκαν η γλωʆ σσα Javascript και η βιβλιοθηʆ κη
της jQuery οʆπου βλεʆπουμε γενικαʆ τους χαρακτηριστικαʆ σε αυτοʆ το σημειʆο. Εν συνε-
χειʆα εξεταʆ ζεται και παρουσιαʆ ζεται η διαδραστικοʆ τητα μεʆσω μιας εφαρμογηʆ ς κωʆ δικα
16
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Javascript σε αρχειʆο epub3.
Ολοκληρωʆ νοντας στο τεʆταρτο κεφαʆ λαιο επεκτειʆνεται η μελεʆτη για διαδραστικοʆ -
τητα σε αρχειʆα μορφηʆ ς pdf. Ειδικοʆ τερα γιʆνεται μια εισαγωγηʆ στην γλωʆ σσα Acrobat
Javascript. Επιπλεʆον αναφεʆρεται η δυνατοʆ τητα δημιουργιʆας τοπικωʆ ν αρχειʆων αλλαʆ
και η επικοινωνιʆα αυτωʆ ν με βαʆ σεις δεδομεʆνων και server.
17
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2 Τεχνολογίες Διάδρασης
2.1 Επικοινωνία Με Server
Το πρωτοʆ κολλοHTTP (Hyper Text Transfer Protocol) ειʆναι εʆνα πρωτοʆ κολλο επιπεʆ-
δου εφαρμογηʆ ς.Ειʆναι υπευʆ θυνογια τηνορθηʆ μεταʆ δοσητων ζητουʆ μενωνπληροφοριωʆ ν-
δεδομεʆνων(HTMLαρχειʆα, εικοʆ νες, αποτελεʆσματααναζηʆ τησης κ.α) αναʆ μεσασε μια κα-
τανεμημεʆνη εφαρμογηʆ και εʆναν χρηʆ στη. Οριʆζει τον τροʆπο με τον οποιʆο οι χρηʆ στες μπο-
ρουʆ ν να στειʆλουν εʆνα αιʆτημα για δεδομεʆνα αποʆ το server και πωʆ ς θα απαντηʆ σει σε
αυτοʆ το αιʆτημα στην συνεʆχεια ο server. Τεʆλος, αποτελειʆ το θεμελιωʆ δες συʆ νολο κανοʆ -
νων στην μεταʆ δοση δεδομεʆνων στο World Wide Web αποʆ το 1990 μεʆχρι σηʆ μερα.
Βασικαʆ χαρακτηριστικαʆ του πρωτοκοʆ λλου HTTP ειʆναι οʆ τι ειʆναι ανεξαʆ ρτητο της
συʆ νδεσης, του τυʆ που των δεδομεʆνων που μεταφεʆρονται και της υʆ παρξης του server.
Η ανεξαρτησιʆα του πρωτοκοʆ λλου οʆσον αφοραʆ ν την συʆ νδεση εʆγκειται στο γεγονοʆ ς οʆ τι
αποʆ την στιγμηʆ που γιʆνεται το HTTP αιʆτημα αποʆ τον browser η εφαρμογηʆ παυʆ ει να
ειʆναι συνδεδεμεʆνη με τον server και η συʆ νδεση αποκαθιʆσταται μοʆ νο για την στιγμηʆ
που λαμβαʆ νεται η απαʆ ντηση στο αιʆτημα. Επιπλεʆον οποιοσδηʆποτε τυʆ πος δεδομεʆνων
μπορειʆ να σταλειʆ απο την εφαρμογηʆ στον server και αντιʆστροφα αρκειʆ να υπαʆ ρχει το
καταʆ λληλο λογισμικοʆ για την διαχειʆριση τους. Συμπερασματικαʆ τοHTTPπρωτοʆ κολλο
ειʆναι ανεξαʆ ρτητο και του τυʆ που των δεδομεʆνων. Λοʆγω της μη αναγκαιοʆ τητας υʆ παρξης
συʆ νδεσης το HTTP μπορειʆ να χαρακτηριστειʆ και ”stateless” διοʆ τι η εφαρμογηʆ ”γνωριʆ-
ζει” την υʆ παρξη του server μοʆ νο καταʆ την διαʆ ρκεια της μεταξυʆ τους αλληλεπιʆδρασης,
εκ’ τοʆ τε ο εʆνας αγνοειʆ την υʆ παρξη του αʆ λλου.
Αναφεʆρονται βασικεʆς μεʆθοδοι που χρησιμοποιουʆ ν HTTP πρωτοʆ κολλο για να ζητηʆ -
σουν/στειʆλουν δεδομεʆνα:
GET
Η μεʆθοδος GET ζηταʆ μια αναπαραʆ σταση συγκεκριμεʆνης πηγηʆ ς δεδομεʆνων. Τα αι-
τηʆ ματα GET πρεʆπει μοʆ νο να ζητουʆ ν την αναʆ κτηση δεδομεʆνων αποʆ το server.
HEAD
Ημεʆθοδος HEAD στεʆλνει εʆνα ιʆδιου τυʆ που αιʆτημα με την μεʆθοδο GET με την βασικηʆ
διαφοραʆ οʆ τι αναφεʆρεται οʆχι στηνπληʆ ρηπληροφοριʆα πουπαρεʆχουν ταδεδομεʆνααλλαʆ
στην φυʆ ση των ιʆδιων των δεδομεʆνων (πχ στην κωδικοποιʆησηʆ τους).
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POST
Ημεʆθοδος POST ζηταʆ αποʆ τον server να δεχθειʆ τα δεδομεʆνα που περικλυʆ ονται στο
αιʆτημα ως μια νεʆα προσθηʆ κη στην πηγηʆ που προσδιοριʆζεται αποʆ το URI (string που
αναφεʆρεται στην διευʆ θυνση της πηγηʆ ς). Τα δεδομεʆνα που στεʆλνονται μεʆσω της μεθοʆ -
δου POST μπορειʆ να ειʆναι για παραʆ δειγμα εʆνας σχολιασμοʆ ς για τους υπαʆ ρχουσες πη-
γεʆς, εʆνα μπλοκ δεδομεʆνων που ειʆναι το αποτεʆλεσμα της υποβοληʆ ς μιας φοʆ ρμας web
σε μια διαδικασιʆα επεξεργασιʆας δεδομεʆνων ηʆ εʆνα στοιχειʆο που πρεʆπει να προστεθειʆ
σε μια βαʆ ση δεδομεʆνων.
DELETE
Η μεʆθοδος DELETE διαγραʆφει μια συγκεκριμεʆνη πηγηʆ .
TRACE
Η μεʆθοδος TRACE επιτρεʆπει στον χρηʆ στη να δει αν εʆχουν συμβειʆ μεταβολεʆς στις
πηγεʆς του server λοʆγω της επεʆμβαση ενδιαʆ μεσων server σε αυταʆ .
OPTIONS
Η μεʆθοδος OPTIONS επιστρεʆφει τις μεθοʆ δους HTTP που υποστηριʆζει ο server για
εʆνα συγκεκριμεʆνο URL.
2.1.1 Get
Η μεʆθοδος GET χρησιμοποιειʆται για την αναʆ κτηση πληροφοριωʆ ν αποʆ καʆ ποιο συ-
γκεκριμεʆνο URI που θεωρειʆται ασφαλης πηγηʆ . Η μεʆθοδος αυτηʆ ειʆναι ασφαληʆ ς και μπο-
ρειʆ να επαναλαμβαʆ νεται αποʆ τον browser χωριʆς την αʆ μμεση εʆγκρισηʆ της αποστοληʆ ς
του αιτηʆ ματος για GET αποʆ τον χρηʆ στη.
Για παραʆ δειγμα η χρηʆ ση της μεθοʆ δου GET για την εμφαʆ νιση του υπολοιʆπου ενοʆ ς
τραπεζικουʆ λογαριασμουʆ ενοʆ ς χρηʆ στη σε μια ιστοσελιʆδα καʆ ποιας τραʆ πεζας δεν εʆχει
καμιʆα επιʆδραση στον ιʆδιο τον λογαριασμοʆ και σαν διαδικασιαʆ μπορειʆ να επαναληφθειʆ
με ασφαʆ λεια. Ο web browser που στεʆλνει το αιʆτημα θα πρεʆπει να επιτρεʆπει σε εʆναν
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χρηʆ στη να ανανεωʆ νει τις ιστοσελιʆδες που εʆχουν προκυʆψει αποʆ μια μεʆθοδο GET χωριʆς
την εμφαʆ νιση προειδοποιητικωʆ ν μηνυμαʆ των.
Ένα μειονεʆκτημα της χρηʆ σης της μεθοʆ δου GET ειʆναι οʆ τι τα δεδομεʆνα που αυτηʆ μας
επιστρεʆφει ειʆναι εμφανηʆ στο URL της σελιʆδας που εʆχει προκυʆψει ως αποτεʆλεσμα ενοʆ ς
αιτηʆ ματος με αυτηʆ τη μεʆθοδο. Αυτοʆ καʆ νει την χρηʆ ση αυτηʆ ς της μεθοʆ δου απαγορευτικηʆ
οʆ ταν προʆ κειται για αιτηʆ ματα που σχετιʆζονται με λογαριασμουʆ ς χρηστωʆ ν γιατιʆ αν χρη-
σιμοποιουʆ νταν η μεʆθοδος GET o κωδικοʆ ς προʆ σβασης και το οʆ νομα χρηʆ στη θα ηʆ ταν
εμφανηʆ στο URL καʆ θε σελιʆδας μεταʆ την εξακριʆβωση των στοιχειʆων.
Τααιτηʆ ματαμεʆσωτηςμεθοʆ δουGETστην Javascript μπορουʆ ν ναυλοποιηθουʆ ν μεʆσω
της τεχνολογιʆας Asynchronous Javascript XML (AJAX)[1]. Χαʆ ρη σε αυτηʆ την τεχνολο-
γιʆα εʆχουμε την δυνατοʆ τητα να διαμορφωʆ σουμε εʆνα αιʆτημα HTTP με χρηʆ ση του αντι-
κειμεʆνου XMLHttRequest. Αυτοʆ το αντικειʆμενο προσφεʆρει εʆναν πολυʆ ευʆ κολο τροʆπο
συʆ νταξης και κατασκευηʆ ς ενοʆ ς αιτηʆ ματος προς τον server και στην συνεʆχεια επικοι-
νωνειʆ με τον κωʆ δικα που βριʆσκενται εντοʆ ς του server για ναφεʆρει την ζητουʆ μενη απαʆ -
ντηση. Επιʆσης η τεχνολογιʆα αυτηʆ ονομαʆ στηκε ασυʆ γχρονη διοʆ τι η ιστοσελιʆδα δενπαρα-
μεʆνει αδρανηʆ ς μεʆχρι να παʆ ρει την απαʆ ντηση αποʆ τον server αλλαʆ ο κωʆ δικας Javascript
που δεν σχετιʆζεται με το αιʆτημα μπορειʆ να υλοποιηθειʆ αʆ σχετα με το αν εʆχουμε παʆ -
ρει την απαʆ ντηση αποʆ τον server ηʆ οʆχι. Όταν λαʆ βουμε την απαʆ ντηση του server τοʆ τε
το κομμαʆ τι του κωʆ δικα που ειʆναι αʆ μμεσα συνδεδεμεʆνο με αυτηʆ θα εκτελεστειʆ κανο-
νικαʆ . Ένας τροʆπος για να καταλαʆ βουμε πωʆ ς λειτουργειʆ η τεχνολογιʆα AJAX ειʆναι αν
σκεφτουʆ με τι συμβαιʆνει οʆ ταν επιλεʆγουμε την αναπαραγωγηʆ ενοʆ ς βιʆντεο στην ιστοσε-
λιʆδα www.youtube.com .
Παρατιʆθεται παραʆ δειγμα κωʆ δικα Javascript με χρηʆ ση AJAX που συνταʆ σει εʆνα αιʆ-
τημα XMLHttpRequest το αποστεʆλει στον server και εμφανιʆζει την απαʆ ντηση:
1 function loadDoc() {
2 var xhttp = new XMLHttpRequest();
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3 xhttp.onreadystatechange = function show() {
4 if (xhttp.readyState == 4 && xhttp.status == 200) {
5 document.getElementById("demo").innerHTML = xhttp.responseText;
6 }
7 };
8 xhttp.open("GET", "http://localhost/text.txt", true);
9 xhttp.send();
10 }
Η διαδικασιʆα loadDoc( ) δημιουργειʆ αρχικαʆ εʆνα αντικειʆμενο XMLHttpRequest και
το αποθηκευʆ ει στη μεταβλητηʆ xhttp. Μεʆσω της μεθοʆ δου open(method,url,async) δη-
λωʆ νονται η μεʆθοδοςHTTPπου αντιστοιχειʆ στο αιʆτημα, το URLστο οποιʆο απευθυʆ νεται
το αιʆτημα και εαʆ ν το αιʆτημα γιʆνεται ασυʆ γχρονα ηʆ οʆχι καταʆ την σειραʆ που εμφανιʆζονται
και παραπαʆ νω.Με την μεʆθοδο send( ) το αιʆτημα αποστεʆλεται.
Το αντικειʆμενο xhttpφεʆρει τις ιδιοʆ τητες readyState και status προκειμεʆνου να μπο-
ρειʆ να προσφεʆρει πληροφοριʆες σχετικαʆ με την εξεʆλιξη του αιτηʆ ματος στον server. Η
ιδιοʆ τητα readyState λαμβαʆ νει τιμεʆς αποʆ 0 εʆως 4. Για την τιμηʆ 0 συμπαιρεʆνουμε οʆ τι το
αιʆτημα εʆχει δημιουργηθειʆ, για την τιμηʆ 1 η συʆ νδεση του browser με τον server εʆχει
εγκατασταθειʆ, για την τιμηʆ 2 το αιʆτημα εʆχει παραδοθειʆ στον server, για την τιμηʆ 3
το αιʆτημα αναλυʆ εται και τεʆλος για την τιμηʆ 4 το αιʆτημα εʆχει ολοκληρωθειʆ και η απαʆ -
ντησησε αυτοʆ ειʆναι εʆτοιμη. Τεʆλος η ιδιοʆ τητα status προσδιοριʆζει αν ηπληροφοριʆα που
ζηταʆ ται υπαʆ ρχει στο server ηʆ οʆχι λαμβαʆ νοντας τις τιμεʆς 200 ηʆ 404 αντιʆστοιχα.
Η ιδιοʆ τητα onreadystatechange καλειʆ την διαδικασιʆα show καʆ θε φοραʆ που η ιδιοʆ -
τητα readyState λαμβαʆ νει διαφορετικηʆ τιμηʆ . Όταν τελικαʆ ληφθειʆ η απαʆ ντηση αποʆ τον
server το μηʆ νυμα κειμεʆνου που εʆχει σταλειʆ εμφανιʆζεται στη θεʆση του στοιχειʆου ’demo’
της HTML χαʆ ρη στην ιδιοʆ τητα responseText.
Η διαχειʆριση των αιτημαʆ των προς τον server μπορειʆ να απλοποιηθειʆ ακοʆ μα περισ-
σοʆ τερο μεʆσω της μεθοʆ δου $.ajax(settings) που μας παρεʆχεται μεʆσω της βιβλιοθηʆ κης
της Javascript, jQuery. Μπορουʆ με να προσδιοριʆσουμε πληʆ ρως το αιʆτημα μας διʆνοντας
στο αντικειʆμενο που δεʆχεται σαν οʆ ρισμα η μεʆθοδος $.ajax(settings) τις καταʆ λληλες τι-
μεʆς.
Αναφεʆρουμε μερικαʆ αποʆ τα ζευʆ γη τιμωʆ ν-μεταβλητωʆ ν που μπορειʆ να περιεʆχει το
αντικειʆμενο settings της μεθοʆ δου ajax[2]:
async
Λαμβαʆ νει λογικεʆς τιμεʆς (true ηʆ false) αναʆ λογα με το εαʆ ν το αιʆτημα πρεʆπει να χειρι-
στειʆ ασυʆ γχρονα ηʆ οʆχι. Σε περιʆπτωση παραʆ λειψης τιʆθεται true.
beforeSend
Διαδικασιʆα που θα εκτελεστειʆ πριν την αποστοληʆ του αιτηʆ ματος. cache
Λαμβαʆ νει λογικεʆς τιμεʆς (true ηʆ false) και υποδεικνυʆ ει στον browser αν θα αποθη-
κευʆ σει τις σελιʆδες που ζητηʆ θηκαν στην προσωρινηʆ μνηʆ μη. Σε περιʆπτωση παραʆ λειψης
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τιʆθεται true.
complete
Διαδικασιʆα ηοποιʆα υλοποιειʆται οʆ ταν τοαιʆτημαολοκληρωθειʆ, δηλαδηʆ οʆ τανοbrowser
λαʆ βει την απαʆ ντηση του server.
dataFilter
Διαδικασιʆα που υλοποιειʆται προκειμεʆνου να εξυγιαʆ νει την απαʆ ντηση του server.
Για παραʆ δειγμα μπορειʆ να χρειαστειʆ να δεδομεʆνα της απαʆ ντησης να μετατραπουʆ ν σε
αʆ λλο τυʆ πο προκειμεʆνουν να ακολουθηʆ σει η επεξεργασιʆα του (πχ να χρησιμοποιηθειʆ η
μεʆθοδος parseJSON(data)).
dataType
Λαμβαʆ νει τιμεʆς τυʆ που string που υποδηλωʆ νουν τον τυʆ πο των δεδομεʆνων που ανα-
μεʆνονται ως απαʆ ντηση αποʆ τον server. Ενδεικτικεʆς τιμεʆς που μπορειʆ να παʆ ρει ειʆναι
”script”,”json”, ”text”.
error
Διαδικασιʆα που υλοποιειʆται αν απορριφθειʆ το αιʆτημα αποʆ τον server.
method
Λαμβαʆ νει τιμεʆς τυʆ που sting για να υποδηλωʆ σει την μεʆθοδο HTTP που υλοποιειʆται
για το αιʆτημα. Σε περιʆπτωση παραʆ λειψης τιʆθεται ”GET”.
password
Προσδιοριʆζει τονκωδικοʆ προʆ σβασηςπουμπορειʆ να ζητηθειʆ γιααιτηʆ ματαπουαπαι-
τουʆ ν εξακριʆβωση στοιχειʆων.
scriptCharset
Προσδιοριʆζει την κωδικοποιʆηση που θα εʆχει το αιʆτημα (πχ ”UTF-8”)
statusCode
Αντικειʆμενο που λαμβαʆ νει ως ονοʆ ματα των πεδιʆων του τα πιθαναʆ status του αι-
τηʆ ματος (200 για επιτυχιʆα ηʆ 404 για αποτυχιʆα) και εκτελειʆ καʆ ποια διαδικασιʆα στην
αντιʆστοιχη περιʆπτωση.
success
Διαδικασιʆα που υλοποιειʆται σε περιʆπτωση επιτυχιʆας του αιτηʆ ματος.
type
Έχει ακριβωʆ ς την ιʆδια λειτουργιʆα με το method που οριʆστηκε παραπαʆ νω και προ-
τιμαʆ ται στις προγενεʆστερες εκδοʆσεις της jQuery 1.9.0.
url
Λαμβαʆ νει τιμεʆς τυʆ που string και υποδηλωʆ νει την ακριβηʆ τοποθεσιʆα του αρχειʆου,
στο οποιʆο απευθυʆ νεται το αιʆτημα, στον server.
username
Λαμβαʆ νει τιμεʆς τυʆ που string και προσδιοριʆζει τον κωδικοʆ προʆ σβασης που μπορειʆ
να ζητηθειʆ για αιτηʆ ματα που απαιτουʆ ν εξακριʆβωση στοιχειʆων.
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Παρατιʆθεται παραʆ δειγμα κωʆ δικα που επιστρεʆφει ακριβωʆ ς το ιʆδιο αποτεʆλεσμα με
το προηγουʆ μενο παραʆ δειγμα υλοποιημεʆνο με την μεʆθοδο $.ajax( ).
1 function loadDoc() {
2 \$.ajax({
3 url: "http://localhost/text.txt",
4 type: 'GET',
5 async: true,
6 success:function (data)
7 {
8 document.getElementById("demo").innerHTML =data;
9 }
10
11 })
12 }
2.1.2 Post
Η μεʆθοδος POST ειʆναι και αυτηʆ μεʆθοδος που υποστηριʆζεται αποʆ το πρωτοʆ κολλο
HTTP και χρησιμοποιειʆται πολυʆ συχναʆ στο Διαδιʆκτυο. Το αιʆτημα που στεʆλνεται μεʆσω
αυτηʆ ς της μεθοʆ δου ζηταʆ αποʆ τον server να δεχτειʆ και να αποθηκευʆ σει τα δεδομεʆνα
που περικλειʆονται εντοʆ ς του αιτηʆ ματος. Τα δεδομεʆνα μπορειʆ να ειʆναι αποʆ ελαʆ χιστες
πληροφοριʆες που βριʆσκονται μεʆσα σε πεδιʆα κειμεʆνου μιας ιστοσελιʆδας μεʆχρι και ολοʆ -
κληρα αρχειʆα. Η ποσοʆ τητα των δεδομεʆνων που μπορουʆ ν να αποσταλουʆ ν μεʆσω αυτηʆ ς
της μεθοʆ δου ειʆναι απεριοʆ ριστη σε αντιʆθεση με την ποσοʆ τητα των δεδομεʆνων που μπο-
ρουʆ ν να αποσταλουʆ ν μεʆσω ενοʆ ς αιτηʆ ματος GET που μπορουʆ ν να ειʆναι το πολυʆ μεʆχρι
2048 χαρακτηʆ ρες.
Η μεʆθοδος χρησιμοποιειʆται για διαδικασιʆες που δεν μπορουʆ ν να επαναληφθουν με
την ανανεʆωση της ιστοσελιʆδας χωριʆς την εʆγκριση του χρηʆ στη διαφορετικαʆ θα υπηʆ ρ-
χαν προβληʆ ματα διαρροηʆ ς προσωπικωʆ ν πληροφοριωʆ ν. Για παραʆ δειγμα η μεταφοραʆ
χρηματικουʆ ποσουʆ αποʆ εʆναν τραπεζικοʆ λογαριασμοʆ σε εʆναν αʆ λλο δεν θα πρεʆπει να
επαναλαμβαʆ νεται με την ανανεʆωση της σελιʆδας χωριʆς την υʆ παρξη προειδοποιητικουʆ
μηνυʆ ματος.Επιπλεοʆ ν σε αντιδιαστοληʆ με τα αιτηʆ ματα που υλοποιουʆ νται με την μεʆ-
θοδο GET, στην μεʆθοδο POST δεν ειʆναι εμφανηʆ τα δεδομεʆνα του αιτηʆ ματος στο URL.
Το πουʆ αποθηκευʆ ονται τα δεδομεʆνα που αποστεʆλονται μεʆσω ενοʆ ς αιτηʆ ματος με
την μεʆθοδο POST δεν ειʆναι διακριτοʆ στο URL που απευθυʆ νεται το αιʆτημα. Στις περισ-
σοʆ τερες περιπτωʆ σεις το τελευταιʆο τμηʆ μα του URL του αιτηʆ ματος θα περιγραʆφει την
διευʆ θυνση μιας εφαρμογηʆ ς του server που ειʆναι υπευʆ θυνη για την επεξεργασιʆα και
την αποθηʆ κευση των δεδομεʆνων που παρεʆχονται μεʆσω του POST.
Τα αιτηʆ ματα POST μπορουʆ ν να ακολουθηʆ σουν και αυταʆ την ιʆδια συʆ νταξη με τα αι-
τηʆ ματα GET. Μεʆσω της Javascript μπορουʆ με να στειʆλουμε αιτηʆ ματα POST χαʆ ρη στην
τεχνολογιʆαAsynchronous JavascriptXML (AJAX) [1] και στοαντικειʆμενοXMLHTttpRequest.
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1 function submit() {
2 var data="Hello World!"
3 var xhttp = new XMLHttpRequest();
4 xhttp.onreadystatechange = function show() {
5 if (xhttp.readyState == 4 && xhttp.status == 200) {
6 alert(xhttp.responseText);
7 }
8 };
9 xhttp.open("POST", "http://localhost/server.php", true);
10 xhttp.send(data);
11 }
Λοʆγω της μεγαʆ λης χρησιμοʆ τητας της αποσοτοληʆ ς αιτημαʆ των POST στον server η
διαδικασιʆα αυτηʆ τυποποιηʆ θηκε και πλεʆον υπαʆ ρχουν στοιχεʆια της γλωʆ σσα HTML που
την αναλαμβαʆ νουν εξ’ολοκληʆ ρου. Αυταʆ ειʆναι τα στοιχειʆα formπουσε συνδιασμοʆ με τα
στοιχειʆα input συγκεντρωʆ νουν την πληροφοριʆα που εισαʆ γει ο χρηʆ στης και την στεʆλ-
νουν στον server. Η συʆ νταξη αυτωʆ ν των στοιχειʆων σε HTML ειʆναι η ακοʆ λουθη:
1 <form action="http://localhost/profile/server.php" method="POST">
2 <input name="field1" type="text" />
3 <input name="field2" type="text" />
4 <input type="submit" name="submit" value="Save Data">
5 </form>
Το form προδιοριʆζει τις πληροφοριʆες γυʆ ρω αποʆ την αποστοληʆ του αιτηʆ ματος με
την μεʆθοδο POST. Η παραʆ μετρος action προσδιοριʆζει την τοποθεσιʆα που πρεʆπει να
σταλουʆ ν οι πληροφοριʆες στον server. Όπως αναφεʆρθηκε και παραπαʆ νω τα δεδομεʆνα
δεν αποστεʆλονται αʆ μεσα σε εʆνα αρχειʆο του server αλλαʆ σε εʆνα server-side scipt που
ειʆναι υπευʆ θυνο για την αναʆ γνωση και αποθηʆ κευσηʆ τους. Η παραʆ μετροςmethod προσ-
διοριʆζει την μεʆθοδο του HTTP πρωτοκοʆ λλου που θα χρησιμοποιηθειʆ.Μερικεʆς ακοʆ μα
παραʆ μετροι που μπορειʆ να δεχτειʆ το πεδιʆο form ειʆναι:
accept-charset
Προσδιοριʆζει την κωδικοποιʆηση του αιτηʆ ματος προς αποστοληʆ και σε περιʆπτωση
που παραληφθειʆ παιʆρνει την ιʆδια τιμηʆ με τα υποʆ λοιπα στοιχειʆα της ιστοσελιʆδας.
autocomplete
Προσδιοριʆζει αν ο browser πρεʆπει να επεʆμβει για την ολοκληʆ ρωση του αιτηʆ ματος.
name
Προσδιοριʆζει το οʆ νομα του form. Αυτηʆ η παραʆ μετρος χρησιμοποιειʆται κυριʆως για
τηνδιευκοʆ λυνσητης επεξεργασιʆας τωνστοιχειʆων τηςHTMLσελιʆδαςαποʆ την Javascript
target
Προσδιοριʆζει την τοποθεσιʆα στη οποιʆα πρεʆπει να σταλειʆ η απαʆ ντηση του server
και σε περιʆπτωση παραʆ λειψης λαμβαʆ νει τιμηʆ ”_self”
Το input στοιχειοθετειʆ την ειʆσοδο του χρηʆ στη και διακριʆνεται σε τρειʆς τυʆ που: στον
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τυʆ πο text που οʆπως στο παραʆ δειγμα χρησιμοποιειʆται για να δημιουργηʆ σει πλεʆσια κει-
μεʆνου, στον τυʆ πο radio που δημιουργειʆ μια λιʆστα πολλαπληʆ ς επιλογηʆ ς και στον τυʆ πο
submit που στεʆλνει ολοʆ κληρο το form στην διευʆ θυνση που δηλωʆ νεται αποʆ την παραʆ -
μετρο action στον server.
2.2 Αποθήκευση σε Τοπικά Αρχεία
2.2.1 Cookies
Τα cookies ειʆναι μικραʆ αρχειʆα δεδομεʆνων κειμεʆνου που αποθηκευʆ ονται προσω-
ριναʆ στον browser του χρηʆ στη καθωʆ ς αυτοʆ ς πλοηγειʆται σε ιστοσελιʆδες. Η επικοινωνιʆα
αυτωʆ ν των δυʆ ο συστημαʆ των διακοʆπτεται μοʆ λις o server στειʆλει την ιστοσελιʆδα που
ζητηʆ θηκε αποʆ τον browser και εʆτσι ο πρωʆ τος δεν μπορειʆ να ξεʆρει την δραστηριοʆ τητα
του δευʆ τερου. Χαʆ ρη στα cookies η ιστοσελιʆδα καθοδηγειʆ τον browser να αποθηκευʆ -
σει τις πληροφοριʆες του cookie και στην συνεʆχεια να το στειʆλει πιʆσω στον server σε
καʆ θε μεταγενεʆστερη αιʆτηση υποʆ καʆ ποιο καθορισμεʆνο πρωτοʆ κολλο. Για παραʆ δειγμα
οι περισσοʆ τερες ιστοσελιʆδες που απαιτουʆ ν ειʆσοδο θα κατασκευαʆ σουν εʆνα cookie με
τα διαπιστευτηʆ ρια του χρηʆ στη μοʆ λις αυταʆ εʆχουν ελεγχθειʆ και τοʆ τε ο χρηʆ στης θα ειʆναι
ελευʆ θερος να περιηγηθειʆ σε οʆ λα τα μεʆρη του ιστοʆ τοπου εφ’ οʆ σον το cookie παραμεʆ-
νει αποθηκευμεʆνο στον browser. Επιʆσης τα cookies μπορουʆ ν να αποθηκευʆ ουν μεʆχρι
και τις ενεʆργειες του ιʆδιου του χρηʆ στη (πχ ποιαʆ κουμπιαʆ παʆ τησε, ποιεʆς ιστοσελιʆδες
επισκεʆπτηκε) καθωʆ ς και πληροφοριʆες γενικοʆ τερου χαρακτηʆ ρα οʆπως στοιχειʆα που συ-
μπληʆ ρωσε ο χρηʆ στης σε πεδιʆα της ιστοσελιʆδας.
Τα cookies χωριʆζονται σε κατηγοριʆες αναʆ λογα με σκοπιμοʆ τητα που αυταʆ εξυπηρε-
τουʆ ν.Οι πιο γνωστεʆς κατηγοριʆες ειʆναι οι παρακαʆ τω:
Authentication cookies
Η χρηʆση αυτωʆ ν των cookies ειʆναι η πιο διαδεδομεʆνη διοʆ τι μεʆσω αυτωʆ ν οι web
servers μπορουʆ ν να πληροφορηθουʆ ν σχετικαʆ με το εαʆ ν εʆνας χρηʆ στης εʆχει συνδεθειʆ
στην ιστοσελιʆδα ηʆ οʆχι και με ποιοʆ ν λογαριασμοʆ εʆχει συνδεθειʆ. Χωριʆς αυτοʆ τον μηχανι-
σμοʆ θα ηʆ ταν πιθανηʆ η διαρροηʆ σελιδωʆ ν με προσωπικαʆ στοιχειʆα ηʆ θα ηʆ ταν αναγκαιʆα
η αποʆ δειξη της ταυτοʆ τητας του χρηʆ στη ζητωʆ ντας του να συνδεθειʆ καʆ θε φοραʆ εκ νεʆου
στο συʆ στημα. Το εαʆ ν η υʆ παρξη αυτουʆ του τυʆ που cookies θεʆτει σε κιʆνδυνο την ασφαʆ -
λεια του χρηʆ στη ηʆ οʆχι εξαρταʆ ται αʆ μμεσα αποʆ την ασφαʆ λεια της ιστοσελιʆδας που τα
φεʆρει και του browser που τα περιεʆχει καθωʆ ς και αποʆ την κρυπτογραʆφηση των ιʆδιων
των δεδομεʆνων του cookie.
Session cookie
Τα session cookies εʆχουν χροʆ νο ζωηʆ ς οʆ σο ο χρηʆ στη πλοηγειʆται στην ιστοσελιʆδα
που τα περιεʆχει. Οι web browsers διαγραʆφουν τα session cookies οʆ ταν ο χρηʆ στης κλειʆ-
σει την εφαρμογηʆ ηʆ την καρτεʆλα που τα περιεʆχει. Τα cookies αυταʆ δεν εʆχουν ημερομη-
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νιʆα ληʆ ξης και γι’αυτοʆ ο web browser μπορειʆ να τα αναγνωριʆσει και να τα διαγραʆψει.
Persistent cookies
Σε αντιδιαστοληʆ με τα session cookies τα persistent cookies εʆχουν ημερομηνιʆα ληʆ -
ξης ηοποιʆα οριʆζεται αναʆ λογαμε τονσκοποʆ πουπρεʆπει να εξυπηρετηʆ σουν.Μεʆχρι να ληʆ -
ξει το cookie οι πληροφοριʆες που φεʆρει μεταδιʆδονται στον web server καʆ θε φοραʆ που
ο χρηʆ στης μεταβαιʆνει στην ιστοσελιʆδα που τα φεʆρει ηʆ καʆ θε φοραʆ που ο χρηʆ στης βριʆ-
σκεται σε σελιʆδα που συνδεʆεται με την ιστοσελιʆδα αυτηʆ .Γι’αυτοʆ το λοʆγο τα persistent
cookies αναφεʆρονται συχναʆ ως tracking cookies (cookies παρακολουʆ θησης) γιατιʆ χρη-
σιμοποιουʆ νται κυριʆως αποʆ διαφημιστεʆς προκειμεʆνου να παρακολουθουʆ ν τις προτιμηʆ -
σεις των καταναλωτωʆ ν σε μια μεγαʆ λη περιοʆ δο χροʆ νου.
Secure cookies
Ένα secure cookie μπορειʆ να μεταφεʆρει την πληροφοριʆα του στο server μοʆ νο σε
κρυπτογραφημεʆνες συνδεʆσεις με ασφαλεʆς πρωτοʆ κολλο (HTTPS). Ένα cookie μπορειʆ
να μετατραπειʆ σε secure cookie εαʆ ν προσθεʆσουμε την μεταβλητηʆ secure καταʆ τον ορι-
σμοʆ του.
HTTPOnly cookies
ΤαHTTPOnly cookies δεν μπορουʆ ν να γιʆνουν προσβαʆ σιμα αποʆ την Javascript μεʆσω
του document.cookie. Αυταʆ τα cookies εʆχουν σχεδιαστειʆ ως μεʆτρο ασφαʆ λειας για να
βοηθηʆ σουν στην προʆ ληψη των επιθεʆσεων μεʆσω cross-site scripting που διαπραʆ ττο-
νται αποʆ την κλοπηʆ cookies μεʆσω Javascript.
Μπορουʆ με να διαχειριστουʆ με τα cookies μεʆσω της Javascript με την παρακαʆ τω συʆ -
νταξη:
1 //Create the cookie
2 document.cookie = "cookieName=cookieNameValue; expires=Fri, 08 Jul 2016
16:00:00 UTC"
3
4 //Read a cookie
5 var x = document.cookie;
6
7 //Change the cookie
8 var newValue="cookieNameValue2"
9 document.cookie = "cookieName="+newValue+"; expires=Fri, 08 Jul 2016
16:00:00 UTC"
10
11 //Delete cookie
12 document.cookie = "cookieName=; expires=Thu, 01 Jan 1970 00:00:00 UTC";
Η Javascript μπορειʆ να δημιουργηʆ σει cookies μεʆσω της document.cookie ιδιοʆ τητας.
Διʆνουμε στο cookie την τιμηʆ που περιγραʆφεται αποʆ το παραπαʆ νω string η οποιʆα δη-
λωʆ νει το οʆ νομα με το οποιʆο μπορουʆ με να αναφεροʆ μαστε στο cookie αυτοʆ και την τιμηʆ
που αυτοʆ φεʆρει. Επιπλεʆον καταʆ την δημιουργιʆα του cookie δηλωʆ νουμε και την ημερο-
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μηνιʆα ληʆ ξης του. Τεʆλος καταʆ τον ορισμοʆ του cookie μπορουʆ ν να χρησιμοποιηθουʆ ν και
τα χαρακτηριστικαʆ domainπουαναφεʆρεται στοπληʆ θος των ιστοσελιʆδωνπουφεʆρουν
αυτοʆ το cookie (πχ yahoo.com), path που αναφεʆρεται στην συγκεκριμεʆνη σελιʆδα του
domain για την οποιʆα εʆχει δημιουργηθειʆ το cookie(πχ /blog) και secure που οʆπως ανα-
φεʆρθηκε παραπαʆ νω μεταφεʆρει πληροφοριʆα μοʆ νο για HTTPS πρωτοʆ κολα ανταλλαγηʆ ς
πληροφοριωʆ ν.
Η αναʆ γνωση και η αλλαγηʆ της τιμηʆ ς του cookie μπορουʆ ν να πραγματοποιηθουʆ ν
ευʆ κολα και αʆ μμεσα. Στην πρωʆ τη περιʆπτωση απλαʆ αναθεʆτουμε την τιμηʆ του cookie
σε μια μεταβλητηʆ και στην δευʆ τερη περιʆπτωση επεμβαιʆνουμε αʆ μμεσα στην τιμηʆ του
cookie που εʆχουμε οριʆσει και επιβαʆ λλουμε την επιθυμητηʆ αλλαγηʆ . Για την διαγραφηʆ
του cookie με οʆ νομα cookieName απλαʆ αρκειʆ να θεʆσουμε την ημερομηνιʆα ληʆ ξης του σε
μια περασμεʆνη ημερομηνιʆα δηλαδηʆ να αναγκαʆ σουμε το cookie μας να ληʆ ξει και στην
συνεʆχεια ο browser το διαγραʆφει αποʆ μοʆ νος του.
Παρατιʆθεται παραʆ δειγμα κωʆ δικα που δημιουργειʆ cookies με τιμεʆς που εισαʆ γει ο
χρηʆ στης σε πεδιʆο κειμεʆνου και τα οποιʆα στην συνεʆχεια μπορειʆ να διαγραʆψει.
1 var count=0;
2
3 function setCookie() {
4 count++
5 var d = new Date();
6 var cvalue=\$("input").val()
7 var exdays=30
8 var cname="test"+count
9 d.setTime(d.getTime() + (exdays*24*60*60*1000));
10 var expires = "expires=" + d.toGMTString();
11 document.cookie = cname+"="+cvalue+"; "+expires;
12
13 }
14
15 function alertCookie() {
16 alert(document.cookie);
17 }
18
19 function deleteAllCookies() {
20 var cookies = document.cookie.split(";");
21
22 for (var i = 0; i < cookies.length; i++) {
23 var cookie = cookies[i];
24 var eqPos = cookie.indexOf("=");
25 var name = eqPos > -1 ? cookie.substr(0, eqPos) : cookie;
26 document.cookie = name + "=;expires=Thu, 01 Jan 1970 00:00:00 GMT";
27 }
28
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29 count=0;
30 }
Η διαδικασιʆα setCookies( ) δημιουργειʆ καʆ θε φοραʆ που την καλειʆ ο χρηʆ στης εʆνα
καινουʆ ργιο cookie.Την πρωʆ τη φοραʆ που την καλειʆ ο χρηʆ στης δημιουργειʆ εʆνα cookie
που ληʆ γει σε 30 ημεʆρες αποʆ την τρεʆχουσα ημεʆρα και ωʆ ρα , με οʆ νομα test1 και τιμηʆ
την τιμηʆ που εʆχει εισαʆ γει ο χρηʆ στης στο πεδιʆο input. Η διαδικασιʆα επαναλαμβαʆ νετε
αυτουʆ σια καʆ θεφοραʆ και τα cookiesπουδημιουργουʆ νται ειʆναι persistent cookies οʆπως
αυταʆ περιγραʆφηκαν παραπαʆ νω.
Αν ο χρηʆ στης καλεʆσει την διαδικασιʆα deleteAllCookies( ) τα cookies της σελιʆδας με-
τατρεʆπονται σε εʆνα διαʆ νυσμα χαʆ ρη στη μεʆθοδο split(;), η οποιʆα αντικαθισταʆ τα ’;’ που
χρησιμοποιοουʆ νται στο εσωτερικοʆ των cookies με ’,’ και στηνσυνεʆχειααποθηκευʆ ονται
στην μεταβλητηʆ cookie. Για καʆ θε στοιχειʆο του διανυʆ σματος cookie αποκοʆπτουμε το
κομμαʆ τι που φεʆρει την πληροφοριαʆ για το οʆ νομα και την τιμηʆ του cookie και επεμβαιʆ-
νουμε στο τμηʆ μα που οριʆζει την ημερομηνιʆα ληʆ ξης του cookie και το αναγκαʆ ζουμε να
ληʆ ξει βαʆ ζοντας μια παλαιοʆ τερη ημερομηνιʆα.Τεʆλος η διαδικασιʆα alertCookie( ) ανοιʆγει
εʆνα προειδοποιητικοʆ παραʆ θυρο στον browser και εμφανιʆζει τις τιμεʆς που εʆχουν λαʆ βει
τα cookies που εʆχουν δημιουργηθειʆ μεʆχρι τωʆ ρα.
Το θεʆμα τις χρηʆ σης των cookies για εφαρμογεʆς Javascript οι οποιʆες υλοποιουʆ νται
τοπικαʆ (χωριʆς εʆκθεσηστοδιʆκτυοκαι κατ’επεʆκτασηχωριʆς επικοινωνιαʆ με server) ειʆναι
ιδιαιʆτερα αμφιλεγοʆ μενο. Ο web browser Google Chrome δεν υποστηριʆζει αυτηʆ την δυ-
νατοʆ τητα διοʆ τι μπορειʆ να προκαλεʆσει θεʆματα ασφαʆ λειας και να επιρρεαʆ σει αρνητικαʆ
την σωστηʆ λειτουργιʆα της εφαρμογηʆ ς.Παροʆ λα αυταʆ , οι browsers Internet Explorer και
Mozilla Firefox υποστηριʆζουν τα cookies αποʆ τοπικεʆς εφαρμογεʆς.
2.2.2 Web Storage & Local Storage
ΩςWeb Storage χαρακτηριʆζονται οι μεʆθοδοι του λογισμικουʆ των web applications
που ειʆναι υπευʆ θυνες για την αποθηʆ κευση δεδομεʆνων στον browser. Όπως και στην
περιʆπτωση των cookies τα δεδομεʆνα δεν αποθηκευʆ ονται καʆ θεφοραʆ εκ νεʆου αλλαʆ ανα-
νεωʆ νονται αποʆ την προηγουʆ μενη τους καταʆ σταση. Βασικηʆ διαφοραʆ των cookies και
του web storage ειʆναι οʆ τι το δευʆ τερο εʆχει περισσοʆ τερες δυνατοʆ τητες οʆ σον αφοραʆ ν
τον οʆγκο των αποθηκευμεʆνων δεδομεʆνων και τον χροʆ νο που αυταʆ μπορουʆ ν να παρα-
μειʆνουν στην εφαρμογηʆ . Τεʆλος ενωʆ τα δεδομεʆνα των cookies μπορουʆ ν να διαβαστουʆ ν
αʆ μεσα αποʆ τον server , η επικοινωνιʆα τουWeb Storage και του server δεν ειʆναι αʆ μεση
και μπορειʆ να επιτευχθειʆ με την εφαρμογηʆ client-side scripts.
Το Web Storage παρεʆχει δυʆ ο διαφορετικαʆ αντικειʆμενα που υλοποιουʆ ν διαφορετι-
κουʆ ς μηχανισμουʆ ς αποθηʆ κευσης δεδομεʆνων: το sessionStorage και το localStorage. Ο
πρωʆ τος διατηρειʆ τα δεδομεʆνα μεʆχρις οʆ του να τερματιστειʆ η λειτουργιʆα της εφαρμογηʆ ς
ενωʆ ο δευʆ τερος δεν επηρεαʆ ζεται αποʆ τον τερματισμοʆ της εφαρμογηʆ ς.
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Τα αντικειʆμενα αυταʆ μπορουʆ με να τα διαχειριστουʆ με με Javascript μεʆσω της παρα-
καʆ τω συʆ νταξης:
1 //Store
2 localStorage.variableName= variableValue
3 //Retrieve
4 localStorage.getItem('variableName' )
5 //Delete
6 localStorage.removeItem('variableName')
Ομοιʆως και για το αντικειʆμενο sessionStorage.
Παρατιʆθεται εʆνα παραʆ δειγμα κωʆ δικα που καʆ νει χρηʆ ση του localStorage.
1 function reset()
2 {
3 localStorage.removeItem("clickcount");
4 }
5 function clickCounter() {
6 if(typeof(Storage) !== "undefined") {
7 if (localStorage.clickcount) {
8 localStorage.clickcount = Number(localStorage.clickcount)+1;
9 } else {
10 localStorage.clickcount = 1;
11 }
12 document.getElementById("result").innerHTML = "You have clicked
the button " + localStorage.clickcount + " time(s).";
13 } else {
14 document.getElementById("result").innerHTML = "Sorry, your
browser does not support web storage...";
15 }
16 }
Στο παραπαʆ νω παραʆ δειγμα δημιουργειʆται η μεταβλητηʆ clickCount του αντικειμεʆ-
νου localStorage. Η μεταβλητηʆ αυτηʆ αυξαʆ νεται καταʆ 1 καʆ θε φοραʆ που ο χρηʆ στης καʆ -
νει click στο κουμπιʆ ”‘Click Me!” και αποθηκευʆ εται στον browser. Όσες φορεʆς και αν
πατηʆ σει ο χρηʆ στης το κουμπιʆ η μεταβλητηʆ θα συνεχιʆσει την καταμεʆτρηση αποʆ την
τελευταιʆα αποθηκευμεʆνη τιμηʆ . Επιπλεʆον αν ο χρηʆ στης τερματιʆσει την εφαρμογηʆ του
browser και στην συνεʆχεια την ανοιʆξει και πατηʆ σει εκ νεʆου το κουμπιʆ ”Click Me!” η κα-
ταμεʆτρηση θα συνεχιʆσει κανονικαʆ αποʆ την τελευταιʆα καταγεγραμμεʆνη τιμηʆ . Τεʆλος αν
το παραπαʆ νω παραʆ δειγμα υλοποιουʆ νταν με χρηʆ ση του αντικειμεʆνου sessionStorage
καʆ θε φοραʆ που ο χρηʆ στης θα τερμαʆ τιζε την εφαρμογηʆ και επεʆστρεφε αργοʆ τερα σε
αυτηʆ η καταμεʆτρηση θα ξεκινουʆ σε παʆ λι αποʆ το 1.
Τεʆλος αναφεʆρεται πως το Web Storage υποστηριʆζεται αποʆ τις εξηʆ ς εκδοʆσεις Web
Browser και τις μεταγενεʆστερες τους: Google Chrome 4, Mozilla Firefox 3.5 , Internet
Explorer 8.0, Safari 4.0 και Opera 11.5.
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2.2.3 Automation & ActiveXObject
Με τον οʆ ρο Automation αναφεροʆ μαστε στην τεχνολογιʆα που εʆχει αναπτυχθειʆ αποʆ
την εταιρειʆα Microsoft με στοʆχο την αυτοʆ ματη συʆ νδεση και ενσωμαʆ τωση αντικειμεʆ-
νων σε εʆγγραφα και σε αʆ λλα αντικειʆμενα.Αυτοʆ ς ο μηχανισμοʆ ς διʆνει τη δυνατοʆ τητα σε
πακεʆτα λογισμικουʆ τωνWindows να εκθεʆτουν τα αντικειʆμεναʆ τους προκειμεʆνου αυταʆ
να μπορουʆ ν να τροποποιηθουʆ ν αποʆ αʆ λλες εφαρμογεʆς.
Tα αντικειʆμενα που εφαρμοʆ ζουν αυτηʆ την τεχνολογιʆα ειʆναι τα ActiveX τα οποιʆα
δημιουργηʆ θηκαν αποʆ την Microsoft το 1996. Ενωʆ ο αρχικοʆ ς στοʆχος της δημιουργιʆα
αυτωʆ ν των αντικειμεʆνων ηʆ ταν να λειτουργουʆ ν ανεξαρτηʆ τως λογισμικουʆ συστηʆ ματος
στην πραʆ ξη μπορουʆ ν να αλληλεπιδραʆ σουν αποτελσματικαʆ μοʆ νο για το λογισμικοʆ των
Windows.Τεʆλος, τα αντικειʆμενα ActiveX θεʆτουν συνηʆ θως θεʆματα ασφαʆ λειας λοʆγω της
αʆ μεσης επαφηʆ ς τουςμε τοπικαʆ αρχειʆα τουυπολογιστηʆ και γιααυτοʆ το λοʆγο οι σχετικεʆς
με την ασφαʆ λεια ρυθμιʆσεις θα πρεʆπει να τροποποιηθουʆ ν, διαφορετικαʆ το αντικειʆμενο
θα παραμειʆνει ανενεργοʆ .
ΤααντικειʆμεναActiveXμπορουʆ ν ναορισθουʆ ν σε Javascript με τηνπαρακαʆ τωσυʆ νταξη[3]:
1 var newObj= new ActiveXObject(servername.typename ,location)
servername
Υποχρεωτικοʆ πεδιʆο τυʆ που string που δηλωʆ νει την εφαρμογηʆ που παρεʆχει το αντι-
κειʆμενο.(πχ. Excel, Word, Scripting)
typename
Υποχρεωτικοʆ πεδιʆο τυʆ που string που δηλωʆ νει τον τυʆ πο ηʆ την κλαʆ ση του αντικει-
μεʆνου που θα δημιουργηθειʆ.(πχ. Application, Chart, FileSystemObject)
location
Προαιρετικοʆ πεδιʆο τυʆ που string που δηλωʆ νει την τοποθεσιʆα στην οποιʆα το αρχειʆο
θα δημιουργηθειʆ.
Παρατιʆθεται παραʆ δειγμα κωʆ δικα σε Javascript για τον Internet Explorer:
1 function writeToFile(d1, d2){
2 var fso = new ActiveXObject("Scripting.FileSystemObject");
3 var fh = fso.OpenTextFile("logfile.txt", 8, false, 0);
4 fh.WriteLine(d1 + ',' + d2);
5 fh.Close();
6 }
7
8 var submit = document.getElementById("submit");
9
10 submit.onclick = function getTheValues () {
11 var id = document.getElementById("id").value;
12 var content = document.getElementById("content").value;
13 writeToFile(id, content);
14 }
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Για την κατανοʆ ηση του παραδειʆγματος ειʆναι απαραιʆτητη η αναʆ λυση της συʆ νταξης
της μεθοʆ δου ’OpenTextFile’.
1 object.OpenTextFile(filename ,iomode,create,format)
filename
Υποχρεωτικοʆ πεδιʆο τυʆ που string που δηλωʆ νει το οʆ νομα του αρχειʆου στο οποιʆο
επεμβαιʆνει η μεʆθοδος
iomode
Προαιρετικοʆ πεδιʆο που δηλωʆ νει αν η μεʆθοδος θα εισαʆ γει στοιχειʆα στο αρχειʆο ηʆ θα
εξαʆ γει αποʆ αυτοʆ και λαμβαʆ νει τιμεʆς 8 ηʆ 1 αντιʆστοιχα.
create
Προαιρετικοʆ πεδιʆο τυʆ που boolean που δηλωʆ νει αν το αρχειʆο υπαʆ ρχει ηʆ αν θα πρεʆ-
πει να δημιουργηθειʆ (false ηʆ true αντιʆστοιχα).
format
Προαιρετικοʆ πεδιʆο που δηλωʆ νει την μορφοποιʆηση που πρεʆπει να εφαρμοστειʆ στο
αρχειʆο που επεξεργαζοʆ μαστε και λαμβαʆ νει τιμεʆς 2, 1 ηʆ 0 για την προκαθορισμεʆνη μορ-
φοποιʆησητουσυστηʆ ματος, γιαμορφοποιʆησηUnicodeκαι γιαμορφοποιʆησηASCII αντιʆ-
στοιχα.
Στο παραπαʆ νω παραʆ δειγμα με το παʆ τημα του κουμπιουʆ ’Submit’ ενεργοποιειʆται η
διαδικασιʆα ’getTheValues’ που αποθηκευʆ ει τις τιμεʆς των πεδιʆων ’id’ και ’content’ της
HTML. Στην συνεʆχεια καλειʆ την διαδικασιʆα ’writeToFile’ με οριʆσματα τις τιμεʆς αυτεʆς.
Η ’writeToFile’ ενεργοποιειʆ το ActiveXObject της εφαρμογηʆ ς ’Scripting’ το οποιʆο θα
ειʆναι τυʆ που ’FileSystemObject’. Το αντικειʆμενο αυτοʆ καλειʆ την μεʆθοδο ’OpenTextFile’
η οποιʆα ανοιʆγει το υπαʆ ρχον αρχειʆο ’logfile.txt’ για να εισαʆ γει σε αυτοʆ κειʆμενο υποʆ
την μορφοποιʆηση ASCII, δημιουργειʆ δηλαδηʆ εʆναν διʆαυλο επικοινωνιʆας με το αρχειʆο
’logfile.txt’. Έπειτα μεʆσω της μεθοʆ δου ’writeLine’ γραʆφει σε αυτοʆ τις τιμεʆς που ειʆχε λαʆ -
βει ως οριʆσματα και τεʆλος με την μεʆθοδο ’close’ κλειʆνει το αρχειʆο.
Οι εκδοʆσεις του InternetExplorerπου επιτρεʆπουν τις εφαρμογεʆς Javascript με χρηʆ ση
αντικειμεʆνων ActiveX ξεκινουʆ ν αποʆ τον IE 6 και μεταʆ .
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3.1 Γενικά στοιχεία αρχείων Epub
Συχναʆ συγχεοʆ μενος με τον οʆ ρο ebook , ο οʆ ρος epub χρησιμοποιειʆται για να πε-
ριγραʆψει το format (διαμοʆ ρφωση) συʆ μφωνα με το οποιʆο παρουσιαʆ ζονται εʆγγραφα
σε ηλεκτρονικηʆ μορφηʆ . Όπως το ebook, το οʆ νομα epub προεʆρχεται αποʆ τη συʆ ντμηση
των οʆ ρων Elecrtonic PUBlication. Η επιλογηʆ του πιο γενικουʆ οʆ ρου “publication” (δημο-
σιʆευση) ηʆ ταν σκοʆπιμη και επιλεʆχτηκε προκειμεʆνου τα αρχειʆα που φεʆρουν το format
epub να ειʆναι ευρεʆος τυʆ που αποʆ περιοδικαʆ , εφημεριʆδες, ημερολοʆγια μεʆχρι εʆγγραφα
γραφειʆου, συμβοʆ λαια και αʆ λλα. Σχεδοʆ ν οποιοσδηʆποτε τυʆ πος εγγραʆφου που διανεʆμε-
ται ηλεκτρονικαʆ μπορειʆ να παρουσιαστειʆ ως EPUB.
Πιο πρακτικαʆ , το epub καθοριʆζει τοʆ σο το format του αρχειʆου οʆ σο και τον τροʆπο
που τα συστηʆ ματα αναʆ γνωσης το ανακαλυʆ πτουν και το αποδιʆδουν στους αναγνωʆ -
στες.
Προκειμεʆνου να γιʆνει αντιληπτηʆ η δομηʆ ενοʆ ς αρχειʆου epub, παρατιʆθεται μια συʆ -
ντομη περιγραφηʆ των δομικωʆ ν του στοιχειʆων του [4] :
• Φάκελος OEBPS(Open Publication Structure)
Περιεʆχει τα αρχειʆα:
1. HTML5, CSS, Javascript, img, SVGπουσυνθεʆτουν τοπεριεχοʆ μενο τουβιβλιʆου.
2. content.opf (open packaging format) που περιεʆχει πληροφορριʆες για τον
συγγραφεαʆ , τον τιʆτλο και την σειραʆ εμφαʆ νισης των αρχειʆων του βιβλιʆου
καθωʆ ς και σε ποια γλωʆ σσα ειʆναι γραμμεʆνο.
3. toc.ncx(navigation control XML)πουειʆναι υπευʆ θυνογια τηνκατασκευηʆ των
περιεχομεʆνων τουβιβλιʆου με βαʆ ση τηνσειραʆ εμφαʆ νισης τωναρχειʆων οʆπως
αναφεʆρεται στο προηγουμεʆνως.
• Φάκελος META-INF
Εδωʆ εμπεριεʆχεται το αρχειʆο container.xml το οποιʆο ¨κατευθυʆ νει¨ το συʆ στημα
αναʆ γνωσης στοφαʆ κελο OEBPS και πιο συγκεκριμεʆνα στο αρχειʆο content.opf. Τεʆ-
λος για την αναγνωʆ ριση του βιβλιʆου αποʆ το λειτουργικοʆ συʆ στημα ηλεκτρονικηʆ ς
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αναʆ γνωσης ως αρχειʆα σε format .epub προστιʆθεται εʆνα αρχειʆο κειμεʆνου ASCII
με οʆ νομα mimetype.
Συʆ μφωνα με την παραπαʆ νω λιʆστα μπορειʆ να γιʆνει αντιληπτοʆ πωʆ ς λειτουργουʆ ν τα
συστηʆ ματα αναʆ γνωσης (Ebook Readers).Ακολουθουʆ ν την αντιʆθετη διαδρομηʆ δηλαδηʆ
εξεταʆ ζουν τον περιεʆκτη συμπιʆεσης ( zip container), προσδιοριʆζουν οʆ τι ειʆναι εʆνα EPUB
(mimetype), βριʆσκουν το αρχειʆο toc.ncx και ανακαλυʆ πτουν πωʆ ς να προσφεʆρουν τις
πηγεʆς στους αναγνωʆ στες μεʆσω του αρχειʆου content.opf.
Η πλειοψηφιʆα των τεχνολογιωʆ ν που χρησιμοποιουʆ νται για το EPUB εʆχουν ανα-
πτυχθειʆ αποʆ το International Digital Publishing Forum ( IDPF), ο οργανισμοʆ ς που υπο-
στηριʆζει τις προδιαγραφεʆς του EPUB και μεʆλη του οποιʆου ειʆναι εκδοʆ τες, διανομειʆς και
προγραμματιστεʆς αναγνωστικωʆ ν συστημαʆ των. Οι περισσοʆ τερες προδιαγραφεʆς ειʆναι
διεθνωʆ ς αναγνωρισμεʆνες και θα πρεʆπει να ειʆναι γνωστεʆς στους περισσοʆ τερους ανα-
γνωʆ στες.
Μερικαʆ αποʆ τα προβληʆ ματα που αντιμετωʆ πιζαν τα προηγουʆ μενα format την εʆλ-
λειψηδιαδραστικουʆ περιεχομεʆνου ,τηναδυναμιʆα καλυʆ τερηςυποστηʆ ριξηςστηνπαγκοʆ -
σμια γλωʆ σσα και την ποιοʆ τητα των χαρακτηριστικωʆ ν προσβασιμοʆ τητας. Επομεʆνως,
εʆπρεπε να γιʆνει μια αναθεωʆ ρηση στα πλαιʆσια των απαιτηʆ σεων του IDPF.
Η τελευταιʆα τεχνολογιʆα στον τομεʆα των δημοσιευʆ σεων ειʆναι τα αρχειʆα epub3 τα
οποιʆα εʆχουν επεκτειʆνει σημαντικαʆ την λιʆστα με τις διαθεʆσιμες τεχνολογιʆες που χρησι-
μοποιουʆ σαν οι προγενεʆστερες μορφεʆς epub αρχειʆων.Μερικεʆς αποʆ τις τεχνολογιʆες που
χρησιμοποιουʆ νται αποʆ αυταʆ τα αρχειʆα ειʆναι η γλωʆ σσα προγραμματισμουʆ HTML5 επι-
τρεʆποντας την υʆ παρξη βιʆντεο και ηʆ χου στη δημοσιʆευση,JavaScript επιτρεʆποντας την
διαδραστικοʆ τητα χρηʆ στη-ebook και την αυτοματοποιʆηση πολλωʆ ν διαδικασιωʆ ν ,CSS3
και SMIL 3 διευκολυʆ νοντας τον συγχρονισμοʆ ηʆ χου εικοʆ νας και την δημιουργιʆα ¨ομι-
λουʆ ντων¨ βιβλιʆων.
Οι ιʆδιες ανοιχτεʆς προδιαγραφεʆς που ισχυʆ ουν για τον Διεθνηʆ Παγκοʆσμιο Ιστοʆ ειʆναι
καταʆ λληλες για ψηφιακηʆ αναʆ γνωση και αναποʆσπαστο μεʆρος για τη μακροπροʆ θεσμη
επιβιʆωση του συγκεκριμεʆνου format[5]. Ειʆναι καταʆ λληλες, γιατιʆ η γλωʆ σσα HTML εʆχει
κυριαρχηʆ σει στο χωʆ ρο λοʆγο της δυνατοʆ τητας της να παραʆ γει περιεχοʆ μενο που προ-
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σαρμοʆ ζεται ευʆ κολα στο οπτικοʆ πεδιʆο διαθεʆσιμο σε καʆ θε συσκευηʆ , σε αντιʆθεση με τις
σταθερεʆς διαμορφωʆ σεις οʆπως το PDF που στηριʆζεται στην ακριβηʆ τοποθεʆτηση.
Το epub ειʆναι συνδεμεʆνο με τη δομηʆ του συστηʆ ματος πλοηʆ γησης (browser stack)
εʆχει τεχνικαʆ πλεονεκτηʆ ματαπουτοβοηθουʆ ν να ευδοκιμηʆ σει, ενωʆ αʆ λλες διαμορφωʆ σεις
εʆχουν εʆλθει και παρεʆλθει. Επιπλεʆον, η CSS του διʆνει τη δυνατοʆ τητα να απευθυʆ νεται σε
εʆνα διεθνεʆς κοινοʆ και να παρεʆχει μια πλουʆ σια εμπειριʆα θεʆασης.
Αν και η JavaScript ηʆ ταν παʆ ντα μεʆρος της δομηʆ ς του συστηʆ ματος πλοηʆ γησης, το
epub3 τελικαʆ επανεʆφερε αυτοʆ το επιʆμαχο χαρακτηριστικοʆ στο χωʆ ρο των ebook για
να διευκολυʆ νει τη διαδραστικοʆ τητα στα εʆγγραφα .
3.1.1 Το ζήτημα της διαδραστικότητας
Ο ενσωματωμεʆνος πηγαιʆος κωʆ δικας μιας γλωʆ σσας προγραμματισμουʆ , ειʆναι εʆνα
προαπαιτουʆ μενογια τιςπερισσοʆ τερεςμορφεʆς ενοʆ ς διαδραστικουʆ ebook. Ενωʆ τα epub3
αρχειʆα επιτρεʆπουν στους συνταʆ κτες να ενσωματωʆ σουν εʆνα επιπροʆσθετο εκτελεʆσιμο
αρχειʆο (Object), στην πλειονοʆ τητα των περιπτωʆ σεων, τα διαδραστικαʆ αρχειʆα θα δη-
μιουργηθουʆ ν με τη χρηʆ ση του πηγαιʆου κωʆ δικα . Επειδηʆ η JavaScript ειʆναι η κατ’ εξοχηʆ ν
γλωʆ σσα προγραμματισμουʆ scripting για SVG και HTML5, τα epub3 αρχειʆα μπορουʆ ν
να χαρακτηριστουʆ ν διαθεʆσιμα προς scripting, μοʆ νο εαʆ ν περιεʆχουν κωʆ δικα JavaScript.
Τεʆλος δεν υπαʆ ρχει κανοʆ νας που να καθοριʆζει ποιες εκδοʆσεις της JavaScript ειʆναι απα-
ραιʆτητο να χρησιμοποιηθουʆ ν για αυτοʆ το σκοποʆ .
Το θεʆμα της διαδραστικοʆ τητας των ηλεκτρονικωʆ ν εκδοʆ σεων ειʆναι ιδιαιʆτερα αμφι-
λεγοʆ μενο. Για πολλουʆ ς αναγνωʆ στες, η αμεταβλητοʆ τητα ενοʆ ς βιβλιʆου ειʆναι εʆνα θετικοʆ
χαρακτηριστικοʆ γνωʆ ρισμα παραʆ εʆνα μειονεʆκτημα. Ένα τυπωμεʆνο βιβλιʆο δεν απαιτειʆ
τιʆποτα παραπαʆ νω αποʆ το χρηʆ στη, παραʆ την πληʆ ρη προσοχηʆ του. Δεν προτρεʆπει τον
αναγνωʆ στη να καʆ νει κλικ ηʆ να σχολιαʆ σει. Υποʆσχεται αποʆ λυτη συγκεʆντρωση στο κειʆ-
μενο, ως εʆνας αʆ μεσος αγωγοʆ ς που οδηγειʆ στις σκεʆψεις του συγγραφεʆα.
Ωστοʆσο, υπαʆ ρχουν πολλεʆς αποʆψεις που χαρακτηριʆζουν τη στατικηʆ φυʆ ση του πα-
ραδοσιακουʆ βιβλιʆου, εʆνα αποτεʆλεσμα της τεχνολογιʆας γυʆ ρω αποʆ την εκτυʆ πωση και
τιʆποτα παραπαʆ νω. Βιβλιʆα που στοχευʆ ουν να διδαʆ ξουν πολυʆ πλοκα θεʆματα, θα ειʆχαν
την δυνατοʆ τητα να γιʆνουν πιο κατανοηταʆ και ευχαʆ ριστα στην αναʆ γνωση, αποʆ την ευ-
καιριʆα που θα παρειʆχαν στους αναγνωʆ στες να αλληλοεπιδραʆ σουν με το κειʆμενο. Νεʆοι
τροʆποι αφηʆ γησης θα μπορουʆ σαν να ενθαρρυʆ νουν τον αναγνωʆ στη να ανακαλυʆψει νεʆα
μονοπαʆ τια, ηʆ να του επιτρεʆψει να “σκαʆψει” πιο βαθιαʆ στο κειʆμενο, αποκαλυʆ πτοντας
κρυφαʆ κιʆνητρα του συγγραφεʆα.
Ένα αρχειʆο epub3 παρεʆχει τη δυνατοʆ τητα στο χρηʆ στη να καʆ νει οʆ λα τα παραπαʆ νω.
Ωστοʆσο, υπαʆ ρχουν καʆ ποια σημειʆα που χρηʆ ζουν την προσοχηʆ καʆ θε συγγραφεʆα. Η δια-
δραστικοʆ τητα ενοʆ ς ηλεκτρονικουʆ βιβλιʆου παραμεʆνει εʆνα πρωτοποριακοʆ χαρακτηρι-
στικοʆ . Όσο περισσοʆ τερο αποκλιʆνει αποʆ εʆνα παραδοσιακοʆ βιβλιʆο, τοʆ σο λιγοʆ τερο πι-
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θανοʆ ειʆναι να ειʆναι πληʆ ρως συμβατοʆ με τα υπαʆ ρχοντα συστηʆ ματα αναʆ γνωσης. Πολλαʆ
συστηʆ ματα αναʆ γνωσης αρχειʆων epub3 δεν θα υποστηριʆξουν ποτεʆ την διαδραστικοʆ -
τητα στα αρχειʆα τους και δεν υπαʆ ρχει καʆ ποιος κανοʆ νας που να υποχρεωʆ νει σε μερικηʆ
ηʆ υποʆ οʆ ρους υποστηʆ ριξη αυτωʆ ν.
Οι προδιαγραφεʆς ενοʆ ς epub3 αρχειʆου οριʆζουν δυʆ ο μοντεʆλα που επηρεαʆ ζουν το πε-
διʆο εφαρμογηʆ ς του εγγραʆφου, οʆ που το κειʆμενο μπορειʆ να τροποποιειʆτε δυνητικαʆ αποʆ
τον χρηʆ στη. Όσο μεγαλυʆ τερο το πεδιʆο της αλληλεπιʆδρασης, τοʆ σο λιγοʆ τερο πιθανοʆ το
epub3 αρχειʆο να ειʆναι λειτουργικοʆ .
Ταebooks, σεαυτοʆ τοσημειʆο, παρουσιαʆ ζουνμια ιδιαιʆτερηπροʆ κλησηγιαδυʆ ο λοʆγους[6]:
• Τασυστηʆ ματααναʆ γνωσης epub3αρχειʆων, χρησιμοποιουʆ ν διαφορετικαʆ μοντεʆλα
προβοληʆ ς του περιεχομεʆνου. Ενωʆ συνηʆ θως αυτοʆ ειʆναι μια επιλογηʆ μεταξυʆ προ-
βοληʆ ς του κειμεʆνουσεαριθμημεʆνες σελιʆδες, οʆ πωςσε εʆνα βιβλιʆο ηʆ με δυνατοʆ τητα
κυʆ λισης του κειμεʆνου, οʆ πως στο διαδιʆκτυο, μπορουʆ ν επιʆσης να περιλαμβαʆ νουν
δυνατοʆ τητα αναʆ γνωσης ηχητικαʆ ηʆ σε κωʆ δικα Braille, εξειδικευμεʆνα μεγεʆθη πα-
ραθυʆ ρων αναʆ γνωσης (σειριακηʆ παρουσιʆαση αποσπασμαʆ των ηʆ μονεʆς γραμμεʆς)
ηʆ πιο ασυνηʆ θιστων διαμορφωʆ σεων οʆπως προβοληʆ δυʆ ο σελιʆδων ηʆ ακοʆ μα και
τριωʆ ν ηʆ τεσσαʆ ρων. Οποιαδηʆποτε αποʆ αυτεʆς τις διαταʆ ξεις ενδεʆχεται να παρου-
σιαʆ σει απροσδοʆ κητη συμπεριφοραʆ οʆ ταν το DOM (Document Object Model) του
αρχειʆου τροποποιηθειʆ.
• Σε αντιʆθεση με τα προγραʆ μματα περιηʆ γησης, τα συστηʆ ματα αναʆ γνωσης ebook
εʆχουν μια σειραʆ αποʆ μοναδικεʆς λειτουργιʆες προκειμεʆνου να ανατρεʆξουν σε στοι-
χειʆα ελεʆγχου πλοηʆ γησης, ρυθμιʆσεις ηʆ metadata. Ένα συνταʆ κτης δεν μπορειʆ να
ξεʆρει ακριβωʆ ς ποιες ενεʆργειες του χρηʆ στη μπορειʆ να παραληφθουʆ ν , αποʆ το ιʆδιο
το συʆ στημα, λοʆγο των παραπαʆ νω λειτουργιωʆ ν ουʆ τε την ακριβηʆ χρονικηʆ σειραʆ
στην οποιʆα συνεʆβησαν αυτεʆς οι παραληʆψεις.
Η Προοδευτικηʆ ενιʆσχυση αποτελειʆ μιʆα αρχηʆ σχεδιασμουʆ στην οποιʆα ο στοʆχος ειʆ-
ναι να αναπτυχθειʆ η πιο προσβαʆ σιμη εʆκδοση του περιεχομεʆνου αρχικαʆ , ως την κυʆ ρια
εʆκδοση, και σταδιακαʆ να προστιʆθενται ενισχυτικαʆ επιʆπεδα που θα βασιʆζονται στις δυ-
νατοʆ τητες του συστηʆ ματος αναʆ γνωσης, της συσκευηʆ ς και του τελικουʆ χρηʆ στη. Ενωʆ
το αποτεʆλεσμα μιας σταδιακαʆ βελτιωμεʆνης εργασιʆας μπορειʆ να διακριθειʆ αποʆ το εαʆ ν
ολοκληρωʆ θηκε επιτυχωʆ ς μεʆσω μιας αρμονικαʆ εκτελεσμεʆνης προσεʆγγισης, η προʆ θεση
πιʆσωαποʆ την προοδευτικηʆ ενιʆσχυση ειʆναι να προβληθειʆ η προσβαʆ σιμη εʆκδοση τουπε-
ριεχομεʆνου ως η κανονικηʆ , και οʆχι να προβαʆ λλετε ο σχεδιασμοʆ ς μιας οπτικηʆ ς εʆκδοσης,
με βαρυʆ περιεχοʆ μενο, υψηληʆ ς ευκριʆνειας ως το «πραγματικοʆ » περιεχοʆ μενο με αποτεʆ-
λεσμα την υποβαʆ θμιση της παρουσιʆαση σε μια προσβαʆ σιμη εʆκδοση εκ των υστεʆρων.
Η χρηʆ ση των scripts σε αρχειʆα προηγουʆ μενης γενιαʆ ς ηʆ ταν αποθαρρυντικηʆ , αν και
δεν ηʆ ταν ρηταʆ απαγορευμεʆνη. Παροʆ λα αυταʆ , δεν υπαʆ ρχουν πολλεʆς δυνατοʆ τητες οʆ σον
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αφοραʆ το scripting σε συστηʆ ματα αναʆ γνωσης μοʆ νο αρχειʆων με format epub2 και πα-
λαιοʆ τερα. Ηαναθεωʆ ρησημε το epub3παρουσιʆασε μια ευκαιριʆα να εξεταστουʆ ν εκ νεʆου
θεʆματα που προεʆκυψαν ηʆ που ειʆχαν μειʆνει ανοικταʆ αποʆ την προηγουʆ μενες αναθεωρηʆ -
σεις και να βρεθουʆ ν ,αν ειʆναι δυνατοʆ ν, νεʆες λυʆ σεις. Εν ολιʆγοις, η εξεʆλιξη του epub δεν
σταματαʆ με την προʆσφατη αναθεωʆ ρηση και, ηʆ δη, εʆχουν ξεκινηʆ σει βελτιωʆ σεις.
3.1.2 Editors & Viewers
Η κατασκευηʆ epub3 αρχειʆων μπορειʆ να γιʆνει ειʆτε χειροκιʆνητα με την κατασκευηʆ
οʆ λωντωνφακεʆλωνπουαναφεʆρθηκανπαραπαʆ νωειʆτε με την χρηʆ σηκαταʆ λληλωνεφαρ-
μογωʆ ν συʆ νταξης (epub3 Editors). Αυταʆ τα εργαλειʆα εμφανιʆζουν μεγαʆ λες διαφορεʆς ως
προς τις προαπαιτουʆ μενες γνωʆ σεις που πρεʆπει να εʆχει ο χειριστηʆ ς τους και ως προς
την συνδρομηʆ που πρεʆπει να καταβαʆ λει καʆ ποιος για να τα χρησιμοποιηʆ σει.
Οι πιο διαδεδομεʆνοι epub3 Editors ειʆναι οι ακοʆ λουθοι:
Sigil
Το εργαλειʆο Sigil ειʆναι εʆνα εʆργο ανοιχτουʆ κωʆ δικα για κατασκευηʆ ηλεκτρονικωʆ ν
βιβλιʆων σε format epub. Δημιουργηʆ θηκε το 2009αποʆ τον StrahinjaMarkovic. Ειʆναι μια
εφαρμογηʆ συμβατηʆ με οʆ λα τα λειτουργικαʆ συστηʆ ματα. Αποʆ την εʆκδοση 0.9.3 και μεταʆ
επιτρεʆπει την δημιουργιʆα epub3 αρχειʆων που μπορουʆ ν να καʆ νουν XMLHttpRequest
και κατ’ επεʆκταση να επικοινωνηʆ σουν με τον server.
Η χρηʆ ση αυτουʆ του εργαλειʆου προαπαιτειʆ την γνωʆ ση HTML, CSS και Javascript κα-
θωʆ ς ο χρηʆ στης θα δημιουργηʆ σει εξ’ ολοκληʆ ρου το epub3 αρχειʆο.
Calibre
Το εργαλειʆο Calibre ειʆναι και αυτοʆ εʆνα εργαλειʆο ανοιχτουʆ κωʆ δικα που χρησιμο-
ποιειʆται κυριʆως για την διαχειʆριση ηλεκτρονικωʆ ν βιβλιοθηκωʆ ν. Μπορειʆ και να χρησι-
μοποιηθειʆ σαν συʆ στημα ηλεκτρονικηʆ ς αναʆ γνωσης και οι τελευταιʆες εκδοʆσεις περιεʆ-
χουν και ενσωματωμεʆνο editor που χρησιμευʆ ει κυριʆως στην επισκοʆπηση του κωʆ δικα
του βιβλιʆου.
Η χρηʆ ση αυτουʆ του εργαλειʆου με στοʆχο την δημιουργιʆα αρχειʆων epub3προαπαιτειʆ
την γνωʆ ση HTML, CSS και Javascript.
oXygen
Το εργαλειʆο oXygen ειʆναι εʆνας XML editor που υποστηριʆζει την επεξεργασιʆα αρ-
χειʆων epub3. Το oXygen χρησιμοποιειʆται κυριʆως για την επεξεργασιʆα αρχειʆων epub3
και οʆχι για την εξ’ ολοκληʆ ρου δημιουργιʆα τους. Έχει την δυνατοʆ τητα να παραʆ ξει εʆνα
κενοʆ αρχεʆιο epub3 και στην συνεʆχεια ο χρηʆ στης θα πρεʆπει να συμπεριλαʆ βει τα αρχειʆα
HTML με το βασικοʆ περιεχοʆ μενο μεʆσα στο κενοʆ αρχεʆιο.
Και αυτοʆ το εργαλειʆο προαπαιτειʆ τις γνωʆ σεις HTML, CSS και Javascript και σε αντιʆ-
θεση με τα προαναφερθεʆντα εργαλειʆα δεν ειʆναι δωρεαʆ ν.
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Τα συστηʆ ματα αναʆ γνωσης (Reading Systems) που εʆχουν δημιουργηθειʆ για ανα-
παραγωγηʆ των αρχειʆων epub ειʆναι αναριʆθμητα. Οι νεʆες τεχνολογιʆες που εισηʆ χθησαν
στον κοʆσμο των epub μεταʆ την δημιουργιʆα των epub3 αρχειʆων οδηʆ γησαν στην ανα-
γκαιοʆ τητα του προσδιορισμουʆ των δυντατοʆ τηʆ των των συστημαʆ των αναʆ γνωσης εκ
νεʆου.
Ο οργανισμοʆ ς IDPF σχεδιʆασε εʆνα συʆ στημα αξιολοʆγησης των συστημαʆ των αναʆ γνω-
σης (epub3 Test Suite) προκειμεʆνου αυταʆ να κατηγοριοποιηθουʆ ν με βαʆ ση τα χαρακτη-
ριστικαʆ των αρχειʆων epub3 που υποστηριʆζουν.
Παρατιʆθεται πιʆνακας των δεʆκα καλυʆ τερων συστημαʆ των αναʆ γνωσης με γνωʆ μονα
τις δυνατοʆ τητες τους για αλληλεπιʆδραση με κωʆ δικα[7]:
3.2 Η γλώσσα Javascript και η βιβλιοθήκη της jQuery
ΗJavaScript ειʆναι η γλωʆ σσαπρογραμματισμουʆ τουδιαδικτυʆ ου.Ησυντριπτικηʆ πλειο-
ψηφιʆα των συʆ γχρονων ιστοσελιʆδων χρησιμοποιουʆ ν JavaScript, και οʆ λα τα συʆ γχρονα
προγραʆ μματαπεριηʆ γησης—σεεπιτραπεʆζιουςυπολογιστεʆς, κονσοʆ λεςπαιχνιδιωʆ ν, tablets,
και smartphones — περιλαμβαʆ νουν διερμηνειʆς της JavaScript, καθιστωʆ ντας την, την
πλεʆον διαδεδομεʆνη γλωʆ σσα προγραμματισμουʆ στην ιστοριʆα. Η JavaScript ειʆναι μεʆρος
της Τριαʆ δας των Τεχνολογιωʆ ν που οʆ λοι οι Web developers πρεʆπει να μαʆ θουν:η HTML
καθοριʆζει το περιεχοʆ μενο των ιστοσελιʆδων, η CSS καθοριʆζει την παρουσιʆαση των ιστο-
σελιʆδων και η JavaScript καθοριʆζει τη συμπεριφοραʆ των ιστοσελιʆδων.
Η JavaScript ειʆναι μια υψηλουʆ επιπεʆδου, δυναμικηʆ γλωʆ σσα προγραμματισμουʆ που
ειʆναι καταʆ λληληγιααντικειμενοστραφηʆ (object-oriented) και λειτουργικοʆ (functional)
προγραμματισμοʆ [1]. Ειʆναι ελαφριαʆ και πιο συχναʆ χρησιμοποιειʆται ως μεʆρος των ιστο-
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σελιʆδων, των οποιʆων οι εφαρμογεʆς επιτρεʆπουν το client-side script να αλληλεπιδραʆ
με το χρηʆ στη καʆ νοντας τις σελιʆδες δυναμικεʆς. Ειʆναι μιʆα διερμηνευοʆ μενη γλωʆ σσα προ-
γραμματισμουʆ με αντικειμενοστραφηʆ ς δυνατοʆ τητες.
H JavaScript δημιουργηʆ θηκε το 1995 αποʆ τον Brendan Eich, εʆναν μηχανικοʆ της
Netscape και εκδοʆ θηκε με τον Netscape 2 στις αρχεʆς του 1996. Το οʆ νομα ”JavaScript”
ειʆναι στην πραγματικοʆ τητα καʆ πως παραπλανητικοʆ . Εκτοʆ ς αποʆ μια επιφανειακηʆ συ-
ντακτικηʆ ομοιοʆ τητα, η JavaScript ειʆναι εντελωʆ ς διαφορετικηʆ αποʆ την Java. Το αρχικοʆ
της οʆ νομα ηʆ ταν LiveScript αλλαʆ πιθανωʆ ς για λοʆγους μαʆ ρκετινγκ, καθωʆ ς η εξαʆ πλωση
της Java ηʆ ταν μεγαʆ λη, μετονομαʆ στηκε σε JavaScript. Ειʆναι μιʆα γλωʆ σσα προγραμματι-
σμουʆ επηρεασμεʆνη αποʆ αντικειμενοστραφειʆς γλωʆ σσες προγραμματισμουʆ οʆ πως η C++
και Java, αλλαʆ η ιʆδια δεν ειʆναι αντικειμενοστραφηʆ ς γλωʆ σσα προγραμματισμουʆ .
Ο κωʆ δικας της JavaScript γραʆφεται σε καθαροʆ κειʆμενο (ASCII μορφηʆ ) και ενσωμα-
τωʆ νεται μεʆσα στον κωʆ δικα της HTML, μπορειʆ δε να εκτελεστειʆ αμεʆσως ηʆ οʆ ταν λαμβαʆ -
νει χωʆ ρα εʆνα συμβαʆ ν (event). Δεν γιʆνεται μεταγλωʆ ττιση (compilation) του κωʆ δικα της
JavaScript, αρκειʆ μοʆ νο ο φυλλομετρητηʆ ς (browser) να υποστηριʆζει την JavaScript.
Η Netscape υπεʆβαλλε τη γλωʆ σσα για τυποποιʆηση στον ECMA (Συʆ λλογο Ευρωπαϊ-
κωʆ ν κατασκευαστωʆ ν υπολογιστωʆ ν) και αυτοʆ ς οʆ ρισε την βασικηʆ εʆκδοση της JavaScript
ως μια ελαφριαʆ γλωʆ σσα προγραμματισμουʆ , σχεδιασμεʆνη για τη δημιουργιʆα δικτυα-
κωʆ ν εφαρμογωʆ ν, συμπληρωʆ νει και ενσωματωʆ νεται με την Java και τηνHTMLκαι ειʆναι
ανοικτηʆ και συμβατηʆ με οʆ λα τα προγραʆ μματα περιηʆ γησης.
Η client-side χρηʆ ση της JavaScript ειʆναι η πιο κοινηʆ χρηʆ ση της γλωʆ σσας. Το script
θα πρεʆπει να αναφεʆρεται ηʆ να περιλαμβαʆ νεται σε εʆνα εʆγγραφο HTML προκειμεʆνου ο
κωʆ δικας να ερμηνευτειʆ αποʆ το προʆγραμμα περιηʆ γησης.
Αυτοʆ σημαιʆνει οʆ τι μια ιστοσελιʆδα δεν χρειαʆ ζεται να ειʆναι μια στατικηʆ HTML, αλλαʆ
μπορειʆ να περιλαμβαʆ νει προγραʆ μματα που αλληλεπιδρουʆ ν με το χρηʆ στη, ελεʆγχουν το
προʆγραμμα περιηʆ γησης, και δημιουργουʆ ν εʆνα δυναμικοʆ περιεχοʆ μενο HTML.
Τα client-side scripts παρεʆχουν πολλαʆ πλεονεκτηʆ ματα σε συʆ γκριση με τα παραδο-
σιακαʆ server-side scripts. Για παραʆ δειγμα, o προγραμματιστηʆ ς μπορειʆ να χρησιμοποι-
ηʆ σει JavaScript για να ελεʆγξει εαʆ ν ο χρηʆ στης εʆχει εισαʆ γει μια εʆγκυρη διευʆ θυνση ηλε-
κτρονικουʆ ταχυδρομειʆου σε εʆνα πεδιʆο φοʆ ρμας. Ο κωʆ δικας εκτελειʆτε οʆ ταν ο χρηʆ στης
υποβαʆ λλει τη φοʆ ρμα, και μοʆ νο εαʆ ν οʆ λες οι εγγραφεʆς ειʆναι εʆγκυρες, τα καταθεʆτει στο
Web server.
Η JavaScript μπορειʆ να χρησιμοποιηθειʆ για να εντοπιστουʆ ν καʆ ποια συμβαʆ ντα που
ενεργοποιουʆ νται αποʆ το χρηʆ στη, οʆ πως το να καʆ νει κλικ σε ενα κουμπιʆ, σε καʆ ποιο συʆ ν-
δεσμο και αʆ λλες ενεʆργειες που ο χρηʆ στης ενεργοποιειʆ ρηταʆ ηʆ σιωπηραʆ .
Μερικαʆ αποʆ τα βασικαʆ πλεονεκτηʆ ματα που παρουσιαʆ ζει η Javascript ειʆναι:
• Λιγότερη αλληλεπίδραση με τον server
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Ο προγραμματιστηʆ ς μπορειʆ να επικυρωʆ σει μια εισαγωγηʆ αποʆ τον χρηʆ στη πριν η
σελιʆδα σταλειʆ στον server. Αυτοʆ εξοικονομειʆ κυκλοφοριʆα, πραʆ γμα που σημαιʆνει
λιγοʆ τερο φορτιʆο στον server.
• Άμεση απάντηση στους επισκέπτες
Οι επισκεʆπτες μιας ιστοσελιʆδας δεν χρειαʆ ζεται να περιμεʆνουν μια σελιʆδα να επα-
ναφορτωʆ σει προκυμμεʆνου να δουν εαʆ ν εʆχουν ξεχαʆ σει να εισαʆ γουν καʆ τι.
• Αυξημένη διαδραστικότητα
Οπρογραμματιστηʆ ς μπορειʆ να δημιουργηʆ σει στοιχειʆα πουαντιδρουʆ ν οʆ ταν ο χρηʆ -
στης περναʆ ει αποʆ παʆ νω τους με το ποντιʆκι ηʆ της ενεργοποιειʆ μεʆσω του πληκτρο-
λογιʆου.
• Καλύτερες διασυνδέσεις
Ο προγραμματιστηʆ ς μπορειʆ να χρησιμοποιηʆ σει JavaScript για να περιλαʆ βει στοι-
χειʆα οʆ πως drag and drop και sliders για να δημιουργηʆ σει μια πλουʆ σια αλληλεπιʆ-
δραση των επισκεπτωʆ ν με τη σελιʆδα.
Παραʆ τα σημαντικαʆ της πλεονεκτηʆ ματα η Javascript παρουσιαʆ ζει και μειονεκτηʆ -
ματα που προκυʆ πτουν αποʆ το γεγονοʆ ς οʆ τι δεν μπορειʆ να μεταχειριστειʆ ως μια πληʆ -
ρως αναπτυγμεʆνη γλωʆ σσα προγραμματισμουʆ . Για παραʆ δειγμα η Javascript JavaScript
δεν επιτρεʆπει την αναʆ γνωση ηʆ το γραʆψιμο αρχειʆων. Αυτοʆ εʆχει διατηρηθειʆ για λοʆγους
ασφαλειʆας.
Η σημαντικοʆ τερη βιβλιοθηʆ κη της Javascript ειʆναι η jQuery. Η jQuery ειʆναι μια γρηʆ -
γορη και περιεκτικηʆ βιβλιοθηʆ κη της JavaScript που δημιουργηʆ θηκε αποʆ τον John Resig
το 2006 με το συʆ νθημα – «γραʆψε λιγοʆ τερα, καʆ νε περισσοʆ τερα»[2].
Η jQuery απλοποιειʆ καʆ ποιες λειτουργιʆες του εγγραʆφου HTML οʆπως την διεʆλευση,
τον χειρισμοʆ συμβαʆ ντων, το animation και τις αλληλεπιδραʆ σεις Ajax για γρηʆ γοροweb
development[8].
Η jQuery ειʆναι μια εργαλειοθηʆ κη της JavaScript που σχεδιαʆ στηκε για να απλοποιειʆ
διαʆ φορες εργασιʆες γραʆφοντας λιγοʆ τερο κωʆ δικα. Παρουσιαʆ ζεται ο καταʆ λογος των πιο
σημαντικωʆ ν διευκολυʆ νσεων που προσφεʆρονται αποʆ τη jQuery:
• DOM manipulation -H jQuery κατεʆστησε ευʆ κολη την επιλογηʆ στοιχειʆων DOM,
την παρακολουʆ θηση τους και τροποποιʆηση του περιεχομεʆνου τους, χρησιμο-
ποιωʆ ντας μια μηχανηʆ επιλογηʆ ς ανοικτουʆ κωʆ δικα που ονομαʆ ζεται Sizzle.
• Event handling-Η jQuery προσφεʆρει εʆναν ευʆ κολο τροʆπο συʆ λληψης ενοʆ ς μεγαʆ -
λου αριθμουʆ αποʆ events, οʆ πως για παραʆ δειγμα οʆ ταν εʆνας χρηʆ στης καʆ νει κλικ
σε μια συʆ νδεση, χωριʆς την αναʆ γκη να υπερφωτωσει τον HTML κωʆ δικα με event
handlers.
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• AJAX Support– Η jQuery βοηθαʆ πολυʆ στο να αναπτυχθειʆ μια πλουʆ σια ιστοσε-
λιʆδα χρησιμοποιωʆ ντας την τεχνολογιʆα AJAX.
• Animations– Η jQuery εʆρχεται με πολλαʆ ενσωματωμεʆνα εφεʆ κιʆνησης που μπο-
ρειʆ ο χρηʆ στης να χρησιμοποιηʆ σει στην ιστοσελιʆδα του.
• CrossBrowserSupport-Η jQuery εʆχει πολλαπληʆ υποστηʆ ριξηαποʆ τουςbrowsers,
και λειτουργειʆ καλαʆ σε IE 6.0+, 2. 0 + FF, Safari 3.0 +, Chrome και Opera 9.0 +.
Η βιβλιοθηʆ κη jQuery μπορειʆ να συμπεριληφθειʆ στον HTML κωʆ δικα απευθειʆας αποʆ
το CDN (Content Delivery Network). H Google και η Microsoft παρεʆχουν αυτηʆ την δυ-
νατοʆ τητα στις πιο προʆσφατες εκδοʆ σεις τους.
3.3 Διαδραστικότητα αρχείων epub3
Με την χρηʆ ση της γλωʆ σσας Javascript και της βιβλιοθηʆ κης της jQuery που ανα-
φεʆρθηκαν παραπαʆ νω τα αρχειʆα epub3 εγκαταλειʆπουν την στατικηʆ τους φυʆ ση και γιʆ-
νονται διαδραστικαʆ . Έχουν την δυνατοʆ τητα να παραʆ ξουν δυναμικαʆ το περιεχοʆ μενο
τους και να εκμεταλευτουʆ ν τις μεθοʆ δους GET και POST του πρωτοκοʆ λλου HTTP. Πα-
ρακαʆ τω αναλυʆ ονται διεξοδικαʆ οι δυνατοʆ τητες που αναφεʆρθηκαν και παρατιʆθενται
τμηʆ ματα κωʆ δικα ως παραδειʆγματα.
Δυναμική Παραγωγή Περιεχομένου
Με την χρηʆ ση των event της Javascript μπορουʆ με με το παʆ τημα ενοʆ ς κουμπιουʆ να
εισαʆ γουμε περιεχοʆ μενο σε εʆνα κενοʆ αρχειʆο epub3. Στο παρακαʆ τω παραʆ δειγμα κωʆ δικα
που εʆχουμε εισαʆ γει σε αρχειʆο epub3 βλεʆπουμε πως με το παʆ τημα του κουμπιουʆ Get
Content μπορουʆ με να εμφανιʆσουμε δυναμικαʆ το μηʆ νυμα ”Hello World!”.
1 <html>
2 <head>
3 <script src="https://ajax.googleapis.com/ajax/libs/jquery/1.12.0/jquery
.min.js"></script>
4
5
6 </head>
7 <body>
8 <button id="getContent">GetContent </button>
9 <h1></h1>
10 <script type="text/javascript">
11 \$("#getContent").click(function()
12 {
13 \$("h1").text("Hello World!!")
14 })
15 </script>
16 </body>
17 </html>
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Χρήση μεθόδων GET & POST
Η μεʆθοδος του της jQuery $.ajax( ) μπορειʆ να εφαρμοστειʆ στα αρχειʆα epub3 και να
βοηθηʆ σει στην αποʆ κτηση πληροφοριωʆ ν αποʆ server και την αποʆ κτηση πληροφοριωʆ ν
αποʆ αυτουʆ ς. Στο εποʆ μενο παραʆ δειγμα κωʆ δικα που εʆχουμε εισαʆ γει σε αρχειʆο epub3
βλεʆπουμε πως μπορουʆ με να φορτωʆ σουμε το περιεχοʆ μενο του αρχειʆου και να το εμφα-
νιʆσουμε μεʆσα στο epub3 . Επιʆσης εʆχουμε την δυνατοʆ τητα να συμπληρωʆ σουμε τα πε-
διʆα κειμεʆνου των submit forms και να τα στειʆλουμε πιʆσω στο server. Στις εικοʆ νες βλεʆ-
πουμε οʆ τι λαμβαʆ νουμε το απαντητικοʆ μηʆ νυμα που επιβεβαιωʆ νει την σωστηʆ εγγραφηʆ
των δεδομεʆνων στο αρχειʆο logfile.txt και βλεʆπουμε και το εσωτερικοʆ του αρχειʆου.
1 <html>
2 <head>
3 <script src="https://ajax.googleapis.com/ajax/libs/jquery/1.12.0/jquery
.min.js"></script>
4
5
6 </head>
7 <body>
8 <button id="getContent">GetContent </button>
9 <h1></h1>
10
11 <form action="http://localhost/profile/server.php" method="POST">
12 <input name="field1" type="text" />
13 <input name="field2" type="text" />
14 <input type="submit" name="submit" value="Save Data">
15 </form>
16
17 <script type="text/javascript">
18 \$("#getContent").click(function()
19 { \$.ajax
20 ({
21
22 url: 'http://localhost/getTest.json',
23 type: 'GET',
24 // callback: '?',
25 datatype: 'application/json',
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26 success:function (data){
27
28
29 answers=data.category[0];
30 \$("h1").text(answers)
31
32 }
33
34 })
35
36 })
37 </script>
38 </body>
39 </html>
3.4 Εφαρμογή σε αρχείο epub3
Στα πλαιʆσια της εξερευʆ νησης των δυνατοτηʆ των των epub3 αρχειʆων αναπτυʆ χθηκε
μια εφαρμογηʆ με στοʆχο την αξιοποιʆηση των παναφερθεʆντων τεχνολογιωʆ ν. Το αρχειʆο
epub3 που προκυʆ πτει αποʆ αυτηʆ την εφαρμογηʆ μπορειʆ να δημιουργηʆ σει δυναμικαʆ το
περιεχοʆ μενο του,να αντληʆ σει πληροφοριʆες αποʆ εʆνα server, να αλληλεπιδραʆ σει με τον
χρηʆ στη μεʆσω κουμπιωʆ ν και πεδιʆων κειμεʆνου και να στειʆλει δεδομεʆνα σχετικαʆ με την
καταʆ στασηʆ του πιʆσω στον server.
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Ηεφαρμογηʆ αυτηʆ ειʆναι το κλασικοʆ παιχνιʆδι σταυροʆ λεξουπουδημιουργηʆ θηκεμε ει-
δικεʆς λεʆξεις για αʆ τομα με μαθησιακεʆς δυσκολιʆες.Ειʆναι μια εφαρμογηʆ που καʆ νει χρηʆ ση
των γλωσσωʆ ν HTML, Javascript και της βιβλιοθηʆ κης της jQuery και η μορφοποιʆηση
των στοιχειʆων της εʆγινε με CSS.Αναπτυʆ χθηκε στον epub3 editor Sigil και οπτικοποιηʆ -
θηκε στον epub3 viewer Azardi. Αποτελειʆται αποʆ οχτωʆ αρχειʆα javascript , εʆνα αρχειʆο
CSS και εʆνα αρχειʆο HTML το οποιʆο ειʆναι υπευʆ θυνο για την κληʆ ση και την οπτικοποιʆ-
ηση των προαναφερθεʆντων αρχειʆων. Τα αρχειʆα Javascript καθωʆ ς και οι λειτουργιʆες
τους αναφεʆρονται επιγραμματικαʆ παρακαʆ τω.
initialize.js
Το αρχειʆο αυτοʆ ειʆναι υπευʆ θυνο για την δημιουργιʆα της αρχικηʆ ς εικοʆ νας της εφαρ-
μογηʆ ς. Δημιουργειʆ το κουμπιʆ ”New” που με το παʆ τημα του αρχικοποιειʆται η οθοʆ νη με
την κληʆ ση της διαδικασιʆας clear All( ) που βριʆσκεται στο αρχειʆο clearContent.js.Στην
συνεʆχεια καλειʆται η διαδικασιʆα get( ) που βριʆσκεται στο αρχειʆο ajaxCalls.js και που
ειʆναι υπευʆ θυνη για την αποστοληʆ του αιτηʆ ματος GET στον server και την ληʆψη των
λεʆξεων του σταυρολεʆξου ως απαʆ ντηση στο αιʆτημα αυτοʆ .
ajaxCalls.js
Το αρχειʆο αυτοʆ ειʆναι υπευʆ θυνο για την επικοινωνιʆα της εφαρμογηʆ ς με τον server.
Εδωʆ υλοποιειʆται το GET με την μεʆθοδο της jQuery $.ajax( ) η οποιʆα λαμβαʆ νει αποʆ την
αντιʆστοιχη διευʆ θυνση τις λεʆξεις που ειʆναι υπευʆ θυνες για την δημιουργιʆα του σταυ-
ρολεʆξου.Μοʆ λις ληφθουʆ ν και αποθηκευτουʆ ν οι λεʆξεις καλειʆται την διαδικασιʆα play( )
που λαμβαʆ νει τις λεʆξεις ως παραʆ μετρο και προχωραʆ στην κατασκευηʆ του σταυρολεʆ-
ξου. Επιʆσης σε αυτοʆ το αρχειʆο βριʆσκεται και η διαδικασιʆα που ειʆναι υπευʆ θυνη για την
υλοποιʆηση της POST μεθοʆ δου με την χρηʆ ση των submit form. Τεʆλος, πρεʆπει να σημειω-
θειʆ οʆ τι το περιεχοʆ μενο των submit form δημιουργειʆται εδωʆ εξ’ολοκληʆ ρου με την επεʆμ-
βαση της Javascript και οʆχι μεʆσω του κωʆ δικα της HTML οʆπως στο παραʆ δειγμα του
κεφαλαιʆου δυʆ ο και γι’αυτοʆ το λοʆγο το περιεχοʆ μενοʆ τους αποστεʆλεται και παʆ λι με την
μεʆθοδο $.ajax( ).
crossword.js
Η διαδικασιʆα play( ) που αναφεʆρεται παραπαʆ νω υλοποιειʆται εδωʆ . Η παραʆ μετρος
answers που εʆχει προεʆλθει αποʆ το αιʆτημα GET χρησιμοποιειʆται στην δημιουργιʆα του
αντικειμεʆνου cwπουκατασκευαʆ ζεται αποʆ τηνκλαʆ σηCrosswordτουαρχειʆου crosswordClass.js.
Εν συνεχειʆα καλουʆ νται οι διαδικασιʆες visualization( ) του αρχειʆου visualization.js και
addFunctionality() του αρχειʆου buttonCreation.js, που δημιουργουʆ ν το οπτικοʆ πλεʆγμα
του σταυρολεʆξου και δημιουργουʆ ν τα διαδραστικαʆ κουμπιαʆ αντιʆστοιχα.
crosswordClass.js
Εδωʆ δημιουργειʆται τοαντικειʆμενοCrosswordπουφεʆρει ταβασικαʆ πεδιʆα τουσταυ-
ρολεʆξου.Οι λεʆξειςπουηʆ ρθαναποʆ τοαιʆτημαστον serverσυνθεʆτουν τονπιʆνακαanswerArray
ο οποιʆος αποτελειʆ τον οδηγοʆ της δημιουργιʆας του σταυρολεʆξου. Ο πιʆνακας αυτοʆ ς ταξι-
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νομειʆται συʆ μφωνα με το μηʆ κος των λεʆξεων με φθιʆνουσα σειραʆ και εʆπειτα εισαʆ γεται η
πρωʆ τη και μεγαλυʆ τερη λεʆξη εντοʆ ς του σταυρολεʆξου. Για την τοποθεʆτηση καʆ θε εποʆ με-
νης λεʆξης ελεʆγχεται εαʆ ν αυτηʆ εʆχει κοιναʆ γραʆ μματα με το συʆ νολο των ηʆ δη εισαγμεʆνων
λεʆξεωνκαι στηνσυνεʆχειαβριʆσκεται ηπιθανηʆ κατευʆ θυνσηπουμπορειʆ να εʆχει μεʆσαστο
πλεʆγμα (οριζοʆ ντια ηʆ καʆ θετα).Για να χαρακτηριστειʆ η υποψηʆφια λεʆξη για εισαγωγηʆ ως
νοʆ μιμη ελεʆγχεται επιπλεʆον αν χωραʆ ει εντοʆ ς του οριοθετημεʆνου πλεʆγματοʆ ς του σταυ-
ρολεʆξου και αν παραβαιʆνει τους κανοʆ νες αυτου παιχνιδιουʆ ως προς τον σχεδιασμοʆ
του. Τελειωʆ νοντας εδωʆ περιεʆχονται οʆ λες οι βασικεʆς μεταβλητεʆς που καλουʆ νται στον
υποʆ λοιπο κωʆ δικα και εʆχουν ζωτικηʆ σημασιʆα στην ορθηʆ λειτουργιʆα του σταυρολεʆξου.
visualization.js
Το αρχειʆο αυτοʆ ειʆναι υπευʆ θυνο για την οπτικοποιʆηση του σταυροʆ λεξου που εʆχει
δημιουργηθειʆ στο προηγουʆ μενο βηʆ μα.Δημιουργουʆ νται δυναμικαʆ οʆ λα τα στοιχειʆα του
HTML κωʆ δικα που θα συνθεʆσουν το σταυροʆ λεξο που θα γιʆνει εμφανεʆς στην οθοʆ νη
του χρηʆ στη. Στα στοιχειʆα που δημιουργουʆ νται προστιʆθεται και οι ειδικαʆ διαμορφω-
μεʆνες κλαʆ σεις CSS προκειμεʆνου να εʆχει το σταυροʆ λεξο τη καταʆ λληλη εμφαʆ νιση. Αφουʆ
τερματιʆσει την λειτουργιʆα της η διαδικασιʆα visualization( ) που βριʆσκεται εντοʆ ς του
συγκεκριμεʆνου αρχειʆου ειʆναι υπευʆ θυνη για το ακοʆ λουθο αποτεʆλεσμα στην οθοʆ νη:
buttonCreation.js
Το αρχειʆο αυτοʆ περιεʆχει την διαδικασιʆα addFunctionality( ) που αναφεʆρθηκε πα-
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ραπαʆ νω. Αυτηʆ ειʆναι υπευʆ θυνη για την δημιουργιʆα των κουμπιωʆ ν καʆ τωαποʆ το σταυροʆ -
λεξο και για την διαχειʆριση των event του χρηʆ στη. Αποʆ το παʆ τημα καʆ ποιου κουμπιουʆ
μεʆχρι την πληκτρολοʆγηση λεʆξεων εντοʆ ς του πλεʆγματος του σταυρολεʆξεων αποʆ τον
χρηʆ στη , η συναʆ ρτηση αυτηʆ ελεʆγχει οʆ τι συμβαʆ νει μεʆσα στην HTML σελιʆδα αποʆ τον
χρηʆ στη. Εδωʆ καλουʆ νται και οι διαδικασιʆες που θα αναφερθουʆ ν παρακαʆ τω. Λοʆγω της
δημιουργιʆας κουμπιωʆ ν και της προσθηʆ κης του τμηʆ ματος της σελιʆδας HINTS η εικοʆ να
του σταυρολεʆξου αλλαʆ ζει και γιʆνεται:
buttonFunctions.js
Εδωʆ ειʆναι οι διαδικασιʆες που εκτελουʆ νται με το παʆ τημα των κουμπιωʆ ν που ανα-
φεʆρθηκαν παραπαʆ νω. Οι δυνατοʆ τητες που παρεʆχουν αυταʆ τα κουμπιαʆ στον χρηʆ στη
ειʆναι η εκ νεʆου δημιουργιʆα του σταυρολεʆξου (”New”), η διαγραφηʆ της λεʆξης καʆ θετα ηʆ
οριζοʆ ντια που εʆχει εισαʆ γει αναʆ λογα με το κελιʆ στο οποιʆο βριʆσκεται (”Clear”), ο εʆλεγχος
οʆ λων των στοιχειʆων που εʆχει εισαʆ γει ο χρηʆ στης και ο χρωματισμοʆ ς του αναʆ λογα με το
εαʆ ν η εισαγωγηʆ ειʆναι σωστηʆ ηʆ λαʆ θος (”Check”), η επιʆλυση της λεʆξης του τρεʆχοντος
κελιουʆ (”Solve”), η εμφαʆ νιση του σωστουʆ γραʆ μματος στο τρεʆχον κελιʆ για να βοηθη-
θειʆ ο χρηʆ στης (”Clue”), η διαγραφηʆ οʆ λων των εισαγμεʆνων πληροφοριωʆ ν στο πλεʆγμα
(”Reset”) και τεʆλος ηυποβοληʆ τωνκαταγεγραμμεʆνωνλεʆξεωνπιʆσωστον server(”Submit”).
Για παραʆ δειγμα αν ο χρηʆ στης πατηʆ σει το κουμπιʆ ”Solve” για την θεʆση τομηʆ ς των λεʆ-
ξεων ”κλωστοϋφαντουργωʆ ν” και ”τραπεζοϋπαʆ λληλοι” το αποτεʆλεσμα που θα φανε-
ρωθειʆ στην οθοʆ νη ειʆναι το ακοʆ λουθο.
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Αν ο χρηʆ στης στην συνεʆχεια ο χρηʆ στης πατηʆ σει το κουμπιʆ ”Submit” λαμβαʆ νει ενη-
μερωτικοʆ μηʆ νυμα οʆπως φαιʆνεται παρακαʆ τω
και ταδεδομεʆνα εισαʆ γονται μεμορφοποιʆησητυʆ που JSONαρχειʆωνστοαρχειʆο logfile.txt
του server συʆ μφωνα με την εποʆ μενη εικοʆ να.
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clearContent.js
Το αρχειʆο αυτοʆ περιεʆχει την διαδικασιʆα clearAll( ) η οποιʆα αδειʆαζει την HTML σε-
λιʆδα αποʆ το περιεχοʆ μενο της.
Συʆ μφωνα με τα παραπαʆ νω με το παʆ τημα του κουμπιουʆ ”Submit” οʆ λες οι εισαγω-
γεʆς του χρηʆ στη αποστεʆλονται στον server. Όταν οι εισαγμεʆνες πληροφοριʆες σταλουʆ ν
στον server επεξεργαʆ ζονται αποʆ τον παρακαʆ τω κωʆ δικα PHP ο οποιʆος αναλαμβαʆ νει
την αποκωδικοποιʆηση τους και την εγγραφηʆ τους στο αρχειʆο logfile.txt που βριʆσκεται
στην ιʆδια τοποθεσιʆα. Όπως ειʆναι εμφανεʆς αποʆ τον κωʆ δικα η PHP στεʆλνει ειδοποιητικοʆ
μηʆ νυμα σχετικαʆ με την εξεʆλιξη της εγγραφηʆ ς των πληροφοριωʆ ν στο αρχειʆο.
1 <?php
2 if(isset(\$_POST['data'])) {
3 \$data = \$_POST['data'] ;
4 \$ret = file_put_contents('logfile.txt', \$data, FILE_APPEND |
LOCK_EX);
5 if(\$ret === false) {
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6 die('There was an error while writing this file');
7 }
8 else {
9 echo "\$ret bytes written to file";
10 }
11 }
12 else {
13 die('no post data to process');
14 }
15 ?>
49
50 Κεφάλαιο 3. Αρχεία epub3
50
4 Αρχεία PDF
4.1 Εισαγωγή στην Acrobat Javascript
Η Acrobat Javascript ειʆναι μια γλωʆ σσα που αναπτυʆ χθηκε βασιζοʆ μενη στον πηγαιʆο
κωʆ δικα της εʆκδοσης Javascript 1.5 (ISO-16262) γνωστηʆ ως ECMAScript, μια αντικειμε-
νοστρεφηʆ ς γλωʆ σσα προγραμματισμουʆ αναπτυγμεʆνη αποʆ της εταιρειʆα Netscape. Η δη-
μιουργιʆα της Javascript ειʆχεως σκοποʆ την αποσυμφοʆ ρηση των διαδικτυακωʆ ν εφαρμο-
γωʆ ν που βασιʆζονταν σε server-side scripts. Η Acrobat Javascript επεκτειʆνει την χρηʆ ση
της Javascript δημιουργωʆ ντας καινουʆ ργια αντικειʆμενα και μεθοʆ δους και ιδιοʆ τητες που
τα χαρακτηριʆζουν. Τα αντικειʆμενα που βασιʆζονται στην δομηʆ του αρχειʆου Acrobat διʆ-
νουν την δυνατοʆ τητα στον χρηʆ στη να διαχειριστειʆ την ασφαʆ λεια του αρχειʆου, να επι-
κοινωνειʆ με βαʆ σεις δεδομεʆνων, να χειριʆζεται τα επισυνημμεʆνα αρχειʆα, να καʆ νει εʆνα
αρχειʆο PDF διαδραστικοʆ . Δεδομεʆνου οʆ τι τα αντικειʆμενα της Acrobat Javascript εʆχουν
δημιουργηθειʆ με βαʆ ση την Javascript, ειʆναι δυνατηʆ η χρηʆ ση των βασικωʆ ν κλαʆ σεων της
γλωʆ σσας αυτηʆ ς δηλαδηʆ των κλαʆ σεων Math, String, Date, Array και RegExp.
Τα PDF αρχειʆα ειʆναι ιδιαιʆτερα ευεʆλικτα αφουʆ το περιεχοʆ μενο τους μπορειʆ να γιʆ-
νει αντιληπτοʆ τοʆ σο αποʆ το λογισμικοʆ της Acrobat οʆ σο και αποʆ τους συʆ γχρονους web
browsers. Για αυτοʆ το λοʆγο ειʆναι πολυʆ σημαντικοʆ να γιʆνουν αντιληπτεʆς οι διαφορεʆς
μεταξυʆ της Javascript που χρησιμοποιειʆται για τους web browsers και για της Acrobat
Javascript[9]. Ενδεικτικαʆ αναφεʆρεται οʆ τι:
• Η Acrobat Javascript δεν μπορειʆ να επηρρεαʆ σει τα αντικειʆμενα μιας ιστοσελιʆδας
HTML και αντιʆστοιχα η Javascript δεν μπορειʆ να διαμορφωʆ σει το περιεχοʆ μενου
ενοʆ ς PDF αρχειʆου.
• Η Javascript διαθεʆτει το αντικειʆμενοwindowπου αναφεʆρεται αʆ μεσα στην εφαρ-
μογηʆ τουwebbrowser ενωʆ ηAcrobat Javascript δενμπορειʆ.Μπορειʆ παροʆ λααυταʆ
να επηρεαʆ σει αντιʆστοιχα αντικειʆμενα εντοʆ ς της εφαρμογηʆ ς της Adobe.
Τα αντικειʆμενα της Acrobat Javascript διʆνουν την δυνατοʆ τητα στον κωʆ δικα να αλ-
ληλεπιδραʆ με την ιʆδια την εφαρμογηʆ του Acrobat, το αρχειʆο PDF ηʆ με τα form fields
(πεδιʆαφοʆ ρμαςσταοποιʆα ο χρηʆ στης μπορειʆ να εισαʆ γει πληροφοριʆα). Ταπιοσημαντικαʆ
αντικειʆμενα της Acrobat Javscript ειʆναι[10]:
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app
Το αντικειʆμενο app ειʆναι εʆνα στατικοʆ αντικειʆμενο που αντιπροσωπευʆ ει την ιʆδια
την εφαρμογηʆ του Acrobat. Προσφεʆρει εʆναν αριθμοʆ αποʆ διαδικασιʆες που σχετιʆζονται
με την εφαρμογηʆ του Acrobat. Μεʆσω της αλληλεπιʆδρασης με αυτοʆ το αντικειʆμενο εʆνας
χρηʆ στης μπορειʆ να ανοιʆξει ηʆ να δημιουργηʆ σει εʆνα PDF αρχειʆο , να μορφοποιηʆ σει την
διαπροσωπιʆα της εφαρμογηʆ ς του Acrobat (πχ να δημιουργηʆ σει παραʆ θυρα διαλοʆγου,
προειδοποιητικαʆ μηνυʆ ματα κλπ).
doc Το αντικειʆμενο doc μπορειʆ να χρησιμοποιηθειʆ για την προʆσβαση και την δια-
χειʆριση του περιεχομεʆνου του αρχειʆου PDF. Μεʆσω του αντικειμεʆνου αυτουʆ ειʆναι εφι-
κτηʆ η προʆσβαση σε γενικεʆς πληροφοριʆες που αφορουʆ ν το αρχειʆο, η πλοηʆ γηση στο
εσωτερικοʆ του, η διαχειʆριση της δομηʆ ς του, του περιεχομεʆνου του, η δημιουργιʆα νεʆου
περιεχομεʆνου και η προʆσβαση σε αντικειʆμενα που ανηʆ κουν στο αρχειʆο οʆ πως οι σελιδο-
δειʆκτες του, τα πεδιʆα φοʆ ρμας του, τα σχοʆ λιαʆ του.Τεʆλος, η προʆσβαση στο αντικειʆμενο
doc μπορειʆ να γιʆνει με διαʆφορους τροʆπους μεʆσω της Acrobat Javascript, ο πιο συνη-
θισμεʆνος ειʆναι μεʆσω του αντικειμεʆνου this το οποιʆο καταʆ γενικοʆ κανοʆ να αναφεʆρεται
στον τρεʆχον αρχειʆο.
global
Τοαντικειʆμενο global χρησιμοποιειʆται προκειμεʆνου νααποθηκευʆ σει δεδομεʆναπου
χρηʆ στης επιθυμειʆ να μπορουʆ ν να χρησιμοποιηθουʆ ν σε πολλεʆς κληʆ σεις διαδικασιωʆ ν
Acrobat Javascript ηʆ να μπορουʆ ν να χρησιμοποιηθουʆ ν αποʆ πολλαʆ αρχειʆα. Η διαμοιʆραση
global δεδομεʆνων μπορειʆ να επιτευχθειʆ μεʆσω ενοʆ ς μηχανισμουʆ που παρακολουθειʆ της
αλλαγεʆς στα δεδομεʆνα και ενημερωʆ νει τα αρχειʆα που συνδεʆονται με αυταʆ για τυχοʆ ν
αλλαγεʆς. Επιπλεοʆ ν το αντικειʆμενο global μπορειʆ να χρησιμποποιηθειʆ για την αποθηʆ -
κευσει πληροφοριωʆ ν που αφορουʆ ν μια συγκεκριμεʆνη ομαʆ δα αρχειʆων. Για παραʆ δειγμα
μια ιδιοʆ τητα του global αντικειμεʆνου πληροφορειʆ για το πληʆ θος των αρχειʆων που ανηʆ -
κουν σε μια ομαʆ δα αρχειʆων.
security
Τοαντικειʆμενο security ειʆναι εʆναστατικοʆ αντικειʆμενο Javascript, διαθεʆσιμοσεοʆ λες
τις εφαρμογεʆς της Acrobat, συμπεριλαμβανομεʆνου και του Acrobat Reader, που υλο-
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ποιειʆ εʆνα συʆ στημα ασφαʆ λειας για να διευκολυʆ νει την διαδικασιʆα της δημιουργιʆας και
διαχειʆρισης μιας ψηφιακηʆ ς υπογραφηʆ ς (οʆ νομα χρηʆ στη και κωδικοʆ ς προʆ σβασης). Το
αντικειʆμενο αυτοʆ μπορειʆ να χρησιμοποιηθειʆ προκειμεʆνου να προστεθειʆ εʆνας νεʆος κω-
δικοʆ ς χρηʆ στη στο αρχειʆο, να προστεθουʆ ν δικαιωʆ ματα χρηʆ σης στο αρχειʆο, να δημιου-
ρηθουν προσαρμοσμεʆνες πολιτικεʆς ασφαʆ λειας, να δημιουργηθειʆ μια λιʆστα με τις ταυ-
τοʆ τητες των χρηστωʆ ν και αʆ λλα.
SOAP
Το αντικειʆμενο SOAP μπορειʆ να χρησιμοποιηθειʆ προκειμεʆνου να καʆ νει κληʆ σεις σε
απομακρυσμεʆνους server και να επικαλεστειʆ μεθοʆ δους που υποστηριʆζονται αποʆ το
πρωτοʆ κολλο SOAP 1.1 και 1.2. Οι μεʆθοδοι αυτοιʆ ειʆναι διαθεʆσιμες για χρηʆ ση στις εκ-
δοʆ σεις Acrobat Professional, Acrobat Standard και τους μεταγενεʆστερους reader του
Acrobat Reader 6.0 για αρχειʆα που εʆχουν δικαιωʆ ματα αποστοληʆ ς πληροφοριωʆ ν μεʆσω
πεδιʆων φοʆ ρμας (form fields). Το αντικειʆμενο SOAP διʆνει την δυνατοʆ τητα απομακρυ-
σμεʆνης ανταλλαγηʆ ς σχολιʆων και την κληʆ ση μεθοʆ δωνweb service μεʆσω της πυροδοʆ τη-
σης event σε πεδιʆα φοʆ ρμας (form field events).
ADBC
ΤοαντικειʆμενοADBCχρησιμοποιειʆται σεσυνεργασιʆα με τααντικειʆμενα connection
και statement προκειμεʆνου να αλληλεπιδραʆ σει με μια βαʆ ση δεδομεʆνων. Αυταʆ τα αντι-
κειʆμενατηςAcrobat Javascript συνθεʆτουν τονμηχανισμοʆ AcrobatDatabaseConectivity
(ADBC). Τα SQL queries δηλωʆ νονται μεʆσα στην μεʆθοδο execute() του αντικειμεʆνου
statement προκειμεʆνου να υπαʆ ρχει η δυνατοʆ τητα εισαγωγηʆ ς, ανανεʆωσης, προʆ σβασης
και διαγραφηʆ ς δεδομεʆνων.
event
Όλες οι διαδικασιʆες της Javascript υλοποιουʆ νται οʆ ταν συμβειʆ εʆνα συγκεκριμεʆνο
γεγονοʆ ς (event). Για καʆ θε γεγονοʆ ς η Acorbat Javascript δημιουργειʆ εʆνα αντικειʆμενο
event.Με τηνπυροδοʆ τησηαυτουʆ του γεγονοʆ τος το αντικειʆμενο μπορειʆ να χρησιμοποι-
ηθειʆ προκειʆμενου να εξαʆ γει και να διαχειριστειʆ οποιαδηʆποτε πληροφοριʆα σχετιʆζεται
με αυτοʆ το γεγονοʆ ς. Ένα αντικειʆμενο event μπορειʆ να δημιουργηθειʆ οʆ ταν εκκινηʆ σει η
εφαρμογηʆ του Acrobat Viewer, ο χρηʆ στης καʆ νει κλιʆκ σε καʆ ποιο σελιδοδειʆκτη ηʆ πεδιʆο
φοʆ ρμας, το αρχειʆο εκτυπωʆ νεται ηʆ αποθηκευʆ εται και πολλαʆ αʆ λλα.
Η Acrobat Javascript μπορειʆ να εφαρμοστειʆ σε επιʆπεδο φακεʆλου αρχειʆων (folder
level), σε επιʆπεδο μεμονωμεʆνου αρχειʆου (document level), σε επιʆπεδο μεμονωμεʆνου
πεδιʆου εντοʆ ς αρχειʆου (field level) και σε επιʆπεδο ομαʆ δας αρχειʆων (batch level). Αυταʆ
τα επιʆπεδα αναπαριστουʆ ν το περιεχοʆ μενο του αρχειʆου και κατ’επεʆκταση τον τροʆπο
με τον οποιʆο ο κωʆ δικας φορτωʆ νεται στο αρχειʆο και την προσβασιμοʆ τητα του κωʆ δικα
εντοʆ ς και εκτοʆ ς του αρχειʆου. Για παραʆ δειγμα η εφαρμογηʆ κωʆ δικα σε επιʆπεδο φακεʆ-
λου αρχειʆων καθισταʆ τον κωʆ δικα διαθεʆσιμο σε οʆ λα τα αρχειʆα, η εφαρμογηʆ κωʆ δικα σε
επιʆπεδο αρχειʆου καθισταʆ τον κωʆ δικα διαθεʆσιμο σε οʆ λα τα πεδιʆα φοʆ ρμας εντοʆ ς του
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αρχειʆου και η εφαρμογηʆ κωʆ δικα σε επιʆπεδο πεδιουʆ εντοʆ ς του αρχειʆου καθισταʆ τον
κωʆ δικα διαθεʆσιμο για οʆ λα συνδεοʆ μενα με αυτοʆ πεδιʆα.
Folder Level Javascripts
Ο κωʆ δικας Javascript σε επιʆπεδο Folder Level περιεʆχει μεταβλητεʆς και διαδικασιʆες
χρηʆ σιμες στην εφαρμογηʆ Acrobat και που ειʆναι οραταʆ αποʆ οʆ λα τα αρχειʆα. Υπαʆ ρχουν
δυʆ ο ειδωʆ ν Folder Lever Javascripts αυταʆ που σχετιʆζονται με την ιʆδια την εφαρμογηʆ
του Acrobat (App) και αυταʆ που σχετιʆζονται με τον χρηʆ στη (User). Για παραʆ δειγμα η
δημιουργιʆα εξειδικευμεʆνων μενουʆ που θα ειʆναι προσβαʆ σιμα αποʆ οʆ λα τα αρχειʆα που
ανοιʆγονται μεʆσω Acrobat επιτυγχαʆ νεται με την δημιουργιʆα Folder Level Javascripts.
Γενικαʆ τα Folder Level Javascripts αποθηκευʆ ονται σε ξεχωρισταʆ αρχειʆα με καταʆ -
ληξη ”.js” . Τα Folder Level Javascripts τυʆ που App αποθηκευʆ ονται εντοʆ ς του φακεʆλου
της εφαρμογηʆ ς με οʆ νομα ”Javascripts” ενωʆ Folder Level Javascripts τυʆ που User αποθη-
κευʆ ονται εντοʆ ς του φακεʆλου του χρηʆ στη με οʆ νομα ”Javascripts”. Όλα αυταʆ τα αρχειʆα
κωʆ δικα φορτωʆ νονται οʆ ταν η εφαρμογηʆ του Acrobat εκκινειʆ και σχετιʆζονται με το γε-
γονοʆ ς αντικειμεʆνου event με οʆ νομα App/Init.
Μερικαʆ αποʆ τα Folder Level Javascripts που παρεʆχονται απευθειʆας με την εγκα-
ταʆ σταση της εφαρμογηʆ ς Acrobat ειʆναι τα Aform.js, Annot.js και ADBC.js(App folder
level Javascripts). Επιπλεʆον οφαʆ κελος χρηʆ στηπεριεʆχει τα glob.js πουσχετιʆζεται με την
χρηʆ ση του αντικειμεʆνου global και Config.js που σχετιʆζεται με την μορφοποιʆηση της
εμφαʆ νισης της εφαρμογηʆ ς (προσθηʆ κη μενουʆ , διαχειʆρηση κουμπιωʆ ν) του Acrobat. Για
παραʆ δειγμα η κληʆ ση στην μεʆθοδο app.addMenuItem( ) βριʆσκεται εντοʆ ς του Config.js.
Document Level Javascripts
Ο κωʆ δικας Javascript σε επιʆπεδο Document Level περιεʆχει μεταβλητεʆς και διαδικα-
σιʆες χρηʆ σιμες σε εʆνα δεδομεʆνο αρχειʆο και δεν μπορουʆ ν να εφαρμοστουʆ ν εʆξω αποʆ αυτοʆ .
Ο κωʆ δικας επιπεδου Document Level αποθηκευʆ εται εντοʆ ς του αρχειʆου PDF στο οποιʆο
αναφεʆρεται και υλοποιειʆται με το αʆ νοιγμα αυτουʆ του αρχειʆου.
Field Level Javascripts
Η Acrobat Javascript μπορειʆ να σχετιστειʆ με καʆ θε στοιχειʆο του αρχειʆου. Στην πε-
ριʆπτωση δυναμικωʆ ν πεδιʆων που καʆ νουν χρηʆ ση XML για αποστοληʆ αιτημαʆ των στον
server, ο κωʆ δικας που σχετιʆζεται με αυταʆ τα πεδιʆα ειʆναι εμφανηʆ ς μοʆ νο στο εσωτερικοʆ
του εκαʆ στοτε πεδιʆου και εκτελειʆται μοʆ λις συμβειʆ καʆ ποιο event που σχετιʆζεται με το
συγκεκριμεʆνοπεδιʆο. Γιαπαραʆ δειγμα ειʆναι δυνατηʆ η εκτεʆλεση τουκωʆ δικαπουθαμετα-
βαʆ λει το περιεχοʆ μενο του πεδιʆου μοʆ λις ο χρηʆ στης καʆ νει κλικ στο συγκεκριμεʆνο πεδιʆο
(MouseUp event). Όπως και τα Document Level Javascripts τα Field Level Javascripts
αποθηκευʆ ονται εντοʆ ς του αρχειʆου PDF στο οποιʆο ανταφεʆρονται.
Batch Level Javascripts
Οκωʆ δικας Javascript σε επιʆπεδοBatch Level μπορειʆ να εφαρμοστειʆ σε μια συλλογηʆ
αρχειʆων και επιδραʆ στο επιʆπεδο της εφαρμογηʆ ς. Για παραʆ δειγμα ο χρηʆ στης μπορειʆ
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να δημιουργηʆ σει εʆνα αρχειʆο κωʆ δικα που καταʆ την εκτεʆλεση του θα εκτυπωʆ νει την
συγκεκριμεʆνη συλλογηʆ αρχειʆων ηʆ θα εφαρμοʆ ζει καʆ ποιους κανοʆ νες ασφαʆ λειας σε αυταʆ .
4.2 Δυνατότητες δημιουργίας τοπικών αρχείων
4.2.1 Δημιουργία σχολίων μέσα στο αρχείο
ΗAcrobat Javascript διʆνει τηνδυνατοʆ τητα εισαγωγηʆ ς και διαχειʆρισηςσχολιʆωνμεʆσα
στοαρχειʆο με δυναμικοʆ τροʆπο. Η δυνατοʆ τητα της εισαγωγηʆ ς σχολιʆωνπαρεʆχεται μεʆσω
του αντικειμεʆνου annot και των τυʆ πων του Text και FreeText. Μπορουʆ με να εισαʆ γουμε
σχοʆ λια σε εʆνα Text Box με χρηʆ ση της Acrobat Javascript μεʆσω της παρακαʆ τω συʆ νταξης:
1 this.addAnnot({
2 page:0,
3 type:"Square",
4 rect:[0,0,100,100],
5 name:"This is a Test.",
6 author:"Katerina",
7 content:"Hello World!"
8 })
Στο παραπαʆ νω παραʆ δειγμα η μεʆθοδος addAnnot( ) λαμβαʆ νει σαν παραʆ μετρο εʆνα
αντικειʆμενο που χαρακτηριʆζει πληʆ ρως το πουʆ θα τοποθετηθειʆ το σχοʆ λιο, τον τυʆ πο
του, το περιεχοʆ μενοʆ του και το οʆ νομαʆ του. Δημιουργειʆ εʆνα τετραʆ γωνοπλαιʆσιο σχολιʆου
στην πρωʆ τη σελιʆδα του αρχειʆου. (το αντικειʆμενο this αναφεʆρεται στο αντικειʆμενο doc
οʆπως εʆχει αναφερθειʆ νωριʆτερα). Το οʆ νομα του αντικειμεʆνου-σχολιʆου που δημιουργηʆ -
θηκε δηλωʆ νεται μεʆσω της παραμεʆτρου name, ο δημιουργοʆ ς του μεʆσω της author και
το περιεχοʆ μενοʆ του μεσω της content.
ΗAcrobat Javascript διʆνει και τηνδυνατοʆ τητα επεξεργασιʆας τωνσχολιʆωνπουεμπε-
ριεʆχονται σε εʆνα αρχειʆο. Η ταξινοʆ μηση της λιʆστας των σχολιʆων επιτυγχαʆ νεται με την
κληʆ ση της μεθοʆ δου getAnnots στο αντικειʆμενο doc. Ένα παραʆ δειγμα της μεθοʆ δου πα-
ρατιʆθεται παρακαʆ τω:
1 var sortedAnnot=this.getAnnots({
2 nPage:2,
3 nSortBy:ANSB_Author ,
4 bReverse:true
5 })
Στο παραπαʆ νω παραʆ δειγμα η μεʆθοδος getAnnots( ) λαμβαʆ νει σαν παραʆ μετρο εʆνα
αντικειʆμενο που χαρακτηριʆζει σε ποιαʆ σελιʆδα αυταʆ ανηʆ κουν τα σχοʆ λια, ως προς ποιαʆ
μεταβλητηʆ ταξινομουʆ νται αυταʆ και αν τασχοʆ λιαθεʆλουμε ναταξινομηθουʆ ν σεαυʆ ξουσα
ηʆ φθιʆνουσα σειραʆ . Η παραʆ μετρος nSortBy μπορειʆ να λαʆ βει τιμεʆς ANSB_None για να
μην γιʆνει ταξινοʆ μηση, ANSB_Page για να ταξινομηθουʆ ν τα σχοʆ λια αναʆ αριθμοʆ σελιʆδας,
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ANSB_Author για να ταξινομηθουʆ ν αναʆ οʆ νομα συγγραφεʆα και ANSB_ModDate για να
ταξινομηθουʆ ν αναʆ ημεʆρα τροποποιʆησης.
Τα σχοʆ λια μπορουʆ ν να ειʆναι ειʆτε εμφανηʆ μεʆσα στο αρχειʆο ειʆτε κρυμμεʆνα αρκειʆ να
δωʆ σουμε την αντιʆστοιχη τιμηʆ στην ιδιοʆ τητα του αντικειμεʆνου annot hidden.
1 myAnnot.hidden=true
Η προʆσβαση στις πληροφοριʆες των σχολιʆων μπορειʆ να γιʆνει μεʆσω της μεθοʆ δου
getAnnot( ) αν ειʆναι γνωστοʆ το οʆ νομα του σχολιʆου ηʆ με την μεʆθοδο getAnnots( ) που
επιστρεʆφει οʆ λα τα σχοʆ λια τουαρχειʆου και αναζητωʆ ντας μεʆσα στην λιʆστα τωνσχολιʆων
να βρουʆ με το ζητουʆ μενο.
Εαʆ ν αναζητουʆ με για παραʆ δειγμα στην πρωʆ τη σελιʆδα το σχοʆ λιο με οʆ νομα ”This is a
Test.” αντιʆστοιχος κωʆ δικας θα ειʆναι ο παρακαʆ τω:
1 var content=this.getAnnot(0,"This is a Test.")
Η εισαγωγηʆ σχολιʆων και η επισυʆ ναψη αρχειʆων σε εʆνα αρχειʆο PDF ειʆναι δυʆ ο διαδι-
κασιʆες που συπμπληρωʆ νουν η μια την αʆ λλη. Τα επισυννημεʆνα αρχειʆα συνηʆ θως συνο-
δευʆ ονται αποʆ καʆ ποιο σχοʆ λιο που προσδιοριʆζει το περιεχοʆ μενοʆ τους.
Η επισυʆ ναψηαρχειʆωνστηνAcrobat Javascript υλοποιειʆται μεʆσωτηςμεθοʆ δου importDataObject(
) του αντικειμεʆνου doc. Η μεʆθοδος αυτηʆ εισαʆ γει στο αρχειʆο τα δεδομεʆνα και στην συ-
νεʆχεια η μεʆθοδος getDataObject( ) τα επεξεργαʆ ζεται δεδομεʆνα του επισυνημμεʆνου αρ-
χειʆου.
Ο κωʆ δικας που υλοποιειʆ την διαδικασιʆα που περιγραʆφηκε παραπαʆ νω και προσθεʆ-
τει συνοδευτικοʆ σχοʆ λιο στο επισυνημμεʆνο αρχειʆο ειʆναι ο ακοʆ λουθος:
1 //Ε￿￿￿￿￿￿￿￿ ￿￿￿￿￿￿￿￿ XML
2 this.importDataObject(myData,"/folder/myFile.xml")
3 //Δ￿￿￿￿￿￿￿￿￿￿ ￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿￿
4 this.addAnnot({
5 page:0,
6 name:"myFileAnnot",
7 attachIcon:"myData"
8 });
9 //Ε￿￿￿￿￿￿￿￿￿￿ ￿￿￿￿￿￿￿￿￿￿￿￿￿
10 var content=this.getDataObject("myData");
11 //
4.2.2 Αποθήκευση αρχείου σε άλλο format
Η αυτοματοποιʆηση της διαδικασιʆας αποθηʆ κευσης αρχειʆων PDF μεʆσω της Acrobat
Javascript ειʆναι εʆνα πολυʆ σημαντικοʆ εργαλειʆο γιατιʆ μπορειʆ να διευκολυʆ νει την επεξερ-
γασιʆα των αρχειʆων με βαʆ ση τις αναʆ γκες του καʆ θε χρηʆ στη. Η διαδικασιʆα doc.saveAs()
επιτρεʆπει την αποθηʆ κευση του αρχειʆου σε τοποθεσιʆα και με οʆ νομα που υποδεικνυʆ ει ο
χρηʆ στης μεʆσω του παρακαʆ τω κωʆ δικα:
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1 this.saveAs("/folderName/fileName.pdf");
Η παραπαʆ νω διαδικασιʆα μπορειʆ να δεχθειʆ και ως παραʆ μετρο εʆνα αντικειʆμενο που
θα της διʆνει την δυνατοʆ τητα να ανανεωʆ σει το αρχειʆο αν αυτοʆ βριʆσκεται εκειʆ που δη-
λωʆ νει η παραʆ μετρος cPath.
1 this.saveAs({cPath:"/folderName/fileName.pdf", bPromptToOverwrite:true});
Η πιο σημαντικηʆ δυνατοʆ τητα της διαδικασιʆας doc.saveAs( ) ειʆναι οʆ τι μπορειʆ να με-
τατρεʆψει το αρχειʆο στο format που επιθυμειʆ ο χρηʆ στης και στην συνεʆχεια να το αποθη-
κευʆ σει στην τοποθεσιʆα που επιθυμειʆ. Η μετατροπηʆ επιτυγχαʆ νεται χαʆ ρη στην υʆ παρξη
αντικειμεʆνων app.formPDFConverters που ειʆναι αποθηκευμεʆνα μεʆσα στην εφαρμογηʆ .
Παρατιʆθεται η λιʆστα των παραμεʆτρων που εισαʆ γονται στην διαδικασιʆα doc.saveAs( )
για την μετατροπηʆ των αρχειʆων στο αντιʆστοιχων format οʆπως αυτηʆ εμφανιʆζεται στην
κονσοʆ λα της εφαρμογηʆ ς Adobe Acrobat Pro:
Μπορειʆ λοιποʆ ν να γιʆνει εʆυκολα αντιληπτοʆ οʆ τι αν θεʆλουμε να μετατρεʆψουμε και να
σωʆ σουμε το τρεʆχον αρχειʆο σε format txt η εντοληʆ του κωʆ δικα Acrobat Javascript ειʆναι:
1 this.saveAs("/folderName/fileName.txt","com.adobe.acrobat.plain-text");
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4.3 ΕπικοινωνίαPDFαρχείωνμεβάσειςδεδομένωνκαι server
4.3.1 Το αντικείμενο ADBC
ΗAcrobat Javascript προσφεʆρει εʆνα αντικειʆμενο με οʆ νομαADBC(AcrobatDataBase
Conectivity) το οποιʆο επιτρεʆπει στον κωʆ δικα επιπεʆδου document level να συνδεθειʆ
με μια βαʆ ση δεδομεʆνων προκειμεʆνου να εισαʆ γει νεʆα πληροφοριʆα στο αρχειʆο, να ανα-
νεωʆ σει υπαʆ ρχουσες πληροφοριʆες και να διαγραʆψει πεδιʆα αποʆ την βαʆ ση δεδομεʆνων.
Απαραιʆτητη για την λειτουργιʆα του αντικειμεʆνου ADBC ειʆναι η υʆ παρξη του λειτουρ-
γικουʆ συστηʆ ματος Microsoft Windows και λογισμικουʆ που επιτρεʆπει την αλληλεπιʆ-
δραση του χρηʆ στη με την βαʆ ση αποʆ μεριʆας του χρηʆ στη.
Για να επιτευχθειʆ μια συʆ νδεση σε μια βαʆ ση δεδομεʆνων μεʆσω του αντικειʆμενου
ADBC της Acrobat Javascript πρεʆπει να υλοποιηθουʆ ν δυʆ ο βασικαʆ βηʆ ματα. Αρχικαʆ η
κληʆ ση της μεθοʆ δου getDataSourceList που επιστρεʆφει εʆνα διαʆ νυσμα αντικειμεʆνων με
πληροφοριʆες για την βαʆ ση και στην συνεʆχεια την κληʆ ση της μεθοʆ δου newConnection
που επιτρεʆπει την συʆ νδεση στην βαʆ ση δεδομεʆνων.
Η πρωʆ τη μεʆθοδος επιστρεʆφει εʆνα διαʆ νυσμα αντικειμεʆνων που εʆχει τις ιδιοʆ τητες
name και description. H ιδιοʆ τητα name ειʆναι αυτηʆ που χρειαʆ ζεται σαν παραʆ μετρο η
μεʆθοδος connection για να ανοιʆξει την διʆοδο επικοινωνιʆας του αρχειʆου με την βαʆ ση
δεδομεʆνων.
Παρατιʆθεται σχετικοʆ παραʆ δειγμα κωʆ δικα:
1 var dataBaseList=ADBC.getDataSourceList();
2
3 for (var i=0;i<dataBaseList.length;i++)
4 {
5 if(dataBaseList[i].name="Q32016Data")
6 {
7 myDB=dataBaseList[i].name
8 break;
9 }
10 }
11
12 if(myDB!="")
13 {
14 var connection=ADBC.newConnection(myDB.name);
15 }
Η μεʆθοδος newConnection επιστρεʆφει εʆνα νεʆο αντικειʆμενο που παρεʆχει τις μεθοʆ -
δους close( ) για τερρματισμοʆ της συʆ νδεσης με την βαʆ ση, newStatement( ) για την
αποστοληʆ SQL queries στην βαʆ ση, getTableList( ) για την αναʆ κτηση δεδομεʆνων αποʆ
τους πιʆνακες της βαʆ σης και getColumnList( ) για την αναʆ κτηση δεδομεʆνων αποʆ τις
στηʆ λες των πιναʆ κων.
58
4.3 Επικοινωνία PDF αρχείων με βάσεις δεδομένων και server 59
4.3.2 Χρήση των forms για επικοινωνιία με τον server
Ηβαʆ ση για τα περισσοʆ τερα τρεʆχοντα μοντεʆλα των διαδικτυακωʆ ν υπηρεσιωʆ ν ειʆναι
η ExtensibleMarkup Language(XML), που διευκολυʆ νει τη διαλειτουργικοʆ τητα, επιτρεʆ-
ποντας την ανταλλαγηʆ πληροφοριωʆ ν μεταξυʆ των εφαρμογωʆ ν και πλατφορμωʆ ν καταʆ
τροʆπο που βασιʆζεται σε κειʆμενο.Το πρωτοʆ κολλο SOAP (Simple Object Access Protocol)
ειʆναι εʆναπρωτοʆ κολλοανταλλαγηʆ ς μηνυμαʆ τωνπουβασιʆζεται στηνXML.Πληροφοριʆες
που αποστεʆλλονται με το προʆ τυπο SOAP τοποθετειʆται σε εʆνα αρχειʆο που ονομαʆ ζεται
”φαʆ κελος” SOAP (SOAP envelope).
H Acrobat Javascript παρεʆχει το αντικειʆμενο SOAP που υποστηριʆζει την επικοινω-
νιʆα με server. Οι πιο βασικεʆς μεʆθοδοι του αντικειμεʆνου που υλοποιουʆ ν αυτηʆ την επικοι-
νωνιαʆ ειʆναι η μεʆθοδος request( ) που ειʆναι η βασικηʆ μεʆθοδος για την επιʆκλησηκαʆ ποιου
web service και η μεʆθοδος response( ) που χρησιμοποιειʆται κυριωʆ ς σε περιπτωʆ σεις
ασυʆ γχρονων κληʆ σεων στον server.
Η μεʆθοδος request( ) λαμβαʆ νει ως παραʆ μετρο εʆνα αντικειʆμενο προκειμεʆνου να
προσδιοριʆσει πληʆ ρως το αιʆτημα που θα αποστειʆλει στον server. Οι μεταβλητεʆς του
αντικειμεʆνου περιγραʆφουν το πουʆ θα αποσταλειʆ το αιʆτημα για πληροφοριʆα , τον τυʆ πο
της πληροφοριʆας που ζηταʆ με, το αν η κληʆ ση ειʆναι ασυʆ χρονη ηʆ οʆχι, το εαʆ ν ειʆναι απα-
ραιʆτητη η καταʆ θεση διαπιστευτηριʆων για την εʆναρξη της επικοινωνιʆας με τον server
και αʆ λλα.
Ένα παραʆ δειγμα ασυʆ γχρονης κληʆ σης στον server ειʆναι το παρακαʆ τω:
1
2 // Create the aSync parameter:
3 var mySync = {
4 isDone: false,
5 val: null,
6
7 // Generates the result of the web method:
8 result: function(cMethod)
9 {
10 this.isDone = false;
11 var name = "http://mydomain/methods/:" + cMethod + "Response";
12 if (typeof this.val[name] == "undefined")
13 return null;
14 else
15 return this.val[name]["return"];
16 },
17 // The method called by the web service after completion:
18 response: function(oResult, cURI)
19 {
20 this.val = oResult;
21 this.isDone = true;
22 },
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23 // While the web service is not done, do something else:
24 wait: function()
25 {
26 while (!this.isDone) doSomethingElse();
27 }
28 };
29
30 // Invoke the web service:
31 SOAP.request({
32 cURL: myURL,
33 oRequest: echoIntegerRequest ,
34 oAsync: mySync,
35 cAction: mySOAPAction
36 });
37 // The response callback function could contain the following code:
38 // Handle the asynchronous response:
39 var result = mySync.result("echoInteger");
40 // Display the response in the console:
41 console.println("Result is " + result);
Για web services που απαιτουʆ ν ταυτοποιʆηση ειʆναι αναγκαιʆα η χρηʆ ση της παρα-
μεʆτρου oAuthentication της μεθοʆ δου request προκειμεʆνου να χειριστειʆ το ζηʆ τημα της
εξακριʆβωσης στοιχειʆων του HTTP πρωτοκοʆ λλου. Η παραʆ μετρος αυτηʆ εʆχει τις ιδιοʆ τη-
τες Username που ειʆναι μια μεταβλητηʆ τυʆ που string που καθοριʆζει το απαιτουʆ μενο
οʆ νομα χρηʆ στη και Password που ειʆναι και αυτηʆ μια μεταβλητηʆ τυʆ που string που πε-
ριεʆχει τον κωδικοʆ προʆ σβασης. Ένα παραʆ δειγμα χρηʆ σης της μεθοʆ δου request( ) για
την περιʆπτωση που ειʆναι απαραιʆτητη η ταυτοποιʆηση ειʆναι το ακοʆ λουθο[9]:
1 // Create the oAuthenticate object:
2 var myAuthentication = {
3 Username: "myUsername",
4 Password: "myPassword"
5 };
6 // Invoke the web service using the username and password:
7 var response = SOAP.request ({
8 cURL: myURL,
9 oRequest: echoStringRequest ,
10 cAction: mySOAPAction
11 oAuthenticate: myAuthentication
12 });
Τα αντικειʆμενα της Acrobat Javascript που χρησιμοποιουʆ νται καταʆ κυʆ ριο λοʆγο για
αλληλεπιʆδραση με τον server ειʆναι τα αντικειʆμενα form fields.Τα αντικειʆμενα form
fields της Acrobat Javascript μπορουʆ ν να παρουσιαʆ σουν τις πληροφοριʆες στον χρηʆ στη
ηʆ να ζητηʆ σουν πληροφοριʆες αποʆ αυτοʆ ν χρησιμοποιωʆ ντας πεδιʆα φοʆ ρμας. Παρεʆχουν
εʆναν δομημεʆνο τροʆπο παρουσιʆασης των δεδομεʆνων και επιτρεʆπουν στον χρηʆ στη να
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συμπληρωʆ σει προσωπικεʆς πληροφοριʆες, να επιλεʆξει αποʆ μια λιʆστα και να υπογραʆψει
ηλεκτρονικαʆ το αρχειʆο. Μοʆ λις συμπληρωθουʆ ν τα πεδιʆα, η πληροφοριʆα που εμπεριεʆ-
χουν μπορειʆ να δεχθειʆ παραπαʆ νω επεξεργασιʆα πριν την τελικηʆ της υποβοληʆ ηʆ μπορειʆ
να σταλειʆ αʆ μεσα σε μια βαʆ ση δεδομεʆνων αν εʆχουμε να καʆ νουμε με εʆνα διαδικτυακαʆ
συνδεδεμεʆνο πεδιʆο φοʆ ρμας.
Τα πεδιʆα φοʆ ρμας που υποστηριʆζονται αποʆ την Acrobat ειʆναι επταʆ τυʆ πων. Αυτοιʆ
ειʆναι τα κουμπιαʆ , τα τετραγωνιʆδια ελεʆγχου, τα στοιχειʆα ελεʆγχου συʆ νθετου πλαισιʆου,
οι λιʆστες επιλογηʆ ς, τα κουμπιαʆ πολλαπληʆ ς επιλογηʆ ς, τα πεδιʆα κειμεʆνου και πεδιʆα για
τις ηλεκτρονικεʆς υπογραφεʆς. Η δημιουργιʆα τους βασιʆζεται στην μεʆθοδο addField( )
του αντικειμεʆνου doc η οποιʆα παιʆρνει ως παραʆ μετρους το οʆ νομα του πεδιʆου, τον εʆναν
αποʆ τους προαναφερθεʆντες επταʆ τυʆ πους που το χαρακτηριʆζουν, τον αριθμοʆ της σελιʆ-
δας που το πεδιʆο πρεʆπει να τοποθετηθειʆ και την ακριβηʆ τοποθεσιʆα στην σελιʆδα που
πρεʆπει να τοποθετηθειʆ. Παραδειʆγματος χαʆ ρη για την δημιουργιʆα ενοʆ ς κουμπιουʆ στην
πρωʆ τη σελιʆδα του αρχειʆου με τις συντεταγμεʆνες της παʆ νω αριστεραʆ γωνιʆας και της
καʆ τω δεξιαʆ γωνιʆας του να ειʆναι αντιʆστοιχα (100,472) και (172,400) , ο κωʆ δικας της
Acrobat Javascript θα ηʆ ταν:
1 var name = "myButton";
2 var type = "button";
3 var page = 0;
4 var location = [100, 472, 172, 400];
5 var myField = this.addField(name, type, page, location);
Μεʆσω της Acrobat Javascript μπορουʆ με να στειʆλουμε και μαζικαʆ πληροφοριʆες που
υπαʆ ρχουν εντοʆ ς των form fields ενοʆ ς αρχειʆου PDF. Αυτοʆ θα μπορουʆ σε να συμβειʆ με την
κατασκευηʆ ενοʆ ς κουμπιουʆ το οποιʆο θα επιτρεʆπει την αποστοληʆ αρχειʆων στον server
οʆ ταν γινοʆ ταν κλικ σε αυτοʆ . Η κληʆ ση της μεθοʆ δου openDataObject ( ) ειʆναι απαραιʆτητη
για να ανοιχτουʆ ν τα πεδιʆα του αρχειʆου και στη συνεʆχεια η αποστοληʆ των δεδομεʆνων
υλοποιειʆται με την κληʆ ση της μεθοʆ δου submitForm( ). Παρατιʆθεται παραʆ δειγμα που
υλοποιειʆ την προναφερθειʆσα διαδικασιʆα[9]:
1 var oParent = event.target;
2
3 // Get the list of attachments:
4
5 var oDataObjects = oParent.dataObjects;
6
7 if (oDataObjects == null)
8 app.alert("This form has no attachments!");
9
10 else {
11
12 // Create the root node for the global submit:
13
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14 var oSubmitData = oParent.xfa.dataSets.createNode(
15 "dataGroup",
16 "globalSubmitRootNode"
17 );
18
19 // Iterate through all the attachments:
20
21 var nChildren = oDataObjects.length;
22 for (var iChild = 0; iChild < nChildren; i++) {
23 // Open the next attachment:
24 var oNextChild = oParent.openDataObject(
25 oDataObjects[iChild].name
26 );
27
28 // Transfer its data to the XML collection:
29
30 oSubmitData.nodes.append(
31 oNextChild.xfa.data.nodes.item(0)
32 );
33 close the attachment//
34 oNextChild.closeDoc();
35 }
36
37 // Submit the XML data collection to the server
38
39 oParent.submitForm({
40 cURL: "http://theserver.com/cgi-bin/thescript.cgi",
41 cSubmitAs: "XML",
42 oXML: oSubmitData
43 });
44 }
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Η συμβοληʆ του Διαδικτυʆ ου,και των πρωτοκοʆ λλων που το διεʆπουν, στην επικοι-
νωνιʆα και στον τροʆπο μεταʆ δοσης της πληροφοριʆας ειʆναι αδιαμφισβηʆ τητα πολυʆ σημα-
ντικηʆ .Οι πληροφοριʆες μπορουʆ ν ναμεταδιʆδονται μεασφαʆ λειααποʆ και προς τον χρηʆ στη
και το περιεχοʆ μενο τους να παραμεʆνει εʆγκυρο στην παʆ ροδο του χροʆ νου.Επιπλεʆον, οι
εφαρμογεʆς του Διαδικτυʆ ου εʆχουν βελτιωʆ σει την ποιοʆ τητα της ζωηʆ ς μας σε πολυʆ με-
γαʆ λο βαθμοʆ και μπορουʆ ν πλεʆον να βοηθηʆ σουν και στην αντιμετωʆ πιση προβλημαʆ των
οʆπως αυτοʆ των μαθησιακωʆ ν δυσκολιωʆ ν.
Στα πλαιʆσια αυτηʆ ς της πτυχιακηʆ ς εργασιʆας εξερευνηʆ θηκε η δυνατοʆ τητα της χρηʆ -
σης των τεχνολογιωʆ ν των ηλεκτρονικωʆ ν αρχειʆων σε format epub3 και PDF για την
δημιουργιʆα διαδραστικηʆ ς εφαρμογηʆ ς. Η εφαρμογηʆ που κατασκευαʆ στηκε δημιουργειʆ
αρχειʆα που δεʆχονται πληροφοριʆες αποʆ εʆναν απομακρυσμεʆνο server, επικοινωνειʆ δια-
δραστικαʆ με τον χρηʆ στη, δεʆχεται επεξεργασιʆα αποʆ αυτοʆ ν και τεʆλος στεʆλνει πληροφο-
ριʆες πιʆσω στον server σχετικεʆς με την προʆ οδο του.
Τα αρχειʆα epub3 αποδειʆχθηκαν καταʆ λληλα για την αναʆ πτυξη της εφαρμογηʆ ς αυ-
τηʆ ς. Η δυνατοʆ τητα που παρεʆχουν για αποʆστοληʆ και ληʆψη μηνυμαʆ των αποʆ και προς
τον server καθωʆ ς και για δημιουργιʆα δυναμικουʆ περιεχομεʆνου αποτελειʆ σημαντικοʆ
πλεονεʆκτημα τοʆ σο για τον μαθητηʆ -χρηʆ στη που αντιμετωπιʆζει μαθησιακεʆς δυσκολιʆες
οʆ σο και για τον παιδαγωγοʆ - λογοθεραπευτηʆ που καλειʆται να του παρεʆχει θεραπειʆα.
Ο πρωʆ τος μπορειʆ εʆτσι να διασκεδαʆ σει λυʆ νοντας την εξατομικευμεʆνη αʆ σκηση που του
εʆχει ανατεθειʆ ενωʆ ο δευʆ τερος μπορειʆ να αξιολογηʆ σει βαʆ σει των αποτελεσμαʆ των την
εξεʆλιξη του χρηʆ στη.Αξιʆζει να σημειωθειʆ οʆ τι τα αρχειʆα PDF αναδειʆχθηκαν ικαναʆ να υπο-
στηριʆξουν την ιʆδια εφαρμογηʆ αφουʆ παρεʆχουν και αυταʆ παροʆ μοιες δυνατοʆ τητες με τα
αρχειʆα epub3. Τεʆλος διαπιστωʆ θηκε πως η χρηʆ ση των τεχνολογιωʆ ν που σχετιʆζονται με
την αποθηʆ κευσησε τοπικαʆ αρχειʆα (cookies, localStorage, activeXobject) μπορειʆ να βελ-
τιωʆ σει την αποʆ δοση της εφαρμογηʆ ς γιατιʆ με αυτοʆ τον τροʆπο η προʆ οδος του χρηʆ στη
θα ειʆναι καταγεγραμμεʆνη και αʆ μεσα προσβαʆ σιμη.
Η εφαρμογηʆ αυτηʆ μπορειʆ να αποτελεʆσει την βαʆ ση για περεταιʆρω εξεʆλιξη. Αρχικαʆ η
δημιουργιʆα μια βαʆ σης που θα περιεʆχει παιχνιʆδια διαφοʆ ρων ειδωʆ ν (κρεμαʆ λα, κρυπτοʆ -
λεξο, σταυροʆ λεξο κ.α) θα μπορουʆ σε να δωʆ σει στον χρηʆ στη την δυνατοʆ τητα επιπλεʆον
επιλογωʆ ν που αφορουʆ ν τις προτιμηʆ σεις αλλαʆ και τις αναʆ γκες του. Η επεʆκταση του
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συνοʆ λου των λεʆξεων και σε αʆ λλες γλωʆ σσες θα μπορουʆ σε να αποδωʆ σει παγκοʆσμιο χα-
ρακτηʆ ρα στην εφαρμογηʆ .Εν κατακλειʆδι για την βελτιʆωση της αποʆ δοσης της εφαρμο-
γηʆ ς ειʆναι αναγκαʆ ια η διαμοʆ ρφωση ειδικουʆ viewer ηλεκτρονικωʆ ν αρχειʆων ο οποιʆος θα
υποστηριʆζει την εγγραφηʆ σχετικωʆ ν με την προʆ οδο του χρηʆ στη δεδομεʆνων σε τοπικαʆ
αρχειʆα.
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