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1 Úvod
Tato část projektu se zabývá konkrétním návrhem, zapojením a následnou realizací dvojice
zařízení pro přenos hlasu v lokální síti. Úvodní kapitoly se zabývají základními principy
digitalizace nízkofrekvenčních signálů a základními principy Ethernetu. Další kapitoly už
se pak zabývají rozborem konkrétních použitých obvodů, jejich funkcí a jejich zapojením.
Následuje realizace rozdělená do dvou kapitol na realizaci HW části a části týkající se
obslužného programu. V realizaci HW je uvedeno blokové schéma následované zobrazením
schémat zapojení jednotlivých funkčních bloků a jejich popisem. V kapitole realizace SW
je obslužný program znázorněn pomocí vývojových diagramů, doplněných zdrojovými
kódy a popisem základních a vybraných funkcí. V poslední kapitole je představení hotové
dvojice modulů a popis ovládání.
Pod názvem VoIP (Voice over IP protocol) si každý představí zařízení, které má své
vlastní telefonní číslo a je dostupné odkudkoli s jediným rozdílem že místo běžného tele-
fonní konektoru RJ-11 je zde konektor RJ-45 pro připojení UTP kabelu. VoIP je přitom
pouze název technologie, která umožňuje přenos digitalizovaného hlasu v těle paketů
rodiny IP/TCP/UDP prostřednictvím počítačové sítě nebo jiného média, prostupného
pro protokol IP. Další vlastnosti jako například veřejné, odkudkoli přístupné telefonní
číslo už ovlivňuje použití dalších zařízení jako např telefonní ústředna s VoIP bránou a
protokolu pro vzájemnou komunikaci mezi těmito zařízeními, například SIP.
V tomto projektu si pod názvem Speciální aplikace VoIP můžeme v nejjednodušším
případě představit dvě “krabičky” s audio vstupem a výstupem připojené obě dvě ke stejné
lokální síti. Přenos hlasu mezi nimi bude zajištěn proudem UDP paketů.
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2 Digitalizace nízkofrekvenčních signálů
Pro přenos hlasu, tedy analogového (v čase spojitého) signálu v datové síti je potřeba
signál převést do digitální podoby. Tuto funkci vykonávají A/D převodníky. Převod na





Při vzorkování se vstupní spojitý analogový signál pomocí vzorkovacího kmitočtu nav-
zorkuje na signál nespojitý (diskrétní) ve tvaru amplitudově modulovaných vzorků. Vzorko-
vací frekvence se volí dle Shannonova teorému: “Přesná rekonstrukce spojitého, frekvenčně
omezeného, signálu z jeho vzorků je možná tehdy, pokud byl vzorkován frekvencí alespoň
dvakrát vyšší než je maximální frekvence rekonstruovaného signálu.“ [5] Z toho vyplývá že
při přenosu signálu s maximální frekvencí 𝑓𝑚𝑎𝑥 = 8𝑘𝐻𝑧 je třeba volit vzorkovací kmitočet
dle této rovnice (1):
𝑓𝑣𝑧 ≥ 2 * 𝑓𝑚𝑎𝑥 [𝐻𝑧,𝐻𝑧] (1)
Z tohoto důvodu je zřejmé, že je před vzorkováním nutné vstupní analogový signál
frekvenčně shora omezit filtrem typu dolní propust. Pro snížení nároků na kvalitu fil-
tru a zajištění určité rezervy je vhodné volit vzorkovací kmitočet o trochu vyšší než je
dvojnásobek námi požadované maximální frekvence analogového signálu.
2.2 Kvantování
Při vzorkování jsme analogový signál spojitý v čase i amplitudě převedli na signál, který je
diskrétní v čase, ale nadále zůstává spojitý v amplitudě. Úkolem kvantování je převést jej
do diskrétní podoby v amplitudě. To se děje tak, že rozsah amplitudy vstupního napětí
rozdělíme na 2𝑛 hladin, kde n udává počet bitů A/D převodníku a tím jeho rozlišo-
vací schopnost. V momentě vzorkování, který je dán vzorkovacím kmitočtem je aktuální
hodnota analogového signálu přiřazena nejbližší hladině. Názornější příklad je vidět na
obrázku 1 kde lze vidět kvantování sinusového signálu. Máme zde 16 hladin, z toho vyplývá
že se jedná o 4-bitový převodník.
2.3 Kódování
Kódování je proces, který každé kvantované hladině přiřadí binární hodnotu. Tímto způ-
sobem jsme postupně získali přehled o nejjednodušším principu digitalizace signálů. Jedná
se o PCM modulaci. V dnešní době už se využívají lepší metody, které zajišťují zvýšení
kvality a zároveň snížení datového toku. Např. při kvantování je pro zvýšení kvality hlasu
lepší, pokud se hladiny rozdělí nelineárně, s tím že pro malé hodnoty amplitudy signálu
je k dispozici více hladin než pro velké hodnoty amplitudy kvantovaného signálu. Tato
metoda je známá jako A-law. Pro snížení datového toku se zase například využívají kodeky
typu DPCM nebo ADPCM založené na principu PCM.
2
Obrázek 1: Kvantování převzato z [5]
2.3.1 Výpočet bitové rychlosti
Nyní již máme všechny potřebné informace pro výpočet výsledné bitové rychlosti našeho
analogového signálu s maximální frekvencí 𝑓𝑚𝑎𝑥 = 8𝑘𝐻𝑧, vzorkovací kmitočet volíme dle
vztahu (1) 𝑓𝑣𝑧 = 22050𝐻𝑧, pro převod využijeme 10-ti bitový A/D převodník, 𝑛 = 10.
𝑣𝑏 = 𝑛 * 𝑓𝑣𝑧 = 10 * 22050 = 220, 5 𝑘𝑏/𝑠 (2)
3 Model TCP/IP
Model TCP/IP označuje celou soustavu protokolů a ucelenou soustavu názorů o tom, jak
by se počítačové sítě měly budovat, a jak by měly fungovat. Obsahuje 4 vrstvy:




Každá z těchto vrstev má svou specifickou funkci a dohromady jako celek určují pravidla,
normy a zajišťují komunikaci v počítačové síti. [2]
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3.1 Vrstva síťového rozhraní
Nejnižší vrstva, má na starosti vše, co je spojeno s ovládáním konkrétní přenosové cesty
resp. sítě, a s přímým vysíláním a příjmem datových paketů. V rámci soustavy TCP/IP
není tato vrstva blíže specifikována, neboť je závislá na použité přenosové technologii. V
našem případě bude použita přenosová technologie typu Ethernet:
3.1.1 Ethernet
Ethernet je definován standardem IEEE 802.3, který definuje fyzické médium, algoritmus
přístupu a formát přenášených rámců. Ethernet obsazuje vrstvu síťového rozhraní, která
se dále dělí na vrstvu fyzickou a linkovou. Linková vrstva obsahuje vrstvu MAC (Medium
Access Control) která řídí přístup ke sdílenému médiu a vrstvu PHY, která zajišťuje









DATA (IP, ARP, .....)
CRC
62b 6B 6B 2B 46 - 1500B 4B2b
Obrázek 2: Ethernetový rámec převzato z [2]
Na obrázku 2 je struktura ethernetového rámce. Na počátku má synchronizační pream-
buli (součást fyzické vrstvy), při které se synchronizují všechny stanice přijímající rámec.
Na konci rámce je kontrolní součet CRC-32, ze kterého lze zjistit nebyl-li rámec přenosem
poškozen. Dále obsahuje šestibajtovou linkovou adresu příjemce a odesílatele. Další infor-
mací je údaj o vyšším protokolu pro který je blok dat určen.
Minimální délka bez preambule je 64 B. Pro datové pole tedy zbývá minimálně 46 B.
Maximální velikost datového pole je 1500 B. Pokud je potřeba přenášet méně než 46 B,
zbytek datového pole se obsadí bezvýznamnou výplní.
3.2 Síťová vrstva, IP protokol
Tato vrstva leží nad vrstvou síťového rozhraní, tím pádem už není závislá na konkrétní
přenosové technologii, neboť o toto se stará vrstva síťového rozhraní. Úkol této vrstvy je
to, aby se jednotlivé pakety dostaly od odesilatele až ke svému skutečnému příjemci. Tato
vrstva je realizována pomocí protokolu IP. Jedná se o protokol nespojovaný a nespolehlivý,
tj. nehlídá a nekontroluje jestli data do druhého zařízení skutečně dorazila nebo ne. V této
vrstvě jsou data zabalena do IP datagramů, viz obrázek 3
Verze udává verzi použitého protokolu, v dnešní době stále ještě běžně 4, postupně se
přechází na verzi 6
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Obrázek 3: IP datagram převzato z [3]
Celková délka IP-datagramu 16-ti bitová hodnota udávající celkovou velikost IP-datagramu
v bajtech. Z toho vyplývá že 216 = 65536 tj. maximální velikost IP-datagramu je
65535 B.
Doba života (TTL-time to live) Zabraňuje nekonečnému toulání datagramu v síti tím, že
při každém průchodu přes aktivní prvek se tato hodnota o 1 sníží. Pokud se dostane
do nuly, je datagram zahozen.
Protokol vyšší vrstvy Obsahuje informaci, který protkol se nachází v transportní vrstvě,
v našem případě to bude protokol UDP. Což odpovídá hodnotě 17.
Dále jsou zde obsaženy IP adresy příjemce a odesilatele, pomocí kterých by mělo být
jednoznačně určeno koncové a vysílací zařízení.
3.3 Transportní vrstva, protokol UDP
Hlavním úkolem této vrstvy je zajistit přenos mezi dvěma koncovými účastníky, kterými
jsou v případě TCP/IP přímo aplikační programy. Podle jejich nároků a požadavků může
transportní vrstva regulovat tok dat oběma směry, zajišťovat spolehlivost přenosu, a
také měnit nespojovaný charakter přenosu (v síťové vrstvě) na spojovaný. Přestože je
transportní vrstva TCP/IP nejčastěji zajišťována právě protokolem TCP, není to jed-
iná možnost. Dalším používaným protokolem na úrovni transportní vrstvy je protokol
UDP (User Datagram Protocol), který na rozdíl od TCP nezajišťuje spolehlivost přenosu.
Právě díky tomu, že protokol UDP nezajišťuje spolehlivost přenosu, tj. neřeší ztrátu data-
gramu ani jestli došly ve správném pořadí. Tyto starosti přenechává aplikační vrstvě. Jeho
hlavním úkolem je, aby data dorazila do druhého zařízení s minimálním zpožděním. Z
toho důvodu má taky malé záhlaví. Právě kvůli těmto vlastnostem je výhodný pro přenos
např. v našem případě hlasu kde hraje pro kvalitu přenosu malé zpoždění klíčovou roli.
Na Obr. 4 je zobrazena struktura UDP datagramu, ten se skladá ze záhlaví a dat. Záhlaví
je velmi jednoduché, obsahuje pouze čísla zdrojového a cílového portu, délku dat v ba-
jtech, tj. maximální velikost dat je 65535 B a kontrolní součet, který je u protokolu UDP
nepovinný. Stejně jak IP adresa jednoznačně určuje prvek v síti, porty v UDP protokolu
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Obrázek 4: UDP datagram převzato z [3]
zase jednoznačně určují typ služby nebo aplikace v daném zařízení určeném IP adresou
pro kterou jsou datagramy určeny.
3.4 Aplikační vrstva
Jedná se o nejvyšší vrstvu, v této vrstvě už operují jednotlivé aplikace které komunikují
s transportní vrstvou. V našem případě se jedná o program v mikrokontroléru ve kterém
bude implementován TCP/IP stack, například cIPS [7]. Kterým implementujeme TCP/IP
protokol do mikrokontroléru.
4 Výběr prostředků pro realizaci
Pro realizaci tohoto zařízení lze využít dvou technologií. Jednou z nich jsou obvody FPGA
tj. hradlová pole. Druhou možností je využití mikrokontroléru. Každá z těchto možností
má své výhody, já jsem se rozhodl jít cestou mikrokontrolérů, hlavně z toho důvodu že už
s nimi mám určité zkušenosti.
4.1 Výběr MCU:




Tyto všechny tři periferní rozhraní v sobě obsahuje jen málo procesorů. Zatímco A/D
převodník obsahuje téměř každý MCU, D/A převodník a Ethernetové rozhraní už takovou
samozřejmostí není. Nakonec jsem dospěl ke čtyřem možným variantám jakým způsobem
se dá komunikovat s MCU v LAN síti:
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4.1.1 CHARON - Modul rozhranní ethernetu
Jedná se o přednastavený modul pro připojení seriového rozhraní k ethernetu. Jedná se
vlastně o desku s vhodně naprogramovaným MCU a konektory. Jeho největší výhodou je
jednoduchost, protože veškerou komunikaci už má člověk přednastavenu. Na druhé straně
je ze všech dalších variant nejpomalejší, rychlost je zde omezena rychlostí seriové linky což
je 115,2 kBd/s, dále je výrazně nejdražší a také bych díky tomuto modulu měl v jednom
malém zařízení dva procesory což není zrovna elegantní řešení a hlavně je to zbytečné.
Cena se pohybuje okolo 2200 Kč.
Obrázek 5: Ethernetový modul CHARON převzato z [1]
4.1.2 Ethernet controller
Další možností jak zajistit propojení MCU k ethernetové síti je využití etherneteového
controlleru který se běžně nachází v síťových kartách k počítači, např. RTL8019AS viz
projekt Ethernut[1]. Výhodou tohoto řešení jsou levné komponenty, přenosová rychlost je
zde dána rychlostí MCU, velmi dobrá dokumentace a podpora komunity. Pro připojení
mezi MCU a Ethernet controlerem je použito 16 I/O pinů mikrokontroléru. Cena síťové
karty okolo 100 Kč.
4.1.3 ENC28J60 - převodník Ethernet ↔ SPI
Jedná se o smaostatný ethernetový řadič. K řídícímu MCU se připojuje pomocí rozhraní
SPI (Serial Peripheral Interface), což je spojení vyžadující čtyři signály (clock, data in,
data out a chip select). Je kompatiblní se všemi normami Ethernetu (IEEE 802.3). Jeho
výhodou je nízká cena a díky rozhraní SPI také jednoduché propojení s MCU. Cena
převodníku okolo 180 Kč.
4.1.4 MCU obsahující všechny potřebné periferie
Poslední variantou je použití mikrokontroléru, který v sobě obsahuje všechny potřebné
periferie včetně rozhranní RMII (reduced media independence interface) sloužící pro připo-
jení jednotky zajišťující služby fyzické vrstvy modelu RM OSI. Jednoznačnou výhodou
tohoto řešení je integrace všech periferií do jednoho pouzdra. Tuto variantu jsem si nakonec
zvolil jako nejzajímavější. Podrobnější popis je v následující kapitole.
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5 Popis použitých obvodů a jejich funkce
Tato část se zabývá popisem jednotlivých obvodů a jejich vlastnostmi.
5.1 MCU AT32UC3A0512
Jedná se o mikrokontrolér firmy Atmel patřící do rodiny AVR32. Tento mikrokontrolér
jsem si zvolil proto, že obsahuje veškeré důležité periferie, má dostatečně velkou paměť
pro implementaci IP stacku, poskytuje dostatečný výpočetní výkon, je dobře dostupný a
jako jeden z mála se vyrábí v pouzdru, které jsem schopen v běžných podmínkách sám
zapájet.
5.1.1 Základní paramtery:
∙ 32-bitová RISC architektura + DSP intrukční sada
∙ Programová paměť Flash: 512 kB, až 100 000 zapisovacích cyklů
∙ Paměť RAM: 64 kB
∙ Napájecí napětí 3,3V
∙ Vstupní I/O piny jsou tolerantní k připojení napětí 5V
∙ Pouzdro: 144-LQFP (109 I/O pinů)
∙ 10-ti bitový A/D převodník
∙ 16-ti bitový audio bitstream D/A převodník
∙ MII / RMII ethernetové rozhraní
5.1.2 A/D převodník s postupnou aproximací
Převodník je schopen pracovat s rozlišením 8, nebo 10 bitů na vzorek. S rozlišením 10
bitů na vzorek je max. vzorkovací frekvence 𝑓𝑣𝑧 = 5 𝑀𝐻𝑧. Jeden A/D převod zabírá 13
hodinových cyklů. Další údaje viz. následující tabulka:






Tabulka 1: Chyby A/D převodníku dle[7]
V mikrokontroléru je A/D převodník typu SAR (Successive aproximation register)
neboli A/D převodník s postupnou aproximací, který se pro tyto vzorkovací frekvence a
rozlišení běžně používá.
Na obrázku 6 je vidět základní blokové schéma převodníku s postupnou aproximací.
Skládá se ze čtyř hlavních bloků:
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Obrázek 6: SAR A/D převodník převzato z [11]
1. Postupného aproximačního registru (SAR)
2. D/A převodníku (DAC)
3. Obvodu sample and hold (S/H) služícího k zachytávání vstupního napětí 𝑉𝐼𝑁
4. Komparátoru
Převod probíhá následovně. Registr je v prvním kroku nastaven tak, že MSB bit je roven
1, ostatní jsou 0. Tato hodnota je přivedena na vstup D/A převodníku, ke kterému je
také připojeno referenční napětí 𝑉𝑟𝑒𝑓 . Pokud je MSB bit jako jediný roven 1, výstup D/A
převodníku je roven 𝑉𝑟𝑒𝑓/2. Tato hodnota je přivedena na vstup komparátoru, kde se
porovná s aktuálním vzorkem napětí 𝑉𝐼𝑁 . V případě že je 𝑉𝑟𝑒𝑓/2 > 𝑉𝐼𝑁 , MSB bit v registru
se nastaví na 0 a do hodnoty 1 se nastaví další bit v pořadí. Pokud by 𝑉𝑟𝑒𝑓/2 < 𝑉𝐼𝑁 ,
MSB bit v registru zůstane na hodnotě 1 a následující bit se taktéž nastaví na 1. Stejným
způsobem to probíhá pořád dokola než se dojde k LSB bitu. V tu chvíli je konverze jednoho
vzorku analogového signálu hotova. Výstup A/D převodníku je roven stavu registru po
konverzi.
5.2 Ethernet
5.2.1 Blokové schéma a základní popis
Dle standartu Ethernetu 100BaseT (FastEthernet) je procesor v našem případě definován
jako DTE (data terminal equipment) tj. koncové zařízení nezávislé na použitém typu
přenosového média a signálu. Proto pro přenos po konkrétním médiu, v našem případě
UTP kabel kategorie 5 s přenosovou rychlostí 100Mb/s (100BaseTx), je nutné využít ještě
zařízení označované jako PHY(physical layer equipment) které zajišťuje služby fyzické
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vrstvy referenčního modelu OSI (vysílání a příjem dat, kódování, scramblování, detekce
kolizí,...). V mém případě je využit obvod DP83848. Viz. blokové schéma na obrázku12
Procesor je s jednotkou fyzické vrstvy propojen pomocí rozhranní RMII(reduced media in-
dependent interface), které je rovněž definováno standartem Ethernet. Rozhraní RMII má
definovánu frekvenci hodinového taktu 50MHz, proto je zde také nutný 50MHz oscilátor.
Dále oddělovací transformátor a konektor RJ-45.
Obrázek 7: Blokové schéma zapojení ethernetu dle [8]
5.2.2 RMII rozhraní
RMII rozhraní vychází z rozhranní MII, základní rozdíl je ve snižení počtu pinů. Zatímco
v MII jsou při vysílání a přijmu přenášeny 4bity paralelně s hodinovou frekvencí 25Mhz,
u rozhraní RMII se přenáší paralelně 2 bity s frekvencí 50 MHz. Rozhraní RMII využívá
8-mi pinů:
∙ TX_EN - Z pohledu obvodu DP83848 vstupní signál. Určuje jsou-li data na pinech
TXD[1:0] připravena k přenosu
∙ TXD[1:0] - Z pohledu DP83848 vstupní signál. Na těchto dvou pinech jsou data
určena k odeslání. Je-li TX_EN aktivní jsou data přijata k přenosu a odesílána
synchrnonně s hodinovým signálem na pinu X1
∙ RX_ER - Z pohledu DP83848 výstupní signál. Slouží k indikaci chyby při příjmu
(volitelné)
∙ CRS_DV - Z pohledu DP83848 výstupní signál. Slouží k indikaci nosné a k indikaci
zda jsou přijatá data platná (tj. bez chyb)
∙ RXD[1:0] - Z pohledu DP83848 výstupní signál. Na těchto dvou pinech jsou při-
jatá data. Je-li CRS_DV aktivní, jsou data synchronně s hodinovým signálem X1
přenesena do MCU.
∙ X1 - Připojení referenčního hodinového signálu. Parametry pro hodinový signál:
přesnost frekvence 50MHz +/- 50ppm. Střída: 35% - 65% včetně
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Funkce jednotlivých pinů a jejich hodnoty pro bezchybný příjem lze nejlépe vypozorovat
z následujícího obrázek 8. Při chybně detekovaném začátku rámce (tj. chybná preambule)
jsou průběhy následující, viz obrázek 9. Zde je patrné, že při detekované chybě na začátku
rámce tj. v preambuli zůstává úroveň signálu na pinu CRS_DV aktivní až do konce rámce.
Hodnota na pinech RXD[1:0] = "01" taktéž až do konce trvání poškozeného rámce.
Obrázek 8: Průběhy na jednotlivých pinech při bezchybném příjmu převzato z [8]
Obrázek 9: Průběhy na jednotlivých pinech při detekované chybě na začátku rámce dle
[8]
5.2.3 Jednotka fyzické vrstvy DP83848
Tato jednotka plní úlohu fyzické vrstvy, blokové schéma na obrázku 10 znázorňuje činnosti
jednotky při odesílání dat, které obdržela od MCU přes RMII rozhraní.
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Obrázek 10: Blokové schéma DP83848 pro odesílání dat dle [8]
5.2.3.1 Kódování 4b/5b Jedná se o blokový kód, který vždy čtveřici bitů přicházejících
do kodéru z pinů TXD[1:0] převede dle normované tabulky na 5-ti bitovou hodnotu.
Každá pětice bitů je alespoň se dvěmi jedničkami. Toto kódování se využívá k tomu, aby se
zabránilo velkému množství po sobě následujících stejných hodnot. Tj. např. posloupnosti
po sobě následujících 10-ti nul. Zvýší se nám tím ale množství přenášených dat na 125Mb/s
5.2.3.2 Skramblování Skramblování slouží k rozprostření celkové energie vyzářené do
přenosového média do širšího frekvenčního pásma, neboť pro neustále se opakující 5b
posloupnosti může dojít pro tuto frekvenci k překročení povolené vyzářené úrovně. Ob-
vod skramblování nemusí být využit. Lze jej přemostit pomocí obvodu MUX ovládaného
vstupem BP_SCR.
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5.2.3.3 KódovÆní MLT-3 Toto kódovÆní slou” í k zlep†ení mo”nosti synchronizace signÆlu,
k odstran¥ní stejnosm¥rnØ slo”ky signÆlu a ke sní”ení frekvence p°enÆ†enØho signÆlu. Nebo·
mÆ oproti binÆrnímu signÆlu 3 stavy (+,0,-). KódovÆní je nÆsledující. Pokud na vstup p°i-
jde 0, z•stane výstupní signÆl beze zm¥ny. Pokud na vstup kodØru p°ijde 1 znamenÆ to
zm¥nu stavu. Zm¥na stavu probíhÆ v nÆsledující posloupnosti 0,-,0,+,0,-, atd. Pou”itím
t°í stav• a pou”tým kódovac ím schØmatem lze sní”it p°enosovou frekvenci na £tvrtinu, tj.
na 31,25 MHz.
5.2.4 50MHz oscilÆtor Epson SG8002-LB
JednÆ se o programovatelný oscilÆtor, který lze jednorÆzov¥ naprogramovat pomocí speciÆl-
ního programÆtoru nebo ji” koupit naprogramovaný v rozmez í 1 - 80 MHz. Frekven£ní
stabilita je +/- 50 ppm. Tento oscilÆtor je slo”en z velmi p°esnØho oscilÆtoru, programo-
vatelnØ d¥li£ky a programovatelnØho PLL zÆv¥su díky £emu” je mo”nØ jednorÆzov¥ nas-
tavit frekvenci.
5.3 Sluchátkový výstup
Jako zdroj signálu je využit D/A převodník obsažený v MCU. Jedná se o stereo audio
převodník s frekvenčním rozsahem 20Hz - 20 kHz. Vzorkovací frekvence lze volit v rozmezí
8kHz - 48kHz. Výstupní piny D/A převodníku jsou označeny jako DATA[0] a DATA[1].
D/A převod je zde realizován pomocí pulzně šířkové modulace. Na výstup je tedy nutné
připojit filtr typu dolní propust k potlačení nežádoucích vf složek použité pulzně šířkové
modulace. Za tímto filtrem je již převedený analogový signál.
5.3.1 Sluchátkový zesilovač TPA152
Vývody procesoru nejsou schopny dodat dostatečný proud pro vybuzení sluchátek, proto
je zde využit integrovaný sluchátkový zesilovač TPA152 dodávající maximální výkon
75mW při výstupní impedanci 32W. Obsahuje vnitřní ochranu proti přehřátí a proti zkra-
tování výstupních vývodů. Použito je standartní zapojení doporučené výrobcem.
5.4 Mikrofonní vstup
5.4.1 Operační zesilovač OPA2344
Pro zesílení signálu z mikrofonu jsou využity dva operační zesilovače OPA344 v jednom
pouzdru OPA2344. Jedná se o precizní rail-to-rail operační zesilovače. Díky rail-to-rail
vstupu i výstupu je možné na vstupu i výstupu mít napětí téměř shodné s napájecím
napětím. Tato vlastnost je výhodná neboť je tím pádem možné přivést na referenční
napětí A/D převodníku také napětí operačního zesilovače čímž lze využít celý rozsah
A/D převodu.
5.5 RS232
Rozhraní RS232 je využito jako emulace seriové linky pro vzdálené ovládání nebo indikaci
stavu dalších zařízení k ní připojených. Ke komunikaci s jednotkou USART v MCU je
nutné použít ještě převodník úrovní RS232/TTL. Použit je obvod MAX232 a jeho běžné
zapojení doporučené výrobcem. Viz. schéma v příloze.
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5.5.1 TTL vs. RS232
Úroveň TTL je unipolární. og. 0 je reprezentována nulovým napětím. log.1 je reprezen-
tována vysokou úrovní napětí. V tomto zapojení 3,3V. Oproti tomu úroveň RS232 je
bipolární a invertovaná, neboť log. 1 je reprezentována zápornou hodnotou napětí a log.
0 kladnou hodnotou napětí.
5.5.2 Rozhraní USART
Využívá se principu seriového asynchronního(arytmického) přenosu dat, kdy vysílač ani
přijímač nemají společný hodinový signál. Každá strana má svůj vlastní generátor hodi-
nových impulzů. Tyto generátory musí být ovšem dostatečně přesné, aby po dobu přenosu
několika málo bitů se daly považovat za společné a nedošlo k jejich rozfázování a tím
pádem k chybné interpretaci přenesené informace na přijímací straně. Při asynchronní
komunikaci musí být předem dána struktura přenášeného signálu, tato struktura se poté
nazývá rámec. Tento rámec obsahuje start bit, 5 až 9 datových bitů, může obsahovat také
paritní bit a 1 až 2 stop bity v tomto pořadí.
Obrázek 11: USART rámec (převzato z [2]
V klidovém stavu je signál vždy na log. úrovni 1. Začátek rámce je definován start
bitem, který má vždy hodnotu log. 0. Po něm následuje 7 až 9 datových bitů, kdy ne-
jméně významný bit je odvysílán jako první. Poté může být vložen kontrolní paritní bit
pro kontrolu správného přenosu pro sudou nebo lichou paritu. Následují 1 až 2 stop bity,
které mají vždy úroveň log. 1. Každé rozhraní UART obsahuje seriový vysílač (Tx) který
přijímá paralelní datové slovo z vysílacího datového registru. Toto slovo převede do seriové
podoby potřebné pro přenos a doplní o řídící a kontrolní bity. Následuje seriové odeslání
dat zvolenou přenosovou rychlostí která je řízena vysílacím hodinovým signálem TxCLK.
Seriový přijímač (Rx) přijímá seriová vstupní data. Začátek rámce identifikuje přechodem
signálu z log. 1 na 0 a převádí je do paralelní reprezentace, která je následně k dispozici
v přijímacím datovém registru pro přenos do mikrokontroléru. Pro lepší synchronizaci a
odstranění nežádoucích zákmitů má hodinový signál přijímače RxCLK několikanásobně
vyšší frekvenci než je přijímaná bitová rychlost. Toho se využívá např. k tomu, aby ne-
docházelo k chybné detekci začátku přenosu kdy přijímač po první sestupné hraně která
označuje začátek přenosu několik hodinových taktů RxCLK vyčká a poté si ověří jestli




Tato kapitola je věnována konkrétnímu návrhu HW. Po stránce HW se zaříyení skládá
z několika dílčích bloků viz. blokové schéma zapojení na obrázku 12. Tyto bloky budou
v následujících podkapitolách popsány. Jelikož jsou využity součástky pro dvě odlišná
napájecí napětí, je přivedené 5V napájení ze síťového adaptéru ještě převedeno stabilizá-
torem na napětí 3,3V. Dalšími bloky pak jsou analogový vstup připojený přes zesilovač
OPA2344 na A/D převodník procesoru. Jako audio výstup je využit výstup D/A převod-
níku v procesoru zesílený sluchátkovým zesilovačem TPA152. Dále je využito rozhraní
MACB pro využití ethernetu, ke kterému je připojen obvod DP83848 obstarávající funkci
fyzické vrstvy. USART rozhraní je využito pro ladění a pro obousměrný přenos UART
dat přes ethernet.
Návrh desek plošných spojů je přiložen v příloze na CD. Jedná se o 4 vrstvou desku
s rozměry 84x79 mm. Součástky jsou umístěny především na vrchní vrstvě desky. Vrchní
a spodní strana desky slouží pro signálové vodiče. Ve vnitřních vrstvách je rozvedeno
napájení a rozlitá zem.
6.1 Blokové schéma zapojení
Blokové schéma zapojení je znázorněno na obrázku 12. Analogový signál přicházející z
mikrofonu je pro kvalitní převod do digitální podoby potřeba upravit. K tomu slouží
zesilovač, jehož zesílení je potřeba nastavit tak, aby maximální velikost amplitudy signálu
vstupujícího do A/D převodníku byla rovna referenčnímu napětí převodníku 𝑉𝑟𝑒𝑓 . Zesílený
signál je nyní třeba ještě frekvenčně omezit tak aby jsme splnili vztah pro Shannonův
vzorkovací teorém (1). K tomu zde slouží filtr typu dolní propust. Také se používá označení
anti-alliasingový filtr. Při použití jednoduchého filtru s pomalým poklesem útlumu nad
mezním kmitočtem, což bude náš případ je na druhé straně potřeba volit vyšší vzorkovací
kmitočet čímž se také o něco zvýší výsledná velikost digitalizovaného signálu (budem mít
více vzorků).
Po převodu do digitální podoby je signál zpracován v MCU, tak aby byl připraven
na odeslání do sítě. Tj. rozdělí se na UDP datagramy a přibalí se k němu hlavičky, v
ehternetovém řadiči je zabalen do rámců a odeslán do sítě.
V opačném směru je to obdobné, procesor obdrží z ethernetového rozhraní data, z
kterých vyhodnotí jestli jsou určena jemu, pokud ne tak je zahodí. Pokud mu patří, tak je
zpracuje, postupně odstraní hlavičky, až zůstanou pouze data obsahující čístou informaci,
ty jsou pomocí D/A převodníku a rekonstrukčního filtru převedena zpět do analogové
podoby a následně zesílena tak, aby je bylo možné např. ve sluchátkách slyšet. Podrobnější
popis jednotlivých bloků a jejich schéma zapojení je v následujících podkapitolách.
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Obrázek 12: Blokové schéma zapojení
6.2 Napájecí část
Pro napájení je využit běžně dostupný síťový napájecí zdroj jehož výstupní napětí je 5V
s výstupním proudem minimálně 0,2A. Většina obvodů na DPS vyžaduje napájecí napětí
3,3V. To je z přivedeného 5V napětí převedeno lineárním stabilizátorem IC2 (LF33CDT)
s pevným výstupním napětím 3,3V. Viz. schéma zapojení na obrázku 13. Elektrolytické
kondenzátory C62, C63 a C66 na vstupu a výstupu tohoto obvodu služí k vyhlazení napětí.
Konedenzátory C64 a C65 jsou doporučeny výrobcem pro správnou funkci a zabraňují
rozkmitání stabilizátoru.
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Obrázek 13: Shéma napájecí části
6.2.1 Ochrana proti přepětí a zkratu
Na vstupu napájení je jako ochrana proti přepětí použita kombinace transilu D1 s pra-
hovým napětím 6,8V a vratné pojistky P01 (SN035-16) s jmenovitým proudem 0,35A viz
obrázek 13. Pokud napájecí napětí překročí prahové napětí trnasilu tj. 6,8V začne dle VA
charakteristiky transilem se zvyšováním napětí prudce růst proud procházející transilem
zatímco úbytek napětí na transilu bude vzrůstat velmi pomalu. Mezi napájecím napětím
a tansilem je seriově zapojena vratná pojistka a pokud proud tekoucí trnasilem, tudíž i
pojistkou překročí hodnotu tzv. „přepínacího proudu“ 0,75A pojistka se dočasně odpojí
za cca. 400ms.
6.3 Mikroprocesorová část
Schéma zapojení viz. příloha. Tato část obsahuje mikroprocesor AT32UC3A0512 a jeho
připojení k napájení, napěťovou referenci pro A/D převod a použité krystaly.
6.3.1 Napájení MCU
Tento procesor má pro jednotlivé své funční bloky hned několik napájecích vývodů a to:
∙ VDDIO - Slouží k napájení všech I/O linek a USB transcieveru (3,3V)
∙ VDDIN - Slouží k napájení zabudovaného 1,8V stabilizátoru. Napájecí napětí 3,3V
∙ VDDANA - Napájení zabudovaného A/D převodníku
∙ VDDOUT - Je-li připojeno napájení na pin VDDIN je na výstupu tohoto pinu
napětí 1,8V ze zabudovaného stabilizátoru
∙ VDDCORE - Napájení jádra procesoru, flash paměti a vnitřního RC oscilátoru
(1,8V)
∙ VDDPLL - Napájení vnitřního hlavního oscilátoru a PLL (1,8V)
Každý typ napájecích vývodů je možné napájet z nezávislého napájecího zdroje. V mém
zapojení jsou napájecí vývody VDDIO, VDDANA a VDDIN napájeny z hlavního napá-
jecího napětí 3,3V. Napájecí napětí pro VDDPLL a VDDCORE zajišťuje výstup zabu-
dovaného 1,8V stabilizátoru na pinu VDDOUT.
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6.3.2 Časování MCU
Jako hodinový signál pro mikroprocesor je možné využít buď zabudovaný RC oscilátor,
nebo připojení externího krystalu či hodinového signálu. V této práci je využit externí
12MHz krystal připojený na piny XIN0 a XOUT0 mikroprocesoru. Při volbě této frekvence
jsem vycházel z následujících faktů:
∙ Rozsah frekvence krystalů které je možné na pin připojit dle [7]: 450kHz - 16MHz
∙ Požadovaná frekvence hodin jádra MCU [7]: 48MHz
∙ Procesor má v sobě násobičku frekvence:
𝑓𝑐𝑝𝑢 = 𝑓𝑥𝑡𝑎𝑙0 · 2𝑛 . . . 𝑛𝜖Z (3)
Z této rovnice 3 lze odvodit rovnici pro hodnotu krystalu, kde po dosazení požadované








K procesoru je připojen ještě druhý krystal na piny XIN1 a XOUT1. Tento krystal je
zde kvůli D/A převodníku. Jak je uvedeno v [7]. Vzorkovací frekvence výstupního signálu





. . . 𝑛𝜖Z (5)
Kde 𝑓𝑥𝑡𝑎𝑙1 je hodnota frekvence krystalu a 𝑓𝑣𝑧 je požadovaná vzorkovací frekvence výs-
tupního signálu D/A převodníku. Ze vztahu 5 lze odvodit rovnice pro výpočet hodnoty
krystalu. Kde po dosazení 𝑓𝑣𝑧 = 22050 Hz a 𝑛 = 1 vyjde frekvence krystalu:
𝑓𝑥𝑡𝑎𝑙1 = 22050 · 256 · 21 = 11, 2896𝑀𝐻𝑧 (6)
Jako vzorkovací frekvenci jsem zvolil standardizovanou hodnotu, hodnota n je nastavení
frekvenční děličky procesoru.
6.3.3 Napěťová reference pro A/D převodník
Jako referenční napětí pro A/D převod je použit obvod externí napěťové reference REF3330,
který vytváří z 3,3V vstupního napájení stabilní napětí o hodnotě 3V (±0, 15% max.) které
je přivedeno na pin procesou ADVREF a slouží jak referenční napětí pro A/D převod.
6.4 Audio vstup
Jako analogový vstup je možno použít běžný elektretový mikrofon.
Elektretový mikrofon je třeba z audio vstupu napájet. Napájení mikrofonu je přievedno
k mikrofonu přes odpor R24 viz. schéma zapojení 14. Jelikož je úroveň výstupního signálu z
mikorofonu nízká, je třeba ji před přivedením na A/D převodník zesílit a dle vzorkovacího
teorému 1 také frekvenčně omezit. K tomu zde slouží integrovaný zesilovač OPA2344,
který se skládá ze dvou bloků operačních zesilovačů, které jsou v tomto zařízení zapo-
jeny seriově. Jelikož se jedná o unipolární zapojení, kde výstupní signál nemůže nabývat
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Obrázek 14: Schéma zapojení audio vstupu
záporných hodnot, je třeba k zesílení obou půlvln signálu (jak kladné tak i záporné) up-
nout na stejnosměrnou složku signálu, která by v měla odpovídat polovině rozsahu úrovně
výstupního napětí. Jelikož se jedná o rail-to-rail operační zesilovač, kde rozsah výstupní
úrovně je téměř roven rozsahu napájecí napětí, úroveň stejnosměrné složky je třeba zvolit
jako polovinu napájecího napětí. K nastavení této úrovně zde slouží rezistory R25 a R32
zapojené jako napětový dělič 1:1 kde napětí za děličem je rovno polovině napájecího
napětí a je přivedeno na neinvertující vstup prvního i druhého bloku operačního zesilo-
vače. Na neinevertující vstupy je zároveň přes kondenzátor C56 který slouží k odstranění
stejnosměrné složky připojen vstupní analogový signál z mikrofonu. K tomu aby první
blok operačního zesilovače nezesiloval upínací stejnosměrné napětí přivedené přes dělič
na neinvertující vstup ale pouze střídavou složku zvukového signálu z mikrofonu, je třeba
aby byla úroveň klidového napětí (tj. napětí kdy není připojen mikrofon) na invertujícím
vstupu prvního bloku operačního zesilovače stejná jako na neinvertujícím vstupu. K tomu
slouží dělič napětí 1:1 (tj. stejný jako na neinvertujícím bloku) tvořený rezistory R26 a
R39. Zesílení prvního bloku operačního zesilovače je realizováno zpětnou vazbou. Tato
zpětná vazba je tvořena rezistorem R36 který je připojen na invertující vstup prvního
bloku operačního zesilovače. Zesílení prvního bloku je dáno poměrem rezistorů R36 a
R39. Z důvodu že toto zařízení je určené pro přenos hlasu je použita pásmová propust s
rozsahem 300Hz - 3 kHz což je optimální frekvenční pásmo pro přenos řečových signálů.
To je dáno zapojením druhého bloku operačního zesilovače, kde velikost zesílení druhého
bloku je závislé na frekvenci vstupního zvukového signálu. Výsledná frekvenční charak-
teristika mikrofonního zesilovače je na obrázku 15. Zesílení pro propustné pásmo je cca
20 dB. Propustné pásmo, kde mezní frekvence jsou určeny poklesem úrovně výstupního
signálu o 3dB je 300Hz - 3kHz.
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Obrázek 15: Frekvenční charakterisitka mikrofonního předzesilovače
6.5 Zvukový výstup
Tato část obsahuje rekonstrukční filtr typu dolní propust a schéma zapojení zesilovače
TPA152 viz obrázek 16 .
Obrázek 16: Schéma zapojení zvukového výstupu
Výstupní signál na pinech PA3 a PA23 (levý a pravý kanál) D/A převodníku je přive-
den na filtr typu dolní propust. K dosažení použitelného analogového signálu je zapotřebí
výstupní signál z D/A převodníku upravit rekonstrukčním filtrem, který je tvořen filtrem
1. řádu typu dolní propust. Ten je tvořen odporem R27 a kondenzátorem C53. Dle mnou
zvoleného vzorkovacího kmitočtu 𝑓𝑣𝑧 = 22050𝐻𝑧 je třeba mezní frekvenci filtru nastavit
na
𝑓𝑣𝑧 ≤ 𝑓𝑑𝑝 < 50𝑘𝐻𝑧 (7)
Jako filtr je zde použit integrační článek. Jedná so o dolní propust 1.řádu, kde mezní
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Nyní pomocí vztahů 7 a 8lze po dosazení odvodit vztah pro součin hodnot RC:
𝑓𝑣𝑧 ≤ 1
2𝜋𝑅𝐶
< 50𝑘𝐻𝑧 ⇒ 1
2𝜋22050
≥ 𝑅𝐶 > 1
2𝜋5000
⇒ 7, 218 · 10−6 ≥ 𝑅𝐶 > 3, 183 · 10−6
(9)
Nyní je možné zvolit rozumné hodnoty součástek tak, aby výsledný součin RC byl v
rozmezí hodnot odvozených z 9. Při volbě 𝑅27 = 20𝑘Ω a 𝐶53 = 220𝑝𝐹 lze vypočítat mezní






2𝜋 · 20 · 103 · 220 · 10−12 = 36, 172𝑘𝐻𝑧 (10)
Za rekonstrukčním filtrem je zapojen kondenzátor 𝐶55, který v kombinaci s rezistorem
𝑅28 slouží k upnutí střídavého signálu na stejnosměrnou šložku, která je rovna polovině
napájecího napětí zesilovače tj. 2,5V. Toto zapojení tvoří filtr 1.řádu typu horní propust.






2𝜋20 · 103 · 1 · 10−6 = 7, 958𝐻𝑧 (11)




) = −(20 · 10
3
20 · 103 ) = −1 (12)
K odstranění nechtěné stejnosměrné složky signálu na výstupu zesilovače slouží kon-
denzátor 𝐶52. Tento kondenzátor zároveň s impedancí připojenou na výstup (sluchátka,
audio vstup zesilovače) tvoří filtr 1.řádu typu horní propust jehož mezní frekvence je
dána vztahem 8. Má-li být možné na výstup připojit jak sluchátka, tak audio vstup
zesilovače je třeba brát v potaz výrazně odlišné impedance. Je-li pro sluchátka běžná
impedance v řádu jednotek až desítek ohmů (typicky 32Ω). Pro audio vstup zesilovače je
třeba počítat s výrazně větší vstupní impedancí v řádu desítek tisíc ohmů. Proto je hod-
notu kondenzátoru 𝐶52 volit takovou, aby byla mezní frekvence filtru typu horní propust
dostatečně nízká a nedocházelo tak ke zbytečnému odstranění složek spodní části spektra
výstupního užitečného signálu. Následující výpočty slouží k porovnání mezní frekvence
pro 𝐶52 = 100𝜇𝐹 :
∙ na výstupu zesilovače jsou jakou zátěž připojena sluchátka s impedancí 𝑅𝐿 = 32Ω:
𝑓ℎ𝑝 =
1
2𝜋 ·𝑅𝐿 · 𝐶52 =
1
2𝜋 · 32 · 100 · 10−6 = 49, 74𝐻𝑧 (13)




2𝜋 ·𝑅𝐿 · 𝐶52 =
1
2𝜋 · 50 · 103 · 100 · 10−6 = 0, 03𝐻𝑧 (14)




USART rozhraní je využito pro ladění a pro obousměrný přenos dat mezi rozhraními
UART a ethernet. Schéma zapojení je na obrázku 17. Vyvedené piny RX a TX UART
rozhraní procesoru jsou vyvedené na konektory na DPS. Obvod PRTR5V0U4AD připo-
jený na piny UART rozhraní slouží jako ochrana proti elektrostatickému náboji.
Obrázek 17: Schéma zapojení rozhraní UART
6.7 Ethernet rozhraní
Procesor je s jednotkou fyzické vrstvy DP83848 propojen pomocí rozhraní RMII(reduced
media independent interface) viz schéma zapojení na obrázku 18, jež je definováno stan-
dartem Ethernet. Rozhraní RMII má definovánu frekvenci hodinového taktu 50MHz, proto
je zde také zapojen 50MHz oscilátor. Použit je konektor RJ-45 se zabudovaným oddělo-
vacím transformátorem.
7 Realizace SW
Program pro MCU je psán v programovacím jazyku C. V programu je implementován
TCP/IP stack cIPS (compact Internet Protocol Suite) distribuován pod volnou licencí
BSD a knihovny s kompletními zdrojovými kódy volně k použití pro ovládání periferií
mikroprocesoru tzv. software framework distribuované přímo výrobcem mikroprocesoru
odladěné ke konkrétnímu typu mikroprocesoru. Pro tvorbu, kompilaci a ladění zdrojového
kódu je využito integrované vývojové prostředí AVR32 STUDIO, které využívá kolekci
nástrojů GNU toolchain, tyto nástroje zajišťují následující funkce: kompilace, překladač
pro jazyk C (a další), linker, debugger (ladění).
V následujících podkapitolách je pomocí vývojových diagramů a fragmetnů zdrojového
kódu popsána funkce programu.
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Obrázek 18: Schéma zapojení Ethernet rozhraní
7.1 Funkce main a hlavní smyčka programu
Inicializace jednotlivých periferií je volána na začátku programu z funkce main(). V
následujících podkapitolách jsou popsány inicializace jednotlivých periferií tím stylem,
že je vždy uveden zdrojový kód vztahující se k dané podkapitole doplněný komentářem,
vysvětlením a opodstatněním jednotlivých řádků v kódu. Všechny knihovny, které budu
dále v textu uvádět jsou obsaženy ve výše uvedených volně dostupných zdrojích: AVR32
GNU Toolchain a AVR Software framework.
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Obrázek 19: Vývojový diagram funkce main a hlavní smyčky programu
7.1.1 Inicializace zdroje hodinových signálů
K procesoru jsou připojeny 2 krystaly. Na piny XIN0 a XOUT0 oscilátoru0 je připojen
krystal naladěný na frekvenci 12 MHz, který slouží jako základní zdroj hodinového signálu
pro taktování hlavního jádra procesoru a ostatních sběrnic a periferií až na výjimku a tou
je D/A převodník, pro který je jako základní zdroj hodinového signálu připojen krystal
naladěný na frekvenci 11,2896 MHz a připojený na piny XIN1 a XOUT1 oscilátoru1.
Blokové schéma na obrázku 20 znázorňuje rozvod hodinových signálu v mikroproce-
soru. Hodinové signály v procesoru se dělí na dva základní druhy.
Prvním je synchronní hodinový signál, který slouží k synchronnímu časování hlavního
24
jádra procesoru (CPU), dále ke sběrnicím HSB, PBA a PBB kterými jsou synchronně
časovány jednotlivé periferie. Pro periferie u kterých se předpokládá, že je bude potřeba
časovat jiným kmitočtem nezávisle na synchronním hodinovém signálu, jakými je napřík-
lad D/A převodník je k časování použit obecný hodinový signál. Obecných hodinových
signálů lze nastavit 6, jejich označení a připojení je znázorněno v tabulce č.2. V této práci
nás bude z těhto signálů zajímat hlavně obecný hodinový signál 5, který využívá D/A
převodník.
označení připojení k:
0 pin procesoru GCLK0 (PB19)
1 pin procesoru GCLK1 (PB20)
2 pin procesoru GCLK2 (PB21)
3 pin procesoru GCLK3 (PB22)
4 USB sběrnice
5 D/A převodník (ABDAC)
Tabulka 2: Zapojení jednotlivých obecných hodinových signálů
Dále jsou zde ještě bloky fázových závěsů (PLL0 a PLL1) které umožňují dle nastavení
zvýšit frekvenci z oscilátorů až na 240MHz. Všechny bloky je možno téměř jakkoli propojit.
Obrázek 20: Rozvod hodinových signálů v MCU
Následující zdrojový kód slouží k nastavení jednotlivých hodinových signálů. V prvním
kroku aktivujeme osilátor0 funkcí pm_switch_to_osc0, kde v parametrech předáme funkci
inofrmaci o frekvenci. Z důvodu, že jako externí krystal lze na piny oscilátoru připojit
pouze krystaly o frekvenci v rozsahu 450 kHz - 16 MHz a jádro procesoru je schopné pra-
covat až na 66 MHz. Je potřeba frekvenci z oscilátoru znásobit v bloku PLL0. Funkcemi
pm_pll_setup a pm_pll_set_option je jako vstup do PLL0 definován výstup z oscilá-
toru0, dlašími parametry určujeme velikost výstupní frekvence signálu z bloku PLL0.
V tomto případě 96MHz. Nyní když je obvod PLL0 nastaven, je třeba jej aktivovat
funkcí pm_pll_enable a počkat na ustálení frekvence výstupního signálu pomocí funkce
pm_wait_for_pll0_locked. Jak je uvedeno výše, výstupní frekvence generovaného signálu
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z bloku PLL0 je 96MHz. Funkcí pm_switch_to_clock je tento výstup připojen na vstup
generátoru synchronních hodinových signálů a funkcí pm_cksel jsou nastaveny děliče kmi-
točtu v generátoru tak, že sběrnice pro CPU, HSB a PBB (Ethernet MAC) jsou taktovány
synchronním hodinovým kmitočtem 96MHz / 2 = 48 MHz a svběrnice PBA má hodinový
kmitočet 96 MHz / 8 = 12 MHz. Volba těchto frekvencí byla zvolena jednak s ohledem k
uváděné maximální frekvenci CPU a jednak z důvodu Ethernetu, kde při využití rozhranní
RMII je výhodná právě frekvence blížící se 50 MHz. Naopak ke sběrnici PBA jsou připo-
jeny periferie jako např. A/D převodník, rozhraní USART a další, ke kterým je z důvodu
nastavení vhodné přenosové rychlosti, atd. přivést hodinový signál s menší frekvencí. Pro
korektní čtení z flash paměti při frekvencích sběrnice HSB přesahujících 33 MHz je nutné
zavést čekací smyčku o délce trvání 1 cyklu. Toto řeší funkce flashc_set_wait_state().
void PLL_set_48MHz( void )
{
v o l a t i l e avr32_pm_t *pm = &AVR32_PM;
// Osc i l á t o r 0
pm_switch_to_osc0 (pm, FOSC0, OSC0_STARTUP) ;
// PLL0 z OSC0, 12Mhzx16 = 192MHz
pm_pll_setup (pm, // v o l a t i l e avr32_pm_t *pm
0 , // unsigned i n t p l l
15 , // unsigned i n t mul
1 , // unsigned i n t div
0 , // unsigned i n t osc
1 6 ) ; // unsigned i n t lockcount
// PLL0 : 192/2 = 96 MHz
pm_pll_set_option (pm, // v o l a t i l e avr32_pm_t *pm
0 , // unsigned i n t p l l
0 , // unsigned i n t p l l_ f r eq
1 , // unsigned i n t p l l_div2
0 ) ; // unsigned i n t pl l_wbwdisable
// Aktivace PLL0
pm_pll_enable (pm, 0 ) ;
// Čekání na u s t á l e n í PLL0
pm_wait_for_pll0_locked (pm) ;
// Sběrn i ce PBA: 96MHz/8=12 MHz, PBB: 96 MHz/2 = 48 MHz
// CPU/HSB: 96 MHz/2 = 48 MHz
pm_cksel (pm, 1 , 2 , 1 , 0 , 1 , 0 ) ;
f lashc_set_wait_state ( 1 ) ;
//
pm_switch_to_clock (pm, AVR32_PM_MCCTRL_MCSEL_PLL0) ;
}
7.1.2 Inicializace A/D převodníku
Akustický analogový signál pocházející z mikrofonu je třeba pro přenos zdigitalizovat. K
tomuto účelu je využit A/D převodník integrovaný v mikroprocesoru. Analogový aku-
stický signál je po zesílení přiveden Viz schéma zapojení v příloze na pin procesoru
PA26, který je možné využít jako vstupní pin pro A/D převodník v kódu definovaný
jako AVR32_ADC_AD_5_PIN. Jelikož mohou mít piny v procesoru až 4 různé funkce,
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definice AVR32_ADC_AD_5_FUNCTION slouží k nastavení funkce pinu jako vstup
A/D převodníku. Tyto definice jsou pro daný typ procesoru v knihovně io.h.
Funkce gpio_enable_module slouží k nastavení nadefinovaného pinu a jeho funkce
nastavené v poli ADC_GPIO_MAP. Druhý parametr slouží k předání informace o počtu
nadefinovaných pinů v poli ADC_GPIO_MAP.
Jak již bylo uvedeno výše, A/D přecvodník je připojen na sběrnici PBA, která je
nastavena na synchronní hodinový signál o frekvenci 12 MHz. Dále je nastaven registr
MR.prescal na hodnotu 1, který slouží k nastavení frekvence A/D převodníku pomocí
následujícího vztahu dle [7]:
𝑓𝐴𝐷𝐶 =
𝑓𝑃𝐵𝐴
(𝑝𝑟𝑒𝑠𝑐𝑎𝑙 + 1) · 2 =
12𝑀𝐻𝑧
(1 + 1) · 2 = 3𝑀𝐻𝑧 (15)
K hodnotě prescal = 1 je dospěno za pomocí maximální frekvence A/D převodníku
v režimu rozlišení 10bitů, která je 5MHz [7]. Tj. 3MHz je nejvyšší možná nastavitelná
frekvence. Hodnoty registrů které se ve zdrojovém kódu nenastavují zůstaly ve výchozím
nastavení. Funkce adc_enable aktivuje kanál 5 A/D převodníku, funkce adc_start spoušťí
vzorkování. Doba potřebná k navzorkování jednoho vzorku signálu je dána frekvencí A/D








= 3, 33𝑢𝑠 (16)
Celková doba převodu je dána ještě tzv. sample&hold obvodem, který slouží k udržení
konstantního napětí na vstupu při právě probíhajícím A/D převodu. Krom vlastního
převodu, tak i doba nabírání vzorků zabere určitý čas, ten je dán následujícím vztahem,







= 0, 33𝑢𝑠 (17)
V tomto projektu neprobíhá převod kontinuálně, ale vždy na vyžádání příkazem
adc_start. T. do celkové doby převodu se dále započítává čas nutný pro spuštění. Jeho
doba trvání je dána hodnotou v registru STARTUP = 0, která je použita pro následující
výpočet dle [7]:
𝑡𝐴𝐷𝐶𝑆𝑇𝐴𝑅𝑇 =
(𝑆𝑇𝐴𝑅𝑇𝑈𝑃 + 1) · 8
𝑓𝐴𝐷𝐶
=





= 2, 67𝑢𝑠 (18)
Výsledná doba převodu je teda dána následujícím vztahem, kde po dosazení výše vy-
počtených hodnot obdržíme celkovou dobu potřebnou pro převod 1 10-ti bitového vzorku:
𝑡𝐴𝐷𝐶 = 𝑡𝑆𝐴𝑅 + 𝑡𝑆𝐻 + 𝑡𝐴𝐷𝐶𝑆𝑇𝐴𝑅𝑇 = 3, 33𝑢𝑠 + 0, 33𝑢𝑠 + 2, 67𝑢𝑠 = 6, 33𝑢𝑠 (19)
Tato doba určuje časový interval mezi příkazem adc_start a výslednou hodnotou
vzorku, která se po tomto časovém úseku objeví v registru LCDR. Dále z této doby







= 157, 98𝑘𝐻𝑧 (20)
Což je s velkou rezervou dostačující pro vzorkování akustického signálu s maximální
frekvencí nepřesahující 10kHz.
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void microphone_init ( void )
{




gpio_enable_module (ADC_GPIO_MAP, s i z e o f (ADC_GPIO_MAP)/ s i z e o f (*ADC_GPIO_MAP) ) ;
AVR32_ADC.MR. p r e s c a l = 1 ; // nastaven i d e l i c ky 12MHz/4 = 3MHz
adc_enable(&AVR32_ADC, 5 ) ;
adc_start(&AVR32_ADC) ;
}
7.1.3 Inicializace D/A převodníku
Funkci D/A převodníku v tomto mikroprocesoru tvoří rozhraní ABDAC. Jak již bylo
zmíněno výše, z důvodu specifických nároků na frekvenci hodinového signálu, je toto
rozhraní připojeno na zdroj obecného hodinového signálu s označením 5, viz tabulka 2. Z
důvodu dosažení vzorkovací frekvence 𝑓𝑉 𝑍 = 22050𝐻𝑧 je využit druhý krystal připojený
na vstup oscilátoru1. Hodnota krystal je dle vzorce 6 11,2896MHz, tj. FOSC1 = 11289600.
Následuje definování a nastavení funkce 2 pinů na kterých bude výsledný analogový signál.
2 piny jsou definovány proto, že rozhraní ABDAC funguje nativně pro levý i pravý kanál.
Dále je v kódu nastaven pin PA25 trvale do log. 0. Jedná se o pin, který je připojen k
pinu mute u audio zesilovače a při log. úrovni 0 je funkce mute(vypnutí zvuku) neaktivní.
U periferie ABDAC je využito přerušení. Toto přerušení je deklarováno příkazem
INTC_register_interrupt. Povolení a typ přerušení je nastaven v registru ABDAC.ier. V
tomto případě je povoleno přerušení TX_READY. Což znamená, že do obsluhy přerušení
se program dostane vždy ve chvíli, kdy byly přehrány minulé vzorky a periferie čeká na
další. Tj. v našem případě by se mělo toto přerušení vykonávat pravidelně, s frekvencí
rovnou vzorkovací frekvenci 𝑓𝑉 𝑍 = 22050𝐻𝑧.
void audio_in i t ( void )
{
pm_enable_osc1_crystal ( &AVR32_PM, FOSC1) ;
pm_enable_clk1 ( &AVR32_PM, 3) ;
//11 ,2896MHz / 256 = 44100Hz / 2 = 22050Hz
pm_gc_setup( &AVR32_PM, 5 ,
0 , // Osc(=0) nebo PLL(=1)
1 , // Osc0/Osc1
1 , // povo l en i DIV
0 ) ;// DIV





gpio_enable_module (ABDAC_GPIO_MAP, s i z e o f (ABDAC_GPIO_MAP)/ s i z e o f (*ABDAC_GPIO_MAP) ) ;
gpio_clr_gpio_pin (AVR32_PIN_PA25) ; //Pin MUTE 0 = neakt i vn i
pm_gc_enable ( &AVR32_PM, 5) ; // Pr i po j en i casovan i
INTC_register_interrupt(&abdac_int_handler , AVR32_ABDAC_IRQ, AVR32_INTC_INT0) ;




V tomto mikroprocesoru zajišťuje funkci ethernetu rozhraní MACB. Jak je uvedeno v kapi-
tole 5.2, fyzickou vrstvu (PHY) obstarává externí obvod DP83848 propojený s rozhraním
MACB v mikroprocesoru pomocí rozhraní RMII. Nastavení pinů pro toto rozhraní je uve-
deno v první části zdrojového kódu. V další části pak už jen následuje aktivace MACB
rozhraní funkcí xMACBInit. A nakonec pak podmínka, která zkoumá proběhla-li inicial-
izace korektně. Pokud ne, rozsvítí se indikační led.
void e the rne t_ in i t ( void )
{ s t a t i c const gpio_map_t MACB_GPIO_MAP =
{
{AVR32_MACB_MDC_0_PIN, AVR32_MACB_MDC_0_FUNCTION } ,
{AVR32_MACB_MDIO_0_PIN, AVR32_MACB_MDIO_0_FUNCTION } ,
{AVR32_MACB_RXD_0_PIN, AVR32_MACB_RXD_0_FUNCTION } ,
{AVR32_MACB_TXD_0_PIN, AVR32_MACB_TXD_0_FUNCTION } ,
{AVR32_MACB_RXD_1_PIN, AVR32_MACB_RXD_1_FUNCTION } ,
{AVR32_MACB_TXD_1_PIN, AVR32_MACB_TXD_1_FUNCTION } ,
{AVR32_MACB_TX_EN_0_PIN, AVR32_MACB_TX_EN_0_FUNCTION } ,
{AVR32_MACB_RX_ER_0_PIN, AVR32_MACB_RX_ER_0_FUNCTION } ,
{AVR32_MACB_RX_DV_0_PIN, AVR32_MACB_RX_DV_0_FUNCTION } ,
{AVR32_MACB_TX_CLK_0_PIN, AVR32_MACB_TX_CLK_0_FUNCTION}
} ;
gpio_enable_module (MACB_GPIO_MAP, s i z e o f (MACB_GPIO_MAP)/ s i z e o f (MACB_GPIO_MAP[ 0 ] ) ) ;





7.1.5 Hlavní smyčka programu
V hlavní smyčce programu graficky znázorněné pomocí vývojového diagramu na obrázku
19 zajišťuje reset watchdog čítače funkce wdt_clear. Funkce watchdog zajišťuje kontrolu,
že program prochází hlavní smyčkou, kde se vždy provede reset čítače. Jedná se o kontrolu
proti HW a SW chybám. V případě chyby (program neprochází hlavní smyčkou) je vyvolán
reset mcu.
Obluhu TCP/IP stacku zajišťuje funkce netif_dispatch, která zajistí, že veškeré pakety,
které jsou uloženy na frontu ve funkci netif_ISR(), která je volaná v přerušovací rutině
MACB_interrupt, se v téhle funkci zpracují a zavolají případné callback funkce. TCP/IP
stack vyžaduje každých 500ms volání funkce tcp_timer(), která je nezbytná pro retrans-
mit nedoručených paketů a obsloužení veškerých timeoutů souvisejících s protokolem
TCP, každých 500ms se také volá funkce audio_check_udp_connection(), která zajišťuje
načtení MAC adresy vzdáleného druhého modulu, pokud již není uložena v ARP cache
z dřívějška. Dále se vyhodnocuje požadavek na watchdog restart a je-li restart vyžádán
díky úmyslnému zpoždění se procesor cca po 2 vteřinách restartuje. Zpoždění je použito
proto, aby se případná funkce, která si reset procesoru vyžádala, stihla korektně uzavřít
(aby se stihlo provést odeslání webové stránky o úspěšné změně konfigurace před nutným
restartem k načtení nové konfigurace). Dále následuje stavový automat obsluhy telefonu
popsaný níže v textu a znázorněný na obrázku 21 ve formě vývojového diagramu. Ob-
sluhu pro TCP komunikaci zajišťuje funkce rs232_handle_connection, ta odesílá přes
TCP data načtená do rs232_bufferu, v případě že dojde k zaplnění bufferu nebo vypršení
intervalu od posledních dat načtených z rozhraní usart. Následuje kontrola stisknutí re-
set_tlačítka, která po stisku tlačítka obnoví výchozí nastavení IP adres a portů a resetuje
mikrokontrolér k projevení změn.
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7.2 Stavový automat obsluhy telefonu
Na obrázku 21 je zobrazen vývojový diagram tří stavového automatu obsluhy telefonu,
který je volaný z hlavní smyčky funkcí audio_handle_call.
Obrázek 21: Vývojový diagram stavového automatu obsluhy telefonu
Při hovoru mohou nastat 3 stavy definované proměnnou call_state ve kterých se pro-
gram může nacházet:
1. čekání na příchozí hovor (AWAITING_CALL) - Tzv. klidový režim ve kterém je
program po zapnutí. V tomto stavu neprobíhá žádná UDP komunikace. Program je
ve stavu naslouchání a čeká na příchozí UDP komunikaci nebo na stisknutí tlačítka.
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Ve chvíli kdy začne přijímat od protějšího modulu udp komunikaci, přepne se do
stavu vyzvánění (RINGING). Při stisknutí tlačítka se program přepne do stavu
hovor (CALLING).
2. vyzvánění (RINGING) - V tomto stavu je pomocí D/A převodníku přehrávána
vyzváněcí melodie uložená v lokální flash paměti procesoru. Do tohoto stavu se
lze dostat pouze ze stavu čekání na hovor (AWAITING_CALL) a to ve chvíli,
kdy od protějšího modulu začne přijímat UDP pakety. Z tohoto stavu lze přejít
do stavu hovoru (CALLING) po stisknutí tlačítka. Do stavu čekání na příchozí
hovor (AWAITING_CALL) se program automaticky přepne pokud přestane přijí-
mat UDP pakety od protějšího modulu.
3. hovor (CALLING) - V tomto stavu probíhá A/D převod a odesílání navzorkovaných
hodnot přes ethernet do protějšího modulu a zároveň příjem a přehrávání přijatých
zvukových dat z protějšího modulu. Z tohoto stavu se lze dostat pouze do stavu
čekání na příchozí hovor (AWAITING CALL) následujícími způsoby. A to stisknutím
tlačítka nebo přestane-li modul přijímat příchozí UDP pakety od protějšího modulu.
7.3 Obsluha přerušení od periferie ABDAC
Program je řízen pomocí 2 přerušení. První přerušení je vyvoláno rozhraním MACB při
příjmu paketu a slouží k vyhodnocení dat přijatých z Ethernetu a následně pak načtení
užitečných dat do programu. Druhým přerušením je přerušení vyvolané D/A převodníkem,
konkrétněji rozhraním ABDAC ve chvíli, kdy si rozhraní vyžádá další vzorek dat pro
převod. K zajištění konstantní vzorkovací frekvence je toto přerušení voláno pravidelně.
Zároveň k zajištění synchronní vzorkovací frekvence pro příchozí i odchozí data je toto
přerušení rovněž využito pro spuštění navzorkování audio signálu na vstupu A/D převod-
níku. Vývojový diagram obsluhy přerušení od periferie ABDAC je na obrázku 23. Ob-





7.3.1 Obsluha přerušení od periferie ABDAC v režimu AWAITING_CALL
V režimu AWAITING_CALL čeká zařízení na přijem hovoru, nebo na stisk tlačítka pro
zahájení hovoru. Tedy v tomto stavu se do registru ABDAC.sdr, kde se posílají data na
D/A převod odesílá neustále hodnota 0. Tj. na yvukovém výstupu se negenruje žádný
zvukový signál.
7.3.2 Obsluha přerušení od periferie ABDAC v režimu RINGING
V režimu ringin zařízení přijímá od svého protějška UDP pakety se zvukovými daty. V
této fázi se čeká na stisk tlačítka pro vstup do režimu CALLING a v tomto přerušení se
přehrává vyzváněcí melodie uložená lokálně ve flash paměti procesoru.
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Obrázek 22: Vývojový diagram obsluhy přerušení od periferie ABDAC
7.3.3 Obsluha přerušení od periferie ABDAC v režimu CALLING
V režimu CALLING je potřeba, jednak aby zařízení přijatý zvuk přehrávalo na audio
výstupu a zároveň aby taky audio data získávalo z audio vstupu pomocí D/A převodníku
a odesílalo je formou UDP paketů svému protějšku.
Tj. v tomto přerušení postupně probíhá získání vzorku na vstupu A/D převodníku
a jeho následné uložení do kruhového odesílacího bufferu. Při každém načtení se index
kruhového bufferu inkrementuje, dojde-li index na konec bufferu, přjde na nejnižší index
následujícího bufferu. Z důvodu ochrany proti přetečení či podtečení je zde bufferů víc, tj.
je tím zajištěno, že pokud se z jednoho zaplněného bufferu zrovna odesílají data nemůže
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se stát, že by se při zrovna probíhajícím vzorkování uložila data na pozice starších dat,
které se ale ovšem teprve odesílají. Stejné pravidlo platí i pro příchozí kruhový buffer.
Počet bufferů a jejich velikost lze měnit pomocí definice v hlavičkovém souboru audio.h:
#de f i n e BUFFER_SIZE 64
#de f i n e BUFFERS_INPUT 4
#de f i n e BUFFERS_OUTPUT 12
7.4 Obsluha přerušení při příjmu paketu
Obsluha přerušení při příjmu paketu je vyvolána rozhraním MACB. Obsluha přerušení je
graficky znázorněna vývojovým diagramem na obrázku 23. Vyhodnotí-li rozhraní MACB
a knihovna cIPS že je paket vpořádku a je určen pro tenhle modul, dle typu protokolu a
portu přijatého paketu se obsah paketu zpracovává jako:
∙ hovorová data (protokol UDP, port dle konfigurace (výchozí 10000)
∙ požadavek / příkaz pro/z webového konfiguračního rozhraní (protokol TCP, port
80)
∙ uart data (protokol TCP, port dle konfigurace (výchozí 10000)
V následujících podkapitolách budou postupně všechny možnosti popsány
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Obrázek 23: Vývojový diagram obsluhy přerušení při příjmu paketu
7.4.1 Příjem hovorových dat
Po přijetí paketu obsahující hovorová data se přepíše časová značka na aktuální hod-
notu čítače. Následně probíhá kontrola časového intervalu mezi minulými přijatými hov-
orovými daty a nynějšími. Tato kontrola slouží pro stavový automat telefonu. Nebyly-
li dobu delší než 500ms žádná předchozí data přijata a telefon se nachází ve stavu
AWAITING_CALL, znamená to, že protější modul začal vysílat a tento modul se přepne
do stavu vyzvánění (RINGING). Následuje načtení přijatých hovorových dat do při-
jímacího bufferu jehož velikost je rovna velikosti přijatých dat a inkrementací indexu
audio_remote_buffer_copying_index další buffer v pořadí. Pokud inkrementací indexu
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přesáhneme počet přijímacích bufferů, index se vynuluje, tj. připraví se k načtení přijatých
hovorých dat buffer s nejstaršími daty, které už by měly být zpracovány D/A převodníkem.
7.4.2 Zpracování dat určených pro webové konfigurační rozhraní
Funkce zpracovávající webové konfigurační rozhraní webserver_handle_request() se při
vyhodnocení přijatých dat může dostat do tří situací:
∙ požadavek na odeslání webové konfigurační stránky - tento případ nastane, je-li v
přijatých datech řetězec „GET /“ nebo řetězec „GET /index.html“ v tom případě se
vygeneruje webová konfigurační stránka, která se uloží do odchozího bufferu a ten
se předá k odeslání.
∙ Požadavek na změnu konfigurace vyvolaný webovým konfiguračním rozhraním -
je-li v příchozích datech nalezen řetězec „GET /config_ip.html?#název konfigurace
kterou chceme změnit=hodnota této konfigurace“. (např. pro změnu lokální ip adresy
je název konfigurace: local_ipaddr. Následně proběhne kontrola nově požadované
hodnoty konfigurace, je-li vůbec reálná a je-li její formát správný. Je-li hodnota
zadána správně, uloží se nová hodnota konfigurace do flash paměti, zavolá se watch-
dog reset, který způsobí reset mcu a inicializaci nové konfigurace. Ale ještě před
resetem se odešle webová stránka o potvrzení změny konfigurace. Je-li hodnota we-
bové konfigurace zadána špatně, odešle se weobvá stánka s oznámením o špatně
zadané hodnotě webové konfigurace
∙ Ve třetí situaci není požadavek rozpoznán a obsluha přerušení se ukončí
7.4.3 Zpracování UART dat
Funkce zpracovávající přijaté UART data rs232_recv() obdrží při volání v parametrech
adresu přijatých dat v paměti a velikost přijatých dat. Následně v cyklu, který proběhne
přesně tolikrát jaká je velikost přijatých dat odešle na TX pin rozhraní usart data která
jsou v paměti na adrese kterou obdržela jako adresu přijatých dat a inkrementuje hodnotu
adresy.
7.5 cIPS
Z důvodu náročnosti a složitosti vytvoření vlastního obslužného programu pro aplikační
vrstvu TCP/IP protokolu, je v této práci využit IP stack cIPS jenž je distibuován pod
volnou licencí BSD. Jedná se o IP stack, který je navržen jako nezávislý na platformě,
kde v další části bude popsána jeho implementace a použití.
7.5.1 Implementace fyzické vrstvy pomocí MACB
Fyzická vrstva je implementována v těchto následujících dvou funkcích.
Ethernet-receive: Příjem paketu z rozhraní MACB
Ethernet-send: Odeslání paketu do rozhraní MACB
Předání těchto dvou funkcí knihovně cIPS je prováděno funkcí netif_new() během
inicializace ve funkci main(). Podrobnější popis je v následující podkapitole.
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7.5.2 Propojení MACB a cIPS
Propojení se děje pomocí volání následující funkce
eth = netif_new ( (U8 *) hwaddr , IP2NUM( loca l_ipaddr ) , IP2NUM( netmask ) , IP2NUM(gw_ipaddr ) ,
" eth0 " , true , &ethernet_rece ive , &ethernet_send , NULL, NULL) ;
Pomocí ní, se vytvoří virtuální síťové zařízení a zároveň se předají funkce k přijetí
a odeslání paketů knihovně cIPS. Parametry této funkce jsou: MAC adresa, IP adresa,
maska podsítě, IP adresa brány, zvolíme název virtuálního síťového připojení, zapnutí
optimalizace pro předání příchozích UDP dat aplikaci přímo z přerušení tj. nečeká se, než
hlavní smyčka dojde k vyvolání funkce netif_dispatch(). Další 2 parametry jsou ukazatelé
na funkce obsluhující fyzickou vrstvu. Další dovjice parametrů není v tomto projektu
využita, umožňují zpětnou vazbu o chybě při inicializaci a předání dalšího volitelného
argumentu všem funkcím v knihovně cIPS.
7.5.3 UDP komunikace
UDP komunikace zajišťuje přenos hovorových dat mezi moduly. Pro inicializaci UDP
spojení jsou z knihovny cIPS využity následující funkce.
telephone_conn = udp_new(IP2NUM( loca l_ipaddr ) , UDP_PORT, f a l s e , NULL) ;
Vytvoření udp socketu je prováděno pomocí funkce udp_new s parametry: lokální IP
adresa, lokální port, dalším parametrem je nastavení optimalizace, která obchází výpočet
kontrolního součtu UPD paketu (lze si dovolit pouze při přímém spojení, tehdy dostačuje
kontrolní součet obsažený v hlavičce IP fragmentu). Posledním parametrem je zpětná
vazba o chybě.
udp_recv ( telephone_conn , audio_remote_data_received , NULL) ;
Funkce udp_recv() definuje callback který knihovna cIPS zavolá při přijetí UDP dat.
Paramtery jsou námi vytvořený socket, ukazatel na onu funkci a volitelný argument,
který se do funkce předá také.
udp_connect ( telephone_conn , IP2NUM(gw_ipaddr ) , 10000) ;
Funkce udp_connect() definuje příjemce na druhé straně socketu. Parametry jsou námi
vytvořený socket, IP adresa vzdáleného stroje a UDP port zvolený ke vzájemné komu-
nikaci.
7.5.4 TCP komunikace
TCP komunikace je v tomto projektu využita ke dvoum účelům a to k nastavení síťových
parametrů jako je, IP adresa lokálního a vzdáleného modulu, masky podsítě a portu.
Tyto nastavení probíhají přes webové rozhraní na portu 80. Dále je pak TCP komunikace
využita k obousměrnému přenosu dat pro rozhraní RS232<->Ethernet. Pro inicializaci
TCP spojení jsou z knihovny cIPS využity následující funkce. V popisu zdrojových kódů
uvádím kód který je použit pro webové rozhraní na portu 80. Inicializace druhého TCP
socketu určeného k přenosu dat mezi rozhraními RS232<->Ethernet je obdobná.
http_conn = tcp_new(IP2NUM( loca l_ipaddr ) , 80 , NULL) ;
Funkce tcp_new() slouží k vytvoření TCP socketu s námi definovaným názvem http_conn.
Její aplikace je totožná s funkcí udp_new(), jež je popsaná v předchozí kapitole.
tcp_accept ( http_conn , webserver_accept ) ;
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Funkce tcp_accept() definuje callback funkci, definující co se má stát v případě, že
se s námi klient pokouší navázat spojení. Parametry této funkce jsou: název socketu
vytvořeného předchozí funkcí tcp_new() Druhým parametrem je funkce, která se vyvolá
při pokusu o navázání spojení.
t cp_l i s t en ( http_conn ) ;
Funkce tcp_listen() inicializuje pasivní otevření spojení což znaméná, že uvede socket,
který je zároveň jediným parametrem této funkce do stavu naslouchání příchozího TCP
spojení.
tcp_recv ( newtcp_c , webserver_handle_request ) ;
Funkce tcp_recv(): definuje callback funkci, kterou knihovna cIPS zavolá při přijetí TCP
dat. Paramtery jsou námi vytvořený socket a ukazatel na onu funkci.
tcp_check_connection ( newtcp_c , webserver_cl ient_check , 2 ) ;
Funkce tcp_check_connection() slouží ke kontrole spojení a to tak, že pravidelně kon-
troluje čas uplynutý od příjmu posledního paketu. Parametry jsou: námi vytvořený socket,
funkce která se spustí při neaktivitě spojení definované časovým úsekem od posledního
přijatého paketu a posledním parametrem je definovaný počet 500ms intervalů, které musí
uplynout od příjmu posledních dat, aby se daná funkce spustila.Funkce tcp_closed(): je
volána v funkcí tcp_check_connection() při zjištené neaktivitě TCP spojení.
8 Návod k obsluze
8.1 Popis
Výsledný vzhled zařízení je zobrazen na obrázku 24. Na přední části panelu jsou umístěny
ovládací prvky v podobě dvou barevně odlišených tlačítek a indikační prvky, které tvoří 6
barevně odlišených led diod. Na bocích jsou pak umístěny konektory typu RJ-45 pro připo-
jení k ethernetu, vedle něj se nachází 9-ti pinový konektor CANON pro připojení rozhraní
RS-232 a úplně napravo je napájecí konektor. Pro přivedení stejnosměrného napětí 5V z
externího síťového adaptéru. Na pravé boční straně se pak nachází dva konektory JACK
3,5 kde jeden slouží k připojení zvukového vstupu např. z mikrofonu. Druhý konektor
slouží jako zvukový výstup ke kterému lze připojit sluchátka nebo i vstup zesilovače.
Kompletní sada obsahuje dva tyto naprosto stejné moduly, přičemž hlavní funkcí tohoto
zařízení je přenos a přehrávání zvukových signálů mezi sebou po Ethernetu. Další funkcí
je pak také obousměrný převodník RS232<-> Ethernet.
8.2 Připojení k síti
Moduly jsou navrženy tak, že je možné je propojit UTP kabelem přímo mezi sebou. Můžou
být také zapojeny přes switch do lokální sítě. Ke správné funkci je ovšem potřeba správně
nastavit IP adresy a síťové masky modulů aby nekolidovaly s jiným zařízením v síti. Toto
nastavení se provádí pomocí webové konfigurace viz. dále v textu. Je-li vše v pořádku po
připojení napájení by se měla rozsvítit zelená led indikující přítomnost napájecího napětí
a červená led indikující správné naběhnutí modulu a inicializaci ethernetu.
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Obrázek 24: Hotový modul
8.3 Webové konfigurační rozhraní
Modul má ve výchozím stavu nastavenu svou ip adresu na: 192.168.1.2 a masku podsítě
255.255.255.0. Služba webové konfigurace běží na portu 80 a je neměnná. Připojení ke
konfiguračnímu rozhraní provedeme tedy pomocí internetového prohlížeče (Opera, Firefox,
Chrome, atd....) zadáním této adresy: http://192.168.1.2. Za předpokladu že počítač ze
kterého se připojujeme ke konfiguračnímu rozhraní je ve stejné podsíti, se po připojení
zobrazí konfigurační stránka viz obrázek 25.
Jednotlivé formuláře jsou na začátku vyplněny a zobrazují aktuální nastavení. Nad
každým formulářem je popis ze kterého vyplývá že, v pořádí od vrchu stránky slouží
první formulář k nastavení IP adresy modulu ke kterému jsme právě teď přes konfigurační
rozhraní připojeni. Následuje IP adresa vzdáleného modulu mezi kterým chceme přenášet
po ethernetu hlas, dále pak nastavení masky podsítě a IP adresy brány. Formulář TCP
port slouží k změně portu na kterém má probíhat UDP komunikace mezi moduly tj. přenos
hlasu. Formulářem TCP port pak obdobně slouží k nastavení TCP portu na kterém má
probíhat funkce převodníku RS232<-> Ethernet.
Po změně IP adresy ve formuláři na námi požadovanou je potřeba stiskout potvrzovací
tlačítko odeslat. Je-li IP adresa zadaná správně zobrazí se následující potvrzovací stránka
viz obrázek 26. V tomto případě byla změněna IP adresa lokálního modulu na 192.168.1.10.
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Obrázek 25: Webové konfigurační rozhraní
Po zobrazení této stánky proběhne krátký restart modulu, který je indikován krátkým
pohasnutím všech indikačních led diod. Poté už modul běží pod novou IP adresou.
Obrázek 26: Úspěšná změna konfigurace
Při pokusu o nastavení IP adresy mimo rozsah, použitím neplatných znaků či špatného
formátu se po stisknutí na tlačítko odeslat objeví následující okno viz obrázek 27 a změna
se do modulu neuloží.
Pro zahození veškerého nastavení a pro vrácení zpět výchozího nastavení modulů stačí
stisknout žluté tlačítko. Modul se restartuje a naběhne s výchozím nastavením které má
v sobě trvale a bez možnosti změny uloženo.
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Obrázek 27: Chybová hláška při neplatně zadané hodnotě
8.4 Ovládání a indikace stavu hovoru
Zařízení se ovládá pomocí 2 tlačítek. Stav zařízení je indikován pomocí pěti led diod.
Modré tlačítko slouží k ovládání hovoru. Žluté tlačítko slouží k resetu a obnovení výchozích
hodnot. Ovládání hovoru pomocí jednoho tlačítka je intuitivní. V klidovém stavu kdy
neprobíhá žádný hovor svítí na obou modulech červená indikační led dioda. Chceme-
li provést hovor stisknutím modrého tlačítka na jednom modulu způsobí na vzdáleném
modulu rozsvícení modré indikační led diody a začne se přehrávat vyzváněcí melodie.
Tento stav bude trvat tak dlouho, dokud se nestiskne modré tlačítko na vzdáleném modulu
které způsobí přijetí hovoru.Pro ukonení hovoru stačí na kterémkoli z dvojice modulů




Úvodním cílem této práce bylo seznámení se s problematikou digitalizace nízkofrekvenčních
signálů, jejich přenosem po lokální síti a převodem zpět do analogové podoby. V dalším
kroku bylo potřeba vybrat vhodný způsob realizace z velkého množství dostupných řešení.
Nakonec bylo zvoleno řešení s mikroprocesorem, který bude obsahovat co nejvíce periferií
přímo v sobě. Nakonec byl zvolen procesor AT32UC3A0512, který v sobě obsahuje krom
standartních rozhraní jako je A/D převodník také rozhraní pro fyzickou vrstvu ethernetu
a D/A převodník. Procesorů, které by obsahovaly všechny tyto rozhraní se mi moc najít
nepovedlo a proto padla volba na Atmel.
Pokračováním projektu byla realizace HW. Vytvoření schéma zapojení, návrh desek
plošných spojů a nakonec osazení a oživení dvou kusů zařízení. V této části jsem způsobil
drobné chyby při návrhu DPS, které se projevily při oživování a mají za následek na pro-
totypových zařízeních několik drátových propojek. Realizace SW byla pro mne složitější
protože v tomto směru jsem s programováním 32 bitových procesorů neměl zkušenosti.
Pro programování procesorů AVR32 jsem využil vývojové prostředí AVR32 Studio. Do
programu bylo potřeba vytvořit ovládání aplikační vrstvy, na což jsem využil existující
program cIPS, který jsem do svého projektu implementoval. Na výběr bylo i plno dalších
např. lwip ovšem cIPS se mi doteď jeví jako nejpřehlednější co se orientace ve zdrojovém
kódu týče.
Posledním bodem zadání je oživení dvojice výrobků které mezi sebou budou po lokální
síti přenášet hlasová data. Výrobky jsou realizované, oživené a mezi sebou komunikujít tj.
tato část zadání byla splněna. Dále je v zadání prodloužení stavových linek a sběrnice uart.
Výrobek ke dnešnímu dni dokáže přijímat data ze sběrnice uart a úspěšně je odesílat po-
mocí TCP protokolu do lokální sítě, tato komunikace funguje i v obráceném směru. Pokud
bych měl na tomto prototypu dále pokračovat, napadá mě několik vylepšení: komprese
přenášených dat pro omezení datového toku, automatické omezení zisku mikrofonního ze-
silovače při přebuzení, zabezpečení webové konfigurační stránky a vylepšení filtrace audio
signálu pro lepší odstranění slyšitelného šumu a brumu na zvukovém výstupu.
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VoIP Voice over IP protocol
IP Internet protocol
TCP Transmission control protocol
UDP User datagram protocol
PCM Pulse-code modulation
UTP Unshielded twisted pair
SIP Session initiation protocol
DPCM Differential pulse-code modulation
ADPCM Adaptive differential pulse-code modulation
MAC Medium access control
PHY Physical layer
CRC Cyclic redundancy check
TTL Time to live
MCU Microcontroller unit
LAN Local area network
RMII Reduced media independent interface
RM-OSI Reference model of open system connection
SPI Serial peripheral interface
RISC Reduced instruction set computer
SAR Succesive approximation register
MSB Most significant bit
LSB Least significant bit
MII Media independent interface
PLL Phase lock loop
USART Universal synchronous / asynchronous receiver and transmitter
RS232 Recommended standard 232
TTL Transitor - transistor logic
DPS Deska plošných spojů
BSD Berkeley software distribution license
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Příloha č.2: Fotografie realizovaných modulů
