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Security protocols are used for establishing secure communication over insecure network. This 
document gives a brief introduction into description and formal specification in the area of security 
protocols design. It also includes description of the aplication library, its functions and methods how 
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V začátcích vytváření počítačových sítí se na bezpečnost přenášených dat moc nehledělo. Se 
vzrůstajícím počtem uživatelů sítě se objevil problém, jak bezpečně přenášet po sítí data. Z tohoto 
důvodu se začaly vyvíjet bezpečnostní protokoly. Bezpečnostní protokoly, které jsou používány 
v distribuovaných systémech pro autentizaci a související úkoly, jsou při návrhu náchylné k různým 
chybám. Proto je nutné navrhované protokoly formálně verifikovat před jejich implementací. 
Z tohoto důvodu také vznikla knihovna funkcí pro podporu návrhu bezpečnostních protokolů. 
Vytvořená knihovna má za účel simulovat generované protokoly a na základě simulace odhadnout, 
jak spolehlivý by protokol mohl být. Konečná verifikace se musí provádět ve specializovaných 
nástrojích. Součástí implementace je jednoduchý generátor pravidel protokolu založený na náhodném 
průchodu gramatikou popisující danou skupinu bezpečnostních protokolů. V této práci jsem se 
zaměřil na popis  různých způsobů automatického návrhu bezpečnostních protokolů a popisem 
implementované knihovny. Důvodem, proč se knihovna tvořila je ten, že druhou částí projektu je 
evoluční knihovna pro podporu návrhu bezpečnostních protokolů. Tato knihovna využívá mé třídy 
a funkce pro evoluční generování bezpečnostních protokolů. Cílem bylo vytvořit nástroj, pomocí 
něhož by se daly generovat protokoly s více subjekty komunikace, protože klasický přístup je v tomto 
velice náročný. 
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1.1 Základní pojmy 
 
AUTENTIZACE 
Autentizace je proces, při kterém účastník nějakého distribuovaného systému prokazuje svoji identitu. 
Pokud je v komunikačním protokolu zařazen kvalitní autentizační mechanismus, je pro útočníka 
velmi obtížné podvrhnout zprávu s falešným původem. 
 
AUTENTIZAČNÍ PROTOKOL 
Soubor pravidel, podle kterých účastníci komunikace zasílají zprávy tak, aby prokázali svoji identitu. 
 
DŮVĚRNOST 
Vzájemně komunikující subjekty mohou požadovat, aby jejich komunikace nemohla být 
odposlouchávána žádnou jinou neoprávněnou stranou. Nejčastějším prostředkem pro dosažení 
důvěrnosti je kryptografie. 
 
EVOLUČNÍ ALGORITMUS 
Optimalizační metoda využívající k nalezení požadovaného výsledku genetický algoritmus. 
  
FITNESS FUNKCE 




Gramatika je matematický popis jazyka. My gramatiku používáme pro popis jazyka, kterým je možné 
generovat pravidla bezpečnostních protokolů. Gramatika popisující tento jazyk je bezkontextová. 
 
KRYPTOGRAFIE 
Kryptografií myslíme okruh algoritmických technik obsahující šifrovací a dešifrovací algoritmy různé 
síly a efektivnosti, ale také kryptografické hashovací bezpečnostní funkce, pseudonáhodné číselné 
generátory, algoritmy generující klíče atd. 
Jedná se o takové zabezpečení komunikace, kdy vnější útočník nemůže bez znalosti klíčů 
získat originální zprávy. Kryptografie využívá dvou procesů: šifrování a dešifrování. Šifrování lze 
rozdělit podle typu použitých algoritmů a klíčů na symetrické a asymetrické.  
Asymetrické šifrování je založeno na použití dvou párových klíčů. Každý subjekt má svůj 
veřejný a privátní klíč. V tomto případě je možné nejen zprávy šifrovat, ale také podepisovat: 
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odesílatel data nejdříve dešifruje svým soukromým klíčem a výsledek přidá ke zprávě. Všichni 
příjemci, kteří mají veřejný klíč odesílatele mohou podpis „zašifrovat“. Pokud získají doručenou 
zprávu, mají jistotu o jejím původci, protože nikdo kromě majitele veřejného klíče nemohl vytvořit 
odpovídající šifru. 
Asymetrická kryptografie má oproti klasické, symetrické velkou výhodu v tom, že není nutné 
domlouvat tajný sdílený klíč před zahájením utajené komunikace. Na druhou stranu však hrozí 
podvržení veřejného klíče (lze volně šířit veřejné klíče s nepravou identitou). Tomu zamezují 
certifikační autority, které potvrzují pravost veřejných klíčů komunikujících subjektů. 
 
INTEGRITA 
Jedná se o nejčastěji požadovanou vlastnost při přenosu dat. Přenášená data nesmí být změněna 
žádnou neautorizovanou stranou, nesmí být ani uměle zadržována, či opakovaně vysílána po 
neoprávněném odposlechu.  
 
NONCE 
Anglický termín „nonce“ je používán přímo ve formální specifikaci bezpečnostních protokolů. Jedná 
se o náhodně vygenerovaná čísla. Někdy bývají rozlišována jako odhadnutelná (sekvenčně 
generovaná čísla, časové razítko) nebo neodhadnutelná (např. náhodné 40-bitové číslo). 
 
RELAČNÍ KLÍČ 
Tímto pojmem se rozumí klíč jedné komunikační relace, který byl ustaven na začátku komunikace za 
účelem jejího zabezpečení. 
 
PROTOKOL 
Protokol je množina pravidel a konvencí, která definuje komunikaci mezi dvěma a více agenty. Tito 
agenti, známí také jako “principals“, mohou být koncoví uživatelé, procesy nebo výpočetní systémy. 





2 Bezpečnostní protokoly 
2.1 Protokoly pro bezpečnou komunikaci 
2.1.1 Úvod 
 
V dnešní době je potřeba při komunikaci po nezabezpečené síti přenášet i citlivá data. V počátcích 
vytváření počítačových sítí se na bezpečnost přenosu informací moc nehledělo. Zpočátku byla taková 
síť většinou akademická nebo vojenská, kde se předpokládala jakási kolegialita. Data přenášená touto 
sítí byla snadno dostupná a tak nějaké zabezpečení přenosu bylo nepotřebné. K autentizaci v této síti 
stačilo zadat heslo, které se ovšem sítí posílalo nezabezpečené. Postupem času se z této sítě vyvinul 
Internet. Objevila se potřeba posílat nezabezpečenou sítí i citlivá data. Bezpečnostní protokoly byly 
teprve ve vývoji a jejich formální modely byly pro praxi nepoužitelné. K implementaci a nasazení 
těchto protokolů došlo až později. 
Dnes jsou již počítačové sítě součástí běžného života společnosti. Požadavky na zabezpečení 
však stále rostou. Neustále se vyvíjejí nové bezpečné protokoly. Aby byly protokoly opravdu 
bezpečné, tak je součástí jejich návrhu i formální verifikace. Je to vlastně analýza protokolu po 
formální stránce, kdy se zjišťuje, zda je možné protokol prolomit/napadnout. 
2.1.2 Symetrické bezpečnostní protokoly 
 
Symetrické bezpečnostní protokoly používají pro zabezpečení přenášené informace symetrické 
šifrování. Mezi nejpoužívanější algoritmy symetrického šifrování patří algoritmus DES a jeho klony, 





šifrování dešifrování otevřený text otevřený text 
zašifrovaný 
text 
tajný klíč tajný klíč 
Obr. 1: Postup šifrování textu symetrickým algoritmem 
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Pro zabezpečenou komunikaci symetrickým algoritmem máme ovšem jeden malý problém. Pro 
každého uživatele sítě, se kterým chceme bezpečně komunikovat, je potřeba klíč k šifrování. Pro 
komunikaci např. 100 účastníků ale potřebujeme 10 000 různých klíčů a to je neúnosné. Proto vznikla 
tzv. symetrická správa klíčů. V tomto případě má každý uživatel jenom jeden symetrický klíč a to klíč 
pro komunikaci se serverem, který podle jeho typu vygeneruje nebo předá klíč relace, se kterým se 
bude komunikace šifrovat. 
Centralizovaná správa klíčů má dva módy. Key Translation Center (KTC) je server, který klíč 
jen předává. Oproti tomu Key Distribution Center (KDC) klíč na žádost sám generuje. 
2.1.3 Asymetrické bezpečnostní protokoly    
 
Asymetrické bezpečnostní protokoly používají pro bezpečný přenos asymetrickou kryptografii. Mezi 
asymetrické algoritmy patří RSA, DSS, nebo Knapsack. Pro šifrování a dešifrování potřebujeme dva 
klíče, tzv. soukromý a veřejný klíč. Soukromý klíč reprezentuje identitu vlastníka, veřejný klíč je 
volně k dispozici všem účastníkům komunikace. 
 
Asymetrický algoritmus     
 
 
Tento postup zaručí autentizaci odesilatele, ale ne bezpečnost. Zprávu může kdokoli dešifrovat. 






















Obr. 2: Elektronický podpis 
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Tento postup šifrování umožňuje bezpečně přenést informace, ale není možné zjistit, kdo 
zašifrovanou zprávu poslal.  
Pokud požadujeme od algoritmu bezpečný přenos i zachování autenticity, potom je potřeba oba 
algoritmy spojit v jeden. 
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3 Formální popis protokolu 
 
Aby bylo možné o protokolu říct, že je bezpečný, je třeba, aby protokol obstál při pokusu o jeho 
prolomení. Obecná zabezpečená komunikace probíhá tak, že se zasílají zprávy šifrované dočasnými 
klíči, které by neměly být známy vnějším pozorovatelům.  
3.1 Zpráva 
 
Základem komunikace je zpráva. Při formálním zápisu zpráv bereme v úvahu její následující 
charakteristiky: 
• označení subjektů komunikace A, B, … ; 
• nonces Na, Nb, … ; 
• klíče Ka, Kb, Kab, … ; 
• složená zpráva { X, X′ }, 
• šifrovaná zpráva klíčem K Crypt K X , někdy také označené { X }K . 
Při použití šifrování metodou veřejného klíče předpokládáme, že K-1 je inverzní ke klíči K. Pokud se 
klíče rovnají, potom se jedná o symetrickou kryptografii. Dále předpokládáme, že zašifrovanou 
zprávu nemůžeme přečíst bez znalosti příslušných klíčů. [1] 
 
3.2 Příklady protokolů 
3.2.1 Otway-Rees protokol 
 
Tento protokol [3] byl navrhnut jako autentizační protokol se sdílenými klíči, který obsahuje dva 
účastníky a autentizační server. Jedná se tedy o symetrický autentizační protokol. Protokol je 
atraktivní z důvodu, že obsahuje malé množství zpráv. 
 
Formální zápis: 
1. A → B : Na, A, B, { Na, A, B }Ka 
2. B → S : Na, A, B, { Na, A, B }Ka , Nb, { Na, A, B }Kb 
3. S → B : Na, {Na, Kab }Ka , { Nb, Kab }Kb 
4. B → A : Na, { Na, Kab }Ka 
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1. A naváže komunikaci s B a vygeneruje nonce Na pro identifikaci spojení. Tuto  zprávu A zašifruje 
svým klíčem.  
2. B, protože nemůže dešifrovat část zašifrovanou klíčem Ka, přidá na konec zprávu, která obsahuje 
identifikaci spojení zašifrovanou klíčem Kb. 
3. Server S si zprávy dešifruje, protože zná klíče Ka a Kb, klíčem Ka zašifruje nonce Na a klíč 
relace Kab. Totéž udělá pro klíč Kb. Tuto zprávu pošle B.  
4. B zprávu přijme, vezme si tu část, kterou může dešifrovat a zbytek posílá A. Tak se klíč relace 
Kab dostane k A.  
Díky nonce Na a Nb všichni účastníci ví, že komunikace není zastaralá.    
 
 
3.2.2 Needham-Schroeder protokol 
 
Mnoho existujících autentizačních protokolů je odvozeno od Needham-Schroeder protokolu [1], který 
vznikl v roce 1978. Původní protokol byl navržen na autentizaci symetrickými klíči, avšak 





1. Na, A, B, { Na, A, B }Ka 
A B 
S 
2. Na, A, B, { Na, A, B }Ka ,  
 Nb, { Na, A, B }Kb 
3. Na, {Na, Kab } Ka , 
 { Nb, Kab}Kb 
4. Na, { Na, Kab }Ka 
Obr. 4: Neformální popis Otway-Rees protokolu 
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Formální zápis: 
1. A → S: A, B 
2. S → A: { Kb }Ks-1 
3. A → B: { Na, A }Kb 
4. B → S: B, A 
5. S → B: { Ka, A } Ks-1 
6. B → A: { Na, Nb }Ka 















1. A posílá S informaci, kdo bude komunikovat 
2. S zašifruje klíč Kb svým veřejným klíčem a posílá tuto zprávu A 
3. A pošle B zprávu zašifrovanou jeho klíčem. Obsahem zprávy je nonce Na, která funguje jako 
identifikátor spojení a identifikaci sebe sama. 
4. B si tuto zprávu přečte a ptá se server S na A. 
5. Server posílá klíč KA s informací, že klíč patří uživateli A 
6. B posílá A zprávu složenou z původního nonce Na a přidá si své nonce Nb. 
7. A tuto zprávu dešifruje a zjišťuje, zda nonce Na je stejné jako to vygenerované ním a tím si ověří, 
že zpráva nebyla diskreditována. Pokud tento test proběhne správně, potom A posílá nonce Nb 
subjektu B zašifrovanou klíčem Kb. B tuto zprávu přijme, dešifruje a porovná nonce Nb s tím, co 
sám vygeneroval. Pokud se shodují, potom každý se subjektů komunikace ví, že klíče pro 
komunikaci jsou v pořádku. 
 
1. A, B 
A B 
S 
4. B, A 
 
6. {Na, Nb }Ka 
2. { Kb }Ks-1 
3. { Na, A }Kb 
5. { Ka, A }Ks-1 
7. { Nb }Kb 
Obr. 5: Neformální popis Needham-Schroeder protokolu 
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3.2.3 Yahalom protokol 
 
Trojúhelníková konstrukce umožňuje účastníkům zjistit, zda je druhá strana aktivní. [1] 
 
Formální zápis: 
1. A → B : A, Na 
2. B → S : B, Nb, { A, Na }Kb 
3. S → A : { B, Kab, Na, Nb }Ka, { A, Kab }Kb 














1. A informuje B, že s ním chce komunikovat. K identifikaci komunikace použije nonce Na. 
2. B posílá zprávu S, aby vygeneroval klíč relace Kab. Zpráva se skládá z identifikace B, z nonce 
Nb, která identifikuje aktuální komunikaci a ze zašifrované zprávy skládající se z identifikace 
iniciátora komunikace a jeho nonce.  
3. Server si vytvoří dvě zprávy. Pro každého účastníka jednu, kterou zašifruje jeho klíčem. Tyto 
zprávy potom spojí do jediné a pošle A. 
4. A si z přijaté zprávy vybere svoji část a zkontroluje si nonce Na. Při dešifrování zprávy také získá 
klíč relace Kab. Zbývající část zprávy, kterou obdržel A od S pošle B. K této zprávě ještě přidá 





3. { B, Kab, Na, Nb }Ka,  
{ A, Kab }Kb 
1.  A, Na 
2. B, Nb, { A, Na }Kb 
4. { A, Kab }Kb , { Nb }Kab 
Obr. 6:  Neformální popis protokolu Yahalom  
 13 
4 Gramatika popisující bezpečnostní 
protokoly 
Popis bezpečnostního protokolu se skládá z pravidel, jak jsme si ukázali výše. Pro všeobecný popis 
jednotlivých pravidel bezpečnostního protokolu se vytvořila jednoduchá gramatika, pomocí které se 
tyto pravidla dají generovat. Při tvorbě gramatiky se vychází z předchozích popisů protokolů 
pravidly. Gramatika se vytváří z důvodu potřeby popisu protokolu jednoduchými elementy, které se 
potom budou dát použít na návrh protokolu pomocí evolučního algoritmu. 
Touto gramatikou lze generovat symetrický bezpečnostní protokol. 
Matematický popis gramatiky: 
Definice 1: 
Gramatika G je čtveřice 
G = {N, S, P, S} (1) 
kde 
 N je konečná množina nonterminálů 
 N = {<start>, <message>, <next>, <krypt>,  <genkey>, <nonce>, <sub>}  
 S je konečná množina terminálních symbolů, které reprezentují subjekty komunikace 
 S = {a, b, s} 
 P je konečná množina přepisovacích pravidel 
P obsahuje: 
1. <start>   ® <sub> send <sub> : <message> 
2. <message> ® <sub> <next> 
3. <message> ® <nonce> <next> 
4. <message> ® <krypt> <next> 
5. <next>    ® , <message> 
6. <next>    ® e 
7. <krypt>   ® { <message> } <genkey> 
8. <genkey>  ® key <sub> <sub>  
9. <genkey>  ® key <sub> 
10. <nonce>   ® N <sub>   
11. <nonce>   ® N-1 <sub> 
12. <sub>     ® A 
13. <sub>     ® B 
14. <sub>     ® S 
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Nonterminál <sub> zde označuje subjekty komunikace. Pro asymetrický protokol by gramatika 
vypadala podobně, jen by se rozšířila množina klíčů o veřejný a soukromý klíč. 
S označuje startovací symbol gramatiky. V tomto příkladě je to symbol <start>. 
Jak je z přikladu patrno, jedná se o bezkontextovou gramatiku a je tedy nutné najít takové 
nástroje, které umožní využít její vlastnosti. Jelikož gramatika obsahuje rekurzi, může dojít  
k zacyklení a tím pádem se nedobereme řešení. Východiskem z této situace může být omezení 
zanoření rekurze nebo počet generovaných znaků. Pro nalezení kýženého výsledku nám může pomoci 
genetický algoritmus nebo jiná optimalizační metoda. 
Knihovna implementovaná v rámci této diplomové práce umožňuje přijímat jednotlivá pravidla 
vygenerovaná zadanou gramatikou. Gramatika popsaná výše ovšem nepopisuje sémantické vlastnosti 
jednotlivých terminálních symbolů. Protože jednotlivá pravidla generujeme náhodně, je potřeba, aby 
se informace neposílaly vícekrát jednomu subjektu od jednoho daného odesilatele. Proto je nutné 
oddělit výběr subjektů odesilatele i příjemce od identifikace subjektů v rámci posílané zprávy. Totéž 
je potřeba udělat pro klíče, které se při komunikaci používají. Je zbytečné posílat klíč od jednoho 
subjektu k druhému, když víme, že už tento klíč poslal. Na druhou stranu chceme, aby měl každý 
subjekt k dispozici všechny klíče, které zná. Tento fakt ovšem prezentovanou gramatikou popsat 
nelze. Proto se vytvořila gramatika nová, která tuto skutečnost popisuje. 
 
Jednotlivá pravidla dané gramatiky jsou popsána níže: 
 
1.   <start>=<sub>®<sub>:<message> 
2.   <message>=<gensub> 
3.   <gennonce>=, <nonce> 
4.   <gennonce>= 
5.   <gennonce>=, <message>  
5.   <message>=<krypt><gennonce> 
6.   <message>=<kmessage><gennonce> 
7.   <kmessage>=<gensub><gennonce> 
8.   <kmessage>=<krypt><gennonce> 
9.   <kmessage>=<genkey><gennonce> 
10. <krypt>={<kmessage>}<key> 
 
Ze zápisu je vidět, že jsem trochu upravil zápis gramatiky. Jelikož slovo send uváděné 
v předchozí gramatice je dlouhé a mohlo by se použít jako terminální symbol a navíc se při posílání 
zpráv v zápisu jednotlivých pravidel udává symbol ®, zaměnil jsem v gramatice symbol ® za =. Jak 
je patrno, tato gramatika nemá přepis z nonterminálních symbolů na terminální. Tento fakt je tam 
z důvodu, že při generování se předem neví, jaké terminální symboly budou. Tímto je zajištěno, že při 
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zadání počátečních podmínek se může generovat protokol se třemi, čtyřmi a více subjekty 
komunikace pomocí jedné gramatiky. 
Tato gramatika popisuje protokol tak, aby se zbytečně negenerovaly nonce jednotlivých 
subjektů. Většinou potřebujeme poslat nonce s nějakým identifikátorem. Gramatika tedy generuje 
vždy identifikátor a potom případné nonce.  
Původně gramatika neobsahovala pravidlo <gennonce>=, <message>. Toto pravidlo vytváří 
rekurzi a více rozvětvuje generované pravidlo o další možné složené zprávy. 
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5 Metody automatizovaného návrhu 
bezpečnostních protokolů 
5.1 Úvod  
 
Pro návrh  protokolu existuje několik základních metod, které se ovšem nehodí na automatizovaný 
návrh. Mezi metody, které se na automatizovaný návrh bezpečnostního protokolu hodí je evoluční 
algoritmus [5]. Další metodou, o které se zmíním je metoda návrhu bezpečnostního protokolu 
skládáním [6]. 
 
5.2 Evoluční algoritmus 
5.2.1 Úvod 
 
Evoluční algoritmy patří mezi moderní metody optimalizace systémů a to nejen technických ale i 
ekonomických. Optimalizační problémy se vyskytují v každém oboru lidské činnosti. Sjednocením 
poznatků matematické teorie populační genetiky, darwinistické teorie přírodního výběru aplikované 
na experimentální i přírodní populace, moderní genetiky, systematiky a paleontologie zaniká ucelená 
teorie evoluce. Biologická evoluce je založena na nevratných změnách genetické struktury populací a 
zahrnuje štěpení, vznik i zánik jednotlivých vývojových linií organismů od vzniku života až do 
současnosti. Evoluční mechanismy, které příroda prověřila dlouhodobým vývojem leze velice 
úspěšně aplikovat i na technické problémy a to zejména takové, které jsou složité nebo těžko 
popsatelné matematickými metodami. Evoluční algoritmy jsou velice účinné optimalizační algoritmy, 
které vycházejí ze znalostí přírodní genetiky a jejich zákonů. Evoluční algoritmy se obvykle dělí na 
genetické algoritmy, genetické programování a evoluční strategie. 
Klasické genetické algoritmy používají operace selekce, křížení a mutace pro simulaci procesu 
reprodukce. Evoluční strategie obvykle vytvářejí potomky pouze modifikací (např. mutací jednoho 
rodiče). U genetického programování mohou jednotlivé geny kódovat proměnné i funkce, zatímco 
geny u gen. Algoritmu kódují pouze parametry účelové funkce. 
Vzhledem k rozmanitosti řešených optimalizačních problémů neexistuje obecně použitelný 
optimalizační algoritmus. Jedná se vždy o algoritmus, který je problémově závislý. Kombinací 
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neevolučních optimalizačních metod (např. simulované žíhání) a evolučních optimalizací vzniknou 
hybridní algoritmy. Jedinec s nejlepším dosaženým ohodnocením je považován za řešení problému. 
 
5.2.2 Popis genetického algoritmu 
 
Mechanismus standardního genetického algoritmu je překvapivě jednoduchý. Zahrnuje kopírování 
bitového řetězce - chromozomu (v našem případě posloupnost pravidel gramatiky při generování 
jednoho pravidla protokolu) a výměnu jeho úseku. Jednoduchost operací gen. algoritmu a přitom 
efektivnost takového postupu je hlavní motivací pro řešení problémů touto metodou. Při simulování 
přeživších vyhovujících informačních řetězců je hledán bitový řetězec s náhodně provedenou 
informační výměnou, která se přibližuje k cílovým vlastnostem. V každé nové generaci je vytvořena 
nová populace umělých bit. řetězců z předchozích vyhovujících řetězců. Tak se efektivně přenáší 
historické genetické informace při výběru nového směru prohledávací cesty. 
Nové generace jsou vytvářeny pomocí tří následujících fází reprodukce: selekce, křížení 
a mutace. Selekce je proces, ve kterém jsou jednotlivé bitové řetězce kopírovány na základě 
úspěšnosti, tedy na jejich Fitness funkci. Toto určení kvality je z biologického hlediska stanovení 
životaschopnosti jedince. Toto je umělý způsob přirozeného výběru. Po selekci je proces křížení 
realizován ve dvou krocích. V prvním se nové reprodukované bit. řetězce spojí náhodně do dvojic. 
V druhém kroku každý pár provede výměnu informací křížením a to tak, že je vybrána náhodná 
pozice uvnitř řetězce a na tomto místě se řetězce prohodí. Mutace je příležitostná náhodná změna 
hodnoty bitu (negace) na náhodné pozici bit. řetězce. Mutace je nutná proto, neboť i když selekce a 
křížení efektivně provádí proces prohledávání, může dojít ke ztrátě užitečných genetických informací. 
Mutace se provádí řádově u jednoho bitu z tisíce. Robustnost genetického algoritmu je dána 
především tím, že proces prohledávání prostoru řešení je ovlivňován bankou informací celé populace. 




Nejprve musíme vytvořit spojení mezi genetickým algoritmem a řešeným problémem, tzn. nalézt 
způsob přiřazení řešeného problému vzhledem k bitovým řetězcům, nad kterými se algoritmus bude 
provádět, a ocenění každého bitového řetězce Fitness funkcí, která umožňuje výběr řetězce pro další 
populaci. 
Algoritmus má několik kroků 
1. Vytvoř náhodně počáteční populaci 
2. Oceň každý řetězec dané populace pomocí Fitness funkce 
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3. Vytvoř nové řetězce pomocí reprodukce, tj. aplikuj operátor selekce, mutace a křížení 
4. Vymaž staré jedince ve staré populaci 
5. Oceň nové řetězce a vlož je do populace 






















5.2.3 Automatický návrh protokolu  
 
Myšlenka automatické tvorby protokolů byla publikována v následujících článcích na konferencích 
[7] [8]. Jak víme, protokol je množina pravidel a konvencí, které definují komunikaci mezi dvěma a 
více subjekty. Tyto pravidla je možné rozdělit na jednotlivé části (např. pomocí gramatiky nebo tzv. 
instrukcí, které provádějí jednotlivé operace v pravidle). Pomocí takto rozdělených částí jednotlivých 
pravidel jsme schopni sestavit množinu, která bude obsahovat všechny možné operace nad 
jednotlivými zprávami. Z této množiny vybíráme jednotlivé prvky a vytváříme počáteční populaci 











Obr. 7:  Popis evolučního algoritmu 
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Následující algoritmus popisuje postup návrhu protokolu 
1. Specifikace bezpečnosti – v tomto kroku popíšeme, co má a nemá znát každý subjekt, které 
zprávy jsou utajené a nemohou být posílány nezašifrovány, počet rekurzivních zašifrování 
apod. 
 
2. Vytvoření počáteční populace – náhodně generované protokoly (pomocí gramatiky nebo 
instrukcí) jsou zakódovány do chromozomů. Zde jsou vypočteny Fitness funkce pro 
jednotlivé chromozomy. Tato hodnota je určena z bezpečnostních předpokladů v každém 
stavu protokolu. 
 
3. Vybrání rodičů – jako standardní genetický algoritmus, vybíráme chromozomy podle nejlepší 
Fitness funkce. 
 
4. Křížení – volba správné lokace v chromozomech je velmi důležitá. Může to velice ovlivnit 
Fitness funkci a tím šanci na „přežití“ této generace. 
 
5. Mutace – umožňuje se vyhnout uváznutí v lokálních extrémech 
 
6. Reprodukce – stávající populace je nahrazena nově vytvořenými jedinci a při nesplnění 
ukončující podmínky se pokračuje ke kroku 3. 
 
5.2.4 Možnosti genetických algoritmů 
 
Vzhledem k tomu, že každá další generace je ze sledovaného hlediska dokonalejší, jsou genetické 
algoritmy předurčeny pro řešení optimalizačních úloh. Jde tedy o výběr nejlepšího řešení z množiny 
všech možných respektive přípustných řešení. Problémem však je, zda je možné genetické algoritmy 
využít pro řešení všech úloh, jejichž cílem je nalezení nějakého optimálního řešení. Tyto algoritmy 
použít lze, ale existují určité limitující faktory, mezi něž například patří vhodné reprezentace jedince 
nebo možnost, že nikdy nemusíme dosáhnout optimálního řešení. Výhodou těchto algoritmů je ten, že 
nikdy neuváznou v lokálních extrémech, jednoduchá implementace a relativní rychlost řešení. 
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5.3 Návrh protokolu metodou skládání 
 
5.3.1 Úvod  
 
Návrh protokolu skládáním [6] je jednoduchý modulární přístup nebo top-down metodologie, která je 
často používána v softwarovém návrhu. Tato metoda poskytuje nejen  cestu k budování složitých 
protokolů ze skupiny jednodušších, snadnější ověření správnosti protokolu, ale i garantuje správnost 
protokolu vytvořeného tímto způsobem. 
 Množina základních komponent se nazývá primitiva protokolu a slouží jako stavební bloky. 
Mnoho bezpečnostních protokolů je postaveno na užívání běžných mechanismů jako jsou výzva 
a odpověď a z těchto částí se vytvářejí tyto bloky. Schéma pro systematickou konstrukci a derivaci 
složitého protokolu z jednoduchých primitiv je prezentováno jako návrh metodou sestavování, která 
dovoluje kombinovat několik jednoduchých částí protokolu (primitiva protokolu) do složitého 
protokolu bez zrušení bezpečnostních vlastností, které byly součástí protokolů, z nichž se primitiva 
vytvářela.  
Mnoho bezpečnostních vlastností jako autentizace a utajení nejsou zpravidla součástí  
sestavování protokolu. Metoda sestavování je komplikovaná, protože jeden mechanismus protokolu 
může odhalit informaci, která by měla zůstat v tajnosti nebo mohou snížit bezpečnostní vlastnosti 
dosažené jiným mechanismem protokolu. Například, když jsou dva nezávislé protokoly jednocestné 
autentizace spojeny dohromady v jeden protokol, mělo by být zaručeno, že ani jeden z nich neporuší 
autentizaci dosaženou tím druhým. Všechny bezpečnostní vlastnosti každé komponenty protokolu by 
se měly při navrženém schématu sestavení zvýšit. Tedy, schéma by mělo jen povolit takové 
kombinace komponent, které by zvyšovaly bezpečnostní vlastnosti. Některé bezpečnostní vlastnosti 
se mohou zvýšit pečlivým výběrem mechanismů, které je realizují.  
Vybaven těmito mechanismy je použitelnost a účelnost navrhované metodologie potvrzena 
v mnoha příkladech návrhů protokolů, v mnoha různých užitích protokolů s různými počátečními 
předpoklady. Tato metoda není zaměřena na pokrytí všech existujících přístupů návrhu, ale rozumný 





5.3.2 Kompoziční teorie 
5.3.2.1 Autentizace dohodou 
Mechanismus výzvy a odpovědi nebo autentizační testy jsou časté metody pro ustanovení 
autentizačních výsledků. Hodně autentizačních protokolů využívá těchto schémat k dosažení cílů 
autentizace. Je jednoduché úspěšně vytvořit protokol tak, aby byla dosažena jednostranná autentizace 
pomocí autentizačního testu. Mnohacestné autentizační protokoly mohou být viděny jako množina 
jednocestných. To otevírá možnost implementování dvoucestného autentizačního protokolu 
kombinací dvou bezpečných jednocestných autentizačních protokolů. Naneštěstí tato metoda 
v základu nefunguje, protože dvoucestný autentizační protokol není jen dvakrát jednocestný. To 
nutně neznamená, že se autentizace sama sebe nemůže vytvořit nebo nemůže být složena. Jestliže 
autentizaci je možné složit, potom návrh složitých protokolů bude jednodušší. Nicméně je důležité 
porozumět, zda je nebo není možné autentizaci složit. Zásadním úkolem je porozumět, zda můžeme 
nový protokol sestavit z několika nezávislých protokolů při zachování dosažených cílů jednotlivých 
protokolů. [6] 
5.3.2.2 Vázané termy a primitiva protokolů 
Když subjekt A generuje proměnnou jako nonce nebo tajnou zprávu během běhu protokolů, je tam 
skupina účastníků, ke kterým se tato hodnota váže. Tato skupina je nazvaná vázaná skupina této 
proměnné. Například, když subjekt A generuje nonce k autentizaci B, pak bude x spojovat A jako 
odesilatele a B jako příjemce. Vazba mezi proměnnou a její vázanou skupinou se nazývá vázaný 
term. 
 
Definice 2. (Vázaný term) Daná proměnná x a její vázaná skupina Bx, řekneme, že x je vázané 
v termu Bx a zapisujeme (x; Bx). 
 
Proměnná může být vázaná na jinou proměnnou, ale my tuto možnost neuvažujeme. Všechny 
vázané termy jsou předpoklady popisující vazbu mezi proměnnou a skupinou subjektů komunikace 
a Bx je potom reprezentace této dvojice. Tedy (A, B) není totožné s (B, A). To znamená, že pro každý 
element v Bx je převzatý z definice specifikace protokolu. Nebo přesněji mohou být zapsány jako 
(Ai(1), B i(2) ), kde horní index znamená interpretaci j-tého elementu v množině. 
Koncept vázaných termů vytváří autentizaci jednodušší na porozumění a definici. Odesilatel 
posílá zprávu obsahující nonce a jeho vázanou skupinu a přijímá zprávu potvrzující vázaný term od 
příjemce. Jinými slovy, každá výměna zprávy by měla specifikovat, kdo je odesilatel a kdo příjemce 
a kdykoliv příjemce vytváří odpověď na danou zprávu, měl by zřetelně říct, co tou zprávou myslel. 
V protokolech, kde, všechny výzvy a odpovědi zprávami jsou implementovány způsobem, kdy 
odesilatel přijímá odpověď, může zkontrolovat vázané skupiny v odpovědi a jestliže nejsou takové, 
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jaké očekával, potom může zastavit provádění protokolu. Protokol vytvořený touto cestou je 
jednoduchý fail-stop protokol [10]. 
Je tu několik cest k implementaci přijímacích testů, ale ne všechny přijímací testy jsou užitečné 
a jen malá část těchto testů jsou praktické při realizaci protokolů. Máme skupinu protokolu nebo 
kroků protokolu které mohou být použity v přijímacích testech. Tento seznam nazýváme primitiva 
protokolu nebo jen primitiva. Tato primitiva jsou navržena pro efektivní komunikaci a budou použity 
jako stavební kameny pro skládání složitějších protokolů. Různé typy primitiv protokolu jsou možné, 
závisí to na klíčích použitých pro odpovědi příjemců a na formě těchto odpovědí. Všechna primitiva 
jsou navrženy jako fail-stop ve smyslu, že při provedení primitiva se protokol okamžitě zastaví, 




Aby skládání správně fungovalo, mělo by se ověřit, zda nenastává interference při několika 
primitivech vykonaných dohromady. Jinými slovy, každý cíl implementovaný u každého nezávislého 
primitiva protokolu by měl zůstat v platnosti i po složení. 
Předpokládejme, že p1(w1) a p2(w2) jsou primitiva s parametry w1 a w2. Nechť g1(w1) a  g2(w2) 
jsou cíle realizované těmito primitivy, respektive když jsou provedeny samostatně. Použijeme notaci 
p1(w1) Ä p2(w2) reprezentující spojený průběh obou primitiv. Jako spojený průběh myslíme běh 
p1(w1) a p2(w2) dohromady bez jakýchkoli omezení pořadí mezi nimi a jestliže nejsou důležité 
parametry primitiv, potom je označujeme p1 a p2 namísto p1(w1) a p2(w2). Pak je jednoduché 
zkontrolovat, zda cíl p1  g1 je ovlivněn provedením p2. Když  p2 je provedeno před p1 a když p2 
neporuší žádné předpoklady, na které p1 spoléhá, tehdy je g1 neovlivněný provedením p2.  
 
Poznámka:  Když nějaké provedení p2  neporuší předpoklady, na které p1 spoléhá, potom cíl p1 g1 je 
neporušený. 
 
Jestliže je poznámka pravdivá, potom můžeme říci, že g1 je neporušený při p1(w1) Ä p2(w2), podobně 
g2  může být neporušený při p1(w1) Ä p2(w2). Jestliže oba cíle g1 i g2 nejsou porušeny při p1(w1) Ä 
p2(w2), potom můžeme konstatovat, že mezi p1 a p2 nejsou žádné interference. 
Když má osvědčená autentizace nedestruktivní vlastnosti stejně jako nekonstruktivní, potom 
můžeme říci, že při složení nebude docházet k porušení cílových podmínek při současném provádění 




Tento způsob by se dal využít, pokud bychom dokázaly vytvořit dostatečnou množinu primitiv 
vytvořených tak, aby byly co nejobecnější. Při skládání by se potom jen dosadily za dané proměnné 
v primitivech, určité subjekty a posílané zprávy. Pokud by se dodržela daná pravidla, měl by vzniklý 





6 Popis implementované knihovny 
6.1 Úvod  
Dle zadání diplomového projektu měla knihovna umožňovat simulaci protokolu popsaném jeho 
pravidly a mít metody pro jeho použití v rámci implementace automatizovaného návrhu protokolu. 
V rámci této části jsem navrhl a implementoval jednoduchý generátor pravidel protokolu podle 
zadané gramatiky. Spojením knihovny funkcí a generátoru je možné generovat pravidla  protokolů. 
Toto byl základ pro použití knihovny funkcí a generátoru pro implementaci evolučního návrhu 
bezpečnostních protokolu. 
Tato část diplomové práce slouží k popisu metod nad jednotlivými třídami a jejich využití 
v dalších programech.  
Implementace byla prováděna ve Visual Studiu 2005. Knihovna je testována i v operačním 
systému Linux. 
6.2 Gramatika 
Při hledání jednoduchého popisu pravidel jednotlivých protokolů se narazilo na možnost popisu 
protokolu pomocí gramatiky. Jelikož není lehké popsat celý protokol pomocí gramatiky tak, aby se 
jednalo o obecný popis jednoduchých protokolů, nabízelo se řešení, že se budou popisovat jen 
jednotlivá pravidla. Pro využití metodou evolučního návrhu je to přijatelné řešení. 
Generátor jednotlivých pravidel protokolu je vytvořen tak, aby dokázal generovat jednotlivá 
pravidla v závislosti na znalostech komunikujících subjektů. Tím se dostaneme do fáze, kdy generátor 
využívající k výběru jednotlivých pravidel gramatiky náhodná čísla, generoval smysluplné a hlavně 
korektní pravidla. Kdybychom nechali generátor, aby generoval pravidla bez předchozího výběru ze 
znalostí odesílajícího subjektu, potom bychom museli většinu pravidel odstranit. Takto se zaručí, že 
informace, která se poslala, se už znovu posílat nebude. Toto ovšem platí jen v tom případě, že se 
daná informace nachází ve dvou různých pravidlech. Pokud se bude nacházet v jednom pravidle, 
generátor není schopen určit, že se informace už použila. Tuto znalost bude mít, až když pravidlo 
vloží do vytvářeného protokolu a toto pravidlo protokol provede.  
Gramatika je vytvořena tak, že neobsahuje pravidla, která přepisují nonterminální symboly na 
terminální. To je z důvodu toho, aby se nemusela psát zvláštní gramatika pro 3 komunikující subjekty 
a více komunikujících subjektů. Při testování jsme používali jen tři komunikující subjekty. To však 
má jedno omezení. Pro přepis nonterminálů na terminály je třeba dodržet určitou syntaxi generujících 
symbolů. Klíče musí mít počáteční písmeno K, nonce N a subjekty kterékoliv písmeno vyjma 
předchozích dvou. Je také třeba dbát na sémantický význam informace. Při implementaci jsem zjistil, 
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že je velký rozdíl mezi výběrem komunikující dvojice a posláním identifikace subjektu. Když se 
podíváme na pravidlo, tak to tak zřejmé není. Vidíme např. „A®B:{A, Na}Ka“, že A ve zprávě je 
stejné jako odesilatel. Pro vytváření komunikující dvojice chceme vybírat ze všech subjektů 
komunikace, ale ve zprávě jen z těch, které subjekt A zná a které ještě neposlal subjektu B. Totéž 
platí i u klíčů. Pro šifrování zpráv chceme kompletní seznam klíčů, které subjekt zná, ale pro poslání 
informace o klíči chceme, aby se vybrali jen ty klíče, které jsme ještě příjemci neposlali. Z tohoto 
důvodu vznikly další dva nonterminály, které tuto skutečnost popisují. Pokud bychom tedy chtěli 
přidávat další významový nonterminální symbol, je třeba se zamyslet, zda daný symbol nemá dva 
různé sémantické významy. 
 
6.3 Generátor a protokol 
 
Jelikož máme jen několik pravidel gramatiky, využíváme při generování pravidel náhodný výběr 
přepisovacích pravidel. Aby generátor negeneroval jen nesmyslná pravidla, musí být provázán 
s generovaným protokolem pro získávání adekvátních informací. Generátor funguje tak, že 
vygeneruje pravidlo a předá ho protokolu, který se ho bude snažit přidat. Při přidávání pravidel je ale 
potřeba otestovat, jak pravidlo vypadá. Je zbytečné ukládat pravidla, kdy je odesilatel stejný jako 
příjemce, kdy se nezabezpečeným kanálem posílá choulostivá informace nebo když není kanál vůbec 
mezi subjekty povolen. Je také zbytečné posílat zprávu, která je zašifrovaná klíčem, a obsahuje tentýž 
klíč. Pokud si příjemce bude moci zprávu dešifrovat, tak už informaci obsaženou ve zprávě 
nepotřebuje a tudíž není třeba takovou zprávu posílat. 
 Je také dobré vědět, že v ukázané gramatice se přepisují jen symboly sub, gensub, key, genkey 
a nonce. Pokud bychom chtěli přidat další významovou skupinu např. časovou značku, je třeba 
v generátoru přidat několik řádků v metodě Vyber podle předchozích řádků. Je také třeba přidat 
metody subjektu a protokolu pro výběr dané skupiny terminálních symbolů. Na to, které metody jsou 
potřeba se můžeme podívat do metody Vyber.  
 
Symbol sub představuje všechny subjekty, kteří jsou součástí protokolu. Symbol gensub potom 
představuje seznam všech subjektů, které daný odesilatel zná. Tímto se dostávám k těm sémantickým 
rozdílům, které jsem zmínil dříve. Je rozdíl, jestli potřebuji vybírat ze všech subjektů nebo jen ze 
subjektů, které daný uživatel zná. Podobná situace je při nonterminálech key a genkey. Při šifrování 
chceme vybírat ze všech klíčů, které máme k dispozici, ale pro poslání už vybíráme jen ty klíče, které 
jsme příjemci ještě neposlali. Všechny klíče reprezentuje nonterminál key, vybírané klíče reprezentuje 
genkey. 
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Při generování může nastat situace, kdy už nemám z čeho vybírat terminální symboly (nastala 
situace, kdy už se všechny přenesly). Aby se nemusela celá dosavadní práce zahodit, generátor vybere 
podle přepisovaného nonterminálního symbolu jiné pravidlo gramatiky a to provede. Tuto možnost 
má pouze jednu. Pokud by nastala stejná situace jako předtím, celé vygenerované pravidlo se zahodí. 
Generátor je momentálně zkonstruován tak, že nedokáže vygenerovat pravidlo, které obsahuje 
informace, které odesilatel nezná. Tímto se dostávám do situace, kdy nejsem schopen vygenerovat 
pravidlo obsahující zašifrovanou zprávu klíčem, který neznám a tím pádem neznám ani obsah zprávy. 
Většina bezpečnostních protokolů ale tento princip využívá. Pokud se podíváme na protokol 
Otway-Rees např. na první pravidlo. Subjekt A posílá subjektu B zprávu zašifrovanou klíčem Ka. 
Subjekt B tuto zprávu nedokáže rozšifrovat a posílá ji dál subjektu S. Generátor tuto situaci neřeší. 
I kdyby toto řešil, není možné po křížení zpětně určit, které znalosti by měl daný subjekt znát, aby 
tuto zprávu mohl poslat. Generátor je při nedostatku informací odesílajícího subjektu vytvořit seznam 
pravidel, které se musí přidat před právě otestované pravidlo, aby tímto testem prošlo. 
6.4 Popis tříd 
Knihovna funkcí obsahuje 3 různé třídy, které byly potřeba k popisu protokolu a jedna třída popisující 
generátor pravidel. Knihovna se skládá ze třídy popisující posílanou zprávu, ze třídy popisující 
subjekty komunikace a třídy popisující celý protokol. Funkce, které se potom dají použít při 
implementaci se nacházejí ve třídách cprotocol a cgen. 
 
6.4.1 Datové struktury 
Pro jednodušší popis jednotlivých vlastností jsem vytvořil několik datových struktur, které popisují 
jednotlivé vlastnosti tříd a některé parametry volaných funkcí. 
Zde je seznam těchto struktur: 
 
typedef set<string> setstring;  typ vytvářející množinu řetězců 
struct sname{   struktura popisující terminální symbol, ten může 
 string name;   být v textové nebo binární hodnotě. Binární hodnota 
 string bin;   byla v implementaci zrušena 
}; 
 
struct skey : sname{  struktura popisující klíč 




struct suk{   struktura popisující ukazatel na komunikující 
 uint from;   dvojici 
 uint where; 
}; 
 
struct sdescchannel{  struktura popisující definici komunikačního kanálu.  
 string Sender, Reciever; Pro každou komunikující dvojici je zvláštní.  
 int Desc;   Parametr Desc  vyjadřuje o jaký typ kanálu se jedná  
}; 
 
struct schannel : sdescchannel{ tato struktura popisuje kanál 
 cmessage message; 
}; 
 
struct sexpect{   struktura popisující předpoklady subjektu, vysvětlení, 
 map<string, setstring> values;  co to je bude níže 
 string subj; 
}; 
 
struct sexp{   struktura popisující cílové předpoklady, zde už  
 vector<string> values; není potřeba vytvářet mapu, protože nepotřebujeme  
 string subj;    uchovávat klíče, které šifrují poslanou 
}; 
 
struct sexpect_p{  struktura, do které se ukládají cílové předpoklady  
 string subj;   všech subjektů komunikace  
 vector<sexp> values;    
}; 
 
struct sdenexp{   struktura, do které se ukládají informace, kam  
 setstring values;  a co by daný uživatel neměl poslat 
 string subj; 
}; 
 
struct sdenexpect_a{  struktura, do které se ukládají zakázané symboly 
 string subj;   všech subjektů 
 vector<sdenexp> values; 
}; 
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6.4.2 Třída cmessage 
 Tato třída má popsat posílanou zprávu. Při další implementaci nebude potřeba, protože funkce, které 
se nad touto třídou provádějí, jsou součástí třídy csubject a cprotocol. Je možné si od subjektů 
komunikace posílané zprávy vyžádat, ale pro další práci je to nejspíš zbytečné. 
Při návrhu této třídy se muselo myslet na to, že posílaná zpráva má předem neznámou 
strukturu. Při popisu posílaná zprávy se vytvářejí dva druhy zpráv. První z nich je jednoduchá zpráva. 
Druhou z nich je zpráva složená, která se může skládat ze zpráv jednoduchých i složených. Tím 
pádem se vytváří rekurzivní struktura. 
6.4.2.1 Struktura 
 sname mess; 
 skey key; 
 vector<cmessage> message 
 
Pokud je naplněna vlastnost mess, potom vím, že mám jednoduchou zprávu. Při potřebě 
poslání zašifrované zprávy se naplní vlastnost key,která určí, že zpráva je zašifrovaná. Pokud je 
zpráva zašifrovaná, vždy se nacházejí nějaké zprávy v poslední vlastnosti a tou je vlastnost 
message. Ta popisuje složené zprávy. Pokud bych neměl nic ve vlastnosti key, potom mám 
složenou zprávu. Při šifrování jednoduché zprávy se vytvoří zpráva složená, kam se do klíče dá daná 
hodnota a do message se vloží šifrovaná jednoduchá zpráva. 
 
6.4.3 Třída csubject 
Tato třída  popisuje komunikující subjekty. Při návrhu jsem se snažil o co nejjednodušší avšak 
funkční popis komunikujících subjektů.  
 
6.4.3.1 Struktura  
sname name;    určuje jméno subjektu 
vector<cmessage> snd;  seznam posílaných zpráv 
vector<cmessage> recieve; seznam přijatých zpráv 
vector<string*> knowledge; vektor znalosti 
vector<sexpect> expectations;vektor předpokladů 
vector<sexp> goals_expect; vektor cílových předpokladů 
vector<string> * reg;  odkaz na registry 
vector<string> goals;  cílové znalosti 
 29 
vector<cmessage> undecrypted; nerozšifrované zprávy, zprávy u nichž 
neznám klíč 
 
Vlastnost expectation popisuje předpoklady subjektu. Tím se vyjadřuje, co subjekt komu 
poslal. Tímto způsobem může subjekt vědět, že příjemce jeho zprávy danou poslanou znalost má a 
může ji použít. Vlastnost goals_expect vyjadřuje cílové předpoklady, což jsou předpoklady, 
které by měl daný subjekt na konci komunikace splnit. Tímto způsobem se dokazuje oboustranná 
autentizace. 
Vlastnost knowledge popisuje znalosti jednotlivých subjektů. Ty se skládají z počátečních 
znalostí, které mají už před zahájením komunikace a ze znalostí, které získají při komunikaci.  
Vlastnost reg je ukazatel na znalosti, které jsou uloženy v protokolu, ve kterém subjekty 
komunikují. 
Vlastnost goals potom popisuje, které znalosti by měl subjekt mít po skončení komunikace. 
Pokud je cílem přenést klíč komunikace, měl by ho subjekt mít.  
Vlastnost undecrypted je množina zpráv, které není subjekt schopen v daném okamžiku 
rozšifrovat. Jakmile obdrží klíč, snaží se zašifrované zprávy dešifrovat a tím získat další znalosti. 
Při generování pravidel se dbá na to, aby se neposílaly zbytečně informace, které jsme mu už 
poslaly. To se provádí prolnutím všech možných znalostí a znalostí uložených v předpokladech. 
Pokud už danou znalost poslal, z vybraných znalostí se odebere. 
6.4.3.2 Důležité metody 
 
Hlavičky důležitých metod 
csubject(sname n, vector<string> * reg, vector<string> cile, 
vector<sexp> e, vector<sdenexp> denexp) 
int send(csubject* where) 
void recv(csubject* from)  
 
Popis metod 
Mezi důležité metody této třídy patří metoda send a metoda recieve. Tyto dvě metody 
simulují poslání zprávy přes kanál. V metodě send se daná zpráva vloží do kanálu, který náleží 
komunikující dvojici, a metoda recieve tuto zprávu ze správného kanálu přijme. V metodě send se 
také pracuje s předpoklady subjektu. Předpoklady udávají, co kam daný subjekt poslal. Tímto jsem 
schopen určit, které znalosti už příjemce od odesilatele má. Abychom si mohli být jisti, že příjemce 
poslanou znalost opravdu má, je třeba si nad zprávou udržovat i seznam klíčů, kterými je zpráva 
zašifrována. Při poslání klíče se nad touto množinou provádí „dešifrování“ těch zpráv, které jsou 
klíčem zašifrovány.  Toto dešifrování provádím jen v tom případě, že se v předpokladech daný klíč 
nachází v nezašifrované formě. 
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Metoda recieve naopak obsahuje dešifrování přijaté zprávy pomocí klíčů, které zná. Pokud 
subjekt dostane klíč, který je schopen dešifrovat, uplatní tento klíč na všechny zprávy, které má 
nedešifrované ve vlastnosti undecrypted. 
 Nad každým subjektem se na konci simulování provádí test na znalosti a předpoklady. Při 
inicializaci protokolu udáváme, které předpoklady by měl daný subjekt splnit. Poměrem splněných a 
nesplněných potom určujeme fitness funkci. 
Důležitou metodou nad touto funkcí je ještě konstruktor této třídy. Konstruktor je přetížený, 
aby se daly vytvářet i subjekty, které nepotřebují žádné další vlastnosti kromě jména. Tímto 
subjektem by mohl být špion nasazený na komunikační kanál. Druhý typ konstruktoru potom vytváří 
neinicializovaný subjekt komunikace. 
 
6.4.4 Třída cprotocol 
Tato třída má za úkol popsat simulovaný protokol. V její struktuře jsou uloženi všechny subjekty 
komunikace, vložená pravidla protokolu a seznam provedených pravidel. Nad touto třídou se provádí 




vector<suk> instr_set; v tomto vektoru jsou uloženy komunikující dvojice 
 vector<csubject> subjects; zde jsou uloženy subjekty komunikace 
 vector<csubject> spys; seznam špiónů  
 vector<string> registry;  registry znalostí 
vector<string> pravidla; jednotlivá pravidla protokolu 
 
Ve vlastnosti instr_set jsou uloženy identifikátory komunikující dvojice. Z této vlastnosti 
se později berou komunikující dvojice při poslání zprávy. 
Vlastnost subjects obsahuje seznam všech komunikujících subjektů. Tato vlastnost je 
vytvořena z vektoru subjektů třídy csubject. 
Vlastnost spys obsahuje seznam špionů, kteří poslouchají na daných kanálech. V implementaci 
se už nevyužívají, ale je možné je používat. Při používání špionů je potřeba upravit funkci run, která 
simuluje provedení pravidla. Je třeba jen dodat, že špion má přijmout zprávu z daného kanálu. Já jsem 
tuto funkci nepotřeboval a tudíž ani neimplementoval. 
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Vlastnost registry popisuje znalosti, které jsou v rámci protokolu. V těchto hodnotách jsou 
uloženy všechny identifikace subjektů, všechny možné klíče další hodnoty, které potřebujeme. Těchto 
registrů využívají i subjekty, které jsou součástí protokolu. 
Vlastnost pravidla obsahuje textovou podobu pravidel. Sice by bylo možné provést 
rekonstrukci pravidla přes instrukční sadu protokolu, ale je to zbytečné. Jednotlivá pravidla se do 
protokolu vkládají v textové podobě, tak není důvod, proč by se tato hodnota nemohla uložit. 
6.4.4.2 Důležité metody 
 
Hlavičky důležitých metod 
void run(void); 
void init(vector<string> reg, vector<sexp> znalosti, vector<sexp> 
cile, vector<sexpect_p> cile_expect, vector<sdenexpect_a> 
denied_expect, vector<sdescchannel> popiskanalu) 
int insert_instr(string instr); 





void Optimalization(cprotocol &prot); 
 
Popis metod 
S třídou cprotocol se už dá pracovat. A proto je důležité, abych uvedl některé metody, které jsou 
důležité nad touto třídou. 
Srdcem simulování protokolu je metoda run. Tato metoda simuluje poslání zprávy. Metoda 
bere poslední vloženou hodnotu do instr_set a provede poslání zprávy. Při vkládání zprávy 
k subjektu se zpráva vloží k odesílaným zprávám. Při poslání se zpráva z tohoto pole odebere. 
V instr_set jsou uloženy indexy jednotlivých subjektů a pomocí této hodnoty se určí správný 
subjekt.  
Důležitou metodou je metoda insert_instr, která vkládá do protokolu nová pravidla. Tato 
metoda je napsaná tak, aby zároveň kontrolovala správnost vkládaného pravidla. Při správném 
vložení tato funkce vrací 0. Při chybě, tzn. při nekorektním pravidle vrací chybovou hodnotu větší 
než 0. Mezi chybové hodnoty patří chyba v klíči, pravidlo je prázdné, příjemce a odesilatel je tentýž. 
Tímto se vybírají pravidla, která jsou korektní. 
Pokud se používá pro návrh protokolu např. evoluční algoritmus, ten nám pravidla přehází a už 
nejsou v korektním stavu. Pro zjištění, zda se dá pravidlo vložit, se používá metoda TestInstr, 
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která otestuje pravidlo na znalosti odesilatele. Pokud odesilatel nemá dostatek znalostí, nemůže toto 
pravidlo použít. Metoda vrací v referenci seznam chybějících znalostí. Při evolučním návrhu 
používáme metodu jednoduchého křížení. Tím se rozdělí protokol na dvě části a prohodí se s dalším 
protokolem. Pokud neprojde pravidlo funkcí TestInst, použije se funkce InsertInstr. Tato 
metoda dostává do parametrů potřebné znalosti a funkce prochází pravidla, která se při křížení 
vyměnila. Tím je zaručeno, že se hledaná informace najde.  
Pro výpočet fitness funkce se využívají metody TestKnowledge, TestDeniedExpect, 
TestExpect. Každá z těchto funkcí vytváří poměr mezi zadanou „cílovou“ hodnotou a hodnotou 
uloženou v příslušné vlastnosti. Metoda TestKnowledge prochází seznam cílových znalostí a 
počítá, jak moc jsou obsaženy ve znalostech subjektu. To stejné dělá metoda TestExpect. Metoda 
TestDeniedExpect porovnává vlastnost expectation a denied_expect. 
Pro optimalizaci daného protokolu existuje metoda Optimalization. Tato funkce vrací 
v referenci upravený protokol. 
Důležitou metodou protokolu je jeho inicializace. Tato funkce se schovává pod názvem Init. 
Pomocí této metody se inicializují subjekty komunikace, jejich znalosti, cílové znalosti, povolené 
komunikační kanály, cílové předpoklady a také seznam zakázaných symbolů. Při vytváření 
jednotlivých parametrů si musíme dát pozor, aby se na něco nezapomnělo. Je třeba nadefinovat 
všechny subjekty a jejich vlastnosti, jako předpoklady, i když žádné nemají. Pokud žádné nemají, pak 
se tato skutečnost započítá do fitness funkce při aplikaci evolučního algoritmu. Je ovšem potřeba, aby 
se tato skutečnost vedla v patrnost. Pokud by se toto nedodrželo, hrozilo by spadnutí programu. 
 
6.4.5 Třída cgen 
Tato třída popisuje jednoduchý generátor pravidel. Jelikož máme malou množinu pravidel gramatiky, 
rozhodli jsme se použít náhodného výběru mezi pravidly. Pro vytvoření náhodného čísla se používá 
generátor Mersene Twister [9], protože klasický generátor pseudonáhodného čísla, který nabízí 
jazyk C generoval pořád stejná pravidla.  
Logika generátoru generuje jen ty pravidla, které odesilatel zprávy má. Tím pádem nevytvoří 
pravidlo, které obsahuje informace, které nezná, ale může je mít v zašifrované podobě. Tím narážím 
na pravidlo, které obsahuje Needham-Schroeder protokol, kde se ve vnitřní zprávě přenáší informace 
zašifrovaná klíčem, který odesilatel nezná. Toto pravidlo by se sice po malých úpravách vygenerovat 
dalo, ale při prvním křížení by se stejně vyhodilo pro nedostatek znalostí. Jelikož nemůžeme zaručit, 
že se při provádění protokolu daná zpráva nerozšifruje, není možné zpětně kontrolovat, zda daný 
protokol danou zprávu obsahuje. Generovaná pravidla jsou korektní podle zadané gramatiky a podle 
znalostí jednotlivých subjektů. 
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6.4.5.1 Struktura:  
std::multimap<string, string> pravidla; pravidla gramatiky 
string Sender;      odesílatel - v ramci jednoho pravidla 
string Reciever;     příjemce - v rámci jednoho pravidla 
uint zanoreni;      jak hluboko je rekurze v generovaní 
MTRand_int32 MTRandom;    generator náhodnych cisel 
 
Součástí generátoru jsou pravidla gramatiky, ze které se pravidlo vytváří. Pod vlastností zanoreni 
se schovává hodnota rekurzivního zanoření při generování pravidla. Tato hodnota je nastavena na 10.  
 
6.4.5.2 Důležité metody 
Hlavičky důležitých metod 
void generate(cprotocol& protocol, int max); 
set<int> InsertInstructions(cprotocol p_test, cprotocol p_instr, 
pair<string, vector<string> > unknown_knowl, int pozice) 
void AddRule(string Rule) 
void AddChannel(string Sender, string Reciever, int popis)  
Popis metod 
Srdcem generátoru je metoda generate, která generuje protokol. Generování probíhá ve smyčce, 
kde se při každém průchodu kontroluje, zda se už nedosáhlo požadovaných znalostí pomocí metody 
ok, která se provádí nad generovaným protokolem. 
Další důležitou metodou je InsertInstructions. Tato metoda vkládá potřebná pravidla 
při nedostatku znalostí. Pravidla se berou z protokolu, ze kterého se daná část nepředávala. 
Pro inicializaci generátoru i generovaného protokolu slouží metody AddRule a 
AddChannel. Metoda AddRule přidává jednotlivá pravidla gramatiky. Tyto pravidla se rozdělí na 
dvě části. Na levou a pravou stranu. Oddělení je určeno znaménkem „=“. Levá část určuje, co se bude 
přepisovat. Pravá potom, čím se bude přepisovat. Pravidla se při vložení seskupují podle levé strany, 
takže je potom nemusíme hledat. Metoda AddChannel přidává kanály, kterými je možné posílat 
zprávy. Každý kanál je definován subjekty komunikace a typem kanálu. Je možné si vybrat ze 







Testy probíhají v operačním systému Windows XP.  
Konfigurace počítače:  
procesor AMD Athlon 64 X2 3600+, taktováno na 2 GH 
Pamět: 1GB DDR2 RAM na 667 MHz 
Virtuální pamět: velikost nastavena na 1536 MB 
 
Testování se týká generátoru protokolu. Potřebujeme zjistit, kolik času zabere generování 
počáteční populace pro aplikování evolučního algoritmu. V generátoru je podmínka, že při 1000 
cyklech, ve kterých se generují jednotlivá pravidla, se generování ukončí. Tímto je trochu ovlivněna 
celková statistika, ale uvedu čísla, kolika protokolů se tato skutečnost týká.  
Testy jsou prováděny nad skupinou protokolů o velikosti 300 jedinců. 
První grafy se týkají protokolů se třemi subjekty komunikace. Definice protokolu je navržena 
tak, že jeden z těchto subjektů má všechny informace a ke zbývajícím  by se potřebná informace měla 
poslat. Proto grafy neobsahují nulovou hodnotu znalostí, poněvadž jeden subjekt je již má při 
inicializaci. 





















Z grafu je patrno, že rozdíl v počtu cyklů v generování protokolu mezi protokolem se 30 a 40 
pravidly je malý. Je proto zbytečné generovat větší počet pravidel než 30. 
Graf 1 
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Na tomto grafu je vidět závislost počtu protokolů na dosažených znalostech. Z tohoto je patrné, že 
rozdíl mezi protokoly se 30 a 40 pravidly je malý a tudíž nemá smysl generovat více pravidel. 
 
    Tabulka 1: Počty generovaných pravidel 
Počet vygenerovaných pravidel Počet nastavených 
pravidel minimálni průměrná maximální 
10 10 10 10 
20 16 19,91 20 
30 17 25,29 30 
40 12 25,48 34 
 
Z tabulky je vidět, že pro slušný počet protokolů se všemi získanými znalostmi nám stačí 















Následující dva grafy popisují závislosti pro 4 subjekty komunikace. 













































Pro 4 subjekty komunikace jsem negeneroval pravidla, která mají méně než 30 pravidel, 
protože tak malé množství pravidel není schopno přenést dostatek informací, aby to rozumným 
způsobem ovlivnilo znalosti jednotlivých subjektů. Při generování jsem zjistil, že nemá smysl 
generovat více než 70 pravidel. Při generování protokolů o 100 pravidlech jsem generování vypnul na 
začátku, poněvadž to trvalo celkem dlouho a hodnoty byly hodně podobné protokolům ze 70-ti 
pravidly. 
 
Tabulka 2. Počty generovaných pravidel 
Počet vygenerovaných pravidel Počet 
nastavených 
pravidel minimální průměrná maximální 
30 29 29,997 30 
50 36 50 49,05 
70 38 56,85 70 
 
Z této tabulky vyplývá, že pokud bychom chtěli generovat protokoly pro 4 subjekty, stačí nám 
k tomu 57 pravidly. Generoval jsem i soubor dat se 100 pravidly, ale byl hodně podobný jako soubor 
se 70-ti pravidly.  
 
Pro 5 subjektů komunikace. Zde už je vidět, že je potřeba hodně cyklů, aby se protokol 
vygeneroval. 
 



















Pro 5 subjektů jsem generoval protokoly od 100 pravidel, jelikož nižší počty zase nedokázali 




























Tabulka 3. Počty generovaných pravidel 
Počet vygenerovaných pravidel Počet 
nastavených 
pravidel minimální průměrná maximální 
100 78 92 100 
120 77 117,25 120 
150 75 127,26 150 
 
Jak je z tabulky i grafu patrné, je třeba generovat alespoň 120 pravidel, abychom měli jistotu, 
že uspokojivé procento protokolů bude mít všechny znalosti. 
Graf 6 
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Poslední graf ukazuje závislost počtu subjektů na počtu potřebných pravidel k přenesení 
dostatečného počtu znalostí. Hodnoty jsou brány z průměrných hodnot nejpříznivějšího počtu 
pravidel. Z grafu by se daly odečíst hodnoty pro nastavení generátoru pro více než 5 subjektů. Je 












Tato diplomová práce se zabývala automatizovaným návrhem bezpečnostních protokolů [8]. V první 
části je jednoduché seznámení s formálním popisem protokolu. V další je potom letmé seznámení se 
dvěma různými přístupy automatického návrhu bezpečnostních protokolů.  
Cílem této práce bylo vytvořit knihovnu funkcí, která by uměla vygenerované protokoly 
otestovat. Součástí knihovny je i jednoduchý generátor pravidel protokolu. Cílem bylo vytvořit 
takový model, aby bylo možné testovat protokoly s různým počtem komunikujících subjektů. 
Vytvořený generátor dokáže ze znalostí jednotlivých subjektů sestavit relevantní zprávy a tyto zprávy 
je možné potom pomocí simulace protokolu „přenést“ od odesilatele k příjemci. Tato knihovna  
a generátor se používají ke generování protokolů pomocí evolučního algoritmu v diplomovém 
projektu Martina Sameše.  
Doufám, že vytvořená knihovna a získaná data z testování pomohou k dalšímu rozvoji 
implementované knihovny a zautomatizováním návrhu bezpečnostních protokolů. 
Jelikož je momentálně knihovna vytvořena pro simulaci symetrického protokolu, dalším 
krokem by mohlo být rozšíření o možnost simulovat i asymetrické protokoly. Základní stavební 
kameny jsou položeny a teď už závisí na jiných, kteří tuto knihovnu budou využívat, aby si ji 
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Příloha 2. Vybrané nejlepší protokoly 
z generovaných dat  
Hodnoty v hodnocení mají rozsah o 0 do 1. Vybrané protokoly mají nejvyšší hodnocení 
z celého souboru vygenerovaných protokolů. Na jednotlivé protokoly se použila fukce 
Optimalization, aby se ukázalo, jak vypadají protokoly zbavené zbytečných pravidel. 
 
Vybrané protokoly s nejlepším ohodnocením pro 3 subjekty komunikace 
Pro 10 pravidel: 
 A->B:S, NA 
 S->A:{KAB, S}KA  
Hodnocení:  Znalosti:    0,667 
   Předpoklady:    0,0833 
    Počet pravidel:     2 
    Počet pravidel před optimalizací:  10 
    Počet cyklů:         47 
 
Pro 20 pravidel: 
 B->A:{B, NB}KB 
 S->A:{KB}KAB 
 B->S:S, NB 
 A->S:B, NA, S, NA 
 S->A:{KAB}KA 
 A->S:{KAB, NB}KA, NB 
 A->B:{KAB, NB}KB 
Hodnocení:  Znalosti:     1 
    Předpoklady:        0,333 
    Počet pravidel:     7 
  Počet pravidel před optimalizací: 20 







Pro 30 pravidel     
 B->S:S, {A}KB, NB    
 B->A:B, NB     
 A->B:S, NA     
 A->S:S, NA, NA    
 S->B:{KAB}KB 
 S->A:{KAB}KA 
Hodnocení:  Znalosti:    1 
Předpoklady:    0,5 
Počet pravidel:    9 
Počet pravidel před optimalizací: 26 
Počet cyklů:    906 
Pro 40 pravidel  
 A->B:A, NA 
 B->A:B, NB, NB 
 B->S:A, NB 
 S->A:{KB}KA 





Hodnocení:  Znalosti:    1 
Předpoklady:    0,25 
Počet pravidel:    7 
Počet pravidel před optimalizací: 27 
Počet cyklů:    1219 
 
Vybrané protokoly s nejlepším ohodnocením pro 4 subjekty komunikace 
Pro 30 pravidel 
 S->C:A 
 S->A:{KAB, {B}KAB}KA 
 C->S:C, C, NC 
 A->S:B, B, NA 
 C->B:C, S 
 A->B:{A, A}KA, NA 
 S->B:{KAB}KB 
 4
Hodnocení:  Znalosti:    1 
Předpoklady:    0,125 
Počet pravidel:    7 
Počet pravidel před optimalizací: 30 
Počet cyklů:    344 
 
Pro 50 pravidel 
 B->A:{S, NB}KB 
 B->C:{S, NB}KB 
 B->C:A 
 C->S:S, B, NC 
 C->S:C 




 C->B:{C, NC}KC, NB 
 B->S:C, NB 
 C->S:KC, NB, {KB}KC, NB 
 S->A:{KA, KB}KAB 
 S->A:{KAB, KAB}KA 
 S->C:{KAB}KB 
 A->B:{KA, NA}KAB 
 C->B:{KC}KB 
 A->S:{KB, NB}KAB, NB 
 A->B:{KAB}KB 
Hodnocení:  Znalosti:    1 
Předpoklady:    0,3542 
Počet pravidel:    19 
Počet pravidel před optimalizací: 50 








Pro 70 pravidel 
 A->S:{A}KA, NA 
 C->B:{S}KC, NC 
 C->S:KC, NC 
 B->A:A, NB 
 B->C:A 
 C->S:C, A 
 C->B:C 
 A->B:A, NA 
 B->C:{S, NB}KB 
 B->S:C, NB 
 B->A:C 
 A->S:C 




 C->B:{KA, NB}KC, NB 
 A->B:{KA}KB 




Hodnocení:  Znalosti:    1 
Předpoklady:    0,375 
Počet pravidel:    21 
Počet pravidel před optimalizací: 68 
Počet cyklů:    90406 
 
Vybrané protokoly s nejlepším ohodnocením pro 5 subjektů komunikace 





4. B->D:S, NB 
5. C->S:{B, B}KC, NC 
6. B->S:S, NB 
7. D->S:{B}KD, B, ND 
8. D->C:C, ND 
9. C->A:{KAB, B}KC, NC 
10. D->B:C 
11. D->B:S, ND 
12. A->C:A, NA 





Hodnocení:  Znalosti:    0,4 
Předpoklady:    0,2667 
Počet pravidel:    14 
Počet cyklů:    187 
 
Pro 120 pravidel 
0. A->C:{B, NA}KA 
1. C->B:{S, {B}KC}KC, NC 
2. A->C:A 
3. D->B:C 
4. D->A:{S}KD, ND 
5. D->A:C 
6. B->D:{{A, NB}KB}KB 
7. C->A:{C}KC, NC 
8. D->C:S, ND 
9. A->S:A, NA 
10. A->S:C 
11. D->B:{A}KD, ND 
12. S->B:{KD}KB 
13. A->D:S, NA 
14. B->C:B, NB 
15. D->S:A, ND 
16. C->S:{C, NC}KC, KC, NC, NC 
17. S->B:{KA}KB 
18. B->S:{KB, NB}KA, {KB}KA 
19. S->C:KA, {KAB}KB 
20. S->D:{KC}KAB 
21. B->A:{KD, KD, NB}KA, NB 
22. S->C:{KB}KC 
23. B->C:{KA}KB 
24. C->S:KA, NA 
25. C->B:{{KA}KB}KB, {KC}KB 
26. C->D:{{KA}KB}KC 
27. C->D:{KB, NA}KC 
28. S->B:{KAB}KB 
29. S->C:KD 
30. C->B:{KB}KD, NA 
31. C->D:{KC}KA 




36. A->B:{KAB, NA}KA 
37. B->A:{KB}KA, NA 
38. C->A:{KB}KAB 
39. C->D:{KAB}KB 
40. B->S:{KA, NA}KB 
41. C->A:{KD}KB 
42. S->D:{{KB}KA}KC, NA 
43. B->D:{KC, NA}KD 
Hodnocení:  Znalosti:    1 
Předpoklady:    0,6 
Počet pravidel:    44 
Počet pravidel před optimalizací: 118 






Pro 150 pravidel 
 D->A:{A}KD, C, ND 
 C->A:C 
 B->S:S, NB 
 S->C:A, S 
 A->D:C, NA 
 C->A:{{S, NC}KC}KC, NC 
 D->C:A, ND 
 B->C:A 
 D->S:{B}KD, ND 
 C->B:{C, NC}KC, NC 
 D->B:{A, C}KD, ND 
 C->S:{{C}KC, NC}KC, A 
 D->S:C 
 S->B:{{C}KC}KD 
 A->B:B, NA, NA 
 A->S:{C, NA}KA, NA 
 A->B:C, C 
 S->C:KB 
 A->C:A, NA, A 




 D->S:{KB, NC}KD 
 S->A:{KB, NC}KD, NC 
 C->A:{KB}KD 
 S->C:{{KAB}KA, NC}KC 
 S->B:{{KAB, NC}KD}KA, NC 
 D->A:{KD, NC}KB, NC 
 S->D:{KAB}KC, {KAB}KAB 
 D->B:{KD}KB 
 B->A:{KD}KB 
 B->C:{KD}KB, {KD}KB, NB 
 B->D:{KB, NB}KD, NB 
 S->C:KA, KA 
 C->B:{KC}KB 
 D->B:{KB}KD, NC 
 B->A:{KC, NB}KD 
 S->B:{KA}KAB 









 A->C:{KAB}KB, NB, NB 
 A->D:{KD, NB}KB 
 A->S:{KC, NB}KAB, NB 
 A->B:{KAB, NB}KD 
 D->S:{KC}KD, NB 
 B->D:{KAB}KD 
 D->C:{KAB}KB, NB 
 B->C:{KAB}KD 
Hodnocení:  Znalosti:    1 
Předpoklady:    0,525 
Počet pravidel:    56 
Počet pravidel před optimalizací: 150 
Počet cyklů:    11907 
 
 
 
 
 
