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Tato práce se zabývá procedurálním generováním modelů budov podle určené předlohy.
Předlohou jsou data komunitního projektu OpenStreetMap. Práce dává přehled dostup-
ných metod pro klasifikaci objektů a gramatik pro generování obrazců. Prakticky se práce
zaměřuje na návrh klasifikátoru typu zástavby a algoritmu, který generuje modely podle
daného typu zástavby. Součástí je také implementace algoritmu a zobrazení výstupu pomocí
OpenGL.
Abstract
This thesis deals with the procedural generation of building models based on a given pat-
tern. The community project OpenStreetMap is used for obtaining datasets that create the
buildings platform patterns. A brief survey of classifiers and formal grammars for mode-
ling is introduced. Designing an estate classifier and algorithm for building generation is
practical aspect of this thesis, including the algorithm implementation. 3D output meshes
are rendered using OpenGL in real-time.
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Ve většině 3D grafických aplikací, her a animací byly dříve veškeré modely vytvářeny ručně.
Při malém počtu objektů je takové modelování zvladatelné. Ovšem v modelu velkých měst
se vyskytuje velké množství budov s různými úrovněmi detailu. Manuální sestavování tak
obrovského počtu budov by zabralo velké množství času. Proto se v nedávné době vývojáři
a animátoři aplikací s tématikou měst přiklání k městům generovaným. Typickým příkla-
dem nedávno vydané hry s vygenerovaným městem včetně interiérů budov je hra GTA 4
firmy Rockstar Games. Využitím procedurálního generování grafici přistoupili k hotovému
modelu města a jen jej podle návrhu nebo své fantazie poupravili. Aplikace Google Earth
poskytuje uživateli požitek z trojrozměrných budov, které se podobají svým reálným před-
lohám na místech v mapě, kde budovy v reálném světe opravdu stojí. Podobné tématice
se věnuje tato práce, kde cílem bude vytvořit chytrou aplikaci generující budovy v místě,
které je označené obdélníkovým výřezem z mapy.
Práce začíná přehledem teorie, jejíž poznatky jsou později prakticky použity při imple-
mentaci aplikace. Počátek kapitoly 2 tvoří úvod do kartografie a pokračuje shrnutím ana-
lytické geometrie v rovině a prostoru. Dále jsou zde uvedeny dostupné metody strojového
učení a gramatiky pro generování fraktálů. Následuje kapitola 3 popisující důležité knihovny
a aplikační rozhraní, které jsou v této práci využity. Jedná se hlavně o OpenStreetMap API,
jež poskytuje mapové podklady s rozmístěním budov a cest. Další použitá rozhraní jsou
Google Elevation API pro vytváření terénu v dané oblasti a knihovna OpenGL k vykreslení
vygenerovaných modelů. Stěžejní část práce se nachází v kapitole 4, kde je prezentován
návrh a implementace celé aplikace. Jsou zde stručně popsány použité algoritmy a úlohy





V této kapitole je uveden teoretický základ, ze kterého práce čerpá. Jsou zde popsány
postupy, algoritmy a vzorce, které výsledná aplikace používá. Podkapitola 2.1 uvádí základní
pojmy kartografie, typy zobrazení do mapy a druhy map. Podkapitola 2.2 dává přehled
základních operací a lineárních útvarů analytické geometrie. Další podkapitola 2.3 popisuje
hlavní metody pro klasifikaci a shlukování. Konečně se v podkapitolách 2.4 a 2.5 nachází
metody a gramatiky pro generování různých útvarů.
2.1 Kartografie
Kartografie je věda zabývající se zpracováním map. Geografická mapa je obraz části sku-
tečného povrchu Země v měřítkem určené zmenšenině. Takto o kartografii pojednává ve své
knize Buchar [5]. Pro určení libovolného místa v mapě se používají zeměpisné souřadnice
popsané rovnoběžkami a poledníky. Každá souřadnice představuje jeden úhel:
• zeměpisná šířka φ – úhel mezi normálou v bodě a rovinou rovníku, dělí se na severní
(〈0◦, 90◦〉) a jižní (〈0◦,−90◦〉), specifikuje rovnoběžku,
• zeměpisná délka λ – úhel mezi rovinou místního poledníku a rovinou základního po-
ledníku, dělí se na východní (〈0◦, 180◦〉) a západní (〈0◦,−180◦〉), specifikuje poledník.
Místa, kde se všechny poledníky setkávají (90◦ severní šířky a 90◦ jižní šířky), se nazývají
severní, resp. jižní pól.
2.1.1 Kartografická zobrazení
Protože Země má tvar velmi nepravidelný a členitý, která je ve většině případů rovina,
dochází při zobrazení do mapy ke zkreslení obrazu. Neexistuje těleso, které by přesně vysti-
hovalo tvar povrchu Země. Proto se do roviny mapy zobrazuje referenční těleso, nejčastěji se
jedná o elipsoid nebo kouli, které svými rozměry co nejlépe odpovídá rozměrům Země. Elip-
soid se používá pro mapy velkých a středních měřítek, koule pro mapy malých měřítek, kde
2
rozdíly v délkách a plochách mezi elipsoidem a koulí jsou v daném měřítku zanedbatelné.
Teorie kartografických zobrazení byla čerpána z atlasu od Haška [14].
Azimutální zobrazení
Nejjednodušší zobrazení je zobrazení azimutální, kdy se povrch referenčního tělesa zobrazuje
na tečnou plochu tak, jak to znázorňuje 2.1a. V obrázku 2.1b lze pozorovat tři druhy
zkreslení v závislosti na vzdálenosti od tečného bodu. Tento druh zobrazení se dá použít
pro zobrazení pouze jedné polokoule.
(a) (b)
Obrázek 2.1: Azimutální zobrazení na pólu a jeho zkreslení (Zdroj: [14])
Jedním z druhů azimutálního zobrazení je gnómonická projekce. Promítá body z povrchu
koule na plochu tak, jak je vidět na obrázku 2.2. Bod z povrchu je promítnut na průsečík
polopřímky, která je daná středem koule O a bodem na povrchu P1, a roviny, na kterou
se bod promítá. Protože taková přímka protíná kouli ve dvou bodech, dochází k mapování
dvou bodů z povrchu koule na jeden bod v rovině. Tato metoda funguje dobře pro malé
výřezy.
Obrázek 2.2: Gnómonická projekce (Zdroj: [38])
Střed roviny S je dán úhly φ0 a θ0. Bod P je dán úhly φ a θ. Souřadnice x, y bodu P
na rovině se podle Snydera [31] dají spočítat dle následujících rovnic:
3
x =




cos θ sin θ0 − sin θ cos θ0 cos(φ0 − φ)
cos c
, (2.2)
cos c = sin θ sin θ0 + cos θ cos θ0 cos(φ0 − φ), (2.3)
kde c je úhlová vzdálenost bodu P od středu projekce.
Válcová zobrazení
Při tomto zobrazení se mapuje povrch referenčního tělesa na povrch válce, který referenční
těleso obaluje a lze jej rozvinout do roviny. Tímto způsobem lze namapovat celý povrch re-
ferenčního tělesa. Tečný válec se v normální poloze dotýká referenčního tělesa podél rovníku
(obr. 2.3a). Sečný válec protíná referenční těleso ve dvou rovnoběžkách stejně vzdálených
od rovníku.
(a) (b)
Obrázek 2.3: Zobrazení tečným válcem a jeho zkreslení (Zdroj: [14])
Filozofie výpočtu souřadnice bodu mapovaného z povrchu referenčního tělesa je ob-
dobná jako u azimutálního zobrazení. Jak popisuje Snyder [31], bod C leží na průsečíku
polopřímky OS, kde O je střed referenčního tělesa a S je zobrazovaný bod na povrchu
referenčního tělesa, a povrchu válce (obr. 2.4). Nechť referenční těleso je tečné s povrchem
válce na zeměpisné délce λ0, pak bod S se zeměpisnou šířkou φ a zeměpisnou délkou λ je
mapován do kartézských souřadnic na povrchu válce podle rovnic
x = λ− λ0, (2.4)
y = tanφ. (2.5)
Tato metoda dává základ dalším metodám zobrazení, které modifikují rovnice tak, aby
zkreslení výsledného obrazu bylo co nejmenší. Nejzajímavější a nejpoužívanější jsou dvě
4
Obrázek 2.4: Výpočet souřadnic bodu na válci (Zdroj: [37])







φ)] = ln(tanφ secφ). (2.6)


















Postup, jak matematickými úpravami dojít k vyjádření rovnic 2.6 a 2.7, uvádí ve svém
vydání Snyder [31].
Kuželová zobrazení
Povrch referenčního tělesa se mapuje na povrch kužele, který lze rozvinout do roviny. Tečný
kužel se dotýká referenčního tělesa podél jedné rovnoběžky (obr. 2.5) a sečný kužel protíná
těleso ve dvou rovnoběžkách. O tomto typu zobrazení pojednává Hašek ve svém atlasu [14].
Obrázek 2.5: Zobrazení tečným kuželem a jeho zkreslení (Zdroj: [14])
Opět jako v předchozích případech se bodový vzor S z povrchu referenčního tělesa
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mapuje do bodu C na povrchu kužele. Bod C leží na průsečíku polopřímky OS a povrchu
kužele. Kužel je tečný k referenčnímu tělesu po kružnici, na které leží bod T . Pro kužel
o vzdálenosti h mezi středem referenčního tělesa O a vrcholem kužele A je úhel mezi úsečkou
OT a svislou osou z dán vztahem
θ = sec−1 h. (2.8)
Obrázek 2.6: Výpočet souřadnic bodu na kuželu (Zdroj: [36])
Výpočet obrazu bodu z referenčního tělesa o GPS souřadnicích (θ, λ) na plochu danou
povrchem kužele pak probíhá podle vzorců, které zpracoval Snyder [31]:
x = csc(sec−1 h+ φ) cosφ sin(
λ√
h2 − 1), (2.9)
y = csc(sec−1 h+ φ) cosφ cos(
λ√
h2 − 1). (2.10)
2.1.2 Rozdělení map
Na mapy můžeme nahlížet například z hlediska:
• obsahu







Každé hledisko je dále členěno, detaily rozdělení více popsal Voženílek [35].
V geografických informačních systémech se zavádí pojem mapová vrstva. Každá ma-
pová vrstva je obrazem reality a slučuje tématicky podobné objekty, jako jsou např. ulice,
body zájmu, výškové body apod. Mapová vrstva je reprezentována dvěma způsoby: vektory
a rastry. Rastrová mapa je diskrétní síť buněk, kde každá buňka nese nějakou hodnotu dá-
vající nám informaci. Buňky jsou reprezentovány mnohoúhelníky a informace v buňkách je
nejčastěji znázorněna barvou. Rastrové mapy se používají ke znázornění srážek, leteckých
fotografií, teplot apod.
Vektorové mapy jsou definovány pomocí bodů a čar. Bod, jakožto základní element
vektorových map, nemá žádný rozměr a je reprezentován geografickými souřadnicemi. Čáry
jsou úsečky spojující dva body. Více bodů a úsečky mezi nimi dokáží tvořit komplexnější
tvary na mapě připomínající křivky. Rozdíl mezi vektorovou a rastrovou mapou ukazuje
obrázek 2.7.
Obrázek 2.7: Rozdíl mezi rastrovou a vektorovou mapou (Zdroj: [15])
2.2 Geometrie útvarů
Zde jsou popsány základní geometrické útvary, jako jsou přímky, úsečky, polygony a důležité
operace nad nimi. Vychází se z analytické geometrie lineárních útvarů, kde se pro výpočty
používají vektory v rovině nebo v prostoru. Tyto teoretické poznatky jsou v práci prakticky
použity k výpočtům, jako jsou průniky cest s terénem, délky stěn, normály stěn a vrcholů
a další výpočty. Jak uvádí Škrášek [40], vektory leží v definovaném kartézském souřad-
nicovém systému, který má svůj počátek – nejčastěji jde o bod O, který má všechny své
složky nulové. Souřadný systém je dále definován osami, často jsou tyto osy na sebe kolmé.
Takový systém je označován jako eukleidovský prostor. Bod udává ortogonální vzdálenost
od každé z os. Definováním os lze vytvořit n-rozměrný eukleidovský prostor, ale pro tuto
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práci postačí prostory s dvěma, resp. třemi osami. Obecně lze vektor zapsat jako n-tici
v = (v1, v2, v3, . . . , vn), kde n udává rozměr prostoru, ve kterém je vektor orientován. Vek-
tor má svou velikost a udává směr. Spočítá se jako rozdíl dvou bodů. Mějme body A =
[a1, a2, . . . , an] a B = [b1, b2, . . . , bn], pak vektor ~AB = B−A = (b1−a1, b2−a2, . . . , bn−an).
Velikost vektoru u v eukleidovském prostoru se počítá jako eukleidovská vzdálenost dvou





Velikost vektoru lze měnit násobením vektoru u skalárem a, což ve výsledku znamená
násobení každé složky vektoru týmž číslem.
au = (au1, au2, . . . , aun) (2.12)
Základní operace součtu a rozdílu vektorů se počítají jako operace nad jednotlivými
složkami vektoru. Mějme tedy vektory u a v. Vektor s vzniklý jejich součtem je:
s = (u1 + v1, u2 + v2, u3 + v3, . . . , un + vn) (2.13)
Obdobně se počítá rozdíl vektorů. Další vektorovou operací je skalární součin, který
udává vztah mezi velikostí vektorů a úhlem jimi svíraným a značí se ”·”. Jedná se o operaci
komutativní, platí tedy, že u·v = v·u. Jak už název napovídá, výsledkem je skalár. Skalární
součin mezi vektory u a v, které mezi sebou svírají úhel ϕ, se spočítá následovně:
u · v = |u||v| cosϕ = u1v1 + u2v2 + . . .+ unvn (2.14)
Konečně vektor normalizovaný, někdy uváděn jako vektor jednotkový, se získá vydělením





|u| , . . . ,
un
|u|) (2.15)
2.2.1 Útvary v rovině
Rovina je definována dvěma osami x a y a lze v ní sestrojit základní geometrické útvary:
bod a přímku. Jak je zmíněno výše, bod je určen vzdáleností od obou os [x, y]. Pro sestrojení
přímky je potřeba znát její směrový vektor.
Obecná rovnice přímky vychází z normálového vektoru, což je vektor kolmý na směrový
vektor u = (ux, uy). Ten se vytvoří záměnou složek směrového vektoru a negací jedné z nich:
n = (−uy, ux) = (nx, ny). Obecná rovnice přímky v rovině má tvar
ax+ bx+ c = 0. (2.16)
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Koeficienty a a b definují směr posunutí přímky od počátku a koeficient c pak velikost
tohoto posunutí. Ve své podstatě je orientace posunutí kolmá na přímku, tudíž směr to-
hoto posunutí je dán právě normálovým vektorem. Proto platí, že a = nx a b = ny, odtud
dostáváme tvar rovnice přímky nxx + nyy + c = 0. Zbývá tedy dopočítat relativní posu-
nutí k počátku soustavy. To je získáno dosazením libovolného bodu ležícího na přímce za
proměnné x a y. Vyberme si tedy třeba bod A, potom c = −nxax − nyay. Nyní už známe
obecnou rovnici přímky, která je definována dvěma body A a B.
Obecné rovnice přímek se dají využít pro zjištění, jestli bod v rovině leží na přímce nebo
pro získání průsečíku dvou přímek. Zda bod leží na přímce, lze zjistit dosazením souřadnic
bodu do obecné rovnice přímky, a pokud je ve výsledku rovnice platná, bod na přímce leží.
Když se ve výsledku dojde k nerovnosti, bod leží mimo přímku.
Průsečík dvou přímek se pak řeší jako soustava dvou lineárních rovnic, kde výsledkem
je právě bod ležící na průsečíku přímek. Mějme přímku p : pax + pby + pc = 0 a přímku







Další užitečná informace je vzdálenost bodu od přímky. Tu popisuje následující věta:
Věta 2.2.1 (Věta o vzdálenosti bodu od přímky). Pro vzdálenost d bodu A = (x0, y0) od
přímky o rovnici
ax+ by + c = 0, (2.18)
platí vzorec
d =
|ax0 + by0 + c|√
a2 + b2
≥ 0. (2.19)
Důkaz této věty lze nalézt v Základech vyšší matematiky [40].
2.2.2 Útvary v prostoru
V prostoru díky přidání nové osy z přibývá další útvar, a tím je rovina. Rovina v prostoru
je obdobou přímky v rovině. Vektor má analogicky tvar v = (vx, vy, vz) a je opět definován
dvěma body. K vektorům v prostoru přibývá nová operace vektorový součin, jejímž výsled-
kem je nový vektor kolmý na dva vektory, mezi kterými je vektorový součin počítán. Znak
vektorového součinu je × a počítá se jako:
u× v = n|u||v| sinϕ, (2.20)
kde ϕ je úhel mezi vektory u a v a n je jednotkový vektor kolmý na oba vektory u a v.
Výsledný vektor w = (wx, wy, wz) vzniklý vektorovým součinem, přesněji skalární složky
vektoru wx, wy, wz, se počítají podle vzorců:
9
wx = uxvy − uzvy
wy = uzvx − uxvz
wz = uxvy − uyvx
(2.21)
Pokud máme dva vektory v prostoru, jsou dvě možnosti, jak spočítat úhel mezi nimi.
Může se použít vzorec pro vektorový nebo skalární součin, vyjádřit si goniometrickou funkci
a použít funkci inverzní pro získání samotného úhlu.
Podobně jako přímka v rovině se dá napsat obecná rovnice pro rovinu v prostoru.
Přidáním z-ové souřadnice do obecné rovnice přímky v rovině dostáváme obecnou rovnici
roviny v prostoru:
ax+ by + cz + d = 0 (2.22)
Koeficienty a, b a c opět odpovídají jednotlivým složkám normálového vektoru roviny.
Pokud je rovina definovaná třemi body A, B, C, vytvoří se dva vektory ~AB a ~AC ležící
v rovině a pomocí vektorového součinu (rovnice 2.21) se spočítá normálový vektor n. Po
dosazení složek vektoru w do rovnice 2.22 za koeficienty a, b a c zbývá spočítat posunutí
d. To je získáno dosazením libovolného bodu (např. A) do rovnice 2.22, dostáváme tedy
rovnici pro výpočet posunutí d:
d = −nxAx − nyAy − nzAz (2.23)
Přímka v prostoru nemá obecnou rovnici, zapsat ji lze pouze parametricky. Průnik dvou
rovin p : pax + pby + pcz + pd a q : qax + qby + qcz + qd je opět soustava lineárních rovnic
a výsledkem X je nekonečně mnoho bodů na přímce:
X =
[
pa pb pc −pd
qa qb qc −qd
]
(2.24)
Pro výpočet průsečíku přímky s rovinou r : rax + rby + rcz + rd, lze použít výsledek
z rovnice 2.24 a přidat jej k nové soustavě řešící průsečík Y tří rovin p, q a r:
Y =
 pa pb pc −pdqa qb qc −qd
ra rb rc −rd
 (2.25)
2.2.3 Polygony
Polygon je v matematice synonymum pro mnohoúhelník. Může být tvořen n vrcholy, na-
bývat různých tvarů, vytvářet konvexní nebo nekonvexní obrazce, obsahovat v sobě díry.
V počítačové grafice má na rozdíl od mnohoúhelníku polygon jednu důležitou vlastnost,
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kterou je orientace. V základu se jedná o množinu orientovaných úseček, což dává možnost
rozhodování o směru normály polygonu. Orientace může být po směru hodinových ručiček1
nebo proti směru hodinových ručiček2. V počítačové grafice je polygon základní zobrazovací
jednotkou, přičemž nejmenší možný polygon je trojúhelník.
Graham scan
Graham scan [6] je algoritmus pro výpočet konvexní obálky obecného polygonu. Má na
vstupu množinu vrcholů polygonu Q takovou, že |Q| ≥ 3. Dále využívá funkci Top(S),
což je funkce vracející vrchol zásobníku S, aniž by prvek z vrcholu odstranila. Další využí-
vaná funkce je Next-To-Top(S). Tato funkce vrací prvek pod vrcholem zásobníku, aniž
by zásobník S změnila. Funkce Push(p, S) a Pop(S) jsou chápány jako klasické zásobní-
kové funkce. Zásobník S je výstupem Graham scanu a obsahuje vrcholy konvexní obálky
polygonu seřazené proti směru hodinových ručiček. Celý algoritmus pak lze zapsat jako:
Nechť p0 ∈ Q je bod s minimální y-ovou souřadnicí nebo nejlevější bod
v případě shody.
Nechť 〈p1, p2, . . . , pm〉 jsou zbývající body z Q seřazeny podle
úhlu proti směru hodinových ručiček okolo bodu p0 (v případě
shodných velikostí úhlů ponech pouze nejvzdálenější bod).




for i = 3 to m







Algoritmus 2.1: Algoritmus Graham scan
Důkaz o korektnosti algoritmu i jeho popis lze nalézt v knize Introduction to algori-
thms [6]. Na obrázku 2.8 lze vidět, že při zjištění, že úhel daný body p6, p9 a p10 je pra-
votočivý, se algoritmus vrací zpět přes body tvořící v předchozích krocích levotočivé úhly,
které se stávají přidáním bodu p10 pravotočivými. Vyprazdňováním zásobníku se algorit-
mus vrací k takové trojici bodů, která ve výsledku tvoří levotočivý úhel s koncovým bodem




Určení, zda tři body A,B a C tvoří levotočivý nebo pravotočivý úhel, je zjištěno na základě
směru vektoru vzniklého vektorovým součinem vektorů ~BA a ~BC.
Obrázek 2.8: Ukázka stavu konvexní obálky v průběhu jejího výpočtu (Zdroj: [6])
Výpočet obsahu konvexního polygonu
Pro výpočet obsahu konvexního polygonu musí být vrcholy polygonu seřazeny proti směru
hodinových ručiček. Takto seřazený seznam bodů je výstupem algoritmu Graham scan
z předchozí sekce. Z bodů se sestaví matice, jejíž determinant je dvojnásobkem obsahu.















[(x1y2+x2y3+x3y4+. . .+xny1)−(y1x2+y2x3+y3x4+. . .+ynx1)] (2.26)
Triangulace polygonu
Grafická karta zpracovává pouze trojúhelníky, ze kterých vytváří komplexnější obrazce. Aby
mohl být polygon zpracován, musí být nejprve rozložen na sadu trojúhelníků. K tomu slouží
proces triangulace polygonu. Algoritmus popsaný Narkhede a Manocha [22] se skládá ze tří
kroků a je založený na Seidelově algoritmu [29].
Prvním krokem je rozdělení polygonu na lichoběžníky. Toho se docílí tak, že od každého
vrcholu je vedena souběžně s osou x přímka, dokud neprotne stranu polygonu. Následně
jsou lichoběžníky rozděleny na monotónní polygony. To znamená, že existuje taková přímka,
jejíž všechny přímky kolmé na tuto přímku protínají polygon maximálně ve dvou bodech.
Průchodem všech vzniklých lichoběžníků a testem, zda některý z vrcholů původního poly-
gonu leží ve straně lichoběžníku, jsou získány monotónní polygony tím, že se spojí libovolný
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vrchol lichoběžníku s testovaným vrcholem. Posledním krokem algoritmu je dělení monotón-
ních polygonů na trojúhelníky. Ty jsou dosaženy tak, že se postupně projde všemi vrcholy,
které jsou seřazeny ve směru osy x. Pokud ze tří po sobě jdoucích vrcholů nelze sestrojit
trojúhelník, je nejpravější vrchol uložen na zásobník. Pokud trojúhelník lze sestrojit, je
sestrojen a zároveň se pokusí sestrojit trojúhelník s vrcholy na zásobníku. Při úspěšném
sestrojení se vrcholy ze zásobníku odstraní.
2.3 Klasifikace a shlukování
Tato kapitola dává základní přehled o metodách určených k rozdělení objektů do skupin
na základě jejich podobnosti. Zevrubně se zde popisují nejznámější metody, které se využí-
vají ve velké míře při zpracování obrazu. Tyto metody můžeme rozdělit do dvou skupin.
Do první skupiny patří metody učení s učitelem. Aparát rozdělující objekty do sku-
pin se nazývá klasifikátor. Každý klasifikátor je potřeba nejprve natrénovat podle vybra-
ného reprezentativního vzorku dat, tzv. trénovací sadou, z každé skupiny, do které budeme
objekty rozdělovat. Trénovaný klasifikátor se pak testuje s jinou sadou reprezentativních
vzorků – testovací sadou. Vstupem klasifikátoru je vektor příznaků, který obsahuje popis da-
ného objektu. Velikost vektoru příznaku je konstantní. Formálně lze zapsat klasifikátor jako
x1, . . . , xn → y, kde (x1, . . . , xn) je vektor příznaků o velikosti n a y je výsledek klasifikace.
Matematicky je klasifikátor funkce f , která má argumenty x1, . . . , xn a jejím výstupem je
y, tedy f(x1, . . . , xn) = y.
Druhou skupinu tvoří metody učení bez učitele. Tyto metody dělí v parametrickém
prostoru objekty na základě jejich polohy v prostoru do shluků. Proto se těmto metodám
říká shlukování. Detailněji jsou metody popsány v knize Artificial Intelligence: A Modern
Approach [27], níže je uveden pouze stručný přehled vycházející z této knihy.
Neuronové sítě
Tento typ klasifikátoru se snaží napodobit lidskou neuronovou síť pomocí umělého per-
ceptronu. Typická neuronová síť se skládá z několika vrstev, kde v každé vrstvě je různý
počet neuronů. Tyto vrstvy jsou mezi sebou propojeny, nejčastěji každý neuron se všemi
neurony vrstvy následující, jak je vidět na obrázku 2.9. Toto ovšem není pravidlo a může
se propojit i neuron s libovolnými následujícími neurony. První vrstvě, do které vstupuje
vektor příznaků3, se říká vstupní vrstva. Posledním neuronům, které nám už dávají výsledek
klasifikace, se říká výstupní vrstva. Zbylé vrstvy uvnitř sítě se nazývají skryté vrstvy. Těchto
vrstev může být v síti více.
Každý neuron ve skryté vrstvě má na svém vstupu vážený součet výstupů předchozích
neuronů, se kterými je stávající neuron propojen. Slovo vážený zde znamená, že každý
výstup předcházejícího neuronu je vynásoben proměnnou, která se nastavuje trénováním
3Do jednoho vstupního neuronu vstupuje právě jeden příznak z vektoru příznaků.
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sítě. Každý neuron má v sobě váhovou funkci, jejímž vstupem je právě zmíněný součet.






kde fw je váhová funkce, n je počet propojených neuronů z předchozí vrstvy, oi je výstup
i–tého neuronu z předchozí vrstvy a wi je jeho váha. Θ je aktivační práh neuronu, který
udává, je-li neuron aktivní. Tato konstanta se používá málokdy.
Obrázek 2.9: Neuronová síť (Zdroj: [1])
Support Vector Machine
SVM je binární lineární klasifikátor, který se snaží rozdělit prostor popsaný vektorem
příznaků pomocí lineární nadroviny4 tak, aby vzdálenost nadroviny od obou shluků byla
optimální, jak ji ukazuje obrázek 2.10. Výsledkem jsou 2 skupiny dat. SVM je metoda velmi
podobná neuronovým sítím, dokonce při použití sigmoidní funkce pro rozdělení dat je ekvi-
valentní s dvouvrstvou neuronovou sítí. V případě, že neexistuje nadrovina, která by prvky
rozdělila, zvětšuje se počet dimenzí prostoru, dokud není možné nadrovinou prvky rozdělit.
Detailnější popis a výpočty pro SVM lze nalézt na webových stránkách DTREG [10] nebo
v knize Support-vector networks [7].
Obrázek 2.10: Optimální nadrovina (Zdroj: [10])
4V 2D prostoru to bude přímka, ve 3D rovina, ve 4D to bude 3D prostor atd.
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AdaBoost
AdaBoost je adaptivní metoda klasifikace, která skládá za sebe několik lineárních klasifiká-
torů. Lineárním klasifikátorem může být jakákoliv libovolná jiná metoda klasifikace. Detaily
metody popisují Freund a Schapire [12]. Tyto klasifikátory nemusí být dobře natrénované5,
a přestože jako jednotlivci nedodávají dobré výsledky klasifikace, metoda AdaBoost klasi-
fikátory zkombinuje tak, aby byl výsledek klasifikace dobrý. Výsledkem je nelineární silný
klasifikátor. Tajemství spočívá v nastavení vah u každého slabého klasifikátoru a ve zřetě-
zení klasifikátorů za sebe. Nechť c1, . . . , cn jsou slabé klasifikátory mající na vstupu vektor
příznaků X a w1, . . . , wn jsou váhy jednotlivých slabých klasifikátorů. Lineární kombinací





Tato metoda spadá pod metody učení bez učitele, jde o metodu shlukovací. Musíme zde
vědět předem, na kolik skupin chceme prvky rozdělit. Podle počtu prvků se pak náhodně
do prostoru umístí body, jejichž počet bude stejný jako počet skupin. Tyto body vytváří
nadroviny v prostoru. Body se iterativně posunují v prostoru vždy podle prvků ve svém
shluku do takového bodu, ve kterém je vzdálenost ke všem prvkům minimální. Tento bod
se nazývá centroid. Nechť máme n prvků a dělíme je do k shluků tak, že k ≤ n. Shluky






||xj − µi||2 (2.29)
Nevýhodou metody k-means je, že body jsou náhodně inicializované a výsledek nemusí
být vždy správný. Vhodná inicializace těchto bodů hraje obrovskou roli. Detaily metody
popsali Norvig a Russell [27]. Příklad nesprávné inicializace a jejího výsledku můžeme vidět
na obrázku 2.11.
(a) Inicializace bodů (b) Výsledek shlukování
Obrázek 2.11: Špatné shlukování metodou K-means (Zdroj: [34])
5Takovému klasifikátoru se říká slabý klasifikátor.
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2.4 L-systémy
L-systémy jsou ve své nejjednodušší podstatě regulárními nebo bezkontextovými gramati-
kami, na jejichž výzkumu mají největší podíl Aristid Lindenmayer a Przemyslaw Prusin-
kiewicz. Proto se v některé literatuře vyskytuje místo L-systému pojem Lindenmayerův
systém. L-systémy úzce souvisí s želví grafikou a generováním fraktálů. L-systém je de-
terministický, ale můžeme se také setkat s L-systémy obsahujícími v sobě generátor čísel,
proto se pak jedná o stochastický L-systém. L-systémy také využívají iterace a rekurze, což
umožňuje zakomponovat do výsledného obrázku určitou pravidelnost.
Abychom mohli L-systémy používat, je nutné vědět, jak je Lindenmayer definoval [25].
Oproti klasickým gramatikám, které hrají velkou roli v teoretické informatice a oborech
zkoumajících jazyky, základní L-systémy nerozlišují terminální a non-terminální symboly.
Tyto dvě množiny symbolů jsou zde sloučeny do jedné množiny.
Definice 2.4.1. L-systém G je trojice (V,w, P ), kde:
• V je konečná množina symbolů zvaná abeceda, V ∗ je množina všech slov nad abecedou
V a V + je množina všech neprázdných slov nad abecedou V ,
• w ∈ V + je neprázdné slovo zvané axiom (počáteční slovo),
• P ⊂ V × V ∗ je konečná množina součinů (a, χ), která značí přepisovací pravidla.
Součin (a, χ) ∈ P se zapisuje a→ χ, kde → značí derivaci. Písmeno a je levá strana (angl.
predecessor) a slovo χ je pravá strana (angl. sucessor) přepisovacího pravidla. V množině
pravidel P pak musí existovat pro všechna a ∈ V alespoň jedna dvojice (a, χ), χ ∈ V ∗.
L-systém nazýváme deterministický6 právě tehdy, když pro každé a ∈ V existuje právě
jedno přepisovací pravidlo a→ χ, kde χ ∈ V ∗.
Definice 2.4.2. Nechť µ = a1 . . . am je slovo sestavené z abecedy V . Slovo
ν = χ1 . . . χm ∈ V ∗ je přímo derivované (nebo generované) z µ, zapisováno µ ⇒ ν právě
tehdy, když ai → χi pro všechna i = 1, . . . ,m.
Protože nelze určit konec generování kvůli nepřítomnosti terminálních, resp. non-termi-
nálních symbolů, generování je ukončeno po určitém počtu iterací.
Želví grafika
V předchozím odstavci byl zmíněn pojem želví grafika. Když už je známa definice nejjed-
noduššího L-systému, můžeme blíže specifikovat želví grafiku, která k vytváření fraktálů
využívá právě L-systémy. Želví grafiku si lze jednoduše představit jako pohybující se želvu,
za kterou zůstává čára. L-systém pak definuje natočení želvy a vzdálenost, o kterou se
má želva pohnout. Želva v sobě uchovává dva atributy – svou polohu a natočení, tedy směr,
6Deterministický L-systém nultého řádu se značí D0L-system.
16
kterým se bude pohybovat. V 2D grafice to lze zapsat jako trojice (x, y, φ), kde x, y jsou sou-
řadnice na kreslicím plátně a φ úhel natočení oproti vodorovné ose. Podle Tišnovského [32]
je definována množina V symboly abecedy, což budou akce, které umí želva vykonávat.
• F – pohyb želvy dopředu s kreslením
• G – pohyb želvy dopředu bez kreslení
• B – pohyb želvy dozadu s kreslením
• + – otočení želvy proti směru hodinových ručiček o předem známý počet stupňů
• − – otočení želvy po směru hodinových ručiček o předem známý počet stupňů
Jako příklad jednoduché želví grafiky můžeme uvést sněhovou vločku Helge von Kocha
tvořenou gramatikou GKochF lake = (V,w, P ). Konstanta otáčení želvy je 60◦.
• V = {F,+,−}
• w = {F + +F + +F}
• P = {F → F − F + +F − F}
Na obrázku 2.12 můžeme vidět generování sněhové vločky Helge von Kocha po různém
počtu iterací, konkrétně 0− 3.
(a) 0 iterací (b) 1 iterace (c) 2 iterace (d) 3 iterace
Obrázek 2.12: Sněhová vločka Helge von Kocha (Zdroj: [32])
Závorkové L-systémy
Pomocí výše zmíněného L-systému nelze vytvářet větvící se struktury z důvodu, že si želva
nepamatuje své předchozí pozice. Tento nedostatek Lindenmayer [25] vyřešil zavedením
zásobníku do gramatiky a nad zásobníkem dvě základní operace: uložení stavu želvy na zá-
sobník a vyjmutí posledního uloženého stavu želvy z vrcholu zásobníku. Stavem želvy, jak
už bylo zmíněno výše, se rozumí pozice želvy a natočení vůči souřadným osám. Do množiny
symbolů se zavádí dva nové symboly: [ pro uložení stavu želvy na zásobník a ] pro vyjmutí




Závorkové L-systémy dokáží generovat složitější fraktál, ale při stejném počtu iterací gene-
rují vždy stejný útvar. Nenesou v sobě žádnou náhodnost zakomponovanou do generování.
L-systémy obsahující v sobě náhodnost, přičemž geometrický a topologický tvar genero-
vaného objektu se nemění, se nazývají stochastické L-systémy. Lindenmayer [25] zavedl
náhodnost do implementace L-systému tak, aby gramatika zůstala stejná, nezměněná. Po-
mocí vygenerovaného pseudonáhodného čísla můžeme měnit délku kroku želvy a úhel jejího
otáčení. V implementaci, kde se přičítá krok želvy, resp. úhel natočení, se přidá funkce ge-
nerující čísla v námi stanoveném rozsahu. Podle příkladu Tišnovského [33] může funkce
generující čísla v jazyce Python využívající modul random vypadat následovně:
def getRandom(value, delta):
return value*(1.0+delta*random.random()-1/2.0)
Další možností dosažení stochastického L-systému je přidání nedeterminismu tím, že
máme v množině přepisovacích pravidel více pravidel se stejnou levou stranou. Každé pra-
vidlo má svoji váhu, která určuje pravděpodobnost vybrání daného pravidla. Pravděpodob-
nost, že relevantní pravidlo je vybráno, je pak dána hodnotou váhy vydělené součtem vah
všech pravidel.
Parametrické L-systémy
Parametrické L-systémy jsou označovány jako PL-systémy a rozšiřují L-systém o parame-
trizaci symbolů. Parametrem je většinou reálné číslo, které může být reprezentováno také
jako výsledek aritmetického výrazu nebo funkce, a využívají se také proměnné. Vyčíslená
hodnota se pak stává parametrem pro daný symbol. Lindenmayer [25] zavedl notaci, že se
parametry zapisují za symbol do kulatých závorek, které nejsou součástí abecedy. Symbol
může nabývat více parametrů a jako oddělovač jednotlivých parametrů se používá čárka.
Například jeden parametrizovaný symbol se dvěma parametry je F (1.75,
√
4 + x). Přepiso-
vací pravidlo takového symbolu pak může vypadat následovně:
F (a, b)→ B(a/2)CD(b+ 5).
Když se vrátíme k pohybu želvy po kreslicí ploše, mohla se želva otáčet pouze o předem
určený úhel. Díky parametrickým L-systémům můžeme želvě specifikovat, o jak velký úhel
se má otočit, čímž ušetříme jeden symbol v abecedě7.
Kontextové L-systémy
Kontextový L-systém je velmi podobný kontextové gramatice. Kontextem se zde rozumí
okolní symboly právě přepisovaného symbolu. Oproti bezkontextovým L-systémům zde Lin-
7Znaménko u parametru určuje směr otáčení.
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denmayer [25] zavedl pravidla s více symboly na levé straně přepisovacího pravidla. Symboly
vlevo, resp. vpravo od přepisovaného symbolu se nazývají levý, resp. pravý kontext. Kon-
textové L-systémy můžeme dělit na 1L-systémy a 2L-systémy. 1L-systémy obsahují vždy
v přepisovacích pravidlech levý nebo pravý kontext, nikoliv však oba najednou. 2L-systém
obsahuje pak oba kontexty najednou, ale můžou existovat pravidla s pouze levým nebo
pouze pravým kontextem. Přepisovací pravidlo 2L-systému má pak tvar al < a > ar → χ,
kde al je levý kontext a ar je pravý kontext. Znaky < a > nepatří do množiny symbolů, ale
ukazují levý, resp. pravý kontext přepisovacího pravidla. Symbol a je přepisovaný symbol
a χ slovo, kterým se symbol a přepíše. Pokud v 1L-systému neexistuje například pravý
kontext, znak > se do pravidla nepíše. Pravidlo pak nabývá tvaru al < a → χ.
2.5 Squarified Treemaps
Treemapy jsou datové struktury pro vizualizaci hierarchicky uspořadatelných objektů. Pří-
kladem takové struktury může být hierarchická struktura adresářů a souborů v souborovém
systému. Má stejnou vyjadřovací schopnost jako stromové struktury a výhodou treemap je
efektivně využitá plocha při vizualizaci. Zatímco u složitěji větvených stromových struk-
tur, ať už do šířky nebo do hloubky, je potřeba velké plochy, u treemapy je tato plocha
mnohonásobně menší. Srovnání hierarchického stromu a treemapy je na obrázku 2.13.
Obrázek 2.13: Ekvivalentní zobrazení dat pomocí stromu a treemapy (Zdroj: [4])
Huizing, Bruls a van Wijk [4] představili Squarified treemaps algoritmus k dělení obdél-
níku na dílčí menší obdélníky s cílem, aby veškeré obdélníky měly ve výsledku co největší
poměr stran. Na začátku algoritmu musíme vědět, na kolik částí chceme obdélník rozdělit,
a také jak velký obsah mají dílčí obdélníky mít. Dílčí obdélníky se pak seřadí podle veli-
kosti a původní obdélník se rozdělí na dva tak, že se rozdělí delší ze stran obdélníku. Pak
se dělí stejným způsobem levý nebo dolní obdélník v závislosti, kterou stranu jsme dělili.
V případě, že je poměr stran větší než v předchozím případě, algoritmus se vrací o jeden
krok dělení zpět a zkouší dělit pravý nebo horní obdélník. Plocha nově vzniklých obdélníků
musí mít stanovený obsah, proto při dělení dochází k protažení obdélníku do druhé osy, než
ve které byl dělen.
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Příklad algoritmu squarified treemaps znázorňuje obrázek 2.14. Konkrétně je zde dělen
obdélník 6 × 4 na 7 obdélníků o obsazích 6, 6, 4, 3, 2, 2 a 1. U každého kroku je uveden
odpovídající poměr stran přidaného obdélníku, který by měl každý obdélník mít ve výsledku
co nejmenší.
Obrázek 2.14: Algoritmus squarified treemaps na konkrétních hodnotách (Zdroj: [4])
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Kapitola 3
Použité knihovny a aplikační
rozhraní
Tato kapitola přibližuje použití externích knihoven a jiných aplikačních rozhraní k vytvoření
modelů budov, scény a k získání popisu definovaného výřezem z mapy GPS souřadnicemi.
K vizualizaci modelů budov ve 3D prostoru jsem zvolil knihovnu OpenGL, protože po-
skytuje veškerou potřebnou funkcionalitu, je hodně rozšířená a hlavně je multiplatformní.
Aplikace musí umět pracovat s daty, se kterými pracuje projekt OpenStreetMap. Výhodou
OpenStreetMap je, že každá entita v mapě je popsána. Jako příklad lze uvést oblasti po-
rostlé stromy, odlišení silnic podle jejich tříd, dálnice. Pokud se v mapě vyskytují budovy
sdílející stěny, tak každá budova s popisným číslem je v mapě samostatnou entitou. Open-
StreetMap neuchovávají žádný záznam o nadmořské výšce, proto je jako rozšíření použito
Google Maps API Web Services, konkrétně služba ElevationService k tvorbě výškové mapy.
Tím se scéna více přiblíží reálnému zvlnění terénu v dané oblasti výřezu mapy.
3.1 OpenGL
OpenGL je multiplatformní aplikační rozhraní pro tvorbu 2D a 3D aplikací. Jeho využití
nachází uplatnění především v počítačových hrách, vizualizacích a různých CAD systé-
mech. OpenGL využívá hardware dedikovaný pro grafické výpočty. Výsledky jsou zapiso-
vány do framebufferu a ten je pak zobrazován. Využívá pěti základních grafických primitiv:
bod, úsečku, polygon, bitmapu a pixmapu. Rozhraní používá klient-server architekturu,
kde klientem je program a server pak vykonává příkazy na grafické kartě. Více o použití
knihovny OpenGL je k dispozici v OpenGL SuperBible [39].
V roce 2008 s vydáním verze 3.0 došlo v OpenGL ke změně. Dříve se využíval sta-
vový stroj, kterému program řekl, jaká primitiva chce kreslit. Zadaly se vykreslované body,
barvy a jiné atributy a vykreslování tak probíhalo sekvenčně. Tento tzv. immediate mode
je v nové verzi zastaralý a s příchodem core profile se přístup mění. Nový přístup umožňuje
programátorovi nahrát vrcholy objektu do grafické karty všechny najednou, poté se všechny
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vykreslí. Primitiva jsou definována indexy, jež specifikují, který vrchol z bufferu pro dané
primitivum použít. Ne všechny grafické karty však tento přístup podporují.
Core-profile
Přesná specifikace 3.2 kontextu je dostupná online [28]. Při používání 3.x kontextu je
nutné definovat strukturu vrcholu vykreslovaných elementů. Tato struktura nastavuje tzv.
Vertex Attributes, které specifikují vertex shaderu uložení jednotlivých atributů vrcholu,
jakými jsou pozice, barva, normála a pozice textury. Core-profile využívá OpenGL buf-
fer objects k ukládání neformátovaných dat do paměti určené pro OpenGL context. Vy-
tvořené buffery mohou sloužit k různým účelům, jako je ukládání vrcholů, textur, indexů
elementů a k úložišti atomických čítačů. V této práci se využívá buffer objektů pro uklá-
dání vrcholů – VBO1 a indexů těchto vrcholů pro vykreslování primitiv – IBO2. Vrcholy
jsou v bufferu uloženy za sebou, ale pro vstup vertex shaderu je potřeba specifikovat místa
uložení daných atributů. K tomuto účelu slouží objekt zvaný Vertex Array Object, zkrá-
ceně VAO, který si pamatuje nastavení atributů. Vytvořené buffery VBO a IBO spolupra-
cují s nastaveným VAO. Pokud chceme pracovat s těmito vytvořenými OpenGL objekty,
musí se nejprve aktivovat pomocí funkcí glBindVertexArray a glBindBuffer. Funkce
glVertexAttribPointer nastavuje offset v paměti od počáteční adresy vrcholu ve VBO
a zároveň velikost specifikovaného atributu. Tato velikost musí korespondovat se spáro-




Obrázek 3.1: Vztah mezi VAO, VBO a IBO
Rendering pipeline
Dříve, než se data dostanou do framebufferu, který je vykreslen na obrazovku, musí data
projít zpracováním v grafické kartě. Podle webových stránek OpenGL projektu [2] je zpra-
cování rozděleno na několik částí. Připravené vrcholy vstupují nejprve do vertex shaderu,
1VBO – Vertex Buffer Object
2IBO – Index Buffer Object
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každý vrchol je zde zpracováván zvlášť. Podle nastavení VAO se referencuje odkaz na data,
tato reference se provádí pomocí funkce glBindAttribLocation. Shader může číst také jiná
data, která ovšem pouze ovlivňují vstupní data shaderu na výstupu. Proto se těmto refe-
rencím říká uniformní. Většinou se jedná o transformační matice, které se aplikují na pozici
vrcholu v shaderu, aby se vypočítala nová souřadnice vrcholu vůči kameře. Vertex shader
často zpracovává osvětlení tělesa podle normál vrcholů, kdy interpolací normál jednotlivých
vrcholů se počítá intenzita světla. Čím více normála směřuje ke světlu, tím má vrchol větší
intenzitu světla. Tento způsob stínování se jmenuje Gouraud shading a přesně je popsáno
v OpenGL SuperBible [39]. Vstup a výstup vertex shaderu musí být 1:1, na vstupu je tedy
vrchol a na výstupu je taktéž vrchol.
Po vertex shaderu následuje fáze primitive assembly, ve níž se ze zadaných vrcholů vy-
tváří geometrická primitiva, která jsou předána vykreslovací funkci v OpenGL. Tato primi-
tiva mohou být bod, úsečka nebo trojúhelníky v různých modifikacích3. Od verze OpenGL
4.0 a výše je k dispozici fáze tesselace, což je součástí zpracování vrcholů, kdy se části dat
vrcholů štěpí na menší primitiva. Ve fázi tesselace se vyskytují dvě programovatelné části
a mezi nimi část fixed-function4. Dalším nepovinným shaderem od verze 3.2 je geometry
shader. Na rozdíl od vertex shaderu má na vstupu geometrické primitivum, které je vý-
stupem fáze ”primitive assembly”nacházející se mezi vertex shaderem, popř. tesselátorem
a geometry shaderem. Geometry shader zpracovává geometrické primitivum, které má na
vstupu, a na výstupu může mít žádné nebo více geometrických primitiv. Další nepovinnou
fází je transform feedback sloužící pro ukládání předzpracovaných primitiv do bufferů a ná-
sledné pozdější použití už takto předpřipravených dat. Dále dochází k odstranění primitiv,
která jsou odkloněná od kamery.
Konečně se dostává na řadu fáze zpracování jednotlivých pixelů primitiva – fragment
shader. Tento programovatelný shader pracuje s informacemi o jednotlivých pixelech, na-
stavuje barvu podle barvy normály nebo podle pozice v navzorkovaných texturách. Může
ale také podobně jako vertex shader počítat osvětlení, ovšem na rozdíl od vertex shaderu
se toto osvětlení počítá pro každý pixel. Tento model osvětlení se nazývá Phong shading,
jehož implementaci ve fragment shaderu ukazuje OpenGL SuperBible [39]. Výstupem frag-
ment shaderu je seznam dat pro color buffery, hodnota v depth bufferu a stencil bufferu.
Po fragment shaderu následují testy na výstupní fragmenty, jako je culling test, depth test
a stencil test. Pokud kterýkoliv z testů selže, fragment není přidán do framebufferu. Culling
test počítá podle orientace vrcholů primitiva, zda je jeho stěna přivrácená k pozorovateli.
Depth test podle hloubky v depth-bufferu určuje, zda není fragment zakrytý z pohledu
pozorovatele jiným fragmentem. Stencil test závisí na nastavení stencil bufferu. Podle na-
stavení porovnání hodnoty ve stencil bufferu a referenční hodnoty je nebo není fragment
přidán do framebufferu. Po testech následuje blending, který podle nastavení blendovací
3např. triangle strip, triangle fan, line strip atd.
4Fixed-function je neprogramovatelná část, která se dříve používala k předejití programování shaderů.
V tesselaci se jedná o tesselátor a je ovlivněn nastavením předchozí a následující sekce pipeline.
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funkce počítá výslednou barvu. Ta vychází z hodnoty již uložené ve framebufferu a barvy
zpracovávaného fragmentu. Pomocí maskování je ještě možné zapisované hodnoty omezit.
Renderovací pipeline znázorňuje obrázek 3.2.
Obrázek 3.2: Rendering pipeline OpenGL 3.3 (Zdroj: [18])
3.2 OpenStreetMap
OpenStreetMap (OSM ) je svobodný projekt pro vytváření a poskytování geografických dat
pod vedením OpenStreetMap Foundation. Vznikl za účelem vytvoření online map, které ne-
budou podléhat přísným právním podmínkám. Každý se může do projektu zapojit a vkládat
geografická data ze svého okolí nebo jiných míst, která třeba navštívil a zná GPS souřadnice
zajímavých objektů v daném místě. Data z OpenStreetMap může volně využít každý pro
osobní, vzdělávací, komunitní, komerční, vládní a další účely pod podmínkami, že uvede
původ dat, tedy z OpenStreetMap a že svoji odvedenou práci bude mít veřejně přístupnou.
Licence je dostupná na stránkách projektu OpenStreetMap [23].
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Aplikační rozhraní OSM
OpenStreetMap poskytuje k modifikaci, přidávání a čtení dat RESTful5 API, které vytvořil
ve své disertační práci Fielding [11]. Jedná se o službu běžící na serveru, která komunikuje
přes stavový HTTP protokol a data přenáší ve formátu XML6 nebo JSON7. OpenStreetMap
REST-API umí komunikovat pouze s využíváním XML formátu. Pro modifikaci, vkládání
dat a ovládání služby se potom používá PUT z HTTP a k získávání dat GET. Od dubna
2009 se REST-API OpenStreetMap nachází ve verzi 0.6 podporující autentizaci a je do-
stupné na URI http://api.openstreetmap.org/ nebo pro testovací účely doporučovaném
http://api06.dev.openstreetmap.org/. API pracuje nad vektorovými daty, neposkytuje
rasterizované mapové podklady a na webových stránkách používá renderery. Aby se pře-
dešlo zahlcení jak produkčního, tak testovacího serveru, jsou dotazy na server omezeny
počtem na den a zároveň velikostí zpracovávaných bodů v mapě na dotaz.
Nejdůležitějším dotazem na OpenStreetMap server je získání XML dat z obdélníkového
výřezu specifikovaného dvěma poledníky left,right a dvěma rovnoběžkami top,bottom. Sou-
řadnice jsou postupně zapsány za sebou reálnými čísly oddělenými čárkou. Samotný dotaz
na takto ohraničený výřez, který musí splňovat podmínky omezení serveru, se odešle GET
požadavkem s cestou /api/0.6/map?bbox=left,bottom,right,top. Více k API a formátu
dat je možné nalézt na dokumentačních stránkách projektu OpenStreetMap [24].
API v odpovědi na dotaz vrací návratový kód, který říká, jak bylo s dotazem naloženo.
Typy odpovědí ukazuje tabulka 3.1.
Návratová hodnota Typ odpovědi Význam
200 OK Data stažena úspěšně
400 Bad Request Překročená hranice omezení
na jednorázové stažení
node, way nebo relation
509 Bandwidth Limit Exceeded Staženo příliš mnoho dat,
uživatel musí čekat.
Tabulka 3.1: Tabulka odpovědí REST-API OpenStreetMap serveru
Formát OSM dat v XML
XML dokument stažený z OpenStreetMap REST-API obsahuje OSM hlavičku s verzí a ge-
nerátorem. Zbytek dokumentu je tvořen tagy, které lze shrnout do 3 elementů.
Základním elementem je <node> reprezentující bod na mapě. Nejdůležitějšími atributy
tohoto elementu jsou lat a lon udávající GPS souřadnice a id, což je jedinečný identifiká-
tor bodu, který se následně využívá v dalších elementech. Volitelně může element <node>
5Uváděné také jako REST-API, REST je akronym pro Representational State Transfer
6XML – Extensible Markup Language
7JSON – JavaScript Object Notation
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obsahovat jako child node element <tag>. Ten v sobě nese vždy dva atributy, které společně
tvoří asociativní pole. Tyto atributy jsou k jako key a atribut v jako value.
Dalším významným elementem je <way>, který obsahuje tak jako <node> jedinečný atri-
but id. Way reprezentuje spojnice mezi jednotlivými body <node>, které jsou child elementy
elementu <way>. Tímto způsobem definují tvar objektu. Stejně jako <node> obaluje i way
element nepovinné elementy <tag>, které plní stejnou funkci jako u <node> elementu. Často
můžeme vidět, že dodávají informaci o daném objektu. Například jestli se jedná o budovu,
silnici, dálnici, železnici, řeku, strom, útes a další přírodní útvary a objekty.
Posledním elementem je <relation>. Svazuje k sobě objekty8, které jsou si nějak ge-
ograficky navzájem blízké. Jako příklad uvádí dokumentace k OSM API [24] linky au-
tobusu. Místo přiřazování autobusové linky každému uzlu a každé cestě se dají tyto ob-
jekty do <relation> a v případě změny názvu linky se změna provede jen v elementu
<relation>. Změna a se následně promítne na všechny objekty v dané relaci. Objekty tak
tvoří nějaký pojmenovaný logický celek. <relation> tag může také komponovat více staveb
v jedenu logickou stavbu na mapě, která má složitý tvar.
Příklad dokumentu popisující cestu může vypadat následovně:
<?xml version="1.0" encoding="UTF-8"?>
<osm version="0.6" generator="CGImap 0.1.0">
<bounds minlat="49.4665620" minlon="18.0065540" maxlat="49.4668200"
maxlon="18.0078790"/>
<node id="1332007134" lat="49.4670247" lon="18.0039501" uid="305367"
visible="true"/>
<node id="1332007135" lat="49.4666408" lon="18.0065933" uid="305367"
visible="true"/>







Obrázek 3.3: Ukázka uložení dat z OpenStreetMap. V popisu je ukázaná cesta dána dvěma
body.
3.3 Google Elevation
Jelikož OpenStreetMap v sobě nenese žádný údaj o nadmořské výšce, bude potřeba sáhnout
po další službě, která tuto informaci dodá. Google Maps tak jako OpenStreetMap nabízí
aplikační rozhraní využívající technologií REST-API. Na rozdíl od OpenStreetMap Google
Elevation API dokáže přijímat a odesílat data jak v JSON formátu, tak v XML.
8Za objekt se v OSM považují elementy <node> a <way>.
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Aplikační rozhraní Google Elevation
Tak jako OSM API je omezeno, aby se předešlo velkému zatížení serveru, tak má také své
omezení Google Elevation API. Za den se uživatel smí dotázat serveru 2500–krát. Dokumen-
tace Google Elevation API [13] popisuje, že v každém požadavku může aplikační rozhraní
přijmout až 512 lokací, kterým má vrátit nadmořskou výšku. Zároveň nesmí počet dotazova-
ných lokací přesáhnout hodnotu 25000. API pro uživatele z komerční sféry mají tyto limity
40–krát vyšší. Služba poskytující aplikační rozhraní běží na adrese maps.googleapis.com.
V cestě požadavku je potřeba specifikovat, kterým formátem dat budeme s API komuniko-
vat. Google API zvládne zpracovat až 250 souřadnic v jednom požadavku. Samotný POST
HTTP protokolu není nijak omezen počtem znaků, ale klienti využívající HTTP protokol
jsou omezení. Reálně se proto nelze dotázat na 250 souřadnic najednou a je třeba svého
klienta upravit podle omezení použité knihovny. Jako oddělovač mezi jednotlivými dotazo-
vanými body je použit symbol pipe |. Dále je jako povinný parametr uveden sensor, což
určuje použití externího zařízení pro určování polohy. Dotaz na nadmořskou výšku 2 bodů
pak může vypadat následovně:
/maps/api/elevation/json?locations=49.462,17.987|49.462,17.988&sensor=false
Údaje o bodu v sobě nesou informaci o nadmořské výšce a přesnost měření. Příklad


























V této kapitole je popsán můj návrh a implementace aplikace, která má na vstupu souřad-
nice stran obdélníkového výřezu a na výstupu vygenerovaný 3D model takového výřezu.
Stažené dokumenty jsou načteny XML parserem a z jednotlivých entit jsou vytvořeny ob-
jekty. Objekty jsou následně rozděleny podle jejich tagů z podkapitoly 3.2 a budovy jsou
klasifikátorem přiřazeny do skupin. Pro každou skupinu existuje generátor, který tvoří mo-
dely jednotlivých částí budovy, jakou jsou podezdívky, stěny, okna, dveře a střecha. Stěny
jsou generovány na základě rozmístění pokojů. Průběh programu znázorňuje obrázek 4.2,
kde je možné vidět návaznost jednotlivých částí. Každá část je dále v kapitole rozebrána
a popsána její implementace. Aplikace nabízí několik módů. Program vždy běží pouze v jed-
nom z nich. Pro stahování XML dokumentů ze serverů OpenStreetMap existuje Download
mode, který slouží převážně ke sbírání vzorků map pro trénování klasifikátoru. Protože pro
trénování je nutné mít velký počet vzorků jednotlivých půdorysů, má aplikace další mód pro
určování typu budovy a ukládání vektorů příznaků do souboru, který se nazývá Collect
mode. Tímto módem se posbírají vzorky z více XML souborů a seskupí se do jednoho vý-
stupního souboru obsahujícího data pro trénování klasifikátoru. Na obrázku 4.1 je vidět,
jak tento mód vypadá v praxi. Některé půdorysy budov jsou označené různými barvami,
což značí výslednou třídu pro klasifikátor. Samotné trénování pak provádí Training mode,
který vytváří natrénovaný klasifikátor a jeho nastavení ukládá do souboru pro pozdější pou-
žití v Build mode. Build mode je nejsložitějším a hlavním módem celé aplikace. Využívá
všech implementovaných modulů, stahuje a zpracovává data, generuje 3D tělesa a zobra-
zuje je pomocí knihovny OpenGL. Vygenerovaný model umí ukládat tak, aby poslední mód
View mode jej mohl zase zpět zobrazit. Zobrazení se děje ve 3D a scénou je možné procházet
a zkoumat vygenerované objekty.
Program je z převážné části implementován v jazyce Python. Renderovací část používá
implementační jazyk C kvůli časové efektivitě. Je kompilovaná do sdílené knihovny, která
je v programu načtena pomocí modulu ctypes. Ten umožňuje předat funkcím parametry
a samotné provádění funkce už není interpretováno Python interpretem, ale je vykonáváno
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přímo na procesoru. Aplikace používá návrhového vzoru MVC 1, kde modelem je instance
třídy World a view zobrazuje renderovanou scénu. Třída World v sobě zapouzdřuje kolekce
budov, cest a zbylých entit, které nebyly parserem rozpoznány. Více o typech objektů
v mapě je pojednáno v podkapitole 4.2.
Obrázek 4.1: Collect mode aplikace s některými označenými budovami
4.1 Downloader
Tento balíček v sobě obsahuje dva moduly. Každý modul komunikuje s jiným serverem, ode-
sílá požadavky a zpracovává odpovědi. Oba moduly jsou podrobněji popsány níže. Původně
moduly pracovaly paralelně, ale protože OSM server v odpovědi vrací celé neořezané ob-
jekty, původně požadovaný obdélníkový výřez je větší. Proto je na vstup Google Elevation
downloaderu vložen výsledný výřez vrácený OSM serverem, místo výřezu specifikovaného
na vstupu programu. Oba dva downloadery jsou implementovány v jazyce Python a ke



















Obrázek 4.2: Tok dat přes navržené moduly
OpenStreetMap downloader
Objekt v sobě zapouzdřuje komunikaci se serverem, ukládání již dotazovaných dat a roz-
dělování požadavků na menší v případě, že výřez na požadovaná data je příliš velký. Pro-
tože REST-API používá protokol HTTP, je pro komunikaci se serverem využito knihovny
httplib. Na výřez z mapy je dle popisu API z podkapitoly 3.2 použit dotazovací řetězec.
Pokud je návratová hodnota dotazu 400 podle tabulky 3.1, je daný obdélník rovnoměrně
rozdělen na čtyři menší, stejné obdélníky. Na každý z obdélníků je pak znovu odeslán dotaz
na OpenStreetMap server. Toto se provádí tak dlouho, dokud není celý požadovaný výřez
stažen. Příklad rozdělení původního požadovaného obdélníku je ilustrován na obrázku 4.3.
Pokud API odpoví návratovou hodnotou 509, nemá smysl v programu pokračovat, protože
základní data chybí, a program je ukončen. V objektu také existuje mechanismus cache.
Protože není předem známo, které již stažené objekty v odpovědi na dotaz přijdou, nelze
udělat cache na úrovni objektů v mapě. Proto je cache implementována pouze nad celými
výřezy a kompletní odpovědi serveru ukládány do souborů, které jsou následně kompri-
movány. Pro každý soubor je vygenerováno jednoznačné uuid2, které slouží jako název
2uuid – jedinečný hash, např. 638490a1-814f-4fe4-bce2-60d5d0b5caa1
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souboru. V objektu existuje asociativní pole, jehož klíčem je požadovaný výřez a hodno-
tou právě uuid. Aby se ušetřilo dotazů na server, cache má přednost a v případě nálezu
požadovaného výřezu se spojení na server vůbec neuskuteční. Zpracovávají se také výřezy,
které dostaly odpověď od serveru s návratovou hodnotou 400. V tomto případě jsou vráceny
z cache nové čtyři obdélníkové výřezy místo komprimovaného XML dokumentu. V modulu
je implementována fronta s exkluzivním přístupem, kam se ukládají výřezy, které ještě
nejsou stažené. K této frontě přistupuje pool vláken a paralelně výřezy stahuje, protože
omezení rychlosti stahování je přiřazené jednomu spojení. Vznikne tedy větší počet spojení
a stahování je tak rychlejší. Počet paralelních vláken je určen typem počítače, na kterém
















Obrázek 4.3: Příklad rozdělení požadovaného výřezu na menší výřezy. r značí dotazovaný
obdélník.
Google Elevation downloader
Tento objekt má za úkol stahovat a pamatovat si body v mapě. Tyto body v sobě ne-
sou informaci o nadmořské výšce terénu a přesnosti měření. Podle uživatelského nastavení
aplikace si downloader vytvoří rovnoměrně rozložené body v obou osách přes celý zadaný
obdélníkový výřez. Oproti OSM downloaderu je zde výhoda, že je předem známo, které
přesné body API vrátí. Proto je granularita cache provedena na úrovni bodů. V případě,
že se downloader na bod už dotazoval, cache vrací dotazovaný bod ve stejném pořadí
a formátu, jak jej vrací Google Elevation server. Protože se z bodů bude stavět výšková
mapa, musí být pořadí bodů zachováno. Downloader v sobě také implementuje objekt vý-
škové mapy HeightMap, jejíž instance je vytvořena po úspěšném dotázaní se všech bodů.
Z bodů ve čtvercové síti jsou vytvořeny vrcholy, pozice textury odpovídají pozicím vrcholů
v půdorysně. Z vrcholů se poskládají trojúhelníky. Dále je pro každý trojúhelník spočí-
tána normála, od které je sestavena obecná rovnice roviny podle rovnice 2.22. Následuje
vytvoření sady rovnic přímek podle rovnice 2.16, které reprezentují spojené strany trojúhel-
níků ležící na stejné přímce. Výsledek znázorňuje obrázek 4.4, ve kterém jsou znázorněny
zmíněné přímky. Rovnice rovin a přímek budou později sloužit k zasazení objektů v mapě
3Například dvou-jádrový procesor s hyperthreadingem poběží ve čtyřech vláknech.
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do požadované výšky. Downloader v sobě zapouzdřuje skládání URL adres tak, že při do-
tazu na velké množství bodů, které přesahuje limitaci API podle specifikace v podkapitole
3.3, jsou body rozděleny do více dotazů. V případě překročení denního limitu dotazů je pro-
gram ukončen, protože výšková mapa je neznámá. Počet bodů v jedné ose výškové mapy
je nastavitelný v konfiguračním souboru.
Obrázek 4.4: Ukázka drátěného modelu výškové mapy. Každá hrana tvoří přímku, pro
kterou je sestavena obecná rovnice.
4.2 Parser dat z OpenStreetMap
Parser slouží ke čtení XML dat a poskytuje funkce pro čtení z DOM u4. Umí složit DOM
popisující mapu z více DOM-ů kvůli omezením pro stahování. To navazuje na funkcionalitu,
kterou koná OSM downloader. Data z OpenStreetMap jsou ve formátu XML a veškerá sta-
žená data jsou ve sférických souřadnicích. Pro procházení dokumentu je použita knihovna
lxml, která potřebnou funkcionalitu implementuje. Nevýhodou knihovny je sekvenční par-
sování dokumentu, které je při načítání dokumentu s řádově statisíci řádky značně pomalé.
4DOM – Document Object Model – skládá objekty dokumentu do stromové struktury.
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Po převedení XML popisu do DOM modelu objekt implementuje procházení dat a pro
každý <way> tag je vytvořena jedna instance třídy Entity. Ta v sobě uchovává seznam vr-
cholů zatím stále ve sférických souřadnicích a také tagy zadané uživateli pro daný předmět
v mapě. Tyto tagy pak určí, že entity s klíčem building a hodnotou yes budou posílány
do klasifikátoru a entity s klíčem highway tvoří cesty. Pod hodnotou danou tímto klíčem
se nachází ještě informace o typu cesty. OSM uvádí velké množství typů cest, podle kte-
rých je pak určena šířka cesty. Typy a jejich šířky jsou konfigurovatelné v nastavovacím
souboru. Pro objekty vytvořené podle tagu building umí spočítat svoje vektory příznaků.
Příznaky uvádí následující podkapitola 4.3. Parser odkládá entity z mapy, které nemají klíč
building nebo highway do speciální kolekce dat. Tato kolekce slouží pouze pro budoucí
rozšíření aplikace, které by mohlo implementovat nové nakládání s objekty.
Projector
Protože data obdržená jak od OpenStreetMap API, tak od Google Elevations API, jsou ve
sférických souřadnicích, musí být data transformována do kartézských souřadnic. To aby
se s daty lépe počítalo a hlavně proto, že 3D scéna je v kartézských souřadnicích. K této
transformaci slouží objekt Projector. Používá vzorce gnómonické projekce z podkapitoly
2.1.1 a podle zadané GPS pozice bodu na Zemi vrací x, y souřadnice v rovině. Transformace
provádí na základě vytvořených parametrů, kterými jsou souřadnice obdélníkového výřezu.
Levý dolní roh má potom v kartézské rovině souřadnice (0, 0), zatímco pravý horní roh má
souřadnice stejné, jako je výška a šířka obdélníkového výřezu. Projekce je tudíž relativní
k zadanému výřezu, a proto je prováděna i nad daty z cache downloader modulů.
4.3 Klasifikátor typů zástavby
Pro klasifikaci typu zástaveb jsem zvolil klasifikátor SVM popisovaný v podkapitole 2.3,
protože umí nelineárně rozdělit rovinu příznaků a dává možnost klasifikace do více tříd.
Zvažoval jsem také neuronovou síť, která nabízí podobné vlastnosti, a s jejímž používáním
jsem se setkal již dříve. Pro implementaci klasifikátoru je použita knihovna libsvm s jejími
vazbami na jazyk Python, což je vše zapouzdřeno v balíčku PyML. Ten poskytuje rozhraní
pro trénování, testovaní, cross-validation i klasifikaci. Nevýhoda této knihovny je, že ke
klasifikaci je potřeba mít stále uloženou sadu dat, na které byl klasifikátor natrénován.
Klasifikátor rozděluje zástavby do následujících čtyř skupin:
• rodinný dům – 1
• panelový nebo činžovní dům – 2
• městský dům5 – 3
5Tím jsou myšleny budovy v centrech měst se sdílenými stěnami.
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• ostatní budovy – 4




• aproximace obsahu půdorysu konvexní obálkou získanou graham scanem a vypočíta-
ným obsahem konvexního polygonu
• největší vnitřní úhel mezi stěnami
• průměrný vnitřní úhel mezi stěnami
• délka nejdelší strany
• median stran
• počet sousedních domů
Zároveň je počítána směrodatná odchylka pro každý z vypočítaných příznaků od bu-
dov v okruhu 200 metrů. To je provedeno dvěma průchody přes všechny budovy na mapě.
V prvním průchodu se pro každou budovu spočítá vektor příznaků a v druhém průchodu
se vektor příznaků rozšíří o směrodatné odchylky. Vektor příznaků má proto délku 18.
Knihovna libsvm implementuje možnost klasifikovat vstupy do více tříd, nejde tedy jenom
o binární klasifikátor. K tomuto účelu slouží třída OneAgainstRest. Data pro trénování
a testování klasifikátor načítá ze souboru, v němž jeden řádek reprezentuje jeden vstup.
Každý řádek začíná číslem třídy, do které budova spadá. Následuje výčet příznaků odděle-
ných mezerami. Příznak je definován číslem a od hodnoty je oddělen dvojtečkou. Příznaky
s prefixem nearby jsou směrodatné odchylky příznaků okolních budov. Obrázek 4.5 uka-
zuje uložení dat v trénovacím nebo testovacím souboru. Příklad je rozdělen na více řádků,
ale ve vstupním souboru se jedná pouze o dva řádky.
K sesbírání dat jsem použil mód aplikace Collect mode a celkem bylo nasbíráno 3353
reprezentantů půdorysu, kteří byli náhodně rozděleni na trénovací a testovací data. Zastou-
pení jednotlivých typů je:
• 605 panelových domů
• 1856 městských budov
• 640 rodinných domů
• 250 ostatních budov
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15:3.402976 16:1.000000 17:94.020693 18:13.000000
Obrázek 4.5: Příklad souboru obsahující vektor příznaků pro typ městského domu
Knihovna libsvm umožňuje vybrat funkci, která bude v prostoru příznaků od sebe prvky
oddělovat. Je možné vybrat si lineární funkci, polynomiální funkci s parametrizovatelným
stupněm polynomu nebo Gaussovu funkci s nastavitelným parametrem γ udávající rozptyl.
Tato funkce se označuje jako kernel klasifikátoru. Dále je umožněno nastavit klasifikátoru
parametr, který udává penalizaci při špatné klasifikaci. Tento parametr se značí C.
Experimentálně byly zjištěny parametry dávající na nasbíraném vzorku dat nejlepší
výsledky. Pro Gaussovu funkci byly testovány kombinace parametrů C a γ, jejichž hodnoty
byly dány v logaritmickém měřítku. Konkrétně šlo o hodnoty 0.0001, 0.001, 0.01, 0.1, 1,
10, 100, 1000, 10000. Postupně byla pak nejlepší kombinace doladěna, aby byla úspěšnost
co největší. Tabulka 4.1 ukazuje největší dosaženou úspěšnost, která byla měřena na pěti
různých cross-validačních sadách. To znamená, že klasifikátor byl trénován na jiné sadě,
než na které byl testován. Naměřená úspěšnost s parametry γ = 0.0005 a C = 25000 byla
93.5908%.
Klasifikované typy
Typ zástavby panelové domy městské domy rodinné domy ostatní
panelové domy 287 18 1 38
městské domy 29 970 3 13
rodinné domy 1 6 367 0
ostatní 0 3 0 11
Tabulka 4.1: Tabulka úspěšnosti klasifikátoru s parametry γ = 0.0005 a C = 25000. Celková
úspěšnost je 93.5908%.
4.4 Tvorba objektů ve scéně
Tato podkapitola popisuje, jak program nakládá s objekty budov a cest vytvořených parse-
rem. Budovy mají svůj půdorys definovaný jako seřazenou množinu bodů ve 2D. Cestám je
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takto specifikována jejich poloha. Pro práci s polygony používá aplikace knihovnu GPC 6,
resp. její binding na Python. Umožňuje vytvářet polygony a provádět nad nimi operace,
jako jsou logický součin, rozdíl, součet a jiné. Toho se využívá při tvoření cest, generování
pokojů, podlah a stropů. Knihovna umí také vykreslovat polygony do souboru, čehož jsem
využil při implementování algoritmů a hledání chyb. Obrázky 4.6a, 4.6b a 4.6c jsou příkla-
dem grafického výstupu GPC knihovny. V modulu se nachází třída Generator, která imple-
mentuje vytváření potřebných těles. Důležitým class-atributem této třídy je instance třídy
TexturePack. Ta umí procházet adresářovou strukturu adresáře view/textures a podle
názvů podadresářů vytváří klíče pro asociativní pole. V hodnotách pole jsou obsaženy in-
dexy načtených textur daného adresáře. Je zde implementována funkce pro vrácení náhodné
textury z požadované skupiny textur7. Tímto je dosaženo například toho, že podlahy v po-
kojích mají různé textury. O načítání textur a vkládání do objektu s texturami se stará
samotný Generator, který komunikuje se strukturou Renderer, jež je popsaná dále v pod-
kapitole 4.5.
4.4.1 Umístění cest
Parserem vzniklé cesty v sobě obsahují typ cesty a kolekci 2D uzlů, které cestu definují.
Protože je ve scéně terén zvlněný a uzly jsou zadané v rovině, musí se třetí souřadnice
dopočítat. V podkapitole 4.1 jsou zmíněny rovnice přímek pro strany na sebe navazujících
trojúhelníků (obrázek 4.4). Tyto přímky udávají místa, kde se terén láme. Pro každou díl-
čí část cesty se vytvoří rovnice přímky a pro tyto přímky se spočítají průsečíky se všemi
přímkami terénu. Protože cestou je proložena nekonečně dlouhá přímka, dochází k prů-
sečíkům přímek terénu i mimo cestu. Nežádoucí průsečíky nespadající do intervalu cesty
jsou zahozeny a zbylé průsečíky jsou seřazeny podle vzdálenosti od jednoho z uzlů. Takto
vzniknou v cestě nové uzly. Podle typu cesty se nastavuje šířka cesty. Mezi každým uzlem
cesty je vytvořen polygon ve tvaru obdélníku, jehož šířka je rovna šířce cesty, a uzly jsou
středy protilehlých stran. Zbylé dvě stěny mají stejnou délku, jako je vzdálenost mezi oběma
uzly. Nad každým uzlem je vytvořen pomocí GPC knihovny 32-úhelník, který aproximuje
kružnici o poloměru šířky cesty. To proto, aby nevznikaly ostré hrany nebo prázdná místa
v bodech, kde se cesta zalamuje. Postup vytvoření cesty prezentuje obrázek 4.6.
Všechny polygony, jak obdélníkové, tak kružnicové, jsou sjednoceny do jednoho poly-
gonu. Výsledný polygon je v rovině triangularizován podle algoritmu popsaného v kapitole
2.2.3. Problém nastává, když cesta vede podél osy x. Při použití triangularizace založené
na Seidelově algoritmu vzniknou dlouhé úzké trojúhelníky, které kolidují se zvlněným teré-
nem, protože se v místech změny terénu nevytvoří strana trojúhelníku. Toto jsem vyřešil
uložením původních obdélníkových polygonů, pomocí kterých se vytváří doplněk k výsled-
nému velkému polygonu. Takto vznikne zpětně více polygonů, jež se nepřekrývají a zároveň
v zatáčkách a křižovatkách nevznikají artefakty. Výška jednotlivých vrcholů trojúhelníků
6GPC – General Polygon Clipper








Obrázek 4.6: Postup skládání cesty z obdržených uzlů
tvořících cestu je pak získána řešením tří lineárních rovnic o třech neznámých podle vzorce
2.25. Nejprve je zjištěna rovina odpovídající trojúhelníku terénu, do kterého spadá vrchol
cesty. K vrcholu cesty jsou vytvořeny rovnice dvou rovin kolmých na půdorysnu8 a zároveň
kolmých samy na sebe. Třetí rovina je ta, v níž leží nalezený trojúhelník. Řešení matice
počítá knihovna numpy, přesněji modul pro lineární algebru linalg. Výsledkem soustavy
je bod ležící v trojúhelníku terénu se stejnými souřadnicemi x a z, jako měl původní vrchol
cesty. Pro každou cestu ve scéně je výpočet průsečíků prováděn paralelně, přičemž množství
vláken bežících současně je konfigurovatelný. Výslednou scénu s cestou, která zapadá do te-
rénu, demonstruje obrázek 4.7. Ukazuje rovnou cestu, na které je pozorovatelné rozdělení
polygonu cesty v místech, kde se terén láme.
Cestě je přiřazena náhodná textura ze skupiny road a všem vrcholům jsou nastaveny
souřadnice s a t pro texturu. Tyto souřadnice jsou shodné se souřadnicemi x a z.
4.4.2 Generování budov
Aplikace rozděluje budovy do 4 skupin, přičemž pro každou skupinu jsou v konfiguračním
souboru nastavitelné parametry velikosti dveří, oken a zdí. Před začátkem generování jsou
u budovy označeny stěny, které sousedí s jinými domy. To proto, aby se později na těchto
místech negenerovala okna. Dále je vybrána stěna stavby, která je nejblíže k cestě. Pokud se
cesta ve scéně nenachází, je vybrána stěna náhodně, a to tak, že se vygeneruje náhodné číslo
od 0 do počtu stěn. Toto číslo pak reprezentuje pořadí stěny v kolekci stěn budovy. Budova
se skládá z kolekce těles, což jsou instance třídy Mesh. Instance v sobě nesou informaci
o vrcholech a trojúhelnících. Každý trojúhelník je složen ze tří vrcholů a podle nich se
počítá normála trojúhelníku pomocí vektorového součinu (rovnice 2.21). Jeden vrchol může
být součástí více trojúhelníků. Proto je normála vrcholu počítána jako vektorový součet
normál všech trojúhelníků, kterých je vrchol součástí.
Každé budově je vygenerován počet pater v závislosti na jejím typu. Pro neznámé bu-
dovy je podle rovnoměrného rozložení náhodně vybrané číslo mezi jedničkou a pětkou. Totéž
platí pro staré městské budovy. Rodinné domy mají většinou jedno nebo dvě patra, proto
8Půdorysna je rovina dána osami x a z.
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Obrázek 4.7: Ukázka drátěného modelu cesty zasazené do terénu
jsem zde zvolil normální rozložení se střední hodnotou 2.3 a rozptylem 0.5. Střední hodnota
rozložení není 2 z důvodu, že výsledné číslo obdržené z generátoru čísel je zaokrouhleno
dolů. Bez tohoto posunutí by se ve většině případů generoval dům mající pouze jedno pa-
tro. Číslo se generuje tak dlouho, dokud nespadne do intervalu (0, 4〉. Panelové domy jsou
různé a pro generování je použito normální rozložení se středem 7 a rozptylem 3. Zároveň
panelový dům nesmí být nižší než tři patra.
Generování podezdívky
Obdobně, jako je tomu u cest, jsou pro všechny vrcholy polygonu reprezentujícího půdorys
budovy spočítány výšky podle výškové mapy. Jako první je vytvořena podezdívka domu,
aby se zarovnal terén, kde budova stojí. Výška podezdívky je dána rozdílem mezi nejvyš-
ším a nejnižším vrcholem polygonu půdorysu. K nejvyššímu vrcholu může být přičtena
konstanta z konfiguračního souboru, tato konstanta je odlišná podle typu budovy. Stěny
podezdívky jsou tvořeny postupným procházením párů vrcholů půdorysu a vytvářením
obdélníku mezi nimi. Zároveň se počítá délka stěny, pomocí které se ukládají souřadnice
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textur podezdívky. Souřadnice textury jsou později využity v rendereru, který je popsaný
v podkapitole 4.5. Podezdívka je zasazena do terénu a průniky s terénem se nijak nepočítají.
Výsledek vytvořené podezdívky je ukázán na obrázku 4.8.
Obrázek 4.8: Ukázka podezdívky zasazené do terénu
Generování rozmístění místností
Na základě půdorysu se v budově vygenerují místnosti. Algoritmus využívá metodu squari-
fied treemaps popsanou v kapitole 2.5. Počet místností je vygenerovaný empiricky získanou
funkcí
rooms cnt = 3
√
bounding box area + random(0− 6), (4.1)
kde bounding box area je obsah obdélníku obalujícího polygon. Random(0 − 6) značí ná-
hodně generované číslo z rozsahu 0 − 6 a room cnt je počet místností v jednom patře
budovy. Polygon půdorysu je otočen tak, aby nejdelší strana byla rovnoběžná s osou x.
Nástroji z knihovny GPC je spočítán obsah obdélníku, který obklopuje polygon. Je vy-
počítán obsah tohoto polygonu, označím jej obsah. Poté se vygeneruje kolekce náhodných
čísel, jejíž četnost je rovna počtu místností. Tato vygenerovaná čísla jsou sečtena, výsledný
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součet označím jako suma. Každé vygenerované číslo je pak vynásobeno podílem obsahsuma . Tím
jsou získány obsahy jednotlivých místností, které v součtu dávají obsah obdélníkové obálky
půdorysu budovy.
Tato čísla jsou vstupem squarified treemap algoritmu, na jehož výstupu jsou obdélníky
reprezentující místnosti v obálce půdorysu. Každý obdélník reprezentující místnost je zpět
otočen, aby náležel původnímu půdorysu. Následně je nad získaným obdélníkem a původním
půdorysem proveden logický součin. Pokud je výsledek prázdný, tedy obdélník se nachází
mimo půdorys, je výsledek zahozen. Jinak je nad ním vytvořen obalující obdélník pro
testování, zda není místnost příliš úzká. V případě, že kterýkoliv z výsledných obalujících
obdélníků má jednu stranu kratší než stanovený práh, je celý algoritmus volán rekurzivně.
Pokud se ani po třiceti zanořeních nedojde k výsledku splňující podmínku dlouhých stěn
obalujícího obdélníku, je ponechán poslední výsledek.




Obrázek 4.9: Ukázka algoritmu pro generování místností
Na obrázku 4.9a je nakreslený půdorys vstupující do algoritmu. Obrázek 4.9b ukazuje
chybně vygenerované místnosti, protože po ořezání menší červená a zelená místnost má příliš
krátké stěny. O trochu delší nejkratší stěnu, než má nejkratší stěnu malý červený obdélník
z obrázku 4.9b, má zelená místnost na obrázku 4.9c. Avšak při vytvoření obdélníkové obálky
je tento nedostatek ztracen, proto místnost testem úzkých místností projde pozitivně. Další
možností, jak eliminovat nechtěné místnosti, by byl test na poměr délek stěn vůči sobě. Od
této možnosti jsem po experimentech upustil, protože se v půdorysech často vyskytují stěny,
které jsou krátké, a tím je výsledek poměru stran zkreslen. Příklad takové krátké stěny má
půdorys na obrázku 4.9a a nachází se ve špici půdorysu v pravé části.
Vytvoření objektů jednotlivých pater
V této fázi algoritmu je už znám počet pater budovy, počáteční výška prvního patra na po-
dezdívce a stěna, ve které bude vchod do budovy. Pro budovu se z množiny textur náhodně
vybere textura pro fasádu a začnou se generovat patra. Nejprve je vytvořen objektový mo-
del celého patra. Ten se získá postupným procházením polygonů reprezentujících místnosti.
Z každé místnosti je vytvořena kolekce stěn podobně, jako tomu bylo u podezdívky. Ka-
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ždá stěna má svůj začátek a konec. Stěnám je nastaveno, které místnosti od sebe oddělují
a místnostem je dávána kolekce stěn, které místnost definují. Zároveň je stěna přiřazena do
patra a otestována, jestli se nepřekrývá s jinou stěnou, která existuje v rámci patra. Když
stěny označím jako stěna 1 a stěna 2, půjde o tyto typy překrytí:
1. stěna 2 leží celá ve stěna 1 a sdílejí spolu počátek nebo konec (obrázek 4.10a)
2. stěna 1 a stěna 2 se částečně překrývají, mají ale každá jiný počátek a konec (ob-
rázek 4.10b)
3. stěna 2 leží celá ve stěna 1 a nemají společný ani počátek, ani konec (obrázek 4.10c)
Ještě je zde možnost, že stěna 1 je identická se stěna 2. V tomto případě se ponechá
již existující stěna pro patro a nastaví se jí nová místnost, kterou odděluje od již stávající
místnosti. Ostatní kombinace vzniknou prohozením počátku a konce stěn nebo samotným
prohozením stěn. Podle obrázku 4.10 vzniknou nové stěny, kterým jsou přiřazeny místnosti,
jež stěny oddělují. Dělení stěn probíhá tak, že se seřadí počátky a konce obou stěn, aby měly
stěny stejný směr. Následně jsou tyto všechny čtyři body exkluzivně vloženy do kolekce
podle jejich pořadí, což eliminuje případy, kdy stěny sdílí počáteční nebo koncový bod.
Konečně jsou vráceny dvojice bodů tvořící nové stěny. Dělená existující stěna je ze seznamu
stěn pro patro a pro místnost vyřazena.
stěna 1
stěna 2








nová stěna 2nová stěna 1 nová stěna 3
(c)
Obrázek 4.10: Typy překrytí stěn, pohled shora
Po průchodu všech místností se ještě znovu projdou všechny stěny na patře a přiřadí
se místnostem. Zároveň se k místnostem přiřadí jejich sousedi, a to podle místností, které
stěny oddělují. Ve finále je tak každé místnosti známo, s kým sousedí, a také se ví, které
stěny spadají pouze do jedné místnosti, a jsou tudíž stěny venkovní.
Speciálně pro první patro je určena místnost, která slouží jako vstupní. Ta je určena
podle stěny budovy, která má sloužit jako vstupní. Pro všechny stěny prvního patra, které
tvoří vstupní stěnu budovy, se zjistí, jestli se dveře do stěny vměstnají. Nutná šířka je
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specifikovaná v konfiguračním souboru a různí se pro každý typ budovy. Pokud ani jedna
stěna nesplňuje tuto podmínku, je stěna vybraná náhodně. Do středu stěny jsou umístěny
vstupní dveře a v případě zbytku místa jsou vygenerována do stěny další okna. Ke vstupním
dveřím jsou přidány schody, jejichž výška je stejná, jako je výška podezdívky. Parametry
schodů jsou různé podle typu budovy a jsou konfigurovatelné pomocí souboru s nastavením.
Místnost obsahující vstupní dveře je označena jako vstupní místnost.
Obrázek 4.11: Ukázka vstupních dveří se schody
Každé podlaze místnosti je vybrána náhodná textura z kolekce textur pro podlahu
a podle polygonu reprezentující půdorys místnosti vytvořeny trojúhelníky skládající pod-
lahu. Stejně tak je tomu pro strop, až na orientaci trojúhelníků ve stropu. Ta je opačná,
vrcholy jsou orientovány ve směru hodinových ručiček. Souřadnice textur jsou stejné jako
jsou souřadnice vrcholů v půdorysně.
Umístění dveří v patře
Dveře jsou v patře umístěny tak, aby bylo možné se z každé místnosti dostat ke vstupní
místnosti přes co nejmenší počet pokojů. Zvažoval jsem použití Dijkstrova algoritmu pro
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nalezení nejkratší cesty [9], kde uzly by byly potenciální dveře místností a hrany vzdálenosti
od jednotlivých dveří. Měl jsem problém s vylučováním uzlů, což by představovalo zamítání
pozice, kde se dveře nemohou nacházet. Další případ vytvoření grafu by byl zavedení pokoje
jako uzly a potenciální dveře jako hrany. Zde byl problém s ohodnocením hran. Umísťo-
vání dveří jsem vyřešil vlastním algoritmem. V každém patře jsou do stěn zasazeny dveře
tak, aby bylo možné se dostat do všech místností na patře, které mají dostatečně velké
stěny místností k tomu, aby se do nich mohly dveře umístit. Náhodně je vybrána vstupní
místnost9, od které se celý algoritmus odvíjí. Pro algoritmus je potřebná FIFO fronta Q
s operacemi Push(item,Q), Pop(Q) a Empty(Q). Význam operací je zřejmý. Dále je nutné
znát pro každou místnost její sousedy a uchovávat v místnostech počet pokojů, přes které
se dá zatím dostat ke vstupní místnosti. Tento počet označím c. Místnost, pro kterou jsou
právě nastavovány dveře, označím r. Pseudokódem je algoritmus popsán následovně:
Nastav každému pokoji c = −1
Vstupní místnosti nastav c = 0
Vlož do fronty všechny sousedy vstupní místnosti
while not Empty(Q):
r = Pop(Q)
Všechny sousedy n místnosti r,
kde n.c == -1 a zároveň r není ve frontě Q:
Push(n, Q)
Vyber ze všech sousedů místnosti r souseda s nejmenším c ≥ 0 a
označ jej s.
Pokud mají dva nebo více sousedů stejné c,
vyber toho s nejmenším obsahem místnosti.
Mezi místnostmi r a s vytvoř dveře.
Nastav r.c = s.c + 1
end while
Algoritmus 4.2: Algoritmus pro určování dveří v patře
Tento algoritmus je použit pro každé patro zvlášť, proto má každé patro budovy jinak
rozmístěné dveře.
Generování modelů stěn
Protože byly stěny vytvořeny podle polygonů vzniklých algoritmem pro generování míst-
ností, sdílí spolu stěny počáteční a koncové souřadnice. To přináší problém, když je ze stěny
vytvořený model s určitou šířkou. Stěny se pak takto přes sebe překrývají. Obrázek 4.13
vystihuje všechny varianty, jak mohou stěny spolu kolidovat. Podle směru stěny, což je
vektor mezi počátečním a koncovým bodem stěny, je stěna roztažena do šířky vždy kolmo
vlevo. Toto rozšíření podle tloušťky stěny ukazuje obrázek 4.12.
9Toto neplatí pro první patro, které má vstupní místnost danou vstupními dveřmi.
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Počáteční bod Koncový bod
Směr rozšíření stěny
Obrázek 4.12: Tvorba stěny podle zadaného počátečního a koncového bodu, pohled shora
Pro venkovní stěny platí, že vpravo od směru stěny je venkovní strana budovy. To aby
mohla mít stěna na svých stranách odlišné textury. Podle obrázku 4.13 je černě označená
stěna zkrácena o šířku ostatních stěn v případě, že pozice zkracované stěny a kolidující
stěny je stejná, jako případ naznačený červenou přerušovanou čárou v obrázku.
Zkracovaná stěna







Obrázek 4.13: Typy kolizí stěn, pohled shora
Venkovní stěny mají vždy přednost a ke zkracování zde nedochází. Stěny mají podle
počátečního a koncového bodu svou orientaci reprezentovanou směrovým vektorem. Aby
byla zachována návaznost stěn ležících ve stejné rovině, musí se stěny seřadit, aby měly
stejnou orientaci. Orientace je vždy v kladném směru osy z. Výsledné spojení stěn v interiéru
ukazuje obrázek 4.14. Pro rozpoznávání polohy dvou stěn vůči sobě je využita stejná funkce,
jako se používá u algoritmu graham scan pro určování, zda tři body tvoří levotočivý úhel.
Podle obrázku 4.13 se stěny překrývají pouze ve dvou případech. Označím počáteční bod
zkracované stěny zp, koncový bod zk, počáteční bod potencionální kolidované stěny kp
a koncový bod této stěny kk. Ke zkrácení dojde pouze v případě, že zk = kp a zároveň body
zp, zk a kk tvoří levotočivý úhel. Obdobně druhý případ nastává, když zp = kk a zároveň
body zk, zp a kp tvoří pravotočivý úhel.
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Obrázek 4.14: Spojení překrývaných stěn
Stěny se mohou dělit na segmenty. Existují 3 typy segmentů:
• prázdná stěna
• stěna s oknem
• stěna s dveřmi
Podle umístění stěny v patře je stěna rozdělena na dané segmenty. Venkovní stěny se
skládají ze segmentů obsahující okna. Počet segmentů je dán minimální potřebnou šířkou
pro vytvoření okna, která je nastavitelná v konfiguračním souboru a pro každý typ bu-
dovy se liší. Stěny, kterým byly přiřazeny dveře mezi místnostmi podle algoritmu 4.2, jsou
celé nahrazeny segmentem s dveřmi. Zbytek stěn v interiéru je zastoupen prázdnými stě-
nami. Pro generování stěny s dveřmi nebo okny je implementovaná metoda třídy Block,
která je zděděna od třídy Mesh10. Tato metoda umožňuje do tělesa kvádru vytvořit díru,
což reprezentuje dveře nebo okno. Souřadnice díry ve stěně jsou vyčteny z konfiguračního
10Třída Mesh je popsaná v podkapitole 4.4.2
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souboru a počítáno je s nimi relativně od počátku stěny. Za pomoci vektorů jsou vypočí-
tány pozice vrcholů ve 3D a nastaveny souřadnice textury podle délky stěny. Okna jsou
vygenerována jako kvádr reprezentující sklo. Pro tato tělesa existuje speciální kolekce, ze
které jsou objekty do grafické karty nahrány jako poslední. Proč tomu tak je, je dále po-
psáno v podkapitole 4.5 o vykreslování scény. Dveře jsou reprezentovány taktéž kvádrem
a parametry dveří jsou opět konfigurovatelné souborem s nastaveními. Pro objekty dveří je
vybrána nějaká textura ze skupiny interiérových dveří v rámci celého patra.
Generování střechy
Pro typ panelového domu je vytvořena na základě půdorysu budovy plochá střecha podobně,
jako jsou tvořeny podlahy v místnostech. Na okrajích střechy budovy je vymodelována atika.
Ta je tvořena jako nízké, prázdné stěny se stejnou texturou, jakou má omítka stavby. Pro
rodinné domy je situace komplikovanější. Střecha je zkosená a polygony půdorysu mohou
nabývat různých tvarů. Aby střecha přesahovala přes okraje stavby, je použit zvětšený
půdorys budovy. Ten se dostane tak, že pro každou stranu půdorysu jsou na ni spočítány
kolmé vektory. Ty musí směřovat vždy směrem ven z polygonu. Každý vrchol má spočítán
směr posunutí jako součet normálových vektorů sousedních zdí (obrázek 4.15a). Výsledný
vektor je normalizovaný a vynásobený konstantou, která udává zvětšení polygonu. Tím je
získán půdorys střechy.
(a) Zvětšení polygonu půdorysu
stavby (zelený) a získání půdorysu
střechy (červený). Normály ve vr-
cholech jsou naznačeny černými šip-
kami.
(b) Navzorkování střechy s faktorem fac= 1 a ná-
sledná triangularizace Delaunay algoritmem.
Obrázek 4.15: Zvětšení polygonu střechy a vytvoření trojúhelníků z navzorkovaného poly-
gonu
Podle konfiguračního souboru, kde je udán faktor hustoty bodů fac v jedné ose, je
půdorys navzorkovaný rovnoměrně rozloženými body. Tyto body jsou na obrázku 4.15b
znázorněny tečkami. Když bbox bude obdélník obalující polygon půdorysu střechy a min
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funkce vracející kratší ze stran obdélníku, pak hustota density je získána jako
density = min(bbox) ∗ fac. (4.2)
Podle nejdelší strany polygonu je polygon otočen tak, aby byla nejdelší strana rovno-
běžná s osou x. Následně jsou po stranách obalujícího obdélníku po ose x a y vygenerovány
souřadnice vzorků s hustotou density. Kartézským součinem těchto vzorků jsou získány
zbylé souřadnice vzorků pokrývající celý obalující obdélník. Následuje testování, zda je
vzorek součástí polygonu střechy. Vzorky mimo polygon jsou vymazány. Každá strana pů-
dorysového polygonu je navzorkována zvlášť11. A to tak, že vzdálenost bodů od sebe je
stejná, jako vzdálenost vzorků uvnitř polygonu. Nad všemi vzorky je použit algoritmus pro
tvoření trojúhelníků nad množinou bodů – Delaunay [3]. Protože tento algoritmus vytváří
trojúhelníky i tam, kde by střecha neměla existovat, je nad každým trojúhelníkem spočítán
střed trojúhelníku. Pokud střed nenáleží polygonu půdorysu střechy, je trojúhelník odstra-
něn. Následně se použije algoritmus distance transform [26]. To znamená, že se pro všechny






Obrázek 4.16: Počítání vzdálenosti bodu od úsečky reprezentující stranu polygonu
Vzdálenost vzorku od strany polygonu se počítá pomocí goniometrických funkcí a ve-
likosti vektorů. Obrázek 4.16 ukazuje 3 případy rozmístění bodů. Úsečka AB představuje
stěnu polygonu, body C, D a E vzorky reprezentující vrchol trojúhelníku. Pokud je úhel
svíraný mezi bodem a úsečkou tupý, je spočítána velikost vektoru začínajícího v bodě vr-
cholu a končícího u bodu, u kterého je úhel počítán. Tento případ vystihují na obrázku 4.16
úhel α, resp. β. Tudíž vzdálenost d od strany je velikost vektoru |DA|, resp. |EB|. Úhel ϕ
je ostrý. Proto je pro spočítání vzdálenosti d využito skalárního součinu z rovnice 2.14, což
po dosazení do funkce sin dává rovnici








√√√√1−( ~AB · ~AC| ~AB|| ~AC|
)2
. (4.3)
11Strana půdorysového polygonu je odlišná od obalujícího obdélníku.
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Vzdálenost d je použita jako výška střechy v daném bodě. Drátěný model vygenerované
střechy je vidět na obrázku 4.17.
Obrázek 4.17: Ukázka drátěného modelu zkosené střechy s nastavením fac= 5
Texturování zkosené střechy tak, aby šly tašky střechy vždy směrem dolů, není triviální,
protože střecha se skládá z velkého množství trojúhelníků. Program používá stejné texturo-
vání jako pro cesty, tj. x a z souřadnice jsou zároveň souřadnicemi textury. Výsledek domu
se zkosenou otexturovanou střechou je na obrázku 4.18.
4.5 Renderování scény
Tato sekce popisuje nastavení scény, použité struktury a knihovny. Pro renderování musí
grafická karta podporovat OpenGL verze 3.2 a vyšší. Knihovny třetích stran jsem se sna-
žil používat takové, aby byla aplikace přenositelná. Pro správce oken, zpracování událostí
periferií a vytvoření OpenGL kontextu aplikace používá knihovnu SDL 1.3.
Modely vygenerované výše popsanými metodami jsou vykresleny na obrazovku a uži-
vatel aplikace si může 3D scénu prohlédnout. Protože renderování scény probíhá v reálném
čase, je na to brán ohled při implementaci. Veškeré doposud popsané moduly a knihovny
byly napsány v programovacím jazyce Python 2.7. Jak už je zmíněno na začátku kapitoly 4,
tato část programu je implementována v jazyce C. Modul pro renderování nabízí rozhraní
pro vytváření 3D struktur. Toto rozhraní je zastoupeno strukturou Renderer, která v sobě
uchovává atributy k nastavení OpenGL, shaderů, světel, kamery a scény. Důležité je, že zde
existuje dynamické pole vrcholů a indexů takové, jaké je nakresleno v podkapitole 3.1 na
obrázku 3.1. Vrcholy v poli jsou reprezentovány strukturou mající následující atributy:
• pozice vrcholu – je dána třemi čísly x, y, z s plovoucí řádovou čárkou
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Obrázek 4.18: Výsledek generování střechy i s texturou
• normála vrcholu – je deklarována třemi čísly nx, ny, nz s plovoucí řádovou čárkou.
Každá normála je spočítána jako průměr všech normál trojúhelníků, které vrchol
sdílejí.
• pozice textury – dvě čísla s a t s plovoucí řádovou čárkou, která určují pozici textury
pro daný vrchol
Protože struktura je heterogenní, jejíž atributy jsou v paměti počítače uloženy za sebou,
a kompilátor gcc alokuje v paměti typ float na 4 bytes, je celková velikost struktury
32 bytes. OpenGL SuperBible [39] doporučuje mít pro kopírování dat do VBO strukturu
vrcholů v paměti zarovnanou na velikost mocniny čísla 2. Struktura vrcholu napsaná výše
tento požadavek splňuje. Struktura Renderer si také uchovává informace o objektech ve





Každá skupina používá datové struktury pro zapamatování indexů jednotlivých ob-
jektů. Tyto objekty odpovídají instancím třídy Mesh z podkapitoly 4.4.2. Při vkládání nové
instance je zapamatována pozice posledního prvku v IBO a tato hodnota je přičtena ke
všem indexům vrcholů ze třídy Mesh. Zároveň slouží jako offset v bufferu IBO při vykres-
lování primitiv. Tím se docílí toho, že do pole vrcholů se nahrají všechny vrcholy, které
byly vytvořeny generátorem, v jediném průchodu všech vytvořených těles. Tento cyklus
proběhne před začátkem vykreslování pouze jednou. V podkapitole 4.4.2 jsem zmiňoval, že
objekty představující skla, jsou nahrávány jako poslední. To znamená, že poslední indexy
v IBO tvoří trojúhelníky skel. Důvodem je, že chci, aby okna byla průhledná, čehož se
docílí blendingem. Podle rendering pipeline popsané v podkapitole 3.1 se blendovací funkce
provádějí nad právě zpracovávaným fragmentem a existujícími daty ve framebufferu. Když
se vykresluje okno, je vše, co je za oknem, už ve framebufferu a může se provést blending.
Kamera je implementována strukturou udržující pozici kamery position ve 3D pro-
storu, její otočení yaw okolo osy y, které je omezeno do intervalu 〈0, 360), a otočení pitch
okolo osy x. Otočení pitch spadá do intervalu (−90, 90). Podle této struktury je sestavena
modelView matice. Tato matice se spočítá součinem matic
modelView = I ·Rpitch ·Ryaw · Tposition, (4.4)
kde I je jednotková matice, Rpitch rotační matice okolo osy x o hodnotu pitch, Ryaw
rotační matice okolo osy y o hodnotu yaw a Tposition translační s hodnotami position.
Scéna používá perspektivní projekci, danou projekční maticí projection. Výsledná
modelViewProjection matice je spočítána jako součin
modelViewProjection = projection ·modelView (4.5)
Normálová matice je transponovaná modelView matice. Pro práci s maticemi byla
použita knihovna, která je součástí programovacího IDE XCode. Licenční podmínky této
knihovny vyžadují explicitní uvedení, že maticové operace byly počítány knihovnou patřící
Apple Inc..
Podle matice modelViewProjection se počítají souřadnice každého vrcholu ve scéně
podle nastavení kamery. Tento výpočet je proveden ve vertex shaderu, kde jsou také spočí-
tány nové normály vrcholů podle normálové matice. Fragment shader se stará o texturování
fragmentů a výpočet osvětlení podle Phongova osvětlovacího modelu zmíněného v podka-
pitole 3.1.
Ovládání kamery pro pohyb ve scéně má na starost nekonečná smyčka využívající volání
knihovny SDL. Tato smyčka zachytává události z klávesnice a myši. Následně je pro každou
událost zavolána obslužná rutina. S SDL verzí 1.2 se mi nepodařilo vytvořit okno k vy-
kreslování v případě, že obslužná rutina byla vykonávána ve sdílené knihovně na platformě
Mac OS 10.8. Tento nedostatek pomohl vyřešit použití novější verze knihovny 1.3, avšak zde
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byl problém s nepodporovaným OpenGL 3.2 kontextem na stejné platformě. To jsem vy-
řešil doprogramováním této podpory do knihovny SDL. Problém byl způsoben chybějícími




Podařilo se navrhnout a implementovat aplikaci generující modely budov pro daný typ
zástavby podle zadaného půdorysu. Půdorys se získá z OpenStreetMap serveru, odkud
aplikace stáhne mapové podklady. Výsledné modely zobrazí ve 3D scéně, kterou je možné
procházet. Jako rozšíření byl do aplikace přidán terén, jehož diskrétní body jsou zjištěny
pomocí Google Services. Modely domů jsou vygenerovány včetně interiérů. Mezi místnostmi
jsou umístěny dveře takovým způsobem, aby bylo možné se z každé místnosti dostat do
vstupní haly budovy. Vstupní hala obsahuje dveře, které jsou podle možnosti umístěny
směrem k nejbližší cestě. Aplikace rozlišuje čtyři typy zástavby a pro každý typ umožňuje
konfigurovat parametry dveří, oken, stěn, velikosti vstupních schodů, hustoty vrcholů ve
střeše a specifikovat používané textury. Nastavitelné jsou také typy a šířky cest, které se
umísťují na zvlněný terén.
Při návrhu aplikace byl brán ohled na síťový provoz a omezení poskytovaných služeb
jednotlivých aplikačních rozhraní. Požadavky odesílané na server jsou zapamatovány a při
následujících dotazech na stejnou oblast se využije těchto zapamatovaných hodnot, aniž by
se inicializovala síťová komunikace. Pro urychlení výpočtu jsou budovy generovány para-
lelně.
V závislosti na typu budovy se čas pro vygenerování liší. Budovou s nejkomplexnější
architekturou je typ rodinného domu, kvůli množství trojúhelníků ve střeše a členitému
půdorysu. Avšak rodinné domy nemají tak velkou plochu a výšku, jako mají např. pane-
lové domy. Čas potřebný k samotnému vygenerování modelu rodinného domu skládajícího
se přibližně ze 13000 vrcholů a 4500 trojúhelníků je v průměru okolo 1 sekundy. Genero-
vání sedmipatrového panelového domu, který je komponován přibližně z 11000 trojúhelníků
a 33000 vrcholů, trvá zhruba 2 sekundy. Z důvodu velkého množství trojúhelníků ve scéně
je aplikace náročná na paměť. Jelikož se jedná o konzolovou aplikaci s grafickým výstupem
v jednom okně, bylo by možné vyrobit grafické uživatelské rozhraní. V tomto rozhraní by
se zadával obdélníkový výřez mapy a konfigurace aplikace.
Závěrem lze konstatovat, že model vygenerované scény může nalézt uplatnění v počí-
tačových hrách, v navigačních softwarech nebo v dopravních simulacích. V budoucnu by
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programu mohla být optimalizována paměťová náročnost, např. slučováním trojúhelníků
ležících ve stejné rovině.
Zajímavé by jistě bylo přidat do scény ještě další industriální prvky, jako jsou například
železnice, elektrická vedení, nezastřešené stadiony nebo prvky přírody, kterými by mohly být
řeky, jezera, stromy, útesy. Tímto způsobem by se model scény ještě více přiblížil objektivní
realitě světa, což by mohlo být námětem pro další práce v oblasti grafického modelování.
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Na přiloženém CD jsou uloženy zdrojové kódy programu, text této práce včetně zdrojových
souborů pro LATEX a plakát prezentující práci. Adresářová struktura je následující:
• doc/ – programová dokumentace vygenerovaná nástrojem Doxygen
• src/ – zdrojové kódy aplikace
• dp-xlibos01.pdf – tento dokument
• text/ – zdrojové soubory LATEXu





Ke spuštění je potřeba mít k dispozici zkompilované knihovny SDL 1.3 a OpenGL s pod-
porou 3.2 kontextu. Pro interpret Python 2.7 musí být importovatelné moduly numpy,
futures, PyML a lxml. Adresář, který obsahuje adresář se zdrojovými soubory dp, musí být
nastavený v proměnné prostředí PYTHONPATH. Nejprve se musí zkompilovat sdílená knihovna
pro renderer příkazem make v adresáři dp/view.
Program se spouští příkazem ”python -m dp <mode>”, kde mode je collect, build,
train nebo view.
Dostupné parametry programu se vytisknou zadáním příkazu ”python -m dp --help”.
Ovládání programu
Myší se otáčí pohled ve scéně. Ovládání klávesnice:
• pohyb ve scéně
– W – pohyb dopředu
– S – pohyb dozadu
– A – pohyb vlevo
– D – pohyb vpravo
– = – zvětší rychlost pohybu
– - – sníží rychlost pohybu
• nastavování tříd v Collect mode
– 1 – nastaví vybrané budově třídu ”panelový dům”
– 2 – nastaví vybrané budově třídu ”městský dům”
– 3 – nastaví vybrané budově třídu ”rodinný dům”
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– 4 – nastaví vybrané budově třídu ”ostatní”
– 0 – vybraná budova nebude zahrnuta do trénovacích dat
– N – vybere další budovu
– B – vybere předchozí budovu
• ovládání pro debugování aplikace
– O – přepíná typ vykreslovaných primitiv mezi trojúhelníky, čárami a body
– P – přepíná, zda má být polygon vyplněný či nikoliv
– G – přepíná vykreslení budov
– H – přepíná vykreslování terénu
– J – přepíná vykreslování cest




[<typ_budovy: bof, house, old, other>]








# Minimální délka stěny pro vstupní dveře
door_out_needed = 1.6
# Výška vstupních dveří
door_out_height = 2
# Polovina šířky vstupních dveří
door_out_half = 0.6
# Tloušťka vstupních dveří
door_out_thickness = 0.15
# Polovina šířky okna
win_half = 0.4
# Minimální délka stěny, aby mohla obsahovat okno
win_needed = 1.7










# Výška vstupního schodu
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stair_height = 0.1
# Hloubka vstupního schodu
stair_depth = 0.2
# Výška, kolik bude podezdívka nad nejvyšším vrcholem půdorysu v terénu
socle_eps = 0.1
# Název adresáře se skupinou textur pro fasádu
facade = out_facade
# Název adresáře se skupinou textur pro venkovní dveře
out_door = out_door
# Nastavení světla ve scéně
[light]
ambient = [0.4, 0.4, 0.4]
diffuse = [0.5, 0.5, 0.5]
specular = [0.1, 0.1, 0.1]











# Kolik vrcholů v jedné bude mít terén
density = 20
# O kolik bude zvednuta cesta nad terénem
way_height_eps = 1.0
[roof]
# Faktor hustoty vzorků ve střeše
density_factor = 5
[common]





Obrázek D.1: Ukázka vygenerovaného interiéru s okny a dveřmi
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Obrázek D.2: Příklad satelitního městečka




Zde jsou uvedeny webové stánky, ze kterých jsem použil textury do scény:
• www.3d-diva.com
• www.magnet-textures.com
• www.spiralgraphics.biz
• map.3dmodelfree.com
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