































































































































































































































































































































































































































































































    ­  +  +  ­  ­  ­ 
1)Device Noise  ­  ↑  ↓↓      ↓  ↓ 
2)Sound Quality  +  ↑↑  ↓  ↑↑    ↓↓  ↓↓ 




4)Cost  ­  ↓↓  ↓↓  ↓  ↓  ↑↑  ↓ 
5)Flexibility  +    ↑↑  ↑↑  ↓↓  ↓↓  ↑↑ 
6)Size  ­  ↓  ↓↓  ↓  ↑  ↓↓  ↑↑ 



























































































































































































































































































































































LCD Pin  LCD Name  Arduino Pin  Arduino Port Name 
1  V​SS  POWER:GND  GND 
2  V​DD  POWER: 5V  V​CC 
3  V​O  GND  GND 
4  RS  DIGITAL:11  PB3 
5  R/W  DIGITAL:10  PB2 
6  E  DIGITAL:12  PB4 
7  DB0     
8  DB1     
9  DB2     
10  DB3     
11  DB4  DIGITAL:4  PD4 
12  DB5  DIGITAL:5  PD5 
13  DB6  DIGITAL:6  PD6 
14  DB7  DIGITAL:7  PD7 
15  LED+     































External SPI/I​2​C  J8  1  ANALOG: 4  PC4 
External SPI/I​2​C  J8  3  ANALOG 5:  PC5 



































































































































































































[1,3,*,*,*]  Equalizer  Equalizer       




























































































































































































































































































































































































































































































































































































































































































































































































































































































































































































LCD Display  1  Hantronix Inc.  10.00 







Labor  300 hours    5400 (at $18/hr) 




























 + 5 W (Microcontroller)5  W  (Amplif ier outputs) 0 W  (DSP )1 * 4 + 1  
 
5) Environmental 
a) The environmental impact of this project comes from the fabrication of the 
components.The microcontroller, DSP board, and the amplifiers (4 
Channel and Mono Subwoofer) all use PCB fabrication which has an 
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indirect effect on environment through parts manufacturing. Factories are 
needed to produce the components, and those factories all use energy 
and caustic materials during production. As with all electronics, proper 
recycling in accordance with electronics disposal regulations is needed to 
reduce environmental impact. If not properly recycled, harmful chemicals 
may leak into the surroundings, directly affecting all local animal life and 
other people. 
 
6) Manufacturability  
a) The manufacturing of the chassis will be the most difficult portion of the 
manufacturing process. The enclosure will be fabricated in shop using 
sheet metal. However, since there is significant power dissipation, heat 
dispersion will be a necessity to ensure the safety of components and 
strategic heatsinks and active fans may be necessary.   
 
7) Sustainability 
a) In regards to product life, the components most likely to break first are the 
buttons and the rotary encoder due to constant physical stress from 
handling. For active electronic components, the sub amplifier will be run at 
higher power than the rest of the components in the device, resulting in a 
shorter life cycle than the other electronic components. These high stress 
components may require replacement to maintain system sustainability. 
b) Describe how this project impacts the sustainable use of resources: 
i) By combining multiple products into a single housing, the result is 
less overall electronic waste and less housing material (sheet metal) 
being necessary for the same design goals. 
c) Describe any upgrades that would improve the design of the project.  
i) One method of improving the design is to use a larger 
microcontroller to implement more functionality and more menu 
customization. This would create a more robust sound system that 
gives the user more control. 
ii) The system could use a dedicated subwoofer amplifier to improve 
the output power to a subwoofer. This would increase the internal 
component size of the system, which could be difficult to for the 
original chassis to hold. The chassis may need to be increased in 
size to accommodate for this.  
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8) Ethical 
a) Positive ethical implications that this product provides for residential use 
would be for personal enjoyment of high quality audio (when listening to 
music, movies, etc). Users of this device will have their audio entertainment 
experience enhanced greatly. In accordance with the IEEE code of ethics, 
our system also guarantees that performance specifications will be met 
with absolute certainty through actual use testing (load testing) other than 
ideal circumstances.  
 
9) Health & Safety 
A health and safety concern associated with this project is its role in the ability to 
generate dangerous sound pressure levels of greater than 100 dBa (for exposure 
exceeding 15 minutes) in conjunction with speakers which provides physical harm 
to the ear in accordance to OSHA standards(See Figure A.1 below) [7]. 
 
Figure A.1: OSHA Sound Level Safety Chart 
 
10) Social and Political 
a) A significant social impact with this devices is only prevalent when the 
Audio DSP amplifier is connected to speakers. The amplifier system could 
function as a replacement contractor amplifier with dsp capabilities if the 
power supply was replaced with one that runs off of a 70V power supply. 
This would function as an audio system for social gatherings at large 
meeting rooms, lecture halls, etc.  
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Appendix B: Software Design 
 
Figure B.1: Original 
Menu Flow Diagram 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
61 
 
Figure B.2: Example REW Filter File  
 
Note: Main ­ Menu, and highpass update altered/removed in final version (see Expo section). 
See Filter Import (final version) for pieces of code that occur in both sketches (Arduino Projects). 
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Microcontroller Code, Expo 
Main ­ Maximum Menu Implemented 
char​ foo;  ​// junk code 
// Work in progress, Senior Project Showcase Code - 5/29/15 
// See “final” code for more comments on common functions 
// Created by Will Saba and Nick Barany to interface an LCD 7-segment display and ADAU 1702 EVAL DSP board 
// to an Arduino Uno  
// Require selfboot off, s5 set left to "spi" in order to get data on scope i2c 
 
#include <Wire.h> 
#include <EEPROM.h> 
#include "SigmaStudioFw.h" 
#include "main_final_IC_1_REG.h" 
#include <avr/io.h> 
#include "Biquad.h" 
#include "main_final_IC_1.h" 
#include "main_final_IC_1_PARAM.h" 
 
#include "LCDDriver.h" 
#include "RotaryEncoder.h" 
 
 
 
//Set sample rate for filter calculation 
#define sampleRate 96000.0 
#define I2C_ADDR_ADAU1702W 0x34 ​// i2c Write address of tested ADAU DSP board 
#define  type_peak 0 
#define  type_lowshelf 1 
#define  type_highshelf 2 
#define  type_notch 3 
#define  SUB_MODE_FLAG_HIGH 2 
#define DEFAULT_CROSSOVER_FC 100.0  
typedef​ PROGMEM ​const​ ​unsigned​ ​char​  ADI_REG_TYPE; 
 
//Define crossover biquads 
   Biquad ​*​LP1L ​=​ ​new​ Biquad(); 
   Biquad ​*​LP2L ​=​ ​new​ Biquad(); 
   Biquad ​*​LP1R ​=​ ​new​ Biquad(); 
   Biquad ​*​LP2R ​=​ ​new​ Biquad(); 
   Biquad ​*​HP1L ​=​ ​new​ Biquad(); 
   Biquad ​*​HP2L ​=​ ​new​ Biquad(); 
   Biquad ​*​HP1R ​=​ ​new​ Biquad(); 
   Biquad ​*​HP2R ​=​ ​new​ Biquad(); 
 
// This struct contains index variables for each filter parameter corresponding to its named lookup table   
typedef​ ​struct​ Filter { 
     ​int​ q ​=​ ​10​, gain ​=​ ​10​,fc ​=​ ​33​, type ​=​ type_peak; 
   ​//  int filterType = 0; // Initialize type to off 
    }Filter; 
   
    ​// declare 1 index storage variables out of 6 corresponding to Biquad filter1 
     Filter filter1i;​//,filter2i,filter3i,filter4i,filter5i,filter6i; 
 
  ​//Define 6 blank biquads (BP gain of 0 dB), for now don't update previous settings from memory 
   
   Biquad ​*​filter1 ​=​ ​new​ Biquad(); 
/*   Biquad *filter2 = new Biquad(); 
   Biquad *filter3 = new Biquad(); 
   Biquad *filter4 = new Biquad(); 
   Biquad *filter5 = new Biquad(); 
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   Biquad *filter6 = new Biquad(); 
*/ 
int​ volume ​=​ ​37​;​// default -> -3 dB DSP gain 
// -40 -> 0 dB lookup table stored in decimal format for volume control and wherever -dB gain is needed as a decimal (dB values stored 
as linear decimals in registers) 
 ​double​ dBLookup [​41​] ​= 
{​0.01​,​0.011220185​,​0.012589254​,​0.014125375​,​0.015848932​,​0.017782794​,​0.019952623​,​0.022387211​,​0.025118864​,​0.028183829​,​0.031622777​,​0.0354813
39​,​0.039810717​,​0.044668359​,​0.050118723​,​0.056234133​,​0.063095734​,​0.070794578​,​0.079432823​,​0.089125094​,​0.1​,​0.112201845​,​0.125892541​,​0.141253
754​,​0.158489319​,​0.177827941​,​0.199526231​,​0.223872114​,​0.251188643​,​0.281838293​,​0.316227766​,​0.354813389​,​0.398107171​,​0.446683592​,​0.501187234
,​0.562341325​,​0.630957344​,​0.707945784​,​0.794328235​,​0.891250938​,​1​}; 
 ​// Stores common 1/3 octave increments of quality factor used for parametric filters. Doubles as lookup table for slope parameter in 
high-shelf and low-shelf filters. 
 ​double​ qLookup [​20​] ​=​ {​0.127​,​0.152​, ​0.182​, ​0.22​, ​0.267​, ​0.33​, ​0.4​, ​0.51​, ​0.67​, ​0.92​, ​1.04​, ​1.41​, ​1.9​,​2.14​,​2.87​,​4.32​,​5.76​,​7.2​,​8.65​,​10​}; 
 
int​ is_pressed ​=​ ​0​; 
int​ is_released ​=​ ​0​; 
int​ push_turn ​=​ ​0​; 
int​ turn_dir ​=​ ​0​; 
int​ pos ​=​ ​0​; 
int​ crossoverFc_i ​=​ ​34​; ​// crossover fc index 
char​ buf[​20​]; 
char​ x​=​ ​0​; ​// keeps track of hp index (first array dimension), defaults to 30 Hz HP in firmware, can be set in setup 
RotaryEncoder ​encoder​(A2, A3); 
volatile​ ​int​ count ​=​ ​0​; 
int​ menu[​5​] ​=​ {​0​,​0​,​0​,​0​,​0​}; 
 
//Function Declarations 
void​ ​back​(); 
void​ ​menu_update​(); 
// Boot the LCD 
int​ ​LCDscreen_init​() 
{ 
//Wait for startup 
_delay_ms(​50​); 
LCD_4pin_init(​12​, ​11​, ​10​, ​7​, ​6​, ​5​, ​4​); 
 
//Functions set. 4 bit, 2 lines, display on 
LCD_cmd_function(​0​, ​1​, ​1​); 
 
//Display ON, Cursor off, Blink off 
LCD_cmd_display(​1​, ​0​, ​0​); 
 
//Display CLR 
LCD_cmd_clr(); 
 
//Entry Mode (Shift off, increment) 
LCD_cmd_entry(​1​, ​0​); 
//Initialization END. 
return​ ​0​; 
} 
 
int​ ​lcd_write_str​(​char​ buf[]) ​//find length of string, send 1 char at a time for each index of str until it ends 
{ 
int​ i​=0​; 
int​ len; 
 
len ​=​ strlen(buf); 
for​(i​=0​; i​<​len; i​++​) 
{ 
           LCD_send_data(buf[i]); 
} 
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return​ ​0​; 
} 
// End boot the LCD// 
 
// Back Functions 
// Goes up 1 level in menu 
void​ ​back​() 
{ 
    ​//go up a level 
    is_pressed ​=​ ​0​; 
    menu[menu[​0​]] ​=​ ​0​;   
    menu[​0​]​--​;   
} 
// Menu Update 
void​ ​menu_update​() 
{ 
 ​// Serial.print(F("turn_dir: ")); 
 ​// Serial.println(turn_dir); 
 ​// Serial.print(F("is_pressed: ")); 
 ​// Serial.println(is_pressed); 
 ​// Serial.print(F("is_released: ")); 
 ​// Serial.println(is_released); 
 ​// Serial.println(push_turn); 
  
  ​switch​(menu[​1​]) 
  { 
    ​case​ ​0​: 
       ​if​(turn_dir)   ​//if knob is turned right or left no button press 
       { 
          volume ​+=​ turn_dir;   
          sprintf(buf, ​"Volume: %d dB"​, volume​-40​); 
          setVolume(dBLookup[volume], I2C_ADDR_ADAU1702W); 
         ​// Serial.println(dBLookup[volume]); 
 
       }   
       ​else​ ​if​(is_pressed ​==​ ​1​) 
       { 
         is_pressed ​=​ ​0​; 
         ​//one menu level deeper 
         menu[​0​]​++​;   
         menu[​1​]​++​;   
       } 
       ​else​ ​if​(is_released) 
       { 
         is_released ​=​ ​0​; 
         sprintf(buf, ​"Volume: %d dB"​, volume​-40​); 
 
       } 
       ​else​ ​// catchall scenario 
       { 
          is_pressed ​=​ ​0​; 
          is_released ​=​ ​0​; 
          turn_dir ​=​ ​0​; 
       } 
    ​break​; ​//break menu[1] 
   
    ​case​ ​1​: 
         ​switch​(menu[​2​]) 
         { 
             ​case​ ​0​: 
             ​//crossoverh [1,1,0,0,0] 
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                 ​if​(is_released ​==​ ​1​) 
                 { 
                    sprintf(buf, ​"X-over Fc: %d"​, fcLookup[crossoverFc_i]); 
                    is_released ​=​ ​0​;   
                 } 
                  is_released ​=​ ​0​; 
 
                       ​if​(turn_dir ​==​ ​1​ ​||​turn_dir ​==​ ​-1​)  
       { 
                              ​if​(push_turn ​==​ ​1​){ 
                                ​//  
                                is_pressed ​=​ ​0​; 
                                crossoverFc_i ​+=​turn_dir; 
   
                               LP1L ​->​setBiquad(bq_type_lowpassLR, (​double​)fcLookup[crossoverFc_i]​/​ sampleRate, ​1​, ​0​); 
                               LP2L ​->​setBiquad(bq_type_lowpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                               LP1R ​->​setBiquad(bq_type_lowpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                               LP2R ​->​setBiquad(bq_type_lowpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                               HP1L ​->​setBiquad(bq_type_highpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                               HP2L ​->​setBiquad(bq_type_highpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                               HP1R ​->​setBiquad(bq_type_highpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                               HP2R ​->​setBiquad(bq_type_highpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​);  
                               setCrossover((​double​)fcLookup[crossoverFc_i]​/​ sampleRate, LP1L, LP1R,LP2L,LP2R,HP1L,HP1R,HP2L,HP2R); 
   
                               sprintf(buf, ​"X-over Fc: %d"​,fcLookup[crossoverFc_i]); 
   
 
                             } 
                             ​else​// not push turn 
                             { 
                                menu[​2​] ​+=​ turn_dir; 
                                ​if​(turn_dir ​==​ ​1​){    
sprintf(buf, ​"Filter 1 Type: %d"​, filter1i.type); 
                                } 
                                ​else 
                                { 
                                  sprintf(buf, ​"Back"​); 
                                  menu[​2​] ​=​ ​5​; ​// wraparound 
   
                                }   
                             } 
                    }   
                     ​else​ ​if​(is_pressed ​==​ ​1​){ 
                       push_turn ​=​ ​1​; 
                       is_pressed ​=​ ​0​; 
                     } 
                     ​else​{ ​//is released 
                       ​//  sprintf(buf, "X-over Fc: %d",fcLookup[crossoverFc_i]); 
                              is_pressed ​=​ ​0​; 
                              push_turn​=0​; 
                     }   
     ​break​;  
 
                      ​case​ ​1​: 
   
                      is_released ​=​ ​0​; 
   
      ​if​(turn_dir){ 
  ​if​(push_turn ​==​ ​1​){ 
                               is_pressed ​=​ ​0​; 
                               filter1i.type​+=​turn_dir; 
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                               ​if​(filter1i.type​==4​){ 
                                   filter1i.type​=0​; 
                                   } 
                               ​else​ ​if​ (filter1i.type​==-1​){​//type = 3 
                                     filter1i.type ​=​ ​3​; 
                                   } 
                               ​if​(filter1i.type ​==​ ​0​) 
                                   { 
                                     filter1​->​setType(bq_type_peak); 
                                     sprintf(buf, ​"Filter 1: Pk"​); ​// update once #defines proven 
                                   } 
                               ​else​ ​if​(filter1i.type ​==​ ​1​) 
                                   { 
                                     filter1​->​setType(bq_type_lowshelf); 
                                     sprintf(buf, ​"Filter 1: LS"​); 
                                   } 
                               ​else​ ​if​(filter1i.type ​==​ ​2​) 
                                   { 
                                     filter1​->​setType(bq_type_highshelf); 
                                     sprintf(buf, ​"Filter 1: HS"​); 
                                   } 
                               ​else​ ​if​(filter1i.type ​==​ ​3​) 
                                   { 
                                     filter1​->​setType(bq_type_notch); 
                                     sprintf(buf, ​"Filter 1: NOTCH"​); 
                                   } 
                                   safeLoadFilter(filter1, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE0_B0_ADDR); 
   
                            }​//end if push turn  
                             ​else 
                             { 
                               menu[​2​] ​+=​ turn_dir; 
                               ​if​(turn_dir ​==​ ​1​){ 
                                 sprintf(buf, ​"Filter 1 Q:%d"​, filter1i.q); 
                                 } 
else 
                                   { 
                                     sprintf(buf, ​"X-over Fc: %d"​, fcLookup[crossoverFc_i]); 
                                   } 
                                   turn_dir ​=​ ​0​; 
   
                               } 
                        } ​//end if turn dir 
 
 
                       ​else​ ​if​(is_pressed ​==​ ​1​){ 
                               push_turn ​=​ ​1​; 
                               is_pressed ​=​ ​0​; 
                             } 
                       ​else 
                       { 
                           is_pressed ​=​ ​0​; 
                           push_turn​=0​; 
                           sprintf(buf, ​"Filter 1 Type: %d"​,filter1i.type); 
                       } 
                  ​break​; 
  ​case​ ​2​: 
                        ​//Filter 1 Q  
   
                        is_released ​=​ ​0​; 
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if​(turn_dir){ 
    ​if​(push_turn ​==​ ​1​){ 
                                       is_pressed ​=​ ​0​; 
   
                                       filter1i.q​+=​turn_dir; 
                                       ​if​(filter1i.q ​==​ ​21​) 
                                       { 
                                         filter1i.gain ​=​ ​20​; 
                                       } 
                                       ​else​ ​if​(filter1i.q ​==​ ​-1​){ 
                                         filter1i.gain ​=​ ​0​; 
                                       } 
   
                                       ​//Print the Q 
                                       filter1​->​setQ(qLookup[filter1i.q]); 
                                       sprintf(buf,​"Filter 1 Q: %d"​, filter1i.q); 
                                       safeLoadFilter(filter1, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE0_B0_ADDR); 
                                   }  
                                   ​else​{ 
                                       menu[​2​] ​+=​ turn_dir;  ​//Wrap around right side of menu 
                                       ​if​(turn_dir ​==​ ​1​){ 
    sprintf(buf, ​"Filter 1 Gain: %d"​, gainLookup[filter1i.gain]); 
                                       } 
                                       ​else​{ 
                                         sprintf(buf, ​"Filter 1 Type: %d"​,filter1i.type); 
                                       } 
                                    }​//end push turn if 
         }​//end turn dir if 
 
                              ​else​ ​if​(is_pressed ​==​ ​1​){ 
                                   push_turn ​=​ ​1​; 
                                   is_pressed ​=​ ​0​;   
                              } 
   
                              ​else​ ​// is released 
                              { 
                                  turn_dir ​=​ ​0​; 
                                  is_pressed ​=​ ​0​; 
                                  push_turn​=0​; 
                                  sprintf(buf,​"Filter 1 Q: %d"​, filter1i.q); 
                              } 
                      ​break​; 
                      ​case​ ​3​: 
                     ​//Filter 1 gain  
                      is_released ​=​ ​0​; 
                     ​if​(turn_dir) 
     { 
        ​if​(push_turn ​==​ ​1​){ 
                            is_pressed ​=​ ​0​; 
                            filter1i.gain​+=​turn_dir; 
                            ​if​(filter1i.gain ​==​ ​22​) 
                            { 
                              filter1i.gain ​=​ ​21​; 
                            } 
                            ​else​ ​if​(filter1i.gain ​==​ ​-1​){ 
                              filter1i.gain ​=​ ​0​; 
                            } 
                            ​//Print the gain 
                            filter1​->​setPeakGain((​double​)gainLookup[filter1i.gain]); 
                            sprintf(buf,​"Filter 1 Gain: %d"​, gainLookup[filter1i.gain]); 
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                            safeLoadFilter(filter1, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE0_B0_ADDR); 
                          } 
                          ​else 
                          { 
                              menu[​2​] ​+=​ turn_dir;  ​//Wrap around right side of menu 
                              ​if​(turn_dir ​==​ ​1​){ 
                                  sprintf(buf, ​"Filter Fc: %d"​, fcLookup[filter1i.fc]); 
                              } 
                              ​else​{ 
                              sprintf(buf, ​"Filter 1 Q: %d"​,filter1i.q); 
                              } 
                        }​//end push turn if 
  }​//end turn dir if 
                     ​else​ ​if​(is_pressed ​==​ ​1​){ 
                           push_turn ​=​ ​1​; 
                           is_pressed ​=​ ​0​;   
                      } 
   
                     ​else​{ ​// is released 
                       turn_dir ​=​ ​0​; 
                       is_pressed ​=​ ​0​; 
                       push_turn​=0​; 
                       sprintf(buf,​"Filter 1 Gain: %d"​, gainLookup[filter1i.gain]); 
                     } 
                     ​break​; 
   
                     ​case​ ​4​: 
   
                     ​//Filter 1 freq  
                     is_released ​=​ ​0​; 
         ​if​(turn_dir){ 
  if​(push_turn ​==​ ​1​){ 
                            is_pressed ​=​ ​0​; 
                            filter1i.fc​+=​turn_dir; 
                            ​//Protect range of Fc lookup table from overflow 
                            ​if​(filter1i.fc ​==​ ​174​) 
                            { 
                              filter1i.fc ​=​ ​173​; 
                            } 
                            ​else​ ​if​(filter1i.fc ​==​ ​-1​){ 
                              filter1i.fc ​=​ ​0​; 
                            } 
                            ​//Print the gain 
                            filter1​->​setFc((​double​)fcLookup[filter1i.fc]​/​sampleRate); 
                            sprintf(buf,​"Filter Fc: %d"​, fcLookup[filter1i.fc]); 
                            safeLoadFilter(filter1, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE0_B0_ADDR); 
                           } 
                        ​else 
                        { 
                           menu[​2​] ​+=​ turn_dir;  ​//Wrap around right side of menu 
                           ​if​(turn_dir ​==​ ​1​){ 
                               sprintf(buf, ​"Back"​); 
                           } 
                           ​else​{ 
                              sprintf(buf, ​"Filter 1 Gain: %d"​,gainLookup[filter1i.gain]); 
                           } 
                        }​//end push turn if 
  }​//end turn dir if 
 
                     ​else​ ​if​(is_pressed ​==​ ​1​){ 
                           push_turn ​=​ ​1​; 
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                           is_pressed ​=​ ​0​;   
                     } 
                     ​else​ ​// is released 
                     { 
                       turn_dir ​=​ ​0​; 
                       is_pressed ​=​ ​0​; 
                       push_turn​=0​; 
                       sprintf(buf,​"Filter Fc: %d"​, fcLookup[filter1i.fc]); 
                     } 
                  ​break​; 
                  ​case​ ​5​: 
                  ​//Back level 
                  ​if​(turn_dir ​==​ ​1​)  
                  { 
                     menu[​2​] ​=​ ​1​; ​// Wrap around to Speaker Setup 
                     sprintf(buf, ​"X-over Fc: %d"​, fcLookup[crossoverFc_i]); 
                  } 
                  ​else​ ​if​(turn_dir ​==​ ​-1​) 
                  { 
                    menu[​2​] ​+=​ turn_dir; 
                    sprintf(buf,​"Filter Fc: %d"​, fcLookup[filter1i.fc]); 
                  } 
                  ​else​ ​if​(is_pressed ​==​ ​1​){ 
                    back(); 
                  } 
                  ​break​;   
}  
break​;   
  } 
// End of Menu 
  LCD_cmd_clr();  
  delay(​100​); 
  lcd_write_str(buf); 
} 
 
 
// End of menu_update 
 
 
void​ ​setup​() { 
//   Serial.begin(9600); 
 
  ​//Wait for DSP to initialize clock 
  delay(​350​); 
   
//Write "firmware" version of code to DSP 
 
  default_download_IC_1(); 
  delay(​100​); 
  LCDscreen_init();  ​// init LCD 
  delay(​100​); 
  ​// Initialize volume to -3 dB 
  setVolume(dBLookup[volume], I2C_ADDR_ADAU1702W); 
  ​// Setup for rotary encoder handling 
  pinMode(​2​, INPUT_PULLUP); 
  sei(); 
  PCICR ​|=​ (​1​ ​<<​ PCIE1);   ​// This enables Pin Change Interrupt 1 that covers the Analog input pins or Port C. 
  PCICR ​|=​ (​1​ ​<<​ PCIE2);   ​//This enables Pin Change Interrupt 2 that covers Port D. 
  PCIFR ​|=​ (​1​ ​<<​ PCIF2);   ​//Enables a flag in response to logic change to trigger ISR2. Flag cleared after completion of ISR.  
  PCMSK1 ​|=​ (​1​ ​<<​ PCINT10) ​|​ (​1​ ​<<​ PCINT11);  ​// This enables the interrupt for pin 2 and 3 of Port C. 
  PCMSK2 ​|=​ (​1​ ​<<​ PCINT18);                   ​// This enables the interrupt for pin 2 of Port D. 
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 ​/*  
  //Example function calls 
  updateHP(hpLookup_loc, 0, DEVICE_ADDR_IC_1, MOD_HIPASSPROTECT_ALG0_STAGE0_B0_ADDR); 
  setLimiter(dBLookup[limiterIndex-15], DEVICE_ADDR_IC_1, 
MOD_LIMITERRIGHT_LOW_ALG0_THRESHOLD_ADDR,MOD_LIMITERLEFT_LOW_ALG0_THRESHOLD_ADDR); 
  setVolume(dBLookup[0], DEVICE_ADDR_IC_1, MOD_SWVOL1_ALG0_TARGET_ADDR,MOD_SWVOL1_ALG0_STEP_ADDR); 
  filter1 ->setBiquad(bq_type_peak, (double)pgm_read_word_near(fcLookup+filter1i.fc-65) / sampleRate, qLookup[filter1i.q], 
gainLookup[filter1i.gain+80]); 
 */   
  ​//Initialize crossover to 100 Hz LR 24 dB/octave// 
  
    LP1L ​->​setBiquad(bq_type_lowpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    LP2L ​->​setBiquad(bq_type_lowpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    LP1R ​->​setBiquad(bq_type_lowpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    LP2R ​->​setBiquad(bq_type_lowpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    HP1L ​->​setBiquad(bq_type_highpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    HP2L ​->​setBiquad(bq_type_highpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    HP1R ​->​setBiquad(bq_type_highpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    HP2R ​->​setBiquad(bq_type_highpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​);  
    setCrossover(DEFAULT_CROSSOVER_FC​/​sampleRate, LP1L, LP1R,LP2L,LP2R,HP1L,HP1R,HP2L,HP2R); 
} 
 
// ISRs for handling push, and rotate for rotary encoder 
ISR(PCINT1_vect) { 
  noInterrupts(); 
  encoder.tick(); ​// just call tick() to check the state. 
  interrupts(); 
} 
 
//Debouncing issue, ISR keeps getting called on logic change 
ISR(PCINT2_vect) {   
   noInterrupts(); 
   delay(​50​); 
   ​if​(digitalRead(​2​) ​==​ ​0​)   ​//active low button aka press down 
   { 
     is_pressed ​=​ ​1​;  
   } 
   ​else​                      ​// button release  
   { 
     is_released ​=​ ​1​; 
   } 
   interrupts(); 
} 
 
void​ loop() { 
 
  
  ​int​ newPos ​=​ encoder.getPosition(); 
  ​if​ (newPos ​!=​ pos) { 
    ​//Serial.print(newPos); 
    ​//Serial.println(); 
    turn_dir ​=​ newPos ​-​ pos; 
    pos ​=​ newPos; 
    } 
  
  ​//Variable updates depending on whether turn right/left or button  
  ​if​(turn_dir ​||​ is_pressed ​||​ is_released) ​//if any menu change interrupt occurs 
  { 
    menu_update();  ​//change menu 
    turn_dir ​=​ ​0​;   ​//reset position vector 
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  }  
} 
 
Update High­Pass Protect 
// This code was removed in the final version (from SigmaStudioFw.h) because highpass implemented using filter read-in method and as 
// such a seperate function was redundant and the memory it took up to store all the coefficients for 14 high-pass values 
// was repurposed to implement other functionality. 
int​ gainLookup [​21​] ​=​ {​-10​,​-9​,​-8​,​-7​,​-6​,​-5​,​-4​,​-3​,​-2​,​-1​,​0​,​1​,​2​,​3​,​4​,​5​,​6​,​7​,​8​,​9​,​10​}; 
#define HP_LOOKUP_SIZE 280 
int​ limiterIndex ​=​ ​41​; ​// used to initiate limiters to -0 dB via dBLookup for a full scale output range. 
 
// 20Hz (index 0) -- 80 Hz (index 12) $96kHZ BW HP 2nd order in 5.23 format (DSP) index 13 = 500 Hz -- testing 
/* Define Hi-pass protect values, calculated using SigmaStudio table calculator, converted to comma delimited array.*/ 
    ADI_REG_TYPE hpLookup[HP_LOOKUP_SIZE] ​=​ { 
    ​0x00​,​0x7F​,​0xE1​,​0xAF​,​0xFF​,​0x00​,​0x3C​,​0xA2​,​0x00​,​0x7F​,​0xE1​,​0xAF​,​0x00​,​0xFF​,​0xC3​,​0x57​,​0xFF​,​0x80​,​0x3C​,​0x9B​, 
    ​0x00​,​0x7F​,​0xDA​,​0x1C​,​0xFF​,​0x00​,​0x4B​,​0xC8​,​0x00​,​0x7F​,​0xDA​,​0x1C​,​0x00​,​0xFF​,​0xB4​,​0x2D​,​0xFF​,​0x80​,​0x4B​,​0xBD​,  
    ​0x00​,​0x7F​,​0xD2​,​0x89​,​0xFF​,​0x00​,​0x5A​,​0xED​,​0x00​,​0x7F​,​0xD2​,​0x89​,​0x00​,​0xFF​,​0xA5​,​0x03​,​0xFF​,​0x80​,​0x5A​,​0xDD​,  
    ​0x00​,​0x7F​,​0xCA​,​0xF7​,​0xFF​,​0x00​,​0x6A​,​0x12​,​0x00​,​0x7F​,​0xCA​,​0xF7​,​0x00​,​0xFF​,​0x95​,​0xD8​,​0xFF​,​0x80​,​0x69​,​0xFC​, 
    ​0x00​,​0x7F​,​0xC3​,​0x65​,​0xFF​,​0x00​,​0x79​,​0x35​,​0x00​,​0x7F​,​0xC3​,​0x65​,​0x00​,​0xFF​,​0x86​,​0xAE​,​0xFF​,​0x80​,​0x79​,​0x19​,  
    ​0x00​,​0x7F​,​0xBB​,​0xD4​,​0xFF​,​0x00​,​0x88​,​0x58​,​0x00​,​0x7F​,​0xBB​,​0xD4​,​0x00​,​0xFF​,​0x77​,​0x84​,​0xFF​,​0x80​,​0x88​,​0x34​, 
    ​0x00​,​0x7F​,​0xB4​,​0x43​,​0xFF​,​0x00​,​0x97​,​0x7A​,​0x00​,​0x7F​,​0xB4​,​0x43​,​0x00​,​0xFF​,​0x68​,​0x5A​,​0xFF​,​0x80​,​0x97​,​0x4D​, 
    ​0x00​,​0x7F​,​0xAC​,​0xB3​,​0xFF​,​0x00​,​0xA6​,​0x9A​,​0x00​,​0x7F​,​0xAC​,​0xB3​,​0x00​,​0xFF​,​0x59​,​0x2F​,​0xFF​,​0x80​,​0xA6​,​0x64​, 
    ​0x00​,​0x7F​,​0xA5​,​0x23​,​0xFF​,​0x00​,​0xB5​,​0xBA​,​0x00​,​0x7F​,​0xA5​,​0x23​,​0x00​,​0xFF​,​0x4A​,​0x05​,​0xFF​,​0x80​,​0xB5​,​0x7A​,  
    ​0x00​,​0x7F​,​0x9D​,​0x93​,​0xFF​,​0x00​,​0xC4​,​0xD9​,​0x00​,​0x7F​,​0x9D​,​0x93​,​0x00​,​0xFF​,​0x3A​,​0xDB​,​0xFF​,​0x80​,​0xC4​,​0x8E​, 
    ​0x00​,​0x7F​,​0x96​,​0x04​,​0xFF​,​0x00​,​0xD3​,​0xF8​,​0x00​,​0x7F​,​0x96​,​0x04​,​0x00​,​0xFF​,​0x2B​,​0xB1​,​0xFF​,​0x80​,​0xD3​,​0xA0​,  
    ​0x00​,​0x7F​,​0x8E​,​0x76​,​0xFF​,​0x00​,​0xE3​,​0x15​,​0x00​,​0x7F​,​0x8E​,​0x76​,​0x00​,​0xFF​,​0x1C​,​0x86​,​0xFF​,​0x80​,​0xE2​,​0xB0​,  
    ​0x00​,​0x7F​,​0x86​,​0xE7​,​0xFF​,​0x00​,​0xF2​,​0x31​,​0x00​,​0x7F​,​0x86​,​0xE7​,​0x00​,​0xFF​,​0x0D​,​0x5C​,​0xFF​,​0x80​,​0xF1​,​0xBF​, 
    ​0x00​,​0x7D​,​0x12​,​0x74​,​0xFF​,​0x05​,​0xDB​,​0x18​,​0x00​,​0x7D​,​0x12​,​0x74​,​0x00​,​0xFA​,​0x13​,​0xC2​,​0xFF​,​0x85​,​0xC9​,​0xF2​,  
    }; 
   
   ​void​ ​safeWriteHP​(​int​ devAddress, ​int​ address, ​int​ length_reg, ADI_REG_TYPE​*​ pData){ 
   ​int​ regcount​=0​, addcount​=0​, addtemp​=0​;  
   
     ​for​(regcount​=0​;regcount​<​length_reg;regcount​++​) 
     { 
       Wire.beginTransmission(devAddress);  ​// 0x34 (write port) 
  
       ​//send data register 1 byte at a time 
       Wire.write((((SAFELOAD_DATA1​+​regcount) ​>>​ ​8​) ​&​ ​0xFF​)); ​// send upper byte safeload data register 
   
       Wire.write(((SAFELOAD_DATA1​+​regcount) ​&​ ​0xFF​));        ​// send lower byte   
       Wire.write(​0x00​); ​//load 00 into byte 3 as required by register write format 
// pData references the starting address of the target array, addcount keeps track of "register offset, ie 4 bytes"  
       Wire.write(pgm_read_byte(pData​+​addcount)); 
       Wire.write(pgm_read_byte(pData​+​addcount​+1​)); 
       Wire.write(pgm_read_byte(pData​+​addcount​+2​)); 
       Wire.write(pgm_read_byte(pData​+​addcount​+3​)); 
       Wire.endTransmission();   
   
       Wire.beginTransmission(devAddress); ​// 0x34 (write port) 
//Send address register 1 byte at a time 
       Wire.write(((SAFELOAD_ADDR1​+​regcount) ​>>​ ​8​) ​&​ ​0xFF​); ​// send upper byte (0x08), safeload address register  
       Wire.write((SAFELOAD_ADDR1​+​regcount) ​&​ ​0xFF​);        ​// send lower byte   
       Wire.write(((address​+​regcount) ​>>​ ​8​) ​&​ ​0xFF​); ​// destination register 
       Wire.write((address​+​regcount) ​&​ ​0xFF​);   
       Wire.endTransmission();  
       addcount​+=4​;  
   } 
   
} 
 
 
72 
void​ ​updateHP​(ADI_REG_TYPE​*​ pData, ​char​ turnDir,​short​ deviceaddress, ​short​ address){ 
 
// 20 bytes per HP frequency -> 20 byte offset array allowing HP frequency selection by index offset. Necessary because progmem can't 
handle 3D arrays 
    ​int​ hpLookupOffset[​14​] ​=​ {​0​,​20​,​40​,​60​,​80​,​100​,​120​,​140​,​160​,​180​,​200​,​220​,​240​,​260​}; 
    ​int​ i​=0​, x​=0​; 
    ​unsigned​ ​char​ hp_temp[​20​]; 
    ADI_REG_TYPE​*​  hp_temp_i​=0​; 
//incorporate rotary encoder turn for adjusting the frequency 
    x​+=​turnDir; 
        hp_temp_i ​=​ pData​+​hpLookupOffset[x]; 
// Call safeWriteHP passing the pointer hp_temp_i storing the location of the beginning of the chosen HP value 
    safeWriteHP(deviceaddress, address, ​5​, hp_temp_i); 
    set_core_IST_bit(I2C_ADDR_ADAU1702W); 
} 
 
Microcontroller Code, Filter Import 
Main 
char​ junk;  ​// junk code, included to avoid arduino bug 
/* 
 * File:           C:\Users\wsaba\Google Drive\Senior Project\uC and DSP Code\EXPERIMENT\experiment.ino 
 * 
 * Created:        Monday, June 01, 2015 9:43:02 AM 
 * Description:    Main, Filter Import 
 * 
 * This software is distributed in the hope that it will be useful, 
 * but is distributed on an "AS IS" BASIS, WITHOUT WARRANTIES OR 
 * CONDITIONS OF ANY KIND, without even the implied warranty of 
 * MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. 
 * 
 * 
 * 
 * Purpose: This file controls the menu, LCD driver, and filter creation 
 * 
*/ 
 
/*******************--#includes - Libraries--*********************/ 
// ---------------i2c communication----------------------------// 
#include <Wire.h> 
// ---------------EEPROM Preset Reading------------------------// 
#include <EEPROM.h> 
//----------------DSP Interaction Functions--------------------// 
#include "SigmaStudioFw.h" 
//---------------- #defines for DSP Control Register Parameters--------------------// 
#include "main_final_IC_1_REG.h" 
//----------------STDIO Equivalent for Arduino-----------------// 
#include <avr/io.h> 
//----------------Biquad Calculation, Biquad Class-------------// 
#include "Biquad.h" 
//----------------DSP Boot Sequence and Register Storage-------//  
#include "main_final_IC_1.h" 
//----------------#defines for DSP Parameter Registers (Name Based References)------// 
#include "main_final_IC_1_PARAM.h" 
//----------------Necessary for using the 7-segment display----// 
#include "LCDDriver.h" 
//----------------Rotary Encoder Handling----------------------// 
#include "RotaryEncoder.h" 
/*******************End ->#includes - Libraries--*********************/ 
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//Set samplerate for filter calculation 
#define sampleRate 96000.0 
// i2c Write address of the ADAU DSP board 
#define I2C_ADDR_ADAU1702W 0x34  
//#defines corresponding to enumerated filter types for menu-display and code readability// 
#define  type_peak 0 
#define  type_lowshelf 1 
#define  type_highshelf 2 
#define  type_notch 3 
//Return value indicating that the Import File designates subwoofer mode// 
#define  SUB_MODE_FLAG_HIGH 2 
// Default crossover Fc, in Hz 
#define DEFAULT_CROSSOVER_FC 60  
//DSP registers stored in progmem for reduced dynamic memory access, read out via default download -- boot sequence 
//typedef used to visually indicate these variables and to match default_download type format// 
typedef​ PROGMEM ​const​ ​unsigned​ ​char​  ADI_REG_TYPE; 
 
/*******************--Global Variables--*********************/ 
 
//8 biquads necessary to implement 4th order crossover, LP = low pass, HP = high pass, 1 = 1st filter,  
// 2 = 2nd filter (order in cascade), R = right channel, L = left channel  
   Biquad ​*​LP1L ​=​ ​new​ Biquad(); 
   Biquad ​*​LP2L ​=​ ​new​ Biquad(); 
   Biquad ​*​LP1R ​=​ ​new​ Biquad(); 
   Biquad ​*​LP2R ​=​ ​new​ Biquad(); 
   Biquad ​*​HP1L ​=​ ​new​ Biquad(); 
   Biquad ​*​HP2L ​=​ ​new​ Biquad(); 
   Biquad ​*​HP1R ​=​ ​new​ Biquad(); 
   Biquad ​*​HP2R ​=​ ​new​ Biquad(); 
   
//Default Volume, initialized in Setup(), this is the index, points to dBLookup 
int​ volume ​=​ ​37​; 
// -40 -> 0 dB lookup table stored in decimal format for volume control and wherever -dB gain is needed as a decimal (dB values stored 
as linear decimals in registers) 
double​ dBLookup [​41​] ​= 
{​0.01​,​0.011220185​,​0.012589254​,​0.014125375​,​0.015848932​,​0.017782794​,​0.019952623​,​0.022387211​,​0.025118864​,​0.028183829​,​0.031622777​,​0.0354813
39​,​0.039810717​,​0.044668359​,​0.050118723​,​0.056234133​,​0.063095734​,​0.070794578​,​0.079432823​,​0.089125094​,​0.1​,​0.112201845​,​0.125892541​,​0.141253
754​,​0.158489319​,​0.177827941​,​0.199526231​,​0.223872114​,​0.251188643​,​0.281838293​,​0.316227766​,​0.354813389​,​0.398107171​,​0.446683592​,​0.501187234
,​0.562341325​,​0.630957344​,​0.707945784​,​0.794328235​,​0.891250938​,​1​}; 
 
// Globals that handle menu operations 
int​ is_pressed ​=​ ​0​; 
int​ is_released ​=​ ​0​; 
int​ push_turn ​=​ ​0​; 
int​ turn_dir ​=​ ​0​; 
int​ pos ​=​ ​0​; 
// Index responsible for handling menu crossover adjustment, points to fcLookup 
int​ crossoverFc_i ​=​ ​34​; ​//  
 
// Display buffer 
char​ buf[​20​]; 
//Initialize Analog inputs 2 and 3 as encoder L and R 
RotaryEncoder ​encoder​(A2, A3); 
volatile​ ​int​ count ​=​ ​0​; 
//Declare menu variable 
int​ menu[​5​] ​=​ {​0​,​0​,​0​,​0​,​0​}; 
 
/*******************--END ->Global Variables--*********************/ 
 
/*******************--Function Declarations--*********************/ 
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void​ ​menu_update​(); 
 
// Boot the LCD 
int​ ​LCDscreen_init​() 
{ 
//Wait for startup 
_delay_ms(​50​); 
LCD_4pin_init(​12​, ​11​, ​10​, ​7​, ​6​, ​5​, ​4​); 
 
//Functions set. 4 bit, 2 lines, display on 
LCD_cmd_function(​0​, ​1​, ​1​); 
 
//Display ON, Cursor off, Blink off 
LCD_cmd_display(​1​, ​0​, ​0​); 
 
//Display CLR 
LCD_cmd_clr(); 
 
//Entry Mode (Shift off, increment) 
LCD_cmd_entry(​1​, ​0​); 
//Initialization END. 
return​ ​0​; 
} 
 
int​ ​lcd_write_str​(​char​ buf[]) ​//find length of string, send 1 char at a time for each index of str until it ends 
{ 
int​ i​=0​; 
int​ len; 
 
len ​=​ strlen(buf); 
for​(i​=0​; i​<​len; i​++​) 
{ 
           LCD_send_data(buf[i]); 
} 
return​ ​0​; 
} 
// End boot the LCD// 
 
// Main Menu, called on rotary encoder interrupts: is_pressed, is_released, is_turned in - loop() 
void​ ​menu_update​() 
{ 
  ​switch​(menu[​1​]) 
  { 
    ​case​ ​0​: 
       ​if​(turn_dir)   ​//if rotary encoder is turned right or left 
       { 
          volume ​+=​ turn_dir;   
          ​//Prevent out of range (>0 dB or <-40 dB) 
          ​if​ (volume ​>40​){ 
           volume ​=​ ​40​;  
          } 
          ​else​ ​if​ (volume ​<​ ​0​){ 
          volume ​=​ ​0​; 
          } 
          sprintf(buf, ​"Volume: %d dB"​, volume​-40​); 
          setVolume(dBLookup[volume], I2C_ADDR_ADAU1702W); 
       }   
       ​else​ ​if​(is_pressed ​==​ ​1​) 
       { 
         is_pressed ​=​ ​0​; 
         ​//one menu level deeper 
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         menu[​0​]​++​;   
         menu[​1​]​++​;   
       } 
       ​else​ ​if​(is_released) 
       { 
         is_released ​=​ ​0​; 
         sprintf(buf, ​"Volume: %d dB"​, volume​-40​); ​// convert dB index position to dB, offset since range is -40->0 dB 
 
       } 
       ​else​ ​// catchall scenario 
       { 
          is_pressed ​=​ ​0​; 
          is_released ​=​ ​0​; 
          turn_dir ​=​ ​0​; 
       } 
    ​break​; ​//break menu[1] 
   
    ​case​ ​1​: 
         ​switch​(menu[​2​]) 
         { 
             ​case​ ​0​: 
             ​//crossoverh [1,1,0,0,0] 
                 ​if​(is_released ​==​ ​1​) 
                 { 
                    sprintf(buf, ​"X-over Fc: %d"​, fcLookup[crossoverFc_i]); 
                    is_released ​=​ ​0​;   
                 }  
                     ​if​(turn_dir ​==​ ​1​ ​||​turn_dir ​==​ ​-1​){ 
                            ​if​(push_turn ​==​ ​1​){ 
                              ​// 
                              is_pressed ​=​ ​0​; 
                              crossoverFc_i ​+=​turn_dir; 
                                  ​//Update 8 crossover biquads 
                                  LP1L ​->​setBiquad(bq_type_lowpassLR, (​double​)fcLookup[crossoverFc_i]​/​ sampleRate, ​1​, ​0​); 
                                  LP2L ​->​setBiquad(bq_type_lowpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                                  LP1R ​->​setBiquad(bq_type_lowpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                                  LP2R ​->​setBiquad(bq_type_lowpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                                  HP1L ​->​setBiquad(bq_type_highpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                                  HP2L ​->​setBiquad(bq_type_highpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                                  HP1R ​->​setBiquad(bq_type_highpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                                  HP2R ​->​setBiquad(bq_type_highpassLR, (​double​)fcLookup[crossoverFc_i] ​/​ sampleRate, ​1​, ​0​); 
                                  ​//Load 8 updated biquads into DSP  
                                  setCrossover((​double​)fcLookup[crossoverFc_i]​/​ sampleRate, LP1L, LP1R,LP2L,LP2R,HP1L,HP1R,HP2L,HP2R); 
   
                              sprintf(buf, ​"X-over Fc: %d"​,fcLookup[crossoverFc_i]); 
                            } 
                           ​else​// not push turn, go to back 
                           { 
                                menu[​2​] ​=​ ​1​;  
                                sprintf(buf, ​"Back"​);  
                           } 
                     }   
                     ​else​ ​if​(is_pressed ​==​ ​1​){ 
                       push_turn ​=​ ​1​; 
                       is_pressed ​=​ ​0​; 
                     } 
                     ​else​{ ​//is released 
                       ​//  sprintf(buf, "X-over Fc: %d",fcLookup[crossoverFc_i]);   
                              is_pressed ​=​ ​0​; 
                              is_released ​=​ ​0​; 
                              push_turn​=0​; 
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                     }   
            ​break​;  
             ​case​ ​1​: 
   
   ​if​(turn_dir)  
   { 
     sprintf(buf, ​"X-over Fc: %d"​, fcLookup[crossoverFc_i]); 
                         menu[​2​] ​=​ ​0​; 
   } 
   ​else​ ​if​(is_pressed ​==​ ​1​) 
   { 
     ​//->back() function removed, hard coded to avoid bugs 
                         menu[​1​] ​=​ ​0​; 
                         menu[​2​] ​=​ ​0​; 
                         menu[​0​] ​=​ ​1​; 
                         is_pressed ​=​ ​0​; 
                       } 
                       is_released ​=​ ​0​; 
                ​break​;   
}  
     ​break​;   
  } 
//Write the buffered string to the display 
  LCD_cmd_clr();  
  delay(​100​); 
  lcd_write_str(buf); 
  ​//Serial.print(F("Menu: ")); 
  ​//Serial.print(menu[0]); 
//  Serial.print(menu[1]); 
 ​// Serial.print(menu[2]); 
 ​// Serial.print(menu[3]); 
 ​// Serial.println(menu[4]); 
  ​//Serial.println(buf); 
  ​//Serial.println(""); 
   ​//End temp menu disable 
} 
 
// End of menu_update 
 
 
void​ ​setup​() { 
   Biquad ​*​filter1  ​=​ ​new​ Biquad(); 
   Biquad ​*​filter2  ​=​ ​new​ Biquad(); 
   Biquad ​*​filter3  ​=​ ​new​ Biquad(); 
   Biquad ​*​filter4  ​=​ ​new​ Biquad(); 
   Biquad ​*​filter5  ​=​ ​new​ Biquad(); 
   Biquad ​*​filter6  ​=​ ​new​ Biquad(); 
/*   
   Biquad *filter7  = new Biquad(); 
   Biquad *filter8  = new Biquad(); 
   Biquad *filter9  = new Biquad(); 
   Biquad *filter10 = new Biquad(); 
   */ 
   ​int​ subMode ​=​ ​0​;​// temporary, testing submode 
 
  ​//Wait for DSP to initialize clock 
  delay(​350​); 
//Write "firmware" version of code to DSP 
  default_download_IC_1(); 
//Wait for DSP to load memory 
  delay(​100​); 
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// Initialize LCD 
  LCDscreen_init();  
//Diagnostic display delay 
  delay(​100​); 
//Pullup on rotary press enable 
  pinMode(​2​, INPUT_PULLUP); 
  sei(); 
  PCICR ​|=​ (​1​ ​<<​ PCIE1);   ​// This enables Pin Change Interrupt 1 that covers the Analog input pins or Port C. 
  PCICR ​|=​ (​1​ ​<<​ PCIE2);   ​//This enables Pin Change Interrupt 2 that covers Port D. 
  PCIFR ​|=​ (​1​ ​<<​ PCIF2);   ​//Enables a flag in response to logic change to trigger ISR2. Flag cleared after completion of ISR.  
  PCMSK1 ​|=​ (​1​ ​<<​ PCINT10) ​|​ (​1​ ​<<​ PCINT11);  ​// This enables the interrupt for pin 2 and 3 of Port C. 
  PCMSK2 ​|=​ (​1​ ​<<​ PCINT18);                   ​// This enables the interrupt for pin 2 of Port D. 
 
  
/*******************--Load Default DSP filters (different from firmware version)--*********************/ 
 
  setVolume(dBLookup[volume], I2C_ADDR_ADAU1702W); 
//Initialize crossover to DEFAULT_CROSSOVER_FC Hz LR 24 dB/octave// 
 
    LP1L ​->​setBiquad(bq_type_lowpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    LP2L ​->​setBiquad(bq_type_lowpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    LP1R ​->​setBiquad(bq_type_lowpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    LP2R ​->​setBiquad(bq_type_lowpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    HP1L ​->​setBiquad(bq_type_highpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    HP2L ​->​setBiquad(bq_type_highpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    HP1R ​->​setBiquad(bq_type_highpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​); 
    HP2R ​->​setBiquad(bq_type_highpassLR, DEFAULT_CROSSOVER_FC ​/​ sampleRate, ​1​, ​0​);  
   
    setCrossover(DEFAULT_CROSSOVER_FC​/​ sampleRate, LP1L, LP1R,LP2L,LP2R,HP1L,HP1R,HP2L,HP2R); 
    ​// load text file function//  
 
//  Import filters from Room Equalizer Wizard export format text pattern, Text is currently stored in EEPROM for testing purposes 
starting at address 0 
    subMode ​=​ importFilter(filter1,filter2,filter3,filter4,filter5,filter6);​//,filter7,filter8);//,filter9,filter10); // 7-10 Disabled 
for memory test 
 
 ​// note that filter1 starts at "stage0" so filter names are stage+1 
    safeLoadFilter(filter1, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE0_B0_ADDR); 
    safeLoadFilter(filter2, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE1_B0_ADDR);  
    safeLoadFilter(filter3, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE2_B0_ADDR); 
    safeLoadFilter(filter4, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE3_B0_ADDR); 
    safeLoadFilter(filter5, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE4_B0_ADDR); 
    safeLoadFilter(filter6, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE5_B0_ADDR); 
//  Maximum number of filters to implement given current firmware = 10, 7-10 disabled due to memory constraints 
/*   safeLoadFilter(filter7, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE6_B0_ADDR); 
     safeLoadFilter(filter8, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE7_B0_ADDR); 
     safeLoadFilter(filter9, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE8_B0_ADDR); 
     safeLoadFilter(filter10, MOD_2NDORDEREQFILTERBANK_ALG0_STAGE9_B0_ADDR); 
*/ 
//Convert Left and Right (low) outputs to a singular left low mono subwoofer output by ... 
//   Toggling 2 mutes and adjusting mux gain to compensate for the 2x gain of the summed signals 
if​(subMode ​==​ SUB_MODE_FLAG_HIGH){ 
 
subModeEnable(MOD_SUBMODETOGGLE_MUTENOSLEWALG2MUTE_ADDR,MOD_RIGHTMUTEIFSUB_MUTENOSLEWALG3MUTE_ADDR,MOD_SUBMODEGAINADJ_SINGLECTRLMIXERNE
W19401_ADDR); 
    } 
 
 ​/***************-- Example Function Calls for Updating DSP Parameters--******************************/ 
/* 
  //Example function calls 
  updateHP(hpLookup_loc, 0, DEVICE_ADDR_IC_1, MOD_HIPASSPROTECT_ALG0_STAGE0_B0_ADDR); 
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  setLimiter(dBLookup[limiterIndex-15], DEVICE_ADDR_IC_1, 
MOD_LIMITERRIGHT_LOW_ALG0_THRESHOLD_ADDR,MOD_LIMITERLEFT_LOW_ALG0_THRESHOLD_ADDR); 
  setVolume(dBLookup[0], DEVICE_ADDR_IC_1, MOD_SWVOL1_ALG0_TARGET_ADDR,MOD_SWVOL1_ALG0_STEP_ADDR); 
  filter1 ->setBiquad(bq_type_peak, (double)pgm_read_word_near(fcLookup+filter1i.fc-65) / sampleRate, qLookup[filter1i.q], 
gainLookup[filter1i.gain+80]); 
*/   
} 
 
// ISRs for handling push, and rotate for rotary encoder 
ISR(PCINT1_vect) { 
  noInterrupts(); 
  encoder.tick(); ​// just call tick() to check the state. 
  interrupts(); 
} 
 
//Debouncing issue, ISR keeps getting called on logic change 
ISR(PCINT2_vect) {   
   noInterrupts(); 
   delay(​50​); 
   ​if​(digitalRead(​2​) ​==​ ​0​)   ​//active low button aka press down 
   { 
     is_pressed ​=​ ​1​;  
   } 
   ​else​                      ​// button release  
   { 
     is_released ​=​ ​1​; 
   } 
   interrupts(); 
} 
 
void​ loop() { 
 
  
  ​int​ newPos ​=​ encoder.getPosition(); 
  ​if​ (newPos ​!=​ pos) { 
    ​//Serial.print(newPos); 
    ​//Serial.println(); 
    turn_dir ​=​ newPos ​-​ pos; 
    pos ​=​ newPos; 
    } 
  
  ​//Variable updates depending on whether turn right/left or button  
  ​if​(turn_dir ​||​ is_pressed ​||​ is_released) ​//if any menu change interrupt occurs 
  { 
    menu_update();  ​//change menu 
    turn_dir ​=​ ​0​;   ​//reset position vector 
  }  
} 
 
 
Biquad.cpp 
// 
//  Biquad.cpp 
// 
//  Created by Nigel Redmon on 11/24/12 
//  EarLevel Engineering: earlevel.com 
//  Copyright 2012 Nigel Redmon 
// 
//  For a complete explanation of the Biquad code: 
//  http://www.earlevel.com/main/2012/11/26/biquad-c-source-code/ 
// 
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//  License: 
// 
//  This source code is provided as is, without warranty. 
//  You may copy and distribute verbatim copies of this document. 
//  You may modify and use this source code to create binary code 
//  for your own purposes, free or commercial. 
// 
//  Modified by Will Saba and Nick Barany 6/8/2015, all filter formulas 
//  replaced with SigmaStudio equivalents (type 2 filters) 
//  See: http://wiki.analog.com/resources/tools-software/sigmastudio/toolbox/filters/general2ndorder 
//  or,  https://ez.analog.com/thread/42007 
//  for details 
 
 
#include <math.h> 
#include "Biquad.h" 
 
 
Biquad​::​Biquad() { 
  ​//Default instantiated filter parameters, since peakGain = 0, default filter does nothing 
    type ​=​ bq_type_peak; 
    a0 ​=​ ​1.0​; 
    b0 ​=​ a1 ​=​ a2 ​=​ b1 ​=​ b2 ​=​ ​0.0​; 
    Fc ​=​ ​0.001042​; ​// ~100 Hz 
    Q ​=​ ​0.707​; 
    peakGain ​=​ ​0.0​; 
    z1 ​=​ z2 ​=​ ​0.0​; 
} 
 
Biquad​::​Biquad(​int​ type, ​double​ Fc, ​double​ Q, ​double​ peakGainDB) { 
    setBiquad(type, Fc, Q, peakGainDB); 
    z1 ​=​ z2 ​=​ ​0.0​; 
} 
 
Biquad​::~​Biquad() { 
} 
 
void​ Biquad​::​setType(​int​ type) { 
    ​this​->​type ​=​ type; 
    calcBiquad(); 
} 
 
void​ Biquad​::​setQ(​double​ Q) { 
    ​this​->​Q ​=​ Q; 
    calcBiquad(); 
} 
 
void​ Biquad​::​setFc(​double​ Fc) { 
    ​this​->​Fc ​=​ Fc; 
    calcBiquad(); 
} 
 
void​ Biquad​::​setPeakGain(​double​ peakGainDB) { 
    ​this​->​peakGain ​=​ peakGainDB; 
    calcBiquad(); 
} 
//Note, Fc is passed as normalized frequency 
void​ Biquad​::​setBiquad(​int​ type, ​double​ Fc, ​double​ Q, ​double​ peakGainDB) { 
    ​this​->​type ​=​ type; 
    ​this​->​Q ​=​ Q; 
    ​this​->​Fc ​=​ Fc; 
 
80 
    setPeakGain(peakGainDB); 
} 
 
void​ Biquad​::​calcBiquad(​void​) { 
   
    ​double​ A ​=​ pow(​10​, peakGain ​/​ ​40.0​); ​//  
   
    ​double​ alpha; 
    ​double​ gainLinear ​=​ ​1​;​//pow(10, peakGain/20);  1 = pass through rest of spectrum, only boost fc 
    ​double​ w0; 
    w0 ​=​ ​2*​M_PI​*​Fc; 
    ​double​ dw0,b; 
    ​double​ S ​=​ Q; ​// Slope parameter passed as Q, keep range 0->2 
 
// Used in Notch filter, notation comes from Analog Devices thread, see top of file 
    dw0 ​=​ w0​/​Q; 
    b ​=​ ​1​ ​/​ (​1​ ​+​ tan(dw0 ​/​ ​2​)); 
 
    ​switch​ (​this​->​type) { 
        ​case​ bq_type_lowpass:​//BW 
             alpha ​=​ sin(w0)​/2​ ​*​ ​1/​sqrt(​2​); 
             a0 ​=​ ​1+​alpha; 
             a1 ​=​ ​-2*​cos(w0); 
             a2 ​=​ ​1-​alpha; 
             b0 ​=​ (​1-​cos(w0))​*​gainLinear​/2​; 
             b1 ​=​ ​1-​cos(w0)​*​gainLinear; 
             b2 ​=​ (​1-​cos(w0))​*​gainLinear​/2​; 
            ​break​; 
        ​case​ bq_type_lowpassLR:​//Same as "lowpass" except alpha, 2nd order stage 
             alpha ​=​ sin(w0)​/​(​2*​(​1/​sqrt(​2​))); 
             a0 ​=​ ​1+​alpha; 
             a1 ​=​ ​-​(​2*​cos(w0)); 
             a2 ​=​ ​1-​alpha;   
             b1 ​=​ (​1-​cos(w0))​*​gainLinear; 
             b0 ​=​ b1​/2​; 
             b2 ​=​ b0; 
            ​break​; 
   
        ​case​ bq_type_highpass: 
             alpha ​=​ sin(w0)​/2​ ​*​ ​1/​sqrt(​2​); 
             a0 ​=​ ​1+​alpha; 
             b0 ​=​ (​1+​cos(w0))​*​gainLinear​/2​; 
             b1 ​=​ ​-​(​1+​cos(w0))​*​gainLinear; 
             a1 ​=​ ​-2*​cos(w0); 
             b2 ​=​ (​1+​cos(w0))​*​gainLinear​/2​; 
             a2 ​=​ ​1-​alpha;   
            ​break​; 
        ​case​ bq_type_highpassLR: ​// Same as highpass except alpha, 2nd order stage 
             alpha ​=​ sin(w0)​/​(​2*​(​1/​sqrt(​2​))); 
             a0 ​=​ ​1+​alpha; 
             a1 ​=​ ​-2*​cos(w0); 
             a2 ​=​ ​1-​alpha;   
             b1 ​=​ ​-​(​1+​cos(w0))​*​gainLinear; 
             b0 ​=​ ​-​b1​/2​; 
             b2 ​=​ b0;   
            ​break​; 
   
        ​case​ bq_type_bandpass: ​// Not implemented, not useful for this application 
   
            ​break​; 
//Notch filter with variable width based on passed "Q" parameter...  
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//   altering the "S" or slope parameter defined in Sigma Studio   
        ​case​ bq_type_notch: 
            a0 ​=​ ​1​; 
            b0 ​=​ gainLinear​*​b; 
            b1 ​=​ gainLinear​*​(​-2*​b​*​cos(w0)); 
            b2 ​=​ gainLinear​*​b; 
            a1 ​=​ ​-2*​b​*​cos(w0); 
            a2 ​=​ (​2*​b​-1​); 
   
            ​break​; 
// Parametric Filter Type   
        ​case​ bq_type_peak:  
           alpha ​=​ sin(w0)​/​(​2.0000*​A​*​Q); 
           a0 ​=​ ​1.0000+​alpha​/​A; 
           a1 ​=​ ​-2.0000*​cos(w0); 
           a2 ​=​ ​1.000-​alpha​/​A; 
           b0 ​=​ (​1.0000+​alpha​*​A)​*​gainLinear; 
           b1 ​=​ ​-​(​2.0000*​cos(w0))​*​gainLinear; 
           b2 ​=​ (​1.0000-​alpha​*​A)​*​gainLinear; 
           ​/* If you wish to implement an actual "peak" filter (inverse of notch) 
   
           a0 = 1; 
           a1 = - 2 * b * cos(w0); 
           a2 = (2 * b - 1); 
           b0 = gainLinear * (1 - b); 
           b1 = 0; 
           b2 = gainLinear * (b - 1); 
            break; 
            */ 
//Primer for shelving filters: 
//Variable Slope -> S, passed as Q, '1' gives a smooth transition, 
//  greater slope increases transition rate, and yields an overdamped looking frequency response 
//  lower slope decreases and yields underdamped looking frequency response. 
        ​case​ bq_type_lowshelf: 
            alpha ​=​ sin(w0)​/2.0000000*​sqrt(((​double​)A​+1.000000/​A)​*​(​1.0000/​S​-1​)​+2​); 
            a0​=​ (A​+1​) ​+​ (A​-1​)​*​cos(w0) ​+​ ​2*​sqrt(A)​*​alpha; 
            a1​=​ ​-2*​((A​-1​)​+​(A​+1​)​*​cos(w0)); 
            a2 ​=​ (A​+1​) ​+​ (A​-1​)​*​cos(w0) ​-​ ​2*​sqrt(A)​*​alpha; 
            b0 ​=​ A​*​((A​+1​)​-​(A​-1​)​*​cos(w0)​+2*​sqrt(A)​*​alpha)​*​gainLinear; 
            b1 ​=​ ​2*​A​*​((A​-1​)​-​(A​+1​)​*​cos(w0))​*​gainLinear; 
            b2 ​=​ A​*​((A​+1​) ​-​ (A​-1​)​*​cos(w0)​-2*​sqrt(A)​*​alpha)​*​gainLinear; 
            ​break​; 
        ​case​ bq_type_highshelf: 
   
            alpha ​=​ sin(w0)​/2.000000*​sqrt((A​+1.000000/​A)​*​(​1.00000/​S​-1​)​+2​); 
            a0​=​ (A​+1​) ​-​ (A​-1​)​*​cos(w0) ​+​ ​2*​sqrt(A)​*​alpha; 
            a1​=​ ​2*​((A​-1​)​-​(A​+1​)​*​cos(w0)); 
            a2 ​=​ (A​+1​) ​-​ (A​-1​)​*​cos(w0) ​-​ ​2*​sqrt(A)​*​alpha; 
            b0 ​=​ A​*​((A​+1​)​+​(A​-1​)​*​cos(w0)​+2*​sqrt(A)​*​alpha)​*​gainLinear; 
            b1 ​=​ ​-2*​A​*​((A​-1​)​+​(A​+1​)​*​cos(w0))​*​gainLinear; 
            b2 ​=​ A​*​((A​+1​) ​+​ (A​-1​)​*​cos(w0)​-2*​sqrt(A)​*​alpha)​*​gainLinear; 
            ​break​; 
    }​//End of filter types 
    ​//Normalize all values by dividing by a0 to make a0 1 (not stored in dsp) 
   ​// -> thus only requiring 5 parameters to define each filter 
    a1 ​=​ (​double​)a1​/​(​double​)a0; 
    a2 ​=​ (​double​)a2​/​(​double​)a0; 
    b0 ​=​ (​double​)b0​/​(​double​)a0; 
    b1 ​=​ (​double​)b1​/​(​double​)a0; 
    b2 ​=​ (​double​)b2​/​(​double​)a0; 
   ​//invert A1, A2 for parameter ram storage, see Wiki for explanation 
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    a1 ​=​ a1​*-1​; 
    a2 ​=​ a2​*-1​; 
   
    ​return​; 
} 
 
Biquad.h 
// 
//  Biquad.h 
// 
//  Created by Nigel Redmon on 11/24/12 
//  EarLevel Engineering: earlevel.com 
//  Copyright 2012 Nigel Redmon 
// 
//  For a complete explanation of the Biquad code: 
//  http://www.earlevel.com/main/2012/11/25/biquad-c-source-code/ 
// 
//  License: 
// 
//  This source code is provided as is, without warranty. 
//  You may copy and distribute verbatim copies of this document. 
//  You may modify and use this source code to create binary code 
//  for your own purposes, free or commercial. 
// 
//  Edited by Will Saba and Nick Barany -- all calcBiquad equations rewritten based on Sigma Studio (Analog Devices) 5/25/15 
 
#ifndef Biquad_h 
#define Biquad_h 
 
enum​ { 
    bq_type_lowpass ​=​ ​0​, 
    bq_type_highpass, 
    bq_type_bandpass, 
    bq_type_notch, 
    bq_type_peak, 
    bq_type_lowshelf, 
    bq_type_highshelf, 
    ​// Added LR versions to differentiate these 2nd order Butterworth stages (used in cascade for 4th order LR response) 
    bq_type_lowpassLR, 
    bq_type_highpassLR 
}; 
 
class​ ​Biquad​ { 
public: 
    Biquad(); 
    Biquad(​int​ type, ​double​ Fc, ​double​ Q, ​double​ peakGainDB); 
    ​~​Biquad(); 
    ​void​ ​setType​(​int​ type); 
    ​void​ ​setQ​(​double​ Q); 
    ​void​ ​setFc​(​double​ Fc); 
    ​void​ ​setPeakGain​(​double​ peakGainDB); 
    ​void​ ​setBiquad​(​int​ type, ​double​ Fc, ​double​ Q, ​double​ peakGain); 
    ​float​ ​process​(​float​ in); 
// Make all these public because need read access -> Serial.print verification 
    ​void​ ​calcBiquad​(​void​); 
 
    ​int​ type; 
    ​double​ a0, a1, b0, a2, b1, b2; 
   
    ​double​ Fc, Q, peakGain; 
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    ​double​ z1, z2; 
}; 
 
inline​ ​float​ Biquad​::​process(​float​ in) { 
    ​double​ out ​=​ in ​*​ a0 ​+​ z1; 
    z1 ​=​ in ​*​ a1 ​+​ z2 ​-​ b1 ​*​ out; 
    z2 ​=​ in ​*​ a2 ​-​ b2 ​*​ out; 
    ​return​ out; 
} 
 
#endif ​// Biquad_h 
 
SigmaStudioFw.h 
/* 
 * File: SigmaStudioFW.h 
 * 
 * Description:  SigmaStudio System framework macro and function declarations 
 *  
 * This file/software originated as an Analog Devices copyrighted product but since has been 
 * completely rewritten and stripped of copyrighted content for the express purposes 
 * of integrating the arduino uno with the ADAU 1702 EVAL board and helping others 
 * trying to do the same. As such:  
//  This source code is provided as is, without warranty. 
//  You may copy and distribute verbatim copies of this document. 
//  You may modify and use this source code to create binary code 
//  for your own purposes, free or commercial. 
 * Purpose: 
 *         This document contains various methods of computing and sending parameter data over i2c to the 
 *         ADAU 1702 dev board. Individual function comments explain there purposes and in most cases 
 *         multiple functions have been implemented where fewer is possible for the sake of readability 
 * Last Revised: 6/9/2015 by Will Saba and Nick Barany 
 * If there are improvements that can/should be made or you require the PARAM #define file, feel free to contact me,  
 * Will Saba, at ​bartallen101@gmail.com 
 */  
 
 
 ​/*******************--#includes -> reference libraries and register address definitions--******************/ 
#ifndef __SIGMASTUDIOFW_H__ 
#define __SIGMASTUDIOFW_H__ 
 
#include "Biquad.h" 
/**  Stores location of all default parameters and their respective locations in DSP memory */ 
#include "main_final_IC_1_PARAM.h" 
/**  Stores location of all default register settings and their respective locations in DSP memory */ 
#include "main_final_IC_1_REG.h" 
 
/*********************  Safeload registers used to load parameters on the fly without audible glitching ***/ 
#define SAFELOAD_ADDR1 0x0815 
#define SAFELOAD_ADDR2 0x0816 
#define SAFELOAD_ADDR3 0x0817 
#define SAFELOAD_ADDR4 0x0818 
#define SAFELOAD_ADDR5 0x0819 
#define SAFELOAD_DATA1 0x0810 
#define SAFELOAD_DATA2 0x0811 
#define SAFELOAD_DATA3 0x0812 
#define SAFELOAD_DATA4 0x0813 
#define SAFELOAD_DATA5 0x0814 
// Define double versions of 1 and 0 and 1/sqrt(2) to reduce instances of magic numbers 
#define UNO 1.0 
#define ZERO 0.0 
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#define HALF_POWER 0.707945823669434 
// Sub mode return value if found "SUBMODE" as first word on its own line in filterImport 
#define SUB_MODE_FLAG_HIGH 2 
/**  Numeric constant required by system volume control to set the slew rate */ 
#define VOLUME_STEP 0.000244140625 
/**  Sample Rate of DSP*/ 
#define sampleRate 96000.0 
 
/**  Experimentally determined I2C address(es) for all inter-board communication */ 
#define I2C_ADDR_ADAU1702W 0x34 ​// i2c Write address experimental of ADAU DSP board 
#define I2C_ADDR_ADAU1702R 0x50 ​// i2c Read address experimental of ADAU DSP board 
/** Byte length of standard DSP registers = 2 (such as core control) */ 
#define Address_Length 2 
//Unused typedef 
//typedef unsigned short ADI_DATA_U16; 
 
/** Define PROGMEM type to store byte constant DSP code in program memory and extract on-demand to overcome memory limitations */ 
typedef​ PROGMEM ​const​ ​unsigned​ ​char​ ADI_REG_TYPE; 
 
/*************************--Functions that write to DSP--************************************/ 
//Initialiize safeload transfer by toggling respective IST bit in control register// 
void​ ​set_core_IST_bit​(​int​ deviceaddress); 
//Writes one register of paremter data passed as a double (function converts to fixed point)// 
void​ ​safeWriteReg​(​double​ coeff,​short​ deviceaddress, ​short​ data_reg, ​short​ addr_reg, ​short​ address); 
//Writes passed filter Biquad to the DSP with a sequence of 5 safeWriteReg commands and the necesary IST call// 
void​ ​safeLoadFilter​( Biquad​*​ filterX, ​int​ addressStart); 
//Writes arbitrarily long number of bytes to DSP memory directly// 
void​ ​SIGMA_WRITE_REGISTER_BLOCK​(​int​ devAddress, ​int​ address, ​int​ length, ADI_REG_TYPE​*​ pData); 
//Writes Parameter Memory in 4 byte chunks, length_reg indicates number of registers (not bytes)// 
void​ ​SIGMA_WRITE_REGISTER_PARAM​(​int​ devAddress, ​int​ address, ​int​ length_reg, ADI_REG_TYPE​*​ pData); 
//Writes Program Memory in 5 byte chunks to DSP memory directly, length_reg indicates number of registers (bytes/5)// 
void​ ​SIGMA_WRITE_REGISTER_PROG​(​int​ devAddress, ​int​ address, ​int​ length_reg, ADI_REG_TYPE​*​ pData); 
//Load volume passed as a decimal less than 1, (double) range 0-> 1.00 
void​ ​setVolume​(​double​ coeff, ​int​ deviceaddress); 
//Load digital fc (need to divide by sampleRate before passing) into 8 biquad filters representing 4th order LR filter// 
void​ ​setCrossover​(​double​ fc, Biquad​*​ LP1L,Biquad​*​ LP1R,Biquad​*​ LP2L,Biquad​*​ LP2R,Biquad​*​ HP1L,Biquad​*​ HP1R,Biquad​*​ HP2L,Biquad​*​ HP2R); 
// Parse a txt file and set filters 1-6 for loading, 7-10 to be implemented with increased uC memory 
int​ ​importFilter​(Biquad​*​ filter1,Biquad​*​ filter2,Biquad​*​ filter3,Biquad​*​ filter4,Biquad​*​ filter5,Biquad​*​ filter6);​//,Biquad* 
filter7,Biquad* filter8);//,Biquad* filter9, Biquad* filter10); 
// Pass address of each parameter location, loads these 3 registers using safeload transfer// 
void​ ​subModeEnable​(​int​ subModeToggleAdd, ​int​ rightMuteAdd, ​int​ subModeGainAdd); 
 
/*  
 * Parameter data format 
 */ 
#define SIGMASTUDIOTYPE_FIXPOINT  0 
#define SIGMASTUDIOTYPE_INTEGER  1 
 
/*  
 * Write to a single Device register 
 */ 
#define SIGMA_WRITE_REGISTER( devAddress, address, dataLength, data ) {​/*TODO: implement macro or define as function*/​} 
 
/*  
 * TODO: CUSTOM MACRO IMPLEMENTATION 
 * Write to multiple Device registers  
 */ 
void​ ​setVolume​(​double​ coeff, ​int​ deviceaddress){ 
   safeWriteReg( coeff, deviceaddress, SAFELOAD_DATA1, SAFELOAD_ADDR1, MOD_SWVOL1_ALG0_TARGET_ADDR);     ​// address 1 = 0x01 = target 
(volume) 
   safeWriteReg( VOLUME_STEP , deviceaddress, SAFELOAD_DATA2, SAFELOAD_ADDR2, MOD_SWVOL1_ALG0_STEP_ADDR);​// address 2 = 0x02 = step 
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(correlates to slew rate, unchanged) 
   set_core_IST_bit(I2C_ADDR_ADAU1702W); 
} 
 
 
void​ ​setCrossover​(​double​ fc, Biquad​*​ LP1L,Biquad​*​ LP1R,Biquad​*​ LP2L,Biquad​*​ LP2R,Biquad​*​ HP1L,Biquad​*​ HP1R,Biquad​*​ HP2L,Biquad​*​ HP2R){ 
 
                LP1L ​->​setFc(fc); 
                LP2L ​->​setFc(fc); 
                LP1R ​->​setFc(fc); 
                LP2R ​->​setFc(fc); 
                HP1L ​->​setFc(fc); 
                HP2L ​->​setFc(fc); 
                HP1R ​->​setFc(fc); 
                HP2R ​->​setFc(fc); 
 
//LP1L - alg0_low_filt1 
safeWriteReg (LP1L​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1, MOD_CROSSOVER_ALG0_LOW_FILT1_PARAMB0_ADDR);  
safeWriteReg (LP1L​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, MOD_CROSSOVER_ALG0_LOW_FILT1_PARAMB1_ADDR);  
safeWriteReg (LP1L​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, MOD_CROSSOVER_ALG0_LOW_FILT1_PARAMA1_ADDR);  
safeWriteReg (LP1L​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, MOD_CROSSOVER_ALG0_LOW_FILT1_PARAMB2_ADDR);  
safeWriteReg (LP1L​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, MOD_CROSSOVER_ALG0_LOW_FILT1_PARAMA2_ADDR);  
set_core_IST_bit(I2C_ADDR_ADAU1702W); 
//LP2L - alg 1 low_filt 1 
safeWriteReg (LP2L​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1, MOD_CROSSOVER_ALG1_LOW_FILT1_PARAMB0_ADDR);  
safeWriteReg (LP2L​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, MOD_CROSSOVER_ALG1_LOW_FILT1_PARAMB1_ADDR);  
safeWriteReg (LP2L​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, MOD_CROSSOVER_ALG1_LOW_FILT1_PARAMA1_ADDR);  
safeWriteReg (LP2L​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, MOD_CROSSOVER_ALG1_LOW_FILT1_PARAMB2_ADDR);  
safeWriteReg (LP2L​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, MOD_CROSSOVER_ALG1_LOW_FILT1_PARAMA2_ADDR);  
set_core_IST_bit(I2C_ADDR_ADAU1702W); 
//LP1R - alg0 low filt2  
safeWriteReg (LP1R​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1, MOD_CROSSOVER_ALG0_LOW_FILT2_PARAMB0_ADDR);  
safeWriteReg (LP1R​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, MOD_CROSSOVER_ALG0_LOW_FILT2_PARAMB1_ADDR);  
safeWriteReg (LP1R​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, MOD_CROSSOVER_ALG0_LOW_FILT2_PARAMA1_ADDR);  
safeWriteReg (LP1R​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, MOD_CROSSOVER_ALG0_LOW_FILT2_PARAMB2_ADDR);  
safeWriteReg (LP1R​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, MOD_CROSSOVER_ALG0_LOW_FILT2_PARAMA2_ADDR);  
set_core_IST_bit(I2C_ADDR_ADAU1702W); 
//LP2R - alg1 low filt2 
safeWriteReg (LP2R​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1, MOD_CROSSOVER_ALG1_LOW_FILT2_PARAMB0_ADDR);  
safeWriteReg (LP2R​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, MOD_CROSSOVER_ALG1_LOW_FILT2_PARAMB1_ADDR);  
safeWriteReg (LP2R​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, MOD_CROSSOVER_ALG1_LOW_FILT2_PARAMA1_ADDR);  
safeWriteReg (LP2R​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, MOD_CROSSOVER_ALG1_LOW_FILT2_PARAMB2_ADDR);  
safeWriteReg (LP2R​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, MOD_CROSSOVER_ALG1_LOW_FILT2_PARAMA2_ADDR);  
set_core_IST_bit(I2C_ADDR_ADAU1702W); 
//HP1L - alg0 high filt 1 
safeWriteReg (HP1L​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1, MOD_CROSSOVER_ALG0_HIGH_FILT1_PARAMB0_ADDR);  
safeWriteReg (HP1L​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, MOD_CROSSOVER_ALG0_HIGH_FILT1_PARAMB1_ADDR);  
safeWriteReg (HP1L​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, MOD_CROSSOVER_ALG0_HIGH_FILT1_PARAMA1_ADDR);  
safeWriteReg (HP1L​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, MOD_CROSSOVER_ALG0_HIGH_FILT1_PARAMB2_ADDR);  
safeWriteReg (HP1L​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, MOD_CROSSOVER_ALG0_HIGH_FILT1_PARAMA2_ADDR);  
set_core_IST_bit(I2C_ADDR_ADAU1702W); 
//HP2L - alg 1 high filt1 
safeWriteReg (HP2L​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1, MOD_CROSSOVER_ALG1_HIGH_FILT1_PARAMB0_ADDR);  
safeWriteReg (HP2L​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, MOD_CROSSOVER_ALG1_HIGH_FILT1_PARAMB1_ADDR);  
safeWriteReg (HP2L​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, MOD_CROSSOVER_ALG1_HIGH_FILT1_PARAMA1_ADDR);  
safeWriteReg (HP2L​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, MOD_CROSSOVER_ALG1_HIGH_FILT1_PARAMB2_ADDR);  
safeWriteReg (HP2L​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, MOD_CROSSOVER_ALG1_HIGH_FILT1_PARAMA2_ADDR);  
set_core_IST_bit(I2C_ADDR_ADAU1702W); 
//HP1R - alg 0 high filt 2 
safeWriteReg (HP1R​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1, MOD_CROSSOVER_ALG0_HIGH_FILT2_PARAMB0_ADDR);  
safeWriteReg (HP1R​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, MOD_CROSSOVER_ALG0_HIGH_FILT2_PARAMB1_ADDR);  
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safeWriteReg (HP1R​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, MOD_CROSSOVER_ALG0_HIGH_FILT2_PARAMA1_ADDR);  
safeWriteReg (HP1R​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, MOD_CROSSOVER_ALG0_HIGH_FILT2_PARAMB2_ADDR);  
safeWriteReg (HP1R​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, MOD_CROSSOVER_ALG0_HIGH_FILT2_PARAMA2_ADDR);  
set_core_IST_bit(I2C_ADDR_ADAU1702W); 
//HP2R - alg 1 high filt 2 
safeWriteReg (HP2R​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1, MOD_CROSSOVER_ALG1_HIGH_FILT2_PARAMB0_ADDR);  
safeWriteReg (HP2R​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, MOD_CROSSOVER_ALG1_HIGH_FILT2_PARAMB1_ADDR);  
safeWriteReg (HP2R​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, MOD_CROSSOVER_ALG1_HIGH_FILT2_PARAMA1_ADDR);  
safeWriteReg (HP2R​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, MOD_CROSSOVER_ALG1_HIGH_FILT2_PARAMB2_ADDR);  
safeWriteReg (HP2R​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, MOD_CROSSOVER_ALG1_HIGH_FILT2_PARAMA2_ADDR);  
set_core_IST_bit(I2C_ADDR_ADAU1702W); 
delay(​50​); 
} 
 
//Next 3 functions write the boot code to the DSP and initialize sound  
//Writes program memory in 5 byte chunks 
void​ ​SIGMA_WRITE_REGISTER_PROG​(​int​ devAddress, ​int​ address, ​int​ length_reg, ADI_REG_TYPE​*​ pData){ 
    ​int​ addtemp ​=​ ​0​; 
    ​int​ addcount ​=0​, regcount​=0​; 
       addtemp ​=​ address; 
       #ifndef cbi 
       #define cbi(sfr, bit) (_SFR_BYTE(sfr) ​&=​ ​~​_BV(bit)) 
       #endif 
       ​for​(regcount​=0​;regcount​<​length_reg;regcount​++​) 
       { 
                Wire.beginTransmission(devAddress); 
                Wire.write(((addtemp ​+​regcount) ​&​ ​0xFF00​) ​>>​ ​8​); 
                Wire.write((addtemp​+​regcount) ​&​ ​0x00FF​); 
   
                Wire.write(pgm_read_byte(pData​+​addcount)); 
                Wire.write(pgm_read_byte(pData​+​addcount​+1​)); 
                Wire.write(pgm_read_byte(pData​+​addcount​+2​)); 
                Wire.write(pgm_read_byte(pData​+​addcount​+3​)); 
                Wire.write(pgm_read_byte(pData​+​addcount​+4​)); 
                addcount​+=5​; 
                Wire.endTransmission(); 
       } 
 } 
//Writes parameter memory in 4 byte chunks  
void​ ​SIGMA_WRITE_REGISTER_PARAM​(​int​ devAddress, ​int​ address, ​int​ length_reg, ADI_REG_TYPE​*​ pData){ 
int​ addtemp ​=​ ​0​; 
int​ addcount ​=0​, regcount​=0​; 
   addtemp ​=​ address; 
   #ifndef cbi 
   #define cbi(sfr, bit) (_SFR_BYTE(sfr) ​&=​ ​~​_BV(bit)) 
   #endif 
//   Serial.begin(9600); 
   ​for​(regcount​=0​;regcount​<​length_reg;regcount​++​) 
   { 
            Wire.beginTransmission(devAddress); 
            Wire.write(((addtemp ​+​regcount) ​&​ ​0xFF00​) ​>>​ ​8​); 
            Wire.write((addtemp​+​regcount) ​&​ ​0x00FF​); 
            Wire.write(pgm_read_byte(pData​+​addcount)); 
   
 ​//           Serial.print(pgm_read_byte(pData+addcount),HEX); 
 ​//           Serial.print(", "); 
            Wire.write(pgm_read_byte(pData​+​addcount​+1​)); 
 ​//           Serial.print(pgm_read_byte(pData+addcount+1),HEX); 
 ​//           Serial.print(", "); 
            Wire.write(pgm_read_byte(pData​+​addcount​+2​)); 
 ​//           Serial.print(pgm_read_byte(pData+addcount+2),HEX); 
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 ​//           Serial.print(", "); 
            Wire.write(pgm_read_byte(pData​+​addcount​+3​)); 
 ​//           Serial.print(pgm_read_byte(pData+addcount+3),HEX); 
 ​//           Serial.println(", "); 
            addcount​+=4​; 
            Wire.endTransmission(); 
   } 
//   Serial.end(); 
 } 
//Write small continuous blocks of data to DSP, such as the core register and other hardware parameters 
void​ ​SIGMA_WRITE_REGISTER_BLOCK​(​int​ devAddress, ​int​ address, ​int​ length, ADI_REG_TYPE​*​ pData){ 
   #ifndef cbi 
#define cbi(sfr, bit) (_SFR_BYTE(sfr) &= ~_BV(bit)) 
#endif 
int​ i​=0​; 
 
        Wire.beginTransmission(devAddress); 
   
          Wire.write(((address) ​&​ ​0xFF00​) ​>>​ ​8​); 
          Wire.write((address) ​&​ ​0x00FF​); 
 ​//         Serial.println(((address) & 0xFF00) >> 8,HEX); 
 ​//         Serial.println((address) & 0x00FF,HEX); 
   
   
          ​for​ (i​>0​;i​<​length;i​++​){ 
//           Serial.println(pgm_read_byte(pData+i),HEX); 
           Wire.write(pgm_read_byte(pData​+​i)); 
         } 
         Wire.endTransmission(); 
} 
 
/*  
 * Convert a floating-point value to SigmaDSP (5.23) fixed point format  
 */ 
#define SIGMASTUDIOTYPE_FIXPOINT_CONVERT( _value )(_value * 0x00800000) 
 
//Writes one filter based on 5 passed parameter values and a starting destination address 
void​ ​safeLoadFilter​( Biquad​*​ filterX, ​int​ addressStart) 
{ 
//Load 5 filter coefficients into DSP safe-load registers, note a0 corresponds to b0 in SigmaDSP due to a naming convention conflict 
// Function call format: safeLoadFilter(filter1, address); 
   
        safeWriteReg (filterX​->​b0, I2C_ADDR_ADAU1702W, SAFELOAD_DATA1,SAFELOAD_ADDR1,  addressStart);  
safeWriteReg (filterX​->​b1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA2,SAFELOAD_ADDR2, (addressStart​+1​));  
safeWriteReg (filterX​->​b2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA3,SAFELOAD_ADDR3, (addressStart​+2​));  
safeWriteReg (filterX​->​a1, I2C_ADDR_ADAU1702W, SAFELOAD_DATA4,SAFELOAD_ADDR4, (addressStart​+3​));  
safeWriteReg (filterX​->​a2, I2C_ADDR_ADAU1702W, SAFELOAD_DATA5,SAFELOAD_ADDR5, (addressStart​+4​));  
//Send the OK to transmit filter 
        set_core_IST_bit(I2C_ADDR_ADAU1702W); 
} 
 
//Writes 1 parameter register via Safeload Write over I2C, doesn't include IST call  
void​ ​safeWriteReg​(​double​ coeff,​short​ deviceaddress, ​short​ data_reg, ​short​ addr_reg, ​short​ address) 
{ 
   ​long​ fixedPtCoeff ​=​ ​0​; 
   ​unsigned​ ​char​ bytes[​4​]​=​{​0​}; ​// 4 x Chars to "carry" the broken Float value 
 
   fixedPtCoeff ​=​ SIGMASTUDIOTYPE_FIXPOINT_CONVERT(coeff) ; ​//Convert to 5.23 fixed point format 
// Seperate fixed point variable into 4 byte sized chunks for transmission to the DSP  
   bytes[​0​] ​=​ (fixedPtCoeff ​>>​ ​24​) ​&​ ​0xFF​; 
   bytes[​1​] ​=​ (fixedPtCoeff ​>>​ ​16​) ​&​ ​0xFF​; 
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   bytes[​2​] ​=​ (fixedPtCoeff ​>>​ ​8​) ​&​ ​0xFF​; 
   bytes[​3​] ​=​ fixedPtCoeff ​&​ ​0xFF​;   
   
   ​//Transmit Data// 
   Wire.beginTransmission(deviceaddress);  ​// 0x34 (write port) 
   ​//send data register address 1 byte at a time 
   Wire.write(((data_reg ​>>​ ​8​) ​&​ ​0xFF​)); ​// send upper byte safeload data register 
   Wire.write((data_reg ​&​ ​0xFF​));        ​// send lower byte  
   Wire.write(​0x00​); ​//load 00 into byte 3 of safeload register as required by safeload write format 
   Wire.write(bytes,​4​); ​// write 4 bytes of parameter data 
   Wire.endTransmission();   
   
   Wire.beginTransmission(deviceaddress); ​// 0x34 (write port) 
   ​//send address register 1 byte at a time 
   Wire.write((addr_reg ​>>​ ​8​) ​&​ ​0xFF​); ​// send upper byte (0x08), safeload address register  
   Wire.write(addr_reg ​&​ ​0xFF​);        ​// send lower byte   
   Wire.write((address ​>>​ ​8​) ​&​ ​0xFF​); ​// destination register 
   Wire.write(address ​&​ ​0xFF​);   
   
   Wire.endTransmission(); 
} 
 
 
void​ ​subModeEnable​(​int​ subModeToggleAdd, ​int​ rightMuteAdd, ​int​ subModeGainAdd){ 
    ​//Enable submode toggle by setting mute to "1" -> pass audio 
    safeWriteReg(UNO,I2C_ADDR_ADAU1702W,  SAFELOAD_DATA1,  SAFELOAD_ADDR1,  subModeToggleAdd); 
    ​//Enable rightMute  
    safeWriteReg(ZERO,I2C_ADDR_ADAU1702W,  SAFELOAD_DATA2,  SAFELOAD_ADDR2, rightMuteAdd); 
    ​// Balance sub with mains by allowing half of left and half of right into the bass mix 
    safeWriteReg(HALF_POWER,I2C_ADDR_ADAU1702W,  SAFELOAD_DATA3,  SAFELOAD_ADDR3, subModeGainAdd); 
    ​// Transfer the settings 
    set_core_IST_bit(I2C_ADDR_ADAU1702W); 
} 
 
 
void​ ​set_core_IST_bit​(​int​ deviceaddress) 
  {   
    ​/*set the initiate safeload transfer bit ( 5th bit ) 
    in the core control register to initiate the loading into RAM*/ 
    Wire.beginTransmission(deviceaddress);  
    Wire.write(​0x08​); 
    Wire.write(​0x1C​);  ​//address of DSP core control: 0x081C. Holds 2bytes data. 
    Wire.write(​0x00​); 
    Wire.write(​0x3D​); ​// 96 kHz, IST high 
    Wire.endTransmission(); 
  } 
int​ ​importFilter​(Biquad​*​ filter1, Biquad​*​ filter2,Biquad​*​ filter3,Biquad​*​ filter4,Biquad​*​ filter5,Biquad​*​ filter6){​//, Biquad* 
filter7,Biquad* filter8){//,Biquad* filter9, Biquad* filter10){ 
 
  
    ​const​ ​int​ MAX_CHARS_PER_LINE ​=​ ​100​; 
    ​const​ ​int​ MAX_TOKENS_PER_LINE ​=​ ​20​; 
    ​const​ ​char​*​ ​const​ DELIMITER ​=​ ​" "​; 
    ​int​ filterIndex ​=​ ​1​; 
    ​double​ fcTemp ​=​ ​0​; 
    ​double​ gainTemp ​=​ ​0​; 
    ​double​ qTemp ​=​ ​0​; 
    ​int​ address ​=​ ​0​, n ​=​ ​0​, i ​=​ ​0​; 
    ​char​ charTemp; 
    ​int​ type; 
    ​int​ subModeFlag ​=​ ​0​, memlength ​=​ ​0​; 
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/*  
      // If Had file system 
      /*FILE *fr; // Declare file pointer 
      // create a file-reading object 
      fr = fopen("test.txt","r"); // open a file 
*/  
// Load first character into temp variable (need for != Null condition) 
     charTemp ​=​ EEPROM.read(address); 
     address​++​; 
      ​while​ (charTemp ​!=​ ​NULL​){ ​// stop at end of EEPROM 
   
        ​char​ buf[MAX_CHARS_PER_LINE]; 
        ​const​ ​char​*​ token[MAX_TOKENS_PER_LINE] ​=​ {}; ​// initialize to 0 
        ​while​ (charTemp ​!=​ ​'\n'​){ 
          ​// Throw out commas 
            ​if​ (charTemp​!=​ ​','​){ 
            buf[i] ​=​ charTemp; 
            } 
            ​else​{ 
              i​--​; ​//Still looking for a valid character (counteracts i++) 
            } 
            charTemp ​=​ EEPROM.read(address);  
            address​++​; 
            i​++​; 
          } 
          buf[i] ​=​ ​'\0'​; 
        ​//  Serial.println(buf); 
        ​// Reset buf index 
        i ​=​ ​0​; 
        ​// parse the line // first token 
        token[​0​] ​=​ strtok(buf, DELIMITER); 
        ​//Serial.println(token[0]); 
        ​if​ (token[​0​]) ​// zero if line is blank 
        { 
          ​for​ (n ​=​ ​1​; n ​<​ MAX_TOKENS_PER_LINE; n​++​) 
          { 
            token[n] ​=​ strtok(​0​, DELIMITER); ​// subsequent tokens 
            ​if​ (​!​token[n]) 
              ​break​; ​// no more tokens 
            ​else​; 
//              Serial.println(token[n]); // Print each parsed word 
          } 
        } 
        ​// Process a given line -> set filter 
        ​// If declared submode, rest of line will be blank, set flag and go to next line// 
             ​if​ (​!​strcmp(token[​0​], ​"SUBMODE"​)){ 
               subModeFlag ​=​ ​1​;   
             } 
        ​// This is used to ignore header lines that define REW parameters// 
             ​else​ ​if​ (​!​strcmp(token[​0​], ​"Filter"​)){ ​// filter may occur 
        ​// If filter is disabled, don't implement it   
                ​if​(​!​strcmp(token[​2​], ​"ON"​)){ ​//filter is enabled 
        ​// Compare substring to find what type of filter is  
        ​// contained in the 4th word (see format) 
   
        ​// Note: all token[x] refer to the word # in the line - 1 (index starts at 0) 
   
                   ​if​(​!​strncmp(token[​3​],​"B"​,​1​)){ ​// Peak filter 
 
                     fcTemp ​=​ atof(token[​5​]); 
                     gainTemp ​=​ atof(token[​8​]); 
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                     qTemp ​=​ atof(token[​11​]); 
                     type ​=​ bq_type_peak; 
                   } 
                   ​else​ ​if​(​!​strncmp(token[​3​],​"LS"​,​2​)){ ​// lowshelf 
                      qTemp ​=​ ​1​; 
                      fcTemp ​=​ atof(token[​6​]); 
                      gainTemp ​=​ atof(token[​9​]); 
                      type ​=​ bq_type_lowshelf; 
                   } 
                   ​else​ ​if​(​!​strncmp(token[​3​],​"HS"​,​2​)){ ​// highshelf 
                      qTemp ​=​ ​1​; 
                      fcTemp ​=​ atof(token[​6​]); 
                      gainTemp ​=​ atof(token[​9​]); 
                      type ​=​ bq_type_highshelf; 
                   } 
                   ​else​ ​if​(​!​strncmp(token[​3​],​"HP"​,​2​)){ ​// highpass 2nd order butterworth 
                      qTemp ​=​ ​1​; 
                      gainTemp ​=​ ​0​; 
                      fcTemp ​=​ atof(token[​5​]); ​// change to index 6 if include 12dB/24dB designation in input file 
                      type ​=​ bq_type_highpassLR; 
                   } 
                   ​else​ ​if​(​!​strncmp(token[​3​],​"LP"​,​2​)){ ​// lowpass 2nd order butterworth stage 
                      qTemp ​=​ ​1​; 
                      gainTemp ​=​ ​0​; 
                      fcTemp ​=​ atof(token[​5​]); ​// change to index 6 if include 12dB/24dB designation in input file 
                      type ​=​ bq_type_lowpassLR;  
 
                   } 
                   ​else​ ​if​(​!​strncmp(token[​3​],​"NOTCH"​,​5​)){ ​// notch filter 
                      qTemp ​=​ atof(token[​8​]); ​// Slope parameter, 0 to 2 
                      gainTemp ​=​ ​0​;   
                      fcTemp ​=​ atof(token[​5​]); ​//  
                      type ​=​ bq_type_notch;  
 
                   } 
                   ​else​ ​if​(​!​strncmp(token[​3​],​"NONE"​,​4​)​||!​strncmp(token[​3​],​"Modal"​,​4​)){ 
                        gainTemp ​=​ ​0​; 
                        qTemp ​=​ ​0.707​; 
                        type ​=​ bq_type_lowshelf; 
                   } 
              ​// Note: Modal filter not supported inserted values are default "do nothing" filter 
              ​// Bipass filters 9-10 for memory conservation 
   
                        ​if​ (filterIndex ​==​ ​7​){ 
                          filterIndex ​=​ ​999​; ​// out of range 
                        } 
   
                       ​switch​(filterIndex){ 
                         ​case​ ​1​: 
                         filter1 ​->​setBiquad(type, fcTemp ​/​ sampleRate, qTemp, gainTemp); 
                         ​break​; 
   
                         ​case​ ​2​: 
                         filter2 ​->​setBiquad(type, fcTemp ​/​ sampleRate, qTemp, gainTemp);   
                         ​break​; 
   
                         ​case​ ​3​: 
                         filter3 ​->​setBiquad(type, fcTemp ​/​ sampleRate, qTemp, gainTemp); 
                         ​break​; 
   
                         ​case​ ​4​: 
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                         filter4 ​->​setBiquad(type, fcTemp ​/​ sampleRate, qTemp, gainTemp); 
                         ​break​; 
   
                         ​case​ ​5​: 
                         filter5 ​->​setBiquad(type, fcTemp ​/​ sampleRate, qTemp, gainTemp); 
                         ​break​; 
 
                         ​case​ ​6​: 
                         filter6 ​->​setBiquad(type, fcTemp ​/​ sampleRate, qTemp, gainTemp); 
                         ​break​; 
/* 
                         case 7: 
                         filter7 ->setBiquad(type, fcTemp / sampleRate, qTemp, gainTemp); 
                         break; 
   
                         case 8: 
                         filter8 ->setBiquad(type, fcTemp / sampleRate, qTemp, gainTemp); 
                         break; 
   
                         case 9: 
                         filter9 ->setBiquad(type, fcTemp / sampleRate, qTemp, gainTemp); 
                         break; 
   
                         case 10: 
                         filter10 ->setBiquad(type, fcTemp / sampleRate, qTemp, gainTemp); 
                         break; 
*/   
                         ​default​: 
                         ​break​; ​//Do nothing 
                }​//End case switch 
                filterIndex​++​; ​// filter implemented, go to next open filter 
             }​//Ends 'on if'   
   
      }​//Ends 'filter if' 
        charTemp ​=​ EEPROM.read(address); ​// Read out start of next line 
        address​++​; 
      }​//Done with reading 
 
      ​if​ (subModeFlag){ 
      ​return​ SUB_MODE_FLAG_HIGH; ​// evaluates to 2 
      } 
      ​else 
      ​return​ ​0​;   
} 
#endif 
 
 
SigmaStudio Main 
/* 
 * File:           C:\Users\wsaba\Google Drive\Senior Project\uC and DSP Code\EXPERIMENT\main_final_IC_1.h 
 * 
 * Created:        Monday, June 01, 2015 9:43:02 AM 
 * Description:    EXP:IC 1 program data. 
 * 
 * This software is distributed in the hope that it will be useful, 
 * but is distributed on an "AS IS" BASIS, WITHOUT WARRANTIES OR 
 * CONDITIONS OF ANY KIND, without even the implied warranty of 
 * MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. 
 * 
 * This software may only be used to program products purchased from 
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 * Analog Devices for incorporation by you into audio products that 
 * are intended for resale to audio product end users. This software 
 * may not be distributed whole or in any part to third parties. 
 * 
 * Copyright ©2015 Analog Devices, Inc. All rights reserved. 
 * 
 * Detailed Description: Besides the auto­generated Sigma Studio DSP  
 * boot code stored in Program_Data_IC_1, Param_Data_IC_1 and the corresponding  
 * pointers appended _loc, This file contains the lookup tables used to  
 * Fc for the parametric EQ and Crossover. 
 * Further, #defines have been added for the register count for both program 
 * and parameter memory as required for the modified boot sequence functions. 
 * See boot sequence comments for more details (bottom). 
 * 
 * Purpose: This file stores numeric constants for use in booting and  
 * editing the DSP. 
 */ 
#ifndef __MAIN_FINAL_IC_1_H__ 
#define __MAIN_FINAL_IC_1_H__ 
 
#include "SigmaStudioFW.h" 
#include "main_final_IC_1_REG.h" 
 
#define DEVICE_ARCHITECTURE_IC_1                  "ADAU1702" 
#define DEVICE_ADDR_IC_1                          0x34 
#define HP_LOOKUP_SIZE 280 
 
/***** Store lookup arrays for highpaass, frequency, gain, and Q. See if need to store them in progmem.  
****** Update q,gain,fc,db lookup when solution found */ 
 
// Lookup table logarithmically spaced spanning 20 Hz to 20 kHz, used in crossover setting 
int​ fcLookup [​173​] ​=​ { 
20​,21​,22​,23​,24​,25​,26​,27​,28​,29​,30​,32​,34​,36​,38​, ​// 0­14 
40​,42​,44​,46​,48​,50​,52​,54​,56​,58​,60​,62​,64​,66​,68​, ​//14­29 
70​,72​,74​,76​,78​,80​,82​,84​,86​,88​,90​,92​,94​,96​,98​, ​//30­44 
100​,107​,114​,120​,128​,135​,142​,152​,162​,172​,      ​//45­54 
180​,192​,202​,212​,227​,240​,257​,272​,287​,300​,      ​//55­64 
317​,332​,347​,360​,382​,402​,422​,442​,462​,482​,      ​//65­74 
502​,540​,578​,616​,654​,692​,730​,770​,810​,850​,      ​//75­84 
900​,950​,1000​,1050​,1100​,1150​,1200​,1250​,1300​,1350​,//85­94 
1400​,1450​,1500​,1550​,1650​,1750​,1850​,1950​,2050​,2150​,//95­104 
2250​,2350​,2450​,2550​,2650​,2750​,2850​,2950​,3050​,3150​,//105­114 
3250​,3350​,3450​,3550​,3650​,3750​,3850​,3950​,4050​,4200​,//115­124 
4350​,4500​,4650​,4800​,4950​,5100​,5250​,5400​,5550​,5700​,//125­134 
5850​,6000​,6150​,6300​,6450​,6600​,6750​,6900​,7050​,7200​,//135­144 
7350​,7500​,7650​,7800​,7950​,8100​,8250​,8400​,8550​,8700​,//145­154 
8850​,9000​,9150​,9300​,9450​,9600​,9750​,9900​,11000​,12100​,//155­164 
13000​,14000​,15000​,16000​,17000​,18000​,19000​,20000​,//165­173 
}; 
//int limiterIndex = 41; // used to initiate limiters to ­0 dB via dBLookup for a full scale output range. 
 
//  Each _loc variable stores the location in progmem of first byte 
 
/* DSP Program Data */ 
#define PROGRAM_SIZE_IC_1 2560 
#define PROGRAM_SIZE_IC_2 512         ​// Number of Prog registers to write during boot­up 
 
#define PROGRAM_ADDR_IC_1 1024 
 
ADI_REG_TYPE Program_Data_IC_1[PROGRAM_SIZE_IC_1] ​=​ { 
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
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0x00​, ​0x00​, ​0x00​, ​0xE8​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x08​, ​0x00​, ​0xE8​, ​0x01​,  
0x00​, ​0x02​, ​0x00​, ​0x20​, ​0x01​,  
0x00​, ​0x10​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0x0A​, ​0x00​, ​0x20​, ​0x01​,  
0x00​, ​0x18​, ​0x00​, ​0xE2​, ​0x01​,  
0xFF​, ​0xF2​, ​0x01​, ​0x20​, ​0x01​,  
0x00​, ​0x21​, ​0x08​, ​0x22​, ​0x41​,  
0x00​, ​0x40​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0x31​, ​0x08​, ​0x20​, ​0x01​,  
0x00​, ​0x21​, ​0x08​, ​0x34​, ​0x01​,  
0x00​, ​0x42​, ​0x02​, ​0x22​, ​0x01​,  
0x00​, ​0x28​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0x28​, ​0x00​, ​0xC0​, ​0x01​,  
0x00​, ​0x38​, ​0x00​, ​0xF2​, ​0x01​,  
0x00​, ​0x17​, ​0xFF​, ​0x20​, ​0x01​,  
0x00​, ​0x58​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0x1F​, ​0xFF​, ​0x20​, ​0x01​,  
0x00​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0x82​, ​0x06​, ​0x20​, ​0x01​,  
0x00​, ​0x7A​, ​0x07​, ​0x22​, ​0x01​,  
0x00​, ​0x5A​, ​0x03​, ​0x22​, ​0x01​,  
0x00​, ​0x52​, ​0x04​, ​0x22​, ​0x01​,  
0x00​, ​0x4A​, ​0x05​, ​0x22​, ​0x01​,  
0x00​, ​0x88​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0x9A​, ​0x06​, ​0x20​, ​0x01​,  
0x00​, ​0x92​, ​0x07​, ​0x22​, ​0x01​,  
0x00​, ​0x72​, ​0x03​, ​0x22​, ​0x01​,  
0x00​, ​0x6A​, ​0x04​, ​0x22​, ​0x01​,  
0x00​, ​0x62​, ​0x05​, ​0x22​, ​0x01​,  
0x00​, ​0xA0​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0xB2​, ​0x0B​, ​0x20​, ​0x01​,  
0x00​, ​0xAA​, ​0x0C​, ​0x22​, ​0x01​,  
0x00​, ​0x8A​, ​0x08​, ​0x22​, ​0x01​,  
0x00​, ​0x82​, ​0x09​, ​0x22​, ​0x01​,  
0x00​, ​0x7A​, ​0x0A​, ​0x22​, ​0x01​,  
0x00​, ​0xB8​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0xCA​, ​0x0B​, ​0x20​, ​0x01​,  
0x00​, ​0xC2​, ​0x0C​, ​0x22​, ​0x01​,  
0x00​, ​0xA2​, ​0x08​, ​0x22​, ​0x01​,  
0x00​, ​0x9A​, ​0x09​, ​0x22​, ​0x01​,  
0x00​, ​0x92​, ​0x0A​, ​0x22​, ​0x01​,  
0x00​, ​0xD0​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0xE2​, ​0x10​, ​0x20​, ​0x01​,  
0x00​, ​0xDA​, ​0x11​, ​0x22​, ​0x01​,  
0x00​, ​0xBA​, ​0x0D​, ​0x22​, ​0x01​,  
0x00​, ​0xB2​, ​0x0E​, ​0x22​, ​0x01​,  
0x00​, ​0xAA​, ​0x0F​, ​0x22​, ​0x01​,  
0x00​, ​0xE8​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0xFA​, ​0x10​, ​0x20​, ​0x01​,  
0x00​, ​0xF2​, ​0x11​, ​0x22​, ​0x01​,  
0x00​, ​0xD2​, ​0x0D​, ​0x22​, ​0x01​,  
0x00​, ​0xCA​, ​0x0E​, ​0x22​, ​0x01​,  
0x00​, ​0xC2​, ​0x0F​, ​0x22​, ​0x01​,  
0x01​, ​0x00​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0x12​, ​0x15​, ​0x20​, ​0x01​,  
0x01​, ​0x0A​, ​0x16​, ​0x22​, ​0x01​,  
0x00​, ​0xEA​, ​0x12​, ​0x22​, ​0x01​,  
0x00​, ​0xE2​, ​0x13​, ​0x22​, ​0x01​,  
0x00​, ​0xDA​, ​0x14​, ​0x22​, ​0x01​,  
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0x01​, ​0x18​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0x2A​, ​0x15​, ​0x20​, ​0x01​,  
0x01​, ​0x22​, ​0x16​, ​0x22​, ​0x01​,  
0x01​, ​0x02​, ​0x12​, ​0x22​, ​0x01​,  
0x00​, ​0xFA​, ​0x13​, ​0x22​, ​0x01​,  
0x00​, ​0xF2​, ​0x14​, ​0x22​, ​0x01​,  
0x01​, ​0x30​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0x42​, ​0x1A​, ​0x20​, ​0x01​,  
0x01​, ​0x3A​, ​0x1B​, ​0x22​, ​0x01​,  
0x01​, ​0x1A​, ​0x17​, ​0x22​, ​0x01​,  
0x01​, ​0x12​, ​0x18​, ​0x22​, ​0x01​,  
0x01​, ​0x0A​, ​0x19​, ​0x22​, ​0x01​,  
0x01​, ​0x48​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0x5A​, ​0x1A​, ​0x20​, ​0x01​,  
0x01​, ​0x52​, ​0x1B​, ​0x22​, ​0x01​,  
0x01​, ​0x32​, ​0x17​, ​0x22​, ​0x01​,  
0x01​, ​0x2A​, ​0x18​, ​0x22​, ​0x01​,  
0x01​, ​0x22​, ​0x19​, ​0x22​, ​0x01​,  
0x01​, ​0x60​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0x72​, ​0x1F​, ​0x20​, ​0x01​,  
0x01​, ​0x6A​, ​0x20​, ​0x22​, ​0x01​,  
0x01​, ​0x4A​, ​0x1C​, ​0x22​, ​0x01​,  
0x01​, ​0x42​, ​0x1D​, ​0x22​, ​0x01​,  
0x01​, ​0x3A​, ​0x1E​, ​0x22​, ​0x01​,  
0x01​, ​0x78​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0x8A​, ​0x1F​, ​0x20​, ​0x01​,  
0x01​, ​0x82​, ​0x20​, ​0x22​, ​0x01​,  
0x01​, ​0x62​, ​0x1C​, ​0x22​, ​0x01​,  
0x01​, ​0x5A​, ​0x1D​, ​0x22​, ​0x01​,  
0x01​, ​0x52​, ​0x1E​, ​0x22​, ​0x01​,  
0x01​, ​0x90​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0xA2​, ​0x24​, ​0x20​, ​0x01​,  
0x01​, ​0x9A​, ​0x25​, ​0x22​, ​0x01​,  
0x01​, ​0x7A​, ​0x21​, ​0x22​, ​0x01​,  
0x01​, ​0x72​, ​0x22​, ​0x22​, ​0x01​,  
0x01​, ​0x6A​, ​0x23​, ​0x22​, ​0x01​,  
0x01​, ​0xA8​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0xBA​, ​0x24​, ​0x20​, ​0x01​,  
0x01​, ​0xB2​, ​0x25​, ​0x22​, ​0x01​,  
0x01​, ​0x92​, ​0x21​, ​0x22​, ​0x01​,  
0x01​, ​0x8A​, ​0x22​, ​0x22​, ​0x01​,  
0x01​, ​0x82​, ​0x23​, ​0x22​, ​0x01​,  
0x01​, ​0xC0​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0xD2​, ​0x29​, ​0x20​, ​0x01​,  
0x01​, ​0xCA​, ​0x2A​, ​0x22​, ​0x01​,  
0x01​, ​0xAA​, ​0x26​, ​0x22​, ​0x01​,  
0x01​, ​0xA2​, ​0x27​, ​0x22​, ​0x01​,  
0x01​, ​0x9A​, ​0x28​, ​0x22​, ​0x01​,  
0x01​, ​0xD8​, ​0x00​, ​0xE2​, ​0x01​,  
0x01​, ​0xEA​, ​0x29​, ​0x20​, ​0x01​,  
0x01​, ​0xE2​, ​0x2A​, ​0x22​, ​0x01​,  
0x01​, ​0xC2​, ​0x26​, ​0x22​, ​0x01​,  
0x01​, ​0xBA​, ​0x27​, ​0x22​, ​0x01​,  
0x01​, ​0xB2​, ​0x28​, ​0x22​, ​0x01​,  
0x01​, ​0xF0​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0x02​, ​0x2E​, ​0x20​, ​0x01​,  
0x01​, ​0xFA​, ​0x2F​, ​0x22​, ​0x01​,  
0x01​, ​0xDA​, ​0x2B​, ​0x22​, ​0x01​,  
0x01​, ​0xD2​, ​0x2C​, ​0x22​, ​0x01​,  
0x01​, ​0xCA​, ​0x2D​, ​0x22​, ​0x01​,  
0x02​, ​0x08​, ​0x00​, ​0xE2​, ​0x01​,  
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0x02​, ​0x1A​, ​0x2E​, ​0x20​, ​0x01​,  
0x02​, ​0x12​, ​0x2F​, ​0x22​, ​0x01​,  
0x01​, ​0xF2​, ​0x2B​, ​0x22​, ​0x01​,  
0x01​, ​0xEA​, ​0x2C​, ​0x22​, ​0x01​,  
0x01​, ​0xE2​, ​0x2D​, ​0x22​, ​0x01​,  
0x02​, ​0x20​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0x32​, ​0x33​, ​0x20​, ​0x01​,  
0x02​, ​0x2A​, ​0x34​, ​0x22​, ​0x01​,  
0x02​, ​0x0A​, ​0x30​, ​0x22​, ​0x01​,  
0x02​, ​0x02​, ​0x31​, ​0x22​, ​0x01​,  
0x01​, ​0xFA​, ​0x32​, ​0x22​, ​0x01​,  
0x02​, ​0x38​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0x4A​, ​0x33​, ​0x20​, ​0x01​,  
0x02​, ​0x42​, ​0x34​, ​0x22​, ​0x01​,  
0x02​, ​0x22​, ​0x30​, ​0x22​, ​0x01​,  
0x02​, ​0x1A​, ​0x31​, ​0x22​, ​0x01​,  
0x02​, ​0x12​, ​0x32​, ​0x22​, ​0x01​,  
0x02​, ​0x50​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0x3A​, ​0x35​, ​0x20​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x02​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0x9A​, ​0x38​, ​0x20​, ​0x01​,  
0x02​, ​0x92​, ​0x3A​, ​0x22​, ​0x01​,  
0x02​, ​0x82​, ​0x38​, ​0x34​, ​0x01​,  
0x02​, ​0x7A​, ​0x3A​, ​0x22​, ​0x01​,  
0x02​, ​0x72​, ​0x36​, ​0x22​, ​0x01​,  
0x02​, ​0x6A​, ​0x37​, ​0x22​, ​0x01​,  
0x02​, ​0x62​, ​0x39​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x02​, ​0x88​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0xA0​, ​0x00​, ​0xF2​, ​0x01​,  
0x02​, ​0xCA​, ​0x3D​, ​0x20​, ​0x01​,  
0x02​, ​0xC2​, ​0x3F​, ​0x22​, ​0x01​,  
0x02​, ​0xB2​, ​0x3D​, ​0x34​, ​0x01​,  
0x02​, ​0xAA​, ​0x3F​, ​0x22​, ​0x01​,  
0x02​, ​0x8A​, ​0x3B​, ​0x22​, ​0x01​,  
0x02​, ​0x82​, ​0x3C​, ​0x22​, ​0x01​,  
0x02​, ​0x7A​, ​0x3E​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x02​, ​0xB8​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0xF8​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0xD0​, ​0x00​, ​0xF2​, ​0x01​,  
0x02​, ​0x39​, ​0x08​, ​0x20​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x02​, ​0xE8​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0x12​, ​0x42​, ​0x20​, ​0x01​,  
0x03​, ​0x0A​, ​0x44​, ​0x22​, ​0x01​,  
0x02​, ​0xFA​, ​0x42​, ​0x34​, ​0x01​,  
0x02​, ​0xF2​, ​0x44​, ​0x22​, ​0x01​,  
0x02​, ​0xEA​, ​0x40​, ​0x22​, ​0x01​,  
0x02​, ​0xE2​, ​0x41​, ​0x22​, ​0x01​,  
0x02​, ​0xDA​, ​0x43​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x03​, ​0x00​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0x18​, ​0x00​, ​0xF2​, ​0x01​,  
0x03​, ​0x42​, ​0x47​, ​0x20​, ​0x01​,  
0x03​, ​0x3A​, ​0x49​, ​0x22​, ​0x01​,  
0x03​, ​0x2A​, ​0x47​, ​0x34​, ​0x01​,  
0x03​, ​0x22​, ​0x49​, ​0x22​, ​0x01​,  
0x03​, ​0x02​, ​0x45​, ​0x22​, ​0x01​,  
0x02​, ​0xFA​, ​0x46​, ​0x22​, ​0x01​,  
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0x02​, ​0xF2​, ​0x48​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x03​, ​0x30​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0x58​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0x48​, ​0x00​, ​0xF2​, ​0x01​,  
0x02​, ​0x52​, ​0x4A​, ​0x20​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x03​, ​0x68​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0x7A​, ​0x4D​, ​0x20​, ​0x01​,  
0x03​, ​0x72​, ​0x4F​, ​0x22​, ​0x01​,  
0x03​, ​0x6A​, ​0x4B​, ​0x22​, ​0x01​,  
0x03​, ​0x62​, ​0x4C​, ​0x22​, ​0x01​,  
0x03​, ​0x5A​, ​0x4E​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x03​, ​0x80​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0x92​, ​0x52​, ​0x20​, ​0x01​,  
0x03​, ​0x8A​, ​0x54​, ​0x22​, ​0x01​,  
0x03​, ​0x82​, ​0x50​, ​0x22​, ​0x01​,  
0x03​, ​0x7A​, ​0x51​, ​0x22​, ​0x01​,  
0x03​, ​0x72​, ​0x53​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x03​, ​0x98​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x10​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0x51​, ​0x08​, ​0x20​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x03​, ​0xB0​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0xC2​, ​0x57​, ​0x20​, ​0x01​,  
0x03​, ​0xBA​, ​0x59​, ​0x22​, ​0x01​,  
0x03​, ​0xB2​, ​0x55​, ​0x22​, ​0x01​,  
0x03​, ​0xAA​, ​0x56​, ​0x22​, ​0x01​,  
0x03​, ​0xA2​, ​0x58​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x03​, ​0xC8​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0xDA​, ​0x5C​, ​0x20​, ​0x01​,  
0x03​, ​0xD2​, ​0x5E​, ​0x22​, ​0x01​,  
0x03​, ​0xCA​, ​0x5A​, ​0x22​, ​0x01​,  
0x03​, ​0xC2​, ​0x5B​, ​0x22​, ​0x01​,  
0x03​, ​0xBA​, ​0x5D​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x03​, ​0xE0​, ​0x00​, ​0xE2​, ​0x01​,  
0x03​, ​0x50​, ​0x00​, ​0xE2​, ​0x01​,  
0x02​, ​0x59​, ​0x08​, ​0x20​, ​0x01​,  
0xFF​, ​0x80​, ​0x00​, ​0x02​, ​0x01​,  
0x03​, ​0x51​, ​0x08​, ​0x20​, ​0x01​,  
0xFF​, ​0x78​, ​0x00​, ​0x02​, ​0x01​,  
0x04​, ​0x22​, ​0x62​, ​0x20​, ​0x01​,  
0x04​, ​0x1A​, ​0x63​, ​0x22​, ​0x01​,  
0x03​, ​0xFA​, ​0x5F​, ​0x22​, ​0x01​,  
0x03​, ​0xF2​, ​0x60​, ​0x22​, ​0x01​,  
0x03​, ​0xEA​, ​0x61​, ​0x22​, ​0x01​,  
0x04​, ​0x28​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x3A​, ​0x62​, ​0x20​, ​0x01​,  
0x04​, ​0x32​, ​0x63​, ​0x22​, ​0x01​,  
0x04​, ​0x12​, ​0x5F​, ​0x22​, ​0x01​,  
0x04​, ​0x0A​, ​0x60​, ​0x22​, ​0x01​,  
0x04​, ​0x02​, ​0x61​, ​0x22​, ​0x01​,  
0x04​, ​0x40​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x42​, ​0x64​, ​0x20​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0x48​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x42​, ​0x64​, ​0x20​, ​0x01​,  
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0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0x50​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x4A​, ​0x65​, ​0x20​, ​0x01​,  
0x04​, ​0x58​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x52​, ​0x66​, ​0x20​, ​0x01​,  
0x04​, ​0x60​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x2A​, ​0x67​, ​0x20​, ​0x01​,  
0x04​, ​0x5A​, ​0x67​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0x68​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x61​, ​0x08​, ​0x20​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0xC8​, ​0x00​, ​0xF0​, ​0x01​,  
0xFF​, ​0xE9​, ​0x08​, ​0x22​, ​0x01​,  
0x04​, ​0xC0​, ​0x00​, ​0xF2​, ​0x01​,  
0x04​, ​0xB1​, ​0x08​, ​0x20​, ​0x01​,  
0x04​, ​0xB2​, ​0x74​, ​0x22​, ​0x41​,  
0x04​, ​0xC2​, ​0x74​, ​0x22​, ​0x01​,  
0x04​, ​0xA1​, ​0x08​, ​0x34​, ​0x01​,  
0x04​, ​0xA2​, ​0x74​, ​0x22​, ​0x41​,  
0x04​, ​0xCA​, ​0x74​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0xA8​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0xB8​, ​0x00​, ​0xF2​, ​0x01​,  
0x04​, ​0xD0​, ​0x00​, ​0xE2​, ​0x01​,  
0xFF​, ​0xF2​, ​0x70​, ​0x40​, ​0x01​,  
0x04​, ​0xD1​, ​0x08​, ​0x20​, ​0x09​,  
0x04​, ​0xD2​, ​0x68​, ​0x20​, ​0x01​,  
0xFF​, ​0xF2​, ​0x69​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0xD2​, ​0x6A​, ​0x20​, ​0x01​,  
0xFF​, ​0xF2​, ​0x6B​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x23​,  
0xFF​, ​0xF2​, ​0x71​, ​0x40​, ​0x01​,  
0x04​, ​0xD1​, ​0x08​, ​0x20​, ​0x09​,  
0x04​, ​0xD2​, ​0x6C​, ​0x20​, ​0x01​,  
0xFF​, ​0xF2​, ​0x6D​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x23​,  
0xFF​, ​0xF2​, ​0x72​, ​0x40​, ​0x01​,  
0x04​, ​0xD1​, ​0x08​, ​0x20​, ​0x09​,  
0x04​, ​0xD2​, ​0x6E​, ​0x20​, ​0x01​,  
0xFF​, ​0xF2​, ​0x6F​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x23​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xC0​, ​0x01​,  
0x04​, ​0xD7​, ​0xFF​, ​0x20​, ​0x41​,  
0xFF​, ​0xF1​, ​0x07​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x77​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xC0​, ​0x01​,  
0x04​, ​0xD7​, ​0xFF​, ​0x20​, ​0x41​,  
0xFF​, ​0xF1​, ​0x07​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x77​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xC0​, ​0x01​,  
0x04​, ​0xD7​, ​0xFF​, ​0x20​, ​0x41​,  
0xFF​, ​0xF1​, ​0x07​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x77​, ​0xFF​, ​0x20​, ​0x01​,  
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0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xC0​, ​0x01​,  
0x00​, ​0x02​, ​0x73​, ​0xA0​, ​0x01​,  
0xFF​, ​0xE7​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0x98​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0x99​, ​0x08​, ​0x40​, ​0x01​,  
0xFF​, ​0xF1​, ​0x08​, ​0x20​, ​0x09​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0x98​, ​0x00​, ​0xE2​, ​0x23​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0x99​, ​0x08​, ​0x40​, ​0x01​,  
0x04​, ​0x91​, ​0x08​, ​0x20​, ​0x09​,  
0x04​, ​0x9A​, ​0x75​, ​0x20​, ​0x01​,  
0x04​, ​0x92​, ​0x75​, ​0x22​, ​0x41​,  
0x04​, ​0x91​, ​0x08​, ​0x22​, ​0x01​,  
0x04​, ​0x98​, ​0x00​, ​0xE2​, ​0x23​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0x99​, ​0x08​, ​0x20​, ​0x01​,  
0x04​, ​0x88​, ​0x00​, ​0xE2​, ​0x01​,  
0xFF​, ​0xF2​, ​0x76​, ​0x22​, ​0x49​,  
0xFF​, ​0xF1​, ​0x08​, ​0x20​, ​0x01​,  
0xFF​, ​0xE9​, ​0x08​, ​0x20​, ​0x25​,  
0x04​, ​0x80​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x98​, ​0x00​, ​0xC0​, ​0x01​,  
0x04​, ​0x67​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0x78​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x69​, ​0x08​, ​0x20​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0xC8​, ​0x00​, ​0xF0​, ​0x01​,  
0xFF​, ​0xE9​, ​0x08​, ​0x22​, ​0x01​,  
0x04​, ​0xC0​, ​0x00​, ​0xF2​, ​0x01​,  
0x05​, ​0x11​, ​0x08​, ​0x20​, ​0x01​,  
0x05​, ​0x12​, ​0x83​, ​0x22​, ​0x41​,  
0x04​, ​0xC2​, ​0x83​, ​0x22​, ​0x01​,  
0x05​, ​0x01​, ​0x08​, ​0x34​, ​0x01​,  
0x05​, ​0x02​, ​0x83​, ​0x22​, ​0x41​,  
0x04​, ​0xCA​, ​0x83​, ​0x22​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x05​, ​0x08​, ​0x00​, ​0xE2​, ​0x01​,  
0x05​, ​0x18​, ​0x00​, ​0xF2​, ​0x01​,  
0x04​, ​0xD0​, ​0x00​, ​0xE2​, ​0x01​,  
0xFF​, ​0xF2​, ​0x7F​, ​0x40​, ​0x01​,  
0x04​, ​0xD1​, ​0x08​, ​0x20​, ​0x09​,  
0x04​, ​0xD2​, ​0x77​, ​0x20​, ​0x01​,  
0xFF​, ​0xF2​, ​0x78​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0xD2​, ​0x79​, ​0x20​, ​0x01​,  
0xFF​, ​0xF2​, ​0x7A​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x23​,  
0xFF​, ​0xF2​, ​0x80​, ​0x40​, ​0x01​,  
0x04​, ​0xD1​, ​0x08​, ​0x20​, ​0x09​,  
0x04​, ​0xD2​, ​0x7B​, ​0x20​, ​0x01​,  
0xFF​, ​0xF2​, ​0x7C​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x23​,  
0xFF​, ​0xF2​, ​0x81​, ​0x40​, ​0x01​,  
0x04​, ​0xD1​, ​0x08​, ​0x20​, ​0x09​,  
0x04​, ​0xD2​, ​0x7D​, ​0x20​, ​0x01​,  
0xFF​, ​0xF2​, ​0x7E​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x23​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
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0x04​, ​0x70​, ​0x00​, ​0xC0​, ​0x01​,  
0x04​, ​0xD7​, ​0xFF​, ​0x20​, ​0x41​,  
0xFF​, ​0xF1​, ​0x07​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x77​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xC0​, ​0x01​,  
0x04​, ​0xD7​, ​0xFF​, ​0x20​, ​0x41​,  
0xFF​, ​0xF1​, ​0x07​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x77​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xC0​, ​0x01​,  
0x04​, ​0xD7​, ​0xFF​, ​0x20​, ​0x41​,  
0xFF​, ​0xF1​, ​0x07​, ​0x22​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x77​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x70​, ​0x00​, ​0xC0​, ​0x01​,  
0x00​, ​0x02​, ​0x82​, ​0xA0​, ​0x01​,  
0xFF​, ​0xE7​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0xF8​, ​0x00​, ​0xE2​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0xF9​, ​0x08​, ​0x40​, ​0x01​,  
0xFF​, ​0xF1​, ​0x08​, ​0x20​, ​0x09​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0xF8​, ​0x00​, ​0xE2​, ​0x23​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0xF9​, ​0x08​, ​0x40​, ​0x01​,  
0x04​, ​0xF1​, ​0x08​, ​0x20​, ​0x09​,  
0x04​, ​0xFA​, ​0x84​, ​0x20​, ​0x01​,  
0x04​, ​0xF2​, ​0x84​, ​0x22​, ​0x41​,  
0x04​, ​0xF1​, ​0x08​, ​0x22​, ​0x01​,  
0x04​, ​0xF8​, ​0x00​, ​0xE2​, ​0x23​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x04​, ​0xF9​, ​0x08​, ​0x20​, ​0x01​,  
0x04​, ​0xE8​, ​0x00​, ​0xE2​, ​0x01​,  
0xFF​, ​0xF2​, ​0x85​, ​0x22​, ​0x49​,  
0xFF​, ​0xF1​, ​0x08​, ​0x20​, ​0x01​,  
0xFF​, ​0xE9​, ​0x08​, ​0x20​, ​0x25​,  
0x04​, ​0xE0​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0xF8​, ​0x00​, ​0xC0​, ​0x01​,  
0x04​, ​0x6F​, ​0xFF​, ​0x20​, ​0x01​,  
0x04​, ​0xD8​, ​0x00​, ​0xE2​, ​0x01​,  
0x04​, ​0x79​, ​0x08​, ​0x20​, ​0x01​,  
0xFF​, ​0x70​, ​0x00​, ​0x02​, ​0x01​,  
0x04​, ​0xD9​, ​0x08​, ​0x20​, ​0x01​,  
0xFF​, ​0x68​, ​0x00​, ​0x02​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
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0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
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0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01​,  
}; 
 
 
ADI_REG_TYPE​*​ Program_Data_IC_1_loc ​=​ Program_Data_IC_1;  
 
/* DSP Parameter (Coefficient) Data */ 
#define PARAM_SIZE_IC_1 4096 
// Number of Param registers to write during boot­up, necessary to convert from bytes to registers due to block write method 
#define PARAM_SIZE_IC_2 1024  
#define PARAM_ADDR_IC_1 0 
ADI_REG_TYPE Param_Data_IC_1[PARAM_SIZE_IC_1] ​=​ { 
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x08​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
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0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x07​, ​0x09​, ​0x79​,  
0x00​, ​0x0E​, ​0x12​, ​0xF1​,  
0x00​, ​0x9E​, ​0x36​, ​0x9F​,  
0x00​, ​0x07​, ​0x09​, ​0x79​,  
0x0F​, ​0xC5​, ​0xA3​, ​0x7F​,  
0x00​, ​0x07​, ​0x09​, ​0x79​,  
0x00​, ​0x0E​, ​0x12​, ​0xF1​,  
0x00​, ​0x9E​, ​0x36​, ​0x9F​,  
0x00​, ​0x07​, ​0x09​, ​0x79​,  
0x0F​, ​0xC5​, ​0xA3​, ​0x7F​,  
0x00​, ​0x56​, ​0x24​, ​0xC8​,  
0x0F​, ​0x53​, ​0xB6​, ​0x70​,  
0x00​, ​0x9E​, ​0x36​, ​0x9F​,  
0x00​, ​0x56​, ​0x24​, ​0xC8​,  
0x0F​, ​0xC5​, ​0xA3​, ​0x7F​,  
0x00​, ​0x56​, ​0x24​, ​0xC8​,  
0x0F​, ​0x53​, ​0xB6​, ​0x70​,  
0x00​, ​0x9E​, ​0x36​, ​0x9F​,  
0x00​, ​0x56​, ​0x24​, ​0xC8​,  
0x0F​, ​0xC5​, ​0xA3​, ​0x7F​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x07​, ​0x09​, ​0x79​,  
0x00​, ​0x0E​, ​0x12​, ​0xF1​,  
0x00​, ​0x9E​, ​0x36​, ​0x9F​,  
0x00​, ​0x07​, ​0x09​, ​0x79​,  
0x0F​, ​0xC5​, ​0xA3​, ​0x7F​,  
0x00​, ​0x07​, ​0x09​, ​0x79​,  
0x00​, ​0x0E​, ​0x12​, ​0xF1​,  
0x00​, ​0x9E​, ​0x36​, ​0x9F​,  
0x00​, ​0x07​, ​0x09​, ​0x79​,  
0x0F​, ​0xC5​, ​0xA3​, ​0x7F​,  
0x00​, ​0x56​, ​0x24​, ​0xC8​,  
0x0F​, ​0x53​, ​0xB6​, ​0x70​,  
0x00​, ​0x9E​, ​0x36​, ​0x9F​,  
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0x00​, ​0x56​, ​0x24​, ​0xC8​,  
0x0F​, ​0xC5​, ​0xA3​, ​0x7F​,  
0x00​, ​0x56​, ​0x24​, ​0xC8​,  
0x0F​, ​0x53​, ​0xB6​, ​0x70​,  
0x00​, ​0x9E​, ​0x36​, ​0x9F​,  
0x00​, ​0x56​, ​0x24​, ​0xC8​,  
0x0F​, ​0xC5​, ​0xA3​, ​0x7F​,  
0x00​, ​0x7F​, ​0xD2​, ​0x89​,  
0x0F​, ​0x00​, ​0x5A​, ​0xED​,  
0x00​, ​0x7F​, ​0xD2​, ​0x89​,  
0x00​, ​0xFF​, ​0xA5​, ​0x03​,  
0x0F​, ​0x80​, ​0x5A​, ​0xDD​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
0x00​, ​0x80​, ​0x00​, ​0x00​,  
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0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
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0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
0x00​, ​0x00​, ​0x00​, ​0x00​,  
}; 
 
 
ADI_REG_TYPE​*​ Param_Data_IC_1_loc ​=​ Param_Data_IC_1; ​// Stores location in progmem of first byte of param mem 
 
/* Register Default ­ IC 1.CoreRegister */ 
ADI_REG_TYPE R0_COREREGISTER_IC_1_Default[REG_COREREGISTER_IC_1_BYTE] ​=​ {​0x00​, ​0x19​}; 
ADI_REG_TYPE​*​ R0_COREREGISTER_IC_1_Default_loc ​=​ R0_COREREGISTER_IC_1_Default; 
 
/* Register Default ­ IC 1.HWConFiguration */ 
#define R3_HWCONFIGURATION_IC_1_SIZE 24 
ADI_REG_TYPE R3_HWCONFIGURATION_IC_1_Default[R3_HWCONFIGURATION_IC_1_SIZE] ​=​ { 
0x00​, ​0x19​, ​0x08​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x80​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x00​, ​0x01 
}; 
ADI_REG_TYPE​*​ R3_HWCONFIGURATION_IC_1_Default_loc ​=​R3_HWCONFIGURATION_IC_1_Default; 
 
/* Register Default ­ IC 1.CoreRegister */ 
ADI_REG_TYPE R4_COREREGISTER_IC_1_Default[REG_COREREGISTER_IC_1_BYTE] ​=​ { 
0x00​, ​0x1D 
}; 
ADI_REG_TYPE​*​ R4_COREREGISTER_IC_1_Default_loc ​=​ R4_COREREGISTER_IC_1_Default; 
 
 
/* 
 * This function sends the following code to the DSP and is used to clean load the set of  
 * default filters: no EQ, 8 kHz crossover, 30 Hz HP on woofers, limiters at ­3dB. 
 */ 
#define DEFAULT_DOWNLOAD_SIZE_IC_1 5 
 
void​ default_download_IC_1​() { 
// Load 0x19 to disable sound transmission through the DSP (lowering CR) to avoid audible glitches created by the CPU during block writes 
SIGMA_WRITE_REGISTER_BLOCK( DEVICE_ADDR_IC_1, REG_COREREGISTER_IC_1_ADDR, REG_COREREGISTER_IC_1_BYTE, 
R0_COREREGISTER_IC_1_Default_loc ); ​// 2 bytes 
// Load 512 registers of program data in chunks of 5 bytes in correspondence with the 40 bit device registers  
SIGMA_WRITE_REGISTER_PROG( DEVICE_ADDR_IC_1, PROGRAM_ADDR_IC_1, PROGRAM_SIZE_IC_2, Program_Data_IC_1_loc ); ​// 512 
registers of 5 bytes 
// Load 1024 registers of parameter data (28 bit registers with 4 don't cares (MSB) for 32 bits of precision stored as 5.23 fixed point 
coefficients,  
// Param memory array already stored in byte constant format, already in fixed point 
SIGMA_WRITE_REGISTER_PARAM( DEVICE_ADDR_IC_1, PARAM_ADDR_IC_1, PARAM_SIZE_IC_2, Param_Data_IC_1_loc ); ​// 1024 registers 
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of 4 bytes 
// Set the hardware registers controlling GPIO, clock polarity, memory type, serial input type, power core configuration and more 
SIGMA_WRITE_REGISTER_BLOCK( DEVICE_ADDR_IC_1, REG_COREREGISTER_IC_1_ADDR , R3_HWCONFIGURATION_IC_1_SIZE, 
R3_HWCONFIGURATION_IC_1_Default_loc );​//24 bytes 
// Set 0x1D to the core control register. Enables CR, ADCs, DACs, allowing audio to pass through.  2 LSB bits control sampling rate of 
device (in this case 01 = 96 kHz 
SIGMA_WRITE_REGISTER_BLOCK( DEVICE_ADDR_IC_1, REG_COREREGISTER_IC_1_ADDR,  REG_COREREGISTER_IC_1_BYTE, 
R4_COREREGISTER_IC_1_Default_loc );​// 2 bytes 
} 
 
#endif 
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Appendix C: Market Analysis 
 
Commercial alternatives  
Within the DSP Amplifier category there are numerous stereo amplifiers in the pro, and 
pro­sumer categories offered by companies including: K­array, Behringer, and Crown 
Audio (Harman International). Other systems dedicated to installed audio, contractor or 
70V systems, and touring sound line arrays as well as those previously mentioned 
above are ill­suited for the average consumer looking to better their home audio 
experience.  
 
Primarily most of these systems come in rack mount units and are designed to be robust 
and functional above aesthetics. An additional grievance is that most of these systems 
are two­channel high power units and that need 3 separate units to power the system. 
The more power needed, the more expensive the system. 
 
The approach that many enthusiasts take is to use dsp software: Room Equalizer 
Wizard, or one that is provided with their hardware, in combination with a calibrated 
microphone and an enclosed DSP unit such as a miniDSP to characterize and correct 
the frequency response in both time and frequency. This is significantly more cost 
effective than the most affordable commercially available rackmount solution: the 
Behringer DCX2496, however, considerable wiring is required to interface with multiple 
amplifiers and the output level may not match the input sensitivity of the amplifiers being 
driven.  
 
There are numerous DSP chips and development kits available through Texas 
Instruments utilizing both Purepath (a studio graphical development environment) and 
C­based programmability options sold as prototype board/chip level devices. Setting up 
one of these systems requires a fair amount of audio technician experience.  Many 
powered loudspeaker manufacturers have opted to embed similar DSP boards (such as 
Equator Audio, JBL Pro) in their loudspeakers but none of these solutions are available 
to the public. The key missing link in the market is the integration of these chips into 
consumer amplifiers for custom rather than built in use. 
This project will incorporate one or more dsp chip(s) with a developer written graphical 
interface (like the miniDSP) that can be used to accelerate initial setup and provide the 
computational power for all of the filters and speaker control. 
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Definition of Market Region: 
The project’s main competitors are other rivaling single unit 2.1 computer programmable 
speaker systems.  The customers that this project caters to are primarily audio hobbyists 
looking to obtain a hi­fidelity stereo system with an emphasis on user friendliness and 
simplicity. By combining the key components required to process and amplify a 2.1 
system, our product will streamline the 2.1 audio experience for the user and provide 
maximum cost savings over  competing multi­component systems.The cost of this 
system combined with the interface focus on ease of use make this DSP amplifier 
system much more appealing to cost conscious and computer inexperienced audio 
hobbyists alike compared to more advanced audio dsp systems. 
 
Notable Audio Industry Competitors: 
 
 
Dayton Audio​ is a major provider of in the home and 
commercial speakers, drivers, and speaker building 
accessories. Selling rivaling products such as subwoofer 
plate amplifiers and 2.1 plate amplifiers, this company is a 
serious contender in the audio industry.   
 
 
Yung International​ is an international audio sourcing and manufacturing 
company based in China/Taiwan. For the last twenty five years, they have 
provided quality audio products, most notably their subwoofer amplifiers 
ranging from 100­500 Watts. 
 
 
Behringer​ is an international company that provides quality, 
affordable, audio equipment. The equipment they sell caters 
specifically to the music industry, with some emphasis on home audio 
system. A notable rivaling product they offer are audio amplifiers with 
DSP. 
 
Peavey​ is one of the largest audio equipment manufacturers nationwide 
and is located in Meridian, Mississippi. Since 1964, they have pioneered 
amplifier technology in the audio industry. Most notably, they have 
pioneered power amplifier technology by reducing weight and 
increasing output power, for affordable cost.  
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JBL Audio by HARMAN ​ is a company that provides every form of 
audio product under the sun. Established in the late 1920’s, this 
company has led the charge from the beginning of the electronic audio 
industry. Their most notable competing products to our Audio­DSP 
amplifier are their home theatre systems.  
 
 
M­Audio​ is a provider of two channel USB audio interface 
solutions that compete with our audio DSP unit. While not 
as large as other competing companies, their products 
are unique and provide quality audio tailored to recording professionals. 
 
MiniDSP ​is provider of Digital Signal Processing Platforms 
for audio applications. They also make single and dual 
channel plate amplifiers.  
 
Size of Market: 
The total market for consumer electronics is over 209 billion USD [13] (according to 
2013 study by CEA). Focusing on audio electronics Factoring in inflation [14], the market 
in 2013 for home audio products hovers around 1.7 billion USD [15]. Due to its size, 
there is a significant ability to profit in this region of the market.   
 
Is Part of this Market Addressable to our Product: 
This solution is priced affordably, matching competitor's pricing at around $500­1000. 
There are multiple combinations of individual components needed to create such a  2.1 
speaker system that are currently being sold (see list of Competitors above). Our 
combined Audio­DSP amplifier will fit in right with the competing products while offering 
advantages they lack. 
 
Key Strengths to Leverage that our Competitors Cannot: 
The project plans to combine features of several other competitor products (most 
notably the plate amplifier and a DSP unit) into one unit that runs on higher power 
speakers than currently available. The application for this product in the audio market is 
extremely relevant; the Audio­DSP amplifier will take the best of the 2.1 amplifier and 
the DSP unit to provide quality audio to high power speakers.  
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What Areas of the Market are Not Well Served: 
The main strength of our project also coincides with a portion of the market that is 
extremely underserved at the moment. There are no other competing solutions that offer 
all in one computer programmable audio­DSP 2.1 speaker system management. 
Another feature that is lacking in this market is the ability to provide computer controlled 
audio­dsp to high power speakers. Most setups are only for computer speaker systems 
or theatre systems with low power requirements. A digital 2.1 speaker system that could 
operate on high power speakers would have a unique feature that is unmatched by 
competing product solutions. 
 
Window of Opportunity: 
The biggest window of opportunity in this market is to create a single unit that can 
provide high quality audio with DSP capabilities to high power speakers. Many various 
components can be purchased and arduously assembled and tweaked to provide quality 
audio for a 2.1 speaker system, but there are no available all­in­one systems that cover 
the entire spectrum. Providing a product that has easy to use digital interfacing is the 
key to surpassing competing affordable 2.1 systems in the audio market. 
 
How big of an effort would it take to enter the market? 
The estimated cost of developing this Audio­DSP Amplifier and entering the market are 
shown in Table 1.1 below. The bulk of the cost of entering the market comes from 
marketing the product to potential customers. Smart times to demo the product would 
coalign with convention dates such as NAMM, Jan 22­25 in Anaheim, the annual AES 
convention, the NY Audio Show or the Audio Karma Festival to maximize product 
exposure to potential customers. 
 
 
Table C.1: Audio­DSP Amplifier Development Costs  
Purchase  Cost ($)  Assumptions & Reasoning 
Retail Space  4500/ month  Average between 
2000­7000/month in SLO[11] 
Engineers  70,000  Assuming team of 2 with 
70,000 annual salary per (6 
months) [12] 
Hiring Process  8,000 total  Includes phone interviews, 
current employee time spent, 
and travel expenses, etc. 
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Prototype  400  Average estimated for 
electronic components 
Testing  2,000  This value comes from 5 
times the parts cost of a 
prototype  
Marketing + Demos  198,000  Marketing team of 3 who also 
demo the product, assuming 
for 6 months of work at 
$11,000 per month 
(individually). 
Miscellaneous  5,000  Failed designs, reworks, 
meeting time, etc. 
Total   298,600  Assuming 6 months of retail 
 
Who are the Key partners to Engage to be Successful? 
 
Texas Instruments ​is one of the largest 
semiconductor device design and manufacturing 
companies in the world. With analog ICs and 
embedded processors for many electronic 
applications ,most notably audio for this project. 
Texas Instruments will be the largest provider of necessary (and affordable) ICs as well 
as the microcontroller for the project design.  
 
Analog Devices is one of the biggest competitors to 
Texas Instruments and has a very wide range of audio 
DSP chips that are highly used in industry and very 
customizable, working with one of these two giants is 
key for making a competitive and cost effective end unit. 
 
Parts Express​ is a provider for audio, video, and speaker 
components. The power supply unit/power amplifier will 
be purchased from them.  
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Who would be key potential customers we would need to contact?   
 
Best Buy ​is a general purpose provider for a variety of 
affordable consumer electronics. Since the product price is 
around $400 and customer archetype favors new 
audio­hobbyists, Best Buy is a fantastic vendor for the 
Audio­DSP amplifier.  
 
 
Parts Express​ is another general purpose provider of 
a wide range of consumer electronics, with a focus 
specifically through internet transactions. In similar 
scope to Best Buy, they offer affordable audio products 
that are in the Audio­DSP Amplifier’s price category of 
around $400. They would be an ideal vendor for this product. 
 
 
 
Amazon​ is the largest online distributor of products in 
the world. Specifically for audio electronics, this 
company would be an effective vendor for our 
Audio­DSP amplifier, as they would be able to ship the unit to customers across the 
globe. 
 
Project/Product Description 
 
What is wrong with the present solutions? 
All present solutions satisfy one portion of the home audio market but none succeed in 
terms of combining sufficient 3 or more channels of amplification, programmable DSP, 
and simplistic user interface at an affordable price. The most common approach when 
constructing a bi­amplified audio system with digital processing is to purchase a DSP 
unit, two stereo amplifiers (or receiver), and a powered subwoofer (or dedicated 
subwoofer amplifier). Other alternatives include receiver with external subwoofer 
amplifier systems or three channel plate amplifiers with built­in passive crossovers which 
lack DSP and provide inferior sound quality due to use of cheap passive crossovers. 
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What is the nature of your proposed solution? 
The answer to the problems of simplicity and system price are combining components 
inside a single chassis and providing the most straightforward connectivity option: stereo 
RCA input and binding post speaker outputs. Control for the DSP will be implemented 
through a microcontroller which takes inputs such as filter selection and volume 
displayed through an LCD display and controlled with rotary encoder, buttons, and 
capacitive touch control. This cost effective and visually simplified interface will control 
the filter settings of the DSP unit which allows for stand­alone, fully configurable system. 
 
Competing Product Solutions: 
Table 1.2 on the next page showcases several noteworthy competing product solutions 
alongside their respective advantages and disadvantages to our proposed Audio­DSP 
Amplifier. 
 
Table C.2: Competing Product Solutions Comparison 
Image  Product Name 
and Manufacturer 
Advantages  Disadvantages 
 
MiniDSP Kit 
 2 x In, 4 x Out 
● Simplified 
input/output 
● User friendly USB 
interface 
 
● No amplification 
● Low output signal 
level 
● Only four output 
channels 
 
Dayton Audio 
SPA250 250 Watt 
Subwoofer Plate 
Amplifier 
● Cost Effective 
● Easy to use 
● High Level Inputs 
for flexibility 
● Daisy chain 
capable 
● Plate Amplifier 
form factor 
● No Processing 
● Analog In Only 
 
iNUKE 
NU1000DSP 
1000­Watt Power 
Amplifier with DSP 
Control and USB 
Interface [9] 
● Cost Effective 
● Class Leading 
DSP 
● High Output Power 
● Lightweight 
● Limited I/O choice 
● Loud Fan 
● Only two amp 
channels, need 
more than one 
● Large 
● Poor high 
frequency 
response 
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Peavey ​IPR2™ 
2000 DSP Power 
Amplifier [10] 
 
● Class Leading 
DSP 
● High Output Power 
● Flexible I/O 
● Input Sensitivity 
Selector 
● Rack Mount, 
large 
● Very Expensive 
● Only two 
amplifier 
channels 
 
Dayton Audio 
MCA2250E 2.1 
Channel Class D 
Plate Amplifier [16] 
 
● Cheapest reliable 
2.1 Amplifier 
● Self Contained unit 
● Powers a complete 
system 
● Simple wiring 
● No DSP 
● Low Output 
Power 
● Plate mounting 
scheme limited 
● Limited flexibility 
● Attached wires 
limits 
 
The goal of the project is to simplify the user experience with home/studio speaker 
systems and reduce cost, so removing superfluous features that inflate the cost of the 
system is of paramount importance. After comparing the most relevant features of 
competing solutions, the following marketing requirements are established below to 
remove features that are unimportant or provide unnecessary complication for home 
audio applications. See above table 1.2 for a description of competing products’ 
strengths and weaknesses. 
 
Alternative Design Solutions: 
The DSP board is the single most expensive hardware component of the total system. 
The main issue with the design proposed in Figure 3.2 above lies with the ability to 
interface and control the DSP board with the microcontroller. Once this is achieved, the 
total system can successfully integrate and operate as a single unit. The following 
proposed design alternatives are heavily centered on choosing an appropriate DSP 
board and fleshing the system out to accommodate its specifications.  
 
1)Use MiniDSP 2x8 Unit as DSP Board [6]: 
Using a 2x8 MiniDSP unit, we gain access to MiniDSP’s custom DSP software 
interfacing. This software has a well designed GUI capable of easily changing audio 
settings to meet desired specifications for varying home theatre environments. This 
software makes the learning curve of system interfacing much easier for the consumer. 
However, the MiniDSP unit is unable to interface with a microcontroller, and must use 
computer to USB interfacing to adjust settings on the board. This makes implementing 
DSP changes inside the unit extremely difficult, as we do not have access to the source 
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code capable of augmenting the MiniDSP unit to interface with a microcontroller. The 
MiniDSP unit is also expensive, pricing at an estimate of around $300.   
   
2) DSP Board Self Fabrication: 
By fabricating the DSP board ourselves, we can replace an expensive DSP unit from a 
provider (such as MiniDSP) with a custom board design centered around an inexpensive 
Texas Instruments DSP chip. A custom tailored DSP board would certainly allow for 
microcontroller interfacing, having the necessary input output requirements (2x6), and all 
necessary processing capabilities. The manufacturing cost of a self fabricated prototype 
DSP board is around $50, in comparison to the MiniDSP (2x8) at $300. This cuts down 
prototyping costs drastically, and would be the optimal solution given enough time and/or 
additional assistance with this project. Unfortunately, the design and fabrication of a 
custom DSP board requires enough man­hours to be its own senior project.  
 
3)Use Existing Analog DSP Board [19]: 
If an existing Analog DSP Board is purchased from a provider, an ideal board that suits 
our system’s I/O requirements can be obtained. A 2x4 DSP board capable of 
microcontroller interfacing can be purchased from a provider to meet system 
specifications. The learning curve for the custom DSP board software is steeper than 
the MiniDSP software, but can be adjusted through microcontroller interfacing without 
the use of a computer. The board cost is estimated at $600. There is an additional cost 
of $70 for a separate hardware component to connect the DSP board to the 
microcontroller (to be purchased from the board supplier). 
  
Figures C.1 and C.2 below showcase visual representations of cost comparisons as well 
as ease of implementation comparison. 
 
Figure C.1: DSP Board Cost Comparison 
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Figure C.2: Estimation of Design Method Ease of Implementation  
*Estimation of ability to implement is based on a scale of 1(most difficult) to 10(easiest). 
 
Although purchasing an existing analog board is the most expensive method, it has the 
most reliable chance of an effective system implementation for a prototype. If this 
system was designed by a company, the fabrication of the DSP board would be 
completed in­house. Since the goal of this project is to produce a functioning prototype 
under a limited timeframe, the third design choice is the most desirable method. 
