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A complexidade dos softwares e o projeto de interface com o usuário são 
dois dos principais desafios de desenvolvimento, pois exigem muito 
entendimento dos requisitos. Em resposta a isso, este trabalho propõe a 
combinação dos Diagramas de Interação com o Usuário (UID) 
juntamente com a abordagem de transformações automáticas de modelos 
(MDD). Juntas, essas técnicas permitem a captura, a modelagem da 
interação do usuário com o sistema em um alto nível de abstração e a 
geração automática de código. Uma ferramenta foi desenvolvida para 
transformar UIDs em modelos independentes de plataforma, que, por sua 
vez, são transformados em interfaces com o usuário implementadas em 
diferentes tecnologias. Um estudo de caso no qual interfaces com o 
usuário em JSF e ASP.Net são geradas a partir dos requisitos 
representados pelos UIDs é apresentado e comparado com aplicações 
reais para demonstrar a viabilidade da proposta. 
 
Palavras-chave: Desenvolvimento Dirigido a Modelos (MDD). 






The complexity of software and the user interface design are two of the 
main development challenges, as they demand much understanding of the 
requirements. To address this issue, this study proposes the combination 
of User Interaction Diagrams (UID) along with the automatic model 
transformation approach (MDD). Together, these techniques allow the 
capturing, the modeling of user interaction with the system at a high level 
of abstraction, and automatic code generation. A tool was developed to 
transform UIDs in platform independent models, which, by their turn, are 
transformed into user interfaces implemented in different technologies. A 
case study where UIs with JSF and ASP.Net are generated from 
requirements represented by UIDs is presented and compared with real-
world applications to demonstrate the feasibility of the proposal. 
 
Keywords: Model-driven development (MDD). User interaction diagram 
(UID). User interface automatic generation. 
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1 INTRODUÇÃO 
A complexidade dos softwares é um dos principais desafios a 
serem tratados em seu desenvolvimento. Isso exige um bom entendimento 
dos requisitos, uma comunicação clara e uma ampla visibilidade deles por 
todos os interessados, assim como a capacidade de portabilidade e 
escalabilidade do software, uma boa produtividade em resposta às 
mudanças do mercado e a facilidade da manutenção do software sendo 
desenvolvido (SELIC, 2003). 
A abordagem de desenvolvimento dirigida a modelos encontra-se 
como resposta para esse problema. Ela tem como objetivo elevar o nível 
de abstração de forma a facilitar o entendimento do software à medida 
que distancia a análise e o código. Ela auxilia também na manutenção, 
produtividade e reuso do software, uma vez que o desenvolvimento e 
alterações são feitos em um nível de abstração mais elevado, produzindo 
transformações automáticas que geram os demais artefatos, como o 
código, por exemplo (SELIC, 2003). 
Outra área de grande importância no desenvolvimento de software 
é o projeto da interface com o usuário. A interface é o limite entre a 
máquina e o homem e, portanto, o que faz a experiência do usuário ser 
agradável. Entretanto, a interface é uma das partes do desenvolvimento 
que mais sofrem alterações devido ao surgimento de novas tecnologias e 
padrões de usabilidade. Além disso, essa fase também é responsável por 
uma parte significante do tempo de desenvolvimento do software. Assim, 
torna-se extremamente necessário o emprego de uma abordagem de fácil 
e ágil capacidade de captura, entendimento, geração e alteração de 
requisitos de interface (MYERS, 1993). 
Para tratar essa questão, este trabalho propõe a combinação dos 
Diagramas de Interação com o Usuário (UID) (VILAIN, 2002) 
juntamente com a abordagem de transformações automáticas de modelos 
(MDD). Juntas, essas técnicas permitem a captura e modelagem da 
interação do usuário com o sistema em um alto nível de abstração. Além 
disso, essas técnicas permitem a geração automática de código. Portanto, 
o desenvolvimento da interface é melhorado por ser todo realizado em um 
único e elevado nível de abstração, o nível conceitual. Esse nível facilita 
o entendimento humano através de diagramas e permite a geração e 
alteração automática de códigos diferentes. Assim, os requisitos podem 
ser facilmente mapeados pelos UIDs, validados e distribuídos através das 
interfaces funcionais que foram geradas automaticamente. Além disso, 
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essas interfaces podem ser utilizadas como artefatos iniciais do projeto, 
bastando que as regras de negócio sejam implementadas e a aparência seja 
finalizada com imagens e estilos. 
1.1 OBJETIVOS 
1.1.1 Objetivo Geral 
O objetivo deste trabalho é propor uma abordagem de 
desenvolvimento de transformação de modelos (MDD) para a geração 
automática de interfaces com o usuário, a partir dos diagramas de 
interação com o usuário (UID) a fim de auxiliar no levantamento de 
requisitos e, consequentemente, melhorar o desenvolvimento e gerar 
automaticamente interfaces como protótipos ou como ponto inicial para 
o desenvolvimento. 
1.1.2 Objetivos Específicos 
Além de definir uma abordagem de geração automática de 
interfaces com o usuário, outros objetivos nesse contexto são: 
 Definir e implementar os mapeamentos dos elementos dos 
UIDs para um modelo conceitual de interface genérica. 
 Definir e implementar os mapeamentos do modelo conceitual 
de interface genérica para diferentes interfaces específicas de 
tecnologias diferentes, como JSF e ASP.NET, por exemplo. 
 Avaliar a implementação (i) através da comparação das 
interfaces de aplicações existentes e das interfaces geradas pela 
ferramenta proposta; e (ii) através de estudos de casos. 
1.2 ORGANIZAÇÃO DO TRABALHO 
O restante deste trabalho está organizado da seguinte maneira. O 
capítulo 2 trata dos fundamentos conceituais necessários ao entendimento 
deste trabalho, contendo tecnologias, metodologias, técnicas e 
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arquiteturas de desenvolvimento, frameworks de interface com o usuário 
e padrões. 
O capítulo 3 traz um levantamento dos trabalhos relacionados, 
apresentando suas características, com o objetivo de compará-las à 
proposta deste trabalho. 
Apresentados os fundamentos necessários ao entendimento e os 
trabalhos mais próximos da área, é então explicada a proposta no capítulo 
4. Essa proposta trata do desenvolvimento de um software que permite 
gerar interfaces automaticamente, através de transformações de modelos 
que se iniciam com o UID. 
No capítulo 5, são apresentados dois estudos de caso como 
validação da proposta. 
Por fim, no capítulo 6, são feitas as últimas considerações, sendo 
apresentados os resultados da proposta, sua validação e a comparação do 




2 FUNDAMENTAÇÃO TEÓRICA 
Neste capítulo, são apresentados os conceitos necessários ao 
entendimento da proposta. 
2.1 UID  
O Diagrama de Interação do Usuário (do inglês User Interaction 
Diagram – UID) é uma notação diagramática para representar a interação 
entre o usuário e uma aplicação (VILAIN, 2002). 
Define-se UID como um conjunto de estados conectados através 
de transições. Os estados representam as informações que são trocadas 
entre o usuário e a aplicação, enquanto as transições são responsáveis pela 
troca do foco da interação de um estado para outro. Diz-se que um estado 
da interação é o foco da interação quando as informações contidas nesse 
estado representam as informações que estão sendo trocadas entre o 
usuário e a aplicação em um dado momento. As informações participantes 
da interação entre o usuário e a aplicação são apresentadas dentro dos 
estados de interação, mas algumas seleções e opções são associadas às 
transições. As transições são acionadas, geralmente, pela entrada ou 
seleção de informações pelo usuário (VILAIN, 2002). 
A Figura 1 apresenta um exemplo de UID contendo os artefatos 
citados. Esse exemplo representa a interação que ocorre quando um 
usuário deseja encontrar hotéis a partir de um endereço destino de sua 
viagem, para conhecer o hotel e fazer sua reserva. Inicialmente, no estado 
inicial <1>, o usuário informa o Destino de sua viagem, representado por 
um item de dado. Então, no segundo estado <2>, o sistema apresenta a 
lista de Hotéis, representado por um conjunto de estruturas, contendo uma 
coleção de informações, como nome, descrição, endereço, contato, preço 
e avaliação. Neste ponto da interação, o usuário tem a opção de visualizar 
os detalhes do Hotel ou fazer a reserva do Hotel, representados pela 




Figura 1 – Exemplo de UID 
A seguir estão descritos os artefatos que compõem os UIDs: 
 Item de dado: Representa uma informação única (simples) que 
aparece durante a interação. Ele pode estar acompanhado do 
seu domínio, sendo, neste caso, seguido por dois pontos e o 
nome do domínio; 
 Estrutura: Representa uma coleção de informações (itens de 
dados, estruturas, conjunto de itens de dados ou conjunto de 
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<2> Conjunto 
Saída do Sistema 
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Chamada de outro UID 
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estruturas) que estão relacionadas de alguma maneira. A 
coleção de informações de uma estrutura é especificada entre 
parênteses após o nome da estrutura;  
 Conjunto: Representa um conjunto de itens de dados ou 
estruturas. A multiplicidade de um conjunto é representada por 
min..max em frente ao item de dado ou estrutura. A 
multiplicidade default é 1..N e é representada somente por 
reticências (...); 
 Entrada do Usuário: Representa um item de dado ou estrutura 
fornecidos pelo usuário. Toda informação entrada pelo usuário 
é sempre colocada dentro de um retângulo; 
 Entrada do Usuário Opcional: Representa uma entrada de 
usuário não obrigatória para a transição para o próximo estado 
da interação do usuário com o sistema; 
 Saída do Sistema: Representa um item de dado ou estrutura 
retornados pelo sistema. Toda informação retornada pelo 
sistema é colocada diretamente no estado de interação, ou seja, 
tudo que aparece fora dos retângulos é informação retornada 
pelo sistema; 
 Estado da Interação: Representa um estado da interação entre 
o usuário e o sistema. As informações fornecidas pelo usuário 
e as retornadas pelo sistema são usualmente colocadas dentro 
da elipse; 
 Estado Inicial da Interação: Representa o estado inicial da 
interação entre o usuário e o sistema. Ele é representado por 
uma pequena transição sem origem; 
 Chamada de Outro UID: Representa que o foco da interação 
foi transferido para outro UID; 
 Transição do Estado da Interação: Representa que o estado 
destino torna-se o novo foco da interação após o sistema 
retornar as informações necessárias e o usuário fornecer os 
dados requisitados no estado origem. 
Uma transição sempre está associada, no mínimo, à seleção de um 
elemento, à seleção de uma opção ou ao fornecimento de uma informação. 
A origem de uma transição pode ser todo um estado ou, quando um ou 
mais elementos precisam ser selecionados pelo usuário, um item de dado 
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ou mesmo uma estrutura, retornados pelo sistema. Quando o usuário 
seleciona alguma opção que não muda o foco da interação, a origem e o 
destino de uma transição podem ser o mesmo estado de interação.  
É possível associar rótulos às transições de estado da interação. 
Esses rótulos podem ser combinados e associados às transições. A seguir 
são apresentados os possíveis rótulos: 
 Transição com Seleção de N Elementos: Representa que N 
elementos devem ser selecionados pelo usuário antes que o 
estado de interação destino se torne o foco da interação; 
 Transição com Seleção da Opção X: Representa que a opção X 
é selecionada para que o estado de interação destino se torne o 
foco da interação. O nome da opção é colocado entre 
parênteses. 
 Transição com Condição Y: Representa que a condição Y deve 
ser satisfeita para que o estado de interação destino se torne o 
foco da interação. A condição é colocada entre colchetes. 
2.2 MODEL-DRIVEN DEVELOPMENT (MDD) 
O desenvolvimento de software é uma área conhecida por sua 
rápida evolução, e cada novo salto evolutivo tem-se caracterizado por 
uma melhora no nível de abstração que tende a aproximar as metodologias 
de desenvolvimento ao pensamento humano. Nesse contexto, Selic 
(2003) considera o desenvolvimento dirigido a modelos (do inglês Model-
Driven Development – MDD) como a promessa de ser o primeiro 
verdadeiro salto evolutivo em desenvolvimento de software, desde a 
introdução do compilador. 
Para entender o MDD, é necessário conhecer seu contexto. O 
MDD é parte da engenharia dirigida a modelos (do inglês Model-Driven 
Engineering – MDE), que, de acordo com Ameller (2009), pode ser mais 
bem explicada através das iniciativas históricas. 
A primeira iniciativa foi a Arquitetura Orientada a Modelos (do 
inglês Model-Driven Architecture – MDA), que foi primeiramente 
publicada em 2000, seguindo o princípio de que “tudo é um modelo” 
(BÉZIVIN, 2005). Em 2004, ela foi definida oficialmente como um 
conjunto de padrões não proprietários que especificam que tecnologias 
interoperáveis irão realizar o desenvolvimento com transformações 
automáticas de modelos. Assim, para garantir esses padrões, as 
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linguagens dessas transformações precisam seguir os termos da 
linguagem de especificação de metamodelos, MOF (Meta-Object 
Facility). 
Então foi definido o Desenvolvimento Dirigido a Modelos (MDD), 
que é a simples noção de que se pode construir um modelo de um sistema 
que pode ser transformado no sistema real (MELLOR et al., 2003). A 
diferença para o conceito da MDA é que o MDD não é associado com 
nenhum padrão OMG(Organização internacional que aprova padrões 
abertos para aplicações orientadas a objetos), o que o torna uma 
definição mais flexível do processo de desenvolvimento. 
Finalmente, temos o conceito de Engenharia Dirigida a Modelos 
(MDE), que se refere à abordagem para tratar a incapacidade das 
linguagens de terceira geração para aliviar a complexidade de plataformas 
e expressar conceitos de domínio de forma eficaz (SCHMIDT, 2006). 
Em resumo, conforme representado na Figura 2, o MDD é um 
paradigma de desenvolvimento que usa modelos como artefato base para 
a implementação. Esse paradigma foi utilizado na ferramenta 
desenvolvida nesta proposta. MDE, por sua vez, é toda a engenharia 
baseada em modelos, englobando, além das atividades de 
desenvolvimento (MDD), outras atividades, como engenharia reversa de 
sistemas legados. Por sua vez, MDA é a arquitetura específica baseada no 
modelo de desenvolvimento MDD que segue os padrões OMG. 
 
Figura 2 – Representação das iniciativas orientadas a modelos  
(adaptado de AMELLER, 2009, p. 13) 
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2.2.1 Model-Driven Architecture (MDA) 
Conforme apresentado anteriormente, MDA é a arquitetura padrão 
para o desenvolvimento dirigido a modelos. Ela é definida pelo órgão de 
padronização de aplicações orientadas a objeto, a OMG. Portanto é o 
modelo a ser seguido no desenvolvimento dirigido a modelos. Ela define 
os seguintes padrões: 
 Meta-Objects Facility (MOF): linguagem para especificação de 
metamodelos; 
 Unified Modeling Language (UML): linguagem para 
especificação de sistemas; 
 Query/View/Transformation (QVT): padrão de definição para 
linguagens de transformação; 
 XML Metadada Interchange (XMI): padrão para troca de 
informações de metadados. 
2.2.2 Modelos 
Segundo Rothenberg (1989, p. 1), modelos podem ser definidos 
como:  
[...] representação da realidade para um determinado propósito; 
um modelo é a abstração da realidade no sentido de que ele não 
pode representar todos os aspectos da realidade. Isso nos permite 
lidar com o mundo de uma forma mais simplificada, evitando a 
complexidade da realidade. 
Modelos são a base da abordagem de desenvolvimento utilizada e 
em MDA, são definidos em três tipos: 
 Modelo independente de computação (do inglês Computation 
Independent Model – CIM): Também conhecido como modelo 
de negócios ou de domínio, o CIM é o modelo mais abstrato de 
MDA. Ele representa o contexto e o propósito do sistema sem 
nenhuma complexidade computacional, ou seja, sem considerar 
detalhes de tecnologia; 
 Modelo independente de plataforma (do inglês Platform 
Independent Model – PIM): É o modelo que descreve o 
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comportamento e a estrutura do sistema sem considerar os 
aspectos relacionados a plataforma (software ou hardware); 
 Modelo específico de plataforma (do inglês Platform Specific 
Model – PSM): É o modelo que combina as especificações do 
PIM com os detalhes de tecnologia particulares de uma 
plataforma, sendo assim o nível mais baixo de abstração e cujos 
elementos estão prontos para a geração de código. 
2.2.3 Metamodelos 
Modelos precisam ser construídos em uma forma não ambígua 
para que possam ser transformados. Portanto são necessários os 
metamodelos, que especificam sua estrutura, semântica e restrições. 
Nesse contexto, Atkinson e Kuhne (2003) classificam a estrutura dos 
metamodelos em quatro níveis: 
 M3: camada que contém meta-meta-metadados para descrever 
as propriedades que o os meta-metadados podem exibir. Por 
exemplo, o diagrama de classes UML; 
 M2: camada que contém meta-metadados para descrever as 
propriedades que os metadados podem assumir. Por exemplo, 
classes, atributos e operações UML; 
 M1: camada que contém os metadados da aplicação. Por 
exemplo, classes de um sistema orientado a objetos ou um 
esquema de um banco de dados relacional; 
 M0: camada que contém os dados da aplicação. Por exemplo, 
instâncias de classes ou registros de bancos de dados 
relacionais. 
2.2.4 Transformação de Modelos 
Segundo Czarnecki e Helsen (2003), transformações de modelos 
são o processo pelo qual um modelo é transformado em outro de acordo 
com seus metamodelos. Transformações são definidas por regras de 
mapeamentos de informações entre o modelo fonte e o modelo alvo. 
Conforme mostrado na Figura 3, um modelo fonte descrito por seu 
metamodelo é transformado por uma máquina de transformação, de 
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acordo com suas regras de transformação, descritas em uma linguagem 
de transformação, em um modelo alvo descrito por seu metamodelo. Tudo 
isso é feito conforme especificado pela linguagem de definição de 
metamodelos MOF padrão da arquitetura MDA proposta pelo OMG. 
 
Figura 3 – Transformação de modelos (Di Ruscio, 2007) 
Além da definição das transformações de modelos descrita acima, 
elas podem ser divididas também em três tipos: 
 Em diferentes níveis de abstração: por exemplo, de CIM para 
PIM; 
 Em engenharia reversa: no sentido contrário; por exemplo, de 
código para PSM; 
 Em refinamento de mesmo nível de abstração: por exemplo, de 
um diagrama estrutural para um comportamental de UML. 
Outro ponto importante para o entendimento das transformações 
de modelos, são duas categorias. Segundo Kleppe et al. (2003), as 
transformações de modelos possuem duas categorias, conforme mostrado 
na Figura 4: 
 Modelo-para-Modelo (do inglês Model-to-Model – M2M): que 
representa a transformação entre modelos; 
 Modelo-para-Texto (do inglês Model-to-Text – M2T): que 




Figura 4 – Categorias de transformações de modelos  
(AMELLER, 2009, p. 16) 
O último aspecto a ser comentado são os pontos de vista que se 
pode ter sobre as transformações de modelos. Conforme OMG (2013), 
existem os seguintes dois pontos de vista: 
 Translationist: sentido único abstrato para código; 
 Elaborationist: ambos os sentidos, permitindo atualização de 
modelos mais abstratos a partir de alterações em código ou 
modelos mais específicos. 
Esses pontos de vista são apresentados na Figura 5. 
 
Figura 5 – Pontos de vista de transformações de modelos  
(AMELLER, 2009, p. 17) 
39 
 
2.2.5 Eclipse Modeling Framework (EMF) 
EMF é o framework da fundação Eclipse para geração de código e 
modelagem, que auxilia na criação de aplicações dirigidas por modelo. 
Ele usa o metametamodelo Ecore que é baseado no MOF. De acordo com 
Louhichi et al. (2011), o EMF é a plataforma MDE mais utilizada. 
O projeto EMF iniciou em 2004, e é a tecnologia usada pela 
maioria das ferramentas de modelagem tanto do Eclipse quanto de 
empresas comerciais, diz Milinkovich, diretor executivo da fundação 
Eclipse. “Ele é usado como uma estrutura fundamental para a 
implementação, de, por exemplo, ferramentas UML e por produtos como 
o Rational Software Architect”, explica ele (WATERS, 2009). O 
framework e sua facilidade de geração de código podem ser usados para 
construir ferramentas e outras aplicações baseadas em um modelo de 
dados estruturado. O EMF fornece ainda ferramentas e suporte de tempo 
de execução para a produção de classes Java a partir de um modelo. Por 
isso foi escolhido como framework sobre o qual a ferramenta foi 
implementada. 
2.2.5.1 Atlas Transformation Language (ATL)  
Como linguagem de transformação de modelos, a plataforma EMF 
utiliza a ATL. Ela é a mais popular da MDE, segundo Obeo (2013). Ela é 
uma linguagem da categoria M2M, híbrida, contendo a mistura de 
construtores declarativos e imperativos baseada na linguagem de 
restrições Object Constraint Language (OCL) para escrever expressões. 
As transformações ATL são unidirecionais. Assim, modelos fonte podem 
ser lidos e navegados, porém não alterados, enquanto modelos destino não 
podem ser navegados (LOUHICHI et al., 2011). 
Fragal (2013) resume os componentes ATL basicamente nos 
seguintes elementos: 
 Headers: Definem os atributos relativos à transformação. Por 
exemplo, o(s) metamodelo(s) de entrada e de saída; 
 Import: seção opcional usada para importar bibliotecas ATL; 
 Helpers: funções ATL semelhantes à linguagem Java; 
 Rules: regras de transformação baseadas nos metamodelos. 
Existem dois tipos de regras: (i) construtores declarativos que 
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representam mapeamentos simples; e (ii) construtores 
imperativos que representam mapeamentos complexos 
chamados called rules. 
Os construtores declarativos são divididos em 3 tipos:  
 Matched rules: São aplicadas uma vez para cada 
correspondência e são executadas sequencialmente;  
 Lazy rules: São aplicadas várias vezes para cada 
correspondência, porém precisam ser chamadas por outras 
regras para serem executadas; 
 Unique lazy rules: São aplicadas uma vez a cada 
correspondência e necessitam ser referenciadas para serem 
executadas. 
O modelo de transformação da linguagem ATL pode ser ilustrado 
pela Figura 6, na qual o modelo de Autor (Author.ecore), definido pelo 
seu metamodelo (authors.ecore), é transformado no modelo de Pessoa 
(Person.ecore) conforme seu metamodelo (persons.ecore) através da 
transformação ATL (Author2Person.atl). 
 
Figura 6 – Linguagem de transformações de modelos ATL (ATLAS, 2006 
apud MEDEIROS, 2008, p. 46) 
O código dessa transformação é mostrado na Figura 7, na qual o 
Autor é declarado na linha 2, “tipado” por Author!Author (par 
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metamodel_name!entity_name) na linha 6 e transformado em Pessoa, 
“tipada” na linha 8, conforme as ligações com Autor definidas nas linhas 
9 e 10. 
 
Figura 7 – Código da transformação ATL (MEDEIROS, 2008, p. 47) 
2.2.5.2 Kernel MetaMetaModel (KM3)  
KM3 é o formato para definição de metamodelos da plataforma 
EMF. Ele é a resposta à proposta MOF da OMG, que não possuía um 
ambiente prático para o desenvolvimento. Sua notação é semelhante à da 
linguagem Java e é baseada em Ecore e EMOF, padrão OMG. Além disso, 
seus arquivos podem ser serializados em formato XMI, também conforme 
o padrão OMG. 
As Figuras 8 e 9 apresentam um metamodelo e seu respectivo 
código que representam a estrutura de programas Java. Programas Java 
contêm pacotes (Package), com, por exemplo, um atributo nome (name 
do tipo String) e consistem de classes (Class). Classes, por sua vez, 




Figura 8 – Metamodelo KM3 (SCALISE et al., 2010) 
 
Figura 9 – Código KM3 (SCALISE et al., 2010) 
2.2.5.3 Acceleo  
Como última parte do desenvolvimento dirigido a modelos (MDD) 
está a geração de código. No framework de modelagem do Eclipse (EMF), 
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o Acceleo é a alternativa de implementação do padrão da OMG para esse 
tipo de transformação, M2T (transformação modelo para texto). 
Segundo Eclipse (2013), o projeto Acceleo é o resultado de vários 
anos de pesquisa e desenvolvimento iniciados na companhia francesa 
Obeo. Juntamente com o padrão de MTL (linguagem de transformação 
de modelos) da OMG, a experiência de sua equipe com a geração de 
código no contexto industrial e as mais recentes pesquisas no campo M2T 
dão ao Acceleo vantagens marcantes, como alta capacidade de 
personalização, interoperabilidade, fácil inicialização, rastreabilidade, 
manutenção, entre outros benefícios. 
O Acceleo trabalha com o padrão de templates. Assim, um projeto 
destino, como uma aplicação web JSF ou ASP.NET, pode ser utilizado 
como template, ou seja, base para que seus arquivos sejam gerados. 
Assim, o processo de implementação da transformação de modelo para 
código é facilitado, bastando apenas copiar o conteúdo dos arquivos desse 
projeto template para arquivos Acceleo e substituir as partes variáveis por 
entradas que serão preenchidas pelos valores dos modelos e assim 
produzirão o código final, como exemplificam as Figuras 10 e 11. 
 
Figura 10 – Classe base a ter seu código copiado e utilizado pelo arquivo 





Figura 11 – Arquivo mtl (Acceleo) baseado na classe java com as partes 
variáveis alteradas por código Acceleo para serem produzidas 
2.3 WIDGETS ABSTRATOS 
Com o objetivo de gerar interfaces com o usuário de diferentes 
tecnologias, os Widgets Abstratos tornam-se um conceito chave. Segundo 
Moura e Schwabe (2004), a ontologia de Widgets Abstratos é utilizada 
para especificar essas interfaces abstratas. Nela estão representados os 
Widgets essenciais que dizem respeito às trocas de informações entre o 
usuário e a aplicação, mas de forma independente das tecnologias e dos 
padrões de projetos utilizados. 
Ainda segundo Moura e Schwabe (2004), a ontologia de Widgets 
Abstratos é composta por 11 conceitos (Figura 12), e esses conceitos tem 
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suas primitivas semelhantes as primitivas dos UIDs utilizados neste 
trabalho. 
Dessa forma, os Widgets Abstratos constituem o modelo de 
representação em forma de elementos de interface mais relacionado ao 
modelo de trocas de informações do usuário com o Sistema, o UID. Além 
disso, por serem elementos de interface abstratos, não restringem a 
tecnologia a ser utilizada para a interface concreta final. Outro fator 
importante é que segundo Moura e Schwabe (2004), os widgets são 
traduzíveis em elementos de interface disponíveis nos ambientes de 
implementação comumente encontrados, como por exemplo, HTML. 
 
 
Figura 12 – Ontologia de Widgets Abstratos  





ValueCapturer CompositeInterfaceElement ElementExhibitor SimpleActivator 
DiscreetGroup MultipleChoices 
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3 TRABALHOS RELACIONADOS 
Foi realizada uma extensa pesquisa baseada nos termos “geração 
automática de interface”, “geração de interface”, “mdd”, “mde”, “mda”, 
“model-driven development”, “model-driven engineering”, “model 
driven architecture” e “UID”. Essa pesquisa utilizou a ferramenta de 
busca de literatura acadêmica Google Acadêmico1, além da ferramenta de 
busca da web da Google e das próprias referências da literatura 
encontrada. 
A seguir são apresentados os trabalhos encontrados que geram 
interfaces automáticas a partir do mapeamento de modelos conceituais 
para modelos que representam interfaces concretas. 
3.1 UWE4JSF 
A UWE4JSF é uma ferramenta de geração automática de 
aplicações web. Ela aplica a abordagem de Engenharia Web baseada em 
UML (do inglês UML-based Web Engineering – UWE). Ela utiliza a 
plataforma JSF como tecnologia de componentes de interface e, portanto, 
é específica para essa tecnologia. 
Além disso, ela segue o modelo MDD, construindo um conjunto 
de modelos e transformando-os do nível mais abstrato para o mais 
concreto, até alcançar o nível de código. Esse processo utiliza as 
linguagens UML para modelagem, ATL para transformação do modelo 
independente de plataforma para o modelo conceitual JSF e JET (gerador 
de código do Eclipse) para transformação de modelo para o código final. 
Por fim, ela é completamente integrada com o Eclipse, sendo um conjunto 
de plugins (KROISS et al., 2009). 
Sua diferença principal em relação à ferramenta proposta no 
presente trabalho é a restrição da tecnologia do código gerado, o 
framework JSF, enquanto a ferramenta por nós proposta propicia uma 
independência neste quesito. 




3.2 FERRAMENTA DE MAPEAMENTO DE UIDS PARA JSF 
Essa é uma ferramenta de geração automática de páginas web. Ela 
realiza o mapeamento dos UIDs para a plataforma JSF, sendo assim 
específica para essa tecnologia, diferentemente da proposta deste 
trabalho. Ela utiliza a ontologia de Widgets Abstratos de (MOURA; 
SCHWABE, 2004), porém não utiliza o modelo de desenvolvimento 
MDD, implementando esse mapeamento através de uma codificação 
específica (DAMIANI; VILAIN, 2012), o que não permite alterações em 
nível de modelos, benefício também buscado em nossa proposta. 
3.3 OOH4RIA 
OOH4RIA é uma ferramenta que constrói automaticamente 
interfaces de aplicações de internet ricas (do inglês Rich Internet 
Application – RIA). Ela utiliza a abordagem de desenvolvimento MDD 
estendendo a metodologia de desenvolvimento hipermídia orientado a 
objetos, OOH de (GÓMEZ et al., 2001), para construir automaticamente 
interfaces de aplicações de internet ricas (do inglês Rich Internet 
Application – RIA). 
Ela mapeia modelos estruturais e comportamentais para interfaces 
de aplicações RIA. A ferramenta utiliza especificamente, como 
componentes de interface, o framework Google Web Toolkit (GWT) 
(MELIÁ et al., 2008). 
Esta é outra ferramenta que se restringe a uma tecnologia do código 
gerado, não oferecendo, portanto, uma das vantagens proporcionadas pela 
ferramenta por nós proposta. 
3.4 AUTOWEB SYSTEM 
A AutoWeb System é uma ferramenta que segue a abordagem 
AutoWeb (FRATERNALI; PAOLINI, 2000). A abordagem AutoWeb é 
baseada no padrão de desenvolvimento dirigido a modelos (MDD). 
Sua implementação utiliza, para o levantamento de requisitos, um 
conjunto de esquemas conceituais da notação de especificação de 
estrutura, navegação e apresentação de aplicação, a HDM-lite (do inglês 
Hipermídia Design Method). A partir desses esquemas, uma base de 
dados relacional é criada para armazenar os modelos de navegação e 
apresentação, e os próprios dados da aplicação. Por fim, esses modelos 
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são transformados para modelos específicos de uma determinada 
tecnologia de interface para então gerarem a interface concreta. 
Esta ferramenta também difere da proposta neste trabalho por se 
basear em uma tecnologia final específica. 
3.5 MENDIX E WEBRATIO 
Mendix e WebRatio são duas ferramentas proprietárias 
semelhantes baseadas na notação IFML (do inglês Interaction Flow 
Modeling Language). Elas suportam toda a abordagem de 
desenvolvimento dirigido a modelos (MDD). Dessa forma, elas permitem 
a geração de interfaces automaticamente (MENDIX, 2013; WEBRATIO, 
2013).  
Uma diferença em relação à proposta deste trabalho é que essas 
ferramentas não permitem a geração de interfaces para diferentes 
tecnologias. Elas utilizam tecnologias particulares de componentes de 
interface. 
3.6 THE THREE CORE MODELS 
The Three Core Models são descrições de três modelos analisados 
como principais para o padrão de desenvolvimento dirigido a modelos. O 
primeiro modelo, o modelo de Tarefa descreve as tarefas de um usuário 
em um sistema. O modelo de dialogo descreve o conjunto de tarefas que 
podem ser realizadas pelo usuário em cada estado do sistema. E o último 
modelo, o modelo de apresentação representa os elementos que uma 
interface de usuário oferece (MEIXNER et al., 2011). The Three Core 
Models não alcança o nível de ferramenta, sendo apenas um padrão de 
tipos de modelos existente atualmente. Devido ao modelo fonte da 
abordagem aqui proposta se basear no UID, está abordagem não se 
encaixa, não sendo utilizada. 
3.7 THE CAMELEON REFERENCE FRAMEWORK 
The Cameleon Reference Framework, se refere a um framework 
que descreve diferentes camadas de abstração que são importantes para o 
desenvolvimento baseado em modelos. As camadas propostas estão 
relacionadas primeiramente a tarefas e conceitos (do inglês Tasks & 
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Concepts), em seguida, se refere a interface de usuário abstrata (do inglês 
Abstract User Interface – AUI), e a terceira se refere a interface de usuário 
concreta (do inglês Concrete User Interface – CUI) e a interface de 
usuário final real (Final User Interface - FUI) (MEIXNER et al., 2011).  
Estas três camadas na realidade correspondem as camadas CIM, PIM, 
PSM e CODE do MDD, que portanto na abordagem aqui proposta 
também existem e são organizadas pelo framework da Eclipse escolhido, 
Eclipse Modeling Framework, conforme visto anteriormente. 
3.8 USIXML 
A Linguagem de Marcação Extensível de Interface de Usuário (do 
inglês USer Interface, eXtensible Markup Language) é estruturada de 
acordo com os quatro níveis de abstração definido pelo framework, The 
Cameleon Reference e se baseia na transformação do modelo de cada 
nível até o nível da interface de usuário final) (MEIXNER et al., 2011). 
Esta abordagem é bastante semelhante a proposta deste trabalho, 
permitindo inclusive a independência de tecnologia de interface. Ela tem 
como principal diferença, o modelo fonte, que neste caso é o UIDL, uma 
linguagem de definição de interface de usuário, enquanto a proposta desse 
trabalho se baseia no UID.  
3.9 USEML + DISL + UIML 
UseML + DSL + UIML é uma abordagem que usa três diferentes 
linguagens baseadas em XML e ela também é se utiliza do framework, 
The Cameleon Reference) (MEIXNER et al., 2011). Assim como a 
UsiXML esta abordagem também se assemelha muito a proposta deste 
trabalho, trabalhando com MDD e gerando interfaces de diferentes 
tecnologias, porém não utiliza como modelo fonte o UID. 
 
3.10 FERRAMENTAS MDD SEM GERAÇÃO DE INTERFACES 
Algumas ferramentas trabalham apenas em nível de modelagem de 
negócios e não alcançam o nível de geração de interfaces, diferenciando-
se assim da proposta deste trabalho. São elas: AndroMDA, Borland 
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Pôde-se observar, entre os trabalhos relacionados, que nenhum 
deles utiliza ao mesmo tempo o UID como modelo de entrada; o 
desenvolvimento dirigido a modelos (MDD) como metodologia de 
desenvolvimento; e a capacidade de gerar interfaces para diferentes 
tecnologias. 
A vantagem de se utilizar o UID como modelo de entrada, como 
explicado no capítulo de fundamentação, é sua capacidade de 
representação da interação do usuário com o sistema, o que não é tão 
claramente representado em outros modelos, como discutido em Vilain 
(2002). 
Em relação à utilização da abordagem MDD, entre os benefícios 
da ferramenta aqui proposta, inclui-se a capacidade de desenvolvimento 
e alteração e manutenção em um alto nível de abstração, como foi 
explicado no capítulo de fundamentação. 
Por fim, a presente proposta traz o benefício da independência de 
tecnologia. Ou seja, não é necessário se implementar uma aplicação em 
outra linguagem novamente e sim apenas acoplar os mapeamentos e 
transformações dos elementos dos Widgets Abstratos para os elementos 
da nova linguagem. Em uma ferramenta de geração automática de 
interfaces, isso é uma vantagem, pois permite a adequação a diferentes 
projetos de desenvolvimento. 
O Quadro 1 faz uma comparação entre as ferramentas propostas 
em cada trabalho pesquisado e a do presente estudo. 
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Quadro 1 – Comparativo dos trabalhos relacionados 
Ferramenta Modelo de entrada MDD 
Independência 




UID Sim Sim 
UWE4JSF UML Sim Não (JSF) 
Ferramenta de 









Sim Não (GWT) 
AutoWeb 
System 
Esquemas conceituais da 
notação de especificação 
de estrutura, navegação e 
apresentação de aplicação 
(HDM-lite) 
Sim Não (Particular) 
Mendix e 
WebRatio 
Modelos próprios Sim Não (Particular) 
UsiXML UIDL Sim Sim 
UseML+DISL
+UIML 





UML ou Modelos próprios Sim 






Com base nos conceitos apresentados anteriormente, foi 
desenvolvida uma ferramenta que implementa a abordagem proposta de 
usar o MDD para gerar interfaces com o usuário automaticamente a partir 
de UIDs. Todo o código da ferramenta pode ser encontrado no repositório 
do projeto, https://uid2ui.googlecode.com/svn/trunk/. 
 
A abordagem transforma o modelo da interação do usuário com o 
sistema, representada através de UIDs, para um modelo conceitual de 
interface genérica, os Widgets Abstratos. Esse modelo genérico facilita a 
transformação para interfaces concretas específicas de tecnologias 
diferentes, como JSF e ASP.NET. A Figura 13 representa esse processo. 
 
Figura 13 – Processo de transformação 
A seguir são apresentadas as transformações de modelos, desde o 
UID para o modelo independente de plataforma. Primeiramente, 
apresenta-se a transformação desse modelo genérico para um modelo 
específico de cada tecnologia. Em seguida, a transformação desses 
modelos específicos para a real interface com o usuário. Para facilitar a 




Figura 14 – UID Buscar Hotéis 
4.1 TRANSFORMAÇÃO DE UIDS PARA WIDGETS ABSTRATOS 
(CIM-PARA-PIM) 
De acordo com o MDD, o UID representa o modelo CIM, visto 
que, ele é independente de qualquer plataforma tecnológica e não está 
ligado a qualquer tecnologia. Por sua vez, os Widgets Abstratos 
representam o modelo PIM, visto que, eles são independentes de 
plataforma e não são ligados a nenhum framework de interface com o 
usuário, como JSF ou ASP.NET. 
Assim, na primeira etapa, como definido no MDD, um modelo de 
origem, o UID, que é descrito pelo seu metamodelo, um arquivo Ecore, é 
transformado em um modelo destino, os Widgets Abstratos. O modelo 
destino também é descrito por um metamodelo. Então, a transformação 
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entre o modelo de origem e o modelo destino é feita através do 
mapeamento dos elementos do metamodelo fonte para seus respectivos 
elementos do metamodelo destino. 
Para exemplificar, nesta seção é mostrada a transformação do UID 
Buscar Hotéis (Figura 14). No seu estado inicial, o usuário pode entrar 
com vários itens de dado, como hotel desejado e data de início. Depois 
disso, uma transição é lançada e o Sistema mostra a informação do hotel 
que corresponde à informação inserida. O metamodelo (Ecore) e o código 








Figura 16 – Código do UID (CIM) Buscar Hotéis 
Então, o UID é transformado em Widgets Abstratos, como 
mostrado nas Figuras 17 e 18 (estrutura e código do arquivo Ecore). O 
modelo resultante consiste em uma homepage 
(CompositeInterfaceElement) que contém elementos de entrada de dados 
(ArbitraryValue) e um elemento de ativação (SimpleActivator), 
responsável pela navegação para a página que mostra os elementos do 
hotel (ElementExibitor). Esses elementos foram mapeados diretamente 
dos elementos do UID. A transformação ocorre através da execução do 
código ATL, que contém as regras que transformam cada elemento do 








Figura 18 – Código do modelo dos Widgets Abstratos (PIM)  
gerado para a interação Buscar Hotéis 
A Figura 19 mostra essas regras de transformação, desde o UID, 
formado por estados e transições de interação, e os componentes que 




Figura 19 – Código das regras de transformações ATL  
do modelo CIM para PIM 
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A primeira regra a ser destacada é a “UIDset2Project”, que 
transforma um conjunto de estados de interação em um projeto (Project). 
Um projeto é composto de interfaces abstratas, então a regra 
“UID2AbstractInterface” é acionada. Essa regra transforma um UID 
nessas interfaces abstratas. Como um UID é composto de estados, a regra 
“State2CompositeInterfaceElement” é acionada. Essa regra transforma 
um estado em uma composição de elementos de interface. O conjunto de 
elementos de interface, como seu nome sugere, se refere a um conjunto 
de elementos de interface. Assim a regra de transformação de elementos 
de interface é acionada. Como os elementos de interface são uma 
generalização de cada tipo de elemento de interface, há uma regra de 
transformação para cada um desses tipos. Então a regra 
“DataItem2ArbitraryValues” é acionada. Essa regra transforma o 
elemento de interface item de entrada de dado (DataItem) em um campo 
de entrada de dado (ArbitraryValues). 
4.2 TRANSFORMAÇÃO DE WIDGETS ABSTRATOS PARA 
WIDGETS ESPECÍFICOS (PIM-PARA-PSM) 
Na segunda etapa, o modelo PIM gerado anteriormente é 
transformado em diferentes modelos PSM, um para cada tecnologia. Para 
fazer isso, é necessário descrever os componentes de interface com o 
usuário de cada framework, como JSF e ASP.NET, em um metamodelo. 
As Figuras 20 e 21 mostram a estrutura e código do metamodelo para os 
componentes JSF. 
Então, tem-se que identificar que elemento de cada tecnologia 
representa os elementos do modelo PIM, assim como 
CompositeInterfaceElement, SimpleActivator, ArbitraryValues, e 
escrever regras no código ATL. A Figura 22 mostra algumas dessas regras 
de mapeamento de alguns Widgets Abstratos para elementos JSF (o 
conjunto de todas as regras pode ser visualizado no repositório do projeto, 
https://uid2ui.googlecode.com/svn/trunk/). 
Note que embora se precise de um modelo e um arquivo de 
transformação ATL para cada tecnologia, o desenvolvimento não requer 
muito esforço. Visto que cada tecnologia específica geralmente possui 
componentes de interface com o usuário para todos os elementos do 
modelo PIM, na prática, precisa-se apenas replicar as regras de 




Figura 20 – Metamodelo Ecore dos Componentes JSF (PSM) 
 
Figura 21 – Código do modelo JSF (PSM) gerado para a  




Figura 22 – Código das regras de transformações ATL do  
modelo PIM para PSM 
63 
 
4.3 MAPEAMENTO A PARTIR DOS UIDS PARA WIDGETS 
ABSTRATOS E DESSES PARA WIDGETS ESPECÍFICOS 
(CIM-PARA-PIM-PARA-PSM) 
Para que as transformações dos UIDs sejam feitas para os Widgets 
Abstratos, foi feito o mapeamento de cada elemento do modelo de origem 
para o seu respectivo representante no modelo destino. 
Existe mais de uma possibilidade de mapeamento de um 
componente de origem para seu respectivo destino. Porém, para que a 
transformação ocorresse automaticamente, foi definido um único 
mapeamento, de forma a atender sem perdas a troca de informação do 
usuário com o sistema representada no UID. 
Da mesma forma que na transformação CIM para PIM, foi feito o 
mapeamento de cada elemento do modelo de Widgets Abstratos para o 
modelo de Widgets Específicos. 
Seguindo o cenário de exemplo deste trabalho, o mapeamento 
realizado foi direcionado à tecnologia JSF. Além disso, foi mapeado 
também para a tecnologia ASP.NET, como demonstração da capacidade 
de geração para diversas tecnologias, como proposto. O Quadro 2 mostra 
alguns desses mapeamentos. 
Vale destacar que mapeamentos de UIDs para Widgets Abstratos 
e de Widgets Abstratos para JSF também foram realizados por 
(DAMIANI; VILAIN, 2012) e que serviram como base para o 
entendimento e definição dos mapeamentos aqui apresentados. 
Quadro 2 – Mapeamento CIM para PIM e para PSM 
UIDs Widgets Abstratos JSF ASP.NET 
Entradas de Usuário 
Item de Dado ArbitraryValue InputText TextBox 
Conjunto de 
Itens de Dado 
CompositeInterfaceElem








MultipleChoice SelectManyListBox ListBox 
Estrutura CompositeInterfaceElem
ent formado por um 
ElementExhibitor como 
título e ArbitraryValues 
para cada componente 













ents formados por 
ElementExhibitor como 
título de cada estrutura e 
ArbitraryValues para 
cada component 




















Entrada de Usuário 
Saídas de Sistema 
Texto ElementExhibitor OutputText Label 
Item de Dado ElementExhibitor OutputText Label 
Conjunto de 
Itens de Dados 
CompositeInterfaceElem





Panel formado por 
Labels 
Estrutura CompositeInterfaceElem










Label e Panel 






ents formado por 
ElementExhibitor como 
título de cada estrutura e 
ElementExhibitors para 
cada componente 
diferente da estrutura 
PanelGrid GridView 














Estado de Interação 
Normal que depende da 
Entrada do Usuário 
Form FormView 
Sub-estado CompositeInterfaceElem
ent interno ao 
CompositeInterfaceElem



















seleção e opção 
de seleção X 
(em PanelGroups e 
Forms 
Button (em Panels e 
FormViews 
UIDs 






































Button (em Panels e 
FormViews 
Précondições Sem mapeamento   
Póscondições Sem mapeamento   
Notas textuais Sem mapeamento   
4.4 TRANSFORMAÇÃO DE WIDGETS ESPECÍFICOS PARA 
CÓDIGO (PSM-PARA-CÓDIGO) 
Em relação às transformações, essa é a última etapa. Nessa fase, 
não é mais utilizada a linguagem ATL pois essa suporta apenas 
transformações entre modelos. Em vez dela, é utilizado o framework 
Acceleo, que transforma o modelo PSM em código. 
O Acceleo trabalha com o padrão de templates. Assim um projeto 
destino, no caso, uma aplicação web JSF ou ASP.NET, deve ser criado 
para ser utilizado como base, e suas partes variáveis devem ser 
codificadas via Acceleo, para que sejam preenchidas pelos valores dos 
modelos. Ou seja, para cada projeto destino, deve ser criado um arquivo 
Acceleo (Figura 23), e para cada arquivo da aplicação um arquivo 
Acceleo (Figuras 24 e 25) também deve ser criado. 
Então, a partir do modelo PSM, é feito um mapeamento entre o 
modelo e os arquivos de código a serem gerados. Por exemplo, a partir de 
um elemento “Project”, os arquivos da aplicação serão gerados através da 
execução dos arquivos de geração de código Acceleo. Outro exemplo são 
os elementos “AbstractInterface”, que gerarão páginas JSF ou ASP.NET, 
e o elemento “FormPage” ou “FormPanel”, que irá gerar um formulário 
dentro das páginas web. Por fim, os elementos “CommandButton”, 
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“InputText” e “Button” ou “TextField” irão gerar os botões e campos 
dentro dos formulários web. 
As páginas geradas podem ser visualizadas nas Figuras 26 e 27. A 
primeira representa a transição com o usuário no seu estado inicial, <1>, 
e a segunda, se refere ao estado <2>. 
 
Figura 23 – Arquivo Acceleo de template de controle de geração dos 
demais arquivos 
 








Figura 26 – Interface gerada respectiva ao estado inicial do  
UID Buscar Hotéis 
 
Figura 27 – Interface gerada respectiva ao estado “0” do  
UID Buscar Hotéis 
4.5 GERAÇÃO DE DADOS 
Nesta etapa, o modelo foi completamente transformado em código, 
e a aplicação gerada contendo as interfaces funcionais pode ser executada, 
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com usabilidade e navegação entre as telas, porém sem transporte de 
dados. 
Como no UID é definido apenas as trocas de informações, ou seja, 
é definido apenas que o sistema irá exibir uma lista de hotéis para o 
usuário. Entretanto, em nenhum momento são definidos quais hotéis o 
sistema possui. Dessa forma, a aplicação gerada através da transformação 
de modelos não possui dados, conforme apresentado na Figura 28. 
Portanto, foi implementada a geração automática de dados. Com a 
finalidade de facilitar os testes de interface e garantir apenas a 
funcionalidade do transporte de dados e não a exemplificação de cenários 
reais, os dados são criados numa lógica de utilizar o nome do elemento 
do UID seguido de um número sequencial e numa quantidade de 10 
registros por conceito, conforme apresentado na Figura 28. 
Em se tratando de cadastros, talvez não fosse necessária a geração 
de dados, uma vez que esses podem ser criados pela própria utilização do 
usuário. Porém, mesmo nesse contexto, eles continuam sendo úteis, no 
sentido de que nada precisa ser feito para que o sistema possa ser usado. 
Além disso, em contextos diferentes de cadastros, onde o sistema possui 
os dados e o usuário os visualiza e trabalha sobre eles, essa etapa se torna 
fundamental. Vale ressaltar que esta geração deve ser retirada no 
momento da utilização do código fonte gerado como código da aplicação 
real, pois estes dados são dados fictícios necessários apenas para testes e 
para a análise junto ao cliente. 
 
Figura 28 – Interface sem dados gerada respectiva ao estado “0”  
do UID Buscar Hotéis 
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4.6 LAYOUT GENÉRICO 
Por fim, os UIDs não tratam da interface gráfica com o usuário. 
Eles definem somente o modelo dos dados e não como os dados se 
dispõem na interface gráfica. Por isto, após o mapeamento dos UIDs para 
uma interface gráfica, torna-se necessária a organização dos componentes 
de interface. 
Foi implementada, então, uma disposição padrão de layout através 
de CSS. Com base nos componentes dos UIDs, são criadas classes CSS 
para cada um deles. Por ordem de criação, eles são dispostos 
sequencialmente na tela com um padrão no qual elementos de campos são 
colocados em duas colunas e elementos de grid ocupam as duas colunas.  
4.7 UTILIZAÇÃO 
A ferramenta proposta foi desenvolvida em Java e é formada por 
um conjunto de projetos, conforme apresenta a Figura 29. 
 
Figura 29 – Estrutura de projetos da aplicação 
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Os projetos da seção MDD estão relacionados ao processo de 
transformação dos modelos (model-driven development, MDD). 
A seção UID contém os projetos de modelagem e conversão dos 
UIDs. Ou seja, o projeto UID permite que o usuário crie seus UIDs e os 
salve, e o projeto UID-Converter-New faz a conversão do código do UID 
no padrão de código utilizado pelo framework de transformação de 
modelos utilizado, como explicado na seção 2.2.5 Eclipse Modeling 
Framework. 
Por fim, as seções JavaServerFaces e AspDotNet possuem os 
projetos modelo utilizados como base para a transformação Acceleo e os 
projetos destino, aqueles que possuem as interfaces geradas. 
O primeiro projeto a ser considerado é o MDDRun, que contém a 
classe que inicia a execução do processo. Além disso, esse projeto contém 




Figura 30 – Tela de seleção de UIDs 
Para executar a classe inicial através da IDE Eclipse, com o 
lançador da classe configurado, é possível executá-lo através do menu de 




Figura 31 – Botão de execução da aplicação 
Antes de se executar a transformação, é necessário criar um UID. 
Para isso, foi utilizado a ferramenta gráfica para UID desenvolvida por 
SCHOEPPING (2007). Esta ferramenta é um conjunto de plugins na IDE 
Eclipse. Assim, no projeto UID, basta criar um UID através da opção do 




Figura 32 – Botão de criação de UID 
Então, na tela principal, é possível criar e editar o UID, conforme 
apresentado na Figura 33. Na paleta da direita, estão os elementos do UID 
que podem ser utilizados para formar o UID. Na paleta inferior, estão as 
propriedades do elemento selecionado do UID da área principal e, na 




Figura 33 – Tela de criação de UID 
Criado um ou mais UIDs que formam uma aplicação, conforme as 
necessidades do cliente, e executado o processo de transformação 
conforme explicado anteriormente, o projeto da aplicação final é gerado 
na pasta JavaServerFaces e na pasta AspDotNet para a geração para as 
tecnologias JSF e ASP.NET. A Figura 34 mostra essas pastas e uma das 





Figura 34 – Classe gerada automaticamente no pacote  
destino da aplicação 
Por fim, basta rodar o servidor de aplicação relacionado. Para a 
aplicação JSF, pode ser utilizado o Tomcat. Na IDE Eclipse, o Tomcat 
pode ser executado através da aba Server, como também mostra a Figura 
34. Para a aplicação ASP.NET, o projeto deve ser aberto pela IDE Visual 
Studio da Microsoft, onde pode ser executado. 
Uma última funcionalidade a ser destacada é a possibilidade de 
alteração de um projeto sem a perda das alterações realizadas no código 
gerado. No processo de validação dos requisitos levantados, é comum 
surgirem novos requisitos, e assim torna-se necessário acrescentar outros 
campos e transições. Foi, então, desenvolvida uma opção para isso. Essa 
opção pode ser vista na tela, já apresentada (Figura 30), de seleção dos 
UIDs a serem gerados, através das opções “Gerar novo projeto” e “Alterar 
projeto existente”. A segunda opção é responsável por essa 
funcionalidade. Ela considera os elementos que existiam no UID em sua 
última geração e apenas gera os códigos relacionados aos elementos 
novos. Uma restrição à funcionalidade é a não remoção e nem a edição 
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de elementos já gerados, uma vez que não é possível identificar o que foi 
alterado no arquivo de código final gerado. 
4.8 RESULTADOS 
Conforme explicado na seção anterior, as aplicações destino são 
geradas através da execução da classe principal do projeto de controle. 
Depois disso, elas podem ser acessadas através de sua inicialização 
conforme definido por suas tecnologias, ou seja, inicializando o servidor 
de aplicações, como o Tomcat ou o Microsoft IIS, e acessando o endereço 
da aplicação web no browser (Figuras 35 e 36). 
 
Figura 35 – Interface gerada a partir do estado <1>  




Figura 36 – Interface gerada a partir do estado <2> do 
 UID Buscar Hotéis 
As interfaces geradas foram comparadas com interfaces de 
aplicações reais de busca de hotéis (Figuras 37, 38, 39 e 40). Através 
dessas interfaces reais, pode ser visto que as interfaces geradas têm 
estrutura similar, conforme destacado nas imagens das interfaces de 
aplicações reais citadas. 
Outra comparação que se pôde fazer foi quanto à troca de 
informações, onde as aplicações geradas apresentaram o funcionamento 
semelhante às aplicações reais nas tarefas de Buscar Hotéis, Visualização 
de Hotéis, Visualização de um Hotel e Realização de Reserva. E nessa 
mesma comparação pôde-se observar que a troca de informações entre o 
usuário e o sistema também foram semelhantes, o que pode ser visto nas 




Figura 37 – Interface Tripadvisor2 de comparação com o  
estado <1> do UID Buscar Hotéis 
 
Figura 38 – Interface Tripadvisor3 de comparação com o  
estado <2> do UID Buscar Hotéis 







Figura 39 – Interface Decolar4 de comparação com o 
estado <1> do UID Buscar Hotéis 
 
Figura 40 – Interface Decolar5 de comparação com o 
estado <2> do UID Buscar Hotéis 





5 ESTUDOS DE CASO 
Além da comparação das interfaces geradas com interfaces de 
aplicações reais, a proposta foi avaliada através de dois estudos de caso, 
os quais foram desenvolvidos seguindo um fluxo básico de 
desenvolvimento iniciado pelo levantamento de requisitos, passando pela 
análise dos requisitos levantados e finalizando com a implementação do 
código do software. 
O fluxo de desenvolvimento foi aplicado de duas formas 
diferentes. A primeira forma utilizada foi baseada na técnica de 
levantamento de requisitos a partir de Histórias de Usuário (HISTÓRIAS 
DO USUÁRIO XP, 2014). Os requisitos foram escritos pelo analista de 
software na forma de histórias, em contato direto com o cliente. Em 
seguida, foram revalidados com o mesmo cliente e, por último, foram 
utilizados para a implementação manual do código da aplicação. Depois 
de implementada a aplicação, divergências encontradas também 
permitiram a revalidação dos requisitos. 
A segunda forma de aplicação do fluxo de desenvolvimento 
empregou o levantamento de requisitos através da utilização do UID pelo 
analista de software. Esses requisitos foram validados pelo cliente e, em 
seguida, foi gerado automaticamente o código pela ferramenta proposta. 
O analista de software de ambos os fluxos de desenvolvimento foi 
o autor do presente trabalho e os clientes foram dois profissionais das 
áreas dos casos estudados. 
Os casos estudados foram (i) um sistema para o serviço de correio 
e (ii) um site de apresentação e venda de estampas. Por fim, foram 
analisados os casos em relação à velocidade de desenvolvimento, 
entendimento e validação dos requisitos. 
5.1 LOCALIZAÇÃO DE ENCOMENDAS EM UM SISTEMA PARA 
SERVIÇO DE CORREIO 
Este caso diz respeito a funcionalidade de localização de 
encomendas em um sistema de correios. Quando um usuário que enviou 
uma encomenda ou fez uma compra que será enviada pelos correios 
deseja verificar a localização de sua encomenda, o status da entrega, o 




5.1.1 Desenvolvimento manual baseado em histórias de usuário 
Este caso tem como descrição a seguinte história: 
“Eu, como dono dos correios, gostaria que o nosso sistema 
permitisse que nossos clientes encontrassem suas encomendas.  
Para isso creio que cada usuário precise ter um login e senha 
(para empresas que vendem na internet em grande quantidade), 
para ver todas as suas encomendas. 
E clientes esporádicos ou clientes dos nossos clientes 
(comprador do produto em uma empresa online) com apenas CPF 
ou código de rastreio devem poder ver a localização do pedido e 
o prazo de entrega, peso, dimensões e tipo de encomenda (Sedex, 
Sedex 10, Sedex Hoje, PAC e Carta Registrada)” 
Em relação à velocidade de desenvolvimento, foram necessários 
em torno de 15 minutos para escrever a história inicialmente e mais 10 
minutos para validá-la com o cliente. Foram ainda necessárias por volta 
de 8 horas para fazer a implementação de uma aplicação básica em JSF 
contemplando a funcionalidade. 
5.1.2 Desenvolvimento utilizando a ferramenta de geração 
automática de interfaces proposta 
Os UIDs que descrevem os requisitos desse caso estudado são 
apresentados pelas Figuras 41 a 44. O primeiro UID (Figura 41) refere-se 
ao estado inicial da aplicação, quando o usuário pode entrar com as 
informações de pesquisa da sua encomenda, que são o código de rastreio 
ou o CPF; fazer login para visualizar suas encomendas, através da 
chamada do outro UID, FazerLogin; e visualizar suas encomendas, 




Figura 41 – UID de consulta de localização de encomendas. 
O segundo UID (Figura 42), trata da visualização da encomenda. 
Ele é composto pela saída do sistema da estrutura de dado Encomenda, 
que possui os dados de uma encomenda, como nome, código de rastreio, 
localização, prazo de entrega e peso. 
 
Figura 42 – UID de visualização localização de uma encomenda. 
Outro UID deste caso é o de Login (Figura 43). Este UID descreve 
um estado inicial onde o usuário informa um e-mail e uma senha e pode 
logar com sucesso ou ter uma falha, sendo informado por mensagens 
exibidas pelo sistema. No caso de um login válido, o usuário não pode 
retornar ao estado anterior, pois a transição utilizada é unidirecional. 





Figura 43 – UID de controle de login. 
O último UID deste estudo é o de visualização de encomendas do 
usuário (Figura 44). Como pode ser visto no UID inicial, é necessário que 
o usuário esteja logado para que este UID seja acessado. Nesse estado da 
aplicação, o sistema exibe uma lista de encomendas, e o usuário pode 
visualizar cada encomenda individualmente, o que é feito acessando-se o 
mesmo UID, que foi chamado ao se localizar uma encomenda. 
 
Figura 44 – UID de visualização de encomendas de usuário logado. 
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Para o desenvolvimento dos UIDs, foram necessários em torno de 
25 minutos inicialmente e mais 20 para validá-los e corrigi-los. Enquanto 
que para o desenvolvimento, não se teve nenhum custo, uma vez que as 
interfaces foram geradas automaticamente e não exigem nenhuma 
alteração para seu funcionamento. 
5.1.3 Interfaces desenvolvidas 
As Figuras 45 a 52 representam as interfaces implementadas 
manualmente. Estas imagens representam também as interfaces geradas 
automaticamente, uma vez que, a implementação manual focou-se em 
gerar um código com as mesmas interfaces, para melhorar a comparação 
de velocidade de desenvolvimento. 
O primeiro estado da aplicação é a busca de localização de 
encomendas (Figura 45). A partir deste estado, é possível localizar uma 
encomenda, caso o usuário esteja logado, fazer login, caso o usuário não 
esteja logado, ou visualizar as encomendas do usuário logado. 
 
Figura 45 – Interface busca de localização de encomendas 
A partir do estado inicial da aplicação, é possível localizar uma 




Figura 46 – Interface de localização de encomenda. Encomenda não 
encontrada. 
Outro fluxo possível a partir do estado inicial é o login necessário 
à visualização das encomendas do usuário. A Figura 47 apresenta este 
estado quando o usuário não tiver preenchido os campos obrigatórios. 
 
Figura 47 – Interface de login para acesso a visualização de encomendas de 
usuário logado. Campos obrigatórios não preenchidos. 
A Figura 48 representa a interface de login com os campos 




Figura 48 – Interface de login para acesso à visualização de  
encomendas de usuário logado. Campos preenchidos. 
Caso o login não seja realizado com sucesso por alguma regra de 
negócio, por exemplo, o sistema irá exibir uma mensagem para o usuário 
(Figura 49). A partir desse estado, o usuário pode voltar ao estado de login 
ou ao estado anterior, a tela inicial de localização de encomendas. 
 
Figura 49 – Interface de login para acesso à visualização de  
encomendas de usuário logado. Login inválido. 
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Caso o login seja realizado com sucesso, o sistema exibe uma 
mensagem de sucesso e o usuário pode seguir com fluxo normal, 
retornando ao estado de localização de encomendas (Figura 50). 
 
Figura 50 – Interface de login para acesso à visualização de  
encomendas de usuário logado. Login válido. 
A Figura 51 representa o estado de visualização das encomendas 
do usuário logado. A partir deste estado é possível visualizar cada 
encomenda individualmente. 
 
Figura 51 – Interface de visualização de encomendas de usuário logado. 
O último estado é o de visualização de encomendas individuais, 
onde o usuário pode visualizar as informações da encomenda e voltar ao 
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estado anterior (interface de visualização de encomendas de usuário) ou 
ao UID anterior, aquele que chamou o estado anterior (a interface de 
localização de encomendas), conforme mostra a Figura 52. 
 
Figura 52 – Interface de localização de encomenda. Encomenda 
encontrada. 
5.2 APRESENTAÇÃO E VENDA DE ESTAMPAS EM UM SITE 
Este caso se refere ao cadastro, apresentação e vendas de estampas 
na internet. Existem duas funcionalidades, o vendedor tem a possibilidade 
de cadastrar suas estampas e os usuários podem visualizá-las e comprá-
las. 
5.2.1 Desenvolvimento manual baseado em histórias de usuário 
Este caso tem como descrição a seguinte história: 
“Eu, como desenvolvedora de estampas, gostaria de poder vender 
meus trabalhos pela internet. Para isso quero logar e cadastrar 
meus trabalhos categorizados por projetos, informando o nome da 
estampa, uma descrição, seu valor e projeto. E meus clientes 
poderão ver as estampas por projetos e comprá-las informando 
suas informações bancárias.” 
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Em relação à velocidade de desenvolvimento, foram necessários 
em torno de 10 minutos para escrever a história e por volta de 6 horas para 
fazer a implementação de uma aplicação básica em JSF contemplando a 
funcionalidade. 
5.2.2 Desenvolvimento utilizando a ferramenta de geração 
automática de interfaces proposta 
As Figuras 47 a 49 mostram a representação do caso através dos 
UIDs. A Figura 53 apresenta o primeiro UID desse caso estudado. Nele o 
sistema apresenta uma lista de estampas e as opções de cadastrar estampas 
(chamada do UID CadastrarEstampas), fazer login (chamada do UID 
FazerLogin), comprar estampa a partir de uma estampa da lista de 
estampas (chamada do UID ComprarEstampas) e visualizar estampas do 
projeto, o que leva ao segundo estado do UID, onde o sistema exibe o 
projeto e a lista de estampas do projeto. 
 
Figura 53 – UID de visualização de estampas. 
A Figura 54 apresenta o UID de cadastro de estampas, uma das 
opções do UID anterior. No estado inicial desse UID, o usuário deve 
informar os dados de uma estampa a ser cadastrada, nome, descrição, 
valor e projeto. A partir desse estado, a aplicação pode ter dois fluxos, o 
cadastro com sucesso ou com falha. Em ambos os casos, o sistema exibe 
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uma mensagem, informando o usuário sobre o resultado da operação 
anterior. 
 
Figura 54 – UID de cadastro de estampa. 
O último UID a ser apresentado neste estudo de caso é o de compra 
de estampa (Figura 55). Ele é chamado pelo UID inicial da aplicação, para 
uma estampa das estampas da lista. Nele o usuário deve informar os dados 
do cartão de crédito e, caso o cadastro ocorra com sucesso, o sistema exibe 
uma mensagem de sucesso. Caso o cadastro falhe, o sistema informa o 




Figura 55 – UID de compra de estampa. 
Para o desenvolvimento dos UIDs foram necessários em torno de 
25 minutos inicialmente e mais 10 para validá-lo e corrigi-lo. Enquanto 
que como no caso anterior para o desenvolvimento, não se teve nenhum 
custo. 
5.2.3 Interfaces desenvolvidas 
As Figuras 56 a 62 representam as interfaces implementadas 
manualmente. Da mesma forma que no caso anterior, essas imagens 
representam também as interfaces geradas automaticamente, uma vez que 
a implementação manual focou-se em gerar um código com as mesmas 
interfaces, para melhorar a comparação de velocidade de 
desenvolvimento. Outro ponto relacionado ao caso anterior é que as 
interfaces do UID de login são as mesmas do caso já visto. 
Conforme descrito no UID, o primeiro estado da aplicação é a 
apresentação das estampas (Figura 56). A partir desse estado, é possível 
cadastrar uma estampa (caso o usuário esteja logado), fazer login (caso o 
usuário não esteja logado, conforme já apresentado em mesmas interfaces 
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no primeiro caso estudado), visualizar as estampas de um projeto ou 
comprar uma estampa. 
 
Figura 56 – Interface de visualização de estampas. 
A Figura 57 mostra o estado de cadastro de uma estampa. A partir 
desse estado, é possível cadastrar a estampa com sucesso. Também pode 
haver falha por uma regra de negócio, ou mesmo o cancelamento do 
cadastro, voltando-se ao estado anterior. 
 
Figura 57 – Interface de cadastro de estampa. 
Conforme definido no caso de uso, determinados campos são 
requeridos e outros são opcionais. Portanto, caso os campos obrigatórios 
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não sejam preenchidos, uma mensagem de validação é exibida 
(Figura 58). 
 
Figura 58 – Interface de cadastro de estampa. Campos  
obrigatórios não preenchidos. 
Caso o cadastro de uma estampa falhe, a aplicação apresenta este 
estado com uma mensagem de falha ao usuário, conforme descrito no 
UID (Figura 59). A partir desse estado, o usuário pode seguir o fluxo 
normal, voltando ao estado do UID anterior (estado de visualização de 
estampas anterior ao estado de cadastro de estampa), ou pode voltar ao 




Figura 59 – Interface de cadastro de estampa. Cadastro inválido. 
De maneira semelhante ao estado de falha, ao cadastrar uma 
estampa com sucesso, a aplicação apresenta este estado com uma 
mensagem de sucesso ao usuário, conforme descrito no UID (Figura 60). 
Nesse estado, o usuário também pode seguir o fluxo normal, voltando ao 
UID anterior, ou pode voltar ao cadastro da estampa, voltando ao estado 
anterior. 
 




A Figura 61 representa o estado de visualização de estampas de um 
projeto. Este estado era uma das opções de fluxo do estado inicial 
(apresentação das estampas). Conforme definido no UID, por opção do 
analista, este estado não permite a compra de estampa, por isso não há 
nenhum botão para isso. 
 
Figura 61 – Interface de visualização de estampa  
por projeto selecionado. 
A última opção de fluxo do estado de visualização de estampa é o 
estado de compra de estampa, apresentado na Figura 62. Este estado 
permite a compra com sucesso, a compra em caso de falha e o 
cancelamento através do retorno ao estado anterior. Conforme descrito no 
UID, a compra com sucesso e a falha levam a telas com mensagens de 




Figura 62 – Interface de compra de estampa. 
5.3 RESULTADOS 
Através dos casos estudados, foi possível avaliar a proposta em 
relação a alguns pontos principais, como: levantamento de requisitos, 
considerando o entendimento; qualidade e capacidade de aproveitamento 
do código gerado; tempo gasto. 
O entendimento através da escrita da história foi considerado o 
ideal, pois é possível descrever todas as necessidades com quantos 
detalhes se quiser. Porém a utilização do UID, em ambos os casos, foi 
considerada de fácil entendimento mesmo para pessoas não relacionadas 
à área. Além disso, a visualização dos requisitos através dos fluxos 
descritos pelo UID se aproxima muito da implementação final, facilitando 
o entendimento. 
A qualidade e a capacidade de aproveitamento do código gerado 
foram consideradas razoáveis. O código gerado não contém lógicas, 
porém contempla toda a navegação descrita pelos requisitos levantados, 
expressos através dos UIDs, e permite que sejam utilizados como ponto 
de partida para o desenvolvimento final do sistema. 
Por fim, com relação à velocidade de desenvolvimento, 
verificou-se que existe um bom ganho de produtividade, uma vez que os 
tempos gastos para a escrita da história e do UID se assemelham. Por sua 
vez, o desenvolvimento de uma aplicação básica que contemple os 
requisitos descritos é muito superior, obviamente, se comparado à 
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geração automática. Além disso, a ferramenta permite a adição de 
componentes e alteração do código gerado, sem perda de código já 
manualmente alterado. Isso é bastante útil na etapa de validação, uma vez 
que os requisitos vão sendo mais bem entendidos e modificados. 
Para finalizar, a Tabela 1 mostra o tempo de cada etapa de cada 
estudo de caso.  
Tabela 1 – Comparativo dos tempos de desenvolvimento 
Tipo de 
desenvolvimento 
















Localização de encomendas em um sistema para serviço de correio 
Proposta deste 
trabalho 
25 20 0 45 
Histórias de 
usuário 
15 10 480 505 
Apresentação e venda de estampas em um site 
Proposta deste 
trabalho 
25 10 0 35 
Histórias de 
usuário 




Este trabalho apresenta uma abordagem para geração automática 
de interfaces com o usuário através da metodologia de desenvolvimento 
dirigido a modelos. A geração é realizada a partir do modelo independente 
de computação (CIM), nesse caso, o Diagrama de interação com o usuário 
(UID). Ela ocorre através da transformação desse modelo para o modelo 
independente de plataforma (PIM). Em seguida, o PIM é transformado 
para o modelo específico de plataforma (PSM), para então ser 
transformado em código. 
A abordagem foi avaliada através do caso de Busca de Hotéis 
usando as plataformas JSF e ASP.NET. Mostrou-se que a ferramenta é 
capaz de gerar interfaces funcionais, representando corretamente a troca 
de informações entre o usuário e o sistema. Também foi possível observar 
que, em comparação com interfaces de aplicações existentes na internet, 
as interfaces geradas apresentaram campos e fluxos semelhantes. 
Além do caso demonstrado, foram feitos dois estudos de caso, um 
de “Localização de encomendas em um sistema para serviço de correio” 
e outro de “Apresentação e venda de estampas em um site”. Através 
desses estudos de caso, foi possível avaliar a proposta como positiva em 
termos de auxílio no entendimento e auxílio no levantamento de 
requisitos. A proposta também se mostrou proveitosa em relação ao 
código gerado, útil como ponto de partida para o desenvolvimento final e 
também produtivo, conforme foi apresentado na Tabela 1, uma vez que 
uma boa parte do produto final é gerada automaticamente. 
Assim, a proposta mostrou contribuições significantes, como a 
possibilidade de se usar a geração automática de páginas como protótipo 
ou como um ponto de partida para a implementação do código. Outra 
contribuição demonstrada foi o levantamento de requisitos, uma vez que 
ele permite a rápida validação com o usuário final, além de facilitar o 
entendimento dos desenvolvedores.  
6.1 TRABALHOS FUTUROS 
No decorrer da pesquisa foram identificados outros desafios fora 
do escopo da proposta que poderiam ser adicionados a ela evoluindo-a 
ainda mais. Entre esses desafios, pode-se mencionar os seguintes para 
trabalhos futuros:  
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 Definição de disposição de layout dos componentes de 
interface no UID, de forma que, possa ser levado através das 
transformações para o código das interfaces geradas. 
 Implementação de regras de transições OCL no fluxo de 
navegação entre as transições com o objetivo de aumentar a 
funcionalidade do projeto final, contemplando regras de 
negócio.  
 
Por fim, pode-se citar que este trabalho gerou uma publicação de 
um artigo em uma conferência da área: 
 
ZEFERINO, Natan Vinícius; VILAIN, Patrícia. A model-driven 
approach for generating interfaces from user interaction diagrams. 
Proceedings - 16th International Conference on Information Integration 
and Web-based Applications & Services. ACM, 2014. p. 474-478.
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