Viewed broadly, programming projects fail far more often than they succeed. In some cases, failure is a useful step toward success, but all too often it is simply failure-effort wasted (apart from leaving the participants somewhat smarter than before, hopefully).
In this case study, the seeds of failure are all too obvious, at least with the benefit of hindsight.
The two warning signs that really jump out are the absence of any coherent statement of requirements or goals (note, for example, that the notion of performance appears to have been an afterthought) and the fact that the team chose a technical approach they had few qualifications for-namely, writing PC software while avoiding any use of Microsoft technology. So if the job here was just to explain failure after the fact (much like explaining why the stock market went up or down on any given day), we could just stop right here. But perhaps there's something we can learn from the experience just the same. Let's focus on the issue of requirements.
In that respect, the case study starts ominously: "SalesCentrix, a small start-up in Vancouver, realized in 2006 that something would have to be done with its SaaS (software-as-a-service) solution for synchronizing data between QuickBooks and SalesForce to let users take better advantage of the Web." The user might need to do a task faster or better, but in this case the requirement can't be established literally as "to take better advantage of the Web" (although that does seem accurately to describe the path the company took). The case study then quickly jumps to the conclusion that the right way to go about this would be to build an RIA (rich Internet application). Certainly, RIA is one way of using the Web.
SalesForce is the successful pioneer of commercial SaaS, a form of application delivery that can only grow in importance over time. SalesForce got a lot of the important architectural issues right (e.g., a highly reliable, multitenant database system with metadata-based personalization), and it managed to choose a market (customer relationship management/sales management) where the Web and SaaS are particularly attractive because of the mobile nature of the target users.
Small businesses were SalesForce's initial focus since they couldn't realistically run their own CRM systems internally. Given that many small businesses use Intuit's QuickBooks for accounting, the SalesCentrix idea of facilitating the coordination of QuickBooks and SalesForce is also one that seems to make good sense. For a new SalesForce user, QuickBooks is often the best source for a lot of customer information. Moreover, the ability to pre-populate SalesForce with QuickBooks data is clearly a good idea-as is the ability to continue that synchronization such that once a prospect converts to a customer in SalesForce, a new entry is automatically created in QuickBooks.
What isn't clear is which part of this problem SalesCentrix was hoping to address through RIA to let users take "better advantage of the Web," because the case study never really touches on these issues. This leads the skeptical technological anthropologist to the plausible hypothesis that the SalesCentrix effort quickly turned into a matter of technology looking for a problem to solve (an all-too-common occurrence). To be sympathetic to the engineers, RIA and Google were quite hot at the time that this effort got under way, providing more than enough motivation for the SalesCentrix team to be interested in using them. But to what end?
Here the case study leaves the technological anthropologist who happens along later precious little to work with. Getting synchronization set up is known to be a thorny problem when the goal is synchronizing Outlook to some random mobile phone running some version of the firmware.
In this particular case, the necessary generality of the SalesCentrix solution (with many versions of Outlook running on essentially infinite mobile platform variants) would clearly make it very challenging to help users get the details right.
But that isn't the problem here. Certainly there is some QuickBooks version sprawl to account for, but it's probably less than what might be expected simply because changes in tax laws and reporting requirements serve as relatively strong motivators for QuickBooks users to keep up to date.
More important, however, at any moment in time there is precisely one version of SalesForce simply because it is delivered as SaaS, meaning all users are on the same system and are updated at the same moment. It's just not clear to me why getting the setup right is a problem that in turn requires the user to "take better advantage of the Web." The technological anthropologist is once again left thinking that this smacks of (interesting) technology in search of a problem.
What's to be learned from this? The lesson probably has to do with the value of product marketing and product management. Sadly, programmers can't be relied upon to spend adequate time thinking about the needs of software users. Some developers believe they know more about what the users should do than the users themselves do. Some focus on what they have built rather than how it will be used. An effective product manager can bridge that gap by reflecting the user requirements back to the development team. Optimally, this dynamic has considerable give and take. Innovation and design are usually best driven by the engineers because they can best see how technical progress enables new solutions (RIA is a good example). The product manager can then relate that innovation to the challenges and opportunity faced by the users. The answer lies not in relying on either perspective in isolation, but rather in effectively blending the two perspectives. How are we to avoid replaying this sad history? A good start is to not imagine what users want or need, but instead to talk with them about it. Try to walk in their shoes and understand how your software might help make their lives better (or not, as in this case). If you don't have time to do that yourself, then you should at least work with good product marketing people and listen to what they have to say. Q
