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Resumen
En el dı´a a dı´a, el ingeniero de software se
enfrenta con problemas que pertenecen a dife-
rentes contextos de aplicacio´n pero presentan un
comportamiento similar. Situaciones en las que
el ingeniero debe esforzarse por plantear solu-
ciones gene´ricas, que sean instanciadas y den so-
lucio´n a problemas especı´ficos similares.
Los patrones de software representan solucio-
nes reusables en problemas recurrentes, defini-
dos como una descripcio´n de clases y objetos
comunica´ndose entre sı´, adaptada para resolver
un problema de disen˜o general en un contexto
particular.
Las especificacio´n de las plantillas gene´ricas
para la definicio´n de casos de uso en proble-
mas de insercio´n, eliminacio´n, modificacio´n y
bu´squeda de elemento representan un patro´n de
solucio´n a ese tipo de problemas. Su principal
propo´sito es que los alumnos aprendan a cons-
truir modelos que representen una solucio´n para
el problema planteado, y resulten en soluciones
gene´ricas reusables.
Este trabajo propone la construccio´n de un
framework gene´rico distribuido, que extiende
la especificacio´n de las plantillas gene´ricas
para la definicio´n de casos de uso, utilizando
tecnologı´a de servicios web y aprovechando
sus ventajas provistas en sistemas distribuidos.
Este framework facilita la inclusio´n de temas
vinculados a patrones de disen˜o y tecnologı´as
distribuidas, ayudando a los estudiantes, futuros
ingenieros de software, la comprensio´n de
dichos temas.
Palabras Claves: Plantillas Gene´ricas, Casos de
Uso, Framework, Patrones de Disen˜o, Servicios
Web.
1. Introduccio´n
Cuando se afronta el desarrollo de un Sistema
de Software, es fundamental no descuidar la idea
ba´sica de la Ingenierı´a de Software, que consiste
en observar al sistema como un producto com-
plejo, y a su proceso de construccio´n como un
trabajo ingenieril. Es decir, un proceso basado
en metodologı´as, te´cnicas, teorı´as y herramien-
tas, que requiere de una planificacio´n adecuada,
ana´lisis, disen˜o, implementacio´n, prueba y man-
tenimiento [11].
El modelo de un sistema provee un medio de
comunicacio´n entre todos los participantes en el
proyecto, cliente, usuarios e ingenieros de sof-
tware. En la propuesta de Tom DeMarco [7], de-
fine que la Ingenierı´a de Software esta´ basada en
modelos, y compara la construccio´n de un siste-
ma de software con la construccio´n de cualquier
otro tipo de sistemas ingenieriles. Los me´todos
de desarrollo de software que se usan en la ac-
tualidad adoptaron esta filosofı´a y, salvando las
particularidades que cada uno presenta, la ma-
yorı´a coinciden en que el desarrollo de sistemas
de software se basa en la construccio´n de mode-
los, y en la evolucio´n de dichos modelos, hasta
completar todas las etapas en el ciclo de vida del
desarrollo de un sistema de software.
Desde el an˜o 1999, en un curso Ana´lisis y Di-
sen˜o de Sistemas, que los autores de este trabajo
dictan en el tercer an˜o de las carreras Analista
en Computacio´n y Licenciatura en Ciencias de
la Computacio´n, de la Universidad Nacional de
Rı´o Cuarto, se utiliza la metodologı´a de desarro-
llo de software orientada a objetos y basada en
modelos, denominada Proceso Unificado [1].
El curso de Ana´lisis y Disen˜o de Sistemas,
persigue como principal objetivo, lograr que los
alumnos aprendan a construir modelos que re-
presenten soluciones o´ptimas, correctas y de ca-
lidad al problema planteado. Y no conformes
con esto, se pretende que el alumno pueda ra-
zonar en la generalizacio´n de estas soluciones
obtenidas, a problemas de la misma naturaleza
pero aplicados en diferentes situaciones o con-
textos.
En [2] se propusieron las plantillas gene´ri-
cas para la descripcio´n de casos de uso en pro-
blemas de insercio´n, eliminacio´n, modificacio´n
y bu´squeda de elementos. En los an˜os 2003 y
2004, se implemento´ la propuesta en el curso de
Ana´lisis y Disen˜o de Sistemas mencionado ante-
riormente, en donde se obtuvieron excelentes re-
sultados, tanto en el curso como en el impacto en
el accionar de los alumnos en asignaturas pos-
teriores relacionadas [6], favoreciendo adema´s
al futuro accionar profesional. En el an˜o 2005,
se evolucionaron estas plantillas a las siguientes
etapas del ciclo de desarrollo de software, ob-
teniendo las plantillas gene´ricas para especificar
los casos de uso en las etapas de ana´lisis y di-
sen˜o [3, 5]. En esta oportunidad, los resultados
obtenidos fueron tambie´n muy alentadores [6].
En [4] se presento´ un framework, utilizando
patrones de disen˜o, que permite a los alumnos
implementar los casos de uso gene´ricos descrip-
tos mediante las plantillas, y teniendo presente
los requisitos no funcionales deseados en todo
sistema de software. En este trabajo se propo-
ne mejorar aquella propuesta [4], aportando a la
construccio´n de un framework gene´rico distri-
buido que extiende la especificacio´n de las plan-
tillas gene´ricas para la definicio´n de casos de
uso, utilizando la tecnologı´a de los servicios web
y aprovechando las ventajas que la misma pro-
vee en sistemas distribuidos. Esto contribuye a
facilitar la introduccio´n y ensen˜anza de este tipo
de tecnologı´as distribuidas, en el curso de Ana´li-
sis y Disen˜o de Sistemas.
Este trabajo esta´ organizado de la siguiente
manera. En la seccio´n 2 se describe la propuesta
y sus objetivos, en la seccio´n 3 se expresan bre-
vemente las principales caracterı´sticas de los sis-
temas distribuidos y las arquitecturas ma´s cono-
cidas, adema´s se justifica la seleccio´n de los ser-
vicios web para representar la arquitectura del
framework gene´rico distribuido propuesto en es-
te trabajo. En la seccio´n 4 se exponen los patro-
nes de disen˜o utilizados para la construccio´n del
framework. En la seccio´n 5 se describe el fra-
mework y se muestra gra´ficamente la arquitec-
tura definida para su construccio´n. Por u´ltimo,
en la seccio´n 6 se presentan las conclusiones y
el trabajo futuro.
2. Descripcio´n de la
Propuesta
Los Patrones de Disen˜o [9] constituyen una
de las innovaciones de mayor impacto sobre el
desarrollo orientado a objetos, y su uso es cada
vez ma´s requerido por los disen˜adores de sof-
tware. Por esta razo´n, el uso de patrones de di-
sen˜o se considera una habilidad ba´sica que de-
ben adquirir los estudiantes en Ciencias de la
Computacio´n.
Los beneficios de la utilizacio´n de patrones en
la ingenierı´a de software son reconocidos por to-
da la comunidad informa´tica. Los patrones ayu-
dan a construir soluciones a problemas conoci-
dos, sobre la experiencia colectiva de ingenie-
ros de software ma´s experimentados, y permiten
promover buenas pra´cticas del disen˜o del sof-
tware [10].
Las plantillas gene´ricas para la definicio´n de
casos de uso [2, 3] conlleva una importante me-
jora en el accionar de los alumnos cuando se re-
quiere plantear soluciones a problemas que re-
quieren de igual tratamiento que otros ya estu-
diados y resueltos. Por otro lado, a trave´s de
estas plantillas los alumnos despiertan la nece-
sidad de definir sus propias plantillas para dar
solucio´n a los nuevos problemas que se le pre-
senten de manera reiterada. El propo´sito es que
los alumnos aprendan a construir modelos que
representen una solucio´n para el problema plan-
teado y sirvan como soluciones gene´ricas a ser
utilizadas en nuevos contextos.
Un framework es una estructura de soporte
sobre la cual otro proyecto de software puede ser
organizado y desarrollado. Es el esqueleto sobre
el cual varios objetos son integrados para dar al-
guna solucio´n especı´fica.
El disen˜o conceptual del framework propues-
to en este trabajo, es el resultado de la evolucio´n
de las plantillas gene´ricas para la definicio´n de
casos de uso, junto con la combinacio´n de dife-
rentes patrones de disen˜o.
En la estructura del framework se visuali-
zan los patrones Mediator, Data Transfer Object
(DTO) y Registry. El framework trabaja median-
te una arquitectura cliente-servidor, utilizando
servicios web para establecer la comunicacio´n.
Un servicio web es una aplicacio´n que puede
ser descrita, publicada, localizada, e invocada a
trave´s de una red [14]. Los servicios web pro-
veen esencialmente un medio esta´ndar de comu-
nicacio´n entre diferentes aplicaciones de softwa-
re. Su uso en la Web se ha extendido ra´pidamen-
te debido a la creciente necesidad de comunica-
cio´n e interoperabilidad entre aplicaciones.
El framework propuesto aprovecha los bene-
ficios de los servicios web para obtener una so-
lucio´n gene´rica distribuida en los problemas de
insercio´n, eliminacio´n, modificacio´n y bu´sque-
da.
Para la construccio´n del framework propuesto
se tienen en cuenta los requisitos no funcionales
deseables en la mayorı´a de los sistemas de sof-
tware, entre los principales tenemos: (i) el de-
sarrollo de sistemas distribuidos, (ii) el aprove-
chamiento de los recursos de hardware, (iii) la
mejora en la velocidad de acceso y disponibili-
dad de los objetos del dominio y (iv) el reuso de
componentes. Adema´s, los objetivos planteados
en torno a la propuesta pueden resumirse en: Fo-
mentar el uso de una metodologı´a de desarrollo
de software a partir de proyectos reales.
Ensen˜ar al alumno a razonar y construir una
solucio´n gene´rica y reusable.
Ensen˜ar al alumno a instanciar problemas
reales sobre el modelo gene´rico propuesto.
Crear en el alumno la habilidad para selec-
cionar y utilizar convenientemente, tecno-
logı´as distribuidas en sus futuros proyectos.
Disminuir la dificultad para comprender los
diversos modelos de solucio´n planteados
para resolver el mismo tipo de problemas.
Internalizar en el accionar del alumno, fu-
turo Ingeniero de Software, buenas pra´cti-
cas de disen˜o y favorecer su futuro accionar
profesional.
3. Sistemas distribuidos y
Servicios Web
Los sistemas distribuidos proveen los meca-
nismos necesarios para un manejo transparente
de la comunicacio´n, permitiendo que el progra-
mador se concentre en la lo´gica de la aplicacio´n.
Algunas arquitecturas propuestas para sistemas
distribuidos son:
(i) Invocacio´n remota de me´todos (RMI). Es
independiente del sistema operativo y so´lo
disponible para el lenguaje JAVA.
(ii) DCOM de Microsoft. Disponible para los
sistemas operativos de la familia de Micro-
soft, y tiene soporte sobre varios lenguajes:
Visual Basic, C++, C.
(iii) CORBA de la OMG. Independiente de pla-
taforma y para varios lenguajes: Java, C,
C++, Ada. Este tipo de sistemas requieren
un alto grado de acoplamiento y una comu-
nicacio´n sincro´nica.
(iv) Servicios Web. Son una arquitectura de
computacio´n distribuida en evolucio´n que
posibilitan que aplicaciones de diferentes
plataformas tecnolo´gicas puedan utilizar
“servicios” de otras aplicacio´n.
El framework propuesto en este trabajo,
esta´ basado sobre servicios Web, por considerar
la mas independiente de todas las propuestas.
Un Servicio Web se beneficia de la especifica-
cio´n de XML para definir tanto su descripcio´n,
como los mensajes que recibe y produce al igual
que en los servicios de registro del servicio.
Los servicios web presentan un bajo grado de
acoplamiento y comunicacio´n de tipo asincro´ni-
ca. La principal ventaja de los servicios web
es que resuelven el problema de la interopera-
bilidad de las tecnologı´as de objetos distribui-
dos, porque esta´n basados en esta´ndares abiertos
aceptados por la industria en general, propuestos
y administrados por la World Wide Web Consor-
tium (W3C) [14]. Para representar un servicio
web es necesario:
WSDL (Web Service Description Language),
es el lenguaje utilizado para la descripcio´n del
servicio. Este formato describe la interfaz del
componente (sus me´todos y atributos) basado en
XML [12].
SOAP (Simple Object Access Protocol), es el
protocolo para la representacio´n de los mensajes
que permite que las aplicaciones interactu´en con
servicios web [13].
HTTP (Hiper Text Transport Protocol), es el
protocolo de transporte de los mensajes por In-
ternet. UDDI (Universal Description, Discovery
and Integration), es un directorio de servicios
web distribuido, basado en Web que permite que
se listen, busquen y localicen.
4. Descripcio´n de Patrones de
Disen˜o usados para la cons-
truccio´n del Framework
Tres patrones fueron utilizados en este fra-
mework, el patro´n mediator [9] para el manejo
de las interfaces de usuario, el patro´n data trans-
fer object [8] para reducir el nu´mero de llamadas
al servidor y el patro´n registry [8] para acceder
a los objetos persistentes.
4.1. Patro´n mediator
El objetivo de este patro´n es centralizar la
lo´gica de cambio de estados de diferentes obje-
tos, en un objeto administrador, permitiendo de
esta manera un mejor reuso de los dema´s ob-
jetos. Da como resultado una implementacio´n
ma´s cohesiva, y minimiza el acoplamiento en-
tre los objetos. En nuestro framework se utiliza
para coordinar los objetos de la interfaz gra´fica.
En la Figura 1 se presenta un esquema corres-
pondiente a este patro´n.
Figura 1: Esquema patro´n mediator
4.2. Patro´n data transfer object
Cuando se trabaja con interfaces remotas, ca-
da invocacio´n es costosa, y por lo tanto es ne-
cesario reducir el nu´mero de invocaciones, para
ello, es necesario transferir mayor cantidad de
informacio´n en cada una de ellas. En este con-
texto, el patro´n DTO permite encapsular la infor-
macio´n en la comunicacio´n entre el servidor y el
cliente. Usualmente es necesario tener un objeto
assembler (armador) del lado del servidor para
hacer la correspondencia entre la informacio´n a
transferir y los datos del dominio [1]. En la Fi-
gura 2 se presenta el esquema correspondiente a
este patro´n.
Figura 2: Esquema patro´n Data transfer object
4.3. Patro´n registry
Un registry es un objeto que permite acceder
a objetos del dominio, valie´ndose u´nicamente de
un identificador de los mismos [1].
5. Descripcio´n del
Framework
Un framework es una estructura soporte defi-
nida en el cual otro proyecto de software puede
ser desarrollado. El principal objetivo es resol-
ver un problema complejo.
En este framework, los problemas abordados
son: (i) utilizar correctamente los patrones de
disen˜o en un contexto real, (ii) incorporar nue-
vas tecnologı´as en la pra´ctica de los alumnos, y
(iii) obtener una estructura que de soporte a un
sistema distribuido para los problemas de inser-
cio´n, eliminacio´n, modificacio´n y bu´squeda de
elemento. En la Figura 3 se puede ver la arqui-
tectura del framework propuesto.
El framewrok esta´ compuesto por un cliente
y un servidor. En el cliente se tienen las clases
correspondientes a la interfaz de usuario, allı´ se
aplico´ el patro´n mediator. En el servidor se en-
cuentra el patro´n DTO para transformar los ele-
mentos del dominio (People y Town), y el patro´n
registry que da un acceso fa´cil al dominio para
el web service. La comunicacio´n con el servidor




El crecimiento tecnolo´gico y la diversidad del
mismo, hace muy difı´cil incorporar todos los
nuevos conceptos a las currı´culas de las carreras,
es por ello que es necesario dotar al alumno, fu-
tuto Ingeniero de Software, con las habilidades
necesarias para adaptarse a estos cambios. Tam-
bie´n es importante buscar propuestas que permi-
tan incluir nuevas tecnologı´as sin descuidar la
ensen˜anza ba´sica.
En este trabajo se presenta una propuesta que
puede ser utilizada en cursos de Ingenierı´a de
Software, para facilitar la comprensio´n y re-
solucio´n de problemas que se presentan habi-
tualmente y de forma reiterada en el desarro-
llo de sistemas de software. En particular, se
presento´ un framework gene´rico distribuido que
implementa de manera distribuida los proble-
mas de insercio´n, eliminacio´n, modificacio´n y
bu´squeda de elementos.
Esta propuesta fomenta en el alumno, la idea
de que la utilizacio´n de patrones de disen˜o ayuda
Figura 3: Arquitectura del Framework
a la comunicacio´n con los dema´s ingenieros, a la
estandarizacio´n, la flexibilidad y la robustez en
la arquitectura del software. El alumno aprende
a usar patrones de disen˜o de una forma adecua-
da para la resolucio´n de problemas y es moti-
vado para construir nuevas propuestas que den
solucio´n a nuevos problemas. Adema´s, le ayuda
a adoptar esta filosofı´a como una buena pra´ctica
en sus trabajos futuros.
Por otra parte, la inclusio´n de las tecnologı´as
distribuidas a trave´s del uso de servicios web pa-
ra afrontar la construccio´n de este framework,
posibilita incluir en los contenidos del curso
Ana´lisis y Disen˜o de Sistemas un tema tan im-
portante y trascendente como este, que de otra
manera no se contarı´a con el tiempo suficiente
para abordarlo como tema especı´fico. Adema´s,
aporta importantes beneficios tanto a cursos pos-
teriores como al futuro accionar profesional de
los alumnos, en su rol de ingenieros de softwa-
re.
Como trabajo futuro, se encuentra en desarro-
llo una herramienta que utiliza este framework
y permitira´ agregar un modelo de datos, un con-
junto de restricciones y un conjunto de preferen-
cias de usuario dadas como entrada, en formato
XML, y operara´ realizando insercio´n, elimina-
cio´n, modificacio´n y bu´squeda de informacio´n
de los datos del modelo, absolutamente de for-
ma gene´rica. El desarrollo de esta herramienta
resulta en el trabajo de tesis de un alumno de la
carrera Licenciatura en Ciencias de la Compu-
tacio´n de la UNRC.
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