Formal methods have been shown to be beneficial in increasing the quality of and confidence in software systems. The adoption of formal methods in industry has however been limited where the use of informal and semi-formal notations is favoured. To bridge the gap between the easeof-use of semi-formal notations and correctness of formal methods, a number of approaches to the formalisation of semi-formal notations have been proposed. Two of these approaches are discussed in this paper on the strength of a case study. It is shown that each approach offers results that differ in terms of levels of abstraction, requisite knowledge of the formal target specification language and potential for automation.
INTRODUCTION
Safety-critical systems such as health systems require a high level of software reliability and correctness. In pursuing this goal, the software development team may often rely on a collection of techniques to systematically guide the software development process. A typical development process progresses though the activities requirements gathering and analysis; requirements specification; design; coding and testing.
Two software development paradigms, namely, objectorientation [2] and formal methods [7] , with an emphasis on the specification phase form the basis of this paper.
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The use of object-orientation specification languages, such as the Unified Modelling Language (UML), is widely embraced in industry and while semi-formal techniques are very useful in practice, they often lack the necessary precision. Traceability between development deliverables may also be limited [12] .
The use of formal methods is largely still limited to the academia. However, owing to their correctness-preserving character, they are vital in the development of safetycritical systems. Despite the promise of increase in rigour and precision during software development, it is commonly believed that formal methods are too expensive to use commercially on non-safety-critical systems and are not flexible enough for use in modern development methodologies [13] . Additionally, being mathematically-based, formal methods are considered as esoteric [13] , and not many are willing to invest the necessary time and effort to acquire such skills.
To bridge the gap between the ease-of-use of semi-formal notations and the correctness-preserving character of formal methods, a number of approaches commonly referred to as methods integration have been developed. Methods integration defines transforming relationships between different development methods, so that the methods can usefully cooperate [11] . Two such integration methods are presented in our work. This paper addresses the following:
1. Given an informal requirements statement and applying the two different integration methods discussed in this paper, are the resultant formal specifications similar or would they be different?
2. What conclusions could be drawn from the differences, or lack thereof, of formalising the same requirements statement with two dissimilar approaches?
The format of the paper is: The requirements definition of the case study used in this work is presented in Section 2. A brief discussion on object-orientation and UML follows in Section 3. In Section 4, Z++ as an example of an Object-Oriented Formal Method (OOFM) is presented. Integration methods are discussed in Section 5. The paper concludes with a summary in Section 6.
THE REQUIREMENTS DEFINITION
Traffic authorities are to utilise a lane, ordinarily reserved for emergency services, as an extra lane to motorists during congested periods. A semi-automated system, with a degree of autonomy, is to be developed to direct the availability of the lane.
The key functions of this system are traffic information collection (achieved by road surface sensors) and traffic information dissemination (via signal and message boards). During pre-defined peak periods or when traffic conditions worsen, a green light indicates that the lane is open to traffic, otherwise a red light signifies lane closure. The system shall also capture traffic statistics to aid the traffic department in future decision making. 
OBJECT-ORIENTATION AND UML
In object-orientation, a system is developed as a collection of objects, each representing some entity of interest in the system being modelled and has its own set of methods and attributes that define the behaviour of the object. The behaviour of the system as a whole may then be defined in terms of the behaviour of component objects. Objects are grouped into classes, sharing a common behaviour [3] .
UML, a popular object-oriented modelling language is made up of 13 diagram types to describe a system [1] . The UML class diagram is utilised for the purposes of this paper. A UML class diagram is a structural model used to depict the set of identified classes that make up a system, and the relationships between the classes. 
FORMAL METHODS AND OOFMS
Formal methods are generally considered to be the use of mathematical data types and techniques to develop software systems. Owing to their underpinning, they obey strict laws and can therefore be utilised to reason about a system formally. The goal of using this method of software development is to provide precise and unambiguous models of the proposed system in which the information is structured and presented at an appropriate level of abstraction [4] . A number of formal specification languages have been developed. Z emerged as a popular choice [4] .
Object-oriented Formal Methods (OOFMs) denote a group of formal methods that have been augmented with object-oriented properties such as inheritance and encapsulation. An example is Z++, discussed below.
Z++
Z++ being an object-oriented extension to Z employs the use of classes to encapsulate both the invariant properties of the state and methods that manipulate the state of the class [4] . In addition, Z++ adds inheritance to Z.
A Z++ specification is a collection of classes that may be related through object-oriented relationships (inheritance, association or aggregation). Every Z++ class contains a set of optional clauses used to describe features of the class. The general form of a Z++ class is shown next, followed by a brief description of each clause. The OWNS clause contains a list of descriptions for the time-varying attributes of a class. The FUNCTIONS clause is used to declare local attributes and types of objects. The TYPES clause describes user-defined types that attributes in the OWNS clause may have (including types inherited from Z's syntax). Inheritance is achieved in Z++ by including the names of previously defined classes within the EXTENDS clause. The OPERATIONS and RETURNS clauses contain a list of method declarations. The main difference between the two clauses, however, is that methods listed in the RETURNS clause leave all attributes unchanged (i.e. a pure query on the state). Entries in the ACTIONS clause define the various methods that have been declared in either the OPERATIONS or the RETURNS clause.
The INVARIANT clause places constraints over attributes declared in the OWNS clause of a class [5] . The HISTORY clause specifies the dynamic behaviour of a class.
METHODS INTEGRATION
Methods integration defines transforming relationships between different paradigms, allowing for the methods to be used cooperatively. Integration allows for the limitations of one notation to be compensated for by the strengths of another [11] . Such compensation could facilitate communication with clients whilst also allowing for the formal verification of the analysis process [10] .
We consider two approaches to methods integration which transform a UML class diagram into a Z++ specification. The first technique, that of Lano-Dascalu (LD) is discussed in Section 5.1. A second technique, namely, Kim-Carrington (KC) is discussed in Section 5.2.
The Lano-Dascalu Approach
The translation rules presented in this section are based on guidelines provided by K. C. Lano [10] , later refined by S. Dascalu [6] . The rules are provided as a set of heuristics for translating a UML diagram to Z++. The heuristics provided below are adapted for the case study in this paper. The complete set of guidelines appear in [10, 6] . 3. Associations between classes are maintained by including the instance of one class as an attribute in the other class. Provide Z++ methods to manage each association, i.e to add or remove links, instances of an association.
4. For the inheritance relationship, include an EXTENDS clause in the child class and list the superclass name, from which the child class inherits, under this clause.
5. Construct an equivalent list of methods in the corresponding Z++ class.
(a) Methods that cause a change of state in the class are declared in the OPERATIONS clause.
(b) Methods that do not change the state of the class are declared in the RETURNS clause.
(c) Define all methods in the ACTIONS clause.
(d) All Z++ classes should have one init method declared and defined in the OPERATIONS and AC-TIONS clauses respectively.
6. The INVARIANT clause specifies any additional constraints for attributes listed in the OWNS clause.
7. The HISTORY clause defines the permissible execution sequence of the methods of the Z++ class.
The Kim-Carrington Approach
The Kim-Carrington (KC) approach starts the transformation process at the meta-level of both the source and the target specification languages [8, 9] . UML metamodels form the basis for the transformation approach for both the source and target models. The transformation process of the source model (i.e. the UML class diagram) begins with specifying entities that exist within the class diagram. Each individual constituent is evaluated and abstracted within the meta-model. Following the creation of the meta-model, each constituent is transcribed to Z++ classes.
The meta-model of the target specification language should also be created to preserve the validity of the transformation process. Such meta-model for Z++ is shown in Figure 3 .
A Z++ class consists of nine clauses, but for the purposes of this paper, these clauses will be grouped into three categories: the first for clauses directly related to properties of a class (the OWNS, FUNCTIONS, EXTENDS and TYPE clauses); the second for clauses that manipulate, change or query the state of a class (the RETURNS, OPERATIONS and ACTION clauses) and the third for clauses that constrain the behaviour of the class (the INVARIANT and HISTORY clauses). Each category is depicted in the meta-model as a class, i.e. ZppOperation, ZppPredicate and ZppAttribute respectively.
Having formalised both meta-models, the mapping between a UML class diagram and a Z++ specification commences. The mapping applies a set of translation rules, described by a series of functions which accept as input a UML entity and returns a corresponding Z++ entity.
The mapping process is formalised in the Transform class below with four methods to map individual UML classes, associations, generalisation relationships and the entire class diagram respectively, to a Z++ specification.
The scope of this paper excludes the logic of each method or the further verification of these methods. The correctness of each transformation method is assumed. We also assume that each transformation method is defined with the ability to place UML constructs in the appropriate Z++ clauses within a Z++ class, based on the value of clause determination attributes within the Z++ metaclass. Finally, the entire UML class diagram is mapped to Z++. Each construct appearing in the UML class diagram is defined in the corresponding Z++ specification us-ing a predefined mapping function mapUMLDiagramToZppSpec. A Z++ specification is created for all of the UML classes with an identical number of classes and relationships. Type matching and resolution for methods, parameters and attributes are not addressed in this paper.
CLASS

Methods Comparison
We acknowledge that in specifying the same requirement statement using two different routes, the possibility exists that one specification may influence the other. While every effort was made to minimise the likely interference or coupling, these results are not intended to be conclusive without further research.
At the model-level, similar results were achieved between the LD approach and the KC approach. The mapping between the UML class diagram led to an equal number of Z++ classes. The two approaches rely also on the existence and the correctness of the initial UML models.
The primary differences between the two approaches are the levels at which the formalism is introduced and requisite knowledge of the specification language. The KC approach introduces formalism at an earlier stage than the LD approach at the meta-level. Similarly, language semantics are formalised at the meta-level. This is in contrast to the LD approach where the semantics are provided largely in pseudo-code.
The verification of the accurate placement of mapped UML elements in appropriate clauses within a Z++ class was not undertaken with the KC approach. Defining these placements accurately is an area of further research. Such approach also requires the specifier to be fluent in the target specification language. This is different for the LD approach where guidelines direct the specifier on the mapping process from each UML entity to the corresponding Z++ entity.
CONCLUSIONS
An evaluation of the integration of semi-formal and formal methods, resulting in the translation and formalisation of the former to the latter, was undertaken. The semiformal notation used was UML and the formal method used in translation was Z++. A UML class diagram was utilised in this translation process.
Two alternative approaches were discussed in the formalisation process: the Lano-Dascalu (LD) approach and the Kim-Carrington (KC) approach. LD provides a set of heuristics to guide the transformation process. The KC approach starts the formalisation process at the meta-level of both the source and target specification languages. The meta-models of the UML class diagrams used were based on abridged versions from [1] . For Z++, a meta-model was created in this paper for entities that made up a Z++ specification.
Both approaches were applied to a case study. Similar results were observed with respect to the output specification. Some important differences did however emerge, largely to do with the processes. The KC methodology is more comprehensive and formal. The LD approach is simpler, yet less formal since some of the guidelines are provided in pseudo-code. As a result, the KC approach may lend itself better to automation.
FUTURE WORK
Owing to the case study approach followed in this paper, more comprehensive research has to be undertaken to determine the general validity of our findings. Such findings may indeed facilitate the wider adoption of FMs in industry. Accordingly, the following areas are identified for future work:
• Investigate the formalisation of other UML models, e.g. the state machine diagram.
• Formalise and verify the creation of a Z++ metamodel.
• Investigate the automation of the entire transformation process.
• Embark on industry work to gain further insights into the two transformation processes.
