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RESUMEN !
La evolución de la cartografía convencional a la cartografía digital y la innovación en el campo de 
los sistemas de información geográfica es un hecho. En este proyecto se pueden encontrar la 
descripción y explicación de tecnologías punteras  que van a permitir desarrollar un sistema propio 
de información geográfica web.  !
Este S.I.G web se nutre de almacenar los distintos proyectos de fin de carrera creados por 
alumnos de la EPSEB, y mostrarlos gracias a su integración con OpenStreetsMaps en un mapa 
dinámico con posibilidad de hacer filtros por provincias, comarcas y ciudades. Además, por cada 
proyecto se muestra diversa información como título, descripción, alumnos que lo han llevado a 
cabo, tutor o tutores, coordenadas en las que se encuentra y url del proyecto. !
Esta memoria contiene la mayor parte del código del proyecto, explicando paso a paso como se 
ha desarrollado y el motivo por el cual se han elegido las tecnologías descritas. De igual modo y 
con el fin de que este proyecto sea de acceso público, se ha incluido una guía con los pasos 
necesarios para trasladar la aplicación a un servidor web. Además el código se alojará de forma 
gratuita en GitHub para que cualquier persona pueda descargarlo y ver como está compuesto.  !!!!!!!!!!!!!!!!!!!
!
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GLOSARIO 
AJAX - (Asynchronous JavaScript And XML) Librería que permite crear consultas a bases de 
datos en una aplicación web desde el cliente.  
Framework - En el desarrollo de software, un framework o infraestructura digital, es una 
estructura conceptual y tecnológica de soporte definido, normalmente con artefactos o módulos de 
software concretos, que puede servir de base para la organización y desarrollo de software. 
Típicamente, puede incluir soporte de programas, bibliotecas, y un lenguaje interpretado, entre 
otras herramientas, para así ayudar a desarrollar y unir los diferentes componentes de un 
proyecto. 
FTP - (File Transfer Protocol) Protocolo de red para la transferencia de archivos en computadores 
conectados a una red TCP. 
ORM - (Object-relational mapping) Técnica de programación para convertir datos entre el sistema 
de tipos utilizado en un lenguaje de programación orientado a objetos y la utilización de una base 
de datos relacional. 
Serialización - Proceso de codificación de un objeto en un medio de almacenamiento 
comprensible por el ser humano. 
S.I.G - Sistema de información geográfica 
SSH - Secure Shell, Protocolo informático que sirve para acceder a maquinas remotas a través de 
la consola (shell).   
Ubuntu - Sistema operativo basado en Linux 
WSGI - (Web Server Gateway Interface) Manera en la que la aplicación se comunicará con el 
servidor Web. 
!
!
!
!
!
!
!
!
!
!
!
!
!
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1. INTRODUCCIÓN 
Desde que en febrero de 2005 se presentase al mundo google maps, la popularidad de los 
sistemas de información geográfica web ha crecido de forma excepcional. Cualquier persona con 
unos mínimos conocimientos informáticos y un ordenador o teléfono con conexión a internet, 
puede consultar multitud de datos partiendo de un componente espacial. Y este hecho ha servido 
de detonante para que programadores de todo el mundo unan sus fuerzas para construir software 
libre y de calidad con el que cualquier informático pueda realizar algo semejante a lo que los 
desarrolladores de google han construido, y siempre abogando por la filosofía del software libre.   !
Siendo por tanto el objeto de este proyecto crear un S.I.G web, en el que cualquier persona pueda 
consultar los proyectos de fin de carrera elaborados en la Escola Politècnica d’Edificació de 
Barcelona de forma totalmente dinámica, siempre que estos estén georeferenciados y sean de 
carácter público.!!
Además se pretende crear un panel de administración con su correspondiente manual de uso para 
que el personal administrativo de la biblioteca de la escuela pueda crear, modificar y eliminar su 
contenido, sin necesidad de ningún conocimiento de carácter técnico.!!
Es muy importante tener en cuenta que para poder elaborar este proyecto se ha necesitado de 
dos años de entrenamiento informático que incluyen la capacitación en tecnologías usadas como 
son HTML5, CSS3, Python, Django y Javascript. !!!!!!!!!!!!!
!
!
!
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2. NÚCLEO DE LA MEMORIA 
2.1 ¿COMO FUNCIONA UNA APLICACIÓN WEB? 
Antes de empezar con la descripción del desarrollo del proyecto es conveniente explicar 
brevemente en que consiste una aplicación web y como está formada esta aplicación web, para 
que el lector tenga un conocimiento global de la arquitectura de la aplicación antes de entrar en 
detalle. !!
2.1.1 ¿QUE ES UNA APLICACIÓN WEB? 
Se puede definir una aplicación web como un conjunto de herramientas a las que los usuarios 
pueden acceder mediante un navegador y acceso a Internet o una red de intranet. Estas 
aplicaciones dotan de cierta interactividad al usuario que desea consultar unos datos alojados en 
un servidor. Según las tecnologías que la incorporan y el objeto de las mismas, normalmente una 
aplicación web moderna estará compuesta por dos elementos, el lado del cliente (Client Side) y el 
lado del servidor (Server Side). !
!
!
!
     !
!
!
!
!
HTML5!
CSS3!
JAVASCRIPT - (LEAFLET.JS)!
!
PYTHON - (GEODJANGO)!
POSTGRESQL - (POSTGIS)    
Client Side !
DHTML
Server Side
Aplicación WEB
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2.1.2. CLIENT SIDE - EL LADO DEL CLIENTE 
Contiene la parte visual de la aplicación, (lo que el usuario ve), y permite a este consultar datos e 
introducirlos. Está compuesto por el lenguaje de hipermarcado (HTML5) y el lenguaje de estilos 
(CSS3). Mencionar que solamente con estos lenguajes ya se puede realizar el lado del cliente de 
una aplicación web, pero para este caso se necesita establecer una comunicación con Python, y 
para ello el lenguaje por excelencia del lado del cliente es JavaScript. A esta comunión de 
elementos se domina DHTML (Dynamic HTML)!!
2.1.3 SERVER SIDE - EL LADO DEL SERVIDOR 
Contiene la lógica de la base de datos y manda nuestras consultas al javascript para que 
posteriormente este lo inserte en el lado del cliente. Podemos encontrar muchos lenguajes del 
lado del servidor como PHP, Ruby, Python o incluso JavaScript. Para nuestro caso hemos elegido 
Python como lenguaje puesto que nos permite usar Django y especialmente GeoDjango como 
framework*.!
La base de datos está ubicada en esta parte de la aplicación, actualmente existen diversas 
opciones como pueden ser MySql, MariaDB, MongoDB o PostgreSQL. En nuestro caso 
necesitábamos una base de datos que nos permitiera hacer consultas geoespaciales y no todas 
son compatibles con este formato. Por ello la opción más recomendada por parte del equipo de 
Django y por la comunidad en general para hacer este tipo de consultas es PostgreSQL y su 
extensión POSTGIS. !!!!!!!!!!!!!!!
!
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2.2 STEP BY STEP - O EXPLICACIÓN DE LA TECNOLOGÍA A LA VEZ QUE EL CÓDIGO 
En esta sección, se explicará con más a detalle las tecnologías que se han usado y porqué, así 
como las partes del código más relevantes. Aunque se podría empezar por cualquiera de los dos 
lados, lo mejor es explicar primeramente la parte del servidor, en esta parte se apreciarán 
claramente las consultas a la base de datos y la información que se envía al cliente, y después la 
parte del cliente donde se reciben las consultas en Python y se renderiza en html pintando con 
Leaflet.js los objetos al mapa.!!
2.2.1 PREPARE THE ENVIRONMENT 
Cuando se trabaja  con proyectos escritos en Python es habitual necesitar paquetes de distintas 
versiones, esto dificulta el trabajo puesto que si no se es muy meticuloso, llegado el momento de 
instalar software, puede pasar que se  superpongan librerías y acabar no teniendo una noción 
clara sobre que versión de software se está trabajando. Para que este hecho no sea un problema, 
es altamente recomendable crear un entorno virtual, el cual, se encargará de recoger todo el 
software necesario y que este no influya en el ya instalado previamente en la computadora. Para 
esto se utiliza VirtualEnv.!!
  1.! $ mkdir geodjango               #Se crea carpeta proyecto! 
! 2.! $ virtualenv geodjango          #Se crea entorno virtual (incluye pip    
install)!
! 3.! $ geodjango/ source bin/activate  #Activar entorno virtual !   
! 4.! )$ pip install django==1.5.1     # Instalar Django que incluye GeoDjango!   
! 5.!  !   
! 6.! Para instalar PostgreSQL y PostGIS será necesario instalar Hombrew .!   1
! 7.! ruby -e "$(curl -fsSL https://raw.github.com/Homebrew/homebrew/go/   
install)”!
! 8.! $ brew install postgresql #instalar última versión de PostgreSQL.!   
! 9.! $ brew install postgis    #instalar última versión de PostGIS. !   
! 10.!                           Viene con GEOS, PROJ.4 y GDAL!  
! 11.! !  
! 12.!Seguidamente hay que conectarse al shell de postgres.!  
! 13.!$ albertpalenzuela=# CREATE DATABASE geodb;           #Crear la DB!  
! 14.!$ albertpalenzuela=# \connect geodb;                 #Conectarse!  
! 15.!$ albertpalenzuela=# CREATE EXTENSION postgis; # Crear la extension        
! ! ! ! ! ! ! !  para postGIS!     
! 16.!Salir del shell y crear un proyecto geodjango.!  
! 17.!$ django-admin.py startproject geodjango!  
! 18.!Y creamos nuestra aplicación!  
! 19.!$ geodjango/ python manage.py startapp map!  
! 20.! !  
! 21.!Para finalizar dentro del archivo settings.py se configura la base de   
datos creada.!!!
 Hombrew es un instalador de librerías para OSX de mac, si se utiliza Ubuntu se recomienda usar el instalador apt-get1
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! 22.!!  
DATABASES = {!
! 23.!   'default': {!  
! 24.!       'ENGINE': 'django.contrib.gis.db.backends.postgis',        !  
! 25.!'NAME': 'geodb',                                    !  
! 26.!'USER': ‘albertpalenzuela’,}}!  !
2.2.2 THE SERVER SIDE - BACKEND - EXTENDED VERSION  
2.2.2.1 INTRODUCTION TO BACKEND  
Se acaba de ver como instalar Django y dejar preparado un entorno para empezar a trabajar, 
pero, realmente todavía no se sabe que es Django ni porqué se usa. !!
2.2.2.2 ¿QUE ES DJANGO? ¿ QUE RELACIÓN TIENE CON GEODJANGO? 
Django, es un framework* para desarrollo web del lado del servidor escrito en Python que permite !
crear aplicaciones web que serán interpretadas por un navegador a través del protocolo http*.!
GeoDjango es simplemente una extensión de Django, realmente se encuentra dentro de él, y 
entre otras cosas permite crear objetos y hacer cálculos necesarios para la elaboración de un SIG 
como son calcular puntos contenidos en polígonos o distancias entre dos puntos. !
Sus características más importantes son:!
·  Campos para modelo de datos basados en geometría OGC*. 
·  Extensiones para el ORM de Django. 
·  Interfaces de Python de alto nivel para para las operaciones de geometría de SIG     
     y formato de datos. 
·  Edición de campos de la geometría en su panel de administración. 
·  V.1.5.1 (Versión que usaremos en este proyecto) !
2.2.2.3 ¿POR QUE USARLO? 
Django facilita mucho las cosas para construir aplicaciones web puesto que proporciona una 
colección de clases, métodos, funciones que son necesarias para poner una web en producción 
en condiciones. Además toda la comunidad se implica en corregir bugs*, añadir más 
características a las ya existentes y crear nuevas librerías… Y esto radica en que cada vez las 
aplicaciones web sean de mayor calidad y más polivalentes .!2!
“No hay que reinventar la rueda”!!!!
 En  https://www.djangopackages.com/ se puede encontrar el mayor repositorio de librerías y paquetes que hay para Django2
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2.2.2.4 INTRODUCTION TO DATABASE 
Aunque base de datos las hay de muchos tipos, para este proyecto interesan las que son del tipo 
orientadas a objetos, las cuales permiten almacenar objetos completos (estado y 
comportamiento).  !
Estas son las más utilizadas para hacer aplicaciones web, y generalmente dentro este tipo las 
más comunes son las SQL o NoSQL. Básicamente se diferencian en que las SQL utilizan un 
lenguaje SQL para ejecutar las consultas, SELECT, WHERE, JOIN… además de poseer un 
modelo de gestión de base de datos relacionales (RDBMS) basado en tablas. Las más comunes 
son PostgreSQL, MySQL, MariaDB , SQlite, Oracle, Microsoft SQL server..!3
En cambio las noSQL no tienen un sistema basado en tablas para almacenar datos ni utilizan un 
leguaje SQL, aunque las hay de varios tipos, normalmente se suelen guardar los datos 
almacenados en estructuras de clave-valor como si un diccionario se tratase, como por ejemplo, 
Cassandra, BigTable. O también en JSON, formato para intercambio de datos basado en 
JavaScript. La más popular es MongoDB o Redis.!!
2.2.2.5 POSTGRESQL, POSTGIS, POR QUE? 
Son muchos los motivos que han llevado el proyecto a usar este tipo de base de datos, en primer 
lugar, PostgreSQL tiene una licencia BSD que permite utilizar el producto prácticamente sin 
restricciones, además tiene gran fiabilidad y estabilidad (muchas empresas consolidadas como 
Google la usan),  es multiplataforma y el principal motivo, tiene una extensión para  trabajar con 
datos espaciales, índices espaciales y tiene diversas funciones espaciales. Y como PostgreSQL 
multitud empresas del sector utilizan PostGIS como base de datos habitual, por ejemplo se puede 
encontrar en ArcGIS, Autocad3D, GeoServer… Por lo que la convierte en la base de datos 
perfecta para este proyecto, como se puede observar en el cuadro de la siguiente página que 
muestra las consultas que puede hacer el ORM* de Django.!!
ORM, son las siglas de Object-relational mapping, que es una técnica de programación para 
convertir datos entre el sistema de tipos utilizado en un lenguaje de programación orientado a 
objetos y la utilización de una base de datos relacional. En la práctica esto crea una base de datos 
orientada a objetos virtual, sobre la base de datos relacional. Esto posibilita el uso de las 
características propias de la orientación a objetos (básicamente herencia y polimorfismo).!!!
 Cuando la empresa Oracle compró MySQL varios trabajadores de MySQL fundaron MariaDB, con el objetivo de crear una base de 3
datos que siguiera con los principios de software libre con los que se inició MySQL. 
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!
! !!!!!!!!!!!!!!!!!!!!!!!
!
!!!!
Figura 2.1  Muestra las consultas que nos permite hacer el ORM de Django
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!!!!!!!!!!!!!!!!!!!!!!!!
!
!!
Por lo visto en las Figuras 2.1 y 2.2, queda bastante claro que PostGIS nos permite hacer muchas 
más operaciones que no el resto de base de datos.!!
Figura 2.2: Colección de métodos que se pueden usar con las 
distintas base de datos
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2.2.2.6 START 
Cuando se configura el entorno de trabajo, los comandos startproject y startapp crearon un árbol 
de ficheros tal como este:! !!!
Las carpetas static y templates se han creado para este proyecto, la 
primera servirá para cargar archivos estáticos, es decir, los .css .js y  !
las imágenes. Más adelante se verá como hacerlo. La segunda 
carpeta ubicará los archivos .html necesarios para mostrar el 
contenido de los datos en un lenguaje que entienda el navegador.!
Ahora se procederá a explicar como se estructura Django y porqué 
se dice que es un framework MVT (Modelo - Vista - Template), que 
difiere un poco de convencional framework MVC (Modelo -Vista -
Controlador).!!
! !!
2.2.2.7 ¿QUE SIGNIFICA MVT? 
La aplicación contendrá unos datos, almacenados en la base de datos, que se ubicará en el 
archivo o archivos models.py , aquí se registrarán las clases, propiedades, atributos, métodos … 4 5
de la aplicación map. Es decir, que si se necesita por ejemplo almacenar los datos de un libro 
convendría crear una clase Book con un atributo que fuese título, una relación con la tabla (clase) 
autor, etc..!
En el archivo views.py se crea la lógica de la aplicación, es decir cual será la respuesta de esta 
cuando el usuario haga request en la url del navegador, estas serán añadidas en el fichero 
urls.py. Esta respuesta será generalmente renderizar los .html en el navegador, de forma que se 
puedan introducir datos y consultarlos. !
Por lo general este es el funcionamiento natural de Django, hacer una llamada a un url, donde se 
consultaran unos datos almacenados en el modelo y se renderizarán en el templare (.html). !
Los demás archivos se explicarán más adelante, por lo que en el siguiente apartado se construirá 
el primer modelo.!
 Los nombres de los archivos vienen determinados por convención, aunque se puede usar el que se antoje. 4
 Un método no es más que una función dentro de una clase.5
Figura 2.3 Árbol de ficheros inicial.
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2.2.2.8 MODELS.PY 
2.2.2.8.1 JOB CLASS 
Llegado este momento es buena praxis crear un esquema de la arquitectura de la base de datos, 
es decir las tablas que tendrá, que relaciones  se establecerán sobre ellas y los campos de las 6
mismas. Más adelante se puede ver un esquema del modelo relacional la base de datos. !
En este caso primeramente se creará la clase Job puesto que también es la mas frecuenta, en ella 
se almacenará todas las propiedades de cada proyecto fin de carrera.!!
! 1.! class Job(models.Model):!   
! 2.!     """!   
! 3.!    Model to manage Job!   
! 4.!    """!   
! 5.!     # First Student data!   
! 6.!     first_name = models.CharField(max_length=20,)!   
! 7.!     last_name = models.CharField(max_length=20,)!   
! 8.!  !   
! 9.!     # If necessary Second Student data!   
! 10.!    s_first_name = models.CharField(max_length=20,  blank=True, null=True)!  
! 11.!    s_last_name = models.CharField(max_length=20,  blank=True, null=True)!  
! 12.! !  
! 13.!    #Teacher relation!  
! 14.!    teacher = models.ManyToManyField('Teacher',)!  
! 15.! !  
! 16.!    # Jobs data!  
! 17.!    title = models.CharField(max_length=140,)!  
! 18.!    url = models.URLField()!  
! 19.!    desc = models.TextField()!  
! 20.!    job_type = models.ForeignKey('JobType', null=True)!  
! 21.! !  
! 22.!    # Image only for Patrimonial!  
! 23.!    image = models.ImageField(blank=True, null=True, upload_to='jobs/')!  
! 24.! !  
! 25.!    # Datetime!  
! 26.!    date_time = models.DateField(auto_now=False, default=None, null=True,   
blank=True)!
! 27.! !  
! 28.!    # Geodjango data!  
! 29.!    point = models.PointField()!  
! 30.! !  
! 31.!    #srid point!  
! 32.!    srid = models.CharField(choices=choices_srid, max_length=4)!  
! 33.! !  
! 34.!    # Objects override!  
! 35.!    objects = models.GeoManager()!  
! 36.! !  
! 37.!    def __unicode__(self):!  
! 38.!        return self.title!  
! 39.! !  
! 40.!    def all_teachers(self):!  
! 41.!        return ', '.join([obj.first_name for obj in self.teacher.all()])!  
 Django permite tres tipos de relaciones, OneToOne, OneToMany y ManyToMany6
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! 42.! !  
! ! 
  43.!    @property!
! 44.!    def to_wgs84(self):!  
! 45.!        """!  
! 46.!       Return WGS84 point object!  
! 47.!       """!  
! 48.!        if self.srid == '2061':!  
! 49.!            point = point_to_wgs84(self.point, 'ED50')!  
! 50.!        else:!  
! 51.!            point = self.point!  
! 52.! !  
! 53.!        return point!  !
Como se puede observar la clase hereda de models.Model, es por ello que se pueden crear fields 
para almacenar strings, integers.. para que esto suceda antes hay que importar la clase models, 
poniendo esta estructura en la cabecera del archivo.!
from django.contrib.gis.db import models !!
Aunque la mayoría de los campos tienen propiedades habituales de Django, si hay que prestar 
atención a estos:!!
2.2.2.8.2 POINT 
Único atributo propiamente de GeoDjango, indica que se guardará un objeto del tipo punto con su 
coordenada ‘x’, ‘y’ y si se quiere ‘z’. A parte del contener diversas propiedades y métodos, hay uno 
en particular que será el utilizado para enviar las coordenadas a JavaScript, se trata de GeoJson*, 
el cual permite almacenar la coordenadas en un formato válido para serializar*.!
La Serialización es un proceso de codificación de un objeto en un medio de almacenamiento 
comprensible por el ser humano. Se utiliza para cuando se quieren mandar datos de a través de 
una red. En el caso de este proyecto se ha utilizado GeoJson para realizar el envío de esta 
información, GeoJSon utiliza el sistema de cifrado de Json para almacenar las características no 
espaciales, tiene la misma estructura que un diccionario de Python, aunque el formato sea 
JavaScript.!
Un ejemplo de un punto sería:!
{ "type": "Point", "coordinates": [ 2.082994, 41.300855 ] }!!
2.2.2.8.3 GeoManager!
El manager de una clase permite hacer consultas utilizando directamente el ORM* de Django, por 
defecto el .objects de una clase es el común en Django por lo que para usar el del ORM* de 
GeoDjango es necesario volver a definirlo. Ahora cuando se haga una consulta se podrán usar los 
métodos y propiedades de GeoDjango descritos en las figuras 2.1  y 2.2.!
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!
Por ejemplo en el caso de que se quieran todas las tablas de Jobs que existen en la base de 
datos se puede hacer un:!
! 1.! Job.objects.all() !   !
O lo que es lo mismo:!
SELECT "map_job"."id", "map_job"."first_name", "map_job"."last_name", 
"map_job"."s_first_name", "map_job"."s_last_name", "map_job"."title", 
"map_job"."url", "map_job"."desc", "map_job"."job_type_id", "map_job"."image", 
"map_job"."date_time", "map_job"."point", "map_job"."srid" FROM "map_job"!!
2.2.2.8.4 SRID 
Aunque también es del tipo texto tiene una propiedad choices donde se elige entre una tupla de 
tuplas a que sistema de referencia pertenece el Job. !
! 1.! CHOICES_SRID = (!   
    ('4326', 'WGS84'),!
    ('4258', 'ETRS89'),!
    ('2061', 'ED50'),!
    ('32631', 'WGS84/UTM31N'),!
    ('25831', 'ETRS89/UTM31N'),!
    ('23031', 'ED50/UTM31N')!
)!!
A parte de proporcionar más información sobre el objeto, este campo sirve para utilizar nuestro 
método convertido en propiedad ‘to_wgs84’, el cual será el que directamente llamaremos en el 
JavaScript para obviar el sistema del objeto, puesto que se llamará usando la misma propiedad. !
A su vez la propiedad va asociada con la función ‘point_to_wgs84’, que se encarga de convertir un 
punto que venga en ED50 a WGS84.!
! 1.! def point_to_wgs84(point, srid=None):!   
! 2.!     """!   
! 3.!    return wgs84 coords, etr89-wgs84 deprecated!   
! 4.!    """!   
! 5.!     x = point.x!   
! 6.!     y = point.y!   
! 7.!  !   
! 8.!     #Conversion to utm coords to transform it!   
! 9.!     utm = from_latlon(y, x)!   
! 10.!    zone = utm[2]!  
! 11.!    zone_letter = utm[3]!  
! 12.! !  
! 13.!    if zone == 31 or zone == 30:!  
! 14.!        y, x = utm[0], utm[1]!  
! 15.!    else:!  
! 16.!        raise Exception(" This coords are not in 31T or 30T")!  
! 17.! !  
! 18.!    if srid == 'ED50':!  
! 19.!        x, y = ed50_to_etrs89(x, y)!  
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! 20.! !  
! 21.!    # Back to geographic!  
! 22.!    y, x = to_latlon(y, x, zone, zone_letter)!  
! 23.!    point = 'POINT({0} {1})'.format(x, y)!  
! 24.!    point = GEOSGeometry(point)!  !
Para transformar los puntos de coordenadas geográficas a UTM y viceversa se ha usado la 
librería existente para Python UTM. !
Esta función llama a la función ‘ed50_to_etrs89’ que recibe la coordenada ‘x’ e ‘y’, en ED50 y la 
devuelve en ETRS89.!
! 1.! def ed50_to_etrs89(x, y):!   
! 2.!     """!   
! 3.!    This function converts ED50 coordinates to ETRS89!   
! 4.!    Based on icc.cat info!   
! 5.!    """!   
! 6.!  !   
! 7.!     # Define vars!   
! 8.!     Tx = -129.549!   
! 9.!     Ty = -208.185!   
! 10.!    variation = 0.0000015504!  
! 11.!    alpha = -1.56504/3600*math .pi/180  # toRadians!  7
! 12.! !  
! 13.!    # Define matrix!  
! 14.!    traslation_matrix = np .array([Tx, Ty])!  8
! 15.!    rotate_matrix = np.array([[math.cos(alpha), -math.sin(alpha)],   
[math.sin(alpha), math.cos(alpha)]])!
! 16.!    starter_matrix = np.array([x, y])!  
! 17.!    variation_matrix = (1 + variation)!  
! 18.! !  
! 19.!    # Final Matrix calc!  
! 20.!    A = np.transpose(np.dot(rotate_matrix, starter_matrix))!  
! 21.!    BA = variation_matrix * A!  
! 22.!    final_matrix = traslation_matrix + BA!  
! 23.!    xf, yf = final_matrix[0], final_matrix[1]!  
! 24.! !  
! 25.!    return xf, yf!  !
Por convención todas estas funciones en encuentran ubicadas en un nuevo fichero llamado 
utils.py.!!
2.2.2.8.5 TEACHER CLASS 
Como se observa en la clase Job existe una relación ManytoMany con la tabla Teacher, !
que está declarada de la siguiente forma:!
! 1.! class Teacher(models.Model):!   
! 2.!     """!   
! 3.!    Model to manage teachers!   
! 4.!    """!   
 La librería Math proporciona constantes, funciones que permite elaborar cálculos matemáticos complejos.7
 Para el cálculo matricial se ha usado la librería Numpy, muy popular entre la comunidad científica de Python8
  !18
CREACIÓN DE UN S.I.G DE LEVANTAMIENTOS TOPOGRÁFICOS REALIZADOS EN PROYECTOS DE FIN DE  
CARRERA EN LA EPSEB CON, LEAFLET.JS, GEODJANGO Y POSTGIS 
! 5.!     first_name = models.CharField(max_length=20)!   
! 6.!     last_name = models.CharField(max_length=20)!   
! 7.!     email = models.EmailField()!   
! 8.!  !   
! 9.!     def __unicode__(self):!   
! 10.!        return self.email!  !
El método __unicode__ devuelve el string cuando se llama al objeto por ejemplo desde consola, 
de esta manera se identifica mucho más rápido.!!
2.2.2.8.6 JOBTYPE CLASS 
Las tabla JobType almacena las propiedades de cada tipo de proyecto final de carrera, la relación 
que se establece con la tabla Job es de OneToMany puesto que a cada Job solo le corresponde 
un solo JobType pero un JobType está presente en más de un Job. !
Con el consenso del departamento de Biblioteca de la EPSEB, se han definido cuatros tipos de 
proyectos:!
• Geodesy!
• Cartography and GIS!
• Civil Engineering!
• Architectural and Archaeological Survey!!
! 1.! class JobType(models.Model):!   
! 2.!     """!   
! 3.!    Type of job, be aware the existing icon.!   
! 4.!    """!   
! 5.!     name = models.CharField(max_length=100)!   
! 6.!     var_name = models.CharField(max_length=20, blank=True, null=True)!   
! 7.!  !   
! 8.!     def __unicode__(self):!   
! 9.!         return self.name!   
! 10.! !  
! 11.!    # Define icons properties!  
! 12.!    @property!  
! 13.!    def icon_url(self):!  
! 14.! !  
! 15.!        if self.name == 'Geodesy':!  
! 16.!            icon_url = '../static/images/icons/geodesy-icon.png'!  
! 17.!        elif self.name == 'Cartography and GIS':!  
! 18.!            icon_url = '../static/images/icons/gis-icon.png'!  
! 19.!        elif self.name == 'Civil Engineering':!  
! 20.!            icon_url = '../static/images/icons/civil-icon.png'!  
! 21.!        elif self.name == 'Architectural and Archaeological Survey':!  
! 22.!            icon_url = '../static/images/icons/survey-icon.png'!  
! 23.!        else:!  
! 24.!            icon_url = 'images/icons/marker-icon.png'!  
! 25.! !  
! 26.!        return icon_url!  
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! 27.! !  
! 28.!    @property!  
! 29.!    def shadow_url(self):!  
! 30.!        shadow_url = '../static/images/icons/marker-shadow.png'!  
! 31.! !  
! 32.!        return shadow_url!  
! 33.! !  
! 34.!    @property!  
! 35.!    def icon_size(self):!  
! 36.!        icon_size = '[25, 41]'!  
! 37.! !  
! 38.!        return icon_size!  
! 39.! !  
! 40.!    @property!  
! 41.!    def icon_anchor(self):!  
! 42.!        icon_anchor = '[12, 41]'!  
! 43.! !  
! 44.!        return icon_anchor!  
! 45.! !  
! 46.!    @property!  
! 47.!    def popup_anchor(self):!  
! 48.!        popup_anchor = '[1, -34]'!  
! 49.! !  
! 50.!        return popup_anchor!  
! 51.! !  
! 52.!    @property!  
! 53.!    def shadow_size(self):!  
! 54.!        shadow_size = '[41, 41]'!  
! 55.! !  
! 56.!        return shadow_size!  !
A parte de guardar el nombre del tipo de proyecto, y el nombre de la variable que se almacenará 
en JavaScript, esta tabla también graba las propiedades de los iconos como son la imagen y el 
tamaño tanto del icono en si como el sombreado.!!
2.2.2.8.7 PROVINCE CLASS, REGION CLASS AND CITY CLASS 
Las tres clases siguen la siguiente estructura:!
! 1.! class Region(models.Model):!   
! 2.!     """!   
! 3.!    Define Region properties imported by .shp!   
! 4.!    """!   
! 5.!     name = models.CharField(max_length=50)!   
! 6.!     mpoly = models.MultiPolygonField()!   
! 7.!  !   
! 8.!     objects = models.GeoManager()!   
! 9.!  !   
! 10.!    def __unicode__(self):!  
! 11.!        return self.name!  
! 12.! !  
! 13.!    class Meta:!  
! 14.!        ordering = ['name']!  !
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Como se observa cada objeto del tipo Region tiene un nombre y una propiedad mpoly 
(multipolígono) propia de GeoDjango, donde a diferencia del Point visto anteriormente permite 
almacenar una colección de polígonos con un numero ilimitado de puntos. !!
{ "type": "MultiPolygon", "coordinates": [ [ [ [ 1.141139771606172, 42.231074853935347 ]… ] ] ] }!!
La estructura del GeoJson es muy similar a la de un punto, salvo que el tipo es Multipolígono y las 
coordenadas contienen una Array de Arrays de Arrays con la colección de polígonos donde a cada 
cual le corresponde una colección de puntos. !
Se ha elegido multipolígonos y no polígonos únicamente puesto que hay zonas como por ejemplo 
Barcelona que está compuesta por varios polígonos. !!
2.2.2.8.7.1 FROM SHAPEFILE TO POSTGIS 
Un shapefile (.shp) es un formato vectorial de almacenamiento digital donde se guarda la 
localización de los elementos geográficos y los atributos asociados a ellos. A este se le asocian 
normalmente dos tipos ficheros el .shx y el .dbf. !
El .shx es el archivo que almacena el índice de las entidades geométricas y el .dbp es la base de 
datos donde se almacena la información de los atributos asociados a los objetos. !
Puesto que lo que se quiere es trasladar la información contenidas en ellos a la base de datos 
PostGis es necesario disponer de los tres para migrar los datos.!!
Para realizar esta tarea primero es necesario inspeccionar el fichero shape para saber como está 
estructurada la base de datos, la librería GDAL proporciona una clase llamada DataSource que 
permite navegar por el fichero y mostrar los datos a los que está asociado. !!
! 1.! import map!   
! 2.! import os!   
! 3.! from django.contrib.gis.gdal import DataSource!   
! 4.! province_shp = os.path.abspath(os.path.join(os.path.dirname(map.__file__),    
'static/shp/ESP_adm/ESP_adm2.shp'))!
! 5.! ds = DataSource(province_shp)!   
! 6.! # Los objetos DataSource pueden inspeccionar distintas capas; no obstante    
los shapefiles solo permiten una.!
! 7.! print len(ds)!   
! 8.! 1!   
! 9.! lyr = ds[0]!   
! 10.!# Se observa el tipo de geometría y su cantidad. !  
! 11.!print lyr.geom_type!  
! 12.!print len(lyr)!  
! 13.!Polygon!  
! 14.!51!  
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! 15.! !  
! 16.!# La capa lleva asociada un sistema espacial de referencia, normalmente se   
puede consultar.!
! 17.!srs = lyr.srs!  
! 18.!print srs!  
! 19.! !  !!
! 20.!GEOGCS["GCS_WGS_1984",!  
! 21.!DATUM["WGS_1984",!  
! 22.!SPHEROID["WGS_84",6378137.0,298.257223563]],!  
! 23.!PRIMEM["Greenwich",0.0],!  
! 24.!UNIT["Degree",0.0174532925199433]]!  
! 25.! !  
! 26.!# Para saber donde se almacenan los datos que migraremos, se puede hacer   
lo siguiente.!
! 27.!print lyr.fields!  
! 28.! !  
! 29.![u'ID_0', u'ISO', u'NAME_0', u'ID_1', u'NAME_1', u'ID_2', u'NAME_2',   
u'VARNAME_2', u'NL_NAME_2', u'HASC_2', u'CC_2', u'TYPE_2', u'ENGTYPE_2', 
u'VALIDFR_2', u'VALIDTO_2', u'REMARKS_2', u'Shape_Leng', u'Shape_Area']!
! 30.!# En este caso interesa conservar el nombre de la Provincia y los   
polígonos, pero podemos extraer otros datos!
! 31.! !  
! 32.!for feat in lyr:!  
! 33.!    print feat.get('NAME_2'), feat.geom.num_points!  
! 34.! !  
! 35.!Almería 7659!  
! 36.!Cádiz 10974!  
! 37.!Córdoba 1084!  
! 38.!Granada 2802!  
! 39.!Huelva 16626!  
! 40.!Jaén 788!  
! 41.!Málaga 5338!  
! 42.!Sevilla 1136!  
! 43.!Huesca 994!  
! 44.!Teruel 983!  !
Como se ha visto el caso de Province es distinto puesto que solo contienen un polígono, no 
obstante para mantener la sintonía con City y Region se ha optado por almacenarla en 
multipolígono. !
Una vez clara como será la estructura la definimos en un diccionario. En este se ubica la relación 
entre el fichero y la base de datos, siendo la clave la tabla en base de datos y el valor, la tabla en 
el shape. !
! 1.! province_mapping = {!   
! 2.!     'name': 'NAME_2',!   
! 3.!     'mpoly': 'MULTIPOLYGON',!   
! 4.!  !   
! 5.! }!   !
Y solamente queda utilizar una pequeña función que incluye de GeoDjango donde le pasaremos 
la clase, el mapeado y el fichero. !
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  6.!  ! 
! 8.! from django.contrib.gis.utils import LayerMapping!   
! 9.! def run_province(verbose=True):!   
! 10.!    lm = LayerMapping(Province, province_shp, province_mapping,!  
! 11.!                      transform=False, encoding='utf-8')!  
! 12.! !  
! 13.!    lm.save(strict=True, verbose=verbose)!  !
2.2.2.8.8 SYNCDB AND SOUTH PROJECT 
Cuando las clases están creadas, ejecutando el comando $ python manage.py syncdb se crea el 
esquema de la base de datos. A partir de esto ya se pueden añadir objetos y por lo tanto hacer 
consultas a la misma. !
Una vez se han añadido datos, Django no permite modificar una base de datos con datos 
existentes en ella, es decir, si se quisiera modificar algún elemento no quedaría más remedio que 
eliminar la base de datos y volver a crearla. Esto entorpece mucho trabajar con Django y es por 
ello que nació el proyecto South. !
El proyecto South  nació a raíz de la necesidad de modificar y migrar datos en base de datos 9
creadas con Django, entre otras cosas esta librería permite modificar relaciones, modificar tipos de 
campos, crear nuevos campos rellenado la información para aquellos que no la tienen…!
 Para la próxima versión de Django 1.7 south estará incorporado con Django por lo que no será necesario instalarlo a parte. 9
Figura 2.4 Esquema del modelo relacional de la base de datos.
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2.2.2.9 FORMS.PY 
En este archivo se introducen los formularios que serán llamados desde la vista, para este caso 
tanto el de filtrar por ciudad, comarca y provincia como el de añadir un nuevo Job a la base de 
datos en la vista add.!
! 1.! # -*- coding: utf-8 -*-!   
! 2.! from django.contrib.gis import forms!   
! 3.! from models import JobType, Teacher, CHOICES_SRID, Region, City, Province!   
! 4.! from django.core.files.uploadedfile import SimpleUploadedFile!   
! 5.!  !   
! 6.!  !   
! 7.! class JobForm(forms.Form):!   
! 8.!     first_name = forms.CharField()!   
! 9.!     last_name = forms.CharField()!   
! 10.!    s_first_name = forms.CharField(required=False)!  
! 11.!    s_last_name = forms.CharField(required=False)!  
! 12.!    title = forms.CharField()!  
! 13.!    url = forms.URLField()!  
! 14.!    desc = forms.CharField(widget=forms.Textarea(attrs={'cols': 25,   
'rows': 5}))!
! 15.!    teachers =   
forms.ModelMultipleChoiceField(queryset=Teacher.objects.all(), 
required=True, help_text='Pressing control you can select more'!
! 17.!                         ' than one')!  
! 18.!    job_type = forms.ModelChoiceField(queryset=JobType.objects.all())!  
! 19.!    srid = forms.ChoiceField(choices=choices_srid)!  
! 20.!    latitude = forms.DecimalField(label="Latitude (y)", help_text='It can   
be Geographic or UTM')!
! 21.!    longitude = forms.DecimalField(label='Longitude(x)', help_text='It can   
be Geographic or UTM')!
! 22.!    date = forms.CharField(help_text="Only year and month, with this   
structure 2014-01 ")!
! 23.! !  !
! 24.!    image = forms.ImageField(required=False)!  
! 25.! !  
! ! 
Las coordenadas se reciben en formato decimal, y en la vista será donde se filtre por si son UTM 
o geográficas. !!
  26.!class FilterForm(forms.Form):!
! 27.!    region_name =   
forms.ModelMultipleChoiceField(queryset=Region.objects.all(), 
required=False, label='Region', initial=None)!
! 28.!    province_name =   
forms.ModelMultipleChoiceField(queryset=Province.objects.all(), 
required=False, label='Province', initial=None)!
! 29.!    city_name =   
forms.ModelMultipleChoiceField(queryset=City.objects.all(), 
required=False, label='City', initial=None)!
! 30.!    region_name.empty_label = province_name.empty_label =   
city_name.empty_label = None!
! 31.! !  !
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La clase del formulario de JobForm tiene mucho parecido con las clase del modelo al que 
representa, en este caso se hereda de forms.Form, que además te permite seleccionar 
directamente dentro de un modelo como se puede ver por ejemplo en teachers. Esto facilita la 
programación del código en la vista puesto que no hay que hacer ninguna consulta para recuperar 
el objeto, ya viene directamente desde el formulario.!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!
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2.2.2.10 VIEWS.PY 
Como se verá en el siguiente apartado, las urls a las que el usuario accede mediante un request, 
petición que hace el cliente al servidor a través el protocolo http, llaman directamente a las vistas, 
las cuales reciben este request con sus respectivos parámetros, y devuelven normalmente un 
response con la respuesta del mismo. !!
2.2.2.10.1 HOME PAGE 
Es la vista principal de todo el proyecto, si se recibe un request con el parámetro GET esta 
devuelve todos los objetos que hay en base de datos, no obstante si se recibe por POST ya actúa 
el filtro del formulario. !
Los métodos http permiten definen distintas maneras por las que se puede acceder a una url, 
normalmente el método GET se utiliza para recibir datos y el POST para enviarlos. !!
! 1.! from django.shortcuts import render_to_response!   
! 2.! from django.template.context import RequestContext!   
! ! 
5.! from .forms import JobForm, FilterForm!   
! 6.! from .models import Job, JobType!   
! 8.!  !   
! 9.! def home(request):!   
! 10.!    """!  
! 11.!   Main view, If request = get show all objects, else filter by form.!  
! 12.!   """!  
! 13.!    jobs = Job.objects.all()!  
! 14.!    job_types = JobType.objects.all()!  !
Aunque los objetos Job apuntan a JobType, es mejor hacer las consultas de forma separada para 
que después en JavaScript, solo se creen los cuatros objetos relativos a los cuatro tipos de 
trabajo, y luego asociarlos con  los iconos correspondientes.!!
! 15.!    filtered_jobs = []!  
! 16.!    filter_form = FilterForm()!  
! 17.!    region_poly, province_poly, city_poly = None, None, None!  !!
Las variables region_poly, city_poly y province_poly sirven para devolver los polígonos del 
formulario, es mejor declararlas vacías de forma global (en la función), y en el caso de que lleguen 
por POST sobrescribirlas. Como se aprecia desde el archivo de formularios traemos el FilterForm.!!!
! 18.! !  
! 19.!    if request.method == 'POST':!  
! 21.! !  
! 22.!        filter_form = FilterForm(request.POST)!  
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! 23.! !  
! 24.!        if filter_form.is_valid() :!  10
! 25.!       !  
! 26.!            region_poly = filter_form.cleaned_data.get('region_name',   
None)!
! 27.!            city_poly = filter_form.cleaned_data.get('city_name', None)!  
! 28.!            province_poly = filter_form.cleaned_data.get('province_name',   
None)!
! 29.! !  
! 30.!            if region_poly:!  
! 31.!                for region in region_poly:!  
! 32.!                    [filtered_jobs.append(x) for x in   
jobs.filter(point__intersects=region.mpoly)]!
! 33.!            if city_poly:!  
! 34.!                for city in city_poly:!  
! 35.!                    [filtered_jobs.append(x) for x in   
jobs.filter(point__intersects=city.mpoly)]!
! 36.!            if province_poly:!  !
! 37.!                for province in province_poly:!  
! 38.!                    [filtered_jobs.append(x) for x in   
jobs.filter(point__intersects=province.mpoly)]!
! 39.! !  
! 40.!            if filtered_jobs:!  
! 41.!                jobs = list(set(filtered_jobs))!  
! 42.!            else:!  
! 43.!                jobs = []!  
! 44.! !  
! 45.!        context = {'jobs': jobs,!  
! 46.!                   'job_types': job_types,!  
! 47.!                   'filter_form': filter_form,!  
! 48.!                   'region_poly': region_poly,!  
! 49.!                   'city_poly': city_poly,!  
! 50.!                   'province_poly': province_poly!  
! 51.!        }!  
! 52.! !  
! 53.! !  
! 54.!        return render_to_response('index.html', context,   
RequestContext(request))!
! 55.! !  
! 56.! !  
! 57.!    context  = {'jobs': jobs,!  
! 58.!                'job_types': job_types,!  
! 59.!                'filter_form': filter_form!  !
! 60.!    }!  
! 61.! !  
! 62.!    return render_to_response('index.html', context,   
RequestContext(request))!!
El flujo del formulario funciona de la siguiente forma, si en cada uno de los polígonos que se 
reciben desde el cliente hay algún proyecto que lo contempla este lo devuelve. Es decir, si se 
 is_valid() es un método de formulario de Django, que sirve para evaluar si los campos introducidos por el usuario son correctos.10
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introduce provincia de Barcelona y comarca del Vallés Occidental, la vista devuelve todos los 
proyectos contenidos en la provincia de Barcelona y/o Vallés Occidental. !
Para realizar esto se crea una lista comprendida  con todos los elementos filtrados, donde de uno 11
en uno se van añadiendo los proyectos mientras a su vez se itera sobre todas las regiones, 
provincias y ciudades.  !
El queryset, objeto recibido por Django, es propio de GeoDjango y realiza una consulta con 
PostGIS tal que así:!
ST_Intersects(point, geom)!
Al final de los filtros si la lista filtered_jobs tiene algún elemento, se eliminan los duplicados con la 
función set() de Python y como este nos devuelve un diccionario lo volvemos a convertir en lista 
con list().!!
Al final la función devuelve un render_to_response, esta es una función de Django que sirve para 
renderizar un contexto sobre un html y de esta forma mostrarlo por pantalla. !!
2.2.2.10.2 ADD VIEW 
Se encarga de añadir nuevos proyectos a la base de datos mediante el formulario JobForm, este 
recibe todos los parámetros por POST requeridos para crear un objeto del tipo Job!!
3.! from django.contrib.gis.geos import GEOSGeometry!   
4.! from django.contrib.auth.decorators import login_required!   
7.! import utm!   !
! 1.! @login_required()!   
! 2.! def add(request):!   
! 3.!     """!   
! 4.!    Add new object to DB, only for staff!   
! 5.!    """!   
! 6.!     if request.method == 'POST':!   
! 7.!         form = JobForm(request.POST, request.FILES)!   
! 8.!         if form.is_valid():!   
! 9.!             day = '-01'!   
! 10.!            first_name = form.cleaned_data['first_name']!  
! 11.!            last_name = form.cleaned_data['last_name']!  
! 12.!            s_first_name = form.cleaned_data['s_first_name']!  
! 13.!            s_last_name = form.cleaned_data['s_last_name']!  
! 14.!            desc = form.cleaned_data['desc']!  
! 15.!            url = form.cleaned_data['url']!  
! 16.!            title = form.cleaned_data['title']!  
! 17.!            image = form.cleaned_data['image']!  
! 18.!            teachers = form.cleaned_data['teachers']!  
! 19.!            srid = form.cleaned_data['srid']!  
 Las list comprehensions, proporcionan una forma concisa de crear listas cuando es necesario realizar alguna operación entre ellas, 11
estas permiten disminuir mucho la extensión de código puesto que reducen gran cantidad de líneas a una sola. 
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! 20.!            job_type = form.cleaned_data['job_type']!  
! 21.!            date = form.cleaned_data['date'] + day!  
! 22.!            x = form.cleaned_data['longitude']!  
! 23.!            y = form.cleaned_data['latitude']!  
! 24.! !  
! 25.!            # if transform is True we will transform to geographic from   
utm!
! 27.!            transform = True if 100000 <= x < 10000000 and 0 <= y <=   
10000000 else False!
! 30.! !  
! 31.!            point = 'POINT({0} {1})'.format(x, y)!  
! 32.!            point = GEOSGeometry(point, srid=int(srid))!  
! 33.!            new_job = Job(first_name=first_name, last_name=last_name,   
s_first_name=s_first_name,!
! 34.!                          s_last_name=s_last_name, title=title, desc=desc,!  
! 35.!                          url=url, point=point, srid=str(srid),   
image=image, job_type=job_type, date_time=date)!
! 36.!            new_job.save()!  
! 37.!            new_job.teacher.add(*teachers)!  
! 38.! !  
! 39.!            if transform:!  
! 40.!                new_job.point.transform(4326)!  
! 41.!                new_job.srid = '4326'!  
! 42.!                new_job.save()!  
! 43.! !  
! 44.!            return render_to_response('exito.html',   
context_instance=RequestContext(request))!
! 45.!        else:!  
! 46.!            return render_to_response('add.html', {'form': form},   
context_instance=RequestContext(request))!
! 47.! !  
! 48.!    else:!  
! 49.!        form = JobForm()!  
! 50.!        return render_to_response('add.html', {'form': form},   
context_instance=RequestContext(request))!!
Esta función esta provista de un decorador , este se encarga de redirigir al usuario a la url de 12
Login del administrador en caso de que no esté autenticado.  !
Si las coordenadas se encuentran dentro de la condición de la línea 27 significa que están 
introducidas en UTM, por lo tanto se llamará a la función que proporciona la librería PROJ.4 para 
transformarlas a coordenadas geográficas. De igual modo que en la vista Home, el método 
is_valid() evalúa que todos los campos introducidos sean correctos, de ser el caso se devuelve 
una pantalla de objeto añadido con éxito. !
Para crear un objeto punto es recomendable utilizar la clase GEOSGeometry provista por la 
librería GEOS, básicamente consiste es un motor de geometría de código abierto necesaria para 
el correcto funcionamiento de PostGIS.!!
 Los decoradores son funciones que permiten alterar el comportamiento de otra función sin necesitad de modificarlas. 12
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2.2.2.11 URLS.PY 
Como se ha mencionado, en él se encuentran ubicadas las urls de la aplicación, las cuales 
apuntan a la funciones de la vista que son las encargadas de aplicar la lógica del sistema.!
! 1.! from django.conf.urls import patterns, include, url!   
! 2.! from django.contrib.gis import admin!   
! 3.! from django.conf import settings!   
! 4.! from django.views.static import serve!   
! 5.!  !   
! 6.! admin.autodiscover()!   
! 7.!  !   
! 8.! urlpatterns = patterns('',!   
! 9.!     # Examples:!   
! 10.!    url(r'^$', 'map.views.home', name='home'),!  
! 11.!    url(r'^add/$', 'map.views.add', name='add'),!  
! 12.!    url(r'^admin/', include(admin.site.urls)),!  
! 13.!)!  
! 14.!if settings.DEBUG:!  
! 15.!    urlpatterns += [!  
! 16.!        url(r'^media/(?P<path>.*)$', serve, {!  
! 17.!            'document_root': settings.MEDIA_ROOT,!  
! 18.!        }),!  
! 19.!   ]!  !
En este proyecto solo hay tres urls disponibles, la vista principal, la de añadir un nuevo objeto y el 
administrador del proyecto. !!
2.2.2.12 ADMIN.PY 
Uno de los principales motivos por los cuales Django se ha convertido en uno de los principales 
frameworks de desarrollo para el lado del Servidor es por su sistema de administración, 
escribiendo pocas líneas de código Django es capaz de reconocer los modelos y crear una 
interfaz para administrarla. Permite añadir objetos, eliminarlos y editarlos. Para activarlo 
simplemente se crear un archivo admin.py, y en él se le dice que modelos se mostrarán y con que 
campos.  !
El administrador de Django lleva incorporado un pequeño sistema de gestión de usuarios que para 
el entorno del proyecto será perfecto, puesto que permitirá crear usuarios con sus 
correspondientes privilegios como son el personal administrativo de la biblioteca. !
! 1.! from django.contrib.gis import admin!   
! 2.! from .models import Job, Teacher, JobType, Region!   
! 3.!  !   
! 4.! class JobAdmin(admin.GeoModelAdmin):!   
! 5.!     list_display = ('first_name', 'last_name', 'title', 'url', 'desc',    
'point', 'image', ‘all_teachers')!!
 7.! class TeacherAdmin(admin.ModelAdmin):!  
! 8.!     list_display = ('first_name', 'last_name', 'email')!   
! 9.!  !   
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! 10.!class JobTypeAdmin(admin.ModelAdmin):!  
! 11.!    list_display = ('name', 'var_name', 'icon_url')!  
! 18.!admin.site.register(Job, JobAdmin)!  
! 19.!admin.site.register(Teacher, TeacherAdmin)!  
! 20.!admin.site.register(JobType, JobTypeAdmin)!  !
Con list_display se eligen los elementos que se quieren mostrar dentro de cada Clase. Puesto que 
no es necesario modificar provincias, comarcas y ciudades, no se han incluido en el administrador.!
Figura 2.5 Vista general de la clase Job en el administrador. 
Figura 2.6 Todas las clases modificables mediante administrador.
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2.2.3 THE CLIENT SIDE - FRONTEND - EXTENDED VERSION  
Llegados a este punto ya se tiene una concepción clara de cuales son las consultas y en que 
formato se van ha recibir, el siguiente paso por lo tanto será mostrarlas al usuario a través de la 
interfaz construida en el navegador. !!
2.2.3.1 BASE.HTML  
El lenguaje HTML o HyperText Markup Language es el lenguaje de marcado para la elaboración 
de aplicaciones web. Básicamente un lenguaje de marcado es una forma de codificar un 
documento, que incorpora etiquetas o marcas las cuales aportan información adicional acerca de 
la estructura semántica del texto. !
Por ejemplo podemos tener el texto “EPSEB FP GIS”, que según a que etiqueta lo acompañe 
tendrá un significado u otro:!!
<h2>EPSEB FP GIS</h2> En este caso es un título con segundo grado de importancia!
<p>EPSEB FP GIS</p> Un párrafo!
<ul><li>EPSEB FP GIS</li></ul> Elemento de una lista desordenada.!!
Como se ha visto en la sección vistas, la aplicación se renderiza los html con Django, esto entre 
otras cosas permiten aplicar código Python a los archivos de .html. Por lo tanto, propiedades del 
leguaje como son herencia y polimorfismo se pueden utilizar en archivos no escritos en lenguaje 
Python. Aprovechando esta faceta, se define un archivo base.html donde irá todo el contenido 
estático del cliente, más tarde si se quiere usar este código se le dice al nuevo archivo que herede 
de este último creado. !13!
En un documento html se distinguen dos partes diferenciadas el <head> y el <body>, en el head 
se ubican las etiquetas que hacen referencia al documento pero no se mostraran en el mismo, por 
ejemplo si el documento fuese un libro en el <head> se ubicaría el título, la fecha de impresión, la 
referencia ISDN… En cambio, en el <body> si que se añade el propio contenido del documento o 
siguiendo la ejemplificación del  libro, el propio contenido del libro. !!
Por convención en Django los html se ubican en la carpeta templates dentro de cada aplicación 
que componen la aplicación web. !!!
 DRY - Don’t Repeat Yourself, es decir, no te repitas a ti mismo. Reutiliza código!13
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!
! 1.! {% load static from staticfiles %}!   
! 2.! <!doctype html>!   
! 3.!  !   
! 4.! <html lang="en">!   
! 5.! <head>!   
! 6.!         <meta charset="UTF-8">!   
! 7.!         <title>EPSEB FP GIS</title>!   
! 8.!     <meta name="description" content="Website to view and filter the    
engineer final projects made in the EPSEB from UPC">!
! 9.!     <meta name="keywords" content="EPSEB, UPC, PFC, SIG, DJANGO,    
GEODJANGO, POSTGIS, LEAFLET">!
! 10.!    <meta name="author" content="Albert Palenzuela">!  
! 11.!    <meta name="viewport" content="width=device-width, initial-scale=1,   
maximum-scale=1, user-scalable=no">!
! 12.!    <link rel="stylesheet" href="{% static 'leaflet.css' %}"/>!  
! 13.!    <link href="//maxcdn.bootstrapcdn.com/bootstrap/3.2.0/css/  
bootstrap.min.css" rel="stylesheet">!
! 14.!    <link rel="stylesheet" href="{% static 'Sidebar.css' %}"/>!  
! 15.!    <link rel="stylesheet" href="{% static 'coordinates.css' %}"/>!  
! 16.!    <link rel="stylesheet" href="{% static 'bootstrap-select.min.css' %}"/  
>!
! 17.!    <link rel="stylesheet" href="{% static 'styles.css' %}"/>!  !  
! 21.!</head>!  
! 22.! !  
! 23.!<body>!  
! 24.!    <nav class="navbar navbar-inverse navbar-fixed-top custom-navbar"   
role="navigation">!
! 25.!        <div class="container-fluid">!  
! 26.!            <ul class="nav navbar-nav inline">!  
! 27.!                <li class="li-images"><a href="" class="a-images"   
style="padding: 1px "><img class="nav-images a-images" src="{% static 
'images/EPSEB.jpg' %}" alt=""/></a></li>!
! 28.!                <li><a class="navbar-brand" href="/">EPSEB FP GIS</a></li>!  
! 29.!                {% if request.user.is_staff %}!  
! 30.!                    <li class="li-images"><a href="{% url 'add' %}">Add</  
a></li>!
! 31.!                {% endif %}!  
! 32.!                <li class="li-images" style="float:right"><a href=""   
class="a-images" style="padding: 1px;"><img class="nav-images a-images" 
src="{% static 'images/biblioteca.jpg' %}" alt=""/></a></li>!
! 33.!                <li class="li-images" style="float: right"><a href=""   
class="a-images" style="padding: 1px;"><img class="nav-images a-images" 
src="{% static 'images/UPC.png' %}" alt=""/></a></li>! !
! 35.!            </ul>!  
! 36.!        </div>!  
! 37.! !  
! 38.!    </nav>!  
! 39.! !  
! 40.!{% block container %}!  
! 41.! !  
! 42.!{% endblock container %}!  
! 43.! !  
! 44.!{% block script %}!  
! ! 
! 45.!{% endblock script %}!  
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! 46.!</body>!  
! 47.!</html>!  !
Usando la sintaxis {% %} y {{}}, hacemos referencia a que el contenido dentro de las llaves estará 
escrito en Python, por lo tanto cuando el archivo se muestre en el navegador esos elementos 
desaparecerán y en su lugar se mostrará lo nombrado por Python, puede ser una variable, una 
lista, un diccionario…!
Por ejemplo, en la cabecera de base.html (línea 1), se hace referencia a la procedencia de los 
archivos estáticos. Estos son el séquito de css, js e imágenes, los cuales son visibles en cualquier 
navegador, es decir, sea cual sea la aplicación web que se accede a través del navegador los 
archivos .js se pueden descargar, por lo  que cualquier usuario puede ver su composición. Por ese 
motivo no es buena praxis crear aplicaciones web solamente trabajando en el lado del cliente, 
pues todo el código es visible y por lo tanto poco seguro. !
!!
Figura 2.7 Los archivos estáticos del website http://google.com
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Como se ha explicado en el <head> se pueden ver todas las etiquetas de tipo meta como el autor, 
palabras clave , descripción, lenguaje en el que está escrita la aplicación y codificación de 14
caracteres.  Seguidamente aparecen las referencias a los archivos css de los cuales se hablará en 
el próximo apartado.!!
Dentro del <body>, el primer elemento que se encuentra es la barra de navegación que incluye un 
hipervínculo al home de la aplicación y los logotipos correspondientes de la escuela. Esta está 
fijada a la parte más alta del documento y está hecha con Boostrap, del cual se hablará en la 
sección de CSS. !
Seguidamente se encuentran los bloques (línea 42-44 y 46-47), estos determinan el contenido 
dinámico de la aplicación, cuando se cree un archivo que hereda de este, estos bloques se usarán 
para introducir en él el nuevo contenido que irá en esa vista. !!
2.2.3.1 ADD.HTML  
Este archivo contiene el formulario para añadir un nuevo objeto en el SIG. !
! 1.! {% extends 'base.html' %}!   
! 2.! {% block container %}!   
! 3.! <div class="row">!   
! 4.!     <div class="col-md-6">!   
! 5.!         <div class="container-fluid">!   
! 6.!  !   
! 7.!             <div class="well add-box">!   
! 8.!                 <form action="" method="post" role="form" class="form"    
enctype="multipart/form-data">!
! 9.!                     <div class="form-group pull-right form-add">!   
! 10.! !  
! 11.!                    {% csrf_token %}!  
! 12.!                    {{ form.as_p }}!  
! 13.!                    </div>!  
! 14.!                    <input type="submit" value="ADD" />!  
! 15.!                </form>!  
! 16.!            </div>!  
! 17.!        </div>!  
! 18.!    </div>!  
! 19.!</div>!  
! 20.! !  
! 21.! !  
! 22.!{% endblock container %}!  !
Con la función extends, se indica el nombre del archivo de cual se hereda. Como se observa, está 
vista simplemente contiene el formulario visto en la sección 2.2.2.9. !!
 Actualmente las palabras clave casi no tienen uso, realmente se ponen por pura convención, puesto que gracias  a Google, el SEO 14
está migrando cada día más a SEM.
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2.3.3.2 INDEX.HTML 
El html y única vista para cualquier usuario sin permisos de administración, nos muestra el SIG 
con todo el contenido dinámico y el formulario para acceder a los filtros.!
! 1.! {% extends 'base.html' %}!   
! 2.! {% load widget_tweaks %}!   
! 3.!  !   
! 4.! {% load static from staticfiles %}!   
! 5.!  !   
! 6.! {% block container %}!   
! 7.! <div id=“map"></div>!   !
Este archivo también hereda de base.html, además como se ve en la línea 2 se ha añadido una 
librería (widget_tweaks), que permite a Django añadir clases css dentro de los html mediante el 
símbolo |. Esto resulta muy útil sobre todo en formularios donde es Django el que se encarga de 
crear los elementos html por nosotros, y por lo tanto las clases css que lo acompañan.!
En la línea 7 se define el elemento que contendrá el mapa, que como se verá en la sección de 
JavaScript nos comunicaremos con él a través de su identificador (id=“map”).!!
! 8.!     <form method="post">!   
! 9.!  !   
! 10.!        {% csrf_token %}!  
! 11.!        <div class="form-group form-filter">!  
! 12.!            <label class="label_form" for="id_province_name"> Province </  
label>!
! 13.!            {{ filter_form.province_name|add_class:"selectpicker"|  
set_data:"style: btn-default"|attr:"multiple"|set_data:"selected-text-
format:count>3" }}!
! 14.!            <label class="label_form" for="id_region_name"> Region </  
label>!
! 15.!            {{ filter_form.region_name|add_class:"selectpicker"|  
set_data:"style: btn-default"|attr:"multiple"|set_data:"selected-text-
format:count>3" }}!
! 16.!            <label class="label_form" for="id_city_name"> City </label>!  
! 17.!            {{ filter_form.city_name|add_class:"selectpicker"|  
set_data:"style: btn-default"|attr:"multiple"|set_data:"selected-text-
format:count>3" }}!
! 18.!            <input type="submit" class="btn btn-primary submit"   
value="Send"/>!
! 19.!        </div>!  
! 20.!    </form>!  !
Para la realización del formulario, se ha usado un selector múltiple de la librería boostrap-select, el 
cual permite seleccionar diversas comarcas, provincias y ciudades dentro del mismo dropdown. 
Esto resulta muy útil puesto que el selector múltiple convencional ocupa mucho espacio dentro de 
la pantalla y dado que objetivo siempre ha sido tener toda la información contenida en una página 
sin necesidad de hacer scroll, era el selector que más se adaptaba a este objeto. !!
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!
! 21.! !  
! 22.!{% for job in jobs %}!  
! 23.!    <div class="leaflet-control" id="sidebar-{{ job.id }}">!  
! 24.!        <h3>{{ job.title }}</h3>!  
! 25.!        <h4>{{ job.job_type }}</h4>!  
! 26.!        <a id="coord-{{job.pk}}" href="#"><h5>Coordinates</h5></a>!  
! 27.!        <p id="{{job.pk}}-coord" >y: {{ job.point.y|stringformat:".4f" }}   
x: {{job.point.x|stringformat:".4f"}} | WGS84</p>!
! 28.!        <a id="stud-{{job.pk}}" href="#"><h5>Student(s)</h5></a>!  
! 29.!        <p id="{{job.pk}}-stud">{{ job.first_name }} {{ job.last_name }}  
<br/>!
! 30.!        {% if job.s_first_name %}!  
! 31.!            {{ job.s_first_name }} {{ job.s_last_name }}!  
! 32.!        {% endif %}!  
! 33.!        </p>!  
! 34.!        <a id="tutor-{{job.pk}}" href="#"><h5>Tutor(s)</h5></a>!  
! 35.!        {% for teacher in job.teacher.all %}!  
! 36.!            <p id="{{job.pk}}-tutor">{{ teacher.first_name}}   
{{ teacher.last_name }}</p>!
! 37.!        {% endfor %}!  
! 38.!        <a id="url-{{job.pk}}" href="#"><h5>Url</h5></a>!  
! 39.!        <p><a href="{{ job.url }}" id="{{job.pk}}-url"   
target="_blank">{{ job.url }}</a></p>!!
! 40.!        <a id="desc-{{job.pk}}" href="#"><h5>Description</h5></a>!  
! 41.!        <p id="{{job.pk}}-desc" style="text-align: justify; display:   
none;">{{  job.desc }}</p>!
! 42.!        {% if job.image %}!  
! 43.!        <p><img src="media/{{job.image}}" width="100%" alt=""/></p>!  
! 44.!        {% endif %}!  
! 45.! !  
! 46.!    </div>!  
! 47.!{% endfor %}!  
! 48.!{% endblock container %}!  !
Iterando sobre la lista Jobs que viene desde el servidor se cargará toda la información relativa a 
cada proyecto, y también de forma dinámica con JavaScript aparecerá en la pantalla al 
seleccionar el icono del proyecto deseado. Como se aprecia, la información a mostrar para cada 
proyecto es la siguiente:!
• Título del Proyecto!
• Tipo!
• Coordenadas geográficas en WGS84!
• Nombre y apellido del autor o autores!
• Nombre y apellido del tutor o tutores!
• Descripción!
• Imagen, siempre que se trate de un proyecto dentro del tipo Architectural and Archaeological 
Survey!!
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2.2.3.3 CSS 
El lenguaje CSS o Cascade Style Sheets se usa para definir la presentación del lenguaje HTML, la 
idea es que a través de identificadores HTML el css indique el color, tamaño, posición… En 
definitiva, estilo que tendrán los elementos del html. !
Actualmente existen muchas librerías que proporcionan una colección de clases las cuales se 
añaden al elemento a decorar con la etiqueta class=“”, y le la dan al objeto las propiedades 
definidas en el archivo. !
Se refiere a él como hoja de estilos en cascada, porque ante dos elementos que apuntan al mismo 
objeto con distintas propiedades, prevalece la que está en último lugar. Es por ello que se 
recomienda poner en último lugar el archivo styles.css de tal forma que si hay algún elemento que 
sobrepone algo definido en nuestro archivo, este quedará deprecado.!
Para la realización de este proyecto se han usado 2 librerías de css de forma genérica y 3 más 
para pequeños detalles, más la propia del proyecto.!
A. Bootstrap.css!
A. Librería de css para crear aplicaciones web y mobiles que tengan un formato responsive .!15
B. Leaflet.css!
A. Librería css proporcionada por el framework de desarrollo de mapas dinámicos que se está 
!usando.!
C. Bootstrap-select.css!
A. Librería que conjuntamente con Bootstrap amplia la gama de formularios proporcionados 
por Bootstrap.!
D. Coordinates.css!
A. Da forma al estilo para la visualización de las coordenadas.!
E. Sidebar.css!
A. Define el estilo del efecto que ocurre al pulsar el icono de cualquier proyecto.!
F. Styles.css!
A. Hoja de estilos personalizada, tiene la siguiente estructura:!!
! 1.! body{!   
! 2.!  !   
! 3.!     padding-top: 50px;!   
! 4.! }!   
! 5.! nav > li{!   
! 6.!     display: inline-block;!   
! 7.! }!   
! 8.! #map{!   
! 9.!     height: 550px;!   
 El responsive web design o diseño adaptable es una filosofía del diseño que trata de adaptar la apariencia de las aplicaciones web a 15
tamaño de la pantalla en el que se está visualizando. 
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! ! 
  10.!    margin-bottom: 15px;!
! 11.!}!  
! 12.!.a-images{!  
! 13.!    padding: 0 5px;!  
! 14.!}!  
! 15.!.add-box{!  
! 16.!    margin-top: 25px;!  
! 17.!}!  
! 18.!.form-add{!  
! 19.!    padding-top: 20px;!  
! 20.!}!  
! 21.!.form-add > p > label{!  
! 22.!    display: inherit;!  
! 23.!}!  
! 24.!.form-filter{!  
! 25.!    padding-left: 150px;!  
! 26.!}!  
! 27.!.icon_legend{!  
! 28.!    height: 20px;!  
! 29.!    vertical-align: bottom;!  
! 30.!}!  
! 31.!.inline{!  
! 32.!    width: 100%;!  
! 33.!}!  
! 34.!.label_form{!  
! 35.!    padding-left: 5px;!  
! 36.!    padding-right: 5px;!  
! 37.!}!  
! 38.!.nav-images{!  
! 39.!    height: 30px;!  
! 40.!    width: auto;!  
! 41.!    margin-top: 10px;!  
! 42.! !  
! 43.!}!  
! 44.!.li-final{!  
! 45.!    float: right;!  
! 46.!}!  
! 47.!.li-images{!  
! 48.!    padding: 0;!  
! 49.!    display: inline-block;!  
! 50.!}!  
! 51.!.submit{!  
! 52.!    vertical-align: top;!  
! 53.!}!  
! 54.! !  
! 55.!/* Responsive CSS   */!  
! 56.! !  
! 57.!@media (max-width: 768px){!  
! 58.!body{!  
! 59.!    padding-top: 60px;!  
! 60.!}!  
! 61.! !  
! 62.!.nav-images{!  
! 63.!    margin-top: 0;!  
! 64.!}!  
! 65.!.navbar-nav{!  
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! 66.!    margin: 0 auto;!  
! ! 
67.!     display: inline-flex;!  
! 68.!    table-layout: fixed;!  
! 69.!    float:none;!  
! 70.!}!  
! 71.!}!  
! 72.!@media (max-width: 480px) {!  
! 73.! !  
! 74.!    body{!  
! 75.!        padding-top: 60px;!  
! 76.!    }!  
! 77.!    #map{!  
! 78.!        height: 450px;!  
! 79.!    }!  
! 80.!    .a-images{!  
! 81.!        padding: 1px;!  
! 82.!    }!  
! 83.!    .leaflet-control-layers{!  
! 84.!        width: 200px;!  
! 85.!        height: auto;!  
! 86.!    }!  
! 87.!    .leaflet-control-zoom{!  
! 88.!        display: none;!  
! 89.!    }!  
! 90.!    .li-images{!  
! 91.!        margin-top: 7px;!  
! 92.!    }!  
! 93.! !  
! 94.!    .form-filter{!  
! 95.!        padding-left: 25px;!  
! 96.!    }!  
! 97.!    .form-filter > label {!  
! 98.!        display: inherit;!  
! 99.!    }!  
! 100.!    .nav-images{! 
! 101.!        height: 25px;! 
! 102.!        width: auto;! 
! 103.!        margin-top: 0;! 
! 104.!    }! 
! 105.!}! !
Con “.” se definen las propiedades de las clases y con “#” las de los identificadores. Los media 
queries (@media) ayudan a crear el contenido adaptable pues permiten añadir nuevas 
propiedades en función del ancho del dispositivo. Entre la línea 54 y 67 se encuentran las clases 
para la tabletas y a partir de la línea 69 teléfonos móviles donde el ancho no es superior a 480 
pixeles. !!!!!
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!
!!
Figura 2.6 Vista home desde un dispositivo móbil (360 x 600 pixeles)
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!
!
Figura 2.8 Vista home con la visualización de un proyecto desde una pantalla de 13.3” (1680 x 1050 pixeles)
Figura 2.7 Vista home desde una pantalla de 13.3” (1680 x 1050 pixeles)
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2.2.3.4 JAVASCRIPT 
Javascript se usa para comunicar el backend con el frontend, es decir, el mapa. Como se ha visto 
desde el servidor llegarán tanto los proyectos como la tipología de los mismos y como los filtros 
del formulario.!
Para facilitar el integrado, la librería Leaflet.js aporta todo lo necesario para crear SIGs de alta 
calidad, además su documentación es muy clara por tanto lo más recomendable es siempre 
consultarla ante cualquier duda.!
Como pasaba con los HTMLs, entre llaves se haya el código python, por lo tanto se puede 
declarar una variable javascript pasándole datos desde python con la siguiente estructura.!
var foo = {{python.var}}!
 De esta manera se crean copias de objetos con estructura JavaScript sin modificar los objetos en 
Python. El código tiene la siguiente estructura:!!
Primero se le dice al navegador que el siguiente lenguaje estará en JavaScript.!
! 1.!  <script type="text/javascript">!   
! 2.!  !   !!
Seguidamente, creamos una variable por cada categoría de proyecto fin de carrera con sus 
respectivas propiedades, tales como el icono, el tamaño… Para esto se meten dentro de un objeto 
del tipo L.icon .!16
! 3.!     // Create one var with every job_type with its assigned icon!   
! 4.!     {% for type in job_types %}!   
! 5.!  !   
! 6.!     var {{type.var_name}} = L.icon({!   
! 7.!     iconUrl: '{{type.icon_url}}',!   
! 8.!     shadowUrl:'{{type.shadow_url}}',!   
! 9.!     iconSize: {{type.icon_size}},!   
! 10.!    iconAnchor:{{type.icon_anchor}},!  
! 11.!    popupAnchor:{{type.popup_anchor}},!  
! 12.!    shadowSize:{{type.shadow_size}}!  
! 13.!    });!  
! 14.! !  !
Además, si existen proyectos de ese tipo se instancia a la clase L.LayerGroup() para que 
aparezca en la leyenda.!
! 15.!    // Add to legend layer!  
! 16.!    {% if type.job_set.all %}!  
! 17.!        var control_{{type.var_name}} = new L.LayerGroup();!  
! 18.!    {% endif %}!  
! 19.!    {% endfor %}!  
! 20.! !  
 Todas las opciones disponibles que Leaflet.js ofrece, se pueden consultar en: !16
    http://leafletjs.com/reference.html 
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! ! 
En la variable map será donde se almacenarán todas la propiedades relativas al mapa.!
  21.!    // Declare main var with map data!
! 22.!    var map = L.map('map',{!  
! 23.!        layers: [{% for type in job_types %}{% if forloop.last %}  
control_{{type.var_name}}{% else %}control_{{type.var_name}},{% endif %}{% 
endfor %}]!
! 24.!    }).setView([41.38378, 2.11369], 8);!  
!  ! 
El método setView permite centrar la vista del mapa en la posición indicada, en el caso de este 
proyecto las coordenadas de la escuela.!!
! 26.! !  
! 27.!    // Add OpenStreetMap tile layer!  
! 28.!        var tile = L.tileLayer('http://{s}.tile.openstreetmap.org/{z}/{x}/  
{y}.png', {!
! 29.!        attribution: '<a href="http://openstreetmap.org/  
copyright">OpenStreetMap</a> contributors | ' +!
! 30.!                     '<a href="http://albertpalenzuela.com">Albert   
Palenzuela</a>',!
! 31.!        maxZoom: 20,!  
! 32.!        minZoom: 8!  
! 33.! !  
! 34.!    }).addTo(map);!  !
Con  tileLayer se le pasa a la variable map la capa de OpenStreetMap, pues es la usada en este 
proyecto, no obstante existen numerosos proveedores de mapa que permiten modificar las 
propiedades del mismo para incluirlas en el espacio deseado.!!
Con L.control.coordinates se definen las propiedades del visor de coordenadas del mapa.!
! 36.! !  
! 37.!    // Add the coordinates layer!  
! 38.!    L.control.coordinates({!  
! 39.!        position:"topright",!  
! 40.!        decimals:4,!  
! 41.!        decimalSeperator:".",!  
! 42.!        labelTemplateLat:"Latitude: {y}",!  
! 43.!        labelTemplateLng:"Longitude: {x} | WGS84",!  
! 44.!        enableUserInput:true,!  
! 45.!        useDMS:false,!  
! 46.!        useLatLngOrder: true!  
! 47.!    }).addTo(map);!  
! 48.! !  !!
En las siguientes líneas se itera sobre todos los objetos del tipo Job y se crea una variable por 
cada punto. Esta variable se enlaza con su respectiva variable sidebar_ que será la encargada de 
activarse cuando actúe el evento click.!
! 50.! !  
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! 51.!    // Loading all jobs (The coordinates are transmitted in GeoJson)!  
! 52.!    {% for job in jobs %}!  
! 53.!        var point_{{job.id}} = {{ job.to_wgs84.geojson|safe}};!  
! 54.! !  
! 55.! !  !
! 56.!        var sidebar_{{job.id}} = L.control.sidebar('sidebar-{{ job.id }}',   
{!
! 57.!                        position: 'left'!  
! 58.!    });!  
! 59.! !  
! 60.!        map.addControl(sidebar_{{job.id}});!  
! 61.!                L.geoJson(point_{{job.id}},{!  
! 62.! !  
! 63.!            pointToLayer: function (feature, latlng) {!  
! 64.!                                return L.marker(latlng, {icon:   
{{job.job_type.var_name}}});!
! 65.!                        },!  
! 66.! !  !
En la línea 53 se observa el Templatetag “safe”, puesto que se está renderizando en JavaScript y 
no Django es recomendado usarlo para que este no añada caracteres al string. !!
! 67.!    // Add to every job its assigned data!  
! 68.!    }).addTo(control_{{job.job_type.var_name}}).on('click', function () {!  
! 69.!            sidebar_{{job.id}}.toggle();!  
! 70.!        });!  
! 71.!         map.on('click', function () {!  
! 72.!            sidebar_{{job.id}}.hide();!  
! 73.!        })!  
! 74.! !  !
Mediante la función Toogle de jQuery si controla el efecto aparecer/desaparecer cuando se pulsa 
un elemento del proyecto como descripción, coordenadas…!
! 75.!    // Toggle function manage the display/hide effect in every property of   
the object.!
! 76.!    $(document).ready(function(){!  
! 77.!        $("#coord-{{job.pk}}").click(function(){!  
! 78.!            $("#{{job.pk}}-coord").toggle('slow');!  
! 79.!        });!  
! 80.!        $("#stud-{{job.pk}}").click(function(){!  
! 81.!            $("#{{job.pk}}-stud").toggle();!  
! 82.!        });!  
! 83.!        $("#tutor-{{job.pk}}").click(function(){!  
! 84.!            $("#{{job.pk}}-tutor").toggle();!  
! 85.!        });!  
! 86.!        $("#desc-{{job.pk}}").click(function(){!  
! 87.!            $("#{{job.pk}}-desc").toggle();!  
! 88.!        });!  
! 89.!        $("#url-{{job.pk}}").click(function(){!  
! 90.!            $("#{{job.pk}}-url").toggle();!  
! 91.!        });!  
! 92.!    });!  
! 93.! !  
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! 94.!    {% endfor %}!  
! 95.! !  !
Los tres tipos de filtros actúan de la misma forma, si se ha recibido información desde el servidor, 
se pintan las regiones en una capa azul dentro del mapa. !
! 96.!    // If poly object I add the geometry in a blue layer!  
! 97.!    {% if region_poly %}!  
! 98.!        {% for region in region_poly %}!  
! 99.! !  
! 100.!            var region_poly_{{region.id}} = {{ region.mpoly.geojson| 
safe}};!
! 101.!            L.geoJson(region_poly_{{region.id}},{! 
! 102.! ! 
! 103.!                pointToLayer: function (feature, latlng) {! 
! 104.!                    return L.marker(latlng);! 
! 105.!                },! 
! 106.!            }).addTo(map)! 
! 107.!        {% endfor %}! 
! 108.!    {% endif %}! 
! 109.! ! 
! 110.! ! 
! 111.!    {% if city_poly %}! 
! 112.!        {% for city in city_poly %}! 
! ! 
113.!             var city_poly_{{city.id}} = {{ city.mpoly.geojson|safe}};! 
! 114.!            L.geoJson(city_poly_{{city.id}},{! 
! 115.! ! 
! 116.!                pointToLayer: function (feature, latlng) {! 
! 117.!                    return L.marker(latlng);! 
! 118.!                },! 
! 119.!             }).addTo(map)! 
! 120.!        {% endfor %}! 
! 121.!    {% endif %}! 
! 122.! ! 
! 123.!    {% if province_poly %}! 
! 124.!        {% for province in province_poly %}! 
! 125.!            var province_poly_{{province.id}} = {{ province.mpoly.geojson| 
safe}};!
! 126.!            L.geoJson(province_poly_{{province.id}},{! 
! 127.! ! 
! 128.!                pointToLayer: function (feature, latlng) {! 
! 129.!                    return L.marker(latlng);! 
! 130.!                },! 
! 131.!            }).addTo(map)! 
! 132.!        {% endfor %}! 
! 133.!    {% endif %}! 
! 134.! ! 
! 135.! ! !!
Dentro de overlayMaps se crea un objeto con el tipo de icono y la variable que lo controla, esto 
permite crear una leyenda dinámica, es decir, que pueda usarse de filtro para activar o desactivar 
proyectos en función de su categoría.!
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! 136.!    // This var helps me to manage the legend layer! 
! 137.!     var overlaysMaps = {! 
! 138.!        {% for type in job_types %}! 
! 139.!        {% if forloop.last %}! 
! 140.!        "<img src='{{type.icon_url}}' class='icon_legend'/> <span  
class='my-layer-item'>{{type.name}}</span>": control_{{type.var_name}}!
! 141.!        {% else %}! 
! 142.!        "<img src='{{type.icon_url}}' class='icon_legend'/> <span  
class='my-layer-item'>{{type.name}}</span>": control_{{type.var_name}},!
! 143.!        {% endif %}! 
! 144.!        {% endfor %}! 
! 145.!    };! 
! 146.! ! !
Se indica la posición de la leyenda y la variable declarada anteriormente. !
! 147.!   // If you want to switch between different tiles you can create an  
extra var as overlaysMaps with tiles.!
! 148.!   L.control.layers(null, overlaysMaps,{! 
! 149.!       collapsed:false,! 
! 150.!       position:'bottomright',! 
! 151.!       autoZIndex: true! 
! 152.!   }).addTo(map);! 
! 153.! ! 
! 154.! ! !
Y finalmente se añade la escala dinámica en función del zoom. !
! 155.!   // Adding scale! 
! 156.!   L.control.scale().addTo(map);! 
! 157.! ! 
! 158.! ! 
! 159.!    </script>! !!!!!!
!
!
!
!
!
!
!
!
!
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2.2.4 SETTINGS.PY 
Con el comando:!
$ python manage.py runserver!
Se corre el servidor en ip 127.0.0.1 y puerto 8000 usando el settings que se tiene por defecto. !
Este archivo controla muchos aspectos de la aplicación como el acceso a base de datos, 
configuración de la cache, dirección de los estáticos y distintos aspectos propios de Django. !
Para llevar el proyecto a producción hay que tener en cuenta no usar la misma configuración que 
se tiene por defecto, cada uno de los entornos de trabajo tiene su configuración y características, 
es muy importante tener rigor en este aspecto sino se quieren correr riesgos a nivel de seguridad.!
! 1.! DATABASES = {}!   
! 2.! DATABASES['default']['ENGINE'] = 'django.contrib.gis.db.backends.postgis'!   
! 3.! DATABASES['default']['NAME'] = os.environ['db_name']!   
! 4.! DATABASES['default']['USER'] = os.environ['db_user']!   
! 5.! DATABASES['default']['PASSWORD'] = os.environ[‘db_password']!   !
Como el código del proyecto estará en un repositorio local, es importante por ejemplo almacenar 
la configuración de la base de datos en variables de entorno. Las variables de entorno son 
variables que se almacenan en el entorno virtual y permiten guardar información lejos del 
repositorio del código.!
Para que Django envíe un email cuando haya un fallo en el servidor hay que configurar el 
proveedor de IMAP.!
! 1.! # Mail configuration!   
! 2.! EMAIL_HOST = 'smtp.gmail.com'!   
! 3.! EMAIL_HOST_USER = os.environ['email_user']!   
! 4.! EMAIL_HOST_PASSWORD = os.environ['email_password']!   
! 5.! EMAIL_PORT = 587!   
! 6.! EMAIL_USE_TLS = True!   
! 7.! DEFAULT_FROM_EMAIL = os.environ['server_email']!   
! 8.! SERVER_EMAIL = os.environ[‘server_email']!   !!!!!
Con la siguiente estructura, el proyecto está listo para deploy, es decir, subirse a producción:!!!!!!!!
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!!!!!!!!!!!!
!
!
!
!
!
!
!
!
!
!
!
!
!
!
!
!
!
!
!
Figura 2.10 Árbol de ficheros final
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2.2.5 DEPLOY 
Deploy o puesta en producción es el proceso de llevar una aplicación web del local en el que ha 
sido desarrollada a un entorno preparado para ser visualizada desde internet. Cuando se trabaja 
en desarrollo se suele trabajar con un servidor local al que se accede a la web, (este servidor 
normalmente se accede a través de la ip 127.0.0.1 y el puerto 8000), en desarrollo se require 
instalar en un servidor externo que proporciona una ip pública desde la cual acceden los usuarios.  !
Por ejemplo la ip pública de google.com:!
$ PING google.com (173.194.34.226): 56 data bytes!
Dicho esto, queda claro que es necesario poseer un dominio apuntando a la ip que ha 
proporcionado el proveedor de Hosting. A continuación se describirán los pasos para llevar este 
proyecto a producción. !
Aunque hay diversas formas de crear un servidor, para este caso se hará con un ordenador con 
Ubuntu* y acceso SSH*.!!
2.2.5.1 MERCURIAL 
Antes para alojar el código de una aplicación este se copiaba mediante el protocolo FTP* al 
servidor proporcionado, ahora se utiliza lo que se conoce como sistema de control de versiones. 
Este sistema ayuda a tener el código organizado en un repositorio y proporciona muchas 
herramientas para que en caso de fallo se pueda volver rápidamente a una versión anterior. Para 
alojarlo previamente se ha creado un repositorio para Python en bitbucket.com, este es de 
carácter privado por lo que el acceso es restringido. !
Su dirección es: https://bitbucket.org/palen/pfc!
Los pasos para trasladar el local al repositorio son bien sencillos:!
$ hg init!
Mercurial crea todos los archivos necesarios.!
$ vim .hgignore Este archivo se utiliza para nombrar los ficheros que quedan fuera del repositorio, 
en este caso el local_settings, el catalonia.json que contiene todos los puntos de Cataluña y el 
contenido de la carpeta shp.!
$ hg ci -m ‘First commit’!
$ hg push https://bitbucket.org/palen/pfc!!!!!!!
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2.2.5.2 CREAR EL SERVIDOR CON GUNICORN, NGINX Y SUPERVISOR 
El proceso de crear la base de datos y el entorno virtual es el mismo que anteriormente, por lo que 
simplemente hay que repetirlo.!
Una vez creado el entorno virtual hay que proceder a instalar los requerimientos para poder 
ejecutar Django, este archivo está dentro del repositorio y se ha creado con:!
$ pip freeze > requirements.txt!
Ahora para instalarlo:!
$ pip install -r requirements.txt!!
2.2.5.2.1 GUNICORN 
Gunicorn es el WSGI* (web server gateway interface) que se va a utilizar. Un WSGI es la!
manera en la aplicación se va a comunicar con el servidor web.!
! 1.! # Instalar gunicorn!   
! 2.! $ pip install gunicorn!   
! 3.! # Agregar gunicorn dentro de INSTALLED_APPS(settings.py)!   
! 4.! $ vim map/settings.py!   
! 5.! INSTALLED_APPS ={!   
! 6.! ...!   
! 7.! 'gunicorn',!   
! 8.! ...!   
! 9.! }!   
! 10.!# Probar gunicorn!  
! 11.!$ ./manage.py run_gunicorn -w 4 -k gevent!  !!
2.2.5.2.2 SUPERVISOR 
Supervisor va a administrar los servicios de Gunicorn. Para esto se deberá escribir el archivo de 
configuración gunicorn.conf. Supervisor permite de entre otras cosas, reiniciar el servidor, 
apagarlo, encenderlo o por ejemplo programarlo para que automáticamente se inicie si se 
reiniciase la maquina que sirve el proyecto. !
! 1.! # Instalar supervisor!   
! 2.! $ sudo apt-get install supervisor!   
! 3.! # Para la configuración de celeryd!   
! 4.! # En /etc/supervisor/conf.d/celeryd.conf escribir!   
! 5.! [program:gunicorn]!   
! 6.! command = /var/www/.virtualenvs/pfc/!   
! 7.! bin/python /var/www/pfc/manage.py!   
! 8.! run_gunicorn -w 4 -k gevent!   
! 9.! directory = //var/www/pfc/!   
! 10.!user = root!  
! 11.!autostart = true!  
! 12.!autorestart = true!  
! 13.!stdout_logfile = /var/log/supervisor/gunicorn.log!  
! 14.!stderr_logfile = /var/log/supervisor/gunicorn_err.log!  !!
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2.2.5.2.3 NGINX 
Nginx es un servidor web HTTP de código abierto que permite equilibrar la carga entre los 
servidores backend, además es el encargado de servir los archivos estáticos de la aplicación. !
! 1.! # Instalar nginx!   
! 2.! $ sudo apt-get install nginx!   
! 3.! # Crear y editar los archivos de configuración para nginx!   
! 4.! # Remover el enlace simbólico que está por defecto!   
! 5.! $ sudo rm /etc/nginx/sites-enabled/default!   
! 6.! # Crear un nuevo archivo de configuración y hacerle un enlace!   
! 7.! #simbólico!   
! 8.! $ sudo touch /etc/nginx/sites-available/pfc!   
! 9.! $ cd /etc/nginx/sites-enabled!   
! 10.!$ sudo ln -s ../sites-available/pfc!  
! 11.!# Editar el archivo de configuración!  
! 12.!$ vim /etc/nginx/sites-available/pfc!  
! 13.!# Así se debe ver el archivo!  
! 14.!# Definir un servidor upstream llamado gunicorn en el puerto 8000!  
! 15.!upstream gunicorn {!  
! 16.!server localhost:8000;!  
! 17.!}!  
! 18.!server {!  
! 19.! !  
! 20.!listen 80;!  
! 21.!server_name subdominio.upc.com;!  
! 22.! !  
! 23.!client_max_body_size 4G;!  
! 24.! !  
! 25.!access_log /etc/pfc/logs/nginx-access.log;!  
! 26.!error_log /etc/pfc/logs/nginx-error.log;!  
! 27.!location /static/ {!  
! 28.!root /var/www/pfc//static/;!  
! 29.!}!  
! 30.!location /media/ {!  
! 31.!root /var/www/pfc/media/;!  
! 32.!}!  
! 33.! !  
! 34.!location / {!  
! 35.!# an HTTP header important enough to have its own Wikipedia entry:!  
! 36.!# http://en.wikipedia.org/wiki/X-Forwarded-For!  
! 37.!proxy_set_header X-Forwarded-For $proxy_add_x_forwarded_for;!  
! 38.! !  
! 39.!# enable this if and only if you use HTTPS, this helps Rack!  
! 40.!# set the proper protocol for doing redirects:!  
! 41.!# proxy_set_header X-Forwarded-Proto https;!  
! 42.! !  
! 43.!# pass the Host: header from the client right along so redirects!  
! 44.!# can be set properly within the Rack application!  
! 45.!proxy_set_header Host $http_host;!  
! 46.! !  
! 47.!# we don't want nginx trying to do something clever with!  
! 48.!# redirects, we set the Host: header above already.!  
! 49.!proxy_redirect off;!  
! 50.! !  
! 51.!# set "proxy_buffering off" *only* for Rainbows! when doing!  
! 52.!# Comet/long-poll stuff. It's also safe to set if you're!  
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! 53.!# using only serving fast clients with Unicorn + nginx.!  
! ! 
54.! # Otherwise you _want_ nginx to buffer responses to slow!  
! 55.!# clients, really.!  
! 56.!# proxy_buffering off;!  
! 57.! !  
! 58.!# Try to serve static files from nginx, no point in making an!  
! 59.!# *application* server like Unicorn/Rainbows! serve static files.!  
! 60.!if (!-f $request_filename) {!  
! 61.!proxy_pass http://subdominio.upc.com;!  
! 62.!break;!  
! 63.!}!  
! 64.!}!  
! 65.! !  
! 66.!# Error pages!  
! 67.!error_page 500 502 503 504 /500.html;!  
! 68.!location = /500.html {!  
! 69.!root /var/www/pfc//static/;!  
! 70.!}!  
! 71.!}!  !
Una vez seguidos todos los pasos, solo falta ejecutar:!
$ python manage.py collectstatic  !
#Con este comando Django recupera todos los archivos estáticos y los deposita en la carpeta /var/
www/pfc/static/!
$ sudo service supervisorctl map start!
# Y la aplicación estará corriendo en el subdominio proporcionado. !!!!!!!!!!!!!!!!
!
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2.2.6 DEMO 
2.2.6.1 ANONYMOUS USER 
Realmente tanto por dispositivo móvil como por pc, el usuario anónimo solo puede acceder a la 
vista principal. En esta cuando entra por GET ve todos los proyectos:!
Figura 2.11 Vista principal
Figura 2.12 Uso del formulario de la parte inferior.
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El formulario permite filtrar por ciudades, provincias y comarcas de forma simultánea.!
!
Además la leyenda funciona como un filtro por tipología de proyecto.!
Figura 2.13 Proyectos filtrados por los tres tipos de selectores.
Figura 2.14 Filtrado solo por proyectos del tipo Civil Engineering
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Si se hace click en el icono de proyecto, este muestra su información en una nueva venta que 
aparece en la parte izquierda.!
!
La capa que muestra las coordenadas en las que se encuentra el cursor es interactiva.!!
!
!
 
!
!
!
!
!
!
 
!
!
Figura 2.15 Detalles de proyecto.
Figura 2.16 Se pueden añadir puntos con coordenadas personalizadas.
Figura 2.17 Punto añadido por un usuario.
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2.2.6.2 STAFF USER 
El usuario con permisos de staff puede, además de los mostrado anteriormente, acceder al 
administrador y a la vista de añadir un nuevo proyecto.!
Figura 2.18 Permite añadir un nuevo proyecto a la base de datos.
Figura 2.19 Vista del administrador.
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3. CONCLUSIONES / RECOMENDACIONES 
Normalmente cuando se desarrolla algún tipo de aplicación de software se suele añadir tras el 
nombre de la misma un número a modo de revisión, este permite identificar en que fase del 
desarrollo de software se encuentra la aplicación. Actualmente la aplicación aquí descrita cumple 
con todos los requisitos y objetivos que se propusieron en la propuesta, tales como, crear una 
base de datos PostGIS con información geográfica de los proyectos de final de carrera 
desarrollados en la EPSEB,  integración con OpenStreetMaps, capacidad de hacer filtros basados 
en referencias geográficas, creación de un panel de administración para el posterior 
mantenimiento, resolución adaptaba a dispositivos móviles e una interfaz amigable.!!
No obstante, aún quedan varias actualizaciones que mejorarían la calidad del proyecto y las 
reservo para futuras revisiones:!
• Reemplazar el código JavaScript del HTML para llevarlo a un fichero .js. !
• Hacer la consultas a la base de datos mediante AJAX*, y así evitar tener que recargar la página.!
• Construir una nueva vista en la que poder hacer transformación de coordenadas.!
• Crear diversas capas además de la de OpenStreetMaps!
• Añadir más simbología para dar cabida a más tipos de proyectos!!
Por lo dicho anteriormente y aún dejando constancia del nivel de mejora que se puede 
implementar en el proyecto, creo dar por finalizada la versión 1.0.!!!
!
!
!
!
!
!
!
!
!
!
!
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