












































































































































































Diplomska	 naloga	 obravnava	 načine	 optimiranja	 spletnih	 aplikacij	 v	 brskalniku.	 Poudarek	 je	 na	
optimiranju	 njihovih	 elementov,	 ki	 posredno	 ali	 neposredno	 vplivajo	 na	 uporabniško	 izkušnjo,	 ki	












Poseben	 poudarek	 sem	 dal	 na	 osnovno	 nalogo	 vsakega	 brskalnika,	 to	 je	 upodabljanje	 spletnih	
dokumentov.	Sodobne	aplikacije	so	postale	grafično	bogate,	saj	tekmujejo	z	uporabniško	izkušnjo,	ki	
jim	jo	lahko	zagotovijo	klasične	aplikacije	z	neposredno	podporo	operacijskega	sistema.	To	pomeni,	da	




zmanjšanje	 potrebnega	 števila	 strojnih	 virov,	 izboljšanje	 uporabniške	 izkušnje,	 zmanjšanje	 količine	
prenesenih	podatkov,	izboljševanje	razširljivosti	itd.	Ti	cilji	se	lahko	med	seboj	prepletajo.	Zmanjšanje	
količine	 prenesenih	 podatkov,	 na	 primer,	 pozitivno	 vpliva	 na	 uporabniško	 izkušnjo,	 saj	 se	 manjše	
količine	 podatkov	 prenesejo	 hitreje.	 Po	 drugi	 strani	 pa	 se	 nekatera	 optimiranja	 izključujejo.	 Tako	
stiskanje	podatkov	bistveno	zmanjša	količino	podatkov,	potrebnih	za	prenos,	a	po	drugi	strani	poveča	
potrebo	po	procesni	moči.	Zato	je	zelo	pomembno,	da	vemo,	kaj	želimo	z	optimiranjem	doseči.	V	tem	
diplomskem	 delu	 sem	 vsa	 optimiranja	 presojal	 po	 tem,	 koliko,	 če	 sploh,	 so	 izboljšala	 vrednosti	
parametrov,	ki	vplivajo	na	uporabniško	izkušnjo.	
V	praktičnem	delu	sem	izboljšave,	opisane	v	teoretičnem	delu,	preizkusil	v	aplikaciji.	Rezultati	so	bili	
dobri,	 se	 je	 pa	 jasno	 pokazalo,	 da	 imajo	 spletne	 tehnologije	 določene	 omejitve,	 ki	 so	 večinoma	
	posledica	odločitev	iz	začetnih	let	razvoja	brskalnika.	Takšnih	primerov	je	veliko,	eden	izmed	njih	pa	je	
dejstvo,	 da	 se	 HTML	 (hiperbesedilo,	 ang.	 hypertext	 markup	 language),	 CSS	 (prekrivni	 slogi,	 ang.	
cascading	style	sheets)	in	JavaScript	koda	spletne	aplikacije	tolmačijo	in	ne	prevajajo	v	binarno	kodo,	
kar	 se	 odraža	 v	 počasnejšem	 delovanju,	 saj	 se	 tolmačenje	 izvaja	 ob	 vsaki	 zahtevi	 po	 spletnem	
dokumentu,	 prevajanje	 pa	 je	 enkratno.	 Tudi	 zaradi	 omenjenega	 je	 zelo	 težko	 zagotoviti	 podobno	
uporabniško	 izkušnjo,	 kot	 jo	 ponujajo	 aplikacije,	 ki	 delujejo	 z	 neposredno	 podporo	 operacijskega	




















how	 to	 achieve	 it.	 The	 optimizations	 are	 grouped	 into	 three	 categories:	 optimizing	 of	 loading,	
optimization	of	 JavaScript	 scripts	and	optimizing	of	 rendering.	 In	 the	 last	part	of	 the	 thesis,	 all	 the	
described	optimizations	are	tested	on	a	real	single-page	application.	Overall,	most	of	the	presented	
optimizations	improved	the	user	experience.	















(brskalnika)	 pojavil	 skupek	 tehnologij,	 poimenovan	 AJAX	 (asinhroni	 JavaScript	 in	 XML,	 ang.	
asynchronous	JavaScript	and	extensible	markup	language),	ki	je	omogočil,	da	se	je	delček	spletne	strani	
nadgradil	 z	 novo	 vsebino	 s	 strežnika,	 ne	 da	 bi	 za	 to	 potrebovali	 osvežitev	 celotne	 spletne	 strani.	
Tehnično	 gledano	 AJAX	 pomeni	 uporabo	 objekta	 XMLHttpRequest	 za	 asinhrono	 komunikacijo	 s	
strežnikom,	označevalna	jezika	XML	ali	JSON	(ang.	JavaScript	object	notation)	za	zapis	podatkov,	ki	si	
jih	izmenjata	strežnik	in	brskalnik,	ter	HTML	in	CSS	za	predstavitev	teh	podatkov	in	mehanizma	DOM	
(ang.	 document	 object	 model)	 za	 osvežitev	 dela	 spletne	 strani	 brez	 ponovnega	 nalaganja	 celotne	
strani.	Vse	naštete	tehnologije	je	potrebno	povezati	med	seboj,	kar	naredimo	s	programskim	jezikom	
JavaScript	[3].		
Asinhrono	 nalaganje	 podatkov	 s	 strežnika	 je	 zelo	 spodbudilo	 tudi	 spremembe	 v	 načinu	 podajanja	
informacij	s	strežnika.	V	prvi	generaciji	spleta	je	večinoma	veljalo,	da	strežnik	pripravi	celotno	spletno	











imeti	 aplikacije	 z	 zelo	 aktivnimi	 uporabniki.	 Za	 ponazoritev	 si	 lahko	 predstavljajmo	 uporabniško	
izkušnjo	novičarske	spletne	strani,	ki	ima	anketo.	V	kolikor	se	uporabniku	ob	glasovanju	osveži	celotna	
stran	 in	ne	 le	 del,	 ki	 prikaže	 rezultate	 ankete,	 je	 izkušnja	 v	 prvem	primeru	 slabša,	 saj	 je	 praviloma	
potreben	 daljši	 čas	 nalaganja,	 poleg	 tega	 pa	 se	 ob	 ponovnem	 nalaganju	 pogosto	 spremeni	 tudi	





• Za	 navigacijo	 po	 spletni	 strani	 se	 uporablja	 HTML5	 History	 API	 ali	 povezave	 s	 sidri	 (ang.	
anchors).	
• Vsebina	 spletne	 strani	 je	 večinoma	 sestavljena	 iz	 posameznih	 delčkov,	 ki	 se	 naložijo	



















ki	 je	 uspel	 združiti	 najrazličnejše	 tehnologije	 takratnega	 časa	 v	 spletni	 brskalnik.	 Prvi	 pravi	 grafični	





Eden	 izmed	 brskalnikov,	 ki	 je	 poskrbel,	 da,	 kljub	 monopolnemu	 položaju	 Microsofta	 na	 trgu	
brskalnikov,	 inovacije	 in	 razvoj	 niso	 zastali,	 je	 bil	 Mozilla	 Firefox.	 Razvoj	 tega	 brskalnika	 je	 začelo	
podjetje	Netscape,	 kjer	 so	poskušali	 izdelati	 konkurenčen	brskalnik	na	osnovi	odprte	 kode.	 Že	 zelo	
zgodaj	je	ponudil	nekatere	funkcionalnosti,	ki	se	danes	zdijo	samoumevne,	kot	so	na	primer	zavihki,	in	
si	na	ta	način	pridobil	veliko	zvestih	uporabnikov.		
Podobno	 kot	 Firefox	 tudi	 Safari	 ni	 brskalnik,	 ki	 bi	 kadarkoli	 imel	 ogromen	 delež	 med	 uporabniki	
namiznih	brskalnikov	(Slika	3).	Kljub	temu	pa	je	zelo	vplival	na	trg,	saj	je	jedro	Safarija,	ki	se	imenuje	
WebKit,	 odprtokodno	 in	osnova	 za	 številne	druge	brskalnike,	med	drugim	 za	Google	Chrome,	 ki	 je	
danes	 prva	 alternativa	 Internet	 Explorerju	 na	 namiznih	 operacijskih	 sistemih	 (Slika	 2).	 Z	 razcvetom	









odjemalcu,	 to	 je	 brskalniku.	 Med	 drugim	 je	 z	 njim	 mogoče	 asinhrono	 komunicirati	 s	









temelji	 na	 arhitekturi	 strežnika	 in	odjemalca.	V	praksi	 to	pomeni,	 da	odjemalec	 (na	primer	
brskalnik)	 sproži	 HTTP	 zahtevo	 do	 strežnika,	 ta	 pa	 lahko	 v	 imenu	 odjemalca	 izvede	 neko	
opravilo	ali	pa	mu	odgovori	z	vsebino.	
2.3 Zgradba	in	delovanje	brskalnika	
Brskalnik	 je	 kompleksna	programska	oprema,	 ki	 se	neprestano	 razvija	 in	 izpopolnjuje.	Brskalniki	 so	
lahko	 popolnoma	 odprtokodni	 (Mozilla	 Firefox,	 Chromium),	 popolnoma	 zaprtokodni	 (Internet	














Prvi	korak,	potreben	za	prikaz	 spletne	strani,	 je	nalaganje	vseh	njenih	sestavnih	delov	 (virov).	Ti	 se	
lahko	nahajajo	lokalno,	denimo	na	trdem	disku,	večinoma	pa	so	naloženi	na	spletnih	strežnikih.	Količina	
virov,	potrebnih	za	prikaz	sodobnih	spletnih	strani	in	aplikacij,	ni	zanemarljiva.	Raziskave	organizacije	
HTTP	Archive	 iz	 začetka	 leta	2013	kažejo,	da	sodobna	spletna	stran	v	povprečju	naloži	deset	HTML	
dokumentov	(52	kB),	55	slik	(812	kB),	15	JavaScript	dokumentov	(216	kB),	pet	CSS	dokumentov	(36	kB)	
in	še	pet	ostalih	virov	(195	kB)	[6].	V	kolikor	brskalnik	dlje	časa	obtiči	pri	nalaganju	ključnih	virov,	bo	
blokirana	 celotna	 aplikacija,	 kar	 negativno	 vpliva	 na	 uporabniško	 izkušnjo.	 Posledično	 se	 je	 del	
brskalnika,	ki	skrbi	za	nalaganje	virov,	iz	preprostega	mehanizma	za	nalaganje	virov	razvil	v	kompleksno	







nivo,	 ki	 skrbi	 za	 varnost.	 Na	 koncu	 pa	 je	 nivo,	 kjer	 brskalnik	 upravlja	 z	 vtičnicami	 (ang.	 sockets)	
raznoraznih	 protokolov,	 najpogosteje	 pa	 je	 uporabljen	 protokol	 TCP	 (ang.	 transmission	 control	
protocol)		[8].		
Za	 razvijalce	 spletnih	 aplikacij	 je	 pomembno,	 da	 se	 lahko	 maksimalno	 osredotočijo	 na	 razvoj	
funkcionalnosti	 svojega	 izdelka.	 Zato	 je	 zelo	 dobrodošlo,	 da	 brskalnik	 sam	 poskrbi	 za	 upravljanje	
povezav	na	nižjih	nivojih.	V	praksi	to	pomeni,	da	razvijalcu	aplikacije	ni	potrebno	izbirati	transportnega	
protokola,	 na	 primer	 TCP	 ali	 UDP	 (ang.	 user	 datagram	 protocol),	 izvajati	 DNS	 (ang.	 domain	 name	
system)	 poizvedb,	 skrbeti	 za	 izolacijo	 zahtevkov	 med	 posamičnimi	 aplikacijami,	 implementirati	
predpomnenja	(ang.	cache),	razvrščanja	na	podlagi	prioritet	itd.	Kljub	temu	je	zelo	pomembno,	da	se	






















vir	 že	obstaja,	uporabi	njegovo	 lokalno	kopijo.	Če	pa	vir	ni	na	 voljo	 v	predpomnilniku,	ga	brskalnik	
zahteva	 od	 strežnika.	 Ko	 brskalnik	 dobi	 zahtevani	 vir,	 ga	 samodejno	 doda	 v	 predpomnilnik,	 če	
preneseni	vir	to	dovoljuje.		
Mrežni	 nivo	 brskalnika	 skrbi	 tudi	 za	 avtentikacijo,	 upravljanje	 sej	 in	 piškotov.	 Gre	 za	 pomembne	
mehanizme	skoraj	vsake	sodobne	aplikacije,	za	katere	mora	brskalnik	zagotoviti,	da	delujejo	na	nivoju	




















tudi	 vrsto	 drugih	 dokumentov,	 na	 primer	 PDF	 dokumente	 in	 multimedijske	 vsebine,	 zapisane	 v	
formatih	mpeg,	jpeg,	gif	itd.	Čeprav	na	trgu	obstaja	razmeroma	veliko	brskalnikov,	pa	je	pogonov	za	





2. Grajenje	 upodobitvenega	 drevesa	 (ang.	 rendering	 tree)	 –	 to	 drevo	 je	 pravzaprav	 skupek	
pravokotnikov	z	vizualnimi	lastnostmi,	kot	so	barve	in	dimenzije.	
3. Računanje	velikosti	in	postavitve	elementov.	Po	tem,	ko	že	vemo,	koliko	in	katere	pravokotnike	












Vzporedno	 z	 gradnjo	 DOM	 drevesa	 brskalnik	 gradi	 tudi	 upodobitveno	 drevo	 (ang.	 render	 tree),	








kar	 pomeni,	 da	 zna	 izrisati	 pisave,	 slike,	 barve	 ozadja	 in	 podobno.	 Poleg	 tega	 se	 zna	 objekt	 tudi	



















elementa,	 ki	 ima	 vrednost	 atributa	 display	 nastavljeno	 na	 medvrstični	 prikaz	 (inline),	 vstavimo	
	 18	










Grajenje	 upodobitvenega	 drevesa	 zahteva	 predhodno	 računanje	 vizualnih	 lastnosti	 vsakega	
upodobitvenega	objekta	(ang.	style	computation).	Podatki	o	slogu	pridejo	iz	različnih	virov,	na	primer	
iz	medvrstičnega	sloga,	podanega	v	atributu	style,	 iz	 različnih	atributov	HTML	ali	pa	 iz	zunanjih	CSS	








3. Tudi	po	 tem,	ko	so	vsa	pravila	 za	 selektor	najdena,	 se	 lahko	zgodi,	da	obstaja	več	pravil,	 ki	
nastavljajo	 isto	 lastnost.	Potreben	 je	mehanizem,	ki	določi,	katero	pravilo	 ima	prednost.	Ta	
mehanizem	je	precej	kompleksen	in	posledično	upočasnjuje	gradnjo	upodobitvenega	drevesa.	
Brskalniki	omenjene	 izzive	 rešujejo	na	 različne	načine.	WebKit	na	primer	uporablja	 koncept	delitve	
podatkov	o	slogih	 (ang.	 sharing	style	data),	 s	katerim	zmanjša	potrebo	po	spominu.	To	pomeni,	da	
lahko	različna	vozlišča	v	DOM	drevesu	uporabljajo	iste	objekte	z	informacijami	o	slogu.	Da	pa	se	takšna	
																																								 																				




























Razreševanje	 zunanjih	 in	 notranjih	 slogovnih	 elementov	 pa	 je	 težje,	 zato	 se	 brskalniki	 poslužujejo	
različnih	metod,	s	katerimi	dosežejo	večjo	učinkovitost	in	posledično	lahko	elemente	hitreje	upodobijo.	
Najbolj	znana	metoda,	ki	jo	uporabljata	tako	Firefox	kot	WebKit,	po	razčlenitvi	slogov	pravila	dodaja	v	
različne	 skupine	 preslikav	 (ang.	 hashmaps)	 glede	na	 selektor.	 Selektor	#abc	 a	 .red	 bi	 bil	 na	 primer	
dodan	v	 skupino,	kjer	 so	selektorji	 razreda,	saj	 je	 zadnji,	najožji	 izbor	elementov,	ki	ustrezajo	 temu	








objekta.	 Pri	 razrešitvi	 dileme,	 katero	definicijo	 izbrati,	 si	 brskalnik	 pomaga	 s	 t.i.	 kaskadnim	vrstnim	




















Če	 zlepimo	 vrednosti	 spremenljivk	 a,	 b,	 c	 in	 d,	 dobimo	 specifičnost	 selektorja.	 Številski	 sistem,	 v	



















































• V	 prvem	 koraku	 se	 izračuna	 širina	 okvirja	 (ang.	 container),	 v	 katerem	 se	 upodobitveni	
objekt	 nahaja.	 Širino	 dobimo	 tako,	 da	 od	 maksimalne	 širine	 odštejemo	 polnilo	 (ang.	
padding),	rob	(ang.	border)	in	drsnik	(ang.	scrollbar).	
• Širina	upodobitvenega	objekta	je	definirana	kot	CSS	lastnost	width.	V	kolikor	je	podana	v	

















background	color),	nato	sledi	 izris	slike	v	ozadju.	Naslednji	korak	 je	barvanje	roba,	nato	otrok	 in	na	
koncu	še	CSS	obrobe	(ang.	CSS	outline)	[11].		
2.3.4 JavaScript	pogon	




• Z	 vnaprejšnjim	 prevajanjem	 v	 strojno	 kodo.	 Izvajalno	 okolje	 prejme	 program,	 ki	 je	 že	
preveden	 v	 strojno	 kodo,	 kar	 pomeni,	 da	 ni	 tako	 pomembno,	 kako	 dolgo	 se	 izvorna	 koda	




razvijalcu	 ni	 potrebno	 vedno	 znova	 vnaprej	 prevajati	 programa,	 je	 razvijanje	 takšnih	
programov	lahko	hitrejše.	Na	drugi	strani	je	izvajanje	takšnih	programov	običajno	počasnejše,	
saj	v	času	prevajanja	ni	mogoče	uporabiti	tehnik,	s	katerimi	lahko	dosežemo	optimalno	strojno	




temu	 namenjene	 JavaScript	 pogone:	 Chrome/Chromium	 ima	 V8,	 Firefox	 SpiderMonkey,	 Internet	
Explorer	 pa	 Chakro.	 Zlasti	 na	 mobilnih	 napravah	 je	 pomemben	 tudi	 pogon	 JavaScriptCore,	 ki	 ga	
uporablja	Safari.		
2.3.4.1 Razvoj	arhitekture	prevajalnikov	

















function Point(x, y) { 
 //inicializacija lastnosti objekta v njegovem konstruktorju 
  this.x = x; 
  this.y = y; 
} 
//ustvarjanje novih objektov 
var p1 = new Point(11, 22); 
var p2 = new Point(33, 44); 
// Do te točke imata p1 in p2 skupen skriti razred. 
p2.z = 55;  
// Objektu p2 je dodana lastnost z, zato objekta p1 in p2 nimata več skupnega skritega 














(ang.	 tagging),	 s	 katero	 ima	 pogon	 na	 voljo	 preprost	 mehanizem,	 s	 katerim	 hitro	 identificira	
spremenljivke,	ki	so	številskega	tipa,	posledično	pa	lahko	za	ta	tip	spremenljivke	uporabi	optimirano	




























function add(x, y) { 
  return x + y; 
} 
add(1, 2);      // funkcija add je monomorfna 
add("a", "b");  // funkcija add postane polimorfna, njeno izvajanje pa počasnejše 
Polimorfizem	je	orodje,	ki	programerjem	poenostavi	programiranje,	vendar	pa	je	cena	takšnega	načina	











bistveno	 pod	 60,	 to	 negativno	 vpliva	 na	 dojemanje	 uporabniške	 izkušnje.	 Zato	 ima	 model	 RAIL	
zastavljen	cilj,	da	aplikacija	izriše	animacije	na	zaslon	z	vsaj	60	sličicami	na	sekundo.	
3.1.3 Aplikacija	naj	izvaja	računsko	zahtevna	opravila	v	času	mirovanja	
Čas	 mirovanja	 aplikacije	 je	 čas,	 ko	 se	 ne	 izvaja	 nobena	 animacija,	 ali	 opravilo	 kot	 posledica	
uporabnikovega	 dejanja.	 Ta	 čas	 lahko	 izkoristimo	 za	 dokončanje	 nekaterih	 nalog	 v	 ozadju,	 denimo	
naložimo	dodatno	vsebino.	Pri	tem	moramo	paziti,	da	dela	ne	izvajamo	v	intervalih,	daljših	od	50	ms,	























ki	 jih	 strežnik	pošlje	brskalniku,	 stisnjeni	 z	brezizgubnim	kompresijskim	algoritmom,	ki	ga	 razumeta	








1. Najprej	 brskalnik	 pošlje	 HTTP	 zahtevek	 s	 poljem	 Accept-Encoding,	 s	 katerim	 pove,	 katere	
kompresijske	postopke	razume:	
GET /encrypted-area HTTP/1.1 
Host: www.example.com 
Accept-Encoding: gzip, deflate 
2. V	 kolikor	 strežnik	 podpira	 enega	 od	 navedenih	 kompresijskih	 postopkov,	 stisne	 vsebino	 z	
ustreznim	algoritmom	in	odgovori	z:	
HTTP/1.1 200 OK 
Date: mon, 5 Jan 2016 22:38:34 GMT 
Server: Apache/1.3.3.7 (Unix)  (Red-Hat/Linux) 
















Z	odstranjevanjem	odvečne	 vsebine	 lahko	 zmanjšamo	 velikost	 JavaScript	 dokumenta,	 pri	 čemer	 se	
funkcionalnost	aplikacije	ne	spremeni.	Tipični	primeri	so	odstranjevanje	komentarjev	in	presledkov	v	
kodi,	 odstranjevanje	 neuporabljene	 kode	 ter	 uporaba	 krajših	 imen	 za	 spremenljivke	 in	 funkcije.	
Postopek	 je	 podoben	 stiskanju,	 vseeno	 pa	 je	 med	 njima	 bistvena	 razlika.	 Pri	 stiskanju	 je	 vedno	




























stisniti	 s	 preizkušanjem	 različnih	 kombinacij	 strategij.	 Ker	 je	 vseh	 kombinacij	 preveč,	 pngcrush	
uporablja	 posebne	 hevristike,	 s	 katerimi	 izbere	 kombinacije,	 za	 katere	 obstaja	 večja	 verjetnost,	 da	
prinesejo	dober	rezultat	[18].	Kot	rezultat	program	vrne	najmanjšo	sliko.	
Poleg	opisanega	postopka	pngcrush	lahko	opravi	še	naslednje	izboljšave:	






oglaševanje	 ipd.	 Ko	 enkrat	 ustvarimo	 piškotek	 na	 domeni,	 se	 ta	 pošlje	 strežniku	 ob	 vsakem	 HTTP	
zahtevku	 na	 to	 domeno.	 Čeprav	 ne	 gre	 za	 veliko	 podatkov,	 pa	 je	 piškotek	 nesmiselno	 pošiljati	 na	
strežnik,	v	kolikor	ga	ta	ne	potrebuje.	Strežnik	na	primer	ne	potrebuje	piškotkov	za	strežbo	statičnih	
vsebin,	kot	so	slike	in	skripte,	zato	je	zato	takšne	vsebine	smiselno	servirati	z	druge	domene,	saj	se	na	
ta	 način	 samodejno	 znebimo	 piškotkov.	 Če	 se	 na	 primer	 neka	 aplikacija	 nahaja	 na	 domeni	
www.domena.com,	lahko	vsebino,	ki	potrebuje	piškotke,	serviramo	s	te	domene,	statično	vsebino	pa	
serviramo	 z	 domene	 static.domena.com.	 V	 primeru,	 da	 je	 ustvarjen	 piškotek	 za	 vrhnjo	 domeno	
domena.com,	potem	opisan	način	ne	bo	deloval,	zato	moramo	registrirati	novo	domeno.	
Vendar	pa	je	potrebno	biti	pazljiv,	katere	vire	nalagamo	z	druge	domene.	Kot	je	opisano	v	poglavju	o	
upodabljanju	 HTML	 dokumenta,	 se	 spletna	 stran	 ne	 izriše,	 vse	 dokler	 niso	 naloženi	 vsi	 slogi.	 S	
premikom	CSS	dokumenta	na	drugo	domeno	lahko	podaljšamo	čas,	ki	je	potreben,	da	se	ta	naloži,	saj	
je	potrebna	dodatna	DNS	poizvedba	in	ločena	TCP	povezava.	V	primeru,	da	vsebino	serviramo	preko	






Vnaprejšnje	 nalaganje	 povezanih	 virov	 (ang.	 link	 prefetching)	 razvijalcem	 omogoča,	 da	 povedo	
brskalniku,	 kateri	 povezani	 viri	 naj	 bodo	 naloženi	 vnaprej,	 saj	 obstaja	 velika	 verjetnost,	 da	 jih	 bo	




Poznamo	 več	 vrst	 vnaprejšnjega	 nalaganja,	 in	 sicer	 standardnega	 (ang.	 standard	 link	 prefetching),	
vnaprejšnje	 DNS	 poizvedbe	 (ang.	 DNS	 prefetching)	 in	 predupodabljanje	 (ang.	 prerendering).	
Vnaprejšnje	nalaganje	brskalniku	naročimo	tako,	da	v	glavo	HTML	dokumenta	vključimo	element	link	
na	enega	od		sledečih	načinov:	
<link rel="prefetch" href="http://www.example.com/"> <!— standardno vnaprejšnje nal.-> 
<link rel="dns-prefetch" href="http://example.com/"> <!— vnaprejšnja DNS poizvedba -> 
<link rel="prerender" href="/page/to/prerender"> <!— vnaprejšnje predupodabljanje -> 









hitrost	 izvajanja	 kode.	 Na	 tem	mestu	 bi	 bilo	 nemogoče	 zajeti	 vse	 tehnike,	 zato	 sta	 v	 nadaljevanju	
predstavljeni	samo	dve,	in	sicer:	
• optimiranje	delovanja	uporabniškega	vmesnika	 z	 izogibanjem	 izvajanju	 zahtevnih	 računskih	
operacij	v	glavni	niti	(uporaba	t.i.	spletnih	delavcev,	ang.	web	workers)	in	
















S	 prihodom	 zahtevnejših	 elementov	 uporabniškega	 vmesnika,	 kot	 so	 animacije	 in	 prehodi,	 so	 se	
razvijalci	srečali	s	številnimi	zmogljivostnimi	ovirami.	Z	izboljšavami	na	ravni	brskalnika,	kot	je	uporaba	






v	 več	 različnih	 nivojih.	 V	 določenih	 primerih	 to	 zahteva	 vsebina	 v	HTML	 ali	 CSS,	 kot	 na	 primer,	 ko	
prekrivamo	več	HTML	elementov	s	prosojnim	ozadjem.	To	pomeni,	da	je	končna	upodobitev	odvisna	
od	vseh	prekrivajočih	se	elementov,	zato	ne	more	potekati	zgolj	v	enem	nivoju.		





Podpora	 CSS	 lastnosti	will-change	 je	 bila	 dodana	 relativno	 pozno,	 pred	 tem	pa	 se	 je	 v	 brskalnikih,	
temelječih	 na	 WebKitu,	 pogosto	 uporabljala	 nastavitev	 webkit-transform:	 translateZ(0)	 v	 ostalih	
brskalnikih	pa	njen	ekvivalent.	Z	uporabo	te	CSS	 lastnosti	zagotovimo,	da	se	bo	element	upodobil	v	
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novem	nivoju,	 s	 čimer	 lahko	 pospešimo	 upodabljanje.	 Pri	 tem	 je	 potrebno	 biti	 previden,	 saj	 lahko	
dosežemo	tudi	nasproten	učinek,	še	zlasti,	kadar	je	število	nivojev	zaradi	izbire	HTML	elementov	in	CSS	
lastnosti	že	samo	po	sebi	veliko.		








pripeli	 samostojno,	 bi	 brskalnik	 moral	 vsakič	 znova	 izračunati	 postavitev	 in	 ustrezno	 pobarvati	
upodobitvene	objekte,	 zato	 je	 zaželeno,	da	aplikacija	 čim	manjkrat	 spremeni	DOM	drevo.	 Eden	od	
načinov,	 kako	 zmanjšati	 število	 spreminjanj	 DOM	 drevesa,	 je	 uporaba	 fragmenta,	 ki	 je	 minimalna	
implementacija	korenskega	objekta	DOM	drevesa.	Ker	ni	pripet	v	DOM	drevo,	pripenjanje	elementov	
nanj	ne	sproži	ponovnega	postavljanja	ali	barvanja	upodobitvenih	objektov.	Ko	so	vsi	elementi	pripeti	
na	 fragment,	 se	 lahko	 celoten	 fragment	 pripne	 na	 ustrezno	mesto	 v	DOM	drevesu.	Na	 ta	 način	 je	
postavljanje	 in	barvanje	upodobitvenih	objektov	 sproženo	 zgolj	 enkrat.	 Spodaj	 je	primer	 kode,	 ki	 s	
pomočjo	fragmenta	doda	nove	objekte	v	drevo	DOM:	
var docFragm = document.createDocumentFragment(); // ustvarimo nov fragment dokumenta 
var elem, contents; 
for(var i = 0; i < textlist.length; i++) { 
    // ustvarimo elemente p in jih dodamo v fragment  
    elem = document.createElement('p'); 
    contents = document.createTextNode(textlist[i]); 
    elem.appendChild(contents); 
    docFragm.appendChild(elem); 
} 
// Fragment pripnemo v dokument, sprožilo se bo ponovno postavljanje in barvanje. 
document.body.appendChild(docFragm); 
Vsi	elementi	niso	enako	zahtevni	za	upodobitev.	Predstavnik	zahtevnejšega	elementa	je	tabela,	ki	lahko	










prikazujejo	 na	mobilnih	 napravah.	 Za	 prikaz	 optimiranja	 spletne	 aplikacije	 seveda	 ne	 potrebujemo	
celotne	platforme,	zato	je	v	Axolotlu	izveden	le	del,	ki	je	namenjen	upravljanju	promocijskih	kampanj.	
Slednje	 v	 oglaševalskem	 svetu	 predstavljajo	 skupek	 oglasov,	 ki	 promovirajo	 izdelek,	 idejo,	 storitev,	
akcijsko	ponudbo	itd.	V	aplikaciji	so	narejene	še	nekatere	prilagoditve,	kot	 je	na	primer	odstranitev	








novo	kampanjo,	 vključila	pa	bi	oglase,	 ki	bi	promovirali	 znižane	 cene	artiklov.	Na	 seznamu	
kampanj	so	prikazani	le	njeni	najpomembnejši	podatki,	kot	so	ime,	število	oglasov,	podatki	o	
panogi,	 času	 izvajanja,	 trenutnemu	stanju,	načrtovani	 in	dejanski	 izpostavljenosti	na	spletu	
itd.	Tabelo	je	mogoče	razvrstiti	s	klikom	na	ime	želenega	stolpca.	Klik	na	stolpec	last	change	
tako	na	primer	povzroči	razvrščanje	po	zadnji	uveljavljeni	spremembi.		











Internetna	 povezava	 je	 eden	 od	 najpomembnejših	 faktorjev,	 ki	 vplivajo	 na	 končno	 uporabniško	




• Kazalec	 nalaganja	 (ang.	 loader)	 se	 ne	 prikaže	 prej	 kot	 v	 eni	 sekundi.	 To	 pomeni,	 da	 nismo	
dosegli	cilja,	da	se	barvanje	izvede	najkasneje	100	ms	po	uporabnikovem	dejanju.	











Aplikacija	 se	 na	 počasnih	 povezavah	 nalaga	 tudi	 10	 sekund	 in	 več.	 Z	 analizo	 mrežnega	 prometa	
ugotovimo,	 da	 moramo	 prenesti	 več	 kot	 4	 MB	 podatkov,	 kar	 je	 glavni	 razlog	 za	 tako	 dolg	 čas.		
Zmanjšanje	 potrebne	 količine	 podatkov	 za	 prenos	 je	 zelo	 pomembno,	 v	 kolikor	 želimo	 pospešiti	
nalaganje	 aplikacije.	 V	 nadaljevanju	 si	 poglejmo,	 kako	 različne	 metode	 optimiranja	 pripomorejo	 k	
boljšemu	delovanju.	
4.4.1.1 Optimiranje	velikosti	tekstovnih	datotek	z	uporabo	stiskanja	
Najbolj	 popularne	 rešitve	 za	 serviranje	 spletnih	 strani	 izvirajo	 iz	 odprtokodne	 skupnosti	 Apache	 ali	





razvojno	 okolje	 aplikacije	 Axolotl.	UglifyJS	 ponuja	 kar	 nekaj	 možnosti,	 s	 katerimi	 lahko	 dosežemo	
optimalno	 minimizacijo,	 vendar	 pogosto	 za	 ceno	 spremenjene	 funkcionalnosti.	 Takšen	 primer	 je	
možnost	screw-ie8,	ki	bo	poskrbela	za	boljšo	minimizacijo	za	ceno	nedelovanja	v	starejših	različicah	
brskalnika	Internet	Explorer.	












Stiskanje	PNG	slik	 sem	 izvedel	 s	programom	pngcrush.	Njegovo	delovanje	 je	opisano	v	predhodnih	
poglavjih,	sam	pa	sem	slike	stiskal	s	sledečim	ukazom:	




smiselne	 vsebine	 ne	 pozna.	 Tudi	 sličice	 se	 ne	 naložijo	 opazno	 hitreje.	 Tako	 majhni	 prihranki	 so	
posledica	 dejstva,	 da	 so	 bile	 vse	 slike	 že	 pred	 optimiranjem	ustrezno	 pripravljene	 za	 serviranje	 na	
spletu.	 Kljub	 temu	 je	 to	 optimiranje	 smiselno	 sistematično	 izvajati,	 saj	 se	 zlasti	 v	 primeru,	 kadar	
















da	 v	 drugih	 aplikacijah	 in/ali	 drugačnem	 okolju	 nalaganje	 z	 domene	 brez	 piškotkov	 ne	 bi	 prineslo	
opaznejšega	 izboljšanja,	 še	 zlasti,	 kadar	 je	 aplikacija	 zelo	 bogata	 z	 slikami	 in	 drugimi	 viri,	 ki	 ne	
potrebujejo	podatka	o	piškotku.	
Oglejmo	si,	kako	optimiranje	vpliva	na	prenos	ene	od	slik	aplikacije	Axolotl,	in	sicer	ikone	za	razvrščanje	




for i in {1..100};do curl --proxy 127.0.0.1:8888 -s -w "%{time_total}\n" -o /dev/null 




for i in {1..100};do curl --proxy 127.0.0.1:8888 -s -w "%{time_total}\n" -o /dev/null 
'http://192.168.56.121:8080/img/sort_desc.gif' -H 'Cookie: Cookie=piskot'; done 
Mediana	 vseh	 časov	 zahtevkov	 s	 piškotom	 je	 znašala	 0,113	 s,	 torej	 63	ms	 dlje	 kot	 v	 primeru	 brez	
piškota.	Vidimo,	da	je	optimiranje	smiselno,	zlasti	ker	 je	zelo	enostavno	–	potrebno	je	 le	registrirati	
novo	domeno	ali	poddomeno	in	vire,	ki	ne	potrebujejo	piškota,	prenašati	z	nove	domene.	Za	potrebe	
diplomske	 naloge	 nisem	 registriral	 nove	 domene,	 ampak	 sem	 na	 osebnem	 računalniku	 popravil	
datoteko	hosts	 (Windows:	 %SystemRoot%\System32\drivers\etc\hosts,	 Unix:	 /etc/hosts)	 na	 sledeč	
način:	
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127.0.0.1       localhost 
192.168.56.121  static.domena.com 
V	HTML	sem	se	na	vir	z	nove	domene	skliceval	na	sledeč	način:	







vnaprejšnjega	 razreševanja	 DNS	 naslovov	 ni	 analiziran.	 V	 nadaljevanju	 je	 zato	 na	 dveh	 primerih	
predstavljen	le	vpliv	klasičnega	vnaprejšnjega	nalaganja	povezav	in	upodabljanja.		
V	 prvem	primeru	 predpostavimo,	 da	 večina	 uporabnikov	med	 uporabo	 aplikacije	 obišče	 tudi	 stran	
../assets/creative/index.html?5af79c6a.	 Zato	 je	 spletno	 stran	 smiselno	 vnaprej	 upodobiti.	 To	 je	
mogoče	narediti	s	spodnjo	HTML	kodo:	
<link rel="prerender" href="../assets/creative/index.html?5af79c6a> 
V	drugem	primeru	predpostavimo,	da	veliko	uporabnikov	izbere	povezavo	../assets/img/test.jpg	in	ima	
zato	smisel	to	sliko	vnaprej	naložiti	v	brskalnikov	predpomnilnik.	To	naredimo	s	sledečo	kodo:	
<link rel="prefetch" href="../assets/img/test.jpg"> 
























nalaganja	 vsebine	 ustavi.	 Razlog	 odkrijemo	 z	 analizo	 izvajanja	 Javascript	 kode.	 Iz	 dolžine	 rumenih	





Na	 srečo	 vsi	 intervali	 procesorsko	 niso	 zelo	 intenzivni	 in	 posledično	 ne	 pomenijo	 poslabšanja	
uporabniške	 izkušnje.	 Izkaže	se,	da	 je	procesorsko	najbolj	obremenjujoče	vstavljanje	vrstic	 tabele	v	
DOM.	Tovrstnih	operacij	žal	ni	mogoče	izvesti	v	ločenem	procesu	s	spletnimi	delavci,	zato	je	potrebno	
poiskati	alternativno	rešitev.	










V	 uvodnem	 delu	 diplomskega	 dela	 sem	 predstavil	 značilnosti	 sodobnih	 spletnih	 aplikacij,	 okolje,	 v	
katerem	delujejo	in	kako	se	je	to	okolje	razvijalo.	Poznavanje	zgodovine	razvoja	okolja	je	pomembno	








pregled	metod	 in	 načinov,	 s	 katerimi	 lahko	 izboljšamo	 uporabniško	 izkušnjo	 spletne	 aplikacije.	 Pri	












Merjenje	 uporabniške	 izkušnje	 je	 zahtevno,	 zlasti	 ker	 je	 težko	 zagotoviti	 stabilno	 merilno	 okolje.	
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