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Abstract
In model-based software development, a complete design and analysis process involves designing the system
using the design language, converting it into the analysis language, and performing the veriﬁcation and
analysis on the analysis model. Graph transformation is increasingly being used to automate this conversion.
In such a scenario, it is very important that the conversion preserves the semantics of the design model.
This paper discusses an approach to verify this semantic equivalence for each transformation. We will show
how to check whether a particular transformation resulted in an output model that preserves the semantics
of the input model with respect to a particular property.
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1 Introduction
Domain speciﬁc modeling languages (DSMLs) greatly simplify the task of the sys-
tem designer, presenting a higher level of abstraction that is easy to work with.
DSMLs also facilitate analysis by providing an appropriate abstraction. However,
it is not always the case that the same language is suitable for both design and
analysis. For instance, Statecharts are very powerful for designing concurrent sys-
tems, but their analysis is usually not simple. Extended Hybrid Automata (EHA)
were introduced in [3] as an intermediate, simpler language with a more restricted
syntax. Subsequent work [4] has shown that this intermediate format can be used
to generate veriﬁcation models that may be veriﬁed using model checking tools such
as SPIN [5].
Graph transformation has been suggested as a powerful and convenient method
for transforming design models into analysis models. The transformation must
1 The research described in this paper has been supported by a grant from NSF/CSR-EHS, titled “Software
Composition for Embedded Systems using Graph Transformations”, award number CNS-0509098.
2 Email: ananth@isis.vanderbilt.edu
3 Email: gabor.karsai@vanderbilt.edu
Electronic Notes in Theoretical Computer Science 211 (2008) 191–200
1571-0661© 2008 Elsevier B.V. 
www.elsevier.com/locate/entcs
doi:10.1016/j.entcs.2008.04.041
Open access under CC BY-NC-ND license.
Fig. 1. A sample Statechart model
ensure that the analysis model preserves the semantics of the design model, and
truthfully represents the design. As a ﬁrst step towards this goal, it would be
useful to establish that the transformed model is semantically equivalent to the
source model, with respect to the property we wish to verify. In this paper, we
study this notion of equivalence between the two graphs, and a way to check if
there exists a bisimulation relation between the graphs. If it is possible to prove
that the analysis model behaves in exactly the same way as the design model with
respect to a certain property, then we can conclude that checking for the property
in the analysis model is equivalent to checking for the same property in the original
design model. In the following sections, we will go through the basics of graph
transformation principles and tools, and demonstrate our approach to checking the
equivalence using Statechart models and EHA models.
2 Background
2.1 Model Integrated Computing
Model Integrated Computing (MIC) [1] is an approach to system development using
domain speciﬁc models to represent the architecture and behavior of the system and
its environment. The development process involves the creation of a meta-model
that deﬁnes the abstract syntax of the domain, from which a Domain Speciﬁc Design
Environment (DSDE) is generated. The DSDE can be used to create domain speciﬁc
models. These models are usually transformed to other formats, such as executable
code, or to perform analysis. The MIC tool suite containing GME [6] and GReAT
[7] were used in developing the examples for this paper.
2.2 GReAT
The transformations in this paper will be written in GReAT [7], a language for
specifying graph transformation rules. GReAT belongs to the class of practical
graph transformation systems such as AGG [8], PROGRES [9] and FUJABA [10].
It uses UML and OCL to specify the domains of the transformation.
GReAT allows users to compose source and target meta-models by deﬁning
temporary vertex and edge types that can span across multiple domains and will
be used temporarily during the transformation. This enables us to tie the diﬀerent
domains together to make a larger, heterogeneous domain that encompasses all the
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Fig. 2. EHA meta-model in UML
domains and cross-links. This feature plays an important role in our approach to
verifying transformations.
2.3 Statecharts
State machines, based on Harel’s statecharts [11] are used in UML to represent
the reactive behavior of systems. State machines are constructed from states and
transitions. States may be simple, composite or concurrent. States may be con-
nected by directed edges called transitions. Transitions connecting states contained
in diﬀerent levels of hierarchy are called inter-level transitions. Figure 1 shows an
example of a Statechart. Transitions 2 and 3 in the ﬁgure are inter-level. A state
conﬁguration is a maximal set of states that the system can be active in simulta-
neously. State conﬁgurations are closed upwards, meaning that if a system is in a
state A, then it must also be in A’s parent state. Some valid state conﬁgurations
in Figure 1 are {A}, {B, F, H} and {B, G, I}.
2.4 EHA
Extended Hierarchical Automata (EHA) were introduced as an alternate represen-
tation to provide formal operational semantics for Statechart diagrams. EHA oﬀer
an alternative simpliﬁed hierarchical representation for Statecharts that helps in
correctness proofs [2]. The meta-model for EHA in UML is shown in Figure 2.
Each Statechart model can be represented by one EHA model. Every compound
state in the Statechart model is represented by a Sequential Automaton in the EHA.
There is one top level Sequential Automaton for the EHA, which represents the
initial automaton. Each state in the Statechart has a corresponding Basic State in
the EHA. If a state is compound in the Statechart, then it is further “reﬁned” into
a Sequential Automaton in the EHA, which will contain Basic States corresponding
to all the states within the compound state in the Statechart. Similarly, these states
may be reﬁned further.
Transitions in EHA are always within a single Sequential Automaton, i.e. there
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are no inter-level transitions in an EHA. Inter-level transitions in Statecharts are
elevated based on the scope of the transition, to the Sequential Automaton repre-
senting the lowest common ancestor of the start and end states of the transition in
the Statechart. EHA transitions have special attributes called “source restriction”
and “target determinator”, which keep track of the actual source and target of the
transition in the Statechart. The conversion of Statechart models into EHA models
will be discussed in detail in the next section.
3 Verifying graph transformations
Graph transformation systems such as GReAT allow users to transform models
of one meta-model to models of another meta-model using a collection of pattern
matching rules. However, it is not certain whether the output of the transformation
preserves the semantics of the source model that we intend to analyze. Important
semantic information may easily be lost or misinterpreted in a complex transforma-
tion, due to errors in the graph rewriting rules or in the processing of the transfor-
mation. We need a method to verify that the semantics that we are interested in
analyzing are indeed preserved across the transformation.
We propose an approach to check whether the semantics of the input model were
preserved in the output model of a transformation. We are not trying to prove the
correctness of the graph transformation rules in general, but check if a particular
generated model is a valid representation of a particular source model, in order to
verify a particular property about the source model. We accomplish this by deﬁning
an equivalence relation between objects of the input and the output model, and use
this to check if the two models are similar in behavior.
3.1 Bisimilarity
Two systems can be said to be bisimilar if they behave in the same way, i.e. one
system simulates the other and vice-versa. A bisimulation relation can be deﬁned
formally as follows.
Deﬁnition 3.1 Given a labeled state transition system (S, Λ, →), a bisimulation
relation is deﬁned as an equivalence relation R over S, such that for all p, q ∈ S, if
(p, q) is in R, and for all p’ ∈ S and α ∈ Λ, p →α p’ implies that there exists a q ’
∈ S such that q →α q ’ and (p’, q ’) is in R, and conversely, for all q ’ ∈ S, q →α q ’
implies p →α p’ and (p’, q ’) is in R.
Though this deﬁnition is given in terms of a single set S, we can think of equiva-
lence of two transition systems in terms of a global set containing both the system’s
states. In our approach to verifying whether the semantics are preserved across a
transformation, we will check whether there is a bisimulation relation between the
source model and the target model.
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Fig. 3. Sample EHA model
3.2 Transforming Statecharts into EHA
The EHA notation for Statecharts can be obtained by a graph transformation pro-
cess [2]. The basic steps of the transformation are listed below:
(i) Every Statechart model can be transformed into an EHA model, with one top
level Sequential Automaton in the EHA model.
(ii) For every (primitive or compound) state in the Statechart (except for regions
of concurrent states), a corresponding basic state is created in the EHA.
(iii) For every composite state in the Statechart model, a Sequential Automaton is
created in the EHA model, and a “reﬁnement” link connects the Basic State
in the EHA corresponding to the state in the Statechart, to the Sequential
Automaton in the EHA that it is reﬁned to.
(iv) All the contained states in the composite state are further transformed by
repeating steps (ii) and (iii). The top level states in the Statechart will go into
the top level Sequential Automaton in the EHA.
(v) For every non-interlevel transition in the Statechart model a transition is cre-
ated in the EHA between the Basic States corresponding to the start and end
states of the transition in the Statechart model.
(vi) For every inter-level transition in the Statechart model, we trace the scope
of the transition to ﬁnd the lowest parent state sP that contains both the
source and the target of the transition. A transition is created in the EHA, in
the Sequential Automaton corresponding to sP . The source of the transition
in the EHA is the Basic State corresponding to the highest parent of the
source in the Statechart that is within sP , and the target in the EHA is the
Basic State corresponding to the highest parent of the target in the Statechart
that is within sP . The transition in the EHA is further annotated, with the
“source restriction” attribute set to the basic state corresponding to the actual
source in the Statechart, and the “target determinator” set to the basic state
corresponding to the actual target in the Statechart.
Figure 3 shows the EHA model obtained by transforming the Statechart model
shown in Figure 1. The table on the top right of the ﬁgure shows the values for the
source restriction and target determinator annotations for two of the transitions.
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3.3 Behavioral equivalence of the Statechart model and the EHA model with respect
to reachability
A “state conﬁguration” in a Statechart is a valid set of states that the system can
be active in. If a state is part of an active conﬁguration, then all its parents are also
part of the active conﬁguration. A transition in the Statechart can take the system
from one state conﬁguration to another state conﬁguration, where the source and
target states of the transition are subsets of the initial and ﬁnal state conﬁgurations.
A state conﬁguration Sf in the Statechart is said to be “reachable” from a state
conﬁguration Si if there exists a series of valid transitions that can take the system
from Si to Sf .
Similarly, a state conﬁguration in an EHA model is a set of Basic States. If a
Basic State is part of an active conﬁguration, and is part of a non-toplevel Sequential
Automaton, then the Basic State that is reﬁned into this Sequential Automaton is
also a part of the active conﬁguration. For instance, B’, F’, I’ is a valid active
conﬁguration in Figure 3. A transition in the EHA can take the system from one
state conﬁguration to another state conﬁguration, where the union of the source of
the transition and its source restriction are a subset of the initial state conﬁguration,
and the union of the target of the transition and its target determinator are a subset
of the ﬁnal state. A state conﬁguration Sf in the EHA is said to be “reachable”
from a state conﬁguration Si if there exists a series of valid transitions that can take
the system from Si to Sf .
An EHA model truly represents the reachability behavior of a Statechart model,
if every reachable state conﬁguration in the Statechart has an equivalent reachable
state conﬁguration in the EHA and vice versa.
For every state s in the Statechart, we have a unique Basic State s’ in the EHA.
We can specify an equivalence relation R, such that (s, s’) ∈ R and say that s’ is
equivalent to s. A state conﬁguration S in the Statechart is equivalent to a state
conﬁguration S ’ in the EHA if for all s ∈ S there is an equivalent s’ ∈ S ’, and
for all s’ ∈ S ’, there is an equivalent s ∈ S. Furthermore, for every transition t
in the Statechart, we have a unique transition t ’ in the EHA. We can specify an
equivalence relation Rt, such that (t, t ’) ∈ Rt and say that t ’ is equivalent to t.
Given the relations R and Rt, we can check if there is a bisimulation relation
between the two models using the following deﬁnition.
Deﬁnition 3.2 Given a state conﬁguration SA in the Statechart model, and its
equivalent state conﬁguration SB in the EHA model, the equivalence is a bisimula-
tion if for each transition t from SA to a state conﬁguration SA’ in the Statechart,
there exists an equivalent transition t ’ in the EHA from SB to a state conﬁguration
SB’, and SB’ is equivalent to SA’ (and vice versa)
If this relation is a bisimulation, then verifying the EHA model for reachability
will be equivalent to verifying the Statechart model for reachability. If the check
fails, it means that there was an error in the transformation.
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3.4 Checking for bisimilarity by using cross-links to trace equivalence
GReAT allows us to link input model elements to target model elements using
special associations that belong to a composite meta-model, and we call them cross-
links. These cross-links are maintained throughout the transformation, and used to
trace the equivalence relations R and Rt.
When a transformation creates the Basic States and the transitions in the target
EHA model, it is known to which states and transitions they correspond to in the
Statechart model. What is not certain is whether all states in the Statechart are
transformed correctly, all composite states are reﬁned correctly, all transitions are
transformed correctly, and all transitions connect the correct sets of states. When
a rule matches a state or a transition in the Statechart and creates the equivalent
Basic State or transition in the EHA, a cross-link association called “equivalentTo”
is created between the Statechart object and its corresponding EHA object. When
the transformation completes, the relations R and Rt can be traced using these
associations.
Rather than checking for all possible state conﬁgurations in the Statechart, it
would be more eﬃcient to consider every transition in the Statechart and its minimal
required source conﬁguration. Any superset of this state conﬁguration will be a
valid starting conﬁguration, and will not have to be investigated further. For every
transition t in the Statechart model, and its equivalent transition t ’ in the EHA
model, if their start state conﬁgurations SA and SB are equivalent, and also their
end state conﬁgurations SA’ and SB’ are equivalent, then there exists a bisimulation
for this particular instance, according to our deﬁnition.
The implementation follows straightforwardly from the discussion. At the end
of the transformation, we have access to the source model graph, the output model
graph, and also the cross-links between the two. We collect the set of all the
transitions from the source graph. For each transition in this set, we ﬁnd the
equivalent transition in the EHA by following the “equivalentTo” cross-link. Now
we can compute the minimal source state conﬁguration SA for the transition in
the Statechart model, and the source state conﬁguration SB for the EHA model.
We check the equivalence of SA and SB by taking every state s in SA, ﬁnding its
equivalent state s’ form the EHA, and checking if s’ is in SB, and vice versa. The
target states are also checked similarly. If this check succeeds for all transitions in
the Statechart, and there are no more transitions in the EHA, then the two systems
can be said to be bisimilar with respect to checking reachability. In other words,
we can conclude reachability in the Statechart model by verifying it in the EHA
model. If this check fails, then there may be errors in the transformation, and the
generated EHA model does not truly represent the input Statechart model.
The ﬁnal step is checking the reachability in the EHA model. [4] provide ways
to generate a Promela model from an EHA model, which can be checked using the
SPIN model checker. To check the reachability of a certain state conﬁguration, a
claim can be attached to the SPIN model that veriﬁes whether that conﬁguration
is reachable in the model. Alternately, a claim can be made in SPIN that says that
the state is not reachable. If it is indeed reachable, the SPIN veriﬁer refutes this
A. Narayanan, G. Karsai / Electronic Notes in Theoretical Computer Science 211 (2008) 191–200 197
claim and presents a counter-example, as a trace that leads to this state conﬁgu-
ration. This represents a valid series of transitions in the EHA that leads to the
speciﬁed state conﬁguration. As a corollary, we may use the cross-links created
during the transformation, to reproduce this trace in the Statechart model. In this
way, reachability in the Statechart model can be veriﬁed by verifying it in the EHA
model.
It should be noted that the technique described above is not an attempt to prove
the correctness of the graph transformation rules in general. This is a method to
verify if a particular instance of a transformation is valid, and must be executed
for each transformation individually. We also do not try to prove the general se-
mantic equivalence of models. We identify the equivalence relations with respect
to a speciﬁc property and test if there is a bisimulation. The complexity of the
transformation is not increased signiﬁcantly by this method. As the cross-links are
created every time the objects of the output model are created, and as we directly
trace these cross-links during checking, the complexity of the check is proportional
to the size of the model, and not the state space of the model. In other words, we
can perform this check without actually having to execute the models.
4 Related work
We now discuss some related work in the area of automatic veriﬁcation using model
checking, graph transformations and other types of proofs.
4.1 Verifying properties by converting models into an intermediate format
[2] [3] convert Statechart models into EHA models. [4] create Promela models
from the EHA models, which can be veriﬁed using the SPIN model checker. Our
approach will be useful in these instances, to provide a certiﬁcate that the inter-
mediate formats truly preserve the property we wish to verify using them. An
interesting research problem is whether our approach can be used to check whether
the generated Promela model (which is code in plain text) truly represents the EHA
model it was generated from.
4.2 Operational semantics using graph transformations
[12] [13] [14] are some works on using graph transformation rules to specify the
dynamic behavior of systems. [14] presents a meta-level analysis technique where
the semantics of a modeling language are deﬁned using graph transformation rules.
A transition system is generated for each instance model, which can be veriﬁed
using a model checker. [15] veriﬁes if a transformation preserves certain dynamic
consistency properties by model checking the source and target models for properties
p and q, where property p in the source language is transformed into property q
in the target language. This transformation requires validation by a human expert.
Our method does not check whether the models themselves satisfy a property, but
automatically does check whether the models are equivalent with respect to that
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property.
4.3 Certiﬁable program generation
[16] considers the problem of veriﬁcation of generated code by focusing on each
individual generated program, instead of verifying the program generator itself.
The generator is extended such that it produces all logical annotations that are
required for formal safety proofs in a Hoare-style framework. These proofs certify
that the program does not violate certain conditions during its execution. While
the proofs in this case are not related to semantic correctness, the idea of providing
an instance level certiﬁcate of correctness instead of proving the correctness of the
generator has been a great motivation for our ideas.
5 Summary
We have described a method for checking if a certain execution of a transformation
produced an output model that preserved the semantics of the input model. This
check is important when the output model is used for veriﬁcation and analysis, as
errors in the transformation may result in an output model that does not truly
represent the input model. We are studying how such an equivalence can be estab-
lished when the target model abstracts away a lot of detail in the source model.
Our method does not attempt to prove the correctness of the transformation itself,
but checks whether a particular execution produced a correct result. This check
does not adversely aﬀect the complexity of the transformation.
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