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1 Introducció 
 
El projecte “simulació de codificadors de forma d’ona en Matlab” és el 
primer pas d’un projecte més ampli. La idea global és realitzar un conjunt 
software i hardware que permeti comunicar la veu a temps real de dues 
persones a partir d’una xarxa d’intercanvi de dades, com per exemple, la xarxa 
VoIP (transmissió de veu sobre protocol d’Internet). La veu caldrà codificar-la 
per estalviar ample de banda al sistema. És aquí on apareix un mòdul 
imprescindible del sistema, un maquinari programable de ràpid procés, com per 
exemple un DSP, el qual faci les tasques de codificació o decodificació de la 
veu sense perdre la capacitat de temps real del sistema.  
 
El projecte és una proposta provinent del departament TSC (Teoria del 
Senyal i Comunicació) de l’Escola Industrial de Terrassa (EUETIT), tutoritzat 
per Ignasi Esquerre. Aquest projecte intenta simular possibles codificadors per 
aquest sistema de comunicació a distància. A través del software matemàtic 
Mathworks Matlab es crearà un programari el qual simularà diferents 
codificadors que s’exposaran en una interfície gràfica per facilitar la seva 
utilització. En un primer moment, la llista de codificadors de veu a implementar 
(tal com enunciava la proposta de projecte) abarcava: codificacions 
logarítmiques (llei A i llei ), codificacions diferencials sense i amb predicció i 
codificació adaptativa diferencial. Degut a que el projecte va ser assignat a 
l’alumne a l’abril de 2004 i la presentació es farà durant el juny del mateix any, 
no s’implementarà la codificació adaptativa diferencial.  
Per altra banda, el projecte pot servir com una eina d’ajuda pel camp de 
la docència. Pot facilitar l’aprenentatge dels codificadors, veure de quina forma 
actuen, quins són els límits, avantatges i inconvenients de cada un d’ells. La 
interfície creada treballa sobre fitxers d’àudio WAV, és preferible que els fitxers 
a escoltar siguin de veu ja que els codificadors creats tenen el seu màxim 
rendiment per aquest tipus de senyals. 
 
Avui en dia, els codificadors de veu són cada cop més complexos. Les 
tècniques estan molt desenvolupades. Permeten extreure la informació més 
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important respecte l’oïda humana, de forma que obtenint un senyal molt més 
simple són capaços de reproduir un senyal d’àudio que a efectes pràctics té la 
mateixa sonoritat que l’original. Aquests tipus de codificadors tenen un alt cost 
computacional, amb el que dificulten la seva posada en escena dins d’un marc 
a temps real.  
En canvi, els codificadors triats pel projecte ofereixen compressions 
importants sense aplicar un temps excessiu per la seva codificació. Tots ells es 
basen en l’aprofitament de les característiques dels senyals de veu, i tal com es 
pot llegir en els diferents capítols del projecte, tenen un estudi associat que 
argumenta el seu bon funcionament.  
 
L’estructura d’aquesta memòria conté 4 apartats principals:  
• El primer apartat explica la base teòrica de cada un dels 
codificadors. Cada idea de codificació estarà suportada amb 
gràfics, els quals pretenen fer-ne exemple. 
• El següent apartat explica com s’han implementat els codificadors 
amb l’entorn de simulació Matlab. Les funcions logarítmiques 
s’han implementat de dues formes diferents. Seguint l’estàndard 
definit per la ITU i seguint les fórmules donades en el capítol 
anterior. La resta de codificadors segueixen les bases de 
codificació sense aplicar l’estàndard. 
• El tercer apartat explica totes aquelles funcions que s’han creat 
per poder generar la interfície gràfica, i el seu funcionament.  
• L’últim apartat són proves amb diferents arxius d’àudio sobre el 
software global del projecte. 
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2 Codificadors 
L’era digital és un procés que s’inicià a mitjans dels 80 gràcies al ràpid 
desenvolupament de la tecnologia. Ràpidament es veieren els avantatges que 
comportava digitalitzar els senyals. Així que la digitalització de l’àudio es centrà 
en millores de qualitat i reduccions de bitrate, el qual comporta un dilema, una 
gran qualitat necessita del màxim de mostres possibles, per tal de diferir el 
mínim de l’original. En canvi, per reduir el bitrate caldrà enviar el mínim de 
mostres possibles. La solució fou l’aparició de codificadors. Els quals permeten 
processar el senyal per tal de conservar una qualitat fixada i generar un bitrate 
més petit, o bé mantenint un bitrate fixat, treballar amb una relació senyal a 
soroll més elevada. 
2.1 Codificador PCM 
2.1.1 Mostreig del senyal 
L’entrada d’un codificador PCM serà àudio analògic, i en la sortida 
s’obtindrà un senyal digital. El primer procés d’aquest codificador serà 
mostrejar l’entrada amb una freqüència de tm, (obtenint una mostra cada 1/fm), 
de forma que es discretitza l’entrada per tal de poder treballar amb un nombre 
de mostres finites. 
Cal recordar que no es pot mostrejar amb qualsevol freqüència, ja que 
com a mínim caldrà que mostregem amb el doble de la màxima freqüència 
d’entrada, seguint els criteris de Nyquist. És a dir, en el cas que tinguem una 
senyal de veu, on la màxima freqüència són 3 KHz, la freqüència de mostreig 
hauria de ser com a mínim de 6 KHz. Tot i això, ajustar-se al mínim seria 
sacrificar força la qualitat. 
 
Veiem un exemple: 
Senyal d’entrada ona senoidal:  
Amplitud=1 
Freqüència=400 
Fase=0 
Figura 1-2 
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Senyal sortida mostrejat al doble de la màxima freqüència (2 x 400 = 800 
Hz): 
S’observa que el senyal de 
sortida (vermell), tot i complir el 
criteri de Nyquist, no presenta 
massa semblança amb l’original. 
Això és per què el aquest criteri 
únicament assegura que el senyal 
podrà ser recuperat sense l’aparició 
d’aliasing. 
 
2.1.2 Quantificació del senyal 
Seguidament al mostreig del senyal,  apareix el bloc quantificador. 
Aquest bloc té la funció d’ assignar un valor binari a les mostres discretitzades 
en el bloc anterior. L’objectiu és arrodonir els infinits valors analògics d’entrada, 
a una sèrie limitada de valors de sortida per tal de poder ser processats 
posteriorment. El nombre de nivells possibles que pot assolir una mostra ve 
donat pel nombre de bits que es pretén associar a cada mostra; és a dir, si 
volem representar cada mostra amb una cadena de 8 bits, el nombre de nivells 
serà de 28 = 256.  
A partir d’aquestes relacions podem deduir les següents equacions que 
defineixen un quantificador: 
 
 
 
 
nbitsNnivells 2=
 
 
nivells N
dinàmic marge
  =∆
 
 
 
 
∆
 
Figura 3-2 S’observen mostres de senyal 
que s’hauran d’arrodonir al nivell més 
pròxim del quantificador. 
Figura 2-2 
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Cal que cada mostra discretitzada prengui el valor més proper dels 
possibles nivells de quantificació, així doncs, es produeix un error inevitable al 
arrodonir cada mostra. Per minimitzar l’error de quantificació caldrà un nombre 
de nivells alt, el que implica un alt nombre de bits, i per tant, una grandària de 
dades elevat. 
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2.1.3 Relació senyal a soroll 
 El càlcul de la relació senyal a soroll (SNR) es realitza com el quocient 
de la potència del senyal entre la potència de l’error.  
 
 
 
 
Sabem que el senyal sortida d’un codificador PCM és la suma del senyal 
original i un error obtingut en l’arrodoniment de la quantificació.  
 
 
Càlcul de la potència de l’error. 
Aquest error no pot ser superior a la meitat de l’increment  per causes 
obvies de l’arrodoniment. 
 
 
 
 
 
 
Càlcul de la potència del senyal. 
Suposant que la veu té una densitat de probabilitat gausiana,  
 
 
 
s’obté una equació com aquesta:  
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2.2 Codificadors logarítmics 
La forma d’ona de la veu té unes característiques predeterminades que 
es repeteixen per qualsevol tipus de font emissora. En concret, es pot afirmar 
que en un senyal, la gran majoria de mostres es troben en nivells propers a 0, 
mentre que els alts nivells, poques vegades es repeteixen. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Podem veure doncs, que al codificar un senyal de veu en format PCM, 
quantificant linealment, donem la mateixa importància a tots els valors 
possibles de l’escala de quantificació, tot i que la font no genera amb igual 
probabilitat totes les mostres de veu.  
 
 
 
 
 
 
 
 
 
 
 
Figura 4-2 Histograma d’un senyal de veu. Clarament es pot detectar que 
el zero i els valors colindants són els més probables. 
Figura 5-2 Escala de quantificador PCM amb pas 
de quantificació lineal 
Josep Rubio Vilà                  Simulació de codificadors de forma d’ona en Matlab 
  
- 12 - 
Seria millor codificar la veu amb un pas de quantificació més petit pels 
nivells propers a 0, i codificar els valor grans amb un pas de quantificació més 
gran? Com més petit és el pas de quantificació, menys error es produeix ja que 
es dóna menys lloc a l’ambigüitat de valors. Tornem a formular la pregunta: 
Seria millor codificar amb menys error els valors propers a 0 (amb més 
probabilitat d’ocurrència), i codificar amb més error les mostres amb valor alt? 
La resposta és lògica, sí. 
 
Aquest és el principi amb el que es basen el codificadors logarítmics. 
Aquests apliquen una funció logarítmica al pas de quantificació del codificador 
transformant-lo de la forma proposada anteriorment.  
 
 
 
 
Els valors de petita magnitud es codifiquen amb molta més precisió que 
els de gran magnitud, això permet una millora de l’error de codificació, i per tant 
una millora també en la relació senyal a soroll. L’estàndard ITU (International 
Telecommunication Union) comprèn la recomanació g.711, on es descriuen dos 
codificadors logarítmics : Llei µ i llei A. 
Figura 6-2 Escala de quantificador logarítmic amb pas de quantificació no lineal. S’observa 
com pels valors de gran magnitud (propers a la unitat) l’error que es comet es superior que 
als valors propers a zero, on el pas és molt menor. 
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2.2.1 Llei µ ( ITU-T g.711 ) 
Resulta el mateix aplicar un espaiament logarítmic en les distàncies dels 
passos del quantificador que quantificar uniformement el logaritme de l’entrada. 
D’aquesta manera és com treballa aquest estàndard. Primer de tot aplica una 
transformació al senyal regit per la següent funció: 
 
 
[ ] [ ] ( )[ ]nxsigne
X
nx
XnxFny
µ
µ
+






+
==
1log
|)(|1log
)()( maxmax  
 
El paràmetre µ és una constant que indica el grau de curvatura de la 
funció. Valors propers al zero provoquen que la funció sigui lineal, mentre que 
valors grans provoquen un acostament a l’angle recte. El valor típic és µ=255. 
 
 
 
 
Aquest senyal d’entrada x(n) haurà d’estar codificat en format PCM amb 
13 bits i una freqüència de mostreig de 8 KHz. S’obté a la sortida y(n) una 
Figura 7-2 Codificació llei  d’una rampa amb diferents valors de . Valors elevats del 
paràmetre genera una desviació més elevada de la corba. 
Josep Rubio Vilà                  Simulació de codificadors de forma d’ona en Matlab 
  
- 14 - 
expansió del senyal d’entrada, una expansió però que afecta sobretot als valors 
de poca magnitud. El següent pas és quantificar uniformement amb 8 bits 
aquest senyal transformat.  La sortida del quantificador z(n) serà doncs la 
mateixa sortida que s’hauria obtingut si el senyal x(n) s’hagués codificat amb un 
quantificador logarítmic. 
 
 
 
 
 
Per tornar a obtenir el senyal sense l’expansió logarítmica F(·)  
practicada inicialment caldrà aplicar a la sortida del quantificador de 8 bits z(n) 
la funció inversa F-1(·). 
 
 
 
X(n) y(n) Quantificador yq(n) 
Figura 8-2 Traç blau: histograma senyal PCM. Traç vermell: hitograma senyal llei . 
S’observa com els valors pròxims a zero del senyal codificat s’han expandit.  
Josep Rubio Vilà                  Simulació de codificadors de forma d’ona en Matlab 
  
- 15 - 
[ ])()ln(1
)(
nxsigne
A
nxA
+
( )[ ]nxsigne
A
X
nx
A
X )ln(1
)(
ln1
max
max +



	









	






+
AX
nx 1)(0
max
<≤
1
)(1
max
<≤
X
nx
Asi 
si 
Y(n)=F[x(n)] 
La recomanació també ens diu que els valors positius de S(n) s’hauran 
de codificar com 1-S(n).  
La codificació Llei µ ens permet reduir 5 bits (de 13 a 8 bits) del senyal 
d’entrada mantenint gairebé la mateixa relació senyal a soroll SNR.  Aquesta 
codificació s’utilitza principalment a Amèrica i Àsia. 
 
2.2.2 Llei A ( ITU-T g.711) 
Aquest estàndard té el mateix principi que la Llei µ, la única diferència 
rau en la funció aplicada d’expansió. En el cas de la lleia A s’aplica la següent 
funció: 
 
 
 
 
 
 
 
 
 
En aquest cas, a diferència de la llei µ, els valors molt propers a 0 es 
codifiquen linealment. La resta de valors es codifiquen amb una expansió 
logarítmica. 
El paràmetre A és una constant que determina la curvatura de la funció, 
si A pren valor propers al zero, la curvatura és inexistent i no s’aplica cap 
transformació. El valor típic és A = 87,56. 
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Aquest senyal d’entrada x(n) haurà d’estar codificat en format PCM amb 
14 bits i una freqüència de mostreig de 8 KHz. S’obté a la sortida y(n) una 
expansió del senyal d’entrada, una expansió però que afecta sobretot als valors 
de poca magnitud. El següent pas és quantificar uniformement amb 8 bits 
aquest senyal transformat.  La sortida del quantificador z(n) serà doncs la 
mateixa sortida que s’hauria obtingut si el senyal x(n) s’hagués codificat amb un 
quantificador logarítmic. 
La recomanació també ens diu que els bits parells del senyal de sortida 
S(n) s’hauran d’invertir. D’aquesta manera, s’elimina la component contínua 
X(n) y(n) Quantificador yq(n) 
Figura 9-2  Codificació llei A d’una rampa amb diferents valors de A. Valors elevats del 
paràmetre genera una desviació més elevada de la corba. 
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que crearien tots els valors propers a zero (com per exemple 00000001 
01010101). 
La codificació Llei A s’utilitza a Europa, a diferència de la Llei µ. 
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2.3 Codificadors diferencials 
Com es pot observar, un senyal de veu digital conté un gran nombre de 
mostres. Degut a les altes freqüències de mostreig, dues mostres consecutives 
guarden gran similitud ja que el període de mostreig és molt petit comparat amb 
la variància del senyal de veu.  És lògic pensar doncs, que la diferència entre 
una mostra i la anterior serà menor que el propi valor de la mostra.  
Baiem-ne un exemple: 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 10-2 300 mostres d’un senyal de veu mostrejat a 
22500 Hz. 
Figura 11-2 Senyal diferència entre una mostra i l’anterior.  
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Podem comprovar com l’amplitud del senyal diferència és molt inferior al 
del propi senyal. Aquesta és la característica que aprofiten els codificadors 
diferencials. S’envia el senyal diferència i no pas el propi de senyal.  
 
 
 
 
 
 
 
 
D’aquesta forma el marge dinàmic del senyal es redueix. Al tenir un 
marge dinàmic molt més petit es poden reduir bits del senyal a enviar. El que 
s’aconsegueix és mantenir la relació senyal a soroll reduint el bit rate.  
Existeixen diferents casos de codificadors diferencials: 
2.3.1 DPCM (differential PCM)  
Aquest codificador és la implementació del que s’ha explicat fins ara. 
S’envia únicament la diferència entre una mostra i la anterior. El decodificador 
haurà de sumar la última mostra obtinguda amb la mostra rebuda. Cal dir que, 
al reduir bits del senyal a enviar, es produeix un error d’arrodoniment i que per 
tant, mai es podrà recuperar el senyal original. 
 
2.3.2 DPCM (delta modulation) 
És la codificació més simple d’implementar però que alhora és també la 
que més pèrdues interfereix. Funciona amb el mateix principi, es genera un 
senyal que és la diferència entre les mostres consecutives però en comptes 
d’enviar aquest senyal, s’envia únicament un bit. Aquest bit únicament servirà 
per informar que el senyal diferència ha incrementat o disminuït (segons els 
dos únics estats del bit 1 i 0). El receptor interpretarà les dades enviades i 
incrementarà o disminuirà la última mostra enviada un cert valor. Aquest valor 
(anomenat delta) sempre serà constant; i és per això que introdueix aquest 
- 
X(n) y
z-1 
+ 
X(n-1) 
Quantificador yq(n) 
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error, ja que actua de la mateixa forma en un senyal diferència gran que en un 
de petit. 
Veiem-ne un exemple: 
Suposarem un valor delta = 1 
Marge dinàmic= -5 a 5 
 
 
X(n) X(n-1) X(n)-X(n-1) delta Y(n) Error 
-2 0 -2 -2 * -2 0 
-1 -2 1 1 -1 0 
0 -1 1 1 0 0 
2 0 2 1 1 1 
3 2 1 1 2 1 
2 3 -1 -1 1 1 
4 2 2 1 2 2 
2 4 -2 -1 1 1 
0 2 -2 -1 0 0 
-2 0 -2 -1 -1 -1 
 
* el primer valor no es codifica per tal de que el decodificador pugui 
començar a treballar des d’un valor real. D’aquesta forma s’assegura una 
primera mostra no errònia. 
 
Es pot observar clarament com els canvi bruscos de valor fan que no es 
puguin apreciar a la sortida, ja que el valor delta és constant. Aquest tipus de 
codificador només són eficaços per senyals que tenen una evolució constant, i 
per tant un senyal diferència també constant. En el cas en que el senyal 
diferència sigui diferent que el valor de delta ja s’estarà produint un error. És 
per això que convé prendre com a valor de delta el valor més repetit del senyal 
diferència. 
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2.3.3 Codificadors diferencials predictius 
Com es pot observar, la base dels codificadors diferencials sempre és 
enviar la diferència entre el senyal i un altre senyal conegut per tal de obtenir 
un senyal amb un marge dinàmic reduït i així un bitrate també reduït. Fins ara 
em vist que com a senyal conegut (SC a partir d’ara) sempre em utilitzat la 
mateixa entrada retardada una mostra, de forma que obteníem la diferència 
entre mostres adjacents. Però és poc probable que el valor d’una mostra es 
repeteixi en el següent instant de temps, i així doncs estem fent que la 
diferència gairebé sempre sigui diferent de zero.  
El problema és que el senyal que s’envia dif, generat com dif(n) = X(n) – 
SC(n) s’ha de poder decodificar. Per decodificar-lo caldrà operar X(n) = dif(n) + 
SC(n).  
2.3.3.1 Predictors 
Dif(n) és el propi senyal que s’envia, i SC(n) ha de ser un senyal que 
sense haver-me enviat estigui present al decodificador. La única forma de que 
estigui present al decodificador és que SC(n) sigui X(n) retardada (tal com 
fèiem fins ara), o bé que SC(n) sigui una combinació lineal de les mostres de X 
ja decodificades (una predicció). Si som capaços de predir la futura mostra tan 
al codificador com al decodificador, podrem generar un senyal diferència (o 
senyal error a partir d’ara) força més reduït. L’èxit del codificador romandrà en 
l’eficàcia del predictor. Si aquest predictor aconsegueix un valor igual a la 
pròxima mostra, l’error serà zero (en un cas ideal).  
 
 
 
 
 
 
 
L’ordre d’un predictor fa referència al nombre de mostres anteriors a la 
actual que necessita per poder generar una predicció. Per exemple, si tenim el 
següent senyal: 
X(n-ordre) 
X(n) 
z-ordre predictor 
( )nx˜
Quantificador 
yq(n) error(n) 
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X = [ -1 0 2 1 -3 2 1 1 0], i la última mostra enviada és -3, el predictor 
podrà utilitzar les següents mostres [ -1 0 2 1 -3 ]. En el cas d’ordre 1, el 
predictor només es podria ajudar de la última mostra enviada de valor -3, 
mentre que en el cas d’odre 3, el predictor podria utilitzar [-3 1 2 ]. 
És lògic pensar que l’eficàcia d’un predictor està relacionada amb l’ordre 
de predicció. Com més mostres s’utilitzin millor es podrà predir el 
comportament del senyal. En canvi, si només tenim una sola mostra de 
referència, no sabrem si el senyal té tendència a augmentar o disminuir. Tot i 
això, existeix un problema. Per tal que es compleixi, caldrà que el senyal a 
predir tingui certa lògica, és a dir, que sigui un senyal amb una periodicitat 
marcada per tal que el predictor pugui “entendre” el seu comportament. El 
senyal de veu només compleix aquestes condicions quan es pronuncia una 
vocal. El temps d’una vocal oscil·la sobre els 20 sm, de forma que només en 
aquest temps el senyal és estacionari. Així doncs, els valors de ponderació 
s’hauran de recalcular cada un cert temps (20 ms) per evitar errors 
acumulatius. 
 Quan es pronuncia una consonant el senyal no té cap tipus de 
periodicitat ja que acostuma a ser un senyal aleatori, així doncs, l’error de 
predicció en aquest últim cas serà més elevat.  
De totes formes, la predicció que es genera utilitzant aquesta teoria és 
una predicció a curt termini. És a dir, es pot predir el comportament del senyal 
unes mostres enllà, però no es pot predir la periodicitat del senyal. D’aquesta 
manera l’error que es comet entre un senyal i la seva predicció serà un tren de 
polsos que marcarà el període. 
2.3.3.2 Optimització de predictors 
La combinació lineal que es genera amb les mostres anteriors a la actual 
per tal de crear la predicció té la següent forma: 
( ) ( ) ( )inxianx ordre
i
−=
=1
 , on x  és el resultat de la predicció, x és el senyal a 
predir i a són coeficients que ponderen cada una de les mostres anteriors. La 
fórmula s’ha d’entendre com la suma de les mostres anteriors ponderades per 
uns coeficients. Aquests coeficients són realment la base de la predicció, és a 
dir, depenent dels valors de a s’obtindrà un error de predicció acceptable o no. 
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Per tal d’aconseguir els valors més adequats dels coeficients de ponderació 
caldrà fer-ne una optimització.  
Sabem que l’error es defineix com xxe −=  i que ( ) ( )
=
−=
ordre
i
inxiax
1
, així 
que ( ) ( )
=
−−=
ordre
i
inxiaxe
1
, ens interessa que la potència de l’error sigui la 
mínima, de forma que calcularem l’energia, derivarem i igualarem a zero. 
{ } ( ) ( )






−−== 
=
ordre
i
inxiaxEeEPe
1
2
, 
{ } 02 =
∂
∂
a
eE ;  
suposarem un predictor d’ordre 3: 
( ) ( ) )3()3()2()2(11)()( −−−−−−= nxanxanxanxne
 
 
{ } ( ) ( ){ }22 )]3()3()2()2(11)([ −−−−−−== nxanxanxanxEeEPe
 
Per calcular a1: 
 
{ } ( ) ( ){ } 0)]3()3()2()2(11)([
1
2
1
2
=∂
−−−−−−∂
=∂
∂
a
nxanxanxanxE
a
eE
 
 
[ ]
  

−−−−−−−−−−
=−−−−−−−−−−=
)1()3()3()1()2()2()1()1()1()1()(
)1()3()3()1()2()2()1()1()1()1()(20
nxnxanxnxanxnxanxnx
nxnxanxnxanxnxanxnx
 
es pot veure que les formes de sumatori que apareixen dins les 
equacions són correlacions  −= )()()( knxnxkR , així que substituïm: 
 
)2()1()0()1(0 221 RaRaRaR −−−= , i aïllem R1  
)2()1()0()1( 321 RaRaRaR ++= . 
 
Repetint els càlculs i derivant respecte a2 i a3 es troben les següents 
equacions: 
)1()0()1()2( 321 RaRaRaR ++=  
)0()1()2()3( 321 RaRaRaR ++=  
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Ens creem la següent matriu: 
 
 
  
R
RRR
RRR
RRR










)0()1()2(
)1()0()1(
)2()1()0(

a
a
a
a










3
2
1
=

r
R
R
R










)3(
)2(
)1(
 
 
 i per tant aRr =    1−= rRa . 
 
 
2.4 Codificadors ADPCM (adaptive DPCM) 
La codificació ADPCM contempla un algorisme molt semblat al 
codificador DPCM explicat anteriorment, però amb una petita diferència. Un cop 
s’ha generat l’error de predicció s’afegeix un nou bloc per tal de reduir encara 
més el flux de dades. S’aplica un quantificador adaptiu, de forma que els grans 
canvis que sorgeixen en un vector de dades d’error de predicció es suavitzen. 
La idea és que el pas de quantificació és variable, s’adapta a cada mostra 
depenent del seu valor, però no ho fa pas de forma lineal. L’estàndard d’aquest 
codificador està contingut en la recomanació g.722 de la ITU.  
Es defineix que l’entrada serà un senyal PCM 16 bits per mostra i que a 
la sortida del codificador s’obtindrà un senyal de 4 bits per mostra. Aquest 
codificador redueix amb gran eficàcia el bitrate: 
 
Sense codificar: 
 Bit rate= 
mostra
bits
 2560001616000 =•
mostra
bits
segon
mostres
 
Codificant ADPCM: 
 Bit rate=
mostra
bits
 64000416000 =•
mostra
bits
segon
mostres
 
 
 
Primer s’haurà de calcular l’error de predicció entre el senyal i la seva 
predicció, aquest error serà l’entrada del quantificador adaptiu el qual reduirà 
els bits per mostra fins a 4. Aquesta serà la sortida del codificador, tot i que a la 
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vegada, la mateixa sortida serveix per preparar el pas de quantificació de la 
propera mostra. De la mateixa manera que als codificadors DPCM, caldrà que 
els coeficients de ponderació de la predicció lineal es renovin sovint per evitar 
errors acumulatius. 
Degut a que les freqüències baixes tenen molta més contribució en la 
veu, es quantificarà amb molta més precisió les petites diferències entre 
mostres  ja que aquestes pertanyen a baixa freqüència. En canvi, els canvis de 
magnitud més grans, pertanyents a freqüència elevada, es codificaran amb un 
pas de quantificació més gran, insertant així, un error superior en aquest cas.  
 
 
2.4.1 Estàndard G.722 
Aquesta recomanació defineix les característiques per a una conversió 
de senyal codificat en llei A o llei  a 64 kbits/s a un canal de 16, 24,32 o 40 
kbits/s, i viceversa. 
L’aplicació d’un canal a 16 o 24 kbits/s és per la transmissió a través de 
canals sobrecarregats que transporten senyal vocal. L’aplicació de canals a 32 
o 49 kbits/s és pel transport de senyals de dades a través de mòdems. 
 
2.4.2 Estàndard g.726 
Aquest estàndard descriu les característiques d’un sistema de codificació 
d’àudio amb un ample de banda de 7KHz (de 50 Hz a 7 KHz) que pot utilitzar-
se en diverses aplicacions d’àudio d’alta qualitat. S’utilitza la codificació 
diferencial adaptiva en dos subbandes (SB-ADPCM), es separa l’espectre en 
dues bandes i es codifiquen en ADPCM amb diferents bit rates. El senyal 
d’entrada serà PCM lineal a 14 bits per mostra i 16 kHZ de freqüència de 
mostreig. 
Aquesta recomanació descriu tres modes diferents de treball utilitzant un 
ample de banda de 7 KHz: 64,56 i 48 kHZ. 
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3 Implementació d’algorismes 
En aquest capítol s’explicaran com s’han pogut implementar els 
codificadors explicats en el capítol 2 sobre un programa de simulació. En el 
nostre cas, el programa de simulació serà Mathworks Matlab. De cada un dels 
codificadors s’explicaran els processos de codificació i de decodificació en 
excepció de l’algorisme PCM2, el qual únicament existeix l’algorisme de 
codificació. Els algorismes a explicar seran: pcm2, lleimu, decolleimu, lleia, 
decolleia, dpcm, decodpcm, dpcmdelta, decodpcmdelta, adpcm, decoadpcm.  
 
3.1 Programació en Matlab 
Com ja s’ha comentat, s’han implementat els codificadors amb l’entorn 
de simulació Matlab. La forma de treballar serà partir d’un arxiu d’àudio, el qual 
estarà en memòria de l’ordinador i per tant, lògicament digitalitzat. Aquest arxiu 
serà processat per l’algorisme triat i a la sortida s’obtindrà el senyal codificat. 
Existeix un factor a tenir en compte, i és que Matlab treballa amb nombres del 
tipus double (64 bits en coma flotant). En canvi, els codificadors tenen 
associats un nombre de bits menor. Qualsevol operació com dividir o multiplicar 
farà que el tipus double doni un resultat un mica diferent  que el que s’obtindria 
utilitzant per exemple un codificador treballant amb 8 bits. 
 
 
L’altre factor a tenir en compte al programar en Matlab és que no 
treballarem en temps real. Això implica que els fitxers seran vectors de 
mostres. La majoria de codificadors estan definits en temps real, de forma que  
defineixen com processar una mostra en un moment determinat, el problema 
és que per aplicar els algorismes en temps real caldria aplicar una operació for, 
la qual faria que es repetissin les operacions per totes les mostres. Això faria 
que aplicar un codificador comportaria un temps d’espera molt gran ja que el 
cost computacional seria funció lineal de la longitud del vector d’entrada. Per 
solucionar-ho s’intentarà vectoritzar totes les operacions per tal de reduir el cost 
computacional i fer-l’ho constant en funció de la longitud del vector d’entrada. 
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3.2 Arxius WAV 
Els documents amb format WAV són fitxers d’àudio els quals comprenen 
una capçalera amb informació del fitxer i un vector de dades on es troben totes 
mostres d’àudio en si.  
La capçalera es pot dividir en tres parts o chunks. El primer chunk 
serveix per reconèixer si és un arxiu WAV. Caldrà que el contingut en aquest 
chunk (4 byte) sigui la paraula RIFF codificada en ASCII. El segon chunk té 
informació sobre les mostres d’àudio. En concret té 32 bytes referents a 
aquesta part.  
• El camp chunksize (4 bytes) indica la grandària del fitxer en bytes 
a partir del següent camp fins al final de les mostres. 
• El camp format (4 bytes) conté las lletres WAVE en ASCII 
• El camp subchunk1ID (4 bytes) conté les lletres fmt (amb espai al 
final) en ASCII 
• El camp subchunk1size (4 bytes) expressa la longitud de la resta 
del subchunk. 
• El camp audioformat indica en quin format s’han comprimit les 
mostres. Depenent del número serà: 
• Valor 1: PCM  
• Valor 2: Microsoft ADPCM 
• Valor 3: normalized floating-point 
• Valor 6 CCITT a-law 
• Valor 7: CCITT mu-law 
• Valor 17: IMA ADPCM 
• Valor  34: DSP Group TrueSpeech TM 
• Valor 39: GSM 6.10 
• Valor 50 MSN Audio 
• Valor 257: IBM Mu-law 
• Valor 258: IBM A-law 
• Valor 259: IBM AVC Adaptive Differential 
• El camp numchanels (2 bytes) expressa el nombre de canals 
continguts en l’arxiu d’àudio. Els diferents canals es multiplexen 
entrellaçant les mostres d’un mateix instant; és a dir, en un arxiu 
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de dos canals, trobaríem la mostra 1 del canal 1, la mostra 1 del 
canal 2, la mostra 2 del canal 1, la mostra 2 del canal 2... 
 
 
 
 
 
 
• El camp samplerate (2 bytes) indica la freqüència de mostreig 
• El camp Byterate (4 bytes) indica el nombre de bytes per segon 
• El camp blockalign (2 bytes) indica el nombre de bytes per mostra 
incloent tots els canals 
• El camp bitspersample (2 bytes) indica els bits per mostra.  
• (2 bytes en tots els formats tret de PCM on apareix la paraula 
“fact4 “ en ASCII). 
• El camp Subchunk2ID (4 bytes) conté les lletres “data” en format 
ASCII. 
• El camp subchunk2size (4 bytes) expressa el nombre de bytes en 
el camp data. 
 
El tercer chunk són les dades pròpiament dites. 
 
Els arxius WAV es guarden sempre amb signe, sigui quin sigui el 
nombre de bytes per mostra, tret dels arxius amb 1 byte per mostra. Aquests 
últims es guarden sense signe i amb un offset per tal d’anular els nivells 
negatius. 
El sistema d’ordenació de les dades d’un arxiu WAV és sempre little-
endian, tret dels camps codificats amb caràcters ASCII, on s’ordenen amb big-
endian. 
 
Mostra 1  
Canal 1 
Mostra 1  
Canal 2 
Mostra 2  
Canal 1 
Mostra 2  
Canal 2 
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3.3 Funció Llegirwav 
Aquesta és la funció que llegeix les dades d’un fitxer d’àudio. No s’ha 
pogut conservar la pròpia funció de Matlab ja que només acceptava fitxers 
WAV codificats en format PCM, i naturalment necessitàvem un funció que 
pogués llegir tots els formats creats. La funció llegirwav retornarà el vector de 
dades, el la freqüència de mostreig, el nombre de bits i una estructura amb 
totes les dades de la capçalera. 
S’utilitzaran les funcions de Matlab fopen, per obtenir el punter al fitxer 
d’àudio, i la funció fread per llegir els paràmetres del punter. 
fid=fopen(arxiu); 
if fid==-1, 
    disp('nom darxiu inexistent'); x=0;fm=x;nbits=x;info=x; 
    return  
end 
 Si el punter retorna valor -1 serà per què el fitxer no existeix.  
S’aniran llegint els paràmetres utilitzant els tipus de dades corresponents 
a cada bloc de capçalera. 
cap.ID=char(fread(fid,4)); 
% cap.ID 
 
cond1=compara(cap.ID,'RIFF',4); 
if cond1==0, 
    disp('No es un arxiu WAV');x=0;fm=x;nbits=x;info=x; 
    return 
end 
 
 
cap.tamany=fread(fid,1,'ulong'); 
cap.format=char(fread(fid,4)); 
cond2=compara(cap.format,'WAVE',4); 
if cond2==0, 
    disp('capçalera danyada, condicio 2');x=0;fm=x;nbits=x;info=x; 
    return 
end 
 
cap.fmt=char(fread(fid,4)); 
cond3=compara(cap.fmt,'fmt ',4); 
if cond3==0, 
    disp('capçalera danyada, condicio 3');x=0;fm=0;nbits=x;info=x; 
    return 
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end 
 
cap.subchunk=fread(fid,1,'ulong'); 
cap.audioformat=fread(fid,1,'ushort'); 
cap.ncanals=fread(fid,1,'ushort'); 
cap.fm=fread(fid,1,'ulong'); 
cap.bitrate=fread(fid,1,'ulong'); 
cap.bytemostra=fread(fid,1,'ushort'); 
cap.bitsmostra=fread(fid,1,'ushort'); 
 
Aquestes comandes llegeixen la capçalera de l’arxiu fins el camp bits 
mostra. Com es pot observar, l’estructura cap va guardant els paràmetres 
llegits. Amb els tipus ulong o ushort triem si volem llegir dades de dos o quatre 
bytes, tal com estan escrites les capçaleres WAV.  
Existeixen dos condicions per tal que el fitxer no contingui errors: que el 
camp format contingui les lletres WAVE i que el camp subchunk1ID contingui 
les lletres fmt. Si no compleixen les condicions retornarem la funció amb tots 
els seus paràmetres amb valor 0. 
Tal com s’explica en l’apartat anterior, els arxius WAV en format PCM 
tenen la capçalera diferent. Aquests, seguidament al camp bits mostra, 
contenen el camp subchunk2ID on es troba la paraula data. En canvi, la resta 
de codificacions tenen abans 16 bytes, els quals únicament els llegirem tot i 
que no els farem servir. A partir d’aquí tots els formats tornen a tenir la mateixa 
capçalera. 
if(cap.audioformat==1) 
cap.data=char(fread(fid,4)); 
 
    cond4=compara(cap.data,'data',4); 
    if cond4==0, 
        disp('capçalera danyada, condicio 4');x=0;fm=cap.fm;nbits=cap.bitsmostra;info=cap;   
        return 
    end 
     
else 
 
    cap.basura=char(fread(fid,14)); 
    cap.data=char(fread(fid,4)); 
    cond4=compara(cap.data,'data',4); 
    if cond4==0, 
        disp('capçalera danyada, condicio 4');x=0;fm=cap.fm;nbits=cap.bitsmostra;info=cap;   
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        return 
    end 
     
 
end 
 
Altre cop comparem si el camp data conté les lletres data, en cas 
contrari finalitzem la funció retornant tots els paràmetres igual a 0. 
Llegim el següent camp on obtenim la llargada de les dades sense 
capçalera. 
cap.bytes=fread(fid,1,'ulong'); 
 
Calculem amb quin tipus de dades s’hauran de llegir les dades a partir 
dels camps bytemostra i ncanals. 
 
if ((cap.bytemostra/cap.ncanals)==1) 
    tipus='uchar'; 
elseif ((cap.bytemostra/cap.ncanals)==2) 
    tipus='short'; 
elseif ((cap.bytemostra/cap.ncanals)==3) 
    tipus='bit24'; 
elseif ((cap.bitsmostra)==4) 
    tipus='uchar'   
else tipus=[]; 
     
end 
 
En aquest moment ja estem preparats per llegir les dades. En el cas en 
que existeixi més d’un canal caldrà retornar una matriu amb els diferents 
canals.  
ddes=fread(fid,cap.bytes,tipus); 
dades2=zeros(ceil(length(ddes)/(cap.bytemostra*cap.ncanals)),cap.ncanals); 
for i=(1:cap.ncanals) 
    dades2(1:(length(ddes)/cap.ncanals),i)=ddes(i:cap.ncanals:end); 
end 
 
Un cop llegir les dades és necessari posar-les en el marge dinàmic -1,1 
amb el qual treballa Matlab. Així doncs, caldrà reduir els marges dinàmics. Els 
senyals amb un byte per mostra estan codificats sense signe amb valors entre 
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0 i 127. pel que fa la resta estan codificats amb signe amb valors entre -2n i 2n-
1, on n és el nombre de bits per mostra. S’ha implementat de la següent forma: 
 
    if ((cap.bytemostra/cap.ncanals)==1) 
        x=(dades2-128)/128; 
    elseif ((cap.bytemostra/cap.ncanals)==2) 
        x=dades2/32768; 
    elseif ((cap.bytemostra/cap.ncanals)==3) 
        x=dades2/2^23; 
         
    else x=[]; 
     
    end 
 
Només falta assignar als valors de sortida de la funció els paràmetres 
associats. 
 fm=cap.fm; 
nbits=cap.bitsmostra; 
 
El vector x i l’estructura cap són els altres valors de sortida que ja tenen 
el seu valor corresponent. 
 
3.4 Funció escriurewav 
L’objectiu d’aquesta funció és guardar un vector de dades en un fitxer 
d’àudio WAV. Els seus paràmetres d’entrada són el propi vector de dades, la 
freqüència de mostreig del senyal, el nombre de bits del senyal i el nom del 
futur fitxer d’àudio. 
El primer pas serà maximitzar el marge dinàmic del vector de dades i 
posar-lo d’acord amb el seu nombre de bits. Cal recordar quina relació guarda 
el nombre de bits per mostra i el seu marge dinàmic. 
 
Nombre de bits per mostra Marge dinàmic del fitxer d’àudio 
8 Entre -128 i 127 
16 Entre -216 i 216-1 
24 Entre -224 i 224 -1 
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S’ha implementat de la següent forma: 
switch nbits 
   case 8, 
      tipus='uchar' % unsigned 8-bit 
      y=(y*128)+128; 
   case 16, 
      tipus='short' % signed 16-bit 
      y=y*32768; 
   case 24, 
   tipus='bit24' % signed 24-bit 
      y=y*2^23; 
 end 
 
Seguidament crearem, amb l’ajuda de la funció interna de Matlab fopen, 
el fitxer d’àudio i retornarem un punter a ell mateix. 
 
fid=fopen(arxiu,'wb','l'); 
  
A partir d’aquest punt podem escriure tots els camps de la capçalera fins 
el camp BitsperSample, a partir d’on diferiran les capçaleres depenent del 
format de dades a guardar. 
 
fwrite(fid, 'RIFF', 'char'); 
fwrite(fid, length(y), 'ulong'); 
fwrite(fid, 'WAVE', 'char'); 
fwrite(fid, 'fmt ', 'char'); 
fwrite(fid, 15, 'ulong'); 
fwrite(fid, ft, 'ushort'); 
fwrite(fid, 1, 'ushort'); 
fwrite(fid, Fs, 'ulong'); 
fwrite(fid, (Fs*nbits/8), 'ulong'); 
fwrite(fid, nbits/8, 'ushort'); 
fwrite(fid, nbits, 'ushort'); 
 
La resta de capçalera s’ha implementat diferenciant el format PCM dels 
altres, tal com s’ha explicat en anteriors apartats: 
if (ft==1) 
    fwrite(fid, 'data', 'char'); 
    fwrite(fid, y, tipus); 
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else 
    fwrite(fid, 0, 'ulong'); 
    fwrite(fid, 0, 'ulong'); 
    fwrite(fid, 0, 'ulong'); 
    fwrite(fid, 0, 'ushort'); 
    fwrite(fid, 'data', 'char'); 
    fwrite(fid, length(y), 'ulong'); 
    fwrite(fid, y, tipus); 
     
end 
Els 14 bytes amb valor 0 són els bits que en la funció llegirwav tampoc 
es llegeixen però és necessari que existeixin. 
3.5 Implementació funció PCM2 
L’objectiu d’aquesta funció és codificar en format PCM (amb un nombre 
de bits per mostra i una freqüència de mostreig definida per l’usuari)  un senyal 
d’entrada. Servirà per preparar senyals que no estiguin adequats. Per exemple, 
un codificador llei A, necessita que el senyal d’entrada estigui quantificat amb 
14 bits i una fm=8000 Hz. Si el senyal d’entrada no té aquestes característiques 
l’haurem de passar primer per la funció PCM2 i convertir-lo a 14 bits i 8000 Hz. 
Aquesta funció haurà de permetre decrementar o augmentar tant el 
nombre de bits per mostra com la freqüència de mostreig. Cal recordar que el 
primer pas serà mostrejar el senyal d’entrada, però en aquest cas, degut a que 
el senyal d’entrada ja està mostrejat, estarem parlant d’una delmació o bé 
d’una interpolació (depenent si volem disminuir o augmentar la freqüència de 
mostreig respectivament). En el cas en que el valor nou de freqüència de 
mostreig sigui un múltiple del d’entrada i menor únicament haurem de buscar la 
relació entre freqüències i aplicar. Si tenim un senyal mostrejat a 16000 Hz i el 
volem transformar a 8000 Hz, haurem de delmar amb un factor de 

	




= 2
8000
16000
, 
agafar una mostra de cada dos. El problema sorgeix quan el factor de delmació 
no és un nombre enter, ja que no podem agafar una mostra de cada 4,75. 
existeixen dues solucions, agafar la mostra més propera, (una de cada 5 
mostres en el nostre cas), o fer una aproximació del valor que tindria una 
mostra en aquell moment. 
Josep Rubio Vilà                  Simulació de codificadors de forma d’ona en Matlab 
  
- 35 - 
 
 
 
En el dibuix s’observa que al no tenir un nombre enter com a factor de 
delmació, s’intenta agafar una mostra en un moment on no existeix. La solució 
serà la següent. Es deixen passar tantes mostres com indiqui la part fixa del 
nombre (4). La part decimal indica de forma percentual l’aproximació que hi ha 
entre la mostra virtual i la següent. Així doncs, crearíem la mostra virtual 
agafant el 75% de la cinquena mostra i el 25% de la quarta mostra. Cal pensar 
que la següent mostra que s’hauria d’agafar seria justament 2 vegades el factor 
de delmació (2 x 4,75 = 9,5). En aquest cas generaríem la mostra virtual amb 
un 50% de la desena mostra i un 50% de la novena. La tercera mostra seria (3 
x 4’75 = 14,25). Així doncs, generaríem la mostra amb un 25% de la 15a 
mostra i un 75% de la 14a. La quarta mostra seria (4 x 4,75 = 19), caldria 
generar-la amb un 0% de la 20a mostra i un 100% de la 19a, És a dir, 
agafaríem la mostra 19a. 
L’algorisme s’ha implementat així: 
 
long=floor((fm2/fm1)*length(x)); 
escala=(1:long); 
Figura 1-3 
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factor=fm1/fm2; 
factor=escala.*factor; 
index=floor(factor); 
dec=factor-index; 
X(1:long-1)=x(index(1:long-1)).*(1-dec(1:long-1)).'+ x(index(2:long)).*(dec(1:long-1)).'; 
X(long)=x(index(long)); 
 
La variable long serà el nombre de mostres que haurà de tenir el nou 
senyal. Escala és un vector que s’incrementa unitàriament fins long. Factor és 
el factor de delmació el qual es crea dividint fm1/fm2, i després multiplicant-lo 
per escala. D’aquesta forma s’aconsegueix que factor sigui un vector on es 
troben tots els possibles valors de factor de delmació. 
Ex: factor = 2,4 
2,4 4,8 7,2 9,6 12 
 
A la variable index trobem la part fixa del vector factor, mentre que a la 
variable dec serà un vector amb tots els decimals del vector factor. La idea és 
generar en el vector X el vector x delmat pel factor interposat entre fm1 i fm2. 
 
 
 
Figura 2-3 En la imatge es representa un senyal amb fm=8000 Hz, i el mateix senyal 
mostrejat a 6400 Hz utilitzant l’algorisme creat. El factor de delmació és 8000/6400= 1’25. 
S’observa com l’aproximació per les mostres virtuals no presenta problemes. 
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Aquest algorisme a més, també serveix pels casos en que la fm2 és 
superior a fm1, de forma que es procedeix a interpolar.  
Un cop el senyal ja s’ha delmat o interpolat, caldrà quantificar-lo. 
Procedim generant l’increment com el quocient entre el marge dinàmic i 2nbits. 
On el marge dinàmic serà 2 (entre -1 i 1), i nbits serà el nou nombre de bits per 
codificar el senyal. D’aquesta manera, podrem dir que qualsevol mostra s’haurà 
de codificar com l’increment multiplicat per un cert nombre de vegades. S’ha 
implementat així: 
increment=2/2^N; 
Nvegades=round(X/increment); 
y=increment*Nvegades; 
 
Un cop generem l’increment ens construïm un vector Nvegades on s’hi 
guarda quantes vegades cal multiplicar l’increment per cada mostra. S’aplica la 
funció round ja que el nombre de vegades ha de ser enter. És aquí on es 
produeix l’error de quantificació. Finalment, només queda assignar a la sortida 
la multiplicació de l’increment pel vector Nvegades i així generar el senyal 
sortida. 
 
3.6 implementació codificació Llei  
En aquest apartat s’explicarà com s’han implementat les funcions lleimu 
(la qual aplica la codificació llei  a l’entrada), la funció decolleimu (la qual 
retorna la decodificació d’un senyal codificat en llei ), la funció lleimu2 (la qual 
aplica només la corba d’expansió) i la funció decolleimu2(la qual decodifica el 
senyal expandit per lleimu2 a través de la corba inversa). Les dos primeres 
funcions segueixen les especificacions recomanades en l’estàndard g.711. Les 
dues últimes serviran per poder veure de forma gràfica l’expansió que sofreixen 
els valors de baixa magnitud. 
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3.6.1 Lleimu 
Com a paràmetres d’entrada hi haurà x, corresponent al vector de 
mostres d’entrada, i mu, corresponent al valor constant que apareix en les 
funcions logarítmiques del codificador.  
 
[ ] [ ] ( )[ ]nxsigne
X
nx
XnxFny
µ
µ
+

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
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+
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|)(|1log
)()( maxmax
 
 
Primerament apliquem la funció logarítmica definida al capítol 2. S’ha 
implementat de la següent forma: 
 
xmax=max(x); 
num=log(1+ (mu*abs(x)/xmax));  
den=log(1+mu);  
signe=sign(x); 
y=(xmax.*num.*signe./den)  ; 
 
A la variable xmax s’hi guarda el valor màxim de x, a la variable num s’hi 
guarda el numerador de la funció, a la variable den s’hi guarda el denominador 
de la funció, a la variable signe s’hi guarda el signe de les mostres del vector x. 
 Les variables num, den i signe són vectors de la mateixa llargada que x. 
Finalment y, senyal sortida, es construeix tal com marca la funció logarítmica. 
Un cop s’obté el senyal y, només faltarà aplicar una consideració de 
l’estàndard g.711. Els valors positius de y s’hauran de codificar com 1 - y. 
Aquesta última operació s’ha implementat així: 
 
canvi=find(y>=0); 
y(canvi)=1-y(canvi);  
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A la variable canvi s’hi guarden tots els índexs del vector y on el seu 
valor és positiu. Llavors tots els valor de y marcats pel vector canvi es 
codifiquen com 1 - y(canvi). 
 
 
 
3.6.2 Decolleimu 
Com a paràmetres d’entrada tenim x, corresponent al vector codificat en 
llei , i mu, corresponent al valor constant que apareix en les funcions 
logarítmiques del codificador. Cal que el valor mu sigui el mateix en la 
decodificació i en la codificació per tal de no insertar errors, ja que el paràmetre 
mu configura el pendent de la funció logarítmica, i és imprescindible que la 
funció decodificadora sigui justament la inversa a la codificadora. 
El primer pas serà desfer la última acció aplicada en la funció lleimu. Així 
doncs caldrà que els valors positius, codificats com 1-y, es decodifiquin. Per 
fer-ho s’han implementat les següents operacions: 
 
canvi=find(y>=0); 
y(canvi)=1-y(canvi); 
 
Figura 3-3 En l’exemple s’observa com es codifica un senyal senoidal amb la funció 
lleimu. S’observa una expansió als valors baixos i una codificació diferent entre positius i 
negatius. 
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A la variable canvi s’hi guarden tots els índexs del vector y on el seu 
valor és positiu. Llavors tots els valor de y marcats pel vector canvi es 
codifiquen com 1 - y(canvi). Així doncs al vector y s’obtenen totes les mostres 
les quals només els hi faltarà aplicar la funció logarítmica inversa. Aquesta 
funció s’obté aïllant x en la funció: 
 
 
 
 
De manera que s’obté la següent funció: 
 
 
 
 
 
Aquesta funció inversa s’ha implementat de la següent forma: 
 
signe = sign(y); 
Xmax = max(y); 
exponent = (abs(y)*log(1+mu))/Xmax; 
x= (Xmax/mu)*((exp(exponent))-1); 
x=x.*signe; 
 
La variable signe és un vector on es guarda el signe del vector y. La 
variable Xmax guarda el valor màxim del vector y. Exponent és un vector que 
guarda el valor de la operació situada en l’exponent de la funció inversa. El 
vector x és el vector de mostres decodificat. 
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Figura 4-3 S’observa la recuperació del senyal a través de la funció decolleimu, el senyal 
original és un sinus, aquest senyal es pot veure en l’apartat anterior. 
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3.6.3 Lleimu2 
Aquesta funció aplica la corba d’expansió dels valors petits de la 
codificació llei µ. És exactament idèntica a la funció lleimu, però sense aplicar la 
codificació dels valors positius. La implementació no cal tornar-la a descriure. 
xmax=max(x); 
num=log(1+ (mu*abs(x)/xmax));  
den=log(1+mu);  
signe=sign(x); 
y=(xmax.*num.*signe./den)  ; 
 
 
 
3.6.4 Decolleimu2 
Aquesta funció decodifica la funció lleimu2. El procés que segueix és 
aplicar la funció inversa a la llei µ, trobada anteriorment. No cal tenir en compte 
la codificació dels valors positius, ja que al codificar-se amb la funció lleimu2, 
tampoc s’han tingut en compte. En aquest cas no comentarem l’algorisme ja 
que és igual al realitzat per la funció decolleimu.  
signe = sign(y); 
Xmax = max(y); 
exponent = (abs(y)*log(1+mu))/Xmax; 
Figura 5-3 S’observa l’expansió dels valors de baixa magnitud en el senyal codificat. En 
canvi, els valors pròxims a la unitat (màxims del marge dinàmic), no presenten deformitat. 
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x= (Xmax/mu)*((exp(exponent))-1); 
x=x.*signe; 
 
 
 
 
 
 
 
 
 
 
3.7 Implementació codificadors llei A 
En aquest apartat s’explicarà com s’han implementat les funcions lleia (la 
qual aplica la codificació llei A a l’entrada), la funció decolleia (la qual retorna la 
decodificació d’un senyal codificat en llei A), la funció lleia2 (la qual aplica 
només la corba d’expansió) i la funció decolleia2(la qual decodifica el senyal 
expandit per lleia2 a través de la corba inversa). Les dos primeres funcions 
segueixen les especificacions recomanades en l’estàndard g.711. Les dues 
Figura 6-3 S’observa la recuperació del senyal a través de la funció decolleimu2, el senyal 
original és un sinus, aquest senyal es pot veure en l’apartat anterior. 
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últimes serviran per poder veure de forma gràfica l’expansió que sofreixen els 
valors de baixa magnitud. 
 
3.7.1 Lleia 
Com a paràmetres d’entrada hi haurà x, corresponent al vector de 
mostres d’entrada, i a, corresponent al valor constant que apareix en les 
funcions logarítmiques del codificador.  
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Primerament apliquem la funció logarítmica definida al capítol 2. S’ha 
implementat de la següent forma: 
 
xmax=max(abs(x)); 
signe=sign(x); 
inferiors=find(abs(x)<(xmax/a)); 
superiors=find(abs(x)>=(xmax/a)); 
num1=zeros(length(x),1); 
num2=zeros(length(x),1); 
num1(inferiors)= a*abs(x(inferiors)).*signe(inferiors); 
den= 1+log(a); 
num2(superiors)= (1+ log(a*abs(x(superiors))/xmax)).*signe(superiors)*xmax; 
if (length(inferiors)>0) 
      y(inferiors)=num1(inferiors)/den; 
end 
if(length(superiors)>0) 
      y(superiors)=num2(superiors)/den; 
end 
 
A la variable xmax s’hi guarda el valor màxim de l’entrada. Signe és un 
vector on s’hi guarda el signe de totes les mostres d’entrada. Inferiors és un 
vector el qual guarda els índexs del vector x els quals compleixen la segona 
condició de la funció. Superiors és un vector que guarda els índexs del vector x 
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que compleixen la primera condició de la funció. Num1 és un vector el qual té el 
valor del numerador de la funció de totes aquelles mostres que compleixen la 
condició 2. Num2 és un vector el qual té el valor del numerador de la funció de 
totes aquelles mostres que compleixen la condició 1. Finalment, utilitzant una 
iteració, separem els dos possibles casos de la funció i generem el vector y, 
senyal sortida.  
Finalment queda aplicar els requisits imposats per l’estàndard g.711. 
Caldrà codificar els valors negatius com y(negatius)=-y(negatius)-1. A més 
caldrà invertit els bits parells del vector. 
 
 
canvi=find(y<=0); 
y(canvi)=-y(canvi)-1;  
y=invpar(y);  
 
El vector canvi guarda tots els índexs on el vector de dades y conté 
valors negatius. La funció invpar, explicada a continuació realitza la inversió 
dels bits parells. El resultat de les comandes és el senyal sortida. 
 
 
Figura 7-3 S’observa com el senyal original (rampa entre -1 i 1) es codifica amb un senyal 
sense similituts resepecte l’original. Això és degut a la inversió dels bits parells i a la 
codificació diferent entre valor positius i negatius. 
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3.7.2 Invpar 
Com a paràmetres d’entrada hi ha un vector de dades, i com a 
paràmetres de sortida el mateix vector de dades amb els bits parells invertits. 
 Farem servir la lògica booleana per invertir els bits. Si recordem la taula 
de la veritat de la porta xor podrem entendre la idea a implementar 
BIT1 BIT2 XOR(BIT1,BIT2) 
0 0 0 
0 1 1 
1 0 1 
1 1 0 
 
Si prenem el senyal BIT2 com una màscara, veurem que quan la 
màscara té valor 1, s’inverteix el valor de Bit1. Així doncs, si volguéssim invertir 
els bits parells hauríem de treballar amb la següent màscara: 01010101. 
Per poder-la dur a terme ens hem ajudat de la funció interna del Matlab 
anomenada bitxor. Cal pensar, però, que aquesta funció treballa amb valors 
reals, així que caldrà convertir el valor de la màscara 01010101 al seu valor 
decimal. El primer pas haurà de ser expandir el marge dinàmic per tal que el 
valor binari del senyal d’entrada ocupi 8 bits. 
 
Y=c-min(c); 
Y=Y/max(Y); 
Y=round(Y*(127)); 
 
mask='01010101'; 
MASK=bin2dec(mask); 
 
y=bitxor(MASK,Y); 
 
 
y=(y/max(y))*2;  
Y=y-1;   
 
La variable MASK conté el valor decimal de la màscara. Un cop s’aplica 
la funció bitxor, i per tant s’obté la inversió dels bits parells, caldrà reduir un 
altre cop el marge dinàmic a l’estat original, entre els valors [-1 1]. 
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3.7.3 Decolleia 
Aquesta funció serà l’encarregada de decodificar el senyal provinent de 
la funció lleia. Serà doncs el decodificador lleia A de l’estàndard g.711. 
Per poder recuperar el senyal s’hauran de desfer els passos de forma 
inversa; és a dir, començar per desfer la última modificació i acabar amb la 
primera. Seguint aquest criteri, primer s’hauran de tornar a invertir els bits 
parells, més tard haurem de decodificar els valors negatius, i per últim pas 
s’haurà d’aplicar la corba inversa associada a la expansió llei A. 
Per poder invertir altra vegada els bits parells només haurem tornar a 
aplicar la funció invpar. D’aquesta forma, al invertir dues vegades un bit es 
torna a l’estat original. 
y=invpar(y); % s'inverteixen els bits parells 
 
Per poder decodificar els valors negatius, aplicarem el mateix mètode 
que abans, per tant els valors negatius es codificaran com y(negatius)=-
y(negatius)-1.  
canvi=find(y<0); 
 
y(canvi)=-y(canvi)-1; % els valors negatius s'inverteixen 
 
Finalment només queda aplicar la funció inversa a l’expansió llei A. Per 
fer-ho hem aïllat x(n) de la funció, obtenint la següent funció inversa: 
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signe=sign(y); 
ymax=max(abs(y)); 
ymax=ymax(1,1); %per si hi ha mes dun maxim igual 
llindar=ymax*(1+log(a))/a^2; 
 
inferiors=find(abs(y)<llindar); 
superiors=find(abs(y)>=llindar); 
 
num1=zeros(length(y),1); 
num2=zeros(length(y),1); 
x=zeros(length(y),1); 
den=a; 
 
 
num1(inferiors)=(y(inferiors).*(1+log(a))).*signe(inferiors); 
 
exponent=(y(superiors).*(1+log(a)))./(ymax.*signe(superiors)); 
num2(superiors)=ymax*exp(exponent-1).*signe(superiors); 
 
if(length(inferiors)>0) 
    x(inferiors)=num1(inferiors)/den; 
end 
 
if(length(superiors)>0) 
    x(superiors)=num2(superiors)/den; 
end 
 
La variable llindar guarda el valor límit entre les dues equacions.  En la 
variable num1, s’hi guarda el valor el numerador pels valors que no superen el 
llindar, mentre que a la variable num2, s’hi guarden els valors que si que el 
superen. Els vectors superiors i inferiors marquen els índexs del vector 
d’entrada que superen o no, respectivament, el llindar. 
Finalment, amb la iteració aconseguim donar el valor de sortida pels dos 
casos. 
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3.7.4 Lleia2 
Aquesta funció aplica la corba d’expansió dels valors petits de la 
codificació llei A. És exactament idèntica a la funció lleia, però sense aplicar la 
codificació dels valors negatius, ni la inversió dels bits parells. La 
implementació no cal tornar-la a descriure. 
 
xmax=max(abs(x)); 
signe=sign(x); 
inferiors=find(abs(x)<(xmax/a)); 
superiors=find(abs(x)>=(xmax/a)); 
num1=zeros(length(x),1); 
num2=zeros(length(x),1); 
num1(inferiors)= a*abs(x(inferiors)).*signe(inferiors); 
den= 1+log(a); 
Figura 8-3 S’observa la recuperació del senyal a través de la funció decolleia, el senyal 
original és una rampa, aquest senyal es pot veure en l’apartat anterior. S’observa com al 
senyal decodificat apareixen errors als valors de gran magnitud, degut a la quantificació no 
lineal de la funció llei A. 
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num2(superiors)= (1+ log(a*abs(x(superiors))/xmax)).*signe(superiors)*xmax; 
if (length(inferiors)>0) 
      y(inferiors)=num1(inferiors)/den; 
end 
if(length(superiors)>0) 
      y(superiors)=num2(superiors)/den; 
end 
 
 
 
 
 
3.7.5 Decolleia2 
Aquesta funció decodifica la funció lleia2. El procés que segueix és 
aplicar la funció inversa a la llei A, trobada anteriorment. No cal tenir en compte 
els valors negatius ni la inversió de bits, ja que al codificar-se amb la funció 
lleia2, tampoc s’han tingut en compte. En aquest cas no comentarem 
l’algorisme ja que és igual al realitzat per la funció decolleia.  
 
signe=sign(y); 
ymax=max(abs(y)); 
Figura 9-3 S’observa l’expansió dels valors de baixa magnitud en el senyal codificat. En 
canvi, els valors pròxims a la unitat (màxims del marge dinàmic), no presenten deformitat. 
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ymax=ymax(1,1); %per si hi ha mes dun maxim igual 
llindar=ymax*(1+log(a))/a^2; 
 
inferiors=find(abs(y)<llindar); 
superiors=find(abs(y)>=llindar); 
 
num1=zeros(length(y),1); 
num2=zeros(length(y),1); 
x=zeros(length(y),1); 
den=a; 
 
 
num1(inferiors)=(y(inferiors).*(1+log(a))).*signe(inferiors); 
 
exponent=(y(superiors).*(1+log(a)))./(ymax.*signe(superiors)); 
num2(superiors)=ymax*exp(exponent-1).*signe(superiors); 
 
if(length(inferiors)>0) 
    x(inferiors)=num1(inferiors)/den; 
end 
 
if(length(superiors)>0) 
    x(superiors)=num2(superiors)/den; 
end 
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3.8 Implementació codificadors diferencials 
En aquest apartat s’explicaran com s’han implementat les funcions dpcm 
(la qual codifica la diferència entre una mostra i la anterior), decodpcm (la qual 
decodifica el senyal provinent de la funció dpcm), dpcmp (la qual codifica la 
diferència entre una mostra i la seva predicció), i decodpcmp (la qual decodifica 
el senyal provinent de la funció dpcmp). 
3.8.1 DPCM 
Aquesta funció s’aplicarà restant el vector d’entrada amb el mateix vector 
d’entrada retardat una mostra. D’aquesta manera, amb una sola operació 
aconseguirem obtenir tots els valors de la codificació. S’ha implementat de la 
següent forma: 
X=zeros(length(x)+1,1); 
D=X; 
 
X(1:length(x))=x; 
Figura 10-3 S’observa la recuperació del senyal a través de la funció decolleia2, el senyal 
original és un sinus, aquest senyal es pot veure en l’apartat anterior. 
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D(2:end)=x; 
 
y=(X-D); 
y=y(1:length(y)-1); 
 
X i D es creen com dos vectors de zeros amb una llargada d’una mostra 
més que el vector d’entrada. Al vector X, s’hi guarda el vector d’entrada, 
deixant la última mostra buida. Al vector D, es deixa la primera buida, i a partir 
de la segona s’hi guarda el vector d’entrada. Així doncs, entre X i D existeix un 
retard d’una mostra. Senzillament realitzem la resta entre els dos vectors i 
retornem el vector y (diferència entre vectors), desperdiciant la última mostra, i 
així retornar un vector amb la mateixa longitud que el vector d’entrada. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
3.8.2 Decodpcm 
Aquesta funció haurà de sumar de forma acumulativa els valors del 
vector d’entrada i així restaurar el senyal original. En aquest cas únicament 
Figura 11-3 S’observa que el senyal codificat és una recta de pendent 0 i valor constant 1. 
això és degut a que totes les mostres del senyal original tenen una diferència amb la 
mostra anterior de valor 1. 
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caldrà aplicar la funció interna de Matlab cumsum, la qual produeix la suma 
acumulativa d’un vector. S’ha implementat de la següent forma 
X=cumsum(y); 
 
 
 
 
 
3.8.3 Dpcmp 
Aquesta funció realitzarà una predicció del senyal, i retornarà la 
diferència entre el senyal i la predicció d’aquest. La predicció del senyal s’haurà 
de fer en trames on el senyal sigui estacionari. Així definim una durada de 
trama de 20 ms,  creem una variable que indica el número de mostres en una 
trama i calculem el número de trames. 
El procés de predicció serà idèntic en totes les trames, així que ens 
disposem a repetir la predicció tantes vegades com trames es creïn. Dins les 
repeticions caldrà buscar quins són els coeficients de predicció. Això ho farem 
amb l’ajuda d’una funció interna de Matlab anomenada lpc. El senyal predit el 
crearem amb un filtre que tindrà com a paràmetres d’entrada els propis 
Figura 12-3 S’observa la recuperació del senyal original (rampa) a través de la funció 
decodpcm, utilitzant la suma acumulativa dels valors del senyal codificat. 
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coeficients de predicció i senyal a filtrar la trama. Un cop creat el senyal predit 
podrem generar un senyal error, realitzant la diferència entre el senyal original i 
la seva predicció. Aquest senyal error serà el senyal de sortida de la funció. Cal 
esmentar que com a paràmetre d’entrada també existirà l’ordre de predicció el 
qual ens definirà la longitud dels coeficients de predicció. 
Aquesta part s’ha implementat de la següent forma: 
 
long=length(x); 
ntrames=0.02*fm; 
trames=floor(long/ntrames); 
 
 
for i=(1:trames) 
     
    inici=(i-1)*ntrames +1; 
    final=inici+ntrames-1; 
    trama=x(inici:final); 
    a=lpc(trama,ordre); 
    coef(i,(1:ordre))=-real(a(2:end)); 
    xp=filter([0 coef(i,(1:ordre))],1,trama); 
    y(inici:final)=trama-xp; 
end 
 
La variable ntrames conté el nombre de mostres per trama, la variable 
trames conté el nombre de trames i per tant el nombre de repeticions del for. 
La variable inici marcarà a cada repetició l’índex a partir d’on ha de llegir 
la trama i guardar-la. La variable final marcarà a cada repetició l’índex fins on 
ha de llegir la trama i guardar-la. El vector trama guarda la trama actual a cada 
repetició. El vector a conté els coeficients de predicció que retorna la funció lpc, 
però escrits de forma 1 - coef(1) coef(2) coef(3).... per aquest motiu es crea el 
vector coef, on es guardaran els coeficients de predicció d’una manera més 
lògica: coef(1) coef(2) coef(3)... 
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3.8.4 Decodpcmp 
Aquesta funció caldrà que, a partir dels coeficients de predicció i el 
vector error creats amb la funció dpcmp, recuperi el senyal original. El procés 
s’haurà de tornar a realitzar amb trames de 20 ms per buscar l’estacionarietat 
del senyal. 
long=length(x); 
ntrames=0.02*fm; 
trames=floor(long/ntrames); 
 
Per poder crear el senyal recuperat únicament haurem de filtrar el senyal 
error amb el filtre invers de la codificació. És a dir, un filtre amb els coeficients 
de predicció situats al denominador. Aquesta part s’ha implementat de la 
següent forma: 
 
for i=(1:trames) 
Figura 13-3 El senyal original (traçat blau)  és un sinus a 50 Hz. El senyal codificat (traçat 
vermell) es construeix com l’error entre el senyal original i una predicció d’aquest. 
S’observa com l’error és nul excepte a cada inici de període, ja que la predicció és a curt 
termini. L’ordre de predicció és 7. 
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    inici=(i-1)*ntrames +1; 
    final=inici+ntrames-1; 
    trama=x(inici:final); 
    y(inici:final)=filter(1,[1 -coef(i,(1:ordre))],trama); 
     
end 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 14-3 Utilitzant la funció decodpcmp es restaura el senyal original fent servir el 
senyal codificat i els coeficients de predicció extrets en la codificació. 
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4 Interfície gràfica 
 
Aquest capítol té com a objectiu explicar la interfície gràfica que s’ha 
creat pel projecte. Primerament s’explicaran totes les funcions que s’han creat 
per crear-la, explicant el seu funcionament i raonant l’algorisme. Finalment es 
provarà el conjunt format per la interfície gràfica i els codificadors, es donaran 
les instruccions de la interfície gràfica i es valoraran els resultats. 
 
4.1 Funcions de la interfície gràfica 
L’objectiu serà crear un conjunt de funcions les quals donguin un maneig 
molt fàcil dels codificadors creats anteriorment. Per fer-ho utilitzarem les 
possibilitats gràfiques de Matlab. La intenció és veure un panell on es pugui 
triar un arxiu d’àudio, codificar-lo o decodificar-lo, veure la seva forma d’ona, 
quantificar-lo amb un nou valor de bits per mostra, guardar el fitxer amb les 
modificacions fetes, calcular la relació senyal a soroll i fins hi tot poder escoltar 
el resultat.  Farem servir la creació de botons i menús dins d’una figura.  
L’esbós gràfic seria el següent: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1-4 Esbòs de la interfície gràfica 
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La interfície estarà formada per un conjunt de funcions que unides es 
comportaran com un algorisme sencer, aquest algorisme seguirà el següent 
diagrama de flux: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
El conjunt d’algorismes estarà composat per un de principal i diversos de 
secundaris. En el nostre cas, però, degut a que gairebé tots els algorismes 
d’interfície compartiran moltes variables, serà molt més útil que aquests 
algorismes s’implementin com conjunt d’instruccions i no pas com a funcions. 
D’aquesta manera sempre podrem accedir a qualsevol variable d’interfície en 
qualsevol moment. 
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4.1.1 Fitxer Demo 
Serà l’encarregat de crear el panell (figure) i la majoria de botons i 
menús de la interfície gràfica.  El primer cop que s’executi es farà escollir un 
fitxer d’àudio a l’usuari. Per defecte, es llegirà el fitxer d’àudio i es codificarà en 
format PCM, de forma que el fitxer no sofrirà cap canvi.  
Primer de tot s’haurà de crear el panell on s’instal·larà tota la interfície 
gràfica. Això s’ha creat de la següent forma: 
clear all 
color1=[0.3 0.6 0.6]; %fons 
color2=[1 1 1];   %blanc de les lletres 
color3=[0.6 0.7 0.7]; %fons botons 
figNumber=figure( 'Name','interficie grafica PFC Josep Rubio', 'NumberTitle','off','color',color1); 
 
Es crearan dos botons radials amb el nom de codificadors i 
decodificadors. Quan un estigui activat, l’altre estarà desactivat. Serviran per 
triar quin menú es desitja veure, si el de codificadors o bé el de decodificadors.  
La implementació dels botons radials i els seus menús és la següent: 
 
%boto radio codificadors 
ps2=[0.01 0.95 1.3*bx by]; 
tc=uicontrol('Style','radio',... 
'Units','Normalized','Position',ps2,... 
'Visible','on','String','Codificadors',... 
'value',1,'Callback','cod','backgroundcolor',color1,'foregroundcolor',color2); 
 
%tipus codificadors 
p1=[0.01 0.90 1.3*bx by]; 
codi=uicontrol('Style','popup',... 
'Units','Normalized','Position',p1,... 
'String','PCM|PCM a Llei A|PCM a Llei mu|PCM a DPCM|Llei A CCITT|Llei mu CCITT',... 
'Callback','demo2','backgroundcolor',color3,'foregroundcolor',color2); 
 
%boto radio decodificadors 
ps22=[0.01 0.85 1.3*bx by]; 
td=uicontrol('Style','radio',... 
'Units','Normalized','Position',ps22,... 
'Visible','on',... 
'value',0,'String','Decodificadors','Callback','decod',... 
'backgroundcolor',color1,'foregroundcolor',color2); 
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%tipus de decodificadors 
p12=[0.01 0.80 1.3*bx by]; 
decodi=uicontrol('Style','popup',... 
'Units','Normalized','Position',p12,... 
'String','PCM|Llei A a PCM|Llei mu a PCM|DPCM a PCM|Llei A CCITT|Llei mu CCITT',... 
'Callback','demo2','backgroundcolor',color3,'foregroundcolor',color2); 
 
 
 
 
 
 
 
 
 
Hi haurà un botó el qual servirà per triar un fitxer. Un cop es triï, el nom 
del fitxer apareixerà en un quadre de text. S’ha implementat així: 
 
%Seleccio del senyal de veu text 
ps1=[0.9 0.90 bx by]; 
text1=uicontrol('Style','Text',... 
'Units','Normalized','Position',ps1,... 
'Visible','off','String','Fitxer','backgroundcolor',color1,'foregroundcolor',color2); 
 
%Seleccio del senyal de veu boto de prémer 
p12=[0.9 0.95 bx by]; 
fitx=uicontrol('Style','push',... 
'Units','Normalized','Position',p12,... 
'String','Fitxer','Callback','llegirfitxer','fontweight','bold',... 
'backgroundcolor',color3,'foregroundcolor','k'); 
 
 
 
 
Un cop es llegeixi el fitxer, apareixeran les dades de la capçalera 
ordenades de forma vertical. La idea és que apareixi un quadre de text amb el 
títol i a sota, un altre quadre de text amb les dades. Es podrà llegir “freqüència 
de mostreig”, “bits per mostra”, “canals” i “format”. 
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Aquests quadres de text s’han implementat de la següent forma: 
%fm 
text=[0.9 0.80 bx by]; 
txt=uicontrol('Style','Text',... 
'Units','Normalized','Position',text,... 
'Visible','on','String','Frequencia mostreig:','fontweight',... 
'bold','backgroundcolor',color1,'foregroundcolor',color2); 
%capsa fm 
dd=[0.9 0.75 bx by]; 
dades=uicontrol('Style','Text',... 
'Units','Normalized','Position',dd,... 
'Visible','off','String','Informaciodel fitxer','backgroundcolor',color1,'foregroundcolor',color2); 
 
 
 
 
% bitsmostra 
text2=[0.9 0.7 bx by]; 
txt2=uicontrol('Style','Text',... 
'Units','Normalized','Position',text2,... 
'Visible','on','String','bits per mostra:','fontweight','bold',... 
'backgroundcolor',color1,'foregroundcolor',color2); 
%capsa bits mostra 
dd2=[0.9 0.65 bx by]; 
dades2=uicontrol('Style','Text',... 
'Units','Normalized','Position',dd2,... 
'Visible','off','String','Informaciodel fitxer','backgroundcolor',color1,'foregroundcolor',color2); 
 
%canals 
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text3=[0.9 0.6 bx by]; 
txt3=uicontrol('Style','Text',... 
'Units','Normalized','Position',text3,... 
'Visible','on','String','canals:','fontweight','bold','backgroundcolor',color1,'foregroundcolor',color2); 
%capsa canals 
dd3=[0.9 0.57 bx by]; 
dades3=uicontrol('Style','Text',... 
'Units','Normalized','Position',dd3,... 
'Visible','off','String','Informaciodel fitxer','backgroundcolor',color1,'foregroundcolor',color2); 
 
 
 
%format 
text4=[0.9 0.5 bx by]; 
txt4=uicontrol('Style','Text',... 
'Units','Normalized','Position',text4,... 
'Visible','on','String','format:','fontweight','bold','backgroundcolor',color1,'foregroundcolor',color2); 
%capsa format 
dd4=[0.9 0.475 bx by]; 
dades4=uicontrol('Style','Text',... 
'Units','Normalized','Position',dd4,... 
'Visible','off','String','Informaciodel fitxer','backgroundcolor',color1,'foregroundcolor',color2); 
 
Es crea un botó que guardarà el senyal i un quadre de text que indica 
que l’arxiu no és format WAV, aquest quadre de text serà invisible com a valor 
predeterminat. 
 
%boto guarda un fitxer 
g=[0.9 0.3 bx by]; 
guarda=uicontrol('Style','push',... 
'Units','Normalized','Position',g,... 
'String','Guarda','Callback','guardafitxer','fontweight',... 
'bold','backgroundcolor',color3,'foregroundcolor','k'); 
% no es un fitxer wav 
t=[0.4 0.5 2*bx 2*by]; 
tt=uicontrol('Style','Text',... 
'Units','Normalized','Position',t,... 
'Visible','off','String','No es un fitxer Wav','fontweight',... 
'bold','backgroundcolor',color1,'foregroundcolor',color2); 
 
En aquest punt cridarem l’algorisme que llegirà un fitxer de text, crearem 
el botó actualitza, el qual cridarà a l’arxiu dibuixa per representar els senyals 
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amb les noves variables, i cridarem l’algorisme cod, el qual determinarà que al 
iniciar-se la interfície, es realitzi un codificació PCM. 
 
llegirfitxer 
 
dact=[0.45 0.0 1.2*bx by]; 
act=uicontrol('Style','push',... 
'Units','Normalized','Position',dact,... 
'String','ACTUALITZA','fontweight','bold','Callback','dibuixa',... 
'backgroundcolor',color3,'foregroundcolor','k'); 
 
cod 
 
 
El resultat final de la interfície gràcies al fitxer Demo és el següent: 
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4.1.2 Fitxer Cod 
Aquest fitxer serveix per quan l’usuari premi sobre el botó radial 
codificadors. En aquest moment, farem activarem la casella radial, 
desactivarem la casella radial dels decodificadors, farem invisible el menú de 
decodificadors i farem visible el menú de codificadors. 
set(decodi,'Visible','off'); 
set(td,'value',0); 
set(codi,'Visible','on'); 
set(tc,'value', 1); 
 
4.1.3 Fitxer decod 
Seguint el mateix principi que el fitxer cod, quan es premi sobre el botó 
radial decodificadors, activarem la casella decodificadors, desactivarem la 
casella de codificadors, farem invisible el menú de codificadors i farem visible el 
menú de decodificadors. 
set(codi,'Visible','off'); 
set(tc,'value', 0); 
set(decodi,'Visible','on'); 
set(td,'value',1 ); 
 
4.1.4 Fitxer Llegirfitxer 
Aquest algorisme haurà de obrir una finestra on l’usuari pugui triar l’arxiu 
wav. Si l’usuari no tria cap fitxer l’algorisme no fa res. Si l’usuari tria un fitxer 
amb una extensió diferent de wav, o bé un fitxer danyat, es farà visible el 
quadre de text creat a Demo (“no es un fitxer wav”). Si tot és correcte es 
procedirà a llegir les dades de l’arxiu, posar les dades de la capçalera dins dels 
quadre de text creats amb el fitxer Demo (“freqüència de mostreig”, “bits per 
mostra”, “canals” i “format”). En el cas en que el nombre de canals sigui 
superior a 1, únicament es llegirà un dels canals ja que la representació del 
senyal serà d’un sol canal. En aquest fitxer també es crearà un quadre de text 
on s’escriurà “N bits Q” i sota seu, un quadre de text actiu on l’usuari podrà 
posar el nou nombre de bits per mostra pel senyal codificat. 
Tot això s’ha implementat de la següent forma: 
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[nom, carpeta] = uigetfile('*.wav', 'Fitxer de veu', 0, 200); 
 
if(nom~=0) 
[x,fm1,nbits1,info]=llegirwav(nom); 
set(text1,'String',nom); 
 
     
    if (fm1==0) 
        set(tt,'visible','on'); %escriu que no es fitxer wav 
    else  
        Fm=info.fm; 
        bits_mostra=info.bitsmostra; 
        canals=info.ncanals; 
        switch info.audioformat 
            case 1 
                format='PCM'; 
            case 2 
                format='Microsoft ADPCM'; 
        case 6 
                format='llei A'; 
            case 7 
                format='llei mu'; 
        end 
         
        if (canals>1) 
            o=zeros(length(x),1); 
            o(1:length(o))=x(:,1); 
            clear x;  
            x=o;  
            clear o; 
        end 
         
     
        set(text1,'Visible','on'); 
        set(dades,'String',Fm); 
        set(dades,'Visible','on'); 
        set(dades2,'String',bits_mostra); 
        set(dades2,'Visible','on'); 
        set(dades3,'String',canals); 
        set(dades3,'Visible','on'); 
        set(dades4,'String',format); 
        set(dades4,'Visible','on'); 
        set(tt,'visible','off'); 
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        nbits=bits_mostra 
        %text nbits 
        nb=[0.01 0.55 bx by]; 
        nbi=uicontrol('Style','Text',... 
        'Units','Normalized','Position',nb,... 
        'Visible','on','String','N bits Q','fontweight','bold',... 
         'backgroundcolor',color1,'foregroundcolor',color2); 
 
         %capsa editable nbits 
         nbit = uicontrol(... 
        'Style','edit',... 
        'String',nbits,'units','normalized',... 
        'Position',[0.01 0.5 bx by],... 
        'CallBack','dibuixa', 'visible', 'on','backgroundcolor',color3,'foregroundcolor',color2); 
     
         
          
        
        dibuixa 
    end 
else 
end 
 
En les següents imatges es poden veure com s’inserten els textos als 
quadres de text i com es crea el quadre d’inserció de nombre de bits. 
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4.1.5 Fitxer dibuixa 
Aquest algorisme és el segon més important de la interfície, ja que és 
aquí on es processen les dades per codificar-les, decodificar-les i presentar-les 
en pantalla. 
Existiran dos casos possibles: que l’usuari triï una codificació o bé que 
prefereixi fer una decodificació del senyal d’àudio. En el primer cas, es 
representaran tres gràfiques: el senyal original, el senyal codificat (amb el tipus 
de codificador triat), i el senyal decodificat que rebria el receptor. També es 
podrà veure la SNR relacionada al codificador. També es podran escoltar els 
senyals original i decodificat. 
Pel segon cas, es representaran dues gràfiques: el senyal original el qual 
haurà d’estar codificat i el senyal decodificat. En aquest cas es podrà escoltar 
el senyal decodificat. 
S’ha implementat així: 
 
if(fm1~=0) 
    valtd=get(  td,'value'); 
    valtc=get(tc,'value'); 
    a=87.56; 
    mu=255; 
  
    nbits2=str2num(get(nbit,'string')); 
    
    if (valtd==0)&(valtc==1) 
    switch  get(codi,'value') 
        case 1 
            y=x; 
            pcmproces 
            z=y; 
        case 2 
            y=lleia2(x,a); 
            pcmproces 
            z=decolleia2(y,a); 
        case 3 
            y=lleimu2(x,mu); 
            pcmproces 
            z=decolleimu2(y,mu); 
        case 4 
            y=dpcm(x); 
            pcmproces 
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            z=decodpcm(y); 
        case 5 
            y=lleia(x,a); 
             
            z=decolleia(y,a); 
        case 6 
            y=lleimu(x,mu); 
 
            z=decolleimu(y,mu); 
             
    end 
     
    subplot('position',[0.18 0.7 0.7 0.2]) 
    plot(x,'r'), title('senyal entrada','color',color2); 
    axis([0 length(x) -1 1]) 
    subplot('position',[0.18 0.415 0.7 0.2]) 
    plot(y,'r'), title('senyal codificat i quantitzat','color',color2); 
    axis([0 length(y) -1 1]) 
    subplot('position',[0.18 0.15 0.7 0.2]) 
    plot(z,'r'), title('senyal decodificat i quantitzat','color',color2); 
    axis([0 length(z) -1 1]) 
     
    calculsnr 
         
%     text snr 
    sn=[0.01 0.32 bx by]; 
    snrr=uicontrol('Style','Text',... 
    'Units','Normalized','Position',sn,... 
    'Visible','on','String','Calcul SNR','fontweight',... 
'bold','backgroundcolor',color1,'foregroundcolor',color2); 
 
     
     
    %     text snr2 
    sn2=[0.01 0.25 bx by]; 
    snrr2=uicontrol('Style','Text',... 
    'Units','Normalized','Position',sn2,... 
    'Visible','on','String',snr,'backgroundcolor',color1,'foregroundcolor',color2); 
     
 
    %Sescolta x 
 
s1=[0.2 0.05 bx*1.2 by]; 
so1=uicontrol('Style','push',... 
'Units','Normalized','Position',s1,... 
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'String','Escolta original','Callback','sound(x,fm1)',... 
'fontweight','bold','backgroundcolor',color3,'foregroundcolor','k'); 
 
%Sescolta z 
s2=[0.7 0.05 bx*1.2 by]; 
so2=uicontrol('Style','push',... 
'Units','Normalized','Position',s2,... 
'String','Escolta codificat','Callback','sound(z,fm1)',... 
'fontweight','bold','backgroundcolor',color3,'foregroundcolor','k'); 
set(so2,'visible','on'); 
 
     
     
    else 
        set(so2,'visible','off'); 
    switch  get(decodi,'value') 
        case 1 
            y=x; 
            pcmproces 
             
        case 2 
            y=decolleia2(x,a); 
            pcmproces 
             
        case 3 
            y=decolleimu2(x,mu); 
            pcmproces 
             
        case 4 
            y=decodpcm(x); 
            pcmproces 
            pcmproces2 
             
        case 5 
            y=decolleia(x,a); 
     
        case 6 
            y=decolleimu(x,mu); 
    end 
     
    subplot('position',[0.18 0.58 0.7 0.3]) 
    plot(x,'r'), title('senyal codificat','color', color2); 
    axis([0 length(x) -1 1]) 
    subplot('position',[0.18 0.17 0.7 0.3]) 
    plot(y,'r'), title('senyal decodificat','color', color2); 
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    axis([0 length(y) -1 1]) 
 
    %Sescolta x 
 
s1=[0.2 0.05 bx*1.2 by]; 
so1=uicontrol('Style','push',... 
'Units','Normalized','Position',s1,... 
'String','Escolta decodificat','Callback','sound(y,fm1)',... 
'fontweight','bold','backgroundcolor',color3,'foregroundcolor','k'); 
 
end 
end 
 
Primerament ens assegurament que el fitxer realment sigui d’àudio. 
Llavors separem l’algorisme en dues opcions, en el cas de triar codificacions o 
bé decodificacions. Pel cas de codificacions generem els vectors corresponents 
a y (vector codificat) i z (vector decodificat) i els mostrem mitjançant subplots.  
 
 
 
 
Figura 2-4 Captura gràfica d’una co ifi ació en la interfície gràfica 
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Generació del botons per escoltar els senyal original i decodificat: 
 
 
 
Seguidament generem el càlcul de SNR i els botons per escoltar x i z. 
Pel cas de decodificacions generem el vector y (vector decodificat) i 
representem x i y amb subplots. Seguidament generem el botó per escoltar el 
senyal decodificat y. 
 
 
 
 
Generació del botó per escoltar el senyal decodificat: 
  
 
 
Figura 3-4 Captura gràfica d’una decodificació en la interfície gràfica 
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4.1.6 Fitxer guardafitxer 
Aquest algorisme s’encarrega d’aconseguir totes les dades necessàries 
per poder passar-les a la funció ja explicada escriuwav. Guardafitxer és 
l’algorisme que s’executa quan es prem el botó de guardar un fitxer a la 
interfície gràfica. S’ha implementat de la següent forma: 
nom2=uiputfile('arxiu.wav', 'guarda el fitxer'); 
 
  
 nom2=nombe(nom2) 
  
if (valtd==0)&(valtc==1) 
    switch  get(codi,'value') 
        case 1 
            fmt=1; 
        case 5 
            fmt=6; 
        case 6 
            fmt=7; 
        case 4 
             
    end 
    else 
    switch  get(decodi,'value') 
        case 1 
            fmt=1; 
        case 2 
            fmt=1; 
        case 3 
            fmt=1; 
        case 4 
            fmt=1; 
    end 
end 
 escriurewav(y,fm1,nbits1,fmt,nom2); 
 
Amb la funció interna de Matlab uiputfile generem una finestra on l’usuari 
tria el nom i el lloc del fitxer a guardar. Apliquem una correcció del nom amb la 
funció nombe. La resta són comandes per reunir les dades necessàries que 
requereix la funció escriurewav. 
 
Josep Rubio Vilà                  Simulació de codificadors de forma d’ona en Matlab 
  
- 74 - 
4.1.7 Fitxer nombe 
La funció uiputfile retorna el nom que ha introduït l’usuari però sense 
l’extensió. De forma que caldrà introduir-li l’extensió .wav a l’arxiu per tal que la 
resta de programes el puguin llegir. Existeix una excepció, si l’usuari vol 
reemplaçar un fitxer existent, la funció uiputfile, en aquest cas si retorna 
l’extensió .wav. Així que s’ha creat el fitxer nombe el qual aplicarà l’extensió de 
l’arxiu en cas de no portar-la. 
Si el nom té una longitud menor o igual a 4 caràcters serà segur que no 
portarà l’extensió .wav, de forma que es procedirà a incorporar-la. Si el nom és 
té una longitud més gran que 4 caràcters, caldrà mirar si porta l’extensió, i en 
cas negatiu, afegir-li.  
S’ha implementat de la següent forma: 
 
function n=nombe(nom2) 
lo=length(nom2); 
 
if(lo<=4) 
        nom3=zeros(lo+4,1); 
        nom3(1:lo)=nom2; 
        nom3(lo+1:length(nom3))='.wav'; 
        clear nom2; 
        n=char(nom3); 
        clear nom3; 
        return 
else 
        if(strcmp(nom2((lo-4):lo),'.wav')==0) 
            nom3=zeros(lo+4,1); 
            nom3(1:lo)=nom2; 
            nom3(lo+1:length(nom3))='.wav'; 
            clear nom2; 
            n=char(nom3); 
            clear nom3; 
            return 
        end 
 
 end 
  
 n=nom2; 
return 
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4.1.8 Fitxer pcmproces 
Aquest fitxer és el que s’encarrega d’aplicar la funció pcm2 per aplicar el 
nou nombre de bits introduït per l’usuari dins la interfície gràfica al senyal. 
L’objectiu únicament és facilitar la crida de la funció pcm2. S’ha implementat 
així: 
sz=size(y); 
sss=str2num(get(nbit,'string')); 
[y,fm2,nbits2]=pcm2(y,fm1,nbits1,fm1,sss); 
 
La variable sss pren el valor del nombre de bits per mostra introduït per 
l’usuari. Finalment s’aplica la funció. 
 
4.1.9 Fitxer calculsnr 
Aquest fitxer realitza els càlculs de SNR del senyal decodificat enfront 
l’original. Primer es calcula la potència del senyal original i seguidament la 
potència de l’error (senyal original menys el senyal decodificat). El càlcul s’ha 
segueix la següent equació 

	





=
errorpotència
originalpotència
snr
_
_log*10 . S’ha implementat 
de la següent forma: 
px=sum(x.*x); 
err=x-z; 
pe=sum(err.*err); 
 
if (pe>0) 
    snr=10*log10(px/pe); 
else 
    snr='infinit', 
end 
 
En el cas en que no s’hagi produït error i la seva potència sigui zero, no 
aplicarem l’equació ja que el càlcul del logaritme donaria error. En aquest cas 
retorna la paraula infinit, la qual indica que la SNR és màxima. 
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4.2 Manual d’usuari 
Aquest apartat és una petita explicació de com utilitzar la interfície 
gràfica. 
4.2.1 Inicialització  
Per poder-la executar caldrà obrir el programa de simulació matemàtica 
Mathworks Matlab. Ens haurem de situar al directori on resideixen tots els 
arxius (funcions i fitxers d’àudio) de la interfície. Seguidament caldrà escriure 
demo en la línia de comandes de Matlab. Apareixerà la interfície amb una 
finestra a dins que ens estarà demanant la selecció d’un arxiu d’àudio per 
poder començar a processar. Un cop triat maximitzarem la interfície per veure-
la correctament. 
 
4.2.2 Processat 
A la columna de la dreta es podran veure les dades del fitxer seleccionat, 
fm, bits per mostra, canals i format. A sobre seu es podrà llegir el nom del fitxer 
seleccionat. Si desitgem canviar el fitxer només haurem de clicar al botó de 
fitxer i seleccionar-ne un altre. 
La interfície pot funcionar de dues formes diferents, codificar un senyal o 
bé decodificar-lo. Si la nostra intenció és codificar un senyal caldrà que aquest 
sigui PCM. Per poder codificar caldrà seleccionar la opció codificador i triar del 
menú existent el codificador que volem utilitzar. Per defecte, el primer a 
visualitzar-se serà el codificador PCM. Un cop triat apretarem el botó 
actualitzar. Ens apareixeran tres gràfiques: senyal original, senyal codificat i 
senyal decodificat.  
En aquest moment podem quantificar el senyal codificat amb el nombre 
de bits per mostra que l’usuari vulgui. Es podrà veure la relació senyal a soroll  
obtinguda a l’extrem inferior esquerre. El codificador DPCM amb predicció ens 
permetrà escollir l’ordre de predicció mitjançant un quadre de text a emplenar 
per l’usuari. 
 
En el cas que vulguem decodificar, caldrà seleccionar un arxiu que 
estigui codificat amb un dels codificador implementats. Un cop triat, llegirem 
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quin format utilitza en la columna de la dreta. Senzillament caldrà triar del menú 
dels decodificadors quin s’adapta a la nostra necessitat. Per exemple, si llegim 
que l’arxiu està codificat en llei A, caldrà triar del menú el decodificador llei A. 
En aquest cas apareixeran dues gràfiques: senyal codificat i senyal 
decodificat. El codificador DPCM amb predicció ens permetrà escollir l’ordre de 
predicció mitjançant un quadre de text a emplenar per l’usuari. 
 
 
En qualsevol moment l’usuari pot escoltar els senyals d’àudio mitjançant 
els botons d’escoltar: si l’usuari està codificant tindrà l’oportunitat d’escoltar el 
senyal original i el decodificat. En el cas contrari, l’usuari només podrà escoltar 
el senyal decodificat.  
També, en qualsevol moment, l’usuari podrà guardar el fitxer codificat o 
decodificat (segons la intenció de l’usuari), clicant al botó de guardar.  
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5 Proves 
En aquest apartat es realitzaran proves per comprovar el bon 
funcionament del software creat. A partir de diversos arxius d’àudio es 
realitzaran totes les codificacions que s’han creat usant la interfície gràfica.  
5.1 Codificador PCM 
En si no és un codificador, però val la pena veure les formes d’ona com 
canvien a mesura que l’usuari introdueix nous valors de nombre de bits. 
 
 
 
Es pot veure que el senyal, quantificat amb 8 bits per mostra té pèrdues, 
tal com ho mostra la SNR. Si no tingués pèrdues tindríem una SNR infinita. Si 
rebaixem més el nombre de bits per mostra veure pitjores en la forma d’ona i 
una SNR més baixa: 
 
 
 
 
Figura 1-5 Captura gràfica d’una codificació i decodificació PCM d’un senyal de veu. El 
senyal codificat es quantifica amb 8 bits 
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En la forma d’ona es poden arribar a veure fins hi tot els diferents nivells 
del quantificador. En el cas superior s’observa una quantificació per 3 bits per 
mostra. 
5.2 Codificadors llei  
Existeixen dos tipus com ja s’ha comentat. El codificador que només 
realitza l’expansió dels nivells baixos, i el codificador de l’estàndard g.711. 
El primer cas es pot veure en la següent imatge: 
 
 
 
 
 
Figura 2-5 Captura gràfica d’una codificació i decodificació PCM d’un senyal de veu. El 
senyal codificat es quantifica amb 3 bits 
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Es pot veure l’expansió dels nivells baixos en la segona gràfica i la 
recuperació del senyal en la tercera gràfica. El senyal original té 16 bits per 
mostra i es redueix a 8 bits per mostra. Tot i això la relació senyal a soroll és 
força semblant a la SNR que tindria el senyal quantificat amb 13 bits per 
mostra. 
 
L’exemple del codificador llei  de l’estàndard és sobre mateix senyal 
original: 
 
 
 
 
 
 
 
 
Figura 3-5 Captura gràfica d’una codificació i decodificació llei  teòrica d’un senyal de veu. 
El senyal codificat es quantifica amb 8 bits 
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Es pot veure com el senyal original sofreix una expansió dels valors 
baixos i a més, les mostres positives es codifiquen com 1-x(n). La recuperació 
del senyal és gairebé perfecte, ja que el valor de SNR és molt elevat 
(SNR=40,8 dB) 
 
5.3 Codificadors llei A 
Com s’ha pogut llegir anteriorment, existeixen dos tipus de codificadors 
llei A. El codificador que únicament implementa l’equació teòrica obté uns 
resultats una mica més satisfactoris que la codificació llei . Això és degut a la 
linealitat de la funció en els valors propers a 0 per estalviar-se problemes amb 
el logaritme. S’aconsegueix una SNR=85,4 dB, realment força alta. En canvi, si 
observem aquesta altra gràfica extreta d’un so d’una explosió es pot veure com 
la SNR ha baixat fins a 38 dB.  Això és degut a que l’energia d’aquest senyal no 
es concentra pels valors de baixa magnitud. D’aquesta manera es pot veure 
que la codificació llei A rendeix millor amb senyals de veu. 
Figura 4-5 Captura gràfica d’una codificació i decodificació llei  CCITT d’un senyal de veu. 
El senyal codificat es quantifica amb 8 bits 
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Pel que fa la funció llei A seguint l’estàndard es pot assegurar que es 
recupera el senyal eficaçment. En la imatge es pot veure que el senyal sofreix 
una expansió dels nivells baixos, una codificació diferent entre els valors 
positius que els negatius. També s’observa que el 0 es codifica amb un valor 
diferent. Això és degut a la inversió dels bits parells que exigeix l’estàndard. 
 
 
 
 
 
 
 
 
 
Figura 5-5 Captura gràfica d’una codificació i decodificació llei A teòrica. 
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Figura 6-5 Captura gràfica d’una codificació i decodificació llei A CCITT.  
Josep Rubio Vilà                  Simulació de codificadors de forma d’ona en Matlab 
  
- 84 - 
5.4 Codificadors diferencials 
S’han creat dos tipus de codificadors diferencials. El primer anomenat 
DPCM codifica la diferència entre mostres. El resultat teòric és perfecte en el 
cas en que no s’aplica cap reducció de bits. 
 
 
 
 
Som capaços de decodificar perfectament degut a que estem treballant 
amb vectors que es resten per codificar-se i es sumen per decodificar-se. No es 
produeix cap tipus d’error. El problema sorgeix quan s’aplica una quantificació, 
degut a que la codificació és acumulativa, i l’error generat serà cada vegada 
més gran. Veiem-ne diversos casos: 
Figura 7-5 Captura gràfica d’una codificació i decodificació DPCM sense predicció d’un 
senyal de veu.  
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Reducció de 4 bits: 
 
 
 
 
S’observa una reducció de la relació senyal a soroll tot i que la forma 
d’ona no presenta deformacions. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 8-5 Captura gràfica d’una codificació i decodificació DPCM sense predicció d’un 
senyal de veu. El senyal codificat es quantifica amb 12 bits 
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Reducció de 8 bits respecte l’original: 
 
 
 
A part que la relació senyal a soroll retorna un valor exageradament baix, 
s’observa que la forma d’ona es distorsiona. El nivell del zero es perd i el 
senyal, tot i força semblança es desplaça per seguir el nou zero. El motiu és 
degut a l’error acumulatiu produït. Un error generat a la mostra 30 s’arrastrarà 
fins al final de l’arxiu ja que no hi ha cap forma de contrarestar-lo. El fet de que 
el valor de SNR sigui tan baix és degut a que la potència de l’error es mesura 
mostra a mostra. I un error acumulatiu provoca una potència elevada. 
 
 
 
 
 
 
 
 
Figura 9-5 Captura gràfica d’una codificació i decodificació DPCM sense predicció d’un 
senyal de veu. El senyal codificat es quantifica amb 8 bits 
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Reducció de 12 bits: 
El resultat segueix empitjorant tot i que és realment millor del que en un 
primer moment s’observa.  
 
 
 
 
 
El valor de la SNR és altra vegada molt baix. La forma d’ona del senyal 
decodificat sembla ser que hagi perdut qualsevol tipus de semblança amb 
l’original. De totes formes, si es reprodueix el so es pot apreciar amb claredat i 
força integibilitat el missatge. Per demostrar que encara es conserva 
l’estructura del senyal original s’ha practicat una correlació creuada entre el 
senyal original i el decodificat obtenint el següent resultat. 
 
 
 
 
 
 
Figura 10-5 Captura gràfica d’una codificació i decodificació DPCM sense predicció d’un 
senyal de veu. El senyal codificat es quantifica amb 4 bits 
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S’observa un clar màxim just al valor central, és a dir quan els dos 
senyals estan amb un desplaçament nul entre ells; demostrant així que existeix 
una similitud entre els dos senyals. 
 
L’altre tipus de codificador diferencial que s’ha implementat és el 
predictiu. 
En aquest cas podem utilitzar diferents valors de quantificació del senyal 
codificat i diferents valors per l’ordre de predicció. El fet de reduir l’ordre de 
predicció implica que el senyal error, definit com la resta entre l’original i el 
predit, tindrà un marge dinàmic més gran; ja que estarem fent una predicció 
menys precisa. Ens interessa que el marge dinàmic del senyal a enviar sigui 
petit per tal de poder-lo quantificar i reduir el seu nombre de bits. Per altre 
banda, el fet d’enviar un senyal amb la mínima informació fa que la 
decodificació sigui menys precisa ja que contempla  un vector de dades amb 
poca informació. 
 
 
 
 
 
 
 
Figura 11-5 Correlació creuada entre el senyal decodificat i 
l’original. 
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Observem el següent exemple: 
 
 
 
 
Al utilitzar un ordre de predicció  elevat (15) podem veure com el senyal 
codificat o error presenta un marge dinàmic prim. La SNR associada és de 65 
dB. 
Per altra banda, podem veure que si utilitzem un ordre de predicció 
menor (1) es genera un senyal a codificar amb un marge dinàmic superior. En 
canvi, al decodificar s’obté una SNR més elevada (68 dB) que en el cas 
anterior. 
 
 
 
 
 
 
Figura 13-5 Captura gràfica del senyal codificat DPCM amb predicció d’ordre 1 
 
Figura 12-5 Captura gràfica del senyal codificat en DPCM amb predicció d’ordre 15 
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Si reduïm els bits per mostra del senyal a codificar podem veure que 
som capaços de codificar-lo fins a 5 bits per mostra i amb una qualitat millor 
que en el cas DPCM sense predicció. 
 
 
 
 
 
 
Les proves es podrien repetir de la mateixa manera guardant els fitxers 
codificats en cada una de les codificacions implementades, obrir-los com a 
fitxers d’àudio i seleccionar el decodificador apropiat. Els resultats serien els 
mateixos, però he cregut més convenient realitzar les proves veient tots els 
passos ja que és més il·lustratiu. A més, quan es decodifica no apareix la SNR 
ja que en teoria, no es coneix el senyal original per poder calcular-la. 
 
 
 
 
 
Figura 14-5 Captura gràfica d’una codificació i decodificació DPCM amb predicció d’ordre 
10 d’un senyal de veu. El senyal codificat es quantifica amb 5 bits per mostra. 
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6 Conclusions 
 
Aquest últim capítol donarà una valoració del projecte des de diferents 
perspectives. Analitzarà els resultats obtinguts, comprovarà si els objectius 
definits en la introducció s’han complert, comentarà possibles millores del 
producte final i s’explicarà l’experiència personal de l’alumne. 
En la proposta de projecte “codificadors de forma d’ona en Matlab” 
s’exposaven dos objectius clars: la implementació de codificadors logarítmics i 
diferencials, i la creació d’una interfície gràfica. Tots dos objectius s’han 
realitzat. Els codificadors treballen amb arxius de tipus WAV i preferentment de 
veu, ja que treballen de forma òptima amb aquests tipus de senyals. La 
interfície gràfica permet l’agilització dels processos i l’aplicació pràctica i ràpida 
de les funcions creades. 
Pel que fan els codificadors, hem vist que poden oferir una bona relació 
senyal a soroll mentre no es quantifiqui el senyal obtingut. Però aquesta SNR 
no és indicatiu de l’eficiència de l’algorisme.  La competència d’un codificador 
es veu un cop es redueix el nombre de bits per mostra i es comprova que 
millora la codificació PCM. Tots els codificadors creats en el projecte estan 
preparats per sofrir aquesta delmació de bits per mostra. Existeixen d’altres 
codificacions com per exemple ADPCM que el propi senyal de sortida ja conté 
un nombre de bits per mostra fix, i que una quantificació produiria errors 
irreparables.  
La implementació dels codificadors s’ha realitzat amb valors reals del tipus 
double, de forma que la precisió numèrica real d’un codificador de nombre de 
bits predefinit no s’ha aconseguit. Sobre els codificadors logarítmics s’ha 
duplicat la seva implementació, ja que uns s’han creat seguint l’estàndard 
g.711, i els altres únicament seguint l’equació donada a la teoria. D’aquesta 
forma es pot veure realment quina expansió produeix cada un d’ells, i a la 
vegada es pot veure el senyal codificat amb els requeriments de l’estàndard.  
Les aplicacions del producte final tenen dos àrees a cobrir. Per una part 
permet simular codificacions de veu, veure els avantatges i limitacions del 
sistema i jugar amb els paràmetres de cada un d’ells. Aquesta simulació està 
associada a un projecte, explicat en la introducció, el qual intenta comunicar a 
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través de VoIP (transmissió de veu a través de protocol d’Internet), dues 
persones a temps real mitjançant un maquinari de ràpid procés com una DSP. 
L’altre aplicació pràctica està enfocada en la docència. D’altre banda, el 
software pot servir com a material complementari en temes de codificadors per 
entendre com funciona i quina forma d’ona genera, per a estudiants 
universitaris com per exemple, la titulació E.T.T So i imatge. 
 
Existeix una llista d’errors que cal conèixer per saber quins aspectes del 
projecte caldria millorar: 
-El fet de treballar amb Matlab farà que es treballi amb valors tipus double. 
D’aquesta manera els valors simulats no corresponen exactament a valors real.  
-El decodificador llei A CCITT té problemes per decodificar valors molt 
propers a zero. Aquests valors prenen el nivell màxim negatiu. Segurament és 
degut a la poca precisió dels valors tipus double. 
-Els decodificadors diferencials presenten un problema. A la hora de 
quantificar-los perden el nivell del zero i introdueixen un offset al senyal. Això 
és degut a dos motius: els codificadors diferencials, degut a que es basen en 
mostres anteriors, propaguen els errors. És a dir, no són capaços corregir un 
error situat al principi de la transmissió, de forma que l’error sempre estarà 
present. L’altre motiu és que la quantificació de senyal codificat s’ha de fer 
agafant un nou marge dinàmic. És a dir, el senyal codificat diferencial té, per 
definició, una potència més petita que el senyal original. Per tant, el seu marge 
dinàmic serà més reduït. La idea és que la reducció de bits s’ha d’aplicar 
utilitzant aquest nou marge dinàmic més reduït, per tal que l’adjudicació de 
nivells tingui menys error. Això no s’ha implementat així, sempre s’ha mantingut 
un marge dinàmic de [-1 1], i per tant s’ha produït aquest error. 
 
Cal parlar sobre les possibles millores del projecte. Caldria solucionar els 
problemes obtinguts, intentar que els arxius generats amb el software siguin 
compatibles amb tots els programes d’edició d’àudio. Per altre banda, es podria 
proposar un codificador nou, creat a partir d’altres de simples, aplicant 
successivament diferents codificacions i intentar ser capaç de recuperar el 
senyal.  
Josep Rubio Vilà                  Simulació de codificadors de forma d’ona en Matlab 
  
- 93 - 
Personalment s’ha après la vectorització d’algorismes, eliminant dels 
programes les sentències repetitives. D’aquesta forma s’ha disminuït el cost 
computacional. També s’han pogut aplicar els coneixements adquirits en quant 
a senyals i processat de veu, de la titulació.  
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Tema: 29, 30, 31, 33 
 
SPEECH CODING AND SYNTHESIS 
Wb. Kleijn, K.K. Paliwal 
Tema: 1, 2, 3, 13 
 
TRATAMIENTO DE VOZ E IMAGEN Y APLICACIÓN MULTIMEDIA 
Marcos Fáundez 
Tema: 2 
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Tema: 1, 3 
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Alan U. Oppenheim, Ronald W. Schafer, John R. Buck 
Tema: 2, 3 
 
Recomanació G.711 ITU-T, “modulación por impulsos codificados (mic) de 
frecuencias vocales”. 
 
Recomanació G.722 ITU-T, “codificación de audio de 7 khz dentro de 64 kbit/s”. 
 
Recomanació G.726 ITU-T, “modulación por impulsos codificados diferencial 
adaptativa (micda) a 40, 32, 24, 16 kbit/s”. 
 
http://www.itu.int, “International Communication Union” 
 
 
http://www.cs.unc.edu, “Department of Computer Science Campus Box 3175, 
Sitterson Hall UNC-Chapel Hill Chapel Hill, NC 27599-3175 USA” 
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http://www.priorartdatabase.com, “PriorArtDatabase.com is the free Web-index 
of documents published to IP.com's Prior Art Database. IP” 
 
http://www.wotsit.org, “This site contains file format information on hundreds of 
different file types and all sorts of other useful programming information; 
algorithms, source code, specifications, etc.” 
 
http://www.voltio.ujaen.es 
 
http://www.ee.ust.hk , “Department of Electrical & Electronic Engineering. The 
Hong Kong University of Science and Technology”. 
http://sky.fit.qut.edu.au/~rolf/itn530/ass982/ang/voice.htm, “ITN530 Corporate 
Telecommunication” 
 
www.owlnet.rice.edu  “USA, Rice University” 
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