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Abstract
The availability, modifiability, and performance of retail e-commerce websites (RECWEB)
is greatly impacted by seasonal constraints. For many RECWEB, half of the calendar
year is comprised of holidays and seasons. Spikes in website traffic and transactions
can lower availability, modifiability, and performance of a RECWEB. This can result in
downtime, customer abandonment, and ultimately lost revenue.
This research focuses the modifiability aspects of the problem. During holiday and
seasonal periods, enhancements to a RECWEB are generally not feasible. Enhancements
put availability and performance at risk. In addition, most human resources are dedicated
managing content changes. RECWEB are less modifiable then other systems because
enhancements are only feasible for half of the calendar year. Furthermore, the scope of
an enhancement must fit within a six month time box.
This research provides pilot project for testing, designing, and implementing a highly
modifiable RECWEB. The approach is to automate seasonal content changes. The cost
savings on human resources can be reallocated to enhancements work. In addition,
enhancements can simulate holiday seasons further in advance. The result is enhancement
deployment is more feasible throughout the calendar year.
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Chapter 1
Introduction
Enhancements are changes made to a software system during the software maintenance
phase. The goal is to add functionality or improve some quality of a system (i.e. perfor-
mance, availability). Enhancements are vital to a software system [59,60]. In addition, a
majority of the cost of software maintenance is planning, designing, implementing, and
deploying enhancements [18].
Modifiability is about cost of changing a software system [10]. Since an enhancement
is a change to a software system, it’s cost depends on a system’s modifiability. Therefore,
low modifiability increases maintenance costs and cripples a system’s existence.
This research aims to create a pilot project for highly modifiable retail E-commerce
websites (RECWEB). A RECWEB can be described as a seasonal system(SS). SS consist
of two composite states: off season(O) and peak season(P). Cycle time t begins with O,
transitions to P, and ends with transition back to O. Figure 1.1 shows a SS with t = 365
days and t/2 days between O and P. In other words, half of a year is O and the other
half P. For example, a RECWEB shown in Figure 1.2 has a small standard deviation
of transition time from one cultural holiday to another. Therefore, P is considered the
period between Halloween and Mother’s Day. Modifiability of RECWEB is low because
1
Figure 1.1: Yearly :: Seasonal System
Figure 1.2: Retail E-Commerce Website :: Seasonal System
enhancements are generally not feasible during P.
1.1 Justification
E-Commerce is emerging as a key part of the global economy. It continues to grow at a
very fast pace. There is lots of competition to deploy highly functional RECWEB that
perform well. Also, consumers are only a click away from visiting a competitor site. This
puts pressure on organizations to ensure customers find what they are looking for fast.
Products and services must be in the right place at the right time. Seasonal patterns
previously described just add additional pressure. Depending on time of year, a delicate
balance of availability, performance, and modifiability must be addressed.
During P, traffic and transactions are high (see Figure 1.3. Consumers are just a
2
Figure 1.3: RECWEB Traffic [50]
mouse click away from visiting a competitor. Consequently, a RECWEB must be 100%
available and perform as well as possible. Top retailers experience major problems (i.e.
server crashes) [16, 29], despite over a decade of P experience coupled with significant
research efforts [17, 19, 25, 26, 55, 56, 79, 96] to address performance and availability.
Furthermore, modifiability is low during P due to risk of decreasing performance or
availability.
Marketing requirements drive changes during P [20]. For example, products such as
Christmas ornaments and red roses are more in demand on specific holidays; Christ-
mas and Valentine’s Day respectively. This requires website content to change within
the short intervals between holidays. In the author’s ten years experience working on
several large RECWEB, content changes are usually done manually (i.e. data entry or
file manipulation). The changes are error prone. Content becomes inaccurate or stale
resulting in a plethora of customer service problems and lost sales. There is simply
3
not enough time between holidays to handle what can be many thousands of content
changes. In addition, content changes consume resources normally dedicated to working
on enhancements [36,70].
During O, enhancements are more feasible, but still challenging. First, staff burnout
can occur from finishing up work for P. Second, concurrent development (base-lining,
testing, integrating, etc.) has it’s own set of challenges [22, 31–33, 38, 42, 89]. Finally,
there is a risk of no return on investment(ROI) if an enhancement project fails to deploy
in the six month period before P. In fact, one project the author worked on failed to
launch in two consecutive years costing over ten times the original budget. Furthermore,
the enhancements were built on a platform that was several versions obsolete.
1.2 Significance and Expected Contributions
The author has extensive experience working on high profile RECWEB projects. Organi-
zations sponsoring such projects all have the same issues caused by seasonal constraints.
The problem has costs organizations millions of dollars in both lost revenue and inability
to deploy enhancements that can give them a competitive edge. Solving the seasonal
problem for these organizations could save millions of dollars.
In addition, organizations with similar seasonal constraints but in different domains
can also benefit. There is no real body of research surrounding the concept of seasonal
systems as presented here. This research supports further investigation into the concept.
Finally, emerging technologies such as Semantic Web are used in this work. A foun-
dation for a use case in Semantic Web technology can result. Such a use case does not
yet exist.
4
Table 1.1: Quality Scenario Parts
Part Description
Source Entity (human, computer system, actuator)
Stimulus Condition arriving to system
Environment Context in which stimulus occurs
Artifact Part of the system stimulated
Response Activity undertaken
Response Measure Metric for testing level of quality
Figure 1.4: Changing content during P
1.3 Research Methodology
Quality attribute scenarios [10] to characterize the modifiability requirements for a RECWEB.
Table 1.1 shows the basic parts of a quality scenario. The purpose of using this technique
is to define a set of changes and a context in which certain changes will take place.
The first scenario (Figure 1.4) covers content changes during P. In practice, this
scenario is usually only partially satisfied. A large number of content changes must be
made in a short period of time. This overloads content personnel with work during P.
The second scenario (Figure 1.5) covers deployment of enhancements during P. This
5
Figure 1.5: Deploying enhancements during P
scenario is very seldom an option unless a high ranking executive demands it. Most re-
sources are dedicated to making content changes and preserving performance and avail-
ability.
In order to achieve these modifiability requirements, design decisions or tactics must
be made that ‘influence the control of a quality attribute response’ [10]. For example,
localizing changes, preventing ripple effect, and deferring binding time are three categories
containing several modifiability tactics. However, these tactics are either already applied
to a RECWEB or just do not satisfy the requirements.
The solution is to automate content changes. This will reduce the human touch points
required during P. Freed resources can be used for enhancements work. The automation is
not just deploying content changes, but the system actually making the content change.
Intelligence can be built into the system to determine, for example, what navigation,
products, and promotions should be deployed in a given seasonal context.
The seasonal calendar is fairly predictable. In other words, Thanksgiving is always the
last Thursday in November and Christmas on December 25. A system can deduce this
knowledge by comparing system time to a seasonal calendar. With this information, the
system can intelligently find content to match the particular season or holiday. In order
6
to accomplish the content match, the system must be able to reason with or understand
the data representing the content.
Removing human involvement from the process is not an overnight endeavor. As
previously mentioned, most RECWEB are constructed by customizing a COTS package.
Automating content changes must be achieved within the bounds of the COTS pack-
age. Again, customization of COTS can be challenging. In the previous section, major
patterns and tactics a typical COTS-based RECWEB implements are presented. This
work references those modifiability points and presents a solution within those bounds.
Realistically, any solution would require a phased approach.
1.4 Evaluation Criteria
The first scenario (see Figure 1.4) is essentially in the critical path of the second sce-
nario(see Figure 1.5). Content changes are a necessary task for doing business during
P. Adding enhancements to the mix would require taking resources away from content
changes and vice versa. Again, content changes are already constrained. Therefore, any
solution should address the content change scenario first. Accomplishing this goal alone
will increase modifiability because enhancements will be open for deployment all the
time.
The goal is to show an increase in modifiability without drastically increasing costs.
People, COTS integration, and quality tradeoffs are all factors that constrain costs. The
following sections outline specific criteria for each of these constraints.
People The assumption is adding more people is not a desirable solution. First, the
author’s experience has been RECWEB organizations are already short on people. Sec-
ond, research shows that adding more people can make a situation worse. [15] In fact,
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reducing resources required would be a welcome result.
COTS Integration The leading commercial off the shelf (COTS) packages over 1000
production deployments [49, 83]. Section 2.2 describes how this particular package and
many like it are unable to overcome the lack of modifiability. Unfortunately, too much
time, money, and resources have been invested in developing and deploying these pack-
ages. Enough that replacing them with new packages that would accommodate seasonal
constraints is far too costly. Therefore, any solution to the problem has to lay within the
extensibility offered by the packages.
Inevitably, any new tactics to increase modifiability should be phased in. Most
RECWEB have also been running in production for several years. It is unrealistic to
develop a complete solution that will be deployed all at once.
Quality Tradeoff Finally, performance or availability can only be minimally affected.
Ideally, the required downtime for rolling content changes can be eliminated actually
increasing availability. Any effects on performance should not be directly observable by
users. For example, page load times should remain close to the same as they are today.
1.5 Thesis Organization
The thesis is organized into the following sections:
Chapter 1: Introduction – The background and justification for the work contained
in this thesis.
Chapter 2: Previous Work – A detailed account of previous work in Software Archi-
tecture, Typical RECWEB Modifiability, Intelligent Agents, and Semantic Web.
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Chapter 3: A Highly Modifiable RECWEB – Test cases, design, and implemen-
tation of a highly modifiable RECWEB.
Chapter 4: Evaluation – Evaluation and analysis.
Chapter 5: Conclusion – A conclusion regarding the results of this work.
9
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Chapter 2
Previous Work
2.1 Software Architecture (SA)
The previous section captures some high level functions, qualities, and characteristics of
a large class of systems – RECWEB. The problems identified with RECWEB involve
managing the complexity of relationships between functionality and qualities such as
availability, modifiability, and performance. Section 2.1.1 provides a basic description
of SA and its role in the life cycle of a software system. Section 2.1.2 describes how
functionality and qualities are orthogonal. Section 2.1.3 describes tactics used to achieve
individual qualities. Section 2.1.4 describes trade offs that must be made to achieve
different sets of qualities.
2.1.1 Definition
[10] provides the following definition for SA:
The software architecture of a program or computing system is the structure
or structures of the system, which comprise software elements, the externally
11
visible properties of those elements, and the relationships among them.
The role SA plays in the life cycle of a software system changes over time. At the
outset, SA consists of design decisions made to achieve a set of functional and quality
requirements driven by business stakeholders. Decisions are documented and serve as
a vehicle of communication among all stakeholders. For example, implementers of the
system can refer to quality requirements to understand rationale behind design decisions.
The same is true for maintainers who also face requirements change over time. The SA
serves as a transferable abstraction of the system which can be used to facilitate any
changes.
2.1.2 Functionality
Functionality is the initial driver for building a system. A business problem exists that
must be solved by functionality provided by a software system. Increased revenue and/or
cost savings are the goal.
There are many ways to achieve any particular function. For example, three snip-
pets of code in Figure 2.1 all perform sorting functions. Each program uses a different
algorithm, but all are functionally equivalent. So which is ’better’? Well that depends
on the criteria for ’better’. It depends on the metrics that are provided by a business
stakeholder.
A quality such as performance might be the criteria. One system might use algorithm
that computes the same function faster. Another algorithm might do more to handle
faults making it more available. Yet another system might not compile code until runtime
allowing the code to be changed without rebuilding the entire system. Qualities are used
to determine what is ’better’.
12
Figure 2.1: Functionality Example: Sorting Algorithms
procedure bubbleSort ( A : l i s t of s o r t ab l e items ) de f ined as :
do
swapped := fa l se
for each i in 0 to l ength ( A ) − 2 do :
i f A[ i ] > A[ i + 1 ] then
swap ( A[ i ] , A[ i + 1 ] )
swapped := true
end i f
end for
while swapped
end procedure
(a) Bubble
f unc t i on qu i ck so r t ( array )
var l i s t l e s s , equal , g r e a t e r
i f l ength ( array ) = 1
return array
s e l e c t a p ivot va lue p ivot from array
for each x in array
i f x < p ivot then append x to l e s s
i f x = pivot then append x to equal
i f x > p ivot then append x to g r e a t e r
re turn concatenate ( qu i ck so r t ( l e s s ) , equal , qu i ck so r t ( g r e a t e r ) )
(b) Quick
procedure c o c k t a i l S o r t ( A : l i s t of s o r t ab l e i tems ) de f i ned as :
do
swapped := fa l se
for each i in 0 to l ength ( A ) − 2 do :
i f A[ i ] > A[ i + 1 ] then // t e s t whether the two elements are in the wrong order
swap ( A[ i ] , A[ i + 1 ] ) // l e t the two elements change p l a c e s
swapped := true
end i f
end for
i f swapped = fa l se then
// we can exit the outer loop here i f no swaps occurred .
break do−while loop
end i f
swapped := fa l se
for each i in l ength ( A ) − 2 to 0 do :
i f A[ i ] > A[ i + 1 ] then
swap ( A[ i ] , A[ i + 1 ] )
swapped := true
end i f
end for
while swapped // i f no elements have been swapped , then the l i s t i s so r t ed
end procedure
(c) Cocktail
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2.1.3 Qualities
Quality attribute driven design involves defining all of the quality attribute scenarios then
applying well known tactics that achieve specific qualities [93,94]. Table 1.1 describes how
quality requirements can be captured in scenarios. The technique was used to capture
the core problem for this thesis in Figures 1.4 and 1.5. Like functionality, there are many
options available to achieve the same quality. The purpose of this section is to describe
the most common qualities and tactics for achieving them.
Availability
Consider a BBQ grill that runs on a propane tank. The propane provides the energy to
make a flame that will cook food. Once the propane runs out, the grill is unusable. The
best case scenario is the propane runs out after all the food for one meal is cooked. The
worst case scenario is the propane runs out just minutes into cooking a meal. At this
point, the propane tank must be refilled to cook food on the grill. Otherwise, the meal
must be cooked using alternative means such as the oven or microwave.
If the grill is seen analogous to a software system, then propane tank is a component
that has ’failed’. The consequence is the grill is unavailable for cooking. At some point,
the amount of propane in the tank became too small for cooking another meal. This point
would be considered a ’fault’ in a software system. If not corrected, a failure ultimately
results.
Some newer grills now have a detection system that identifies when the ’fault’ occurs.
An indication is given when the weight of the propane tank reaches a certain threshold.
This allows the user to know when the propane tank needs to be refilled. A grill without
such a detection mechanism might require the user to keep a second propane tank filled
and ready when the first one runs out.
14
The grill being unavailable due to a failure is an example of downtime. An example of
the former is when a DNS server goes down resulting in web browsers unable to find a web-
site. The DNS server is responsible for resolving a domain name (i.e. www.recweb.com)
into an IP address. Without this resolution, the web browser cannot download content
from the website. To prevent this problem, DNS servers are redundant so when one is
unavailable, another can provide the resolution service.
In the author’s experience, failures also occur inside of a website’s core software
system. For example, all content might be generated dynamically from a database.
Problems connecting with the database result in no content retrieved. Typically, the site
displays a ”We’re sorry..site unavailable” message to the user. As with the grill and DNS,
a spare database or redundancy is used.
Scheduled downtime is often required to perform maintenance or deploy new enhance-
ments to a software system. A failure isn’t the cause of the downtime, but the system is
still unavailable. Our experience is scheduled downtime occurs every couple of weeks and
during off peak hours (i.e. 3AM). In other instances where a RECWEB was deployed to
an international audience, there was less of a window of off peak because of global time
zone differences. This created an even greater challenge for availability.
In some cases, a user observes a failure long after it occurs. In other words, a system
never is never really seen ’down’, but it does not operate as expected. For example,
an online shopper observes a large RECWEB offering television $400. It is unusual in
that similar televisions with the same specs were over twice as expensive in other places.
Seeing a great deal, the online shopper notifies several friends and colleagues who also
order the television. However, weeks later the online shoppers are notified that the offered
price was a content error on the website. The individual responsible for entering prices on
the website mistyped ”$400” instead of ”$1400”. Prior to checkout, the website should
verify with the order management system that all prices are correct. However, at the
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particular moment the televisions are ordered the connection to the order management
system could be down. The system is programmed to log the fault but proceed to take
the order. This is based on optimism that the prices are usually correct. By the time
the log is detected, many people might take advantage of the great deal. The point is
the system is never really ’down’ per se. It just does not handle a fault, thus causing
a failure to deliver specified functions. This example is actually based on a real world
experience of the author.
Formally, availability is the probability a system will be operational when needed [10].
Operational means it performs functions to specifications masking faults before they
become failures. The aforementioned examples note tactics such as keeping a spare and
using redundancy as viable for achieving higher availability. Following is a description of
some other tactics.
Keeping a system available starts with detecting all faults that could lead to failure.
One tactic is exception handling. Most modern programming languages provide a facility
to identify blocks of code that might cause a fault. When a fault in that block of code
occurs, the programmer specifies an alternative path in code to hopefully recover and
prevent the fault from becoming a failure.
Other tactics are designed for when one component is critically dependent on another.
The previous example describes the dynamic content generation component being depen-
dent on a database connection. In this situation, the content component could issue a
’ping’ to the database and wait for an ’echo’ or response from the database indicating
it is up and ready for service. If no echo is received the content component can send
out alerts so any problems with database can be identified and fixed immediately. The
actual ’ping’ might even trigger a test transaction on a the database to assure not only
is the database up, but it is functioning to a certain degree.
Similar to ping/echo is the heartbeat tactic. This would mean the database server
16
sends a message out on a given interval to all components interested in the database being
’alive’. When a component fails to receive the message, it can assume that something
might be wrong with the database server and act accordingly.
Redundancy is used to recover from faults. Basically it is when there is more then
one instance of a component available should a fault occur. In BBQ grill example, a
spare propane tank was used. The spare tank merely needs to be plugged in to restart
cooking. However, software systems often require some synchronization to put the spare
component in the last working state of the failed component. Synchronization is also
required in cases where the extra instances of the component are online and might even be
taking turns servicing requests–a concept called load balancing. Ultimately, redundancy
is about keeping all parallel instances of a component in a consistent and working state.
This requires rolling back and synchronizing all components as needed.
In some cases where greater availability might be required, the same request for service
might be sent to several instances of the same components. The requester might just use
the first response it gets, or it might compare the responses to ensure they are the same.
This tactic of redundancy is called voting.
Preventing faults from occurring in the first place is another goal of availability.
Any component that generates one or many faults might have to be taken out of service.
Similar to exceptions, transactions are another option. A transaction is a set of processing
steps that are treated as one atomic operation. This means every step must succeed or
the state of the system should be rolled back to what it was before the transaction started.
Many modern programming languages also support this feature.
Process monitoring can also be used to increase availability. For example, if a certain
component appears to contain a memory leak a monitor can alert engineers when the
memory reaches a certain threshold. The engineer can then restart the process to clear
some memory. Obviously, fixing the memory leak in the code would be ideal. However,
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if resources are not available to do so immediately, a process monitor can insure the leak
never occurs in operation.
Performance
Consider a trip to the grocery store. For most, it is a necessary task in life that consumes
free time. A task that one might try to minimize the amount of time spent. The amount
of time spent depends on a variety of aspects of the the store.
The experience starts upon pulling into parking lot. Some stores might have better
parking access. Upon arriving to one store with a full lot, one might decide it is faster
to drive to another store down the street.
Inside the store, several places might add or subtract time to the task. For example,
getting meat from the butcher might take a while if only one butcher is working the
counter. Or perhaps, the store offers other time saving functions like a pharmacy or
dry cleaners. However, these functions might also add time. For example, multiple
pharmacists concurrently filling prescriptions should lead to faster service. Similarly,
more cashiers concurrently checking people out leads to faster service.
The grocery store is an example of concurrency that leads to better performance.
Performance is about time and efficiency of allowing people to complete the task of
grocery shopping. The same methods of concurrency are used on a RECWEB. During
peak shopping season, extra web servers are added to concurrently handle more requests
from users for service.
Formally, performance is how much time a system takes to respond to events. Ul-
timately, event can arrive at different rates and require different resource usage. For
example, some people visit a grocery store just to pick a prescription and not buy any
groceries. By the same token, some people log on to a website just to update their account
information, but do not actually add products to their cart and checkout. Controlling
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performance comes down to how all resources are managed as a whole to provide the
fastest service to every user.
The moment an event arrives at a system there is a demand for some resource in
the system. In fact, over the course of processing the request several resources might
come into play; each with a specific task to perform. This leads to some resources being
blocked as multiple other resources might depend on it. Again, the database server a
resource highly contended for by components.
Section 2.1.2 provides an example of how choice of algorithm can increase the speed
of computing a given function. Thus, changing the algorithm is one tactic for increasing
performance. In fact, refactoring code is one of the most popular and effective ways to
increase performance.
The rate at which events are allowed to be directed to other resources can also be
controlled. For example, a RECWEB might collect all the information from a user to
process an order and provide the end user with an ’Order successful!” message. However,
the order might still be waiting in a queue to be submitted to the back end fulfillment
system. Performance is increased on the back end fulfillment system because orders can
be fed in for processing at the most optimal rate. The front end application also performs
better because it can respond with a success message faster.
Concurrency is a very widely used method for increasing performance. The phar-
macist and cashier in the grocery store example provide a basic understanding. In a
software system, each additional cashier or pharmacist would be accomplished as an ad-
ditional thread. The thread processes events in parallel, thus handling multiple requests
simultaneously. HTTP servers are a great example of how concurrency works.
Caching data is another common tactic used on RECWEB to increase performance.
Multiple copies of content can be distributed across several servers. Demands for the
resource can then be satisfied by one of copies. Furthermore, access to the copies can
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be optimized. The assumption is when the content becomes stale or out of date, it
must be updated by some mechanism. The tactic is well researched and implemented for
several RECWEB.
Of course, one rudimentary tactic for increasing performance is adding hardware
resources such as additional servers or memory. In some cases, the situation demands it
where a system just out grows the initial hardware allocated. In other cases, the tactic
is really just a band aid on poorly designed software. In either case, hardware resources
come cost money so another tactic might be preferable.
Modifiability
Consider when it comes time to spend money on entertainment. For example, a person
would like to go see a baseball game but do not have a ticket. You show up at the ticket
booth to find that all 40,000 seats are sold. However, some concourses throughout the
stadium can be sectioned off to accommodate and additional 2000 people. Individuals
can pay to stand in this space and watch the game.
The stadium is analogous to a software system. At the moment the last of the 40K
tickets were sold the stadium was modified to accommodate more people. It is an example
of late binding. The concourse is available to function as either a walkway or a standing
place for viewing the game. But the time it is bound to that function isn’t until game
time when the number of tickets sold is determined.
Formally, modifiability is about cost of changing a software system [10]. Tactics fall
into 3 categories: localize changes, prevent ripple effect, and defer binding time. Because
the focus of this thesis is on modifiability, Section 2.2 discusses many modifiability tactics
already applied to RECWEB. Figure 2.2 provides specific examples.
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Other
Availability, performance, and modifiability are most relevant to this work. However,
many other quality attributes exist. We briefly describe a few here, but make no further
mention unless a specific part of the solution significantly decreases one of these qualities.
In this case, it is noted as a necessary trade off. The idea of trading off one quality for
another is covered in the next section.
Security has always been a big concern for RECWEB because lots of private personal
information is exchanged (i.e. address, credit card numbers, etc.). There have been
attacks that compromised this information for many users. However, most of the attacks
come through a hole in the corporate firewall network. Even when careless password
policies are in place, we’ve seen high traffic sites remain fairly secure. For example,
one RECWEB the author worked on kept the same root password for the database and
all application servers for over 2 years! Furthermore, many developers even had access
to this password. Even so, there was never an attack. In general, the front end web
application architectures handle security well.
Testability is somewhat an issue but low priority. Testing web applications can be
hard with hyperlinks constantly changing. But in the author’s experience, most RECWEB
organizations have access to the latest testing tools and built in monitors often come with
the off the shelf packages they are built upon. There are always a certain amount of code
defects to address, but this is the case with any software system. Lack of time for testing
is an issue especially during P. Any increase in testability would be welcome, but status
quo is accepted by most organizations the author has dealt with.
Usability is a moving target on most of the projects the author has worked on. Or-
ganizations are constantly trying to figure out a better user interface. Some of this is
driven by web user interfaces being limited by web browser technology as compared to
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traditional desktop applications which have a richer set of components to build upon.
But there is a whole movement of research trying to solve the problem of making web
applications richer user interfaces. In addition, dozens if no hundreds of web application
frameworks have been produced to streamline the most common parts of web user in-
terfaces. For example, form validation used to be rewritten for every new project. Web
frameworks now provide this in a reusable component that is easily configurable.
2.1.4 Trade Offs
If only one quality were desired, then the previous sections provide ample examples of
tactics to achieve that quality. However, multiple qualities are often desired. It is im-
possible to have them all because they impact each other. For example, one might use
the tactic insert and intermediary to increase modifiability. The intermediary is a new
resource that might require other resources. This can affect both availability and perfor-
mance. The core problem addressed by this research is another example. The RECWEB
scenarios described Section 1.2 show a trade off of modifiability for performance and
availability. The extent that one quality affects another must be measured against an
acceptable criteria. Perhaps the performance hit is hardly noticeable and the value of
increased modifiability far outweighs the cost. The key point is trade offs are required.
Following are a couple more examples from the author’s experience.
One organization experienced very high traffic on their website during a holiday sea-
son. Performance of the site was very slow such that most site visitors were struggling to
navigate products, add them to their cart, and checkout. The cause was expected traffic
for the holiday was underestimated by a factor of 4. The amount of network bandwidth
available from their Internet Service Provider(ISP) was not enough. Unable to increase
the bandwidth in the short term, an executive decision was made to ’throttle’ access to
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the site; an example of the manage event rate tactic for performance. The result was a
trade off of availability for performance. Users that did gain access to the site, experi-
enced high performance while other users were blocked from the site. The rationale was
a smaller set of users able to shop with ease would lead to more sales, as opposed to a
large number of users struggling to move from page to page.
In another example, an organization traded modifiability for performance. A mod-
ule responsible for sending out email marketing materials to millions of users was not
performing well. The decision was made to rewrite the module in C++ because of the
performance advantage over existing Java-based code. A highly experienced and skilled
programmer was brought in to complete the work. The resulting module has exceeded
performance requirements and been in production for several years. But the complexity
of C++ and the algorithms used in the module make it difficult for any average pro-
grammers on staff to make changes. Several changes have been rejected because of the
cost of bringing in a higher skilled programmer to change the module.
In a preceding availability example, televisions were priced wrong leading to several
invalid purchases. A business trade off was made for an increase in availability. Pricing
on the website is right a high percentage of the time. A business decided the loss of sales
by denying orders is more costly then correcting the pricing mistake once in a while.
The main point is qualities can be judged only in the context of where they are needed.
In the previous example, the highly skilled programmer was only directed to solve the
performance problem. He or she was not concerned with modifiability. Therefore, in or-
der to select the right tactics for achieving quality attributes, all quality scenarios must
be captured in context. In any case, trade offs will have to be made and qualities priori-
tized. Figure 2.2 shows how rapidly complex this decision can become. The multitude of
options across both functionality and quality makes designing, implementing, and main-
taining software systems a complex task. Figure 2.2 illustrates how fast complexity can
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Figure 2.2: Tactics
Qualities 1 2 3 4 5 6 7 8 9 10 11 ….. 64
Availability Y N N N N N Y N N Y Y ….. N
Modifiability N Y N N N N Y N N N Y ….. Y
Performance N N Y N N N N Y Y N Y ….. Y
Security N N N Y N N N Y N N N ….. Y
Testability N N N N Y N N N N Y N ….. N
Usability N N N N N Y N N Y Y N ….. N
Tactics
Ping / Echo / Heartbeat ? ? ? ?
Exception Handling ? ? ? ?
Voting ? ? ? ?
Active / Passive Redundancy ? ? ? ?
Spare ? ? ? ?
Shadow ? ? ? ?
State Resynch ? ? ? ?
Rollback ? ? ? ?
Removal from Service ? ? ? ?
Transactions ? ? ? ?
Process Monitor ? ? ? ?
Semantic Coherence ? ? ? ?
Generalize Module ? ? ? ?
Limit Possible Options ? ? ? ?
Abstract Common Services ? ? ? ?
Hide Information ? ? ? ?
Maintain Existing Interface ? ? ? ?
Restrict Communication Paths ? ? ? ?
Use an Intermediary ? ? ? ?
Runtime Registration ? ? ? ?
Configuration Files ? ? ? ?
Polymorphism ? ? ? ?
Component Replacement ? ? ? ?
Adherence to Defined Protocols ? ? ? ?
Increase Computation Efficiency ? ? ? ? ?
Manage Event Rate ? ? ? ? ?
Control Frequency Sampling ? ? ? ? ?
Introduce Concurrency ? ? ? ? ?
Maintain Multiple Copies ? ? ? ? ?
Increase Available Resources ? ? ? ? ?
Scheduling Policy ? ? ? ? ?
Authenticate Users ? ? ?
Authorize Users ? ? ?
Maintain Data Confidentiality ? ? ?
Maintain Integrity ? ? ?
Limit Access and Exposure ? ? ?
Intrusion Detection ? ? ?
Audit Trail ? ? ?
Record / Playback ? ?
Separate Interface from Implementation ? ?
Specialized Access Routines/Interfaces ? ?
Built-in Monitors ? ?
Cancel / Undo / Aggregate ? ? ?
Rules
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(a) Everyday Logo (b) Thanksgiving Logo
Figure 2.3: GoogleTM Holiday Transition
grow when just considering qualities let alone functionality. It shows six possible qualities
which can either be important or not. This yields 2n or 64 possibilities. Realistically, a
quality should be assigned a level of importance rather then just an all or nothing propo-
sition. Even so, that would make the decision table even more complex. Furthermore,
the decision table doesn’t even reflect that the adverse effect that one quality has on
another.
2.2 Typical RECWEB Modifiability
Consider the GoogleTM home page. Figure 2.3a shows the everyday logo, whereas Figure
2.3b shows a holiday logo. When a holiday occurs, making this change simply involves
creating and moving a new logo file.
A RECWEB home page, on the other hand, involves many changes (See Figure 2.4).
The content for logos, navigation, products, and promotions have to be changed. These
changes can involve updating and moving many files and databases. Figure 2.5 captures
this in a modifiability scenario.
This section describes parts of a typical RECWEB architecture that relate to mod-
ifiability. The focus is on the Valentine’s Day Scenario. The RECWEB architecture
applies well known modifiability tactics. The existing tactics do not provide sufficient
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(a) Christmas Day Homepage
(b) Valentine’s Day Homepage
Figure 2.4: RECWEB Holiday Transition
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Figure 2.5: Valentine’s Day Scenario
modifiability because they fail to scale during a RECWEB holiday transition.
Most RECWEB are implemented by modifying a commercial off the shelf (COTS)
software package [84]. Modifying COTS systems can be challenging [9, 14, 34, 90]. De-
viating too far from the original package makes upgrades to the COTS package near
impossible [66]. In one project the author participated, the COTS package was four
versions obsolete. In fact, the COTS vendor had discontinued support for the version
running in production. The client was forced to replace the entire system with a new
COTS package and a different architecture. Using a COTS package limits modifiabil-
ity from the beginning and continues to deteriorate over time [57, 62]. Although, most
RECWEB organizations still opt for COTS because most of the required functionality is
available out of the box [8, 37,65].
RECWEB COTS packages typically implement some flavor of the model-view-controller
(MVC) architectural pattern (See Figure 2.6) [3]. The goal is a ‘separation of concerns’
so that changes do not cause ripple effects [30]. Essentially, MVC is the strategy that
RECWEB use to achieve modifiability. The following are the three main ”concerns” in
MVC [1,43,80]:
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Figure 2.6: MVC Structure [1]
Model The primary responsibility is to handle state changes from controllers and com-
municate state changes to views. The application state is a large set of data rep-
resented in a way that makes sense in the real-world. The model is the the means
to manipulate this data.
View The primary responsibility is to render the state from the model and report to
controllers any significant user interaction with the state. The view has the option
of either explicitly requesting state changes from the model or being notified by the
model when state has changed. The view is the means to providing a user interface
to the model.
Controller The primary responsibility is to process user gestures from views, report
any state changes to the model, and select the appropriate view in response. User
gestures might be requests for navigating to a different part of the model or updating
the model. Reporting state changes to the model is accomplished through the
interface the model provides. Selecting the appropriate view for response is based
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on the result of the model interaction or the initial user gesture.
The first issue for Valentine’s Day is model data must be updated by some entity.
Update controllers and views (Figure 2.8a) are one option. External entities, for example,
data migration tools could also be used to update the data (Figure 2.8b). Most of the
time a combination of the two options are made available depending on the scale of the
updates. If large amounts of data are being updated, content personnel make updates to
a staging database in advance. The updates are propagated to the production database
when the holiday transition occurs. There are two major issues with this technique. First,
the propagation often relies on proprietary features of relational database management
systems. Second, referential integrity of the data is at risk when imported into the
production system.
The second issue for Valentine’s Day is updating views (i.e. home page) with new
model data. Figure 2.9b shows how the views can pull the data. In this case, the
controller selects a Valentine’s Day specific home page view. The view is programmed to
pull the right data from the model. The downside is multiple home page views have to be
maintained. The other option shown in Figure 2.9a is to have one generic home page view
that assumes data push to it from the model is correct. This view is only concerned with
the rendering of the data. The downside is the model might require some knowledge of
the view, for example, a ”Home Page” category. This violates the separation of concerns
of MVC. In addition, duplicate data such as products in multiple categories can make
larger sets of data harder to manage. Both options be reasonably effective, but only with
a lot of manual human interaction.
Updating model data is the common trigger for the aforementioned issues. Figure 2.9
shows typical entities in a RECWEB model. For a large RECWEB there could be
thousands of products and hundreds of categories. In Figure 2.1 shows even a small
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Figure 2.7: Model Updates
(a) MVC Update
(b) External Update
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Figure 2.8: View Updates
(a) Push
(b) Pull
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Figure 2.9: RECWEB Model
(a) Product Catalog (b) Member
(c) Order
subset of data can require many changes. On the flip side, promotions require less data
changes, but across more parts of the model. For example, Figure 2.2e shows ’ornament
club’ as a role. Catalog or product entities can be filtered based on role. This functionality
is often referred to as ”personalization” [7,81]. Order data is also affected by membership
roles. In the author’s experience, catalog changes have been very difficult to manage,
whereas promotions are fairly easy to deploy. However, promotions have also failed to
expire because someone forgets to remove them from the model.
The model is fairly generic to accommodate the greatest flexibility across different
retail domains. After working in several different domains, this abstraction is fine for parts
like order management and membership. However, parts like product catalog always
seem to require extending or stretching the generic model. For example, ’Greeting Cards’,
’Product Type’, and ’Wife’ are all different, but nonetheless are treated as categories. Any
special treatment of a category either requires extending the model or special handling
in the business logic of the model. One might argue this is a reason NOT to use COTS.
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Table 2.1: RECWEB Sample Tuples
ID Name Parent ID Roles
1 Recipient null standard
2 Product Type null standard
3 Mom 1 standard
4 Brother 1 standard
5 Co-worker 1 standard
6 Wife 1 standard
7 Boyfriend 1 standard
8 Daughter 1 standard
9 Grandpa 1 standard
10 Greeting Cards 2 standard
11 Ornaments 2 ornament club
12 Electronics 2 standard
13 Flowers 2 standard
14 Sporting Goods 2 standard
15 Tools 2 standard
(a) Categories
ID Name Roles
1 Christmas Tree Ornament ornament club
2 iPod standard
3 Ski Equipment standard
4 Sweater standard
5 Red Roses standard
6 Flower Bouquet standard
7 Stuffed Animal standard
8 Massage standard
9 Trip standard
10 Power drill standard
11 Dinner standard
12 Golf Clubs standard
(b) Products
Category ID Product ID
13 5
13 6
5 8
5 11
6 4
6 5
6 6
6 8
7 2
7 12
7 3
9 12
14 12
11 1
3 1
(c) Category Products
Username Password
kathyjohns *******
marksoenen *******
anneblanco *******
(d) Members
Username Role
kathyjohns standard
kathyjohns ornament club
marksoenen standard
annblanco standard
(e) Roles
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However, this work is not intended to contribute a ‘build versus buy’ [28, 51] debate.
Rather, this work strives to find ways to increase modifiability in the presence of a generic
model.
Table 2.2 shows many common modifiability tactics [10] are present in the RECWEB
architecture. The problem with the existing tactics is the assumption there is enough
time to make changes. Effort to make a single change might be small. But a change
must also be tested and deployed. In the case of RECWEB there could be hundreds or
thousands of the small changes. The modifiability tactics simply do not scale.
2.3 Intelligent Agents
Using software to perform activities in place of humans is not new [11, 24, 27, 39, 48, 54,
58, 61, 63, 67, 86, 97]. For example, many software configuration management activities
such as building and deploying software are automated [22,31,32,38,42,68,69,95]. Soft-
ware quality assurance activities such as testing and performance monitoring are also
automated [33, 53]. The result can be lower costs and reduction of human labor. In the
aforementioned examples, the software is acting as and agent.
Using software to make RECWEB holiday content changes in place of humans is more
difficult. First, changes are not as well defined. The changes might be based on objective
or subjective data provided by a human. Second, there is not enough time to make the
changes. The amount of changes multiplied by the time to make each change exceeds
the amount of time available between holidays. In order to automate RECWEB holiday
content changes, an intelligent agent (IA) must be used.
An IA is a “software tool that carries out a task on behalf of a user or computer,
typically relatively autonomously” [40]. A simple IA perceives conditions in the current
environment and reacts with an action. For example, a RECWEB IA has to sense
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Table 2.2: Modifiability Tactics in RECWEB
Localize Changes
Semantic Coherence The model, view, and controller are each responsi-
ble for a unique concern. Each concern functions
without excessive reliance on the other. For exam-
ple, should the model become unavailable, the view
can still present data and support user interaction.
Anticipate Expected Changes Selecting MVC as the architectural pattern for
RECWEB is anticipating changes. We showed how
changes to the model are often made to a staging
database in advance.
Generalize the Module We showed how a generic model can allow multiple
domains to use the model. We also showed how a
generic home page can capture the common user in-
terface elements that do not change, while allowing
other entities such as the controller to ensure the
model is updated.
Prevent Ripple Effects
Hide Information The controller need not worry about the exact details
of updating data in the model. On the flip side, the
model has little knowledge of how the view goes about
presenting data.
Restrict Communication Paths The view can only communicate with the model in a
read-only fashion. Any logic for updating the model
must go through the controller. Furthermore, the
controller must use the interface the model provides.
Use an Intermediary The controller is an intermediary. It decouples access
to the model and data from presentation.
Defer Binding Time
Configuration Files The intelligence in a Valentine’s Day specific view can
be controlled by a configuration file. For example,
the exact state queries made to the model could be
changed in a configuration file as opposed to source
code.
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what holiday season is active and locate content that is relevant. More complex agents
are able to reason using outside knowledge or act according to desired goals. Finally,
highly complex agents learn and adapt to changing environments becoming increasingly
more intelligent over time. Although, the complexity of agents increases the difficulty of
implementing them. RECWEB can start with a simple to moderately complex IA.
The study of intelligent agents is also known as Artificial Intelligence(AI). AI is a field
with a vast amount of research results. However, AI has been slow to emerge in main-
stream application development. A full discussion of AI would be out of scope because not
all parts are relevant to the RECWEB modifiability problem. For example, motion and
manipulation of objects is a type of intelligence required for robotics. Whereas, knowl-
edge representation, model theory, and logic are more relevant to RECWEB. These parts
of AI contributed heavily to the Semantic Web which is discussed in the next section.
To avoid redundancy, this section only includes key aspects of AI.
2.4 Semantic Web
The Semantic Web, a project of the World Wide Web Consortium (W3C), makes data
on the World Wide Web(WWW) available for automated processing by machines, for
example intelligent agents [76, 85]. Therefore, if RECWEB holiday content can adapted
to use the Semantic Web, intelligent agents can handle content changes during holiday
seasons. The previous section introduced intelligent agents as a part of AI. Semantic
Web is often referred to as a ’playground’ for AI. This section provides a background on
the Semantic Web specifications.
Figure 2.10 shows a layered view of the Semantic Web. For the most part, Semantic
Web is built on stable Internet technology. For example, Uniform Resource Indicators
(URI) became standard during the birth of the World Wide Web(WWW) in the early
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1990’s. A URI is defined as “a compact sequence of characters that identifies and abstract
or physical resource” [12]. URI are used to uniquely identify resources ; a key concept of
the Semantic Web. Access to resources also uses standard Internet technology such as
Hypertext Transfer Protocol (HTTP) as well as Secure Sockets Layer (SSL) for encrypted
communications.
Resource Description Framework(RDF) is key additional layer and the core of the
Semantic Web. Any application of Semantic Web involves using RDF. RDF is about
making statements about the aforementioned concept of resources. As an overview,
Semantic Web technology involves an iterative process of:
• Mapping existing data to RDF
• Merging multiple sets of RDF data
• Querying RDF data
These are the most basic steps for any application of Semantic Web. Section 2.4.3
describes more details of RDF.
SPARQL Query Language for RDF(SPARQL) and Web Ontology Language(OWL)
are the other key layers shown in Figure 2.10. Sections 2.4.5 and 2.4.4 show how these
enhance parts of the map, merge, query sequence. The key enhancements are expres-
siveness, inference, and reasoning about RDF data. These elements are not required for
using the Semantic Web. However, the benefits of usage are high especially with respect
to RECWEB.
This section begins with two example scenarios. The scenarios are used to describe
processes that are typically done manually by humans. Alongside is a discussion on how
Semantic Web helps automate these processes. Sections 2.4.3, 2.4.4, and 2.4.5 follow with
descriptions of RDF, OWL, and SPARQL. Finally, Section 2.4.6 offers further justification
for Semantic Web as an emerging technology with a stable specification.
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Figure 2.10: Semantic Web Layercake [23]
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2.4.1 Example #1: Buying a House
1. Buyer determines how much they can afford.
2. Buyer finds houses in the price range.
3. Buyer uses different information sources to compare neighborhood development,
school districts, property tax, etc.
4. Buyer combines all the information to determine which house is the best fit.
Today, information and functionality is available for every aspect of the home buying
process. For example, online applications are available for loan pre-approval. Websites
can immediately generate a comprehensive report on the loan. The buyer uses the infor-
mation to assess the financial burden of the purchase.
Finding houses is also facilitated by the Internet. Search engines can locate houses
based on numerous criteria such as geographic location, number of bedrooms, year built,
and lake view. The buyer can refine criteria to match their price range. The Internet
saves the buyer the time of physically viewing properties that do not meet their criteria.
During the process, a buyer bookmarks websites, creates spreadsheets, downloads
pictures, and saves electronic copies of government documents (tax information, urban
development, etc.). Organizing the information is done on the computer but still a manual
process. Files can be lost. Information can be out of date. The task of organizing the
information can add stress to an already stressful process.
2.4.2 Example #2: Buying a Digital Camera
1. Select important features.
2. Find cameras with the features.
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3. Read reviews on selected cameras.
4. Pick a camera.
5. Shop for best price and purchase camera.
Like shopping for a house, relevant information is accumulated from multiple sources.
Each source contributes to the buying decision. For example, a particular camera model
might be well advertised and look attractive visually. However, several customer reviews
might convey dissatisfaction of the camera performance. Perhaps a particular model
lens has better technical specification such as mega pixels. A typical buyer might not
understand those terms so they consult an online encyclopedia, for example, Wikipedia.
Finally, other online sources tell the shopper the best prices, shipping costs, and service
reputations of costs of online stores.
The preceding examples illustrate how Internet users manually build relationships
between a set of resources. Relationships are linked together by a unique piece of infor-
mation common across resources. For example, a camera has a manufacturer and model
number. A house for sale has a unique listing number and physical address. A user
connects the resources by inputting the information into another web application to get
more information. For example, the model number can be used to download the user’s
manual from the manufacturer website. The physical address can be input into an online
map application to show schools and restaurants near a house for sale.
2.4.3 Resource Description Framework (RDF)
The preceding examples show relationships between resources on the WWW exist. Hy-
perlinks only explicitly capture a relationship between two documents. Humans are able
to perceive and process implicit relationships manually. Semantic Web uses RDF to cap-
ture knowledge of these relationships explicitly. A concrete representation of RDF can
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Figure 2.11: RDF Triple
be read by intelligent agents. This enables the automation of the processes described in
the examples in Section 2.4.2 and 2.4.1.
For example, the a web browser could automatically detect a physical address inside
a section of text on the web page. The browser could render the text as a hyperlink to
a geographical map on another website. Humans normally cut an paste the text into
the map website. The website author could recognize the value of making the address a
hyperlink to a map website. In both instances, time is saved because the link appears
automatically.
The smallest part of RDF is a triple or a labeled connection between two resources [64].
Figure 2.11 illustrates the anatomy of a RDF triple: a subject, predicate, and object.
The identity or name of a resource is captured in a string of characters called an Uniform
Resource Identifier (URI). A URI must be the value for a subjects and predicates. The
object in a triple can be either a URI or a literal string. Figure 2.13a shows an RDF triple
capturing the statement ’Mark lives in Austin’. These examples illustrate the abstract
data model for RDF.
There are several ways to concretely represent RDF triples. Included are:
• RDF/XML
• Turtle
• n3
• RXR
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Figure 2.12: Reasoning Example
(a) Statement 1: Mark lives in Austin.
(b) Statement 2: Austin is capital city of Texas.
(c) Inferred Statement: Mark lives in Texas.
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Each is just a syntax for a notation. All of these conform to the abstract RDF data model.
Machines can read and convert from one format to another. This work uses RDF/XML.
For example, Figure 2.1 shows the statement ’Mark lives in Austin’ in RDF/XML format.
This example shows a simple mapping of data to RDF.
Listing 2.1: RDF/XML Example
<rdf:RDF
xmlns : rd f=” ht tp : //www.w3 . org /1999/02/22− rdf−syntax−ns#”
xmlns:recw=” ht tp : //www. marksoenen . com/Onto log i e s / recweb . owl”>
<r d f :D e s c r i p t i o n rd f : abou t=” ht tp : //www. marksoenen . com”>
<r e cw : l i v e s I n>Austin , TX</ r e cw : l i v e s I n>
</ r d f :D e s c r i p t i o n>
</rdf:RDF>
A set of triples form a directed graph. Figure 2.13c shows a set of two triples and
the corresponding directed graph. This example also illustrates the merging of RDF
data. Figure 2.13 shows how additional data sets can continuously be merged to form a
larger more meaningful directed graph. Again, the graph is something humans often do
mentally. RDF enables the graphs to be built automatically by a machine [88].
The preceding examples also illustrate the RDF model allows meta data and data to
be mixed together. For example, the statement ’a person must have a last name’ is more
of a restriction on any resource that is an instance of a person. The instance of a person
in the example is ’Mark’. Other statements are used to describe relationships of instance
data, for example, ’Mark lives in Austin’. This statement is valid and useful but wasn’t
explicitly required by another RDF statement. The statement ’a person must have a last
name’ indicates that another RDF triple is required that says ’Mark has the last name
Soenen’.
The level of expressiveness also varies among RDF statements. The statement of a
person’s name doesn’t serve much but as an identifying attribute of the instance of the
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Figure 2.13: Continous Merging
person. However, a property like ’lives in’ has deeper meaning. Saying a person lives in
a specific place ties that person to many of the attributes of that place. For example,
Figure 2.13 shows that because ’Mark lives in Austin’, and ’Austin is famous for daily
live music’, then ’Mark can enjoy live music daily’. The next section discusses how levels
of expressiveness are captured in vocabularies.
2.4.4 Ontology Web Language (OWL)
Vocabularies play a key role in more expressive description of data relationships. A
vocabulary can provide “extra knowledge for defining terms, restrictions, and extra rela-
tionships” [45]. For example, a vocabulary can make ’lives in’ and ’famous for’ properties
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Figure 2.14: Expressiveness of Ontology Description Languages
available for use as predicates in RDF triples. The expressiveness and restrictions offered
by a vocabulary can vary.
Ontologies, taxonomies, and thesauri some are ways to capture a vocabulary [92].
An ontology describes the concepts of a domain and the relationships between those
concepts [71]. A taxonomy is the practice of classification. A thesaurus is a list of
semantically orthogonal topic search keys. Web Ontology Language (OWL) is OWL is
recommended by W3C for capturing more expressive vocabularies in schemas [87].
Concretely, vocabularies are represented in schemas. Schemas contain RDF triples
that can be merged with other RDF data to conform to the vocabulary. Vocabular-
ies are intended to be reused across several domains. Figure 2.14, shows the range of
expressiveness of the common schemas.
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OWL has many levels of expressiveness as shown in Figure 2.14. OWL Lite, OWL
DL, and OWL Full each extend each other. In other words, OWL Lite is valid OWL DL
which is valid OWL Full. But OWL Full is not valid in OWL DL which is not valid in
OWL Lite. Each extension adds more expressiveness and restriction [47].
Automated reasoning is the biggest advantage to using OWL DL over the others. A
reasoner is a piece of software that can read and analyze RDF data to infer new rela-
tionships. The new relationships are added as additional RDF triples to a graph. More
meaningful queries can result. OWL DL provides the maximum amount of expressiveness
still allowing automated reasoning [47]. This could be a very big time saver for RECWEB
because it saves time for entering in all possible combinations of data. For example, if a
certain product is a valid gift for a daughter, then a reasoner might also assume the gift
could come from a mother. Since automation is important to the RECWEB problem,
OWL DL is the best option.
2.4.5 SPARQL Query Language for RDF
Once RDF data is available, applications and intelligent agents need a way to access
it. There are several query languages [73–75]. However, W3C has recommended the
SPARQL Query Language for RDF as the standard. [78].
Similar to SQL, SPARQL is query language with syntax and semantics. A query can
be made several different sources of RDF data. The query contains a set of patterns to
match against the set of RDF graphs. Like SQL, filters and constraints can be specified
to limit results.
The result of a SPARQL query is either a traditional set of tuples (i.e. rows of data)
or RDF graphs. The graph is just a set of RDF triples drawn from multiple data sources.
The results can express significant relationships that are not present when viewing just
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one of the data sets individually.
2.4.6 Justification
W3C has developed many widely used Internet technologies. This includes several spec-
ifications, guidelines, software, and tools such as:
• Cascading Style Sheets (CSS)
• Hypertext Markup Language (HTML)
• Hypertext Transfer Protocol (HTTP)
• Portable Network Graphics (PNG)
• Simple Object Access Protocol (SOAP)
• Scalable Vector Graphics (SVG)
• Uniform Resource Identifier (URI)
• Uniform Resource Locator (URL)
• Web Services
• Extensible Markup Language (XML)
• Extensible Stylesheet Language (XSL)
• Extensible Stylesheet Transformations (XSLT)
The proven track record of W3C is putting the Semantic Web on a success path [35]. W3C
has released stable specifications for most of key components of Semantic Web (RDF,
SPARQL, and OWL). Like most application domains, a variety of tools are available [6,13,
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52]. Many software vendors have added Semantic Web features into product lines [52,72].
Reference and learning material are abundant [46]. The aforementioned examples show
the learning curve is small for basic entry into Semantic Web technology. Finally, large
RDF datasets are beginning to accumulate [2, 4, 5]. The Semantic Web is emerging at
the corporate and commercial levels [44].
W3C and others are calling for new applications to be developed in order to advance
the adoption of Semantic Web [46, 77]. Several industries such as Health Care have
already made large commitments to Semantic Web technology. A few case studies show
the potential of Semantic Web in automating content management [21]. In addition, there
are some use cases involving e-commerce [41]. However, there are no known published case
studies or use cases related to increasing modifiability of seasonal systems like RECWEB.
48
Chapter 3
A Highly Modifiable RECWEB
Section 2.2 described the typical modifiability offered by a RECWEB. This section shows
test cases, design, and implementation of a highly modifiable RECWEB.
3.1 Test Cases
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Table 3.1: Selecting a Greeting
Description
”Happy New Year is a greeting for New Years”...”Today is January 1, therefore greet
users with ’Happy New Year’”
Steps
1. Open web browser to http://localhost/home?month=1&day=1&year=2008
2. Verify that greeting is ”Happy New Year!”
Results
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Table 3.2: Selecting an Image
Description
”Santa Claus comes on Christmas Eve”...”Today is December 24, therefore an image
of Santa Claus should appear on home page”
Steps
1. Open web browser to http://localhost/index.html?month=12&day=
24&year=2007
2. Verify that image of Santa Claus is displayed.
Results
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Table 3.3: Selecting Holiday Products
Description
Product A is an ornament. Ornaments are Christmas gifts”....”Today is Dec. 15,
therefore Product A should be highly relevant”
Steps
1. Open web browser to http://localhost/index.html?month=1&day=15&year=
2008
2. Verify that Christmas products are showing.
Results
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Table 3.4: Selecting Products and Categories
Description
Product B is red roses. Red roses are popular gifts for wives and girlfriends on Valen-
tine’s Day. Today is Feb. 1, therefore red roses should be placed in wife and girlfriend
categories, and added to home page.”
Steps
1. Open web browser to http://localhost/index.html?month=2&day=1&year=
2008
2. Verify that red roses show on the home page.
3. Verify that wife and girlfriend categories are on the home page.
Results
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Table 3.5: Selecting a Seasonal Products
Description
Product C is patio furniture. People sit on patios during the summer.”....”Today is
Sept. 1, therefore patio furniture should go on sale”
Steps
1. Open web browser to http://localhost/index.html?month=9&day=1&year=
2008
2. Verify that patio furniture is on sale.
Results
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Figure 3.1: RECWEB Intelligence Dataflow
3.2 Design
Figure 3.1 shows a simple model for implementing the basic intelligence. The model is
abstracted to a higher level and intentionally made informal. The purpose is to leave
flexibility for implementation. For example, the following sections describe some details
for each element in the model. However, an implementation is free to add additional
details so long as the main output is conceptually seasonal content. Of course, the arrival
at the output must be achieved with minimal human involvement and in an automated
fashion.
Automating content changes must integrate with existing MVC-based RECWEB
COTS packages, therefore Section 2.2 provides the baseline for this solution. For ex-
ample, the responsibility of a controller is to process user gestures, report state changes
to the model, and select views. In the new solution, none of these responsibilities are
changed structurally. The main changes are adding seasonal automation functionality
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Figure 3.2: RECWEB Seasonal Model
to the internals of controller and model elements. Sections 3.2.1 and 3.2.3 detail these
changes.
3.2.1 Model
Seasonal Context An astonishing observation from the author’s experience with RECWEB
organizations, is that very few make an effort to capture a seasonal context explicitly in
systems. In fact, one organization’s entire business is based on seasonal products and
they did little to model seasonal context. This section provides the foundation for cap-
turing a seasonal context. Figure 3.2 shows an initial attempt at a seasonal context
model.
A season is a time interval on a calendar. For example, Christmas season is the last
Friday of November until December 25. Summer in North America is June 21 through
Sept 20. Two seasons can overlap such as Christmas and Winter. One season is based
on religious meaning and the other on climate.
Active season(s) can be determined by comparing the current date and time with
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a seasonal calendar. An implementation can define the data structure to represent a
seasonal calendar. In addition, the seasonal calendar data must be accessible to content
agent(s). Typically, the seasonal calendar would remain static once created. For example,
seasons based on climate nor holidays rarely change. However, different organizations are
likely have different calendars. For example, a sporting goods retailer is more concerned
with climate driven calendar. Whereas, a greeting card company is concerned with
holiday calendars.
Each season has a set relevant attributes. For example, winter can involve dressing
warm, drinking hot chocolate, and snow skiing. Christmas is a time for social gathering,
shopping, and gift giving. Certain symbols or concepts are also attached to Christmas
such as Santa Claus and Christmas trees. An implementation should be able to correlate
the attributes for a season to relevant content.
The default seasonal context should be based on current system time. The frequency
that the system time is checked and seasonal content regenerated is determined by the
units of the time intervals for the seasons. In the case of RECWEB it could be daily.
For example, 12:00 AM on December 26 would trigger the system to regenerate seasonal
content. The content could switch the seasonal context from Christmas to Valentine’s
Day.
Ideally, the system should allow the seasonal context to be manually configured at
runtime. A system administrator should be able to pick a date and time in order to
simulate a season. For example, December 15 is Christmas season, but setting the date
and time to January 1 allows for simulation of Valentine’s Day. The benefits are twofold.
First, an assessment of how well Valentine’s Day content is prepared can be done real
time. Second, enhancements depending on Valentine’s Day seasonal context can be
viewed with production data. Essentially, this greatly reduces guess work of determining
the state of RECWEB content at future dates. On the flip side, previous dates could
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also be examined.
Content In the Section 2.2, RECWEB content is defined as logos, navigation, products,
and promotions. The bulk of seasonal changes are navigation and products. Therefore,
this section focuses on the requirements for preparing navigation and products to be
seasonally processed. However, nothing should prevent other implementations to use
any type of content.
Product catalog data must contain enough information either explicitly or implicitly
indicate seasonal relevance. For example, ’Christmas’ could appear in a keywords at-
tribute. This would be an explicit seasonal indicator because it matches the exact name
of a holiday. However, ’Santa Claus’ in a product title is an implicit indicator. This is
because ’Santa Claus’ is only a symbolic indicator of the Christmas holiday.
If explicit seasonal indicators are absent, it is harder for an agent to determine the
seasonal relevance of a product. This is a legitimate concern because organizations do
very little to explicitly model seasonal contexts. Therefore, most product catalog data
only contains implicit seasonal indicators. Addressing this problem is not required by
the evaluation criteria set forth in Section 1.4. Although, Section 5 describes potential
future work on the problem.
Seasonal Content Seasonal content is the output of processing a seasonal context
with content or in this case product catalog data. How the seasonal content is used is
up to the implementor. The only requirement is that the seasonal content is generated
by the machine and not a human being. Again, the point is to free up human resources
for enhancements activity.
There is also some subjectivity to determining what is and is not seasonal content.
For example, ’Santa Claus Tree Ornament’ is obviously relevant to Christmas. But in
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another case, a marketing person might decide that ’iPods’ should be marketed as a gift
for mom on Christmas. This could be based on the opinion of the marketing person or on
something else like sales data. Again, all of the decision making is up to the implementor,
so long as the seasonal content generation is automated.
3.2.2 View
Structurally, there is little change to the views. The responsibility remains to capture/re-
port user gestures and reflect the current state of the model. The previous section shows
the major change is how current state of the model is computed. The views are already
set up to reflect it.
Recall Figure 2.8 shows two patterns for view updates: pull and push. In the pull
pattern, the view has knowledge of what season should be queried on the model. In the
push pattern, except the controller queries the model and passes the seasonal results to
the view. In both cases, the knowledge of season is manually set by a site maintainer
in, for example, a configuration file. In the new model, the knowledge of season is
automatically determined by system time. This determination could be made in either
the view or the controller depending on which push/pull pattern is desired. However, the
push pattern has the advantage of less parts to maintain. For example, only one home
page need to be maintained. For this reason, the new tactic diminishes the value or need
for the pull pattern.
The internals of the views might provide greater usability because more accurate
seasonal content is projected. For example, customers don’t have to look at Christmas
categories when Valentine’s Day is more relevant. This leads them to products faster.
It also shows the current modifiability tactics applied by MVC work correctly. In this
case, the model and controllers have changed. By applying tactics to localize changes as
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shown in Figure 2.2, the view isn’t required to change.
The role of model update views shown in Figure 2.7 is also diminished. The model
will still need to be updated manually because the new tactic is being phased in. In
addition, the model update views provide an override should content personnel not be
satisfied with the automated results. Recall simulation is also a desired feature. Content
personnel can set the time forward to see how well content is prepared for a future holiday
or season. The model update view comes in handy for filling in gaps for future content.
However, model update view would not be the main means of changing content as in the
past.
3.2.3 Controller
Structurally, there is little change to the controller. The responsibility remains to process
user gestures from views, report state changes to the model, and select appropriate view.
The previous section shows the major change is functionality must be added to the
controller to compute a seasonal context. The seasonal context is then used to query the
model.
The controller inevitably must maintain reference to a calendar that contains infor-
mation about holidays and seasons. The data format and how the calendar gets updated
is up to the implementation. However, the calendar must be accessible to the controller.
The controller also controls how often the calendar is read and the seasonal context is
updated.
Once a seasonal context is determined, the controller must format and inject to the
seasonal context into all queries to the model. This insures that the model data returned
contains seasonally relevant content. The controller is responsible for pushing the right
seasonal content to views.
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3.3 Implementation
A complete COTS package is not feasible for implementation because of the expense of
licensing such packages. A single license can cost thousands of dollars. In addition, orga-
nizations that license a COTS packages to run a RECWEB were unwilling to participate
in this academic research. Lack of resources to dedicate and lack of COTS vendor support
were cited as the two major concerns. However, several organizations were intrigued by
the potential of increasing modifiability of their RECWEB. All recognized the problem
of maintaining the site in the seasonal context.
Section 2.2 provides an abstraction of the basic MVC components inside of a typical
RECWEB COTS package. The abstraction is based of the author’s extensive use of such
packages as well as publicly available COTS package documentation. The abstraction
formed the baseline for the design in Section 3.2. The same abstraction is used in this
chapter for implementing the design.
The design is implemented by building a simple MVC-based prototype web appli-
cation. The web application dynamically generates a RECWEB home page based on
Figures 2.4a and 2.4b. The home page shows RECWEB seasonal content. The sea-
sonal content is automatically generated based on system time, but can be overridden by
passing parameters in the URL. This simple prototype web application shows that the
preceding design described in Section 3 is feasible. The following sections give the details
of the prototype.
3.3.1 Model
The first step in establishing a seasonal context is determining what the current season
is. The implementation created a function that receives two parameters: current date
and calendar location. If no current time is specified then the current system date is
61
used.
The calender format accepted is iCalendar (iCal). iCal is a standard format supported
by numerous applications for calendar data exchange. iCal files can be created, exported,
and imported very easily. The result is users of the new highly modifiable RECWEB
have many choices on how to create seasonal calendars.
The implementation treats all events on a calendar as seasonal. Therefore, the iCal
file passed as input should be exclusively used to denote the seasonal calendar for the
particular user of the application. The season name should be stored in the ’Summary’
field of the iCal event record. The ’dtstart’ and ’dtend’ fields are used to specify the
beginning and end of the season. For example, Figure 3.1 shows iCal entries for Mother’s
Day and Summer.
Listing 3.1: Seasonal Calendar in iCal
1 BEGIN:VCALENDAR
2 PRODID:−//Google Inc //Google Calendar 70.9054//EN
3 VERSION: 2 . 0
4 CALSCALE:GREGORIAN
5 METHOD:PUBLISH
6 X−WR−CALNAME: Seasona l
7 X−WR−TIMEZONE: America/Chicago
8 X−WR−CALDESC:
9 BEGIN:VTIMEZONE
10 TZID : America/Chicago
11 X−LIC−LOCATION: America/Chicago
12 BEGIN:DAYLIGHT
13 TZOFFSETFROM:−0600
14 TZOFFSETTO:−0500
15 TZNAME:CDT
16 DTSTART:19700308T020000
17 RRULE:FREQ=YEARLY;BYMONTH=3;BYDAY=2SU
18 END:DAYLIGHT
19 BEGIN:STANDARD
20 TZOFFSETFROM:−0500
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21 TZOFFSETTO:−0600
22 TZNAME:CST
23 DTSTART:19701101T020000
24 RRULE:FREQ=YEARLY;BYMONTH=11;BYDAY=1SU
25 END:STANDARD
26 END:VTIMEZONE
27 BEGIN:VEVENT
28 DTSTART;VALUE=DATE:20080421
29 DTEND;VALUE=DATE:20080526
30 DTSTAMP:20080306T224713Z
31 CLASS:PRIVATE
32 CREATED:20080306T223820Z
33 DESCRIPTION: Mother ’ s Day
34 LAST−MODIFIED:20080306T223820Z
35 LOCATION:
36 SEQUENCE:0
37 STATUS:CONFIRMED
38 SUMMARY:Mother ’ s Day
39 TRANSP:TRANSPARENT
40 END:VEVENT
41 BEGIN:VEVENT
42 DTSTART;VALUE=DATE:20080621
43 DTEND;VALUE=DATE:20080921
44 DTSTAMP:20080306T225129Z
45 CLASS:PRIVATE
46 CREATED:20080306T224144Z
47 DESCRIPTION:
48 LAST−MODIFIED:20080306T224144Z
49 LOCATION:
50 SEQUENCE:0
51 STATUS:CONFIRMED
52 SUMMARY:Summer
53 TRANSP:TRANSPARENT
54 END:VEVENT
55 END:VCALENDAR
The summary of an event can contain a plain text description of the season or a URI.
The difference is the URI is more specific and easier to match to an ontology. If plain
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text is used, the seasonal context function is restricted to keyword matching of seasonal
content. A URI is easier when using a reasoner to match seasonal content. However,
both options are there until a fully baked seasonal ontology exists.
The implementation took an initial stab at creating an ontology for seasonal content.
The newly designed model in Figure 3.2 heavily influenced the ontology creation. Protege
OWL is the tool used to create and manipulate the ontology. OWL DL is used to
maximize the ability for automated reasoning.
To control scope only one top level ontology is created. However, careful attention is
made to avoid any naming conflicts with other ontologies. Namespaces would prevent any
collisions. However, the goal would be to reuse as many concepts from other ontologies.
For example, the MILO ontology contains the concept of holidays and fixed holidays.
Instead of creating the duplicate concept in a new ontology, SUMO could be used. But
this is simply out of scope for this work.
After developing the ontology, the basic steps were followed for implementing a Se-
mantic Web application: map, merge, and query RDF data. Mapping data to the new
ontology is done in 3 ways:
• manual data entry
• simple string pattern matching
• using a simple natural language processor
• tagging images with embedded RDF
Enough data is mapped to the seasonal ontology to implement the merge and query from
inside the prototype web application.
The reasoner also played a role in generating more RDF data. Several properties
specified in the ontology were set up with inverse properties. This means using one of
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these properties in an RDF statement automatically generated the counter statement.
For example, husband is specified to give gifts to a wife. The reasoner automatically gen-
erates the inverse statement which specifies that a wife can receive gifts from a husband.
The result is a lot of additional RDF data generated automatically saving time.
Images were also tagged with RDF data. When the data is all merged together,
it enabled image content to be returned in the same queries for products and content.
This represents a change from traditional RECWEB COTS applications which might
only store a physical location of an image. In this new solution, the seasonal aspects of
images are also made available in the same ways of regular content. This simplifies the
application code that must query these sources.
3.3.2 View
The views created for the prototype are very typical of any dynamic web application.
Each view focused on reading, formatting, and rendering HTML to be consumed by a
web browser. No business logic is included per the MVC based design.
The push pattern is used to get data to the views. Controllers query the model and
expose the returned data for use by views. Views do not query the model directly. This
is directly reflective of the new design outlined in Section 3.2.
3.3.3 Controller
The controllers essentially function like most COTS package controllers. However, sea-
sonal content is retrieved by performing SPARQL queries against the new ontology. The
results of the query are made available for consumption by views. The controller is im-
plemented as a middleware component so the output could be simply ignored by the
view. This would be useful to run traditional relational database queries side by side.
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Standard performance management techniques are enabled. Caching of the output
of views and controllers are applied. For example, the seasonal context only changes at
the stroke of midnight. Therefore, the seasonal context just needs to be computed once
and the output stored in a cache. For all subsequent requests by views and controllers,
the cached data is used. This is a very common feature of most COTS packages and can
drastically increase performance.
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Chapter 4
Evaluation
In Section 1.4, several assumptions and constraints are presented. These are a basis for
evaluating the solution to the RECWEB modifiability problem. This section evaluates
the new highly modifiable RECWEB against these criteria. The purpose is to show that
the new design and implementation increases modifiability without drastically increasing
costs.
The first goal is to get the seasonal content change scenario out of the critical path
of the enhancements scenario. This work shows this is feasible by automating seasonal
content changes. This accomplishment alone makes a RECWEB more modifiable. With
content changes out of the critical path it becomes feasible to develop and deploy en-
hancements at any time. Furthermore, people and resources required for modifying and
maintaining a RECWEB during peak seasons can conceivably be reallocated toward
enhancement development.
The second goal is to not increase costs at the expense of modifiability. In the first
step, the risk of enhancement development is reduced. This means less occurrences of
high investment in an enhancement project only to see it delayed because of not making
a holiday season deployment. The result is more quantity and successful enhancements
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into the system. This should translate into increase revenue because enhancements bring
a competitive edge. Such revenue would offset some of the costs of automating seasonal
content changes.
So what are the costs of automating content changes? People, COTS integration,
and quality tradeoffs all present cost constraints. The following sections address each
of these constraints with respect to cost. The purpose is to show the new design and
implementation of a highly modifiable RECWEB does not increase costs.
4.1 People
A common suggestion to any problem is to add more people. In some cases in retail,
it certainly makes sense. For example, temporary help is very common in brick and
mortar retail stores. A store will hire additional staff to help accommodate the increase
in shoppers during the holiday seasons. The temporary staff helps with tasks such as
keeping the shelves organized and stocked with the correct products. Holiday transition
can certainly benefit from additional staff. For example, two aisles might be dedicated
to seasonal products. On December 24th, these aisles would have all Christmas items.
However, on December 26th the aisles need to be replaced with Valentine’s Day items.
This would involve temporary staff physically moving the items.
A minimum wage employee can be instructed to physically move items around a
store. The movement of those items also do not affect the inventory of another store.
On a RECWEB, technical skills are required to move items around the online store. The
changes are seen by a much wider audience of the store. Aside from physically making the
changes to the RECWEB, another skill is required to decide what changes to make. This
can be subjective and require a marketing skill, or it can be merely driven by business
rules. The point is this skill is far beyond hiring just temporary staff during the holidays.
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Cost is the main reason temporary staff is not feasible. The hourly rate for a tempo-
rary employee in a brick and mortar store is exponentially lower than a resource required
for a RECWEB. Figure 4.1 shows the types of human resources required for a RECWEB.
The hourly rates are driven by the skill level required to make holiday specific changes
or enhancements.
The rates are reflective of consulting based employees as opposed to lower cost full
time salaried employees. However, if the full time salaried employee is not 100% utilized
the cost becomes comparable to using consultants. A full discussion of this tradeoff is
out of scope. The full time or salaried is still exponentially greater than a minimum wage
temporary employee.
Table 4.2 shows staff cost estimates for just one holiday transition. The estimates are
based off a waterfall development model. The holiday transitions are in fixed time box.
Therefore, all development tasks (requirement, design, implementation, etc.) have to be
fit into to a time box. The estimates show staff allocated appropriately.
Holiday transition staff can either be new hire or borrowed from enhancement projects.
In the former, the additional resource costs money. In the latter, the borrowed resource
jeopardizes the enhancement project time line.
Table 4.3 shows the amount of resources that can be removed from a highly modifiable
RECWEB. This represents a cost savings of over 50%. In fact, the cost savings for just
one holiday transition is $177,200. In the typical case of seven holiday transitions, this
adds up to just over $1.2 million dollars. Therefore, the new highly modifiable RECWEB
does not require temporary or borrowed resources. In fact, it frees up resources for other
use. The freed up resources could be used to increase monitoring of availability and
performance during high traffic. For example, additional testers and network engineers
could be added to holiday transition teams.
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Table 4.1: Roles
Role Description Hourly Rate
Project Manager Responsible for delivering the solution on time
and within budget.
$175
Architect Responsible for vigoursly understanding re-
quirements. Makes high level design decisions
that help achieve all functionality and qualities
such as avaliablity, performance, and modifia-
bility.
$175
Developer Responsible for implementing architect’s de-
sign. Writes and maintains source code in mul-
tiple programming languages.
$125
Tester Responsible for verifying and validating all de-
livered artifacts. Writes and executes test cases
reporting any defects.
$100
Business Analyst Analyzes impacts of changes on cost and rev-
enue.
$75
UI Designer Responsible for designing user interface
changes. Might build prototypes using HTML
editors.
$100
Graphics Artist Responsible for designing media artifact for a
site. Designs and develops images, videos, and
styles for a site.
$100
Marketing Manager Responsible for making decisions regarding
pricing, products, promotions, and placement.
$100
Content Manager Responsible for implementing business analyst
and marketing manager’s decisions.
$75
Network Engineer Responsible for the network, hardware, and
software infrastructure in production, staging,
and development environments.
$125
70
T
ab
le
4.
2:
C
os
t
E
st
im
at
e
-
C
u
rr
en
t
S
ea
so
n
al
T
ra
n
si
ti
on
T
ab
le
4.
3:
C
os
t
E
st
im
at
e
-
S
ea
so
n
al
T
ra
n
si
ti
on
in
H
ig
h
ly
M
o
d
ifi
ab
le
R
E
C
W
E
B
71
Table 4.4 shows the costs of a typical enhancement project. Enhancement projects
have about a six month time box to complete. Waterfall development is not always
required because some projects might not require the full six months. Agile approaches
such as Scrum are much more common. These approaches are iterative and involve
several cycles of incrementally delivering a working software product. Each cycle, or
sprint, encompasses a full set of activities: requirements, design, implement, test, deploy.
At the end of each sprint a working set of functionality is delivered and demonstrated.
All the estimates for enhancement projects are based on this approach.
Resources could also be made available for enhancements work. Project managers,
architects, and developers can all contribute to enhancement projects. The savings from
seasonal transition work is more than enough to fund and entire additional enhancement
project. The other options is to augment an existing enhancement project to either
shorten the project’s sprint cycles (See Table 4.5) or utilize higher skilled team members
(See Table 4.6) The RECWEB is more modifiable because it allows more enhancements
and faster projects.
There is a cost for the initial development and maintenance of the highly modifiable
RECWEB. The design and implementation in Sections 3.2 and 3.3 are fairly complex.
Therefore, an architect and an above average developer might be required. Table 4.7
shows an initial estimate for this project.
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4.2 COTS Integration
Another key constraint is integrating with typical COTS RECWEB packages. The de-
sign and prototype fit well into the base MVC design pattern adopted by most RECWEB
COTS packages. However, most of the additions to the system were functional compo-
nents deployed directly inside existing pieces of the typical RECWEB COTS package.
There is no reason to believe deploying this MVC-based design into a real RECWEB
COTS package would not work.
Integration could even occur in a phased in approach. The implementation shows
that the normal queries for content can be made in parallel with seasonal content queries.
The only cost is to performance, but the implementation utilized well known performance
improvement techniques. These are discussed further in the next section.
One downside is the inability to test the design and implementation inside of an actual
COTS package. The cost of licensing a COTS product and staff to support is just too
high for a pilot project. However, the implementation used the normal extension points
offered by COTS packages. The author has extensive experience designing and developing
such extensions. The integration of the new tactic could be easily accomplished. The
upside is the common abstraction can apply to multiple different COTS vendors.
4.3 Quality Tradeoffs
Availability of a RECWEB is improved just by the fact content changes are constantly
being made by the system and not humans. One of the main reasons availability suffers
is a RECWEB has to be taken down to deploy new content. The new tactic reduces the
amount of times this must occur. Additional monitoring resources are also available as
mentioned in Section 4.1.
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Performance should not be affected. Existing COTS performance management tech-
niques are utilized, for example, caching. Any performance benchmarks will translate.
Simulation is possible because a current time can be passed into the new system. The
system should behave as if the time passed in is the current time. This greatly improves
the ability to analyze availability, performance, and modifiability for the future. For
example, content personnel have the ability to peek into the future and view content
state. This reduces the amount of surprises and guess work that occur during peak
season.
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Chapter 5
Conclusion
The goal of this research is to create a highly modifiable RECWEB that is able to
overcome seasonal constraints plaguing current RECWEB. All evaluation criteria set
forth in Section 1.4 were achieved. In addition, the improvements show no cost increases.
Several additional benefits were realized during design and implementation. While
the goal is to automate content changes, it has been discovered that the automation
could enable more than just one change at at time. For example, if a product is tagged
as a good gift for a mother, then content can also generated that a daughter might give
that gift to a mother. This could save a lot of time for content personnel during any
manual entry effort. Of course, once the content is in the system it can be automatically
reasoned about to generate seasonal content.
One other efficiency gained is being able to query different kinds of content types at
the same time and from the same data store. This is made possible because RDF data
can be embedded inside images as well as just attached to raw data. For example, the
seasonal agent can find both images and products relevant to a specific holiday from the
same data store.
The final contribution of this work is a seed use case for an application of Semantic
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Web involving a RECWEB. There is a call for such use cases and no use case exists
specific to seasonal constraints on a RECWEB. The organization of this work provides
a framework for refining such a use case into a more production ready system that can
be validated.
This work can spawn off in several research directions. The most feasible being the
aforementioned Semantic Web use case. This work shows the Semantic Web can be used
as a tactic to increase modifiability of RECWEB. However, much more work needs to
be done to make it production ready. Continuing several iterations of map, merge, and
query should get the solution in a position to be submitted as a valid use case to W3C.
Mapping RECWEB data to RDF might be challenging. Most organizations do not
explicitly capture seasonal context or even attributes. This means that someone or some-
thing needs to extract the information from the current RECWEB data. This is not an
uncommon problem in any Semantic Web application. At the time of writing, W3C has
just finalized the Gleaning Resource Descriptions from Dialects of Languages (GRDDL)
standard. Future research could involve utilizing some of the emerging GRDDL tools
and technologies to extract RDF from RECWEB data.
Natural language processing (NLP) is another method for extracting RDF from
RECWEB data. In fact, Semantic Web case studies have shown NLP to be effective
in creating machine readable data [82, 91]. Future research could focus on NLP as the
method for extraction. This work is very rudimentary at exploiting NLP.
Merging other vocabularies with the OWL of this work would be highly beneficial.
This work is just a first step at fully understanding explicit relationships involved with
RECWEB. But OWL are meant to be shared and reused to reduce the amount of work
to maintain them. Furthermore, more meaningful relationships can be inferred by using
more common vocabularies with RECWEB OWL.
Querying RDF data is the final but very important step in the Semantic Web devel-
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opment process. At the time of writing, SPARQL is also a new standard. As new tools
and technologies to support SPARQL emerge, queries can be reevaluated and optimized.
Finally, one cannot discount the role of AI in this solution. The seasonal agent de-
signed here should continue to be studied in both the context of Semantic Web and
traditional AI. This work only implements basic intelligence in the seasonal agent. How-
ever, future research could really focus on more complex intelligence inside the seasonal
agent.
Regardless of the direction taken, a highly modifiable RECWEB is needed. This work
shows modifiability can be increased through automation of seasonal content changes
while containing costs. Future research can use this pilot project as a framework for
applying new techniques and technologies.
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