ABSTRACT This paper presents a novel path planning method for mobile robots in complex and dynamic environments using Voronoi diagram (VD) and computation geometry technique (CGT) termed, VD-CGT. An algorithm to categorize moving obstacles based on their positions, velocities, distances, and directions to ascertain their collision threat level and possible replanning decision is introduced. The initial path computation is done using morphological dilation, VD, A-star, and cubic spline algorithms. Instead of considering the entire map of the environment, CGT is used to compute a small rectangular region estimated to enclose a detected collision-threat obstacle and the current position of the robot. The roadmap is computed in the geometrical shape using VD and nodes are added to the initial roadmap nodes to compute a new path for replanning. To avoid increasing time and space requirements, these nodes are discarded before subsequent replanning is done. The results indicate better path replanning performance in complex and dynamic environments in terms of success path computation rate, path cost, time, and the number of replanning computations compared with other five popular related path planning approaches. The proposed method is efficient, and it computes safe and shortest replan path to goal with low computation time requirement. Unnecessary replanning computations are avoided which aid in reducing time and distance to get to the goal. With the performance results, the proposed method is a promising method for achieving safe, less path cost, and time in path replanning computations in complex and dynamic environments.
I. INTRODUCTION
Research on mobile robot path planning in static environment has witnessed much progress [1] - [4] . However, path planning in complex and dynamic environment is still a problem [4] , [5] . Safe and efficient path planning in complex and dynamic environments is crucial for safe navigation of autonomous mobile vehicles.
To achieve autonomous navigation in complex environment, mobile robots are expected to have accurate knowledge of their environment to take wise navigation decisions. This knowledge can be obtained by building a roadmap in the The associate editor coordinating the review of this manuscript and approving it for publication was Rui-Jun Yan. environment of the robot. Voronoi diagram (VD) based algorithms are popular for building such roadmaps. VD is noted for not compromising path safety by computing roadmaps which are equidistant between obstacles. Arguably, VD based path planning has attracted the attention of many researchers [6] - [11] . Based on generalized VD, electric circuit-based path planning method for multiple robot path planning was presented in [11] to address traffic jam problems. Moreover, a motion planning approach with VD through a line-segment map was presented in [9] . The VD was used to obtain the way points from the line-segment-based map while Dijkstra's algorithm was employed to obtain the shortest path on the roadmap. In [10] , a modified ant colony optimization (M-ACO) algorithm was combined with VD to propose a path planning method for safe and shortest path by pointto-point motion planning. The VD was employed to generate the roadmap while the M-ACO was used to generate the path. The technique to provide safety for the robot was however not given. Reference [8] proposed centroidal voronoi tessellation based intelligent control algorithm for self-assembly for swarm robots. There is however the challenge of ensuring agents identifying their positions and orientations. Although the aforementioned VD-based path planning methods have collectively advanced mobile robot path planning, they are limited to static environments.
Fortunately, the problem of mobile robot path planning in dynamic environments has not been left unattended: A couple of algorithms have been proposed. Reference [12] proposed a two-way D * algorithm based on Witkowski's algorithm to compute path in weighted occupancy grid maps. Another path replanning method for vehicles on a road was presented by generating path candidates from which a path is selected for navigation [13] . In [14] , firefly algorithm was used to present mobile robot navigation method in uncertain environment involving static and dynamic environment. Again, membrane evolution artificial potential field approach was presented for mobile robot path planning in static and dynamic environments [15] . Known static environments and partially known dynamic environments were considered. Also, Bezier curvebased technique using modified genetic algorithm was proposed to improve path computation using the classical genetic algorithm method [16] . Less complex environment was used to evaluate the method. Additionally, based on A * algorithm, a path planning method involving static and moving obstacles was proposed for unmanned surface vehicles [17] . There are other path planning methods for dynamic environments presented in [13] , [18] - [26] .
Generally, these path replanning methods can be categorized into two: incremental replanning and replanning that considers the entire environment (full map) of the robot when collision threat is detected [27] . The incremental replanning approaches compute new path for navigation at every incremental distance or time during navigation of the robot. Time is spent on replanning even if there is no collision threat. Incremental replanning is time consuming and may also results in the computation of inefficient path. On the other hand, path replanning computation that considers the entire environment when collision threat is detected can produce efficient path in terms of path length, but it is time consuming. It should be noted that, execution time is very crucial for robots in motion to take quick and intelligent decision before they collide with obstacles especially in situations where the speed of a vehicle is high and the environment is complex and dynamic. Moreover, most replanning algorithms consider replanning when obstacles are threat to the path without considering the dynamics of the specific obstacles to determine the threat level to the vehicle and the needed replanning response [28] . It is obvious that not all obstacles appearing in the replanning zone of a vehicle are threat to the vehicle to require replanning. Obstacles crossing the path of the vehicle or those in the same direction with the vehicle may not be a threat for collision. The position, distance, velocity and direction of these moving obstacles play a role in determining the level of threat to ensure safe replanning. This paper presents a novel path planning algorithm, VD-CGT for mobile robots in complex and dynamic environment based on VD and computational geometry technique (CGT) for path replanning with low time computation requirement. To provide intelligent replanning, the position, distance, velocity, and direction of moving obstacles and that of the robots are considered in determining the level of collision threat. When an obstacle is detected during navigation, the proposed algorithm analyses the behavior of the obstacle from the robot to determine the level of collision threat and a possible replanning decision before it reaches the replanning zone of the robot. However, if no decision is taken before it reaches the critical threat zone (CTZ) of the robot, a reactive collision avoidance is done using a default replan decision to replan the path. Instead of using the entire map, a CGT is used to compute a small rectangular region of the environment estimated to enclose a detected collision-threat obstacle and the current position of the robot. A VD roadmap is then computed in the rectangular region to obtain new freeway nodes which are added to the existing nodes used for the initial path to compute new path. After each replanning, the new nodes are discarded when subsequent obstacles are detected to avoid increasing computation time and space.
The main contributions of this paper include:
• An algorithm to categorize detected dynamic obstacles based on their positions, distances, orientations, and velocities to determine a possible intelligent replanning decision. This algorithm helps to reduce unnecessary replans and number of replanning computations to reach goal. This reduction leads to a reduction in path cost to reach goal.
• An algorithm to reduce path cost and time requirement for path replanning computation by introducing a CGT to compute and select a small section of the robot's workspace that includes a detected collisionthreat obstacle and a current position of the robot for path replanning computation.
II. PROBLEM FORMULATION AND ASSUMPTIONS
Workspace, W, of a mobile robot comprises sections termed as freeway space, W free , and objects other than the vehicle itself known as obstacles, W obs . The obstacles are made up of static and moving objects. The moving obstacles navigate at different velocities and have different orientations. The positions, distances, velocities, and orientations of the dynamic obstacles in the workspace of the robot occur randomly. Assume the task of a mobile robot is to navigate from a given start position to goal in a cluttered and dynamic environment with these obstacles requiring low space and time usage. To achieve this task, a robust replanning algorithm is required to compute and replan the path efficiently by reducing the number of replanning computations and aid the vehicle to navigate from the start to goal at a shorter time. This is the objective of this paper. The path replanning method proposed in this paper considers kinematics of a car-like robot installed with a laser range sensor (S) (see Fig. 1 ). Computations to determine the threat levels of dynamic obstacles and its subsequent replan decisions are based on this kinematics. Fig. 1 illustrates a car-like mobile robot with front and rear wheels with a laser range sensor. The base frame representing the workspace of the robot's environment is represented as (X W , Y W ) while the robot frame is represented as (X R , Y R ). The rear wheels are aligned with the car but the front wheels spin about the vertical axes. Assuming the wheels do not slip, system constrains do occur as the wheels roll and spin [29] . From The mapping,ξ R , between the base and the robot frame can be represented as in (1) .
where R(θ ) is given as in (2)
Two nonholonomic constraints can be obtained as given in (3) and (4) [29] .
X B and Y B represent the location coordinates of the front wheel midpoints B. Hence X B and Y B can be computed as in (5) and (6) .
where L denotes the distance from midpoint A of the rear wheel axis to midpoint B of the front wheel axis. Based on (5) and (6), the nonholonomic constraints given in (4) can be written as in (7) .
Based on (5) and (6), we can obtain the pose of the sensor S = [x s , y s , θ s ] T using (8) .
where l represents the perpendicular distance between the midpoint of the sensor S and the midpoint A of the rear wheels. Given a driving velocity v 1 and a steering velocity v α , the kinematic equations of a control system [Ẋ AẎAθrφr ] can be represented as in (9) .
where v α =φ r . Given a distance d from the sensor S to an obstacle b, the position of obstacle b = [x b , y b ] T with respect to the configuration space of the robot can be computed using (10) .
where ψ s = θ s + ϕ s and ϕ s represents the angle of the sensor S to the obstacle b with respect to the body of the robot. At subsequent distance readings, the distance
between the initial b and current b position sensor readings of an obstacle can be computed using (11) .
where (b x , b y ) and (b x , b y ) are the initial and current positions of the obstacle. With ϕ s being the orientation of the sensor S to the obstacle, the estimated sensor direction to different positions of a dynamic obstacle with respect to the robot frame can be represented as ϕ s(i) where i = {1, 2, 3, . . . , n} with n representing the last orientation value. Using this kinematics, detected obstacles are analyzed to determine their collision threat levels and the required path replanning decision. Based on the replanning decision, a replanned path is computed using CGT, morphological dilation (MD), VD, A * , and cubic spline interpolation (CSI). Fig. 2 shows step-by-step processes required in implementing the method presented in this paper.
III. INITIAL PATH COMPUTATION
The initial path computation (shown in Fig. 2 ) is the first path computed from the initial position of the mobile robot to the goal. This includes obtaining and processing a map using MD, computing the roadmap, shortest path, and path smoothening. Safety of vehicles in navigation is very important. MD is employed to inflate obstacles on the map using dilation rate based on the dimension of the vehicle and a minimum safety distance required for safety. This technique takes care of noise and other uncertainties due to hardware kinematics imbalances that could cause the robot to deviate from its computed path during navigation. Based on MD algorithm presented in [30] , obstacles in a workspace of the robot in this paper are inflated using (12) .
where imap(x, y) is the results of the algorithm, map(x, y) represents the map of the workspace, q s denotes the structuring element of the dilation, t r is the translated radius representing the required safety distance, and d z symbolizes the dimension of the structuring element. Before computing a roadmap and a path, obstacles on the map are inflated using (12) . Given a map in Fig. 3a , Fig. 3b shows a map with inflated obstacles obtained using (12) with t r = 3.
The safety distance is chosen based on the dimension of the vehicle and other necessary safety distance considerations. The safe zone, S zone , to compute the roadmap for subsequent path computation can therefore be represented using (13) . In this paper, VD is considered for the roadmap computation to generate candidate paths. Given P obs as sets of obstacle points in a 2D geometrical plane, a voronoi region V r (P obs (i)) can be computed as in (14) .
where W represents the workspace,P obs (i) and P obs (j) are VD sites. The VD comprises all the points with more than one nearest neighbor [31] . In this paper, Fortune's sweepline algorithm [32] is considered for the VD roadmap computation due to its efficiency as against other VD algorithms. While sweepline algorithm requires O(n log n) time [32] , half-plane intersection, and divide and conquer methods require O(n 3 )
time each, and incremental method requires O(n 2 ) time [7] .
To maximize the efficiency of sweepline algorithm to compute more efficient VD roadmap, a step-size ratio technique is used in this paper to reduce the nodes of the map for the computation of the roadmap. A step size is chosen such that the selected nodes for the computation of the roadmap does not affect the correct representation of the map. In this paper, a step size, sz, range of sz ∈ Z : 6 ≤ sz ≤ 8 is considered. Using the processed map imap(x, y) with inflated obstacles as input, the VD roadmap is computed. Navigable waypoints nw xy are obtained by eliminating edges in W obs using K-Nearest Neighbor (KNN) technique. Duplicate waypoints and points too close to each other are also removed to reduce the waypoints to facilitate fast path computation. The edges E and the intersection points, V of the edges form a graph, G = (E, V ) representing the roadmap in the S zone . Fig. 7b demonstrates a computed VD with discarded roadmaps in W obs . The shortest path from the start to goal positions is computed using A * heuristic function. A * is a search algorithm good at finding a path on a graph with least cost provided a path exist [33] . The A * algorithm used in this paper is represented as in (15) 
where q = nw xy represents the waypoints of the roadmap, f (q) is the estimated cost to reach the target, g(q) = c(q, q ) is the actual cost from point q to q and h(q) is the heuristic function to estimate the cheapest cost from node q to the goal. h(q) is obtained using Euclidean distance metric. A * search algorithm is known to be complete and optimal; hence, its choice to compute optimal path from a given start position to goal in this paper. It is complete because once a path exists in the s zone , A * can find it. A * is admissible and consistent which are properties of optimality. Considering g(q) as actual cost to get to node q , f (q) would therefore not overestimate the cost to reach the target. This makes A * admissible. With c(q, q') as the cost from point q to q , consistency is achieved since h(q) ≤ c(q, q ) + h(q) and admissibility is achieved since for all arcs of the path, c(q, q ) ≥ ε > 0. The computed shortest path apath xy = f(nw xy ) from the nw xy usually contains sharp curves that poses difficulty in smooth navigation. To eliminate these sharp curves, CSI algorithm is adopted to smoothen the path to provide more navigable path, spath xy . The CSI equation used is given in (16) . 
IV. PATH REPLANING
This section introduces the proposed path replanning method, VD-CGT, using CGT combined with VD. The proposed method comprises obstacle tracking, categorization and threat determination, computation of replanning area, and new path computation.
A. OBSTACLE TRACKING, CATEGORIZATION AND THREAT DETERMINATION
Range sensors are required to track obstacles in the obstacle tracking and threat categorization zone, s h at a given distance threshold, h. The category of an obstacle and its level of threat to the robot is determined before it reaches the path replanning zone, s r , where path replanning occurs. Decision is taken by the vehicle before the obstacle reaches the CTZ distance threshold, s c . CTZ is a distance between the robot and the obstacle in the sensor spectrum which requires the robot to take immediate obstacle avoidance decision to prevent collision. Fig. 4 indicates the distance thresholds considered for path replanning in this paper.
In Fig. 4 , S is the origin of the sensor, c represents the CTZ distance limit from S, the replanning distance limit from the sensor is denoted by r, and h represents the maximum distance from the sensor for obstacle tracking and threat categorization. Upon detecting an obstacle in the s h , the category of the obstacle and its threat to the robot is determined.
The proposed algorithm (demonstrated in Table 1 based on the kinematics in Fig.1, 4 and 5) considers four main categorizations of dynamic obstacles for the replanning task which has been sub divided into eleven moving obstacle categories. These include (a) static obstacles on the path of the robot, (b) obstacles in front and moving in the same direction as the robot (three sub categories), (c) obstacles in front and moving in the opposite direction of the robot and (d) obstacles in front and moving across the path of the robot at different angles (six sub categories). Obstacle categories, obstacle threats to robot and their correspondent replan decisions are determined based on the satisfaction of the conditional statements in Table 1 . Fig. 5 demonstrates trajectories of two obstacles in terms of positions, distances, and directions to the robot during navigation. d op is the minimum distance between an obstacle and the available unnavigable path by the robot. This can be computed using KNN. The distances dist (o, p) , between the vertices of the obstacles, o, and that of the path, p, are computed using (17) . and ϕ s(i+1) , respectively. The estimated distance between two positions of an obstacle based on the distances and angles from the sensor to the initial and current positions of the obstacle is indicated as d o which can be computed using (18a) or (18b).
The distance, d op , is compared with safety-obstacle-to-path distance threshold, s op , to determine the threat of an obstacle to the path used by the robot. This is done at the initial point of detection and just before a replanning decision is taken at s r . However, it should be noted that a threat of an obstacle to a path may not pose a threat to the robot. As a result, additional conditions involving distance, velocity and direction between the robot and an obstacle are considered in this paper in determining collision-threat obstacles to the robot. Based on computation information with regard to Fig. 4 and 5, Table 1 shows conditional computation statements to determine obstacle category and the level of threat an obstacle poses to a robot and the necessary replanning decision to be taken.
B. COMPUTATION OF THE REPLANNING AREA
After an obstacle is detected and threat analysis is done, a decision is taken by the robot whether to replan or not (see Table 1 ). When a decision is made to replan, the computation of new path begins with the computation of the replanning area. Position c(x, y) along the path can be computed as in (19) .
where (r x , r y ) represents the position of the robot and ϕ indicates the orientation of the robot to the obstacle. d ro is the distance between the sensor position of the robot to the obstacle. d om is an estimated distance from point z on the obstacle to position m. Position m is an estimated midpoint for the geometric boarder that represents the replanning area of the workspace of the robot. The estimated distance between the position of the robot and point m is represented by d m . This is computed using (20) .
The position of the estimated origin m(x, y) of the geometric boarder can be represented as in (21) .
The x and the y-axis for each vertex are computed using (22)- (25) .
By a = Cy a = m(y) + b dist (25) where m(x) and m(y) represent the x and y-axes of the origin of the generated rectangular replanning area estimated to enclose the obstacle. The estimated origin of the obstacle to the rectangular border is denoted as b dist where b dist > d m to ensure that at least the current position of the robot is included in the replanning area. To be certain that the computed vertices of the replanning area ABCD are within the workspace of the robot, (26) is used to refine and recompute the vertices that fall outside the workspace of the robot.
A, B, C, D
where w(x) and w(y) are the maximum size of the x and the y axes of the workspace of the vehicle, x a and y a are the computed x and y-axes for the vertices of ABCD(Ax a , Ay a , Bx a , By a , Cx a , Cy a , Dx a and Dy a ).
The given computations to obtain the replanning region is based on the position of the robot at the time of obstacle detection in the workspace. To address pose errors of the robot during navigation, the pose of the robot is checked against the computed path using path tracking algorithm presented in [34] . This check ensures that the angle of the robot, θ r, and that of the path, θ p, are the same. The error, θ ε , can be computed as θ ε = θ r − θ p . Using this information, the error of determining the current pose of the robot to serve as input to compute the replanning area and the path for replanning is controlled. The replanning area is computed such that a feasible path can be recomputed from the current position of the robot to goal.
C. NEW PATH COMPUTATION
The replanning is done by computing a roadmap in the rectangular region of the replanning area. Before the computation of the roadmap, the newly detected and other obstacles within the rectangular region based on the original map are inflated using MD to ensure safe path computation. The roadmap is computed using VD. The computed feasible waypoints are added to the initial computed freeway points nw xy to obtain the nodes for the path computation. As demonstrated in (27) - (29), rw xy represents the newly computed roadmap nodes in the rectangular replanning area and cw xy is the column concatenation of nw xy and rw xy .
To avoid incremental increase in space requirement, computed replanning roadmap nodes rw xy are discarded whenever new replanning roadmap is computed. This helps to maintain R (n+k)x2 nodes for replanned path computation. Using cw xy as input, a new path rpath(x, y) is computed using A * heuristic algorithm used in computing the initial path ensuring that rpath(x, y) ∈ s zone . Just as with the initial path, CSI is used to compute a smooth path rspath(x,y) to avoid sharp curves and edges using rpath(x,y) as inputs.
Navigation continues with the newly computed path until a new collision-threat obstacle is detected that requires replanning. The algorithm for the path replanning is given in Algorithm 2.
Algorithm 2 Path Replanning
Input Use default replan decision to avoid obstacle; 8:
Determine collision threat // 
V. EXPERIMENTAL RESULTS AND DISCUSSION
This section presents environmental setup for the experiments to validate the proposed method, results of the proposed method, and comparison of the proposed path planning methods with other popular related methods.
A. ENVIRONMENTAL SETUP FOR THE EXPERIMENT
For effective validation of the performance of the proposed method, simulation is carried out in 800 randomly generated dynamic environment maps of 500x500 grid size each. Each map is made up of 23 static and varied number of moving obstacles. The maps considered in the simulation are categorized into four with each category having 200 different environmental setups in terms of obstacles positions, distances, velocities and directions of movement but with the same number of moving obstacles. In addition to the 23 static obstacles for each map, each category has 20,50,100, and 150 moving obstacles, respectively. There is no control over the movement of obstacles in the experiment. They can run over each other. The random generation guarantees unpredictable obstacles for effective validation of the proposed method. Simulations were carried out using MATLAB.
B. RESULTS OF THE PROPOSED METHOD
This section presents path planning simulation results of the proposed method with 23 static and 50 moving obstacles. Fig. 7-11 present results of path computation at different stages for replanning to avoid obstacles from the initial path computation to the final path computation to reach goal. Obstacle trajectories already covered by moving obstacles are part of the W free . The goal is represented by G while S denotes the current starting point of the robot.
Obstacle detection is based on distance measurement compared to a distance threshold based on the proposed algorithm. For real implementation of this method, range sensors are required to detect and provide distance measurements from the obstacles. Observations in each stage shown in Fig. 7-11 are as follows:
• At the first stage, Fig. 7 shows the initial path computation without moving obstacles. The original map, the computed VD roadmap and the final initial path are shown in Fig. 7 (a) to 7(c), respectively.
• At the second stage, Fig. 8 presents the first replanning to avoid a moving obstacle (obs1). It can be observed from Fig. 8(a) that an obstacle was moving across the robot path from left to the right of the map with velocity almost the same as the robot. It was detected as a collision threat to the robot. Hence, upon reaching the replanning zone, intelligent replanning was done through the left side of the obstacle (Fig. 8(b)-8(c) ). Though computing a path through the right side of obs1 would be shorter, there is danger of colliding with obs1 which is moving to the right. • The third stage shown in Fig. 9 demonstrates the second replanning to avoid a second moving obstacle (obs2). In Fig. 9(a) , an obstacle was moving at a higher velocity compared to the robot towards the replanning zone of the robot and it was detected as a collision threat to the robot. Considering its direction, the safest direction to replan is the right side of the obstacle. The algorithm computed a new path through the right side of obs2 to goal ( Fig. 9(b)-9(c) ).
• Fig. 10 depicts the fourth stage of a third replanning to avoid a third obstacle (obs3). As indicated in Fig. 10(a) , during navigation from S, an obstacle was detected but it was analyzed to have a lower velocity compared to that of the robot. The algorithm identifies it not to be a collision threat, hence no replanning was done. The robot moved and bypassed the obstacle before the obstacle got closer to the path and finally crossed over the robot's navigated path. In Fig. 10(a) , another obstacle was detected to be on the path of the robot and moving at a velocity of almost zero. This posed a collision threat as it reaches the replanning zone of the robot. A new path is therefore computed to avoid obs3as shown in Fig. 10(b) and Fig.10(c) .
• At the final stage as in Fig. 11 , the final navigation from S to G is shown. In Fig. 11(a) , during navigation from S to G, an obstacle was detected but was seen not to have posed a collision threat due to its low velocity compared to that of the robot. Hence, no new path was computed and the robot ended its navigation safely to goal ( Fig. 11(b) ). The results presented in Fig. 7-11 indicate intelligent path replanning decisions of the proposed algorithm.
C. COMPARISON OF PATH PLANNING METHODS
To evaluate the performance of the proposed method, comparison was made with other popular related methods including RRT-based [35] , PRM-based and A * -based [17] techniques. Most path replanning algorithms usually consider either VOLUME 7, 2019 replanning at incremental distance or time interval, or execute path replanning when an obstacle is detected using the entire map [27] . Hence, the evaluation of the proposed method also consider VD based on incremental (VD-INC) and full map (VD-FM) in the comparison. The aforementioned five methods were implemented on the same platform and datasets (described in Subsection A of this Section) as the proposed method. Consideration was given to the number of environments with successful replanning computations to reach goal, computation time used, path cost in terms of length, and the number of path replanning computations. Table 2 shows results of the comparison. Since the moving obstacles are generated randomly and are not controlled, the inability to find a path may be due to obstacles running over the robot and preventing it from further movement. In addition, the high complexity of an environment may make it impossible to compute a path from start to a goal position. The results in Table 2 indicates that the proposed method outperforms the RRT-based, PRM-based, A * -based, VD-INC and VD-FM replanning approaches. The performance is measured in terms of number of successful path planning computations in complex and dynamic environments, total number of replanned path computations to reach goal, path cost and computation time required to compute and replan the path. The following observations can be made from Table 2 .
• Considering path replanning performance in complex and dynamic environments with 20, 50, 100 and 150 moving obstacles, the proposed VD-CGT method succeeded in computing 200 (100%), 181(90.5%), 168 (84%), and 119 (59.5%) paths, respectively. Among the other methods, the highest successful path computations in environments with 20, 50 and 100 moving obstacles were recorded by VD-FM as 194 (97%), 165 (82.5%) and 138 (69%), respectively. With 150 moving obstacles, the highest success rate among the other five methods is 141(70.5%), recorded by A * method.
• In environments with 20, 50, 100 and 150 moving obstacles, the proposed method recorded 57, 152, 326 and 491 total number of path replanning computations to reach goal, respectively. Among the other five methods, the PRM-based method recorded the minimum total number of path replanning computations to reach goal for environments with 20, 50 and 100. The recorded path replanning computations to reach goal for the PRM were 308, 793, and 1407 for environments with 20, 50, and 100 moving obstacles, respectively. VD-INC obtained the lowest total number (1448) of path replanning computations to reach goal for the environment of 150 moving obstacles among the five other methods considered in the comparison.
• The average computation time (in seconds) recorded in environments with 20, 50, 100 and 150 moving obstacles by the proposed method were 4. shorter path length, which is 9.16 less than that of VD-CGT. However, A * used an average of 359.49s as against 13.81s for VD-CGT to achieve the given path length gain. Performance in terms of path cost and computation time for each map with 20 and 50 moving obstacles in addition to 23 static obstacles for the comparison based on the maps which all the six methods were successful in computing path to goal is demonstrated in Fig. 12 and Fig. 13. Fig. 14 shows the performance in terms of total number of replanning for each map for the comparisons where all the six methods were successful in computing path to goal as well as at least one path replanning computation. Charts for the environments for 100 and 150 were not included because they recorded less than five successful path computations common to all the six methods used in the comparison. Fig. 12-14 indicate better performance of the proposed method with respect to path cost, computation time used to reach goal, and the number of replanning computations for each map with both static and dynamic obstacles.
To give more insights based on the results of the simulation, Table 3 demonstrates a summary of the performance of each of the methods considered in the comparison including the proposed method. Out of the 800 environmental configurations, the proposed method obtained the highest success rate of 83.5% (668) whereas VD-FM, A * , RRT, PRM and VD-INC obtained 75.9% (607), 69.1% (553), 59.6% (477), 39.5% (316), and 33.9% (271) success rates, respectively. The proposed method had the efficient average replanning per an environment of 1.54. With respect to the average path cost, the A * method got the best path cost of 504.49 which is a difference of 3.27 better than the path cost obtained by the VD-CGT (507.76). However, A * used the worse average computation time per an environment of 198.4s as against 8.76s for the proposed method. To sum it all, the best path computation speed (cost/time) of 57.96 was obtained by the proposed method as against 2.54 for A * method.
The performance of the proposed method is as a result of the introduction of the algorithm to categorize and determine collision threat level to help choose appropriate replan decisions. This also helps to record lower computation time.
The lower computation time recorded is also due to the use of CGT to select small area of the environment as the replanning area for the path computation. It is noted from the results that the proposed method performed very well with lower computation time requirement compared to RRT-based, PRM-based, A * -based, VD-INC and VD-FM replanning approaches. Generally, computation time is expected to increase as the number of replannings to reach a goal increase. The higher time requirement to compute replanned path using VD-INC method is not surprising since incremental method recomputes path for replanning at a given time or distance intervals even if there are no collision threats. It is also noted from the results that; the proposed approach comparatively performs better by successfully computing path in the given complex and dynamic environmental configurations at highest success rate (83.5%) and highest computation speed (57.96) in the experiment.
VI. CONCLUSION
In this paper, a novel path planning algorithm for mobile robots in complex and dynamic environments is presented using VD and CGT. An algorithm to categorize moving obstacles based on their positions, velocities, distances and directions of movement to determine the collision threat level of obstacles to a vehicle with reference to its kinematics to provide possible intelligent replanning decision is given.
Comparative results against RRT-based, PRM-based, A * -based, VD-INC and VD-FM approaches demonstrate better performance of the proposed method in terms of success rate of path computation in complex and dynamic environments, lower number of replanning computations, low path cost and low computation time. It can be concluded from the simulation experimental results that the VD-CGT method is efficient in determining collision-threat moving obstacles and avoiding unnecessary replanning computations. This resulted in low number of path replanning computations to reach goal. Additionally, the method has good performance with regard to safe, smooth and low path length computation with low computation time for path replanning in complex and dynamic environments. The proposed method is therefore promising to providing low path replanning computation time required for robots in motion to take quick decision before they collide with obstacles.
Notwithstanding the positive results of the proposed method, the size and shape of obstacles can affect its performance. Situations where the computed rectangular region is not large enough to accommodate the size of detected obstacle may results in wrongful path computations. To address this challenge, our future work would employ obstacle size and shape algorithms similar to those in [36] , [37] to include the size and shape of moving obstacles in computing the rectangular region for the path replanning. Future consideration is also given to implementing the algorithm to work with multiple robots in dynamic environments. Real implementation is under consideration in our future work.
