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は，ベンチマークを用いる際に自組織の都合に応じた調整が可能である．   
通常のプロジェクトでは，開発組織は必ず最終成果物としてプログラムソー
スコード (以下コードと略す )を管理している．そのため，コード用の種々の解


































































上，個々の品質特性の評価の具体化が難しい  [6] [15]．一方で，詳細な評価を
意図する枠組みにおいては，開発組織において通常は必ず存在するコードを分
析対象とするものが多く  [10] [9] [5] [8]，その他の情報源に依存する品質特性
の扱いを欠いている．結果として，多面性と詳細性の双方を一定程度確保しよ
うとする枠組みにおいては，専門家の参加が必要となっている  [7]．  
私はこれらの性質の違いから，開発組織を越える品質評価と開発組織内での
品質評価では，用途と運用上の課題が異なると考えた．そして．双方の違いを
考慮して二つの研究に取り組んだ．これらは，図  1-1 における左上 (第 2 章 )と











特に利用者の実感を表す特徴などが明示的に含まれていない  [5] [6] [7] 
[8] [9] [10]．  
そこで，私は第 2 章において，国際規格 SQuaRE の品質測定量の測定評価










で導出した閾値を用いる方法が広く知られている  [18] [19]．また，より高精
度な評価を実現するために，コードの品質状態に関する教師データを用いる手













































































































































































































































































































































































































































































































⚫ SQuaRE の品質測定方法の具体化による網羅的な品質評価枠組みの構築． 






⚫ 2.1.3 節：研究実施体制 
⚫ 2.2 節：技術的背景および関連研究． 
⚫ 2.3 節：品質評価枠組みの提案． 
⚫ 2.4 節：実態調査．枠組みの適用結果および考察． 
⚫ 2.5 節：妥当性への脅威．  




本研究は IPA から 2015 年度ソフトウェア工学分野の先導的研究支援事業
（RISE）の委託を受けて実施した．各利害関係者の役割を以下に示す． 
























に下記 CSAJ より中野正氏，鈴木啓紹氏の参画を得た． 












































はコンピュータソフトウェア協会（CSAJ）が PSQ 認証制度 [31]が実施してい














品質評価枠組みの全体像を以下に述べる(図  2-1)． 
⚫ 品質モデルについては，「ISO/IEC 25010:2011」で定義されているソフト
ウェアの製品品質(内部品質および外部品質)と利用時の品質を用いた．合
計で 13 個の品質特性と 42 個の副特性が含まれている． 
⚫ 品質の測定方法については，「ISO/IEC 25023:2016」と「ISO/IEC 25022:2016」
における抽象的な測定量を副特性単位で網羅し，合計で 79 個の測定方法























製品品質について，その品質副特性を網羅するように合計で 62 個 の測定





































受領形式を策定した．その過程では，「ISO/IEC 25051:2014」や PSQ 認証制度


















ての副特性について 1 個以上の測定方法を定義した． 























表  2-1：製品品質の測定方法の一覧（Y は 1 製品以上で可測を示す）  
ID 可測  品質特性  副特性  測定方法  


























































ID 可測  品質特性  副特性  測定方法  



















PRu.1.1 Y 性 能 効 率
性  
資源効率性  
CPU 使用率 最大値 
PRu.2.1 N 性 能 効 率
性  
資源効率性  メモリ  使用率  最大
値 









CCo.1.1 Y 互換性  共存性  
他製品を共存させて試
験する意図の有無 




UAp.2.1 Y 使用性  適切度認識性  機能の動画説明 対応
率 
ULe.1.1 Y 使用性  習得性  




ID 可測  品質特性  副特性  測定方法  
ULe1.2 Y 使用性  習得性  
機 能 の 説 明  記載 率 
マニュアル 
UOp.6.1 Y 使用性  運用操作性  
機能の Undo 対応率 
UEp.1.1 Y 使用性  ユーザエラー防
止性  機能での入力内容チェ
ック 対応率 
UIn.1.1 Y 使用性  UI 快美性  UI の使いやすさ度合
い 








UAc.5.1 Y 使用性  アクセシビリテ
ィ  言語の対応度合い 
RMa.1.1 Y 信頼性  成熟性  不具合除去率（単体試
験） 
RMa.1.2 Y 信頼性  成熟性  不具合除去率（結合試
験） 
RMa.1.3 Y 信頼性  成熟性  
不具合除去率（システ
ム試験） 
RMa.2.1 N 信頼性  成熟性  
MTBF 目標達成率 
RMa.3.1 Y 信頼性  成熟性  不具合発見率（単体試
験） 




ID 可測  品質特性  副特性  測定方法  
RMa.3.3 Y 信頼性  成熟性  
不具合発見率（システ
ム試験） 
RMa.3.4 Y 信頼性  成熟性  
不具合発見率（チケッ
トベース） 
RMa.4.1 Y 信頼性  成熟性  試験実施率 （結合試
験） 
RMa.4.2 Y 信頼性  成熟性  
試験実施率 （システ
ム試験） 
RAv.0.1 Y 信頼性  可用性  
運用試験実績 
RAv.1.1 Y 信頼性  可用性  運用実時間 対 規定
時間 
RAv.2.1 N 信頼性  可用性  
シ ス テ ム ダ ウ ン時 間 
実際対目標 
RFt.1.1 Y 信頼性  障害許容性  
fault-pattern テスト
ケース(結合試験) 
RFt.1.2 Y 信頼性  障害許容性  
fault-pattern テスト
ケース(システム試験) 
RRe.1.1 N 信頼性  回復性  
システムダウン回復時
間 実際対目標 





SCo.2.1 Y セ キ ュ リ
ティ  




ID 可測  品質特性  副特性  測定方法  
SIn2.1 Y セ キ ュ リ
ティ  
インテグリティ  
デ ー タ の 破 損 防止 策 
対応率 















MMo.1.1 Y 保守性  モジュール性  
クラスの結合度 
MMo.2.1 Y 保守性  モジュール性  
関数のサイクロマティ
ック複雑度 
MRe.1.1 Y 保守性  再利用性  
クラスの凝集性の欠如 
MAn.1.1 Y 保守性  解析性  
データのアクセスログ 
対応率 
MMd.3.1 Y 保守性  修正性  
不具合除去率（単体試
験で発見分） 
MMd.3.2 Y 保守性  修正性  
不具合除去率（結合試
験で発見分） 
MMd.3.3 Y 保守性  修正性  
不具合除去率（システ
ム試験で発見分） 
MTe.1.1 Y 保守性  試験性  
モジュールの単体試験 
実施率 
PAd.0.1 Y 移植性  適応性  複数環境の試験有無 
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ID 可測  品質特性  副特性  測定方法  
PIn.0.1 Y 移植性  設置性  インストールの試験有
無 
PIn.1.1 N 移植性  設置性  インストール時間 平
均 
PIn.2.1 Y 移植性  設置性  
インストーラ提供形態 
対応率 
PIn.2.2 Y 移植性  設置性  
インストールオプショ
ン 対応率 






表  2-2：製品品質の測定方法の測定状況  
品質特性  (Y)1 製品以上で可測  (N)全製品で測定不可  
機能適合性  4 0 
性能効率性  10 1 
互換性  2 0 
使用性  9 0 
信頼性  13 3 
セキュリティ  6 0 
保守性  8 0 






























性について 1 個以上の測定方法を定義した． 
 








表  2-3：利用時の品質の測定方法の一覧（Y は 1 製品以上で可測を示す） 
ID 可測 品質特性 副特性 測定方法 
Ef.1.1 Y 有効性 (なし) タスク完了率 
Ef.3.1 Y 有効性 (なし) タスク当たりエラー数 
Ef.4.1 Y 有効性 (なし) エラーが発生したタスクの率 
Ef.5.1 Y 有効性 (なし) 
エラーを起こした被験者の率 
Ey.1.1 Y 効率性 (なし) タスクにかかった時間の平均 
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ID 可測 品質特性 副特性 測定方法 
Ey.5.1 Y 効率性 (なし) タスク中の総アクションの無駄で
ないアクションの率 
SUs.1.1 Y 満足性 実用性 製品に対する満足度 
SUs.1.2 Y 満足性 実用性 ネットプロモータースコア 
SUs.2.1 Y 満足性 実用性 機能に対する満足度 
STr.1.1 Y 満足性 信用性 
信用度合い 
SPl.1.1 Y 満足性 快感性 
快感度合い 





























表  2-4：利用時の品質の測定方法の測定状況  
品質特性 (Y)1 製品以上で可測 (N)全製品で測定不可 
有効性 4 0 
効率性 2 0 
満足性 6 0 
リスク回避性 3 0 













Q1 この製品に対する満足度はどのくらいですか  
 
1: 満足していない   2. あまり満足していない   3. 少し満足し
ていない 
4. 少し満足している  5. そこそこ満足している   6. 満足してい
る 
Q1.1 この製品をほかの人に薦めたいと思いますか  
 
1:全く思わない ～ 5.どちらともいえない ～ 10:非常にそう思う 
Q2 この製品において実用上問題を感じることがありますか  
 
1: 頻繁に感じる   2. しばしば感じる  3. あまり感じない   4:
感じない 
Q3 この製品の利用目的は達成できましたか  
 
1: できなかった   2.あまりできなかった   3. 少しできた   4: 
できた 
この製品の各機能に関して以下の設問にお答えください  
Q4.1 当製品の機能「         」を利用したことはありますか  
 
1. 毎日利用  2. 週 2～3 回利用  3. 月 2～3 回利用  4. 年数回利
用 
5. 利用したことはない  
Q4.1.
1 
機能「         」を利用したことがある人のみお答えください．
機能 A の満足度はどのくらいですか? 
 1: 満足していない   2. あまり満足していない   3. 少し満足し
ていない 
4. 少し満足している  5. そこそこ満足している   6. 満足してい
る 
Q4.2 当製品の機能「         」を利用したことはありますか  
 
1. 毎日利用  2. 週 2～3 回利用  3. 月 2～3 回利用  4. 年数回利
用 
5. 利用したことはない  
Q4.2. 機能「         」を利用したことがある人のみお答えください．
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1 機能 B の満足度はどのくらいですか? 
 1: 満足していない   2. あまり満足していない   3. 少し満足し
ていない 







1: そう思わない      2. あまりそう思わない     3. 少し
そう思う 
4: そう思う 
Q5.2 この製品の動作の結果は，あなたの意図に則していますか  
 







1: 頻繁に感じる    2. しばしば感じる    3. あまり感じない    
4:感じない 
以下について，この製品を利用する際に感じる度合いをお聞かせください  
Q6.1 この製品を使うことに夢中になる  
 
1. 感じる    2. 少し感じる    3. あまり感じない    4. 感
じない 
Q6.2 この製品を使っていてイライラする  
 
1. 感じる    2. 少し感じる    3. あまり感じない    4. 感
じない 
Q6.3 この製品を使うことにより，創造性がかきたてられる  
 
1. 感じる    2. 少し感じる    3. あまり感じない    4. 感
じない 
Q6.4 この製品を使うのは難しい  
 
1. 感じる    2. 少し感じる    3. あまり感じない    4. 感
じない 
Q6.5 この製品を使うことで業務に対するモチベーションが上がった  
 




Q6.6 この製品を使っていて，使い方や機能に不安を感じる  
 
1. 感じる    2. 少し感じる    3. あまり感じない    4. 感
じない 
この製品を使う際の疲れ具合について教えてください  
Q7.1 目に疲れは感じますか  
 
1.使用するたび感じる   2. たまに感じる  3.あまり感じない 





（                                   
） 
Q7.2 手や腕の疲れは感じますか  
 
1.使用するたび感じる   2. たまに感じる  3.あまり感じない 





（                                   
） 
利用状況・環境についてお答えください  
Q8.1 この製品の主な利用目的はなんですか  
 























4. どちらかといえば必要ではなかった    5. あまり必要ではなかっ
た 
6. 必要ではなかった  





1. 利用の度感じる   2. 週 2～3 回感
じる 






1. 利用の度感じる   2. 週 2～3 回感
じる 







1. 利用の度感じる   2. 週 2～3 回感
じる 







1. 利用の度感じる   2. 週 2～3 回感
じる 








1. 感じる      2. 少し感じる     3. どちらともいえない 
4. あまり感じない  5. 感じない 
Q-In-
1.1 











B. カスタマイズ要素（色，サイズ，配置&並び 等） 
 














いた．ランク値は測定値の分布における順序を 0 から 1 の数値で表す．例え














⚫ ランク値は基本的には 0 から 1 の間の数値になるが，分布に最大値をと
る測定値が複数存在する場合には，上位 100%に位置する値が不在となる











おいて計算した x の値の集合を X とする．X の最小値と最大値は 0 と 1
になるとは限らない．最終的な評価結果のわかりやすさを重視して，最
小値と最大値が 0 と 1 になるように X を変換したものを，その品質特性
のスコアの集合 newX とする．この変換は以下の式により実現できる． 
 
 newX =  
X − min (X)














































表  2-6：パッケージ製品数およびクラウド製品数のドメイン別集計 
製品ドメイン パッケージ製品数 クラウド製品数 
グループ支援 4 1 
データ集計 5 - 
会計 3 1 
セキュリティ 2 1 
数値計算シミュレーション 3 - 






・グループ支援のパッケージ製品が 2 個． 
・データ集計のパッケージ製品が 2 個． 
・会計のパッケージ製品が 1 個． 
・セキュリティのパッケージ製品が 1 個，クラウド製品が 1 個． 
・数値計算シミュレーションのパッケージ製品が 1 個． 






 ユーザアンケートによる測定は 3 個のパッケージ製品で実施できた．製品
ドメインについて，1 製品はグループ支援製品．2 製品はデータ集計であった． 
・あるグループ支援製品では，7 社のユーザ組織から 7 名分の回答を得た． 
・あるデータ集計製品では，16 社のユーザ組織から 16 名分の回答を得た． 








品質特性スコアの分布を図  2-5 に示し，それぞれの結果と考察を以下に述











として挙げられる．ただし，SQuaRE から具体化できた測定法が 2 個に
とどまっており，その影響も原因として考えられる．  








































































ポジション表示を加えた図を提供している．Pa と Pb のポジション表示を加














Pa と Pb の互換性について，スコアが中央値よりも低いが，製品開発元で
の優先度も低かった．この結果は開発者の意図と一致しており，システムの動


























図  2-6 に示す．図に記載した数値はスピアマンの順位相関係数の大きさであ
る．また，p 値が低いものは偶然に高い相関係数が算出された可能性が低い（つ
まり統計的に有意）と考えられるため，アスタリスクを記載して区別した．ア
スタリスクの個数については，p 値が 0.05 未満かつ 0.01 以上の場合には 1 個，





関係数は -0.73**であった．  





























た．一次偏相関分析では，2 個の変数の関係について，他の変数 1 個からの影













性． 互． 使用． 信． セ． 保． 移． 有． 効．
機能適合性 0.27 0.19 -0.73** 0.35 -0.05 0.47 0.25 -0.23 0.49
性能効率性 0.44 0.24 0.36 -0.17 0.36 0.33 0.32 -0.10
互換性 0.04 0.15 -0.06 0.36 -0.07 -0.14 0.05
使用性 0.16 -0.25 0.11 0.47* -0.13 -0.13
信頼性 0.30 0.38 0.42 -0.08 0.11
セキュリティ -0.06 0.20 0.64 -0.34








⚫ ソフトウェア製品の機能のリスト．  
⚫ ソフトウェア製品のユーザマニュアル．  















守性以外 )が影響した．  




⚫ セキュリティについては SQuaRE が意図する方針で開発されていない
製品が存在し，それが品質特性スコア同士の関係分析に影響した可能性
がある．SQuaRE では接続されたシステムがデータを交換する将来の
















した．その結果，欠陥発見状況は安定タイプが 3 製品，漸増タイプが 3 製品，
爆発タイプが 3 製品であった．各タイプの性質を以下に述べる．  
⚫ 安定タイプ）十分な欠陥を発見できていると考えられる．  
⚫ 漸増タイプ）テストを実施するたびに欠陥が徐々に発見されており，リ
リース後も欠陥が発見される可能性があると考えられる．  
⚫ 爆発タイプ）今後も多くの欠陥が発見されると考えられる．  
また，欠陥発見状況タイプの例を図  2-7 に示した．  
 














































































































➢ SQuaRE では 1990 年代までのソフトウェア製品の形態と開発方法
を念頭においており，アジャイル開発やプラットフォームとしての
クラウドに対する考慮を欠いている可能性がある．  





























































































































































































題なし”とみなす．あるいは，複数の条件の論理積 (AND 結合 )や論理和 (OR 結











































⚫ 評価実験 1:建機制御用の C++組込みソフトウェア群を題材にソースコ
ードファイル単位で我々の枠組みを適用し，適切に閾値をカスタマイズ
可能か確認した．  






⚫ 3.2 節：技術的背景および関連研究． 
⚫ 3.3 節：品質評価枠組みの定義． 
⚫ 3.4 節：実験環境と設定． 
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⚫ 3.5 節：実験 1．RQ1 の実験方法および実験結果． 
⚫ 3.6 節：実験 2．RQ2 と RQ3 の実験方法および実験結果． 
⚫ 3.7 節：考察．RQ1 から RQ3 に関する議論． 
⚫ 3.8 節：妥当性への脅威． 








のコンテキストによって異なる  [40] [41]．そして，教師データ無しでは必ず









50 パーセンタイルに，箱ひげ図の箱の下部と上部は 25 パーセンタイルと 75
パーセンタイルに相当する．  
ソフトウェアメトリクスの分析においては，Alves らの方法 (Alves 法 ) [18]
が用いられることも多い  [47] [48] [49]．Alves 法では，多くのソフトウェア
において頻出する値を重視し，一部のソフトウェアのみで測定される極端な値
の影響の低減に取り組んでいる．内部的には通常のパーセンタイル関数とは異




経験則としては 80 対 20 の法則は知名度が高く  [50] [51]，80%とその近辺
の 70%や 90%は利用されやすい傾向にある．あるいは，中央値 (50 パーセンタ









[54] [35]．  
Herbold らは複数メトリクスを同時に考慮する閾値導出に取り組んでいる
が，一つのメトリックにつき一つの閾値を設定するモデルの解釈になっており，













図  3-1：二種類のメトリクスに一個ずつ閾値を設定した解釈モデル  
 
3.2.3. 教師あり学習を用いた解釈モデルの構築手法 
SVM(Support Vector Machine) で二つのメトリクスの解釈モデルを構築し
た場合，問題の有無を判別するための境界が曲線状になる．参考として，形状

















図  3-3：RandomForest による解釈モデルの例 . 
 
分類木学習アルゴリズム C4.5 [56]やその後継である C5.0 で二つのメトリ
クスの解釈モデルを構築した場合，閾値による条件式の組合せが得られる．参
考として，形状の例を図  3-4 に示す．分類木学習では特徴量空間を閾値で再





図  3-4：分類木による解釈モデルの例 . 
 
Fontana らは複数のコードスメルをメトリクスで予測することについて，
























































例えば「ファイル行数<=T1 AND 関数定義数<=T2 ならば OK」という解釈
モデルでは閾値 T1,T2 は固定されておらず，利用前にこれらを定めて具体化
する必要がある．複数の既存のコード評価ツールにおいて，解釈モデルに相当
























我々の枠組みの全体像を図  3-5 に示す．この図は実施手順を構成する以下
の七つの Steps における前後関係と入出力関係，および閾値導出が可能とな
るタイミングを示している．その詳細は 3.3.3 節で個別に説明する．  
⚫ Step1) コンテキスト代表のソフトウェア群の選択．  
⚫ Step2) コード評価の GQM モデルの定義．  
⚫ Step3) 静的解析によるメトリクス測定．  
⚫ Step4) レビュー対象ファイルの選択．  
⚫ Step5) エキスパートによるレビューの実施．  
⚫ Step6) 分類木学習による解釈モデルと閾値の導出．  
⚫ Step7) 妥当性の議論．  
 
Step1 から Step3 までを完了すると，パーセンタイル関数や Alves 法を利
用できる状態になる．Step6 までを完了すると，教師あり学習を利用できる状
態になる．最後に，Step7 では導出された解釈モデルおよび閾値の妥当性を議







































➢ Metric1：ファイル内の関数定義数．  
➢ Metric2：ファイルのコード行数．  
といったメトリクスを関連付けていく．GQM モデルでは閾値までは定義して
いないので，大枠のみ他のコンテキストに流用することは許容できる．例とし
て，我々が本研究で定義した基礎的なメトリクスを表  3-1 に，GQM モデルを
表  3-2 に示した．  
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採用する Question や Metrics の定義をしていく際には，ソフトウェア品質
評価の国際規格や  [24]，発展性欠陥の分類  [38]，コードスメルのパターン  





表  3-1：基礎的なソースコードメトリクス．  
メトリクス  説明  
LOC コードファイルの行数を，コメント行や空行も含めて数えた
もの．Lines Of Code の略．  
DN ある関数について，その制御フローのネストの深さの最大値．
ネストのある箇所とみなすのは {if, for, while, do, switch}を





表  3-2：GQM モデルの例 : Goal(目標 )，Question(質問 )，Metrics(測定法 )．  

























AveDN フ ァ イ ル 内 の 関 数 の DN の 平 均 値 ．
Average of DN の略．  
MaxDN フ ァ イ ル 内 の 関 数 の DN の 最 大 値 ．
Maximum of DN の略．  
AveCC フ ァ イ ル 内 の 関 数 の CC の 平 均 値 ．
Average of CC の略．  
MaxCC フ ァ イ ル 内 の 関 数 の CC の 最 大 値 ．













説明をする．Understand は複数のプログラミング言語 (C/C++，C#，Java 等 )
に対応しており，行数やサイクロマティック複雑度を測定可能である．  











Step4) レビュー対象ファイルの選択  
⚫ 代表としたソフトウェア群から一部のソースコードファイルを抽出し，次




に  [38]，エキスパートには種々の業務が集中しやすい  [58]からである．  
抽出すべきファイルの数についてはいくつかの知見がある．Rahaman らは
現実的かつ効果的な量として全体の 5%から 20%を提案している  [65]．また，











⚫ 仮定を置かずに，ファイルをランダムに選択する．  
⚫ Fontana らの研究では  [57]，既成ツール (iPlasma 等 )により問題個所の候
補を絞り込んだ．さらに，人手でレビュー可能な数になるようにランダム
選択した．  







Step5) エキスパートによるレビューの実施  
⚫ GQM モデルの各 Question をチェックリスト項目として，各ファイルを
エキスパートがレビューする．  











Step6) 分類木学習による解釈モデルと閾値の導出  
⚫ 分類木学習アルゴリズムにより，メトリクス測定値の解釈モデルを構築す
る．  




C5.0 アルゴリズムを用いた．  







Step7) 妥当性の議論  
⚫ コンテキストに詳しい開発者や品質管理者を交え，解釈モデルの妥当性を
議論する． 








































容されている場合が知られている  [66] [67]．  
また，他のメトリクスが別のメトリクスの判断に影響する非直交な関係性も















以下，解釈モデルの 4 つのパターンを図  3-6 から図  3-9 に例示する．これ
らの例では，二つのメトリクスを説明変数とする場合を対象としている．  
 









図  3-6：一つのメトリックのみで閾値を設定しているパターン．  
 
図  3-7 は判別境界が中抜き状になるパターンを示す．あるメトリックの値
が一定範囲にあるかどうかが重要な場合にはこの解釈になりうる．行数や複雑
度などは，大きすぎても小さすぎても実装の不自然さの兆候であり，ゴルディ
ロックの原理と呼ばれて研究されてきた  [68] [69]．   
 
 
図  3-7：判別境界が中抜き状になるパターン．  
 














図  3-8：判別境界が階段状になるパターン．  
 





(過学習の恐れがある )．  
 
 






⚫ RQ1: 我々の枠組みにより，実用的な評価基準を得られるか? 
⚫ RQ2: 少量の教師データを入力とした場合でも，分類木学習により他の閾
値導出手法に比べ高精度な評価基準を導出できるか? 
⚫ RQ3: 教師データの量は，自動評価の精度にどう影響するか? 
 




RQ2 と RQ3 については，実験 2 で扱うものとし，閾値導出手法の性能を比
較することで取り組んだ．比較した閾値導出手法は以下の通りである．  
⚫ 教師データを用いない手法：パーセンタイル関数と Alves 法．  
⚫ 教師あり学習を用いる手法：  Bender 法 (ロジスティック回帰ベース )，
ROC 曲線法，C5.0 アルゴリズム．  
 
 実験においては建機制御用の C++組込みソフトウェア群を題材として，メ
トリクスデータと教師データを取得するために，3.3.3 節で説明した Step1 か
ら Step5 までを実施した．結果として実験で利用した以下の要素の詳細につ
いては本節の以降で述べる．  
⚫ データセット  
⚫ GQM モデル  
⚫ 教師データとしたエキスパートレビューデータ  








のソフトウェア (Sys1，Sys2，Sys3)を選んだ．  
Sys1 から Sys3 の規模を表  3-3 に示す．これらは多言語開発されていたが，
85%と大部分のコードファイルが C++のものであり，残りが C 言語のもので
あった．本研究では C++部分のみを実験に用いた．  
 




C++の部分  C 言語の部分  
ファイル数  総 LOC ファイル数  総 LOC 
Sys1 502 154,004 79 24,956 
Sys2 586 181,163 86 28,272 
Sys3 319 47,938 81 42,237 







3.4.3. GQM モデル 
対象コンテキストで取り扱う GQM モデルを定義する際には，我々の過去の





て評価実験を実施した．それぞれの定義については表  3-1 と表  3-2 に示した． 
⚫ Q1:ファイルの責務の大きさが適切であるか？ ) 
ファイルが担う責務の量に関する 2 個のメトリクスを関連付けた．  
➢ ELOC：ファイル内の実行部分のコード行数．コメント行や空行といっ
た，コンパイラが実行部分として認識しない行を含まない．  






⚫ Q2: (ファイル内の ) 関数の処理が複雑すぎないか？ ) 
関数の制御フローに関する 4 個のメトリクスを関連付けた．  
➢ AveDN：ネスト深さ(DN)のファイル内平均値． 
➢ MaxDN：ネスト深さのファイル内最大値． 











れるサブシステム群を 3 個選定した．結果的には，Sub1 から Sub3 を Sys1 の




レビュー結果の内訳を表  3-4 に示す．各 Question について問題ありと判定





あり，143 個のファイルのレビューに合計で約 8 時間かかった．レビューした
ファイルがサブシステム群全体に占める率は約 10%(143/1407)であった．  
 
 
図  3-10：代表としたソフトウェア群とレビュー対象の包含関係  
 
表  3-4：サブシステムの規模とエキスパートによるレビュー結果の要約  
対象の  
サブシステム  
 Q1 Q2 
ファイル数  総 LOC 問題あり  問題あり  
Sub1 57 13,952 17 14 
Sub2 31 6,926 11 11 
Sub3 55 8,875 32 20 


















F 値の値域は[0.0, 1.0] であり，1 に近づくほど性能が高いことを表す．F












3.5. 実験 1 
3.5.1. 方法 
3.3.3 節で説明した枠組みの Step6 と Step7 を協力企業で実施した．Step6
では，Q1 と Q2 のそれぞれの評価用分類木を構築するためのツールとして，






Q1 の分類木は FUN と ELOC の非直交な関係性に解釈を与えるものとなっ
た．FUN の値に応じて，ELOC では二つの閾値が使い分けられている．一方
で，Q2 の分類木では MaxCC のみ用いられ，他のメトリクスは除外された．  
構築された分類木のテキストベースの表現を以下に示す．  
⚫ Q1) ファイルの担う責務が大きすぎないか？  
If(FUN ≦  6) 
IF(ELOC ≦  19): 問題なし  
ELSE : 問題あり  
Else 
IF(ELOC ≦  71): 問題なし  
ELSE : 問題あり  
⚫ Q2) ファイル内の関数が複雑すぎないか？  
IF(MaxCC ≦  7): 問題なし  
ELSE : 問題あり  
 
構築された分類木を二次元で可視化した結果を図  3-12 と図  3-13 に示した．




⚫ プロット形状が“X”：エキスパートが“問題あり”と評価したファイル．  
⚫ プロット形状が“O”：エキスパートが“問題なし”と評価したファイル．  
⚫ 薄い背景色：自動評価において“問題あり”となる領域．   






図  3-11：Q1 と Q2 の可視化についての凡例．  
 
 
図  3-12：Q1 について構築した分類木を可視化した散布図．  
 
 




Q1 と Q2 の分類木について，対象コンテキストに精通する開発担当者 3 名














⚫ コアでない周辺ファイルでは，少ない関数のみが含まれ規模も小さい．  
これらの傾向から，ファイルの役割と関数定義数の間に一定の関係性が見受け
られる．そのため，関数の定義数に応じて，許容される実行コード行数の大き


































いた Sys2 と Sys3 の評価結果について一定の妥当性が認められた．  
 
 





ある．C5.0 以外の方法では図  3-1 で説明した形式でメトリクスの解釈モデル
を構築した．  
⚫ 教師データを用いない閾値導出手法 : パーセンタイル関数，Alves 法．  
⚫ 教師あり学習を用いる閾値導出手法 : Bender 法，ROC 曲線法，分類木学
習アルゴリズム C5.0．  
 






た 143 個の C++ファイルのメトリクスデータと教師データを入力とした． 
 
 























則での実験を 100 回繰り返し，平均値を測定結果とした．  
⚫ 規則 1) 143 個の教師データから 72 個 (50%) をランダム選択して学習用
候補とし，残りをテストデータとする．  
⚫ 規則 2) 学習用候補からさらに n%をランダム選択して学習に用いる．そ
の際，n の値は 10 から始め，5 刻みで 100 までを対象とする．  







⚫ パーセンタイル関数の引数に 10 パーセントを指定したものは P10 と表
記する．  
⚫ Alves 法の引数に 10 パーセントを指定したものは A10 と表記する．  





ら読み取れる事象と，それに対する考察は 3.7.2 節および 3.7.3 節で説明する．  
パーセンタイル関数と Alves 法のそれぞれの方法において自動評価を実施
することで F 値を測定した．パーセンタイル関数と Alves 法では，リスク境
界として仮定するパーセンテージ次第で導出される閾値が変わる (自動評価の
結果も変わる )．本実験では，10%毎のパーセンテージそれぞれを仮定した場
合の F 値を測定し，折れ線を引いて図示するものとした．  
Q1 と Q2 の測定結果をそれぞれ図  3-15 と図  3-16 に示した．この図の横






図  3-15：パーセンタイル関数と Alves 法の F 値  (Q1). 
 
 
図  3-16：パーセンタイル関数と Alves 法の F 値  (Q2). 
 
3.6.3. 結果（教師あり学習を用いる閾値導出手法ついて） 
Bender 法，ROC 曲線法，分類木学習アルゴリズム C5.0，それぞれの方法
において自動評価を実施することで F 値，Precision，Recall を測定した．  
Q1 と Q2 の F 値の測定結果はそれぞれ図  3-17 と図  3-18 に示したこの図
の横軸と縦軸はそれぞれ，手持ちの教師データのうち学習に用いた個数 (およ
び割合 )と F 値の大きさを意味する．以下に図を読み比べる際の留意点を述べ
る．  
⚫ 図  3-15 と図  3-16 の横軸は手法の引数の値を意味する．  




法で測定した F 値について特徴的な位置に直線を引いて示した．図  3-17 と
図  3-18 で直線を引いたのは，P80 と一番 F 値が大きかったパーセンタイル
の位置である．  














図  3-17：教師データの量と F 値の関係  (Q1). 
 
 






析のために Precision と Recall も同様に測定した．Q1 と Q2 の Precision は
図  3-19 と図  3-20 に示した．Q1 と Q2 の Recall は図  3-21 図  3-22 に示し
た．それぞれ，F 値の図と同様の形式である．  
Q1 と Q2 の双方で共通した傾向を以下に述べる．  
⚫ C5.0 では教師データを増やすにつれ，再現率と適合率が双方とも上昇
する傾向であった．  
⚫ ROC 曲線法や Bender 法の B40，B50 等は再現率と適合率が双方とも
ほぼ一定という傾向であった．  
⚫ B10，B20 等は再現率が高い一方で適合率が低いという傾向であった． 
⚫ B90，B80 等は再現率が低い一方で適合率が高いという傾向であった． 
 
C5.0 は他の手法に比べて Precision が高く，Recall も減少傾向ではなかっ








図  3-19：教師データの量と Precision の関係  (Q1). 
 
 





図  3-21：教師データの量と Recall の関係  (Q1). 
 
 
図  3-22：教師データの量と Recall の関係  (Q2). 
 
3.7. 考察 
本節では RQ1 から RQ3 について，実験結果に基づいて考察する．  
 
3.7.1. RQ1：我々の枠組みにより，実用的な評価基準を得られるか? 
実験 1 の結果は，RQ1 に対して肯定的であった．  
3.5.3 節で述べた通り，本研究の Step7 では，対象コンテキストに精通する
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実験 2 の結果は，RQ2 に対して肯定的であった．  
図  3-17 と図  3-18 は，C5.0 が他の閾値導出手法よりも高性能であること
を示している．  Q1 と Q2 のいずれにおいても，用いる教師データが 26 個






一部の設定のパーセンタイルでは ROC 曲線法と Bender 法を上回る性能を
示した．特徴的な点を以下にまとめた．  
⚫ Q1 の P80 は F 値が 0.28 であり性能が低い．特に，誤って問題なしと
みなしてしまう偽陰性の判定結果が 34%と多かった．P80 の閾値が大き
すぎるために，リスクのあるファイルを多く許容してしまっていた．  
⚫ Q2 の P80 は F 値が 0.75 であり性能が高い．  
⚫ 他に F 値が最上位のパーセンタイルを確認すると，Q1 では P40 が 0.70 
を示し，Q2 では P70 が 0.85 を示した．双方共に ROC 曲線法と
Bender 法と同等あるいは上回る性能であった．  
 
ROC 曲線法と Bender 法について：  
教師あり学習をしている ROC 曲線法と Bender 法において問題となるの
は，パーセンタイルを大きく差を付けて上回ることがなかった点である．さら
に上述の通り，一部の設定のパーセンタイルよりも性能が下回っている．この






















Q1 と Q2 を比べると，教師データの割合に対する性能の変化量が異なるこ
とを図  3-17 と図  3-18 が示している．そこで，F 値の変化量を求めるために，
教師データの割合について，C5.0 が他の閾値導出手法よりも高性能となり始
める 35%の場合と，全教師データを用いる 100%の場合とで比較をした．その
結果，F 値の差は Q1 では 0.08(=0.78-0.70)，Q2 では 0.01(=0.87-0.86) であ
った．教師データの増加に対して，Q1 では約 10%の精度が改善されている一
方で，Q2 では 1%しか精度が改善されていない．このことと RQ2 での考察か
ら，以下のことが推測できる．  
⚫ Q1 のように複合的な解釈の学習では，より多くの教師データが役立つ．  
⚫ Q2 のように元々が単純な解釈の場合では，非常に少ない教師データでも
十分となりうる．  
今回の実験結果から，評価対象の観点 (GQM の Question) によって十分と
なる教師データの数が異なると推測できる．例えば，処理の複雑度の低減は関






ROC 曲線法と Bender 法について，教師データの増加に対して F 値の改








であった．特に Q1 の B90 では教師データを増やすにつれて F 値が下





であった．特に，  Q2 の B10 では教師データを増やすにつれて F 値が






3.2.4 節で述べた Fontana らの研究  [57]では，4 種類のコードスメルの自
動評価について我々の実験よりも高い F 値が出ていた．本研究との差の原因
としては，機械学習時に説明変数としたメトリクスの数の影響が考えられる．  
Fontana らは 60 個以上のメトリクスを使用して評価基準を学習していた．
一方で我々は ，人間が直感的に解釈可能な 評価基準の導出を意図し，
GQM(Goal-Question-Metrics) 法で説明変数となるメトリクスの候補を選定















考えられる．枠組みの Step ７において，対象企業の開発者 3 名と研究室メン






























導出できた．80 パーセンタイルや ROC 曲線法等を上回る性能を期待で
きる． 
⚫ 教師データを増やすことで自動評価の精度が改善した．一方で，Bender 

















































本論文の今後の展望について図  4-1 に整理した．本論文での二つの取り組
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