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ABSTRACT
In this paper we consider the integrated design of a mechatronic
system. After considering the different design steps it is shown
that a port-based approach during all phases of the design supports
a true mechatronic design philosophy. Port-based design enables
use of consistent models of the system throughout the design pro-
cess, multiple views in different domains and reusability of plant
models, controller components and software processes. The ideas
are illustrated with the conceptual and detailed design of a mobile
robot.
1. INTRODUCTION
‘Mechatronics is a synergistic approach to the integrated and opti-
mal design of a mechanical system and its embedded control sys-
tem, where solutions are sought that cross the borders of the differ-
ent domains’ [1]. This definition of mechatronics indicates a num-
ber of important aspects of mechatronics. Optimal design implies
that a best solution in terms of performance or price is sought. Syn-
ergistic implies that such a solution is not sought in a sequential
way, where each domain is optimized in itself, but that solutions
in all domains are sought simultaneously. Or even better: that in-
novative solutions are generated by concentrating on the functions
that should be realized, rather than by using or improving already
existing solutions in each of the domains involved. Optimization
also implies that possibilities have to be created by the designers
to allow for solutions in different parts of the systems. Leaving
degrees of freedom for the designers in other domains is essential
for creating these possibilities. Unfortunately it is often not possi-
ble to perform such a global optimization of all the possible design
choices. But it is important that at least solutions in other domains
are considered or allowed. E.g. by evaluating the possibility of a
more expensive construction against a more sophisticated control
system.
Short time-to-market is of increasing importance to make com-
petitive products. Companies are facing difficulties when designs
are done too much sequentially. Many problems are left to be
solved by the control and software engineers, but when they get
involved too late, they are blamed for missing the deadline and too
large development costs. Concurrent engineering and extensive
use of modeling and simulation during all phases of the design,
rather than building prototypes could solve this problem. This vi-
sion was also one of the results of the recently completed Boderc
Project [2]-[3], a joint project of the Embedded Systems Institute
and Oce´-Technologies (a large copying machines manufacturer) in
the Netherlands.
Mechatronics is a systems approach to the design of controlled
(electro-)mechanical systems. This systems approach is very im-
portant, but not unique to mechatronics. It is also important to re-
alize that by ‘limiting’ this system’s approach to the specific class
of electro-mechanical systems, specific domain knowledge is re-
quired and that tools that build on standard solutions or compo-
nents in these domains could help with a fast and efficient design.
1.1. Design cycle
A typical model-based mechatronic design cycle will be explained
with the aid of figure 1. The first step is the conceptual design.
Based on the requirements and functions the system has to per-
form, different solutions will be evaluated and their feasibility may
be tested with simulations with very simple models, that only cap-
ture the main dynamics of the system. For design purposes how-
ever, it is important that these models have a close relation to the
physical reality and contain parameters referring to mass, inertia,
compliance and so on, rather than to gains and time constants.
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simulations
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Figure 1: Mechatronic design process.
When the results of the conceptual design are satisfactory a
more detailed design of sub systems can be made. The models
used in this phase are more detailed, at least for those sub sys-
tems that need special attention. Also here alternative solutions
can be investigated. It is important that the models used in this
phase reuse (parts of) the models that were developed during the
conceptual design phase. In the next section we will show that a
port-based approach is essential to support this reusability. When
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sub models are primarily characterized by the ports through which
they interact with the rest of the system, their contents can vary
in complexity during different phases of the design process. The
sub models themselves can have many forms without the need to
change their interaction with the rest of the system. We call this
polymorphic modeling.
The next step is the controller design. Often simplified lin-
ear models are used for design of the controller(s), because of the
abundant availability of design methods for linear control systems.
This implies that the (probably non-linear) models of the former
phase have to be linearized and simplified such that they catch
the dominant dynamic behavior of the system. Control engineer-
ing descriptions of the system in the form of transfer functions,
bode plots or poles and zero’s are needed here. Still it is important
that the relation with physics is maintained during this phase. A
mechatronic approach requires that the models of the mechanical
part of the process are not taken for granted, but may be modified if
a better controlled system would require so. For instance, making
a more stiff (and thus easier controllable) system should be eval-
uated against other measures to achieve the required performance
and specifications of the system.
Where solutions in different domains are evaluated, commu-
nication between members of the design team is important. This
requires that the design is described in a common language or
allows for multiple views on the same problem. Multiple views
on the same system could support a good understanding of the
different partners in the design team and allow for design in all
domains simultaneously. One could think of views like a state-
space representation, different kinds of frequency domain plots
(bode, nyquist, nichols), simulation results in the time domain,
3D-animations and so on. Each of these representations gives
its own view of the system, often revealing different important
characteristics and be informative to team members with different
backgrounds. When the controller design based on a linear and or
simplified model of the system has been completed, it should be
evaluated if it also performs well on the more detailed non-linear
model. Simulations with the controlled non-linear system model
should give the answer. If the results are satisfactory, the design
process can continue. If not, one or more of the former stages have
to be revisited as indicated by the dashed arrows in figure 1.
Because the control algorithms are mostly realized in digital
hardware its consequences have to be evaluated next. Although
the controller design in the former design phases should already
be based on the sampled data character of the system, typical hard-
ware consequences such as the bit length of AD and DA converters
or encoder resolutions may not be taken into account. These ele-
ments should be added to the models and simulations should show
which resolutions are needed in order to really realize the earlier
demonstrated performance.
The last phases could be evaluated in a virtual environment.
If nor the controller hardware nor the mechanical system is ready
yet, the whole system could be evaluated by coupling a simulated
(virtual) controller with a simulated (virtual) mechanical process.
When care is taken that these two simulations are coupled through
an interface that is (almost) equal to the final interface, one of the
two or both could be replaced by the real components for testing.
2. PORT-BASED DESIGN
A typical mechatronic system consists of:
• a ‘physical part’ with at least electrical and mechanical com-
ponents; components in other domains may be present as
well
• sensors and actuators that couple the physical domain with
the information processing domain
• the information processing domain, realized in the form of
analogue or digital electronics. In the latter case the data
processing takes place in the software.
These different parts involve at least the electrical and mechanical
domain and various disciplines like electrical and mechanical engi-
neering, control engineering and (real-time) software engineering.
To support this interdisciplinary design a port-based approach in
all domains has major advantages. It is important that during the
design a relation with the physical world is maintained. For the
physical components of the system a description in the form of
block diagrams or other signal-based descriptions is not the best
choice. We want the models to be easily expandable. When using
block diagrams or transfer functions, adding an extra element may
require a completely new block diagram or transfer function. This
can be solved by connecting the physical components by means
of ‘power ports’. The idea of ports can also be used in the infor-
mation processing and software domains, when we define a port
as:
A port is the interface of a component to the outside
world that allows the component to be connected
with other components, such that the actual contents
of the component is not relevant and could be of dif-
ferent degrees of complexity.
Note that this definition directly supports the earlier-mentioned
concept of polymorphic modeling as well as hierarchy. In the next
sub sections we will see what such a port-based approach means
in the various domains.
2.1. Physical Modeling
When we consider lumped models of physical systems, each sys-
tem can be considered to be build up from sub systems (compo-
nents) that can finally be subdivided into elementary sub systems
(elements) that describe an elementary physical property of the
system. Let us, for example, consider the element ‘electrical resis-
tor’. It can be described as: u = iR or i = u/R or more general
by
u− iR = 0 (1)
The latter description emphasizes that the voltage u and the current
i are not considered as input or output. The resistor element (with
resistance R) exchanges power with its environment. This power
flow is (for all electrical elements) equal to
P = ui (2)
Therefore, the most simple port-based description of an electrical
R element is:
power port: Pel = p.u ∗ p.i
parameter: R
equation: p.u−R ∗ p.i = 0
(3)
where p.u and p.i denote the ‘port variables’ u and i. In the same
way we can describe the element ‘mechanical friction’ as:
F − vf = 0 with P = Fv (4)
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where F is the force, v the velocity and f the friction parameter.
The resistor and friction are elements that dissipate energy. Other
elements can store energy, e.g. a mechanical mass (m), that can be
described as
power port: Pmech = p.F ∗ p.v
parameter: m
equation: p.v − 1
m
 
(p.F )dt = 0
(5)
These elements can be represented by a single power port, consist-
ing of two conjugated variables u and i in the electrical domain and
F and v in the mechanical translation domain. An example of a
two-port element is a DC motor which has an electrical port (vari-
ables u and i) and a mechanical port (variables T and ω). Such
an element can be graphically represented as in figure 2. A single
half arrow indicates the direction of what we define as a positive
power flow. The variables u and T are indicated above and i and
ω below these half arrows. This notation is based on the conven-
tions of bond graphs. In this paper we use a few bond graphs as
an illustration of a port-based representation. More information on
bond graphs can be found e.g. in [4]. Inside the ellipse we could
describe the DC-motor by means of an iconic diagram or a bond
graph or by equations. The most simple equation form where the
DC-motor, with motor constant Km is described as a ‘gyrator’ is
electrical port: Pel = p.u ∗ p.i
mechanical port: Pmech = p.T ∗ p.ω
parameter: Km
equations: p.T = Km ∗ i
p.u = Km ∗ ω
(6)
ω
Figure 2: A DC-motor in bond-graph notation.
Besides descriptive forms as in eqn’s(3), (5) and (6), there are
various ways to describe systems in a port-based form graphically.
As an example, we consider a simple electrical circuit consisting
of a voltage source, a resistor and an inductance. We describe this
system in the form of iconic diagrams, and bond graphs (Figure
3). The complete system can also be described by means of the
equation:
u− iR− Ldi
dt
= 0 (7)
In figure 3b we have redrawn the iconic diagram of 3a, such
that the ports of each element, with port variables p.u and p.i,
are more clearly visible. The bond-graph notation of figure 3c
expresses this most clearly. The so-called 1-junction in the bond
graph represents the common current that flows through all the
elements.
We can combine the resistor R and the inductance L into an
impedance Z = R + sL. This gives a less detailed view on the
circuit but its properties remain the same (figure 4).
From eqn. (7) we could derive a transfer function of this sys-
tem, e.g. the transfer function from the input voltage u to the cur-
rent i. Also block diagrams describe basically such an input-output
1
..
i
Se
R : R
I : R
a b c
u
u
R u
L
i
R
L
R
L
Figure 3: Simple electrical circuit: (a) iconic diagram (b) iconic
diagram emphasizing the ports (c) bond graph.
Se 1 Z : sL+RZ
Figure 4: Simple electrical circuit with the R and L elements com-
bined into the impedance Z.
relation
i
u
=
1
Z
=
1
sL+R
(8)
When we add a capacitor to this circuit (figure 5), this can be
done easily in the iconic diagram and the bond graph. The trans-
fer function, however, has to be completely recomputed, because
the second-order transfer function (9) cannot be obtained by e.g.
multiplying the transfer functions of the C- and Z elements. Sim-
ilarly the second-order block diagram can often not be split into
two first-order blocks.
i
u
=
SC
s2LC + sRC + 1
(9)
C
I:L
R
Se 1
a b
Figure 5: Simple electrical circuit with a capacitor added: (a)
iconic diagram (c) bond graph.
This simple example demonstrates that when we want to make
models that can easily be extended, a port-based approach, either
in the form of graphical models like figure 2-5, or in the form
of descriptions like eqn’s (3)-(6) is to be preferred above models
based on input-output relations.
2.2. Polymorphic modeling
The advantages of port-based modeling become clear when we
consider sub models of different degrees of complexity of cer-
tain system parts. In the graphical representation of the DC motor
of figure 2, the description of the motor itself can still be empty.
Only the ports are defined and enable connection of this sub model
with neighboring sub models, with proper ports. When we fill the
empty balloon with e.g a port-based representation in the form of
an iconic diagram, the most simple representation is given in fig-
ure 6a, where the icon can be described by (6). In the conceptual
design phase this may be a competent model, but in later phases it
may be desired to have a more detailed description, e.g. by taking
into account the resistance and inductance of the windings of the
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motor as well as inertia and friction on the mechanical side. This
leads to figure 6b. Note that the changes to this sub model can be
made without affecting the rest of the system, because the ports
remain the same!
Ju ui i
T
ω
T
ω
a b
Figure 6: DC-motor: (a) basic model (b) more-detailed model.
2.3. Control
For control algorithms a port-based approach is less well devel-
oped. But such an approach would make controllers more mod-
ular and would contribute to reusable controller components and
quicker developments. From a control-engineering point of view a
controller is often considered as containing the control algorithms
only. But in practice the control algorithm is only a small part of
total software used to safely start up, control and shut down the
system. Error detection, error handling and graceful degradation
are issues here. These parts of the controller can often be reused
from earlier projects. Using agents [5] is a possible port-based ap-
proach to connect different controller elements. Agents are control
components that receive signals from and interact with neighbor-
ing agents and decide themselves to become active or not. When
an agent is active it produces output signals, which can be com-
bined with outputs of other agents to produce the final controller
output(s). It is a port-based approach because only the interface
is important when making a system of agents. The contents of
the agents can be of varying complexity. The concept of agents
thus also supports hierarchy and polymorphic realizations. Figure
7 shows a typical situation for a motion control system. ‘Inde-
pendent’ agents determine the controller behavior in the various
operational modes of the system. The coordinator decides which
of the active agent(s) really produce the output signal. When prop-
erly implemented, adding another agent does not require complete
redesign of the coordinator, but only requires an extra connection
to one of the ports of the coordinator.
start up
homing
shut down
normal
emergency
coordinator
Figure 7: Different control modes seen as ‘controller agents’.
2.4. Embedded software
In a mechatronic system the embedded software must be hard real
time. This implies that sampling should take place at strictly equi-
distant intervals. Because the embedded software is often critical
for the safety of the system it has to be free of errors. Therefore,
also here issues like reusability and testability are important. By
using the concepts of CSP [6] (Communicating Sequential Pro-
cesses) port-based software processes can be designed in such a
way that formal verification of the software is possible. The trans-
puter, a processor that came with the programming language Oc-
cam, was built to support this idea. It provides (software) channels
that allow communication between different software processes.
These processes could either run in parallel or in series with other
processes. When one processor is not powerful enough to run
the software, other transputers could easily be added. The chan-
nel communication is changed into communication over hardware
links. Because of the built-in hardware scheduler and link drivers,
for the designer of the system this was only a minor change, be-
cause from a conceptual point of view channels and links are simi-
lar. Support for parallel computing is one of the major advantages
of this concept [7]. Unfortunately the transputer has become ob-
solete, but it is still worthwhile to consider the ideas behind the
whole concept and map these on heterogeneous modern platforms.
This enables that different hardware nodes can run in parallel and
still form one real-time computer system. It makes a system easily
extendable and allows the design of dependable process oriented
software [8]. Figure 8 gives an example of communicating pro-
cesses in a representation that combines a composition view and a
communication view of the system of figure 7. The solid straight
start up
homing
shut down
normal
emergency
coordinatorsensordata
operation
Figure 8: Communicating software processes, connected in paral-
lel (||), in series(→) and with an alt relationship ().
lines between two software processes (the compositional view) in-
dicate if these processes must follow after each other (indicated by
the serial, → symbol) or can be computed in parallel (indicated
by the ||-symbol). Dashed lines give the direction of communi-
cation over the channels. A process can only run when all nec-
essary inputs are available and the earlier processes in a sequence
are finished. E.g. the process ‘normal’ can only run when process
‘homing’ is finished and the output from the process ‘sensor data’,
which runs in parallel is ready to be read. As a consequence pro-
cesses can be automatically scheduled and a real-time operating
system could even be omitted [9]. Situations of dead lock or live
lock can be discovered during the design phase and appropriate
measures be taken. The ‘coordinator’ process computes the out-
put, if at least one of its inputs is available. This is an alternative
relationship, indicated by the alt symbol (). Because the pro-
cess ’operation’ –consisting of the processes ‘start up’, ‘homing’
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and‘normal’– and ‘emergency’ have a parallel relationship both of
the outputs can be available simultaneously. Of course the emer-
gency handling has priority and therefore a prioritized alt is used
(symbol← ). If the process ‘emergency’ produces an output the co-
ordinator output is based on this output. Adding new processes to
this system implies defining their relationship with other processes
and defining appropriate communication channels.
2.5. Multiple views
Although there is a need for multiple views on the design in all
phases of the design process, there is certainly a need for different
views in the controller design phase. It would be ideal if all part-
ners in a mechatronic design team could see the results of design
decisions in a presentation they are used to. Mechanical engineers
may want to see construction drawings and finite element simu-
lations, control engineers may want to see representations in the
form of transfer functions, block diagrams, frequency plots, root
loci and time responses. Software engineers may want to concen-
trate on e.g. state-flow diagrams. Finally, a nice 3D-animation
of the system would be ideal for managers in a project. What is
needed in fact, is either one underlying model description that cov-
ers all aspects of the design, or an automatic translation facility that
allows simultaneous representations in all relevant domains. This
will be further worked out in the section on Tools.
3. TOOLS
One of the problems with most existing (modeling) tools is that
they support only designs in a single domain. The port-based ap-
proach advocated here, enables model descriptions that cross the
borders of the different physical domains. At the University of
Twente a software package for mechatronic design has been devel-
oped that fully supports the idea of port-based modeling of phys-
ical systems. This package is called 20-sim (pronounce Twente-
sim) [10]. It was originally developed as a program to support
bond-graph modeling, but it has evolved into a package that sup-
ports, besides bond graphs, also iconic diagrams, block diagrams
and equation models. There are toolboxes for, among others, con-
troller design, mechatronics and building 3D-models. The pow-
erful simulator is very fast and supports implicit integration al-
gorithms that allow components with derivative causality to be
present in the model. Where possible derivative causality is re-
moved symbolically. Warnings are issued in those cases to draw
the user’s attention to the fact that the model could be oversim-
plified or possibly disregards relevant dynamics. It thus provides
really modeling support. It supports hierarchical models and poly-
morphic modeling. Multiple views are supported in the form of
time and frequency domain plots, 3D-animations etc. It also sup-
ports automatic C-code generation. The C-code can be used to
build hardware in the loop test environments or for generating con-
troller code for the final target hardware. The tool is already widely
used in industrial and academic research and development and in
education [11].
4. EXAMPLE
4.1. Conceptual design
The ideas of port-based design will be illustrated with a simple ex-
ample. We consider the conceptual and more detailed design of a
mobile robot. This mobile robot was one of the first projects of
the Mechatronics Research Center Twente ([12]). It serves here
mainly as an example. In figure 9 the concept is illustrated. We
want to build a mobile robot that should be able to assemble prod-
ucts, while driving around in a factory. In order to guarantee suffi-
cient accuracy for the assembly task, we want the error between the
end effector of the manipulator and the frame of the robot, where
the parts that have to be assembled are located, to be as small as
possible. The robot should be able to deal with uneven floors and
therefore, it was decided that there should be a suspension sys-
tem between a lower frame with the wheels and the upper frame
with the robot. Using soft wheels was not considered an option
because that would make the dead reckoning for the accurate po-
sition control of the mobile platform difficult. In the right part of
figure 9 a simple conceptual model is shown. The robot is mod-
eled as three masses connected by a spring damper combination.
The lower two spring dampers are mechanical parts, the parame-
ters of the upper one are based on the anticipated bandwidth of the
manipulator control system.
lower frame
upper frame
manipulator
 frame
frame
z- upper frame
z- tip
z- lower frame
mtip:
15 kg
upper frame: 
? kg
lower frame: ? kg
t
 kg
frame: 
g
 frame: ? kg
h(t)
Figure 9: Conceptual design of a mobile robot.
Such a model can directly be implemented in 20-sim, as in-
dicated in figure 10. In the middle a 20-sim representation of the
model of figure 9 is given. At the left and right it is shown that
the sub models can be implemented either as an iconic diagram
(the spring damper combination), as a bond graph, combined with
a block diagram element (the bump) or as equations (the mass).
The upper two masses not only have mechanical ports, but they
also have a signal port in order to compute the quadratic criterium

e2dt, that will be used to minimize the position error between
these two masses by changing the weight distribution between the
upper frame and the lower frame.
e2
m
m
m
Damper1Spring1
out
in
MSf 1
MechanicalPort1          equations
 a = p.F/(m_total-m_lower);
 p.v = int(a);
 x = int(p.v);
 
Figure 10: Conceptual model in 20-sim.
We can minimize the criterium by varying the weight distri-
bution between the upper frame and the lower frame. The total
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weight of construction and payload was estimated to be 500 kg.
Starting with an initial weight distribution of 150 kg in the upper
frame (the minimimum) and 350 kg in the lower frame, the op-
timization yields that 425 kg in the upper frame and 75kg in the
lower frame (the minimum) is the optimal weight distribution.
Response with different weight distributions
0 0.2 0.4 0.6 0.8 1
time {s}
Er
ro
r
original: upper 150kg, low r 350kg (dashed li e)
after optimization: upper 425kg, lower 75kg
-0.002
-0.001
0
0.001
0.002
0.003
Figure 11: Error before (dashed line) and after optimization (solid
line).
4.2. Detailed design
Because the accuracy of the end effector of the manipulator is of
crucial importance for the performance of the whole concept, it
makes sense to study the manipulator into more detail and investi-
gate whether the required accuracy can be achieved. Therefore the
spring-damper combination between the upper frame and the tip
mass is replaced by a control system and a more detailed model of
the other components, which now include a current amplifier, an
ideal DC-motor with inertia, a spindle, the mass of the tip and the
estimated compliance of the manipulator with respect to the upper
frame (figure 12). Note that this model contains icons, represent-
port
error
J
m_tip
DCmotor
V
VelocitySensor1
K
Kp
K
Kd
Spring
P
PositionSensor_tip
P
PositionSensor_upper_frame
J
m_motor Spindle m
m
Manipulator
Figure 12: More detailed model of manipulator.
ing the system elements where power plays the dominant role as
well as signal-based block diagram elements (e.g. Kp and Kd)
connected by means of arrows, where only the information con-
tents of the elements plays a role. The interface between these
elements is in this case formed by the current amplifier (with a
signal port –the desired current– as input and a power port with
the actual current and voltage) on one hand and the sensors (with a
power port with mechanical velocity and torque and a signal port
–the position or velocity– as output) on the other hand.
4.3. Controller design
For the design of a controller mostly a simplified linear model
is used. Such a model could either be derived from the model
of figure 12 by ‘linearizing’ it with the frequency-domain tool-
box of 20-sim, or by reconsidering the original robot model. The
spring and damper between the upper frame and the tip mass cor-
respond with respectively the proportional and derivative gain of a
PD-controller. This leads to the model of figure 13. Because the
‘process’ is considered here as a transfer function 1/ms2, the con-
troller design is very easy. The value of

Kp/m determines the
bandwidth of the system, while Kd can be tuned to yield sufficient
damping. In a next step it should be determined if the parameters
found are also suitable in the model of figure 12, where the per-
formance may be limited by the spring, which causes resonances.
V
VelocitySensor1
Constant1
K
Kp
K
Kd
P
PositionSensor1
DCmotor
m
Tip_mass
Figure 13: Simplified version of the control system of figure 12 that
corresponds with the mass-spring-damper model of the tip.
4.4. Multiple views
Figure 14 shows different views on the control system just de-
signed. The step response, pole-zero plot and bode plot are given.
Linear System : Step Response
0 0.04 0.08 0.12 0.16
time
y
0
0.5
1
1.5
Steady State = 1
overshoot = 4.321%
rise time = 0.0151984
settling time = 0.0207175
Linear System : Bode Plot
10 100 1000
Frequency (rad/sec)
)
Bd( edutinga
M -80
-50
-20
10
10 100 1000
Frequency (rad/sec)
)ged( esah
P
-200
-150
-100
-50
0
Linear System : Pole Zero Plot
-160 -120 -80 -40 0 20
Re
mI
-150
-100
-50
0
50
100
150 0.10.20.30.40.50.60.7
0.8
0.9
Figure 14: Multiple views on the closed loop system: step re-
sponse, pole-zero plot and bode plot.
The dotted (red) lines and the (red) poles with low damping cor-
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respond with the spring and damper parameters of the concep-
tual model. Depending on the observers background and expe-
rience one or more of these plots may be preferred to conclude
that more damping could be desirable. 20-sim offers the possibil-
ity to change the damping by changing the controller parameter
Kd (or any parameter of the physical components!) and view the
results simultaneously in all views. To increase the damping, a
higher value of Kd is set. This indeed improves the various char-
acteristics as shown in the more damped (blue) poles and the solid
(blue) curves of figure 14. To see if the parameters found also per-
form well in the more detailed model, a simulation is made with
this model as well. After linearizing the model the results can be
compared with those in figure 14. The responses appear indeed to
be similar.
4.5. Polymorphic modeling
An example of the polymorphic features of the port-based ap-
proach as implemented in 20-sim, is the following. The amplifier
motor combination in figure 12, which catches only the dominant
motor properties, could be replaced by a model from the ‘motor
wizard’ available in 20-sim. This wizard contains quite detailed
models of commercially available motors. After collapsing the
amplifier-motor combination into a new sub model, this sub model
can be replaced by the model from the wizard. This enables e.g. to
study the thermal behavior of the motor during the expected duty
cycles.
Of course there were many more components in the mobile
robot that achieved more detailed attention. These are beyond the
scope of this paper. Here it is relevant to observe that the final
mobile robot (figure 15) indeed behaved as predicted by the very
simple conceptual model.
Figure 15: The final design.
In the example of the mobile robot we used some simple sub
systems to demonstrate the ideas of port-based modeling. The ap-
proach has also demonstrated its value during various other projects
where complex non-linear systems were modeled like a snake board
and a walking robot [13] as well as in modeling micro-mechanical
systems [14]. After following a similar approach the designed con-
troller could be applied to the real snake board and walking robot
(figure 16) almost without any modifications.
Figure 16: Walking robot.
4.6. Code Generation and Virtual testing
Once everything works in simulations, the mechanical construc-
tion and the controller hardware and software can be built. It is
still quite common that controllers, that have proved to be well
functioning, are given to software people for writing the code for
the target hardware. This is a source of errors which can be pre-
vented by automatic code generation. 20-sim (and also the Matlab-
dSpace combination) support automatic code generation. In order
to test the final code in a more realistic situation, the controller and
a simulated process could be implemented in different computers.
If these computers are coupled by an interface in the form of en-
coders, AD- and DA converters, equal to the final interface a quite
realistic virtual system is available. This is indicated as the final
step in figure 1. Figure 17 gives an example of such a virtual test
environment. Four PC-104 stacks are available for implementing
the controller and the process model. Depending on the complex-
ity of the controller and the process model one or more PC-104’s
may be used in parallel. If either the ‘real’ controller or the ‘real’
process become available, they can change place with the virtual
controller or the virtual process. This is symbolized by the ‘real’
servo system in the picture. If the interfaces of the virtual modules
are equal to the real interface, replacing one by the other is a matter
of plug and play.
That such an approach can lead to fast results is demonstrated
in the ‘Mechatronics project’ in the second year of the EE BSc
program of the University of Twente. During this project students
are expected to demonstrate that they can integrate the knowledge
of the preceding courses in mechanics and transduction technol-
ogy, measurement and instrumentation, port-based modeling and
control engineering in a complete mechatronic design. At the start
of the project they get a two-port transducer, like a DC-motor or a
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Figure 17: Virtual controller and process.
loudspeaker (which can be used as a kind of linear motor as well
as a sensor) which should be characterized and used in a digitally
controlled mechatronic system. After doing a feasibility study and
a conceptual design, if approved by the supervisors, they are al-
lowed to continue with the detailed design and finally with build-
ing their design. Besides the transducer, construction material,
electronic components and a budget of 50 euro’s for buying addi-
tional non-standard components is available for each team. They
use the automatic code generation of 20-sim, which can be loaded
into an ADSP DSP-board. The whole project lasts only two weeks
and is concluded with a demonstration and presentation of the de-
sign to the supervisors at the last day of the project. Most teams
are well able to produce a working, innovative design by following
the design trajectory proposed in this paper.
5. CONCLUSIONS
It has been shown that mechatronic designs benefit from a port-
based approach. By describing physical sub models, controller
modules and software processes initially only by their interfaces
to the environment, these components can be described with a
varying complexity during the design process. It also supports
reusability of well tested and earlier successful components. This
port-based approach is well developed in physical models were
the exchange of power between different components is a natural
way to connect physical sub models. The CSP formalism is also
well developed and can be used to design reliable and testable real
time software. For controller components an agent based approach
could support the port-based philosophy. A design trajectory ac-
cording to figure 1, which builds on proper modeling, simulation
and automatic code generation and virtual testing helps to achieve
a short time-to-market of well tested mechatronic designs.
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