Abstract-In this paper, experiences from founding and teaching a course Software Tools in Electronics are presented. The course teaches students to use basic software tools to document their work, to draw circuit diagrams, to do numeric and symbolic computing, to provide graphical presentation of data, and finally teaches Python both as a programming language and as a tool for numeric computing, symbolic computing, and graphical presentation of data. The course covers only the tools that are free software, and in introductory part of the course licensing and social issues are covered. Tools taught at the course are listed, the reasons behind their choice are explained, and teaching experiences and impressions are stated.
I. INTRODUCTION
Reform of higher education in accordance to Bologna declaration [1] , in the interpretation of the School of Electrical Engineering, University of Belgrade, resulted in forming a new class of courses, so called "practicums". The courses were intended to be short in terms of credit and allowed space in the curriculum, and should be focused to practical issues in implementation of concepts already covered in fundamental courses. These new courses were supposed to be created. Personal opinion of the author is that a teacher should teach topics that he or she practices in everyday professional life. In this manner, a decision is made to create a course that covers software tools the author likes and uses. Although this sounds logical, a number of obstacles emerged. First, the tools "that the teacher likes" is a personal choice, a matter of taste. And there is no accounting for tastes, at least it should not be. Furthermore, the taste of the author is to use free software tools [2] whenever possible. Second, teaching such tools, especially at the time the course started, was felt like an ideologically sensitive issue. Some people approach to the issue emotionally, with pronounced bias, regardless interests and rational arguments. The author uses free software and believes that it has educational benefits, that it carries a message of good will and cooperation, something that education process should support. However, the author is aware that there are different opinions, and understands that there are different interests. Thus, the choice was to offer the course only as elective: if the students like the idea, they should take the course; otherwise, there are other options. In this manner, all the fruitless heated discussions were avoided.
Third, a choice should be made which tools to cover, since it turned out that available space is by far insufficient to cover all the tools that might be useful. An answer to this problem is to cover the basic tools, and to provide links for other tools that the are believed to be of interest, so students can learn them on their own, if the problems they face require that.
Due to the limited time, the choice of tools had to be reduced to the software for document preparation, for drawing circuit diagrams, the tools for numerical computation, symbolic computation, the tools to generate visual presentation of data in two-dimensional and three-dimensional diagrams, and to cover Python programming language and its packages for numeric computation, data visualization, and symbolic computation. Time limitations prevented teaching some other popular tools, which included circuit simulation tools Ngspice and Qucs, Julia programming language, Scilab for numerical computing, control systems analysis, and digital signal processing, SageMath as a comprehensive system of mathematical tools, R package for statistical computing, some advanced graphics tools like Asymptote, and version control tools like Git. Links to these and some other tools are listed in [3], so interested students could reach them and learn more.
Motivation to teach this course is found in the way students use computers in their everyday practice. Most of them tend to start learning software tools just a bit too late, in front of a deadline for a term project or a thesis. At that point, they do not have time to learn the tools properly, and after the task is somehow completed, some new tasks emerge and there never is any time available to dedicate to study software tools properly. The result is poor technical and aesthetic quality of generated documentation, and manual work on problems that had been automated long ago, but the students were not aware of that. With the educational reform, a possibility emerged to create some time, integrated within the educational system, to learn proper usage of software tools, and to get an overview of the tools available. Policy in choosing the tools was to include only the tools that are free software, and whenever meaningful to teach two software tools for the same application: GNU Octave and PyLab for numerical computation, wxMaxima and Sympy for symbolic computation, gnuplot and matplotlib for graphical presentation of data. In this manner, students would increase the abstraction level, would not be stuck with a specific tool, would become critical to evaluate and compare the tools, and would be open to learn the third or fourth tool if there are good arguments to do so. Also, a goal was to raise the awareness of licensing issues and accumulation of user generated data in proprietary formats.
It is worth to mention that the author learned all he knows about free software over the Internet, from free sources. In this manner, all the references of this paper are web located. Furthermore, all of the materials for the course are published at [3] , being licensed under a Creative Commons free culture license.
II. STRUCTURE OF THE COURSE
The course is structured in four parts, as shown in I. Introductory part, indexed with zero, covers the first three weeks of the course. The first week covers introductory topics, such as licenses, free and proprietary software, raises awareness of the user generated data stored in proprietary formats, and describes the software packages that would be covered in the course. These two lectures are designed to openly state the goals of the course and the software packages covered, and since there is enough time to change the course at this stage without any penalty, the students are encouraged to switch to something else in the case they dislike the software tools being focused and the approach being used. Special care is taken not to be offensive of any kind, and to present the content of the course as it really is, to avoid misunderstandings later on, when it would be too late to drop the course. Experience is that in six generations of students so far, there was not a single problem in this area, all the students that took the course well understood what it is about and there were no fruitless and/or heated discussions. After the introductory week, the remaining two weeks of this part cover Ubuntu [4] operating system, with emphasis on using default settings. The students are asked not to customize general access accounts, since other people are going to use the same machine and may have different customizing taste. Also, the students are faced with the command line interface, which is something new for generations of students that grew up in the age of graphical user interfaces. Some shell scripting is also taught, which would be used later on in the course. The topics covered include basic usage of the operating system, file system manipulations, privileges, environment variables, the use of gedit editor, and methods to run a program. This part of the course ends by running one shell script, one Python program, without discussing the programming language details, and one C program. The examples are chosen to motivate students to continue learning, like examples of long type in Python, and overflow issues in C.
After the introduction, the next part of the course covers documenting tools. Two tools are covered: L A T E X [5] , [6] for document preparation and for creating presentations using the Beamer class, and XCircuit [7] for drawing circuit diagrams. This part of the course lasts four weeks.
Part of the course that follows is dedicated to mathematics, covering numerical computation in GNU Octave [8] , symbolic computation in Maxima and wxMaxima [9] , and graphical presentation of data using gnuplot [10] . This part of the course lasts four weeks, also. The third part of the course covers Python programming language, and lasts for three weeks. The first two weeks of this part are dedicated to Python language and programming in Python, while the last week covers mathematical tools in Python: PyLab for numerical computing and SymPy for symbolic computing.
Experience is that for the material being covered a course is a bit too short, but hard work and fast pace could compensate for that.
is a document preparation system originated in 1978 when T E X is released, even before free software movement [2] started. The project is well maintained, many packages are contributed to the system, and nowadays is a standard tool for typesetting texts that involve mathematics. The program is widely used by the people who work in mathematics and physics, somewhat less in engineering. This is a tool that is so dominant that there is no point to teach any alternative.
In teaching L A T E X, at the beginning gedit editor is used, and later on the teaching switches to a specialized editor Texmaker [6] . Topics covered include fonts and languages, text structuring, extensive coverage of entering equations and importing figures, which includes discussion of graphics formats. L A T E X system is "what you see is what you mean", which is a new paradigm for most of the students and confuses them at the beginning. However, by the end of this part of the course they start to enjoy the concept, since typesetting in L A T E X creates a feeling of programming, which engineering students enjoy much better than writing text.
There is no need to provide a special example how the L A T E X typeset document looks like -this paper is the example.
IV. XCIRCUIT
XCircuit [7] is a program for creating drawings of circuit diagrams. Peculiarity is that the program directly produces a PostScript file, and operates by editing it. The output is of publishing quality, in vector format. The program is capable to handle labels in L A T E X lettering, which requires some skill and post-processing to overlay the L A T E X text over the PostScript
drawing. In this purpose, a shell script is designed and used as an illustration how shell scripting can automate repetitive tasks. To teach students to use XCircuit requires only one lecture, which is less than 4% of the course. This part of the course is specific to electronics majors, while the remaining of more than 96% of the course fits any engineering or science major, whomever text processing, mathematics, and some programming are of interest.
V. GNU OCTAVE GNU Octave [8] is a program primarily intended for numerical computation, and its language follows proprietary counterparts. Such choice is its main advantage and the main disadvantage at the same time: the advantage since the transition is smooth and easy, the disadvantage because benefits of modern languages cannot be included. Since the students are already somewhat familiar with the proprietary counterpart, GNU Octave is briefly addressed, primarily in the differences it offers. For example, # sign may be used to start a comment, as well as %, there is do-until loop with the test condition at the bottom of the block, there are increment and decrement operators, ++ and --, there are assignment operators like += and * =, and so on. Format to save data is by default ascii, designed to provide perfect interoperability with gnuplot, which is going to be covered next. With these exemptions, this part of the course is refresher of the knowledge already acquired in other classes. At least, it used to be, since the class moved in the curriculum from the fourth year (senior) to the second year (sophomore), and increased emphasis on GNU Octave might be needed.
VI. GNUPLOT
One of the oldest programs licensed as free software is gnuplot [10] , which started in 1986. During its history the program evolved, and nowadays is a complex system that provides publishing quality 2D and 3D plots. It supports piping, and is a graphical backend for GNU Octave, Maxima, wxMaxima, and R, to mention a few. The program uses command line interface, which prevents many from using it. Fig. 2 . Gnuplot, frequency response. However, experience in teaching the class is that students in somewhat more than two hours of instruction manage to obtain fairly complete coverage of the program. Although there are alternatives that are simpler to learn, the fact that gnuplot is widely spread, available, and powerful sealed the decision to teach gnuplot. Some of the examples covered in the lectures are shown in Figs. 2 to 6 , where Figs. 2 and 3 are taken from the exams. The author believes that teaching gnuplot is good for students to improve the command line abstraction and object decomposition.
VII. MAXIMA AND WXMAXIMA
A really important topic in the course is symbolic computation. Although numeric computation using computers is a well known fact, and no one claims that such tasks require intelligence anymore, symbolic computation is considered far more complicated. However, this is also an algorithmic task, and Maxima [9] started as a proprietary program Macsyma as far as in 1968. Many tedious jobs are automated using symbolic computation tools, i.e. computer algebra tools. The author uses wxMaxima on everyday basis, for the tasks ranging from verifying teaching materials to applications in research. Teaching symbolic computation starts with command line application Maxima, and quickly switches to its GUI enriched version, wxMaxima. Topics covered include basic equation derivation and arbitrary precision arithmetic, but focus to systems of linear equations, nonlinear equations, trigonometry, linear algebra, and calculus which includes limits, derivation, integration, Taylor series, ordinary differential equations, and the Laplace transform related functions. This is a perfect point to refresh concepts learned in mathematics and circuit theory, but instead of focusing to procedural and technical issues, conceptual issues are stressed.
Emergence of symbolic computation requires change in teaching style and examination in some classes. If the point of an exam is to provide a symbolic solution of a large system of linear equations manually, the task that had been automated years ago, the meaning of insisting on such skill should be questioned. Opinion of the author is that progress in data processing tools should not be neglected, and that ignoring it is just another form of Luddite movement. Inventions of computational technology should not be ignored for the sake of convenience of old fashioned teachers that are eager to recycle old lectures and exam problems for ages, insisting on training students in obsolete skills.
VIII. PYTHON
Python [11] is a modern programming language, easy to learn, with a wast community of users that contribute packages. Although being frequently taught as the first programing language, for example at MIT [12] , it was not included in our curriculum before [3] started. The approach taken in teaching Python was to teach the language, assuming that students are fairly familiar with programming in general. This makes it possible to cover basics of Python programming in just four hours. The coverage is fairy complete, and the students should be capable to improve their skills later on easily, learning about modules that have not been mentioned, and covering for some parts of the language that had not been covered.
The power of Python as programming language is in simple and modern language, accompanied by powerful libraries, i.e. modules, that are smoothly integrated to solve complex tasks. several libraries are covered in detail: NumPy [13] , that provides array objects and fundamental numerical computing tools; SciPy [14] , that provides advanced numerical computing tools; matplotlib [15] , that provides effective graphical presentation of data; and SymPy [19] , that provides symbolic computation capabilities. For interactive use, IPython shell is introduced in the last lecture session. Some other modules, like pyserial [17] and vxi-11 [18] are just mentioned as being used to control instruments, which will be demonstrated and covered in detail in subsequent classes.
A. PyLab
Coverage of PyLab after introduction starts with IPython [16] interactive environment, invoked from the command line as ipython --pylab to load the PyLab environment. Addressed topics start from dealing with array objects and numeric linear algebra and proceed to graphical data presentation, where matplotlib [15] provides superior performance. Topics such as linear systems of equations, linear least squares, eigenvalues and eigenvectors, random numbers, 2D plots including histograms, and L A T E X lettering in diagrams are covered. Just to illustrate matplotlib performance in an example from Electrical Measurements class, where some of the instruments are controlled using Python, results of tracing a magnetizing curve of a ferromagnetic core are presented in Fig. 7 . As much as possible, the same problems addressed in GNU Octave are repeated in PyLab, to provide easy comparison.
B. SymPy
Sympy [19] is a library for symbolic computing in Python. Advantage of the system is that it uses general purpose programming language and symbolic computation tasks may be seamlessly integrated with other tasks, like a system description parsing. A standard set of problems is covered, ranging from very basic introductory use, arbitrary precision arithmetic, linear algebra, polynomials, and standard calculus: limits, derivatives, integrals, and linear differential equations. This is another opportunity to refresh mathematics, stressing concepts instead of manual work.
IX. GRADING PROCEDURES
As listed in previous sections, the course covers numerous topics and has to be taught in a fast pace. The grading is organized in three sessions: there are two midterms and a final exam. Total number of points is designed to be 300 with a bonus of 30 points, being rescaled to 100 points at the end, to meet the legal requirements. The first midterm covers documentation, where L A T E X is graded with 80 points, while XCircuit is graded with 20 points. The second midterm primarily covers mathematics and graphical data presentation, where GNU Octave is graded with 20 points, gnuplot is graded with 30 points, and wxMaxima is graded with 30 points. A topic that was not included in the first midterm, Beamer, the tool for generating presentations in L A T E X, is included here with a simple presentation problem, which accounts for 20 points. The final exam integrates the skills, but everything is implemented in Python. There are three problems in the final. The first is Python programming problem, which requires some branching, loops, and file operations. This accounts for 50 points. The second is PyLab problem, which requires some numerical computation and graphical data presentation with matplotlib, which accounts for another 50 points. The third is extra credit bonus problem in SymPy, which necessarily involves solving a linear nonhomogenous differential equation with constant coefficients, and may be used to cover for the points that students missed before. In this manner, an important issue of solving differential equations is stressed as a side effect. The total number of points adds to 300, with 30 points of the extra credit that may be used to cover for the points lost in previous topics. The number of points is finally rescaled to 100, and graded according to the law.
Since the students had to be split into groups, each student gets a different set of problems. Essentially, all of them solve the same problems, but with different parameters. The problems, as well as the solutions, are generated automatically, using a Python program that generates L A T E X file with problems and the text files for the solutions, which are GNU Octave script, Maxima script, gnuplot script, Python program, PyLab script, and SymPy script. The process of generating and printing exam problems is controlled by a shell script.
Overall performance of students is excellent, most of them get the best grade, which is typical for all practicum courses. However, some students have insufficient computer skills, and have difficulties with the course. This applies for less than 5% of the students, and they tend to get low grades, regardless offers to try again to improve their grade.
X. STUDENT ASSESMENT
This section is required by most of the education focused journals, thus it is included here, although the author doubts the value and some straightforward interpretations of the numerical data. In an attempt to quantify something that is hardly quantifiable, student questionnaires provide grades as answers to numerous questions, and the grades are postprocessed and averaged, resulting in a single cumulative grade. The grade happened always to be above 4.5 out of 5.0. In that sense, the course should be considered successful and excellent, although the average grade scored on questions that are not presented, without the distribution of grades, makes little sense, though it is some sort of indication. Another indication is the number of students that took the course, which is listed in Table II, indicating steady increase. It should be mentioned that for the last two academic seasons of Table II , the number of students is essentially cumulative for two classes, the one offered to sophomore students, and the one offered to senior students. In six years, the total of 248 students completed the course. The author values personal comments and implementation consequences the most, although these information cannot be quantified to fit a bureaucratic form and placed in a table for comparison. Overall impression is that most of the students that took the course enjoyed it and started to use the tools being taught. The feedback comes both from the students that continued their education abroad, and from industry, both in the country and abroad. Depending on the area the students work in, some of the tools are used more than the others, but the purpose of the class was to provide wide coverage, since the students do not know what industry they would work in, and which of the rapidly changing tools they would use in their career. Overall impression is that students improved their computer skills, which is an impression shared both by the students and the instructor.
XI. CONCLUSION
In this paper, six years of experience in teaching Software Tools in Electronics are summarized. The course evolved from a rather esoteric class located in the seventh semester, senior level, to the class located at the third semester, sophomore level. Topics covered in the class are listed, and the choice of topics is commented. The most of the course topics are applicable for any engineering major, mathematics, physics or chemistry. Regardless the fact that almost all of the students being offered took the course, at least in the last three generations, the course is elective and should remain in this status due to sensitive ideological issues behind the free software and heated discussions that occurred in the past. Due to the time limitations, not all the tools that are considered to be useful are covered, and the list of suggested tools that were not covered is given in [3] , such that students might learn them on their own. Besides that, [3] contains all the teaching materials, slides, handouts, and examples, freely available. The course is described both in the content and in organization, which includes description of examination procedures. Student assessment is provided, in the amount available and quantifiable, as well as in the form of aggregated impressions.
Overall impression after teaching the course for six years, after 248 students had completed the course, is that students enjoyed the course and that their skills in using computers improved. Most of all, the students were released from fear of learning something new, which is important since the tools improve continuously, and there are many new skills that the students should have to learn in the course of their careers.
