EVC (Easy Visual Creator) by Pascual Cerdán, Maria
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
PROJECTE DE FI DE CARRERA 
 
 
 
 
 
 
 
 
TÍTULO DEL PFC: EVC (Easy Visual Creador) 
TITULACIÓN: Enginyeria de Telecomunicació (segon cicle) 
AUTORA:  Maria Pascual Cerdán 
DIRECTOR: Juan López Rubio 
FECHA: 17 de mayo de 2007 
 

  
Título: EVC (Easy Visual Creator) 
 
Autora: Maria Pascual Cerdán 
 
Director: Juan López Rubio 
 
Fecha: 17 de mayo de 2007 
 
 
 
 
Resumen 
 
La empresa JustInMind, SL ha implementado durante el último año una 
aplicación que permite a un usuario definir, gráficamente y de fomra sencilla e 
intuitiva, un programa de gestión de empresa desde el cliente Easy Visual 
Creator. Una vez realizada la definición, se envía a la Central, el servidor, y 
ésta la implementa. De esta manera un gerente de una empresa sin 
conocimientos de informática puede realizar su propia aplicación totalmente 
adaptada a sus necesidades. 
 
Sin embargo, después de un año de programación por parte de todo el equipo 
de trabajo de la empresa, el cliente ya está implementado y la Central está en 
vías de desarrollo, pero la conexión entre ellos aún no se ha ni diseñado. A 
partir de la detección de la necesidad de crear dicha conexión nace el 
presente proyecto. 
 
Es por ello que este proyecto tenía como objetivo diseñar e implementar la 
conexión entre el cliente Easy Visual Creator y La Central. En la primera fase 
se analizaron las dificultades y problemas que presentaba inicialmente el 
proyecto. En la segunda etapa se tenía como fin desarrollar soluciones de 
diseño a los problemas detectados en la etapa anterior. En la tercera etapa se 
desarrollaron dichas soluciones de diseño y se idearon nuevas soluciones 
para los problemas que aparecían a lo largo de la realización del proyecto;.La 
cuarta etapa se destinó a implementar el escenario en la intranet de la 
empresa abandonando de esta manera el trabajo en local; Finalmente, en la 
quinta etapa, se realizaron pruebas para comprobar el correcto 
funcionamiento. 
 
En este documento se explican con detalle los problemas encontrados al 
inicialmente y durante la realización del proyecto, así como las tecnologías 
utilizadas para ello. Finalmente, también se describe la implementación del 
escenario final, adjuntando los propios manuales desarrollados durante el 
proyecto, y se explican a modo representativo algunas de las pruebas 
realizadas. 
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Overview 
 
The enterprise JustInMind, Sl has implemented during the last year an 
application which allows users define, graphically and easily, an enterprise 
management application by using Easy Visual Creator (EVC) client. Once the 
definition is completed, it is sent to the server, and this one implements the 
application from the received definition. By this means, an enterprise manager 
can implement the application completly adapted to the company although the 
manager possibly does not have any programming knownledge. 
 
However, after one year of working team’s work, the client has been finished 
and the server program is still being implemented, but there the connection has 
not been dealt with yet. This project was born at that moment in which the 
necessity to create the connection was detected. 
 
Due to it, this project has as aim to design and implement the connection 
between the client Easy Visual Creator and the server. In the first stage the 
difficulties and problems of the project were analysed. In the second one, the 
goal was to develop solutions to solve the problems detected in the previous 
stage. The third phase the solutions are implemented and new solutions must 
be found for the problems found during the project’s performing.  The fourth 
stage was to perform the environment, like for example the server’s 
configuration. This performing was developed in the intranet, so the local work 
was leaved. Finally, the last one was dedicated to check the proper 
connection’s performing. 
 
This paper details the found problems at the beginning of project as well as 
those found during the carrying out of the project and the technologies used for 
it. Finally, the final environment’s implementation is described. Any handbook 
developed during the project, and related to it, has been also attached to this 
document. Some of the tests developed in the last stage are also explained in 
this document just to show the proper performing of the implemented system. 
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INTRODUCCIÓN 
 
A lo largo del último año la empresa JustInMind S.A. ha implementado un 
programa cliente que permite crear definiciones de prototipos de aplicaciones 
de gestión de la empresa. Estos archivos son utilizados posteriormente por el 
programa servidor para implementar dicho prototipo1. El objetivo del sistema 
global es poder producir software en serie de forma automática y que sea el 
propio usuario final el que pueda diseñarse su propia aplicación, aunque no 
disponga de conocimientos de informática. 
 
Sin embargo, para que el sistema funcione correctamente es necesario que se 
cree el escenario, módulos y protocolos de conexión necesarios. Sin ellos, los 
programas cliente y el servidor se convierten en aplicaciones aisladas que no 
realizan ninguna función útil, ya que la definición por si sola no es más que una 
serie de archivos xml y el servidor sin definiciones no puede tampoco crear 
prototipos. 
 
El objetivo del presente proyecto es crear la conexión entre las dos 
aplicaciones. Para ello se utiliza la tecnología web services y se crea un 
protocolo de comunicación específico con el fin que el cliente pueda enviarle al 
servidor las peticiones y éste responderle. Además, se tienen en cuenta otros 
aspectos como, por ejemplo, la seguridad en la conexión mediante el uso del 
protocolo Secure Socket Layer, el cual permite cifrar los datos intercambiados 
en la comunicación. Todo ello se ha documentado en este documento de la 
siguiente manera: 
 
En el primer capítulo se explica la situación inicial del sistema y, por tanto, 
situación de partida del proyecto. Posteriormente se describen los problemas 
de dicha situación, los objetivos a cumplir mediante la realización del proyecto 
y, en líneas generales, las soluciones de diseño obtenidas para poder cumplir 
los objetivos solucionando los problemas. 
 
A continuación se describen en el segundo capítulo las tecnologías utilizadas 
para poder implementar las soluciones de diseño. A grandes rasgos, se ha 
utilizado JAVA como lenguaje de programación, los servicios web como 
tecnología de interconexión entre cliente y servidor, Java Messaging Service 
(JMS) como tecnología de intercomunicación entre las diferentes máquinas que 
componen el servidor y, finalmente, el Secure Socket Layer (SSL) como 
protocolo criptográfico para, tal y como se ha explicado anteriormente, 
conseguir una comunicación segura.  
 
Una vez explicadas las tecnologías se procede en el tercer capítulo a explicar 
detalladamente cada una de las decisiones de diseño del proyecto. Dichas 
decisiones consisten en, por un lado, el diseño realizado previamente durante 
                                            
1 En otras palabras, y con el objetivo de facilitar al lector el entendimiento del proyecto, podría 
utilizarse como símil una receta de cocina. El cliente realiza la receta que contiene los 
ingredientes y cómo deben combinarse, es decir, la definición de la aplicación. Posteriormente, 
a partir de la receta enviada por el cliente, el servidor cocina y obtiene el plato acabado o, en 
este caso, el prototipo de la definición. 
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la definición del proyecto, como por ejemplo la creación del protocolo de 
comunicación entre el cliente y el servidor o el uso de mensajes JMS entre las 
máquinas que componen el servidor; y, por otro lado, las soluciones diseñadas 
a lo largo del proyecto para resolver aquellos problemas que han surgido 
durante la realización del proyecto, como por ejemplo la creación y uso de 
sesiones virtuales. 
 
Finalmente, en el quinto capítulo se describe de forma más exhaustiva el 
escenario y la configuración de sus diferentes elementos. Además, se explican 
algunas de las pruebas de funcionalidad cuyos resultados han permitido poder 
confirmar el correcto funcionamiento del sistema creado y, por tanto, dar por 
finalizado el proyecto. 
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CAPÍTULO 1. DESCRIPCIÓN GENERAL 
 
El objetivo de este capítulo es explicar la situación inicial en la cual surge la 
necesidad de realizar el presente proyecto. Una vez explicada dicha situación 
se describen los problemas con los que se parte inicialmente y los que 
aparecen a lo largo de la realización de éste. Finalmente, se explican los 
objetivos del proyecto y, de forma genérica, las soluciones de diseño a las 
cuales se ha llegado para solventar los problemas descritos anteriormente. 
 
 
1.1. Situación inicial 
 
Durante varios meses se ha diseñado un sistema cuya finalidad es permitir que 
un usuario pueda definir cómo quiere que sea la aplicación de gestión para su 
empresa y que ésta se genere de forma automática, sin necesidad de saber 
programación y de forma adaptada a las necesidades del propio usuario.  
 
Con el fin de permitir al usuario crear la definición de la aplicación deseada, se 
ha implementado un programa cliente al cual se ha llamado Easy Visual 
Creator (EVC). Mediante la interfaz de EVC el usuario define los menús, 
acciones, pantallas y relaciones entre pantallas que deberá tener la aplicación. 
Estos elementos servirán para que la aplicación creada permita gestionar los 
recursos de la empresa, como por ejemplo clientes o pedidos, cómo quiere 
gestionarlos, qué apariencia deberá tener la interfaz y de qué menús  
dispondrá, entre otros posibles elementos. 
 
EVC permite también crear roles, de manera que la aplicación final podrá 
diferenciar entre diferentes tipos de usuarios. Las acciones y el acceso a las 
diferentes pantallas vendrán delimitados por el rol definido. Los roles definidos 
se almacenan en el archivo roles.xml. 
 
Definir roles es un punto crítico ya que, de esta manera, si el usuario es el 
director del departamento de I+D, por ejemplo, se le asigna un rol con el cual 
sólo pueda acceder a las pantallas y realizar acciones relacionadas con sus 
funciones de trabajo, como por ejemplo reservar una sala para una reunión. Sin 
embargo, no tendrá acceso a otras pantallas, como por ejemplo las de personal 
desde las cuales se puede realizar acciones como, por ejemplo, cambiar el 
sueldo a otros empleados o incluso a él mismo. 
 
A parte de los roles, pantallas y demás componentes explicados anteriormente, 
en EVC se dispone también de objetos de negocio, los cuales representan 
elementos reales de la empresa, como por ejemplo clientes o pedidos. La 
definición de dichos archivos es contenida por el archivo roles.xml. 
 
Una vez el usuario acaba de perfilar la definición la envía hacia la central. Ésta 
debe entonces generar automáticamente a partir de la definición recibida un 
prototipo de la aplicación, el cual, una vez creado, el usuario puede 
descargárselo para probarlo. Para el proceso de generación se debe equipar a 
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la Central de las tecnologías y software necesario. Lo cual todavía está en 
proceso de desarrollo. 
 
 
1.2. Descripción del problema 
 
Dado que el sistema se compone claramente de dos partes básicas, creación 
de definición en el cliente y generación en la Central, ninguno de los dos tiene 
sentido por si solo. Es decir, el cliente EVC crea definiciones pero éstas se 
limitan a ser archivos xml, y no una aplicación de gestión de la empresa como 
se pretende obtener finalmente. Si por el contrario sólo se tiene la Central 
tampoco se consigue el objetivo, ya que la Central necesita las definiciones 
creadas por los clientes EVC para poder generar prototipos de aplicaciones. 
Por lo tanto, se trata de una aplicación distribuida en la cual el cliente y el 
servidor son elementos imprescindibles.  
 
Las operaciones realizadas hasta el momento siempre han tenido un carácter 
local porque se han limitado a operaciones para conseguir crear correctamente 
los diferentes archivos, es decir, site.xml, roles.xml y objects.xml, y por tanto no 
han requerido la intervención del servidor.  
 
No obstante, se ha llegado a la fase en la cual se empiezan a implementar 
operaciones que necesitan la actuación de la Central, por lo que se deberán 
hacer peticiones remotas. Sin embargo, en el inicio de este proyecto, tanto 
EVC como la aplicación de la Central eran programas independientes que no 
disponían de ningún medio para poder comunicarse entre si. Este proyecto 
pretende que dichas peticiones remotas se pueden realizar gracias a la 
implementación en la Central de una serie de web services. La figura Fig. 
1. 1 muestra el escenario, simplificado, obtenido como resultado del presente 
proyecto. 
 
 
 
 
Fig. 1. 1 Escenario simplificado 
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El sistema ideado consiste, tal y como se puede observar en la Fig. 1.1, es una 
arquitectura cliente-servidor (Fig. 1. 2). Fundamentalmente, los clientes realizan 
peticiones al servidor desde cualquier lugar del mundo y éste les responde. 
 
 
 
Cliente Servidor
request
response
 
 
Fig. 1. 2 Arquitectura cliente-servidor 
 
 
No obstante, en el caso que se trata en este proyecto, debido a temas de 
rendimiento y seguridad, el servidor no consiste en una única máquina. La 
Central es un motor generador de aplicaciones que requiere muchos recursos. 
Por lo tanto, no es conveniente que la misma máquina que contiene los 
servicios web y servidor JMS sea también la máquina que realiza las 
generaciones, ya que esta implementación ralentizaría mucho el 
funcionamiento del sistema. 
 
Además, siempre existe, desafortunadamente, el riesgo de sufrir un ataque 
procedente de la red externa. Por ello, la máquina principal, en este caso la que 
contiene el motor de generaciones, debe estar en la red interna, fuera de la 
primera línea. 
 
Por ello se ha ideado una arquitectura divida en diferentes máquinas. En dicha 
arquitectura, los servidores que han de ser accedidos desde el exterior se 
deberían ubicar en una Zona DesMilitarizada (DMZ, Demilitarized Zone). Estos 
servidores son los que contienen los web services y el servidor JMS que 
permite la conexión con la máquina que contiene el motor de generaciones. No 
obstante, la DMZ todavía no ha sido implementada y se trabaja a nivel local 
(intranet). La arquitectura real actualmente consiste en una máquina física en la 
que se encuentra el servidor para los servicios web y servidor JMS y otra 
máquina física para el motor de operaciones de lógica de negocio. 
 
La comunicación entre los clientes EVC y la Central2 implica una serie de 
dificultades a destacar. El primer punto crítico es el hecho que las peticiones 
enviadas a la Central requieren generalmente pasar más de un simple dato. 
Por ejemplo, en el caso de pedir que una serie de clientes tengan acceso a un 
prototipo provoca que el cliente tenga que indicar a la central la operación de la 
cual se trata, el prototipo al cual se quiere permitir acceso y datos de los 
clientes a los cuales se quiere dar acceso. 
 
                                            
2 A lo largo del proyecto se denominará Central al conjunto de máquinas que contienen los 
servicios web, el motor de operaciones de lógica de negocio y el servidor jms. Las operaciones 
de Lógica de Negocio se identificarán como Central Core o Núcleo de la Central.  
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Una posible solución sería crear un web service o un método para cada 
petición y que éste requiriese muchos parámetros en su invocación. Pero esta 
opción es farragosa ya que se tendría que llamar a un web service o método 
distinto dependiendo de la operación. Además, la llamada al web service 
requeriría una gran cantidad de parámetros en algunos casos. En resumen, se 
obtendría como resultado un código caótico y poco elegante. 
 
Otro punto importante es el hecho que, si las operaciones se comunican 
directamente con la Central no hay ningún tipo de separación, de manera que 
tanto en el cliente como en el servidor las operaciones de la aplicación y la 
comunicación se encontrarían en la misma capa. Si en un futuro se cambiara la 
forma de comunicarse se tendrían que hacer cambios en la aplicación que 
estarían diseminados por las operaciones y que fácilmente se extenderían a 
muchas otras clases de la aplicación. Como consecuencia, un cambio en la 
comunicación derivaría en una ramificación de errores dispersos tanto en la 
aplicación cliente como en la aplicación servidor. 
 
Un obstáculo añadido a la complejidad del proyecto es que la generación en la 
central es un potente proceso que requiere muchos recursos. Además, la 
Central debe servir a más de un usuario, por lo que es posible que desde que 
el usuario realiza la petición hasta que la Central concluye la generación, se la 
envía al cliente y éste la recibe se de una demora importante.  
 
Por último, cliente y servidor son aplicaciones independientes y que no 
disponen de ninguna herramienta ni elemento que les permita entenderse. Por 
ello, será necesario implementar un sistema que les permita el entendimiento y, 
por tanto, el éxito en la comunicación.  
 
1.3. Objetivos y descripción general de solución de diseño 
 
El objetivo del presente proyecto es, pues, crear una estructura o sistema que 
haga posible la conexión descrita de forma que EVC pueda realizar peticiones 
a la Central para generar prototipos, eliminarlos o modificarlos entre otras 
posibilidades.  
 
Tal y como se ha mencionado anteriormente, se desea que la conexión se 
realice mediante un módulo de comunicación independiente de la aplicación en 
el EVC y en la Central, formando así un diseño basado en arquitectura por 
capas, y que las peticiones sean generalizadas, es decir, que se utilice siempre 
que sea posible los mismos recursos y métodos para realizar las llamadas al 
servidor. 
 
Para ello, la solución diseñada consiste a grandes rasgos en el uso de web 
services. El cliente dirigirá sus peticiones a dichos web services mediante una 
conexión SSL para proteger los datos. Éste hecho adquiere especial 
importancia porque el medio de comunicación puede ser hostil e incontrolado, 
como por ejemplo Internet, en el cual pueden existir usuarios maliciosos y de 
los cuales se deben proteger los datos a enviar. 
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Además, se creará un protocolo de comunicación llamado Visol que permitirá 
que el cliente EVC y la Central puedan entenderse. El protocolo Visol consistirá 
en el envío de ficheros .xml con cierta estructura. Estos mensajes serán 
creados y procesados por un módulo que dispondrá de una factory, la cual será 
responsable de crear el mensaje correctamente de acuerdo con la petición a 
realizar, así como de procesarlo también como sea debido.  
 
Con el fin de conseguir una estructura por capas se implementará un manager 
en la aplicación EVC a modo de interfaz que gestiona la comunicación, en vez 
de hacerlo las operaciones por si mismas.  La Central también dispondrá de 
una interfaz de comunicación. 
 
El problema de que el usuario tenga que esperar en aquellas peticiones que 
requieran mucho tiempo no puede obviarse. Algunos tipos de petición pueden 
ser respondidos rápidamente o incluso es un requisito que se respondan lo 
más rápidamente posible, como por ejemplo en el caso del login o el logout. En 
este caso se llevará a cabo una comunicación síncrona.  
 
En dicha comunicación, se enviará la petición desde el cliente EVC a la Central 
y se esperará la respuesta de la Central sin que se pueda realizar ninguna otra 
acción en el cliente EVC hasta que no llegue la respuesta. Por ejemplo, en el 
caso del login no tiene sentido alguno enviar la petición de login y permitir al 
usuario que mientras tanto envíe otras peticiones a la Central, ya que puede 
tratarse de un usuario no registrado.  
 
En  los casos que la Central vaya a requerir un tiempo considerable para poder 
responder a la petición la comunicación será asíncrona. Es decir, el cliente 
EVC enviará la petición y, una vez haya recibido el ack conforme la petición ha 
sido bien recibida en el servidor, se permitirá al usuario poder realizar otras 
acciones y peticiones. Este sistema evita que el usuario tenga que esperar a 
que la acción solicitada a la Central haya sido finalizada. Una vez la acción 
acaba,  la Central avisa al usuario de que dicha petición ha sido llevada a cabo.  
 
Por lo tanto es necesario desarrollar una comunicación asíncrona que permita 
al cliente EVC poder recibir mensajes del servidor en cualquier momento. Para 
esta implementación debe tenerse en cuenta el hecho que el cliente no 
escucha constantemente ni está preparado para recibir peticiones, para lo cual 
necesitaría tener instalado un software de servidor como por ejemplo Tomcat. 
Por estos motivos deberá implementarse un sistema que solucione este 
obstáculo sin utilizar software propio de servidor. 
 
La comunicación asíncrona adquiere una especial relevancia en el caso de 
generación. Esta afirmación se debe al hecho que generar un prototipo puede 
llegar a convertirse en una acción de 15 minutos en la Central. Obviamente, 
hacer que el usuario tenga que esperar un cuarto de hora de brazos cruzados 
esperando sin poder hacer nada más en el cliente EVC no es una solución 
viable ya que se pondría nervioso, no sabría si la aplicación se ha quedado 
colgada, etc., además de los problemas por timeouts, entre otros, en la 
comunicación.   
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Finalmente, tal y como se ha explicado en el apartado 1.2 Descripción del 
problema, la Central está compuesta por varias máquinas. Para que dichas 
máquinas puedan comunicarse entre sí se dispondrá de un servidor JMS y se 
implementarán las colas necesarias para poder atender las peticiones y 
responder. Se creará para ello una primera cola en la cual se almacenen las 
peticiones, una segunda cola para las respuestas síncronas y una  tercera cola 
para las respuestas asíncronas. Los procesos de los dos tipos de comunicación 
se han representado de forma simplificada en las figuras del anexo A.  
 
Finalmente, a lo largo del escenario se utilizan diferentes protocolos de 
comunicación, tal y como se puede observar en el gráfico del anexo P.  
 
 
1.4. Resumen del capítulo 
 
EVC y la Central han sido implementados independientemente y deben 
comunicarse. El objetivo del proyecto es, por tanto, diseñar e implementar la 
conexión entre ambos. 
 
Para realizar la comunicación se han detectado una serie de problemas, de los 
cuales destacan: el medio de comunicación puede ser hostil; Un servicio web o 
método para cada petición puede derivar en un código caótico; Si la lógica del 
programa accede directamente a la comunicación y en un futuro se cambia 
algo en la comunicación, los errores aparecerán diseminados en el cliente y en 
el servidor; El cliente y la Central no disponen de ningún sistema para 
entenderse; El servidor está formado por varias máquinas, de manera que 
necesitan un modo para poder comunicarse los diferentes módulos del servidor 
que están situados en máquinas físicas independientes. 
 
Para resolverlos se utilizarán protocolos y se configurarán las aplicaciones para 
poder llevar a cabo comunicaciones seguras. Se utilizarán servicios web para 
que el cliente envíe peticiones a la Central; También se diseñarán interfaces de 
comunicación para realizar una estructura por capas, de manera que las clases 
de conexión estén separadas del resto de la aplicación, tanto en el cliente EVC 
como en la Central; Además se diseñará un protocolo de comunicación para 
hacer posible el entendimiento entre aplicación cliente y servidor a la hora de 
hacer peticiones y enviar información; Por último, se utilizará un servidor JMS 
para permitir la comunicación entre los servicios web y la interfaz de 
comunicación de la Central, debido a que no se encuentran en la misma 
máquina y, por tanto, no pueden comunicarse directamente. 
 
Además, se han implementado dos tipos de comunicación: síncrona y 
asíncrona. El anexo A muestra los gráficos de diseño de ambas. 
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CAPÍTULO 2. TECNOLOGÍAS 
 
La arquitectura diseñada requiere una serie de tecnologías para poder ser 
implementada. Dichas tecnologías son:  
• JAVA 
• Servicios web 
• Java Messaging Service (JMS) 
• Secure Socket Layer (SSL) 
 
En este capítulo se expondrán los conceptos básicos de cada una de ellas. 
 
 
2.1 JAVA 
 
Java es un lenguaje de programación orientado a objetos desarrollado por Sun 
Microsystems, empresa líder en servidores para Internet y que desde hace 
tiempo tiene como lema “the network is the computer”3. Con este lenguaje, la 
empresa tenía como objetivo resolver los problemas aparecidos debido a la 
proliferación de arquitecturas incompatibles, es decir, diferentes máquinas y 
diferentes sistemas operativos incompatibles entre si. Esta incompatibilidad 
dificultaba poder crear aplicaciones distribuidas en una red, como por ejemplo 
Internet. 
 
La característica de Java que permite resolver el tema de la incompatibilidad 
consiste en que el código fuente de los programas desarrollados en Java se 
compila en un lenguaje que no es específico de la plataforma. Este código 
intermedio es denominado “bytecode” y no puede ser comprendido 
directamente por la máquina, por lo que tampoco puede ser ejecutado 
directamente. Para la comprensión  y ejecución del código es necesario que 
sea interpretado por una máquina virtual, la cual en el caso específico de Java 
recibe el nombre de JVM (Java Virtual Machine), la cual es específica de la 
plataforma. 
 
En resumen, las principales ventajas que Java presenta son: 
 
• Lenguaje multiplataforma: El programa desarrollado en Java, una vez 
compilado, puede ejecutarse en cualquier plataforma que tenga la JVM, 
ofreciendo de esta manera portabilidad 
• Simplicidad: Java ofrece toda la funcionalidad de un lenguaje potente 
sin la complejidad presentada por éstos al eliminar la aritmética de 
punteros, registros (struct) o definición de tipos, entre otras cosas 
• Distribuido: proporciona las librerías y herramientas necesarias para 
que los programas puedan ser distribuidos, es decir, que puedan 
interactuar con aplicaciones localizadas en otras máquinas mediante 
protocolos como por ejemplo http y ftp. 
                                            
3 Con este lema se pretende resumir la filosofía consistente en que el verdadero ordenador es 
la red en su conjunto y no cada ordenador en particular. 
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• Robustez: Java realiza verificaciones en busca de errores o problemas 
tanto en tiempo de compilación como en tiempo de ejecución. De esta 
manera, se pretende detectar los errores lo antes posible en el tiempo 
de desarrollo. Además, obliga a declarar explícitamente los métodos y 
maneja la memoria evitando así preocupaciones sobre la liberación o 
corrupción de memoria al programador. 
• Seguro: La seguridad en Java se ramifica en tres: primero, el verificado 
de código, el cual verifica el código de bytes a ejecutar para asegurarse 
de que dicho código se comporta correctamente y no va a ejecutar 
operaciones no permitidas; segundo, el cargador de clases, responsable 
de determinar cuándo y como un applet puede añadir clases a un 
entorno de Java en ejecución; y tercero, el gestor de seguridad restringe 
la forma en que un applet puede usar las interfaces visibles de las 
demás clases y puede realizar comprobaciones de seguridad en tiempo 
de ejecución sobre métodos potencialmente peligrosos. 
 
A pesar de sus ventajas, también tiene algunos inconvenientes: 
 
• Lentitud: Un lenguaje interpretado siempre presenta como 
inconveniente una cierta lentitud. Sin embargo, actualmente las JVM 
utilizan un JIT (Just In Time) Compiler. El JIT se encarga de compilar en 
tiempo de ejecución el código aún más para reducirlo, minimizando de 
esta manera el tiempo de ejecución. 
• Limitaciones del recolector de basura: éste elemento gestiona la 
memoria pero en el  momento en que actúa no puede controlarse 
manualmente. No obstante, esta limitación sólo presenta problemática 
en aplicaciones en tiempo real. 
• Limitaciones de la herencia: la herencia múltiple no está permitida. 
Este problema, afortunadamente, se puede resolver mediante el uso del 
mecanismo de interfaces. 
 
 
2.2 Servicios web 
 
Los servicios web son módulos de software a los cuales se puede acceder y 
enviar peticiones a través de una red, ya sea Internet o una simple intranet. La 
diferencia fundamental con el modelo tradicional web radica en el hecho que 
las páginas web son visitadas por los usuarios interesados, mientras que los 
servicios web son visitados por programas.  
 
En otras palabras, en las páginas web un usuario accede a Internet, entra en 
una página y realiza una serie de acciones o consultas. En cambio, en los 
servicios web, es un programa y no un usuario humano el que realiza la 
petición. De esta manera, una aplicación envía una petición sobre http a través 
de la red, el servicio recibe la petición, la procesa y le devuelve una respuesta..   
 
La tecnología de los servicios web pertenece al ámbito de la programación 
orientada a servicios y permite la creación de aplicaciones altamente 
distribuidas. Por ejemplo, una agencia de viajes puede ofrecer desde su página 
web información sobre hoteles, vuelos y pagar el viaje online.  
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El hecho que los servicios Web se basen en HTTP sobre TCP, en el puerto 80, 
es una característica muy atractiva dado que las organizaciones protegen sus 
redes mediante firewalls, los cuales filtran y bloquean gran parte del tráfico de 
Internet, cerrando casi todos los puertos TCP salvo el 80. Esto se debe a que 
este es el puerto que usan los navegadores. Así pues, no es una casualidad 
que los servicios web lo utilicen, sino que lo hacen precisamente para no ser 
bloqueados. 
 
Además, los servicios web ofrecen una doble interoperabilidad: Por un lado, 
permiten que distintas aplicaciones de software desarrolladas en lenguajes de 
programación diferentes puedan comunicarse. Por otro lado, también permiten 
que aplicaciones construidas sobre cualquier plataforma puedan utilizar los 
servicios web como herramienta de intercambio de datos mediante una red, 
como por ejemplo Internet.  
 
La característica de la interoperabilidad se consigue mediante la adopción de 
estándares abiertos. La Tabla 2. 1 muestra los estándares empleados. Las 
organizaciones OASIS y W3C son los comités responsables de la arquitectura 
y reglamentación de los servicios Web.  
 
 
Tabla 2. 1. Pila de interoperabilidad de servicio web 
 
Nombre Descripción 
UDDI4 (Universal 
Description, 
Discovery and 
Integration) 
Protocolo para publicar la información de los servicios 
Web. Permite a las aplicaciones comprobar qué servicios 
web están disponibles. 
SOAP (Simple 
Object Access 
Protocol) 
Protocolos sobre el que se establece el intercambio 
XML (eXtensible 
Markup 
Language) 
Formato estándar para la representación de los datos a 
intercambiar 
Protocolos 
comunes de 
Internet (HTTP, 
TCP/IP) 
Protocolo de seguridad aceptado como estándar por 
OASIS. Garantiza la autenticación de los actores y la 
confidencialidad de los mensajes enviados... 
 
 
Además de la doble interoperabilidad y el uso del protocolo http ya explicados, 
los servicios web aportan otras ventajas:  
 
En primer lugar, los servicios web fomentan los estándares y protocolos 
basados en texto. Este hecho facilita el acceso a su contenido y permite 
entender su funcionamiento.  
                                            
4 Debido a que en este proyecto no se ha utilizado UDDI, este documento sólo lo menciona en 
esta tabla como protocolo de los servicios web y se define más detalladamente en el anexo D. 
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En segundo lugar, son relativamente fáciles de implementar gracias a que se 
utiliza una infraestructura ya existente. 
 
En tercer lugar, sólo comportan un débil acoplamiento entre aplicación que usa 
el servicio web y el propio servicio,  aportando independencia entre ambos. 
Gracias a ello los cambios a lo largo del tiempo en uno no deben afectar al otro. 
Esta flexibilidad es importante debido a que la tendencia a construir las 
aplicaciones grandes a partir de componentes distribuidos más pequeños es 
cada vez mayor.  
 
Por último, los servicios web pueden trabajar no sólo sobre HTTP sino que 
sobre cualquier protocolo de Internet, como por ejemplo SMTP o FTP, aunque 
HTTP es el homologado por la W3C. 
 
A pesar de las ventajas mencionadas, los servicios web ofrecen una serie de 
inconvenientes que también se han tenido en cuenta: 
Por un lado, no son adecuados para realizar transacciones. No obstante, el 
proyecto que nos ocupa no requiere interacciones atómicas, de manera que no 
es un inconveniente para el desarrollo del proyecto. 
Por otro lado, debido a que los servicios web se basan en formato de texto su 
rendimiento resulta bajo comparado con RMI, CORBA y DCOM.  
Y, finalmente, dependiendo del lenguaje de programación elegido, la 
información sobre los servicios web puede ser escasa. Afortunadamente, en el 
caso del proyecto el lenguaje escogido es Java, para el cual hay bastante 
información por lo que este problema se ha dado en menor grado. 
 
 
2.2.1 Web Services Description Language (WSDL) 
 
Las aplicaciones clientes llaman a los servicios web, pero para poder hacerlo 
necesitan saber dónde se encuentran ubicados y cómo acceder a ellos. Con el 
fin de resolver esta necesidad se creó el lenguaje de Descripción de Servicios 
Web (WSDL). 
 
Un documento WSDL es un archivo en XML que contiene un grupo de 
definiciones que describen un servicio web, proveyendo de esta manera  la 
información necesaria para acceder a él y utilizarlo: los métodos existentes, el 
protocolo que se debe utilizar en la invocación, la dirección de red y el formato 
de los datos. 
La estructura de un documento WSDL es la siguiente: 
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WSDL
Definitions
Types
Message
PortType
Binding
Service
 
 
Fig. 2. 1 Esquema de las relaciones entre los distintos elementos que 
componen un documento WSDL. 
 
 
• Types: Tipos de datos usados en los mensajes (XML Schema). 
• Messages: Definición abstracta de los datos transmitidos. 
• PortType: Conjunto de operaciones abstractas. 
• Binding: Protocolo concreto y especificaciones de las operaciones del 
mensaje. 
• Port: Especifica una dirección para el enlace definiendo un único punto 
de destino. 
• Service: Colección de puntos de destino. 
 
En el anexo C se ha adjuntado un ejemplo de documento WSDL. 
 
Los desarrolladores deben examinar el documento WSDL de un servicio web 
existente, si desean que su aplicación se comunique con él para averiguar que 
métodos hay disponibles  y cómo realizar las llamadas (Fig. 2. 2). 
 
Para detectar los servicios web ya existentes y sus correspondientes 
documentos WSDL se puede utilizar el registro empresarial UDDI, en el cual 
las empresas registran sus servicios. 
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Fig. 2. 2 Esquema del uso del protocolo WSDL 
 
 
2.2.2 Simple Object Access Soap (SOAP) 
 
Con la aparición del los servicios web, SOAP se ha convertido en el protocolo 
de comunicación para crear e invocar aplicaciones a través de la red. No 
obstante, SOAP no es el primer intento de protocolo para permitir la 
comunicación entre aplicaciones.  
 
A lo largo del tiempo se han creado multitud de protocolos para facilitar la 
comunicación entre aplicaciones, como por ejemplo RPC de Sum, DCE de 
Microsoft o RMI de java. Sin embargo, ha sido SOAP el protocolo que ha tenido 
una gran aceptación.  
 
El motivo de su éxito es debido en parte a que ha recibido el apoyo por parte 
de la industria. SOAP es el primer protocolo de su tipo que ha sido aceptado 
prácticamente por todas las grandes compañías de software del mundo, incluso 
compañías que raramente cooperan entre sí. Algunas de estas compañías son 
Microsoft, IBM, SUN, Microsystems, SAP y Ariba. 
 
El protocolo SOAP fue desarrollado a partir del protocolo XML-RPC (envío de 
parámetros y recepción de resultados). En 1999 apareció la versión SOAP 1.0, 
en el año 2000 se evolucionó a SOAP 1.1 y, finalmente, en el 2003 surgió 
SOAP 1.2. 
 
La creación del protocolo SOAP responde a la necesidad de resolver los 
problemas de la falta de interoperabilidad entre las tecnologías que se habían 
intentado utilizar (COM, CORBA, EJB entre otros) para el desarrollo de 
aplicaciones distribuidas.  Para ello, se diseñó el protocolo tomando como base 
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protocolos ya establecidos y de gran aceptación en Internet, como HTML y 
XML.  
 
Así pues, de forma resumida, se puede definir SOAP (Simple Object Access 
Protocol) como un protocolo de mensajes que determina cómo pueden 
comunicarse dos objetos en diferentes procesos mediante el intercambio de 
datos en formato XML. Por tanto, provee el sobre para enviar los mensajes de 
los servicios web. Sus objetivos primordiales son: 
 
• Establecer un protocolo estándar de invocación de servicios remotos, 
basado en estándares de Internet: HTTP para la transmisión de datos y 
XML para la codificación de éstos. 
• Independencia de plataforma, lenguaje de desarrollo e implementación. 
 
Si bien SOAP es un protocolo, no se basta él sólo para la comunicación, sino 
que básicamente SOAP consiste en mensajes XML. Para el transporte e 
intercambio de mensajes generalmente suele utilizarse HTTP, que es el único 
homologado por el W3C, aunque también puede trabajar sobre otros como por 
ejemplo SMTP o FTP. 
 
 
Implementación 
SOAP
Parser XML
Aplicación
Cliente
INTERNET
Implementación 
SOAP
Parser XML
Servidor web
Servidor
Servidor de 
aplicaciones
Datos
Acceso a 
bases de 
datos
 
 
Fig. 2. 3 Esquema del funcionamiento de SOAP 
 
 
Tal y como muestra la figura, la petición del cliente es serializada5 en un 
mensaje SOAP, mensaje XML, y enviado al servidor. Una vez en el servidor el 
                                            
5 Además de definir los mensajes, la especificación de SOAP define una forma de codificar los 
datos contenidos en un mensaje. La codificación de SOAP proporciona un mecanismo 
estándar para serializar los tipos de datos no definidos en la parte 1 de la especificación del 
esquema de XML. 
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mensaje se deserializa para poder leerlo. Después, la respuesta por parte de la 
aplicación del servidor es serializada y enviada hacia el cliente, el cual 
deserializa la respuesta y procesa los datos recibidos. 
 
Las ventajas del protocolo SOAP son: 
 
• No está asociado con ningún lenguaje: el desarrollador tiene total 
libertad para programar utilizando el lenguaje que desee o con el que se 
vea obligado, como es en el caso del mantenimiento de antiguas 
aplicaciones. 
• No está fuertemente asociado a ningún protocolo de transporte. Tal y 
como se ha explicado anteriormente, utiliza HTTP pero puede trabajar 
también con otros protocolos. 
• No está atado a ninguna infraestructura de objeto distribuido. 
• Aprovecha los estándares existentes de la industria, tal y como también 
se ha mencionado anteriormente. 
• Permite la interoperabilidad entre múltiples entornos: debido a que 
SOAP está desarrollado sobre los estándares existentes, las 
aplicaciones que se ejecuten en plataformas que soporten dichos 
estándares pueden comunicarse mediante mensajes SOAP. 
 
Para más información sobre el protocolo SOAP, véase Anexo D. 
 
 
2.3 Secure Socket Layer (SSL) 
 
Secure Socket Layer (SSL) es un protocolo criptográfico desarrollado por 
Netscape Communications Corporation en 1996 para dar seguridad a la 
transmisión de datos6.  
                                                                                                                                
SOAP utiliza mensajes XML, texto, para enviar la información, es decir, los datos binarios. El 
proceso para convertir dichos datos a una representación de texto es conocido como 
serialización. 
 
Debido a que SOAP está basado en XML, éste a su vez no soporta el envío de cualquier 
carácter ya que algunos caracteres son utilizados para control de los mensajes, como por 
ejemplo el carácter cero sería utilizado para la finalización de una cadena de caracteres (string) 
 
Si se desea enviar un objeto complejo o un objeto con una imagen, los datos deben ser 
transformados de binarios a una cadena de caracteres. Esta técnica es conocida como Encode.  
 
Hay varias formas de llevar a cabo la serialización, y de todas ellas la forma que se utilizará 
está determinada por el atributo encoding que se especifica en la cabecera XML de un mensaje 
SOAP. 
 
6 Las primeras implementaciones de SSL podían usar claves simétricas con un máximo de 40 
bits. Este número tan reducido se debió al gobierno de los Estados Unidos, el cual impuso esta 
restricción de manera que la clave era lo suficientemente pequeña para ser “rota” por un ataque 
de fuerza bruta llevado a cabo por las agencias de seguridad nacional que desearan leer el 
tráfico cifrado, a la vez que representaba un obstáculo para atacantes con menos medios. 
Después de varios años de controversia pública y pleitos las autoridades relajaron algunos 
aspectos, con lo cual la limitación de claves de 40-bit en su mayoría ha desaparecido. 
Actualmente las implementaciones modernas usan claves de 128-bit (o más) para claves de 
cifrado simétricas. 
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Este protocolo permite abrir conexiones seguras a través de una red, como por 
ejemplo Internet, cifrando los datos intercambiados entre cliente y servidor 
mediante un algoritmo de cifrado simétrico. Para poder intercambiarse la clave 
de sesión utilizada entre cliente y servidor, se utiliza un algoritmo de cifrado de 
clave pública, típicamente RSA. Como algoritmo de hash se utiliza MD5.  
 
Para cada transacción de envío de datos se genera una clave de sesión 
distinta, de manera que aunque la clave sea reventada para una transacción, 
las futuras transacciones no se verán afectadas porque utilizarán otras claves 
distintas.  
 
La principal área de aplicación de las conexiones SSL es asegurar el 
comunicación entre el navegador y el servidor web. Pero SSL también se utiliza 
frecuentemente para asegurar la comunicación entre servidores. 
 
SSL tiene como objetivos: 
 
• Seguridad: mediante el cifrado de datos se garantiza que terceros no 
podrán tener acceso a la información cuando es enviada a través de la 
red.  
• Integridad de los datos: la información enviada mediante una conexión 
puede ser validada en los extremos para comprobar que no ha sido 
alterada durante el camino. 
• Autenticidad: nadie puede hacerse pasar por un sitio porque gracias a 
los algoritmos de encriptación se comprueba que los datos realmente 
han llegado al servidor que el cliente espera. La autenticidad permite 
evitar fraudes y ataques como Phishing o Man in the Middle entre otros. 
Habitualmente, y tal y como se ha diseñado en este proyecto, sólo el 
servidor es autentificado para garantizar así su identidad, pero existe la 
opción de autenticación mutua en la cual el propio cliente también debe 
autentificarse. 
•  
 
2.3.1 Certificados digitales 
 
Las conexiones SSL requieren que el servidor disponga de un certificado 
digital, el cual consiste en un archivo que identifica de modo único tanto a 
individuos como a servidores. Gracias a este archivo, el servidor puede 
autentificarse antes de establecer la sesión SSL.  
 
Los certificados digitales están generalmente firmados por una autoridad de 
certificación (CA), la cual es fiable y permite garantizar la validez del certificado. 
En caso de no estar firmados, si se accede mediante un navegador, aparece 
un mensaje para que sea el propio usuario quien decida si confía o no en el 
contenido de la página. 
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Fig. 2. 4 Mensaje para preguntar al usuario si desea confiar en el 
certificado y acceder a la página 
 
 
El contenido de un certificado digital es el siguiente: 
 
• Clave pública. 
• Clave privada 
• Información del propietario 
• Información del emisor del propietario 
 
 
2.3.2 Funcionamiento del protocolo 
 
SSL tiene dos fases en su proceso de comunicación: La primera fase utiliza el 
protocolo SSL handshake. Durante esta fase se establece una comunicación 
basada en encriptación asimétrica en la cual el cliente y el servidor 
intercambian una serie de mensajes y negocian los parámetros de la sesión. La 
segunda fase es en la que se establece la verdadera sesión de comunicación 
donde las aplicaciones intercambian información.  
 
Las fases del SSL handshake son: 
 
• Client Hello: esta es la fase de presentación del cliente. En ella le indica 
qué algoritmos de encriptación soporta, le envía un número aleatorio 
para poder realizar la comunicación segura aún en el caso que el 
servidor no pueda certificar su validez y pide al servidor que certifique 
quien es. 
• Server Hello: Como respuesta, el servidor también se presenta enviando 
al cliente su certificado digital encriptado, su llave pública, el algoritmo 
que usará y otro número aleatorio. El algoritmo que usará será el más 
potente que soporte tanto el servidor como el cliente.  
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• Aceptación del cliente: El cliente recibe el certificado digital del servidor, 
lo desencripta usando la llave pública recibida y lo verifica mediante su 
almacén de certificados. Después realiza verificaciones del certificado 
por medio de fechas y URL del servidor, entre otros. Finalmente, el 
cliente genera una llave aleatoria usando la llave pública del servidor y el 
algoritmo seleccionado y se la envía al servidor cifrada con la propia 
llave pública del servidor. La llave encriptada es la que se utilizará para 
la encriptación simétrica durante el intercambio de datos cuando la 
conexión SSL esté totalmente establecida. 
• Verificación: El servidor recibe la llave encriptada, la desencripta con su 
llave privada y, con el fin de asegurar que nada ha cambiado, ambas 
partes se envían las llaves. Si coinciden, el handshake concluye y 
comienza la transacción. 
 
Respecto al fin de la comunicación SSL, cuando el cliente abandona el 
servidor, se le informa que teminará la sesión segura para luego terminar con 
SSL. 
 
 En el siguiente esquema de la Fig. 2. 5 se muestra el proceso del Handshake 
del protocolo SSL: 
 
 
 
 
Fig. 2. 5 Esquema del proceso de Handshake 
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2.4 Java Message Service (JMS) 
 
Java Message Service (JMS) es una especificación, un API de Java, diseñada 
por Sun junto con otras compañías. Este API define un conjunto de interfaces y 
semántica que permite a las aplicaciones escritas en Java crear, enviar, recibir 
y leer mensajes. De esta manera, las aplicaciones pueden comunicarse con 
otras implementaciones de messaging7. Se podría hacer un símil con el e-mail 
utilizado por las personas para intercambiarse mensajes, sólo que en este caso 
no son personas sino aplicaciones las que intercambian los mensajes. 
 
En las comunicaciones clientes servidor convencionales, el intercambio de 
datos requiere que las dos partes estén presentes mientras dure la transmisión, 
es decir, se trata de comunicaciones síncronas. Los sistemas de mensajería 
ofrecen la ventaja de aportar la posibilidad de comunicaciones asíncronas entre 
aplicaciones que pueden residir en distintas máquinas.  
 
El hecho de que las comunicaciones puedan ser asíncronas se traduce en la 
práctica en que JMS permite por un lado crear comunicaciones en las cuales el 
la aplicación destinataria final no tiene ni que estar presente en el momento del 
envío por parte del remitente (loosely coupled), y por otro lado que las 
comunicaciones sean fiables, ya que el API de JMS ofrece la posibilidad de 
asegurar que un mensaje es entregado una vez y sólo una vez. 
 
Las infraestructuras que soportan messaging son conocidas como Message-
Oriented Middleware (MOM). Una arquitectura MOM típica define: la estructura 
de los mensajes; como enviar y recibir mensajes; y scaling guidelines. Hay 
muchos productos MOM en el mercado, pero todos ellos se pueden clasificar 
en una de las siguientes categorías según el tipo de comunicación:  
 
• Comunicación punto a punto (Point To Point, PTP): Este tipo de 
aplicación está basada en colas de mensajes, aplicaciones cliente 
remitentes y aplicaciones cliente destinatarias. Cada mensaje va dirigido 
a una cola específica y los clientes destinatarios los extraen de las colas 
establecidas para mantener sus mensajes. Todos los mensajes son 
retenidos en las colas hasta que son extraídos o expiran.  Las 
principales características de PTP son: 
o Cada mensaje tiene un único destinatario. 
o No hay dependencias de tiempo entre aplicación remitente y 
aplicación destinataria, o en otras palabras, no se requiere que 
ambos estén presentes para el intercambio. 
o El destinatario confirma que el mensaje ha sido procesado 
correctamente (sistema de acknowledgment). 
                                            
7 Messaging es un método de comunicación entre aplicaciones en el cual las aplicaciones que 
intervienen en la comunicación puede enviar y recibir mensajes de cualquier otro cliente. Para 
ello, cada cliente se conecta a un agente de mensajería que también puede crear, enviar, 
recibir y leer mensajes.  
Una de las características básicas del messaging es que permite que la comunicación 
distribuida esté poco débilmente acoplada (loused coupled). Así pues, remitente y destinatario 
no necesitan estar disponibles en el mismo momento para comunicarse, es más, tanto el 
remitente como el destinatario necesitan saber sólo el formato del mensaje y el destino a 
utilizar.    
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Fig. 2. 6 Point-to-Point Messaging 
 
 
• Comunicación orientada a suscripción (Publish/Subscribe): En este 
caso no hay un emisor y un receptor únicos sino que consiste en una 
serie de clientes, llamados publishers, que envían mensajes dirigidos a 
un mensaje (Topic) y las aplicaciones suscritas (subscribers) a aquel 
tema consumen el mensaje. Tanto los Publishers como los subscribers 
suelen ser anónimos. El sistema se encarga de controlar la distribución 
de mensajes de manera que los mensajes de un tema enviados por 
múltiples publishers lleguen a los subscribers. Las principales 
características de Pub/Sub son: 
o Cada mensaje puede tener varios destinatarios 
o Existe una dependencia temporal entre publishers y subscribers 
en el sentido que un cliente sólo puede consumir aquellos 
mensajes que hayan sido creados después de que el cliente 
hiciera la suscripción y, además, el subscriber debe continuar 
estando activo para poder consumir mensajes. 
 
La relación entre ambas comunicaciones se muestra en la Tabla 2. 2: 
 
 
Tabla 2. 2. Relación entre comunicaciones Publisher-Subscriber i Point-To-
Point 
 
JMS Publisher-Subscriber PTP 
Destination Topic Queue 
ConnectionFactory TopicConnectionFactory QueueConnectionFactory 
Connection TopicConnection QueueConnection 
Session TopicSession QueueSession 
MessageProducer TopicPublisher QueueSender 
MessageConsumer TopicSubscriber QueueReceiver 
 
 
 
2.4.1 Arquitectura JMS 
 
Cualquier aplicación JMS está compuesta de las siguientes partes: 
Proveedores JMS, objetos administrados, mensajes JMS, clientes JMS y 
clientes nativos. A continuación se describe cada uno de ellos. 
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• Proveedor JMS: El proveedor JMS es el sistema de mensajes que 
implementa las interfaces JMS y proporciona los recursos administrativos y 
de control. 
• Objetos Administrados: Los Objetos Administrados son los puntos a los 
cuales se comunican los clientes JMS para recibir o enviar mensajes. Estos 
objetos JMS son preconfigurados por un administrador, por ellos se llaman 
administrados, y se sitúan en el espacio de nombre de JNDI (Java Naming 
and Directory Interface) para que los clientes puedan solicitarlos. 
o Existen dos tipos de objetos administrados: 
 ConnectionFactory: Este objeto JMS tiene como función crear una 
conexión al proveedor del sistema de mensajes. La creación de una 
conexión se realiza bajo el patrón singleton, por lo que solamente 
existirá un objeto de este tipo en toda la aplicación, el cual controlará 
a todos los demás. 
 Destination: Son los destinos y recipientes de los mensajes, es 
decir, las colas. Los clientes JMS envían mensajes a una cola y una 
o varias aplicaciones consultan la cola y recogen el mensaje. 
• Mensajes: Un mensaje es una conjunto de bytes que tiene significado para 
las aplicaciones que lo utilizan. Son, en cierta manera, el contenedor de los 
datos que las aplicaciones quieren transferirse y son enviados de un cliente 
JMS a otro.  
o Los mensajes JMS están formados por tres partes claramente 
diferenciadas: 
 Header: Es la cabecera del mensaje. Está compuesta por una serie 
de campos que permiten tanto a clientes como a proveedores 
identificar los mensajes.  
 Properties: Estos campos permiten añadir propiedades 
personalizadas para un mensaje en particular.  
 Body: Contiene los datos a intercambiar entre los clientes.  
 
• Clientes JMS: Son las aplicaciones Java que envían y reciben mensajes 
para intercambiar información. Para enviar o recibir mensajes cada cliente 
debe: 
o Conseguir un objeto ConnectionFactory a través de JNDI 
o Conseguir un destino mediante el objeto Destination a través de JNDI. 
o Usar connectionFactory para conseguir un objeto Connection. 
o Usar Destination para crear un objeto Session. 
 
• Clientes nativos: Son aquellas aplicaciones que fueron implementadas 
antes de la aparición del sistema y que por ello utilizan un API nativo en vez 
de JMS. 
 
 
2.5 Resumen del capítulo 
 
En este capítulo se han descrito las diferentes tecnologías utilizadas en el 
proyecto, empezando por Java, lenguaje de programación utilizado en el 
proyecto, el cual es un lenguaje orientado a objetos desarrollado por Sun 
Microsystems. Sus múltiples e interesantes ventajas han tenido suficiente peso 
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frente a sus punto débiles como para que se haya decidido utilizarlo para la 
programación en este proyecto.  
 
En este mismo capítulo se han descrito los servicios web, los cuales consisten 
en módulos de software que permiten el envío de peticiones y de las 
correspondientes respuestas entre aplicaciones mediante la red. Los 
componentes básicos de los servicios web: el Lenguaje de Descripción de 
Servicios (WSDL), el protocolo Simple Object Access Protocol (SOAP) y el 
Universal Description, Discovery and Integration (UDDI). 
 
A continuación se ha definido el protocolo Secure Socket Layer (SSL), el cual 
es un protocolo criptográfico que garantizará la seguridad en la transmisión de 
datos.  
 
En último lugar se ha explicado la especificación de Java conocida como Java 
Message Service (JMS). Mediante este API  las aplicaciones escritas en Java 
pueden crear, enviar, recibir y leer mensajes. De este modo, las aplicaciones 
pueden comunicarse con otras implementaciones de messaging.  
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CAPÍTULO 3. DISEÑO 
 
A lo largo de este capítulo se citarán y explicarán cada una de las decisiones 
de diseño que se han tomado durante la realización del proyecto para 
conseguir la comunicación deseada entre clientes y servidor.  
 
Dichas decisiones incluyen dos vertientes claramente diferentes. Por un  lado, 
se han tomado decisiones previas como por ejemplo la tecnología de servicio 
web a utilizar, el diseño de la arquitectura del sistema o la realización de la 
comunicación mediante mensajes JMS entre las diferentes partes de la central. 
Por otro lado se han tenido que tomar decisiones de diseño para resolver 
problemas que han surgido durante la realización del proyecto. Algunos 
ejemplos de estas decisiones de diseño son, por ejemplo, las sesiones virtuales 
o el trato en memoria de archivos. 
 
 
3.1 Dos tipos de comunicación: síncrona y asíncrona 
 
El cliente EVC envía peticiones a la central. Dichas peticiones pueden ser 
respondidas al momento por la central en algunos casos, pero en otros pueden 
requerir un mayor tiempo. Por ejemplo, en el caso de generación de un 
prototipo a partir de una definición enviada por el cliente, el motor de 
generaciones puede requerir un tiempo significativo. En estos casos no 
conviene que la aplicación cliente tenga que parar y esperar el resultado de la 
central, ya que supondría que el usuario tendría que estar inactivo sin poder 
trabajar con EVC durante todo ese tiempo. 
 
La solución planteada para resolver este problema es la creación de dos tipos 
de comunicaciones:  
 
Comunicación síncrona: se da en aquellos casos en los cuales la central puede 
contestar al momento y que, por tanto, no requieren esperar mucho tiempo. En 
este tipo de comunicación el cliente envía la petición a la central y espera a que 
le llegue la respuesta de ésta. Un ejemplo es el caso del login, en el cual el 
usuario envía su identificador y su contraseña. Si éstos son correctos el usuario 
es conectado a la central. En caso contrario no se conecta y le aparece un 
mensaje de feedback por pantalla. 
  
Comunicación asíncrona: tiene lugar en aquellos casos en los que la central 
requiere mucho tiempo de procesado8. En este tipo de comunicación el cliente 
EVC realiza la petición pero no espera la respuesta de la central, sino que 
permite al usuario continuar trabajando.  Cuando la central acaba tiene que 
enviar la respuesta al cliente.   
 
En pocas palabras, la diferencia entre los dos tipos de comunicación es que en 
la comunicación síncrona el cliente tiene una petición, un mensaje, que enviar a 
                                            
8 En las pruebas realizadas este tiempo ha sido de una media de 15 minutos como mínimo si 
cliente y servidor se encuentran en la misma red local. 
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la Central y esperará la respuesta definitiva de ésta hasta permitir al usuario 
continuar trabajando con la aplicación. En la comunicación asíncrona, el cliente 
no espera la respuesta, permite al usuario continuar trabajando y es la central 
quien posteriormente quiere comunicarse con el cliente una vez se ha acabado 
el proceso y obtenido la respuesta a la petición. El problema de la 
comunicación asíncrona se encuentra en el hecho que el cliente no puede 
escuchar el medio para responder a peticiones, como hace un servidor con el 
software adecuado.  
 
Para solucionar este obstáculo hay dos posibilidades de diseño: la primera 
consiste en que el cliente envíe mensajes a la central cada cierto tiempo 
preguntando si hay alguna respuesta pendiente para él; la segunda posibilidad 
consiste en que el cliente EVC escuche constantemente para poder recibir 
mensajes de la Central.  
 
No obstante, la segunda opción presenta como dificultad que el cliente no es 
un servidor y, por tanto, como cliente está limitado a hacer sólo peticiones. La 
creación de un thread que se conecta a un servicio web que recibe mensajes 
del núcleo de la central permite solventar el obstáculo. De forma más precisa, 
la solución propuesta consiste en que al registrarse el usuario en la central 
mediante el login se crea, de forma paralela, un thread que se conecta a la 
central para escuchar posibles mensajes de ésta.  Así pues, en la 
comunicación asíncrona, el cliente envía una petición y recibe un ack 
confirmando que se ha recibido correctamente en la central. Automáticamente 
la aplicación EVC permite que el usuario pueda continuar trabajando. Cuando 
la central tiene la respuesta el cliente la recibe automáticamente, ya que al 
estar el thread del cliente conectado a la central se puede decir que, en cierto 
modo, está escuchando constantemente a la central. 
 
La diferencia básica entre las dos opciones es una cuestión de eficiencia y 
rendimiento en el funcionamiento de la central. En la primera opción el cliente 
crea mensajes cada cierto tiempo para saber si la central tiene que informarle 
de algún evento. La Central entonces tiene que atender esas peticiones, 
comprobar si hay algún mensaje para el cliente de la petición y responder 
consecuentemente. Este funcionamiento significa que la Central tiene que 
dedicar recursos constantemente a responder estos mensajes cuando, muy 
probablemente, la respuesta será negativa. Por tanto, será una comunicación 
poco eficiente y que provocará que baje el rendimiento de la Central.  
 
Además, en el momento que el número de clientes sea notablemente elevado 
esta opción deja de ser viable, ya que la Central no podría atender el número 
de peticiones de este tipo de consulta, atender el resto de peticiones y realizar 
las operaciones pertinentes a la vez. 
 
Otro punto crítico que no se puede obviar, y que refuerza la decisión de 
descartar la primera opción, es la configuración del tiempo entre mensaje y 
mensaje. Este tiempo no puede ser muy elevado porque podría convertirse en 
ineficiencia para el usuario. Por ejemplo, si se configurara este tiempo, timeout, 
de 30 minutos, podría ser que la respuesta ya estuviera, el usuario la 
necesitara urgentemente, y aún así tendría que esperar hasta que expirase el 
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timeout para enviar un nuevo mensaje de consulta a la central. Es por ello que 
sería recomendable utilizar tiempos menores, lo cual podría derivar en clientes 
enviando mensajes de consulta cada muy poco tiempo. Esta acción podría 
llegar a ser comparable con un ataque al servidor si el número de usuarios es 
muy elevado. 
 
En cambio, en la segunda opción el cliente se conecta a la central y ésta sólo 
debe destinar recursos para enviar un mensaje cuando realmente tiene un 
mensaje de respuesta para ese determinado cliente.  
 
En consecuencia, finalmente se ha optado por la segunda opción para no 
afectar al rendimiento de la Central y disponer de una solución más escalable. 
Esta opción permite una comunicación asíncrona que evita tiempos de espera 
demasiado largos para el usuario y el uso ineficiente de los recursos de la 
central (ver Anexo Q. Diagrama de secuencia de las operaciones). 
 
Por último, sólo destacar que para la central la comunicación se realiza siempre 
de la misma manera y es el cliente el que decide el tipo de comunicación, ya 
que es la aplicación cliente quien decide si hacer esperar al usuario a recibir la 
respuesta definitiva para poder hacer otras operaciones o no, lo cual 
dependerá de la petición que se ha realizado.  
 
 
3.2 Servicios web 
 
Los clientes EVC necesitan un medio para enviar las peticiones a la Central, las 
cuales pueden darse en cualquier momento. Es necesario, por tanto, crear una 
aplicación que escuche constantemente la red esperando recibir peticiones de 
los clientes. Una vez las recibe se las pasa a la Central. 
 
A la hora de implementar un servicio web, uno debe decidir qué tecnología 
utilizar. En el caso presentado en este proyecto, los clientes se deben 
comunicar con la Central a través de Internet. Los XML Web Services son una 
buena opción especialmente para este escenario ya que utilizan el protocolo 
http y el puerto 80, o 443 en caso de comunicación segura, de manera que los 
firewalls no los detienen. 
 
 
3.2.1 Elección del protocolo de servicio web 
 
Dentro de los servicios web hay dos tendencias predominantes hasta el 
momento: XML-RPC y SOAP. A grandes rasgos, el protocolo XML-RPC es 
mucho más sencillo gracias a su sintaxis, la cual puede ser fácilmente 
entendida permitiendo evitar errores. Sin embargo, ha sido menos aceptado y 
por lo tanto presenta menos librerías y menos apoyo en cuanto a manuales y 
otro material de soporte.  
 
Contrariamente a XML-RPC, SOAP se presenta como un protocolo mucho más 
complejo, lo cual puede ser un inconveniente a la hora de aprenderlo, pero 
ofrece a cambio un soporte mucho más minucioso y completo.  
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La Tabla 3. 1 resume las principales diferencias entre ambos protocolos: 
 
 
Tabla 3. 1. Tabla comparativa entre XML-RPC y SOAP 
 
Características XML-RPC SOAP 
Esclarares básicos SÍ SÍ 
Estructuras SÍ SÍ 
Arrays SÍ SÍ 
Estructuras nombradas y arrays NO SÍ 
Manejo de fallos SÍ SÍ9 
Facilidad de aprendizaje SÍ NO 
Conjunto de caracteres NO SÍ 
Requiere entendimiento por parte del cliente NO SÍ 
Instrucciones de procesamiento específicas NO SÍ 
 
 
Debido a las características presentadas por los protocolos se ha optado por 
utilizar el protocolo SOAP. Respecto a su complejidad, hoy en día existen 
potentes herramientas que simplifican notablemente el trabajo de 
implementación de servicios web, como por ejemplo la herramienta 
AdminClient de axis. Esta herramienta permite crear la estructura (interfaces y 
stubs) necesaria para el servicio web de forma automática mediante consola 
introduciendo una serie de comandos con los parámetros deseados.  
 
Otro argumento a favor del uso de SOAP es que dadas las características del 
proyecto y que el sistema diseñado inicialmente puede variar, ya que la central 
aún no se ha acabado de diseñar, es más conveniente utilizar un potente 
protocolo que ofrezca garantías de poder adaptarse a los nuevos cambios que 
se requieran, es decir, que proporcione una solución escalable. 
 
 
3.2.2 Diseño de los servicios web 
  
Una vez se ha elegido la tecnología a utilizar se llega a la siguiente etapa de 
diseño en la cual se decide cómo implementar la aplicación, o en otras 
palabras, qué servicios web vamos a implementar. 
 
Una posible solución sería crear un servicio web para cada caso de uso. Según 
este planteamiento, el cliente debería llamar a un servicio web diferente para 
cada operación. Sin embargo, en la gran mayoría de las operaciones lo único 
que se hace por parte del cliente es enviar un mensaje visol, que consiste en 
un documento XML. Dicho documento contiene la petición con los datos 
necesarios. En algunos casos se envía un fichero junto al mensaje visol.  
 
En definitiva, un elevado porcentaje de las operaciones de los clientes 
consisten en enviar ficheros al servidor. Crear un servicio web para la petición 
                                            
9 Conjuntos de caracteres soportados: US-ACII, UTF-8, UTF-16. 
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de cada operación a la práctica se traduce simplemente en tener varios 
servicios web para recibir los ficheros del cliente. De esta manera 
obtendríamos varios servicios web para una misma función, recibir ficheros del 
cliente, y por tanto se estará simplemente ocupando más espacio en el servidor 
de servicios web, además de añadir en el cliente más líneas de código con las 
cuales identificar la operación que se trata para poder llamar al servicio web 
adecuado. 
 
Otra posibilidad sería crear un único servicio web que contuviera todos los 
métodos. En otras palabras, los métodos para las peticiones de login y de 
logout, así como el método para todas las peticiones que sólo requieran enviar 
ficheros al servidor y el método que permitiera la comunicación asíncrona entre 
cliente y servidor estarían en una misma clase. Esta implementación daría 
como resultado un fichero larguísimo, poco elegante y difícil de gestionar, que 
fácilmente se convertiría en un código caótico. 
 
Por tanto, es mucho más conveniente unificar los servicios web según el tipo 
de peticiones. Por este motivo se han creado tres servicios web: 
 
• Servicio web de login y logout (Login.java) 
• Servicio web para todas aquellas operaciones cuya petición se basa en 
el envío de uno o más archivos (FilesTransmission.java) 
• Servicio web para la comunicación asíncrona 
(MessagesTransmission.java). 
 
 
3.2.3 Comunicación de los servicios web y la central 
 
Tal y como se ha mencionado anteriormente, los servicios web y la central no 
se encuentran en la misma máquina física. Necesitan por tanto un sistema para 
poder comunicarse, para lo cual se ha optado por utilizar mensajería mediante 
JMS.  
 
Por este motivo, las peticiones de los clientes son enviadas mediante protocolo 
https hasta los servicios web, quienes deben enviárselas al interfaz de 
comunicación del núcleo de la Central, ubicado en otra máquina. Las líneas de 
código para crear los mensajes y enviarlos a la cola del servidor son muy 
parecidas en el caso del servicio web del login y en el servicio web de envío de 
archivos. Por ello se ha creado una clase llamada SimpleProducer que crea los 
mensajes, los envía y espera el primer ack por parte de la interfaz de 
comunicación de la central que le asegura que el mensaje ha sido recibido, 
aunque aún no se ha procesado. 
 
En el caso de login, la petición recibida en el servicio web consiste en dos 
strings: el username y la contraseña. SimpleProducer crea entonces un 
mensaje JMS del tipo TextMessage con los datos y lo envía a la cola. Si la 
petición recibida consiste en un archivo el tipo de mensaje JMS que se crea es 
entonces del tipo BytesMessage. 
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El objeto SimpleProducer contiene la configuración para la comunicación JMS, 
es decir, qué archivo jndi utilizar, el nombre de las colas, etc., establece la 
sesión, crea los mensajes, los envía, espera la respuesta, cierra la sesión y 
obtiene la información del mensaje para devolvérsela al servicio web que lo 
halla invocado. 
 
Por otra parte, Login y FilesTransmission son servicios web que escuchan las 
peticiones de los clientes EVC para realizar el login y enviar ficheros a la 
Central respectivamente. Por tanto, en las comunicaciones realizadas mediante 
estos servicios, el cliente realiza una petición al servicio, éste la envía hacia el 
interfaz del núcleo de la central y devuelve la respuesta obtenida.  
 
Respecto al tercer servicio web implementado, MessagesTransmission, éste es 
precisamente el servicio web al cual se conecta el thread de los clientes EVC 
después de realizar el login, tal y como se ha explicado anteriormente en el 
apartado 3.1. Dos tipos de comunicación: síncrona y asíncrona. 
MessagesTransmission escucha la cola en la cual la Central inserta los 
mensajes para notificar a los clientes de eventos sucedidos (prototipo 
finalizado, etc.). Este servicio web no requiere el uso de la clase 
SimpleProducer porque en sus funciones no se incluye enviar mensajes a la 
central, sino escuchar de la cola, lo cual ya lo hace el servicio web 
directamente. 
 
 
+Login()
+login(in userName : string, in password : string) : long
+logout(in userName : string, in sessionId : long) : long
Login
+doLogin(entrada username : string, entrada password : string) : long
+doLogout(entrada username : string, entrada sessionId : long) : long
+createSelector(entrada correlationid : string) : string
+waitForReply(entrada correlationid : long) : long
+dataHandlerToDocument(entrada filePath : string, entrada file : File, entrada dh : Datahandler) : Document
+dataHandlerToFile(entrada FileTemp : File, entrada dh : Datahandler) : FileOutputStream
+doOperation(entrada filesToOperate : DataHandler[], entrada filesNames : String[]) : DataHandler[]
+processJMSMessage(entrada mes : BytesMessage) : DataHandler[]
+waitForReply(entrada correlationid : string) : DataHandler[]
-cont : int
-session : QueueSession
-producer : QueueSender
-connection : QueueConnection
-destination : Queue
-back : Queue
-jndiContext : Context
-connectionFactory : QueueConnectionFactory
-generator : Random
SimpleProducer
+FilesTransmission()
+sendFiles(entrada dhs : DataHandler[], entrada fileNames : String[]) : DataHandler[]
+operación1(entrada dhs : DataHandler[]) : DataHandler[]
FilesTransmission
«uses»
«uses»
+MessagesTransmission()
+getErrorDh(entrada fileName : string) : Datahandler
+getMessages(entrada userId : string) : Datahandler
+processJMSMessage(entrada mes : BytesMessage) : DataHandler[]
-back : Queue
-connection : QueueConnection
-connectionFactory : QueueConnectionFactory
-consumer : QueueReceiver
-jndiContext : Context
-session : QueueSession
-userId : string
MessagesTransmission
+OracleImpl1()
+sendACKorNACKMessage(entrada correlationId : string, entrada type : int, entrada oi : OperationInfo)
+getActualObjects(entrada m : Message) : OperationInfo
+createWorkSpace(entrada oi : OperationInfo, entrada visol : Document, entrada unzipDir : File)
+getInstance() : OracleImpl1
+sendACKMessageLoginLogout(entrada loginBack : long, entrada correlationId : string)
+sendACKorNACKMessageAsync(entrada type : string)
+createResponseOperation(entrada opInfoResp : OperationInfo)
+convertVisolToBytesZippingIt(entrada visolDoc : Document) : Byte[]
+convertFileToBytes(entrada zip : File) : Byte[]
OracleImpl1
«uses»
«uses»
 
 
Fig. 3. 1 Diagrama de clases de los servicios web. Login y FilesTransmission 
requieren de SimpleProducer para comunicarse con la Central. 
 
 
El anexo D contiene el diagrama de secuencia de la comunicación mediante los 
swervicios web para las operaciones en las cuales se envían uno o más 
ficheros, y la respuesta por parte de la central. 
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3.3 Seguridad en la conexión 
 
El cliente puede encontrarse en cualquier lugar del mundo, por lo que sus datos 
deberán ser transportados a través de la red, lo cual incluye información crítica 
como por ejemplo su usuario y password.  
 
Tal y como se explicó en el apartado 1.1 Situación inicial, EVC es la aplicación 
responsable de crear la definición de la aplicación de gestión a crear. Pero sólo 
es útil si se dispone de una cuenta en el servidor que permita acceder al 
servidor y hacer peticiones, como por ejemplo pedir que se genere el prototipo 
de la aplicación o dar acceso a ciertos usuarios al prototipo obtenido.  
 
Sin cuenta en el servidor el cliente EVC se convierte en una aplicación que 
genera definiciones de aplicaciones en formato XML, pero la aplicación final 
basada en dichas definiciones no llega a crearse. Por tanto, si alguien consigue 
el programa de forma no legal (por copia) no podrá utilizarlo completamente ya 
que deberá registrarse para obtener un usuario y una contraseña para 
conseguir la funcionalidad proporcionada por el servidor.  
 
Es por este motivo que es importante utilizar unas medidas de seguridad. Sin 
dichas medidas el usuario y el password de un cliente registrado podrían 
conseguirse a partir de los mensajes enviados a través de Internet entre el 
cliente y el servidor (Fig. 3. 2), con lo cual cualquier usuario malicioso de la red 
podría utilizarlos para, a partir de una copia del cliente EVC, realizar sus 
propios prototipos. 
 
 
 
 
Fig. 3. 2 Comunicación mediante Internet, el cual se presenta como medio 
hostil en el que terceros pueden conseguir información crítica. 
 
 
Por este motivo se requiere que la comunicación esté cifrada, para proteger de 
esta manera los datos intercambiados entre usuario y servidor. Con este fin se 
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ha decidido encriptar la comunicación mediante el protocolo Secure Socket 
Layer (SSL). 
 
 
3.4 Protocolo de comunicación 
 
Hasta el inicio de este proyecto la Central y el cliente EVC se habían 
implementado independientemente, en el sentido que cada uno trataba sus 
propios objetos. En el momento que ambos han de comunicarse aparece la 
necesidad de crear un medio que les permita entenderse y enviarse las 
peticiones junto con la información necesaria para cada operación, para lo cual 
se implementa un protocolo de comunicación. 
 
 
3.4.1 Protocolo VISOL 
 
Con el fin de poder alcanzar dicho objetivo se ha creado un protocolo basado 
en una serie de mensajes. En líneas generales, los mensajes son archivos 
XML que siguen una sintaxis VISOL, la cual ha sido específicamente ideada 
para este proyecto.  
 
Los mensajes VISOL se adjuntan al mensaje SOAP, lenguaje propio de la 
comunicación mediante servicios web. A su vez,  cualquier otro archivo (xml, 
.zip, etc) se adjunta también al mensaje SOAP. 
 
Otra característica de estos mensajes es que se han ideado para tener una 
estructura fija que no dependa de la operación a realizar. De esta manera, los 
mensajes Visol consisten en documentos XML que mantienen una misma 
estructura y que se pueden generar automáticamente mediante una clase 
factory.  
 
A su vez, también se ha ideado el protocolo de manera que la escritura y 
lectura de procesos sea igual tanto en el cliente como en la central, lo cual 
permite crear una librería visol común para ambos extremos de la 
comunicación.   
 
Gracias a los mensajes visol, los web services se simplifican en receptores y 
emisores de estos mensajes, ajenos completamente a su contenido. Dicho de 
otro modo, los servicios web se limitan a recibir los mensajes visol y pasarlos a 
la interfaz de comunicación de la central sin necesidad de efectuar el 
procesamiento de los datos recibidos.  
 
La estructura de un mensaje está formada por cuatro partes: 
 
• Visol: Esta etiqueta contiene información del emisor, del propietario, 
identificador de sesión y la versión del protocolo. 
• Body: Esta etiqueta contiene mediante sus atributos información 
referente a la operación a realizar. 
• Data: Esta etiqueta agrupa etiquetas Input. 
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• Input: En un mismo mensaje visol puede haber más de una etiqueta de 
este tipo. Las etiquetas input contienen información necesaria para 
realizar la operación, como por ejemplo el nombre del proyecto del cual 
se quiere hacer una generación. 
 
La Fig. 3. 3 muestra la estructura de un mensaje visol: 
 
 
 
 
Fig. 3. 3 Estructura de un mensaje visol 
 
 
En el anexo E se muestran los atributos y se describe la información contenida. 
 
 
3.4.2 Excepciones de mensaje visol: login y logout 
 
Cada caso de uso requiere su mensaje visol. Se ha optado por obviar un 
apartado en esta memoria con todos los tipos de mensaje y se ha preferido 
añadir algunos ejemplos de éstos en el anexo F debido a la limitación de 
extensión de la memoria.  
 
No se puede pasar por alto que hasta ahora se ha explicado el protocolo visol 
como si fuera el utilizado para toas las comunicaciones entre cliente y servidor. 
Esta afirmación es cierta para todos los casos de uso excepto para las 
operaciones de login y logout. 
 
En el caso del login, el objetivo es que el cliente se autentifique para poder 
conectarse a la central, para lo cual no se utiliza ningún mensaje visol. Esta 
decisión de diseño se debe a las siguientes características del login: 
 
• La información a enviar por parte del cliente consiste sólo en el nombre 
de usuario y su contraseña. Cualquier información más que se envíe 
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sólo es overhead (carga inútil en la conexión). El simple envío de los dos 
strings es mucho más eficiente. 
• La respuesta por parte de la central consiste en enviar el identificador de 
sesión. De nuevo, el envío de más información a parte del identificador 
es sólo carga inútil que se añade a la comunicación. 
• El sistema de mensajes visol consiste en crear mensajes visol. La 
conexión es SSL, por lo que todo lo que se envía se cifra. Estamos 
utilizando tiempo y recursos en cifrar un mensaje con un elevado 
porcentaje de overhead. 
 
Por estos motivos se ha decidido que en el caso de login no se utilice el 
protocolo visol, sino que se envíe al servicio web, como parámetros de la 
llamada, el identificador de usuario y la contraseña. 
 
En el caso del logout, en el cual el objetivo es cerrar la sesión con el servidor, 
los únicos datos que se deben enviar son el identificador de usuario y el 
identificador de sesión. Por tanto, es mucho más eficiente enviar simplemente 
los dos strings como argumentos de la función sobre HTTPS, al igual que en el 
caso del login.  
 
3.4.3 Librería visol 
 
El cliente EVC y la central deben saber construir y procesar mensajes visol 
para comunicarse. En este punto se ha creído conveniente crear un sistema 
que sea común para ambos extremos, en vez de crear un sistema específico 
para el trato del protocolo de comunicación en el cliente y otro para la central. 
La solución ideada es crear una librería visol que es común para cliente y 
servidor y que es utilizada por las interfaces de comunicación de ambos. 
 
La librería visol contiene las clases necesarias para crear y procesar mensajes 
visol. Entre todas las clases destaca la clase VisolFactory, la cual es 
responsable de crear nuevos mensajes y procesar los mensajes procedentes 
de la Central. Además de esta clase, la librería está compuesta también por 
otra serie de clases para crear objetos de traducción, tal y como se explicará en 
el  3.4.3.1 (Objetos de traducción de la VisolFactory). Tanto VisolFactory como 
estas clases están en el mismo package. 
 
Finalmente, la librería consta también de un segundo package en el cual se 
encuentran clases, a las que se les ha identificado como Data Transfer Objects 
(DTO), los cuales actúan como contenedores de información. Por este motivo, 
los DTO’s se podrían definir en cierto modo como unidades de información.  
 
Todos los métodos de la clase VisolFactory son estáticos, de manera que no es  
necesario instanciar un objeto de esta clase en ningún momento. Además, 
gracias a esta clase, cada servicio web se simplifica en líneas generales en un 
servicio que recibe archivos y envía archivos, los cuales le son pasados sin 
tener que encargarse de su creación ni procesado, ya que ambas acciones son 
responsabilidad de la visolFactory.  
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Las clases que utilizan la VisolFactory para la creación y procesado de 
mensajes se muestran en el diagrama de clases en la Fig. 3. 4: 
 
 
 
 
Fig. 3. 4 Diagrama de clases que muestra las clases con las que se relaciona 
la clase visolFactory y la relaciones que tienen lugar 
 
 
La  Fig. 3. 5 muestra un gráfico que esquematiza la creación y procesado de 
los mensajes en el cliente EVC para facilitar el entendimiento del proceso: 
 
 
 
 
Fig. 3. 5 Representación de la creación y gestión de los mensajes Visol en el 
cliente EVC 
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Tal y como se puede observar en la Fig. 3. 5, la clase VisolFactory se relaciona 
sólo con la clase RequestServiceManager y MessagesFromLaCentralListener. 
Ésta última clase es el thread lanzado al realizar el login y que tiene como 
función recoger los mensajes asíncronos procedentes de la Central, los cuales 
se han marcado mediante flechas rojas y con los puntos 8, 9 y 10 en la Fig. 3. 
5. 
 
Para enviar un mensaje a la Central, el RequestServiceManager llama a 
“VisolFactory:createVisolFile()” para que ésta cree un documento xml que es, al 
fin y al cabo, el mensaje visol que contiene la petición de la operación a realizar 
en la central. Una vez este mensaje visol ha sido creado se invoca un método 
de un servicio web al cual se le pasa como argumento el mensaje visol. El 
proceso de creación de mensajes visol es siempre el mismo, 
independientemente de si la operación es síncrona o asíncrona. 
 
Después de haber creado el mensaje visol, el propio RequestServiceManager 
invoca al servicio web y le pasa el mensaje. A continuación, el mensaje es 
procesado en la central y se devuelve un mensaje visol ack que es recibido por 
el RequestServiceManager (punto 5 en la Fig. 3. 5), el cual llama a 
“VisolFactory:processVisol()” para que lo procese. 
 
En cada petición a la Central se reciben tres ack’s y finalmente el mensaje visol 
con la respuesta definitiva. Este diseño se debe a que se pretende poder dar 
feedback al usuario mediante la llegada de los ack’s, ya que se pueden utilizar 
en un futuro para realizar una barra de estado que indique al usuario en qué 
punto se encuentra la comunicación. 
 
En el anexo H se muestra el diagrama de secuencia de una operación 
síncrona. En este caso, el cliente EVC se espera hasta que acaba de recibir 
todos los ack’s y la respuesta final.  
 
 
3.4.3.1 Objetos de traducción de la VisolFactory 
 
Tanto para la escritura como para la lectura de mensajes es necesario un 
sistema que permita traducir los objetos de la aplicación a información en el xml 
y viceversa. Por este motivo se han creado clases que representan las 
diferentes partes (etiquetas) del archivo xml (Fig. 3. 6).  Tal y como ya se ha 
explicado antes, las etiquetas pueden ser visol, body o input.  
 
Cada uno de estos objetos de traducción (Data Traduction Object, DTO) tiene 
un método que devuelve un objeto de la aplicación en forma de elemento. De 
esta manera, si a la VisolFactory le llega entre sus argumentos un objeto 
UserModel lo transforma en un visolInputClientObject a partir del cual, gracias 
al método getElement(), obtendrá una etiqueta input con todos los atributos 
rellenados correctamente y lista para ser añadida al mensaje visol. 
 
El siguiente diagrama muestra las clases creadas para representar las 
diferentes partes de un mensaje visol: 
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+createVisolFile()
+getDateFormatted()
-getVisolBodyObject()
-getVisolInputObject()
-getVisolInputObject()
-getVisolName()
+processVisol()
visolFactory
+getElem()
+getObject()
IVisolInputObject
Los métodos de la factory son estáticos 
y los utiliza el RequestServiceManager 
para todas las operaciones que requieran
enviar un mensaje visol a la Central
+VisolInputGenerationObject()
+VisolInputGenerationObject()
+getElement()
+getIdGeneration()
+getObject()
+getState()
-getType()
+getUrlDeployed()
-getVersion()
-setIdGeneration()
-setState()
-setType()
+setUrlDeployed()
+setVersion()
-idGeneration : string
-state : int
-type : string
-urldeployed : string
-version : long
VisolInputGenerationObject
+VisolClientInfoObject()
+VisolClientInfoObject()
+getClientAddress()
+getDescription()
+getElement()
+getName()
+getObject()
+getPass()
+getType()
+setClientAddress()
+setDescription()
+setName()
+setPass()
+setType()
-clientAddress : string
-clientName : string
-description : string
-pass : string
-type : string
VisolInputClientObject
«uses»
+VisolBodyObject()
+VisolBodyObject()
+getBodyElem()
+getOperation()
+getSpecification()
+getType()
-operation : string
-specification : string
-type : string
VisolBodyObject
«uses»
+VisolInputProjectObject()
+VisolInputProjectObject()
+getDescription()
+getElement()
+getName()
+getObject()
+getProjectId()
+getType()
+setDescription()
+setName()
+setProjectId()
+setType()
-description : string
-name : string
-projectId : string
-type : string
VisolInputProjectObject
+VisolInputCompanyObject()
+VisolInputCompanyObject()
+getElement()
+getName()
+getNif()
+getObject()
+getType()
+setName()
+setNif()
+setType()
-name : string
-nif : string
-type : string
VisolInputCompanyObject
+VisolInputAckObject()
+VisolInputAckObject()
+getCode()
+getElement()
+getObject()
+getType()
+setCode()
-code : string
-type : string
VisolInputAckObject
+VisolInputErrorObject()
+VisolInputErrorObject()
+getCode()
+getElement()
+getType()
+setCode()
-code : string
-type : string
VisolInputErrorObject
+VisolInputGenerationTechnologyObject()
+VisolInputGenerationTechnologyObject()
+getApplicationInstanceId()
+getAppserver()
+setAppserver()
+getAppServerOS()
+getElement()
+getObject()
+getRdbmsOS()
+getType()
+getTypeOfRdbms()
+setApplicationInstanceId()
+setAppserver()
+setAppServerOS()
+setRdbmsOS()
+setType()
+setTypeOfRdbms()
-applicationInstanceId : string
-typeOfRdbms : string
-appserver : string
-appServerOS : string
-rdbmsOS : string
-type : string
VisolInputGenerationTechnologyObject
+VisolInputGenerationTemplateObject()
+VisolInputGenerationTemplateObject()
+getElement()
+getImage()
+getName()
+getObject()
+getType()
+setImage()
+setName()
+setType()
-image : string
-name : string
-type : string
VisolInputGenerationTemplateObject
 
 
Fig. 3. 6 Diagrama de clases de la VisolFactory y los DTO’s correspondientes 
 
 
Los objetos de la clase VisolBodyObject contienen en sus atributos el contenido 
de los atributos de la etiqueta body del archivo XML (mensaje visol).  Sin 
embargo, en el caso de la etiqueta input la traducción en objetos de la 
aplicación no es tan directa debido a que esta etiqueta puede ser de varios 
tipos, por ello se ha creado un interfaz llamado visolInpuntObject. Las clases 
que heredan de él, tal y como muestra Fig. 3. 6, son: 
 
• VisolInputAckObject: Representa la etiqueta input cuando esta contiene 
un acknowledgement (ack). 
 
• VisolInputClientObject: Representa la etiqueta input cuando esta 
contiene información de un cliente. 
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• VisolInputCompanyObject: Representa la etiqueta input cuando esta 
contiene información de una empresa. 
 
• VisolInputErrorObject: Representa la etiqueta input cuando esta contiene 
información relativa a un error sucedido en la central referente a una 
petición realizada. 
 
• VisolInputGenerationObject: Representa la etiqueta input cuando esta 
contiene información de una generación. 
 
• VisolInputGenerationTechnologyObject: Representa la etiqueta input 
cuando esta contiene información de una tecnología disponible en el 
servidor. 
 
• VisolInputGenerationTemplateObject: Representa la etiqueta input 
cuando esta contiene información de una plantilla disponible en el 
servidor. 
 
• VisolInputProjectObject: Representa la etiqueta input cuando esta 
contiene información de un proyecto. 
 
En la siguiente tabla (Tabla 3. 2) se muestran las diferentes partes, o etiquetas, 
de un mensaje visol y el objeto de traducción que les corresponde para ser 
traducidas. Por ejemplo, el contenido de la etiqueta Body es almacenado en el 
objeto de traducción VisolBodyObject. 
 
 
Tabla 3. 2. Relación entre las diferentes partes de  un mensaje visol y los Data 
Transfer Objects 
 
Etiquet
a 
Objeto Java Descripción 
Visol - 
La etiqueta visol no ha sido representada 
por ningún objeto dado que esta 
información la obtiene automáticamente la 
propia visolFactory en el momento de 
creación y en el momento de procesado no 
debe pasársela  a nadie. Por tanto, no 
requiere ningún tipo de contenedor para 
ella.  
Body VisolBodyObject Contiene como atributo la operación a realizar. 
Data - 
La etiqueta data de los mensajes tiene 
como única finalidad agrupar etiquetas 
input y no contiene ningún tipo de 
información en sus atributos, por lo que no 
es necesario representarla mediante un 
objeto de traducción. 
Input VisolInputGenerationObject Contiene en sus atributos información sobre una generación 
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VisolInputProjectObject Contiene en sus atributos información 
sobre un proyecto 
VisolInputClientObject Contiene en sus atributos información 
sobre un cliente 
VisolInputCompanyObject Contiene en sus atributos información 
sobre una compañía 
VisolInputGenerationParamOb
ject 
Contiene en sus atributos información los 
parámetros de una generación (tecnología, 
template) 
VisolInputAckObject Objeto de representación de una etiqueta 
de ack de un mensahe visol. 
 
 
3.5 Creación de interfaces de comunicación 
 
El módulo de comunicación del sistema global implica, además de los servicios 
web, una implementación tanto en el cliente como en la Central para crear y 
procesar los mensajes en el formato predefinido con el fin de poder entenderse.  
 
Es importante en este punto tener presente el hecho que las tecnologías 
informáticas no dejan de evolucionar. Incluso aquellas que obtienen cierto éxito 
acaban pereciendo, siendo substituidas por nuevas o, en el mejor de los casos, 
actualizándose e implicando cambios en los sistemas que utilizaban versiones 
antiguas. 
 
Por esta razón se ha considerado conveniente implementar un elemento de 
conexión independiente del resto de la aplicación en ambos extremos. Así, si 
en un futuro se decide cambiar algún aspecto de la comunicación, como por 
ejemplo alguna de las tecnologías utilizadas, dicho cambio no afectará al resto 
de la aplicación. Con este fin se ha creado una interfaz de comunicación tanto 
en la aplicación cliente (EVC) como en el servidor (la central). 
 
La interfaz de comunicación en el cliente EVC comprende: creación, envío, 
recibo y procesado de los mensajes Visol, mediante el uso de la librería visol 
explicada previamente; la invocación al servicio web adecuado dependiendo de 
la petición que se quiera realizar; y, en algunos casos, la ejecución de la 
operación correspondiente en el cliente de acuerdo con la respuesta recibida 
de la central. 
 
En el caso de la central, la interfaz de comunicación comprende la gestión de la 
comunicación Visol, a través de la librería visol explicada anteriormente; la 
creación y gestión de las sesiones virtuales entre cliente y servidor; la 
comunicación con los servicios web, los cuales se encuentran en otra máquina 
distinta de la central; y el control de la carga de peticiones para evitar que se 
pueda dar negación de servicio (Denial of Service, DoS). En el anexo H se 
muestra un esquema gráfico genérico de las interfaces. 
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3.5.1 Interfaz de comunicación en el cliente EVC 
 
La interfaz de comunicación en el cliente está formada por la siguiente serie de 
clases mostradas en la Fig. 3. 7: 
 
 
+requestServiceManager()
-dataHandlerToDocument()
+doLoginService()
+doLogoutService()
+doService()
+getResponseContainer()
+listenMessagesFromCentral()
-processResponse()
-sendRequestSynchron()
+waitForResponse()
-messageListener : MessagesFromLaCentralListener
-responseContainer : ResponseContainer
RequestServiceManager
«uses» +createVisolFile()
+getDateFormatted()
-getVisolBodyObject()
-getVisolInputObject()
-getVisolInputObject()
-getVisolName()
+processVisol()
visolFactory
Operation
«uses»
+MessagesFromLaCentralListener()
+dataHandlerToDocument()
+processResponse()
+losrConnection()
+run()
-userId : string
-sessionId : string
-MAX_TIME_MIN : long = 291
-connection : Connection
-exceptions : ResourceBundle
-operationsWaiting : HashMap
-responseContainer : ResponseContainer
MessagesFromLaCentralListener
«uses»
+ResponseContainer()
+getResponseFor()
+isCancel()
+releaseContainer()
+setCancel()
+setResponseFor()
-cancel : bool
-operationId : string
-response : ConcurrentLinkedQueue
ResponseContainer
1
1
1
1
ConnectionException
-End1
*
2
*
«uses»
«uses»
 
Fig. 3. 7 Diagrama de clases del interfaz de comunicación del cliente  
 
 
• RequestServiceManager: esta es la clase base en el interfaz de 
comunicación del cliente y todos sus métodos son estáticos. Es la responsable 
de saber qué servicio web debe invocarse según la petición recibida de una 
operación y recibir la respuesta de éste. Gestiona además el estado de 
conexión del EVC ya que cuando el cliente se conecta a la Central es esta 
clase quien se encarga de inicializar el objeto Connection de la aplicación, y 
cuando se desconecta de la Central inicializa dicho objeto pasando su estado a 
disconnected. RequestServiceManager es también la responsable de invocar 
los métodos de la VisolFactory para crear mensajes visol o procesar los 
mensajes visol recibidos.   
 
• MessagesFromLaCentralListener: thread lanzado después de efectuarse 
el login con éxito. Este thread se conecta a un servicio web 
(MessagesTransmission) que le envía mensajes procedentes de la 
central.  
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• ResponseContainer: esta clase funciona como una cola o contenedor de 
respuestas síncronas. En el caso de respuestas asíncronas, esta misma 
clase se encarga de instanciar la operación correspondiente siendo de 
esta manera el responsable de servir este tipo de respuestas. La Fig. 3. 
8 muestra el flujo de comunicación síncrona y asíncrona a través de la 
clase ResponseContainer. 
 
 
RequestServiceManager ResponseContainer MessagesFromLaCentralListener
Com. síncrona
Com. asíncrona
AsíncronOperation
 
 
Fig. 3. 8 Flujo de comunicación a través de ResponseContainer dependiendo 
de si se trata de una comunicación síncrona o asíncrona 
  
 
• VisolFactory: esta clase , tal y como ya se ha explicado anteriormente, 
tiene como objetivo crear y procesar mensajes visol. 
 
 
3.5.2 Interfaz de comunicación en el servidor 
 
Al igual que en el cliente EVC, en la Central se ha implementado también un 
interfaz de comunicación que permite separar la conexión de la aplicación 
propia de la Central.  
 
La Fig. 3. 9 muestra las diferentes clases que muestran el interfaz de 
comunicación de la Central: 
Diseño   41 
 
+Login()
+login(entrada userName : string, entrada password : string) : long
+logout(entrada userName : string, entrada sessionId : long) : long
Login
+doLogin(entrada username : string, entrada password : string) : long
+doLogout(entrada username : string, entrada sessionId : long) : long
+createSelector(entrada correlationid : string) : string
+waitForReply(entrada correlationid : long) : long
+dataHandlerToDocument(entrada filePath : string, entrada file : File, entrada dh : Datahandler) : Document
+dataHandlerToFile(entrada FileTemp : File, entrada dh : Datahandler) : FileOutputStream
+doOperation(entrada filesToOperate : DataHandler[], entrada filesNames : String[]) : DataHandler[]
+processJMSMessage(entrada mes : BytesMessage) : DataHandler[]
+waitForReply(entrada correlationid : string) : DataHandler[]
-cont : int
-session : QueueSession
-producer : QueueSender
-connection : QueueConnection
-destination : Queue
-back : Queue
-jndiContext : Context
-connectionFactory : QueueConnectionFactory
-generator : Random
SimpleProducer
+FilesTransmission()
+sendFiles(entrada dhs : DataHandler[], entrada fileNames : String[]) : DataHandler[]
+operación1(entrada dhs : DataHandler[]) : DataHandler[]
FilesTransmission
«uses»
«uses»
+MessagesTransmission()
+getErrorDh(entrada fileName : string) : Datahandler
+getMessages(entrada userId : string) : Datahandler
+processJMSMessage(entrada mes : BytesMessage) : DataHandler[]
-back : Queue
-connection : QueueConnection
-connectionFactory : QueueConnectionFactory
-consumer : QueueReceiver
-jndiContext : Context
-session : QueueSession
-userId : string
MessagesTransmission
+OracleImpl1()
+sendACKorNACKMessage(entrada correlationId : string, entrada type : int, entrada oi : OperationInfo)
+getActualObjects(entrada m : Message) : OperationInfo
+createWorkSpace(entrada oi : OperationInfo, entrada visol : Document, entrada unzipDir : File)
+getInstance() : OracleImpl1
+sendACKMessageLoginLogout(entrada loginBack : long, entrada correlationId : string)
+sendACKorNACKMessageAsync(entrada type : string)
+createResponseOperation(entrada opInfoResp : OperationInfo)
+convertVisolToBytesZippingIt(entrada visolDoc : Document) : Byte[]
+convertFileToBytes(entrada zip : File) : Byte[]
OracleImpl1
«uses»
«uses»
 
 
 
Fig. 3. 9 Clases del interfaz de comunicación de la Central 
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La función de cada una de las clases es la siguiente: 
 
• MessageReceiverListener: este thread escucha constantemente la cola 
JMS a la espera de la llegada de mensajes JMS con peticiones 
procedentes de los servicios web y que contienen las peticiones de los 
clientes EVC. 
• ServeIncomingMessage: este thread es instanciado por 
MessageReceiverListener y es responsable de obtener la información 
que contienen los mensajes JMS en un objeto del tipo OperationInfo, 
que es el tipo que la aplicación entiende. Excepto en el caso del Login y 
del Logout, envía el objeto obtenido a WorkLoadController. Por último, 
ServeIncomingMessage es también la clase encargada de crear y enviar 
los ack’s hacia el cliente. 
• OracleImpl1: Esta es la clase base de la interfaz de comunicación de la 
Central. OracleImpl1 tiene como finalidad traducir los mensajes JMS en 
objetos del tipo operationInfo, crear los ACK’s que se envían por la cola 
JMS asíncrona para indicar si el proceso se está ejecutando 
correctamente y enviar la respuesta recibida desde la operación en el 
último ACK, el cual también se envía mediante la cola JMS asíncrona.. 
• VisolFactory: Clase para generar y procesar mensajes del protocolo 
visol. 
• WorkLoadController: Si hubiera muchos clientes se podría dar el caso de 
negación de servicio (Denial of Service), para lo cual se crea esta clase 
que controla la carga de peticiones. 
 
 
3.5.2.1 Control en la interfaz para evitar DoS 
 
Es necesario evitar el caso de negación de servicio (Denial of Service) que 
podría tener lugar si hubiera muchos clientes y no se hiciera ningún tipo de 
gestión de la carga de peticiones.Es por este motivo que se ha creado la clase 
WorkLoadController. 
 
WorkLoadController es una clase que tiene como atributo una cola FIFO del 
tipo AbstractQueue en la cual se añaden unidades de trabajo, es decir, objetos 
del tipo OperationInfo. Dichos objetos contienen la información de la petición, 
que es al fin y al cabo la operación a realizar en la Central, y los objetos 
necesarios para ello.   
 
Por tanto, la magnitud de la cola es el límite de carga de peticiones permitido. 
En el caso de que la cola esté llena se enviaría un NACK hacia el cliente y si la 
cola aún no está llena se enviaría un ACK para indicar que la opción ha sido 
aceptada. 
 
Además, la cola es un recurso compartido por los diferentes threads que 
acceden a ella para añadir o extraer unidades de trabajo. WorkLoadController 
es responsable también de evitar que dos threads tengan acceso a la cola al 
mismo tiempo, es decir, se encarga del control por exclusión mutua.  
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3.5.3 Operación de registro de usuarios 
 
Los usuarios deben registrarse en la Central porque los servicios ofrecidos por 
ésta son limitados a los clientes, es decir, a los programas comprados por los 
usuarios. Cuando una persona compra el programa se le genera un nombre de 
usuario y una contraseña. Dos usuarios no pueden registrarse bajo el mismo 
nombre y contraseña a la vez, sino que el último que entra echa al primero, en 
el sentido que el primero pierde la conexión y no puede realizar más 
operaciones que requieran la conexión.  
 
Esta medida no sólo es valiosa para evitar que se piratee la aplicación cliente, 
sino que es necesaria también desde el punto de vista de funcionamiento de la  
Central.  
 
En esta operación el usuario envía dos strings a la Central mediante un servicio 
web a través de la conexión https. Dichos strings corresponden al nombre de 
usuario y a su contraseña y son comprobados en la base de datos de la 
Central. 
 
 
3.5.4 Creación de sesiones virtuales  
 
Si no se gestionan los mensajes JMS de ningún modo, por defecto, los 
mensajes que no se han enviado se quedan en la cola. Inicialmente los 
mensajes se identificaban sólo por el nombre del usuario. De manera que 
cuando éste se volvía a conectar recibía respuestas anteriores. Este hecho 
provocaba errores de ejecución y de funcionalidad, ya que el cliente hacía una 
petición y recibía respuestas de peticiones anteriores. Con el fin de solucionar 
este problema se han creado sesiones virtuales entre los clientes y la central.  
 
Una sesión empieza cuando un usuario se conecta a la Central mediante el 
login. Este método tiene como parámetros a pasar en su invocación el nombre 
del usuario y la contraseña y recibe como respuesta de la central un parámetro 
de tipo long. Si este valor es positivo corresponde al identificador de sesión. Sin 
embargo, si el login ha fallado el long devuelto es negativo.  La interfaz de 
comunicación crea una entrada en el hashmap de sesiones en el cual introduce 
el long y, como llave, el nombre del usuario. A partir de este momento la sesión 
se ha creado. Cuando el usuario realice el logout se borrará del hashmap el 
usuario y su correspondiente long. 
 
Por otro lado, cuando el cliente desea desconectarse se lo comunica a la 
Central mediante el logout. Cuando la interfaz de comunicación de la central 
recibe esta petición elimina la entrada de este usuario en el hashmap. 
 
Todos los mensajes JMS incorporan dos properties: usuario y id de sesión. El 
servicio web que escucha la cola en la cual se insertan los mensajes JMS 
asíncronos procedentes de la central tiene definido selectores. Sólo aquellos 
mensajes en los cuales los valores nombre de usuario e identificador de sesión 
coincidan con los del cliente conectado. 
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Las sesiones se han definido como “multi-petición” desde el punto de vista que 
durante una misma sesión el cliente puede realizar tantas peticiones como 
desee.  Una sesión no acaba hasta que el cliente no realiza un logout. Cuando 
la central recibe la petición de logout elimina la entrada en el hashmap 
correspondiente a este usuario y su identificador de sesión.  
 
Por último, si no se realiza ningún tratamiento más sobe los mensajes JMS, 
éstos se quedan en la cola indefinidamente. Para que se eliminen 
automáticamente se configuran como no persistentes y autoack. 
 
3.5.5 Tratamiento de ficheros en memoria  
 
Los clientes realizan peticiones a la Central para las cuales pueden enviar un 
único mensaje Visol o también otros archivos junto a dicho mensaje, como por 
ejemplo la definición de un prototipo.  En el anexo I se muestra un esquema del 
envío de varios archivos.  
El hecho de enviarse varios archivos tiene lugar en diferentes casos, como por 
ejemplo cuando el cliente envía la petición para enviar a generar. En este caso, 
además del mensaje visol, el cliente envía todos los archivos necesarios del 
proyecto que contienen la definición del prototipo a crear. Por defecto, el cliente 
comprime los archivos que se envían por motivo de la operación en un archivo 
.zip. Después, envía al servicio web el archivo xml del visol y el archivo .zip, y 
el servicio web los envía hacia el interfaz de la central. 
 
Cada uno de los diferentes elementos, es decir, los servicios web, la interfaz de 
comunicación de la central y la propia central, tiene que tratar los archivos. 
Para ello, en un primer momento se implementó que cada elemento guardase 
los archivos en disco y luego los comprimiera, los descomprimiera o los 
procesara según conviniese. El sistema es aparentemente sencillo, pero a la 
práctica presenta serios problemas de concurrencia que provocan que las 
peticiones se respondan erróneamente.  
 
Así pues, según este primer tratamiento de los archivos, los servicios web 
guardaban en un único directorio los archivos que recibían, al igual que la 
interfaz de comunicación, mientras que la central guarda los archivos en una 
carpeta que creaba para cada cliente. El problema tiene lugar cuando se 
reciben varias peticiones. Tanto los servicios web como la interfaz de 
comunicación leen el directorio donde se han almacenado los archivos, pero no 
sabe cuáles son los archivos correspondientes a las peticiones que aún faltan 
por atender. En el caso de la central, al leer del directorio del cliente, se toma el 
primer archivo que se encuentra en dicho directorio considerándolo el correcto, 
pero puede ser que dicho archivo pertenezca a una petición anterior.   
 
El problema se resolvería fácilmente si se borrasen los archivos después de 
tratarlos. Sin embargo, por un lado, borrar los archivos de una petición en la 
central una vez se ha respondido la petición equivale a borrar el archivo visol y 
los posibles archivos adjuntos, es decir, todos los archivos de la carpeta. Pero 
en esa misma carpeta están los archivos xml de las nuevas peticiones 
recibidas y sus posibles archivos adjuntos. De manera que borrar el contenido 
de la carpeta equivaldría a eliminar peticiones que aún no han sido atendidas. 
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Como no hay manera de saber cuáles son los archivos que corresponden a un 
visol determinado, borrar los archivos de cada petición en la central no es 
factible directamente, sino que requeriría soluciones como por ejemplo 
rediseñar el protocolo visol para que permita identificar qué archivos adjuntos 
están relacionados con el mensaje.  
 
Por otro lado, la solución consistente en guardar en disco los archivos es 
además ineficaz y nada elegante, ya que se destina tiempo, procesado y 
memoria de disco para unos archivos que finalmente deben ser eliminados. Por 
tanto, esta solución no se ha considerado como aceptable. 
  
Una vez descartada la primera idea se ideó otro sistema basado en dos 
acciones: 
 
Por un lado, los ficheros .zip no se guardan en el disco duro, por lo que se 
comprimen o se descomprimen en memoria. Por otro lado, en el interfaz de 
comunicación de la Central se descomprimen en una carpeta que tiene como 
nombre el identificador de sesión junto a un timestamp. Cada petición se 
guarda junto con los archivos adjuntos que la acompañaban, si era el caso, en 
una carpeta exclusiva para dicha petición. De esta manera cuando se ha 
respondido una petición se borra la carpeta entera, borrando así el archivo visol 
y los posibles archivos adjuntos, evitándose así los problemas de concurrencia 
explicados anteriormente. 
 
 
3.6 Resumen del capítulo 
 
A lo largo de este capítulo se ha explicado que la comunicación en el sistema 
diseñado puede ser síncrona o asíncrona. El primer tipo se utiliza en aquellos 
casos en los cuales la central puede contestar al momento y que, por tanto, no 
provoca que el usuario tenga que esperar inactivo un tiempo significativo. La 
comunicación asíncrona, en cambio, tiene lugar en aquellos casos en los que la 
central requiere mucho tiempo de procesado. En este tipo de comunicación el 
cliente EVC realiza la petición pero no espera la respuesta de la central, sino 
que permite al usuario continuar trabajando. 
 
Respecto a los servicios web, se ha elegido SOAP debido a las herramientas 
ofrecidas por Axis, las cuales facilitan la implementación de los servicios web, y 
por el basto volumen de información y manuales que se ha encontrado de este 
protocolo versus otros protocolos como XML-RPC.  En definitiva, los servicios 
web se han implementado de la siguiente manera: 
 
• Login.java: atiende las peticiones de registro y desconexión de los 
clientes (Login y logout). 
• FilesTransmission.java: permite a los clientes EVC enviar archivos a la 
Central.  
• MessagesTransmission.java: los clientes se conectan a él después de 
realizar el login. Este servicio web escucha constantemente de una cola 
JMS. Cuando recibe un mensaje de la cola enviado por la central para 
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un cliente que está conectado a él le envía el contenido del mensaje 
automáticamente. 
 
Tanto Login.java como FilesTransmission.java requieren de 
SimpleProducer.java para comunicarse con la Central. 
 
Además de los servicios web, en este capítulo se ha descrito el protocolo de 
comunicación creado e implementado para el proyecto: el protocolo Visol. 
Además de la descripción del protocolo se han explicado las clases 
relacionadas con la creación y procesado de los mensajes visol. 
 
Una vez explicados los elementos anteriores se ha procedido a describir las 
soluciones de diseño llevadas a cabo para evitar DoS en la Central, crear 
sesiones virtuales de los clientes en la Central y tratar los ficheros en memoria. 
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CAPÍTULO 4. IMPLEMENTACIÓN 
 
Una vez definidas las soluciones de diseño llega el momento de instalar la 
tecnología que permita llevarlas a cabo e implementar el escenario.  La 
seguridad para la comunicación y el propio servidor es un punto crítico para lo 
cual se ha definido un diseño específico que condiciona el escenario y hace 
que sean necesarias tecnologías como por ejemplo JMS.  
 
A lo largo de este capítulo se describirá el escenario y la configuración de los 
diferentes elementos en éste. Las pruebas de funcionalidad que se han 
realizado se pueden consultar en el anexo J. 
 
 
4.1 Escenario 
 
Para la conexión del cliente EVC con el servidor son necesarios los siguientes 
elementos en el escenario10: JAVA, Servidor Apache, Tomcat, Axis, ActiveMQ, 
SolAgentManagement y SSL.  
 
A continuación se presenta un esquema que muestra el escenario final y las 
relaciones existentes entre los diferentes componentes: 
 
 
 
 
Fig. 4. 1 Esquema de las diferentes tecnologías y elementos del escenario 
 
 
                                            
10 En el anexo K se explica lo más detalladamente posible la instalación de cada uno de ellos. 
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4.2 Elementos de partida 
 
Tal y como se ha explicado inicialmente, el presente documento contiene la 
información sobre un proyecto que forma, junto con otros proyectos, el sistema 
completo para conseguir el objetivo final: que el usuario pueda definir 
aplicaciones, enviarlas al servidor y éste las implemente automáticamente. 
 
Cuando se inició este proyecto, varios de los otros proyectos con relación a 
este ya habían sido iniciados y se había determinado utilizar Tomcat 5.5 como 
servidor de aplicaciones. 
 
Otro componente que ya venía dado por proyectos paralelos en el sistema fue 
SolAgentManagement, el cual es una aplicación implementada en JustInMind 
para permitir la comunicación entre los servicios web y el núcleo de la Central.  
 
 
4.3 Elección en el servidor 
 
Debido a que el servidor de aplicaciones ya estaba determinado (Tomcat 5.5), 
el siguiente paso era determinar qué servidor web era el óptimo. 
 
 
 
 
Fig. 4. 2 Esquema del servidor 
 
 
Después de un estudio previo de la oferta en el ámbito freeware, se llegó a la 
conclusión que la máquina en la cual corren los servicios web contendría un 
servidor Apache HTTP, versión 2.2.3. Tanto Apache http como Apache Tomcat 
han sido desarrollados en proyectos de la Apache Software Foundation.  La 
Fig. 4. 2 muestra el esquema del escenario final con el sofware descrito. 
 
 
4.3.1 Servidor http  
 
Apache httpd es un servidor http fundamentalmente para páginas web 
estáticas. Como tal, recibe peticiones desde los clientes mediante el puerto 80, 
o 443 en el caso que se utilice el protocolo SSL para la conexión. Para este 
proyecto se permite el acceso sólo a través del puerto 443 ya que se  utiliza el 
protocolo SSL, tal y como se ha explicado en el capítulo 3.3 Seguridad en la 
conexión. 
 
Diseño   49 
 
4.3.1.1 Rol del servidor Apache HTTPD en el escenario 
 
Tal y como se muestra en la Fig. 4. 1, el escenario está comprendido por un 
servidor Apache HTTPD y un servidor Tomcat, entre otros componentes. Se 
podría instalar sólamente el servidor Tomcat sin instalar Apache, ya que 
Tomcat puede actuar como servidor HTTP autónomo. No obstante, lo más 
usual es emplear un servidor HTTP específico en primera línea que puede 
tratar mejor las páginas html y que se conecta com Tomcat mediante una 
extensión.  Además, HTTPD permite también la posibilidad de crear una granja 
de servidores Tomcat, lo cual es muy útil si crece el número de usuarios 
notablemente. 
 
Así pues, el servidor Apache HTTPD hace de intermediario entre el resto del 
servidor y la conexión. Además, será el responsable de manejar la 
comunicación SSL, de manera que para Tomcat el tema de la seguridad en la 
conexión será totalmente invisible. 
 
 
4.3.1.2 Apache Tomcat 
 
Apache Tomcat es un servidor de aplicaciones para servlets y JSP. La función 
de este servidor en el proyecto es actuar como contenedor de axis, elemento 
necesario para poder utilizar servicios web tal y como se explicará más 
adelante.  
 
Debido a que su utilización venía dada como condición a la hora de realizar el 
proyecto se ha dejado fuera del alcance del proyecto examinar las ventajas e 
inconvenientes de Tomcat. 
 
Respecto a su instalación, ésta se encuentra detalladamente descrita en el 
manual realizado durante el proyecto (véase Anexo K). Este manual contiene 
todos los pasos que se han seguido en la instalación. 
 
 
4.3.1.3 Axis 
 
Axis es una implementación Open-Source de un "SOAP Engine". A través de 
este componente es posible llevar acabo una comunicación mediante Servicios 
web. 
  
Axis está diseñado para ser ejecutado dentro de un Java Application Server, 
como Tomcat, por eso se describió anteriormente a Tomcat como el 
contenedor de Axis. Al residir un Soap Engine dentro de un Java Application 
Server se permite que métodos residentes en una aplicación Java puedan ser 
publicados como servicios web y de esta manera ser accesibles desde otras 
plataformas o lenguajes que también soporten SOAP. 
 
En el anexo M se encuentra un manual de Axis realizado durante el desarrollo 
del proyecto como manual para futuras instalaciones. 
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4.3.2 Seguridad en la conexión  
 
La comunicación entre el cliente y el servidor requiere que la información viaje 
encriptada, ya que el cliente tendrá que enviar su usuario y password a la 
Central, además de otra información de clientes como sus nombres y 
direcciones entre otros. Para conseguir este fin se ha elegido el protocolo SSL. 
 
 
4.3.2.1 Implementación de la conexión SSL 
 
El protocolo SSL cifra los datos con un algoritmo de cifrado simétrico y la clave 
de sesión mediante un algoritmo de cifrado de clave pública. En el caso que se 
presenta, dicha clave pública se ha cifrado mediante el algoritmo RSA. La clave 
de sesión se genera para cada transacción, lo cual permite que, aunque la 
clave se sesión sea reventada por un atacante en una transacción, no sirva 
para descifrar futuras transacciones. 
 
Sin embargo, el protocolo SSL no sólo se limita a la encriptación de los datos, 
sino que ofrece también autenticación del servidor, integridad de mensajes y, si 
se desea, autenticación de cliente para conexiones TCP/IP. En otras palabras, 
si un mensaje es alterado el receptor lo detectará y, si se requiere, los clientes 
también pueden ser obligados a autentificarse para llevar a cabo la 
comunicación.   
 
No obstante, en la comunicación entre el cliente y la Central no se desea una 
autentificación por parte del servidor, a lo cual obliga el protocolo. Es decir, se 
desea solamente la encriptación. Ello plantea tres posibles alternativas: 
 
• Crear un certificado autofirmado por el propio servidor. 
• Comprar un certificado a una Autoridad Certificadora conocida que esté 
en el fichero mencionado anteriormente. 
• Crear un almacén de certificados para el la aplicación cliente. 
 
La primera opción no es viable porque el cliente comprobará en su almacén de 
certificados por defecto si el certificado está firmado por alguna de las 
autoridades certificadoras en las cuales confía, según su almacén. El almacén 
por defecto es el fichero %JAVAHOME%\jre\lib\security\cacerts. Obviamente, el 
servidor no aparecerá en este fichero, por lo cual no confiará en el certificado y 
la conexión se cerrará.  
 
Para solucionarlo se debe importar el certificado en el fichero mencionado 
anteriormente en la máquina cliente mediante un comando del keytool. Hay que 
tener presente que la aplicación está pensada para que el cliente se la pueda 
bajar desde Internet e instalarla, y el usuario no tiene por qué ser un experto, 
por lo cual esta opción sería demasiado complicada y los clientes acabarían 
desestimando comprar el producto por su complejidad para instalarlo. 
 
Respecto a la segunda opción,  el certificado creado por la Autoridad 
Certificadora para el servidor será aceptada como válida por el cliente y 
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confiará en él. Sin embargo, sería un coste que no tendría ninguna razón de 
peso porque no se pretende conseguir autentificación, sino simplemente 
encriptación. 
 
Finalmente, en la tercera opción se crea un certificado autofirmado por el 
servidor y un almacén de certificados del cliente al cual se importa el certificado 
del cliente. En el inicio de la aplicación se configura ésta para que compruebe 
los certificados en el nuevo almacén, en vez de en el archivo por defecto. De 
esta manera, el cliente tendrá en su certificado que puede confiar en el servidor 
y la comunicación no se cerrará sino que se llevará a cabo. Por estos motivos 
se ha escogido la tercera opción.  
 
La configuración y las líneas de código para utilizar SSL con certificado y 
almacén propios se explica detalladamente en el anexo M y anexo N. 
 
 
4.4 Resumen del capítulo 
 
En este último capítulo de contenidos de la memoria se ha descrito la 
configuración de las diferentes tecnologías del proyecto: JAVA, Servidor 
Apache, Tomcat, Axis, ActiveMQ, SolAgentManagement y SSL. 
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CAPÍTULO 5. CONCLUSIONES Y RESULTADOS 
 
En este capítulo se explican las conclusiones del proyecto así como una 
muestra de las pruebas de funcionalidad realizadas y el impacto en ele medio 
ambiente. Es importante destacar que debido a la confidencialidad del proyecto 
no se pueden mostrar muchas de las pruebas de funcionalidad realizadas. 
 
 
5.1 Conclusiones 
 
A lo largo de los últimos meses se ha implementado un sistema para permitir 
que un usuario pueda definir cómo quiere que sea la aplicación de gestión para 
su empresa y que ésta se genere de forma automática, sin necesidad de saber 
programación y de forma adaptada a las necesidades del propio usuario. Este 
sistema está basado en una arquitectura cliente  y servidor. 
 
El objetivo global marcado desde un inicio fue implementar el sistema de 
conexión que permitiera la comunicación entre los clientes, conocidos como 
clientes EVC, y el servidor, llamado la Central. Este amplio concepto se dividió 
a grandes rasgos posteriormente en diferentes hitos: 
 
Por un lado, una meta básica era conseguir la comunicación entre el cliente y la 
Central, para lo cual se han utilizado servicios web. Estas aplicaciones se han 
instalado en un servidor Apache HTTPD, que contiene un servidor Tomcat, el 
cual está equipado a su vez con el módulo Axis. Todo ello se ha situado en una 
de las máquinas que componen el servidor. 
 
Por otro lado, es imprescindible que el sistema implementado garantice la 
conexión. Para conseguir este requisito se ha utilizado el protocolo Secure 
Socket Layer con el fin de cifrar los datos intercambiados entre los clientes y la 
Central. 
 
Además, tanto en el programa cliente como en el programa servidor se ha 
implementado un módulo o capa de comunicación. El objetivo era obtener una 
implementación por capas en ambos extremos. De esta manera se pueden dar 
cambios en la comunicación en un futuro que sólo derivarán en cambios en las 
capas de conexión, y no diseminados por todo el código de ambas 
aplicaciones. 
 
No obstante, con las soluciones de diseño anteriores no es suficiente, ya que el 
cliente y el servidor aún no podrían entenderse. Con el fin que ambas 
aplicaciones puedan comunicarse se ha diseñado un protocolo, el cual ha 
recibido el nombre de protocolo Visol. Este protocolo está basado en el 
intercambio de ficheros XML con una sintaxis y estructura definida 
expresamente para esta comunicación. Una vez diseñado el protocolo se han 
creado las clases (factories i objetos de comunicación) necesarias para forma 
construir los mensajes y procesarlos. Estas clases forman la librería visol, la 
cual es común para cliente y servidor. 
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Cabe destacar que en el sistema implementado a veces es el cliente quien 
envía una petición al cliente, pero otras veces es la central quien debe enviar 
un mensaje de forma espontánea al cliente sin que este le haya hecho una 
consulta. Es por este motivo que se han definido dos clases de comunicación: 
síncrona y asíncrona. Para ello, mediante el servicio web 
MessagesTransmission, la central puede comunicarle al cliente cualquier 
mensaje que tenga para éste en cualquier momento. Esto es posible gracias a 
que el cliente está siempre escuchando a la Central, de la misma manera que 
el servidor está siempre escuchando posibles peticiones de los clientes. 
 
Finalmente, después de haber cumplido las diferentes metas tal y como se ha 
expuesto, se puede confirmar que las tecnologías actuales permiten crear 
sistemas de comunicación complejos y adaptables a un gran abanico de 
posibilidades. Existe también una gran oferta de productos de software de 
servidor gratuitos y de pago que maximizan la adaptabilidad de las tecnologías.  
 
Sin embargo, existen en las tecnologías actuales ciertas limitaciones, como por 
ejemplo que la comunicación esté orientada del cliente al servidor en los 
servicios web, lo cual obliga a diseñar sistemas como el presentado en este 
proyecto. Una posible línea de investigación futura sería el diseño e 
implementación de tecnologías y software que permitieran iniciar la 
comunicación desde cualquier extremo, ya sea cliente o servidor. 
 
 
5.2 Resultados obtenidos 
 
Una vez se consiguió que el cliente y el servidor pudieran comunicarse se 
realizaron una serie de pruebas de funcionalidad para comprobar la validez del 
sistema implementado. Para ello probamos, por ejemplo, conectar el cliente a 
la central mediante el la opción Connect del menú Project del programa cliente: 
 
 
 
 
Acceso al login mediante el menu item Connect. 
 
 
Aparece entonces la ventana de login para introducir los datos de identificación 
de usuario, i.e. nombre de usuario y contraseña. 
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Si se introducen un nombre y una contraseña válida, el botón de la toolbar para 
conectarse queda deshabilitado y se habilita el botón para desconectarse. De 
igual manera pasa con los menú items del menú File  llamados Connect and 
Disconnect.  
 
En la consola del Eclipse se imprime el número recibido desde el servidor, es 
decir, el número de sesión:  
 
 
 
 
Información de la operación en la consola de Eclipse. El número de sesión 
positivo indica que el login se ha realizado correctamente 
 
 
 
Vista de generación del cliente EVC 
 
 
En la vista de generación aparecen las diferentes compañías y los proyectos de 
cada una de ellas. El panel de la derecha contiene los detalles sobre las 
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compañías y herramientas que permiten modificar la compañía, modificar y 
crear usuarios, entre otros. 
 
En caso de que los datos contengan sean erróneos, Después de haber pulsado 
el botón de OK la ventana de login no se cierra sino que se queda abierta con 
un mensaje de error en rojo: 
 
 
 
 
La ventana de Login no se ha cerrado y aparece un mensaje de error en rojo 
explicando el motivo. 
 
 
ResRespuesta recibida del servidor. Se ha detectado el error de que el usuario 
y/o el password no son correctos. Por motivos de seguridad no se especifica 
cuál de los argumentos es el erróneo exactamente. 
 
 
5.3 Impacto ambiental 
 
Respecto al impacto ambiental, se ha considerado que debido a que el 
proyecto consiste en la implementación de software, no provoca impacto 
ambiental alguno. 
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Anexo A. Comunicación síncrona y asíncrona 
 
 
 
Fig. Anexo A. 1 Comunicación síncrona 
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Fig. Anexo A. 2 Comunicación asíncrona
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Anexo B. Universal Description, Discovery and 
Integration (UDDI) 
 
UDDI consiste en un registro público en el cual se indican los servicios web que 
ofrecen las empresas así como información sobre ellas. Mediante un conjunto 
de llamadas a API XML basadas en SOAP, se puede interactuar con UDDI 
para descubrir datos técnicos de los servicios con el fin de poder invocarlos y 
utilizarlos.  
 
Es importante destacar que UDDI es un registro, no un depósito donde se 
almacenan los servicios web, lo cual le permite ser relativamente ligero. Así 
pues, UDDI redirige al usuario al sitio donde se encuentran los recursos. Para 
ello se basa en identificadores únicos globales (GUID) para garantizar la 
capacidad de búsquedas y determinar la ubicación de recursos. Finalmente, las 
consultas a UDDI conducen a un interfaz (archivo .WSDL) o a una 
implementación ubicadas en otro servidor. 
 
 
 
 
Fig. Anexo B. 1 Diagrama de interacción para localizar un servicio web 
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Anexo C. Ejemplo de documento WSDL 
 
La Tabla Anexo C. 1 contiene un ejemplo de documento WSDL11 que describe 
el servicio web de una pizzería en el cual se han identificado las diferentes 
partes del documento: 
 
 
Tabla Anexo C. 1. Ejemplo de documento WSDL 
 
Parte Contenido del documento 
 <?xml version="1.0"?> 
<definitions name="Pizzas" 
   targetNamespace="http://mafia.it/pizzas.wsdl" 
   xmlns:tns="http://restauranteDelicias.es/pizzas.wsdl" 
   xmlns:xsd1="http:// restauranteDelicias.es /pizzas.xsd" 
   xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/" 
   xmlns="http://schemas.xmlsoap.org/wsdl/"> 
TYPES 
  <types> 
    <schema targetNamespace="http:// 
restauranteDelicias.es /pizzas.xsd" 
            
xmlns="http://www.w3.org/2000/10/XMLSchema"> 
      <element name="PrecioPizzaRequest"> 
        <complexType> 
          <all> 
            <element name="nombrePizza" type="string"/> 
          </all> 
        </complexType> 
      </element> 
      <element name="PrecioPizza"> 
         <complexType> 
           <all> 
             <element name="price" type="float"/> 
           </all> 
         </complexType> 
      </element> 
    </schema> 
  </types> 
MESSAGES 
<message name="precioPizzaInput"> 
    <part name="body" 
element="xsd1:PrecioPizzaRequest"/> 
  </message> 
 
  <message name="precioPizzaOutput"> 
    <part name="body" element="xsd1:precioPizza"/> 
                                            
11 Ejemplo obtenido de: Labra J. (2006). Introducción a los Servicios Web (online). URL: 
http://www.di.uniovi.es/~labra/cursos/XMLAvanzado/ServiciosWeb.html#(1). [Fecha de acceso: 
14/11/2006] 
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  </message> 
PORTTYPE 
  <portType name="PizzasPortType"> 
    <operation name="verPrecio"> 
      <input message="tns:precioPizzaInput"/> 
      <output message="tns:precioPizzaOutput"/> 
    </operation> 
  </portType> 
BINDING 
<binding name="PizzasSoapBinding"  
  type="tns:PizzasPortType"> 
    <soap:binding style="document"  
         transport="http://schemas.xmlsoap.org/soap/http"/> 
    <operation name="precioPizza"> 
      <soap:operation soapAction="http:// 
restauranteDelicias.es /Pizzas"/> 
      <input> 
        <soap:body use="literal"/> 
      </input> 
      <output> 
        <soap:body use="literal"/> 
      </output> 
    </operation> 
  </binding> 
SERVICE <service name="PizzasService"> 
    <documentation>Ejemplo de servicio</documentation> 
PORT <port name="PizzasPort"  
          binding="tns:PizzasSoapBinding"> 
      <soap:address location="http:// 
restauranteDelicias.es /Pizzas"/> 
    </port> 
 </service> 
 </definitions> 
 
 
En este ejemplo, el servicio web trabaja con dos tipos de datos: un string para 
el dato identificado como PrecioPizzaRequest y un float para el dato 
PrecioPizza, tal y como lo indica en la parte types. En la parte identificada 
como Messages, se indica que PrecioPizzaRequest es del tipo input, es decir, 
es un argumento que se deberá pasar al hacer la llamada a la operación; y 
PrecioPizza del tipo float será el dato que devolverá la llamada.  
 
En la siguiente parte, portType, se indica que el servicio web sólo dispone de 
una única operación llamada verPrecio. Binding apunta que el protocolo a 
utilizar para la invocación del servicio es SOAP.  Finalmente, port especifica la 
direcció o punto de destino al cual debe hacer la llamada la aplicación cliente, 
http://restauranteDelicias.es/Pizzas, y service agrupa todos los ports existentes, 
aunque en este caso sólo hay uno. 
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Anexo D. Mensaje SOAP 
 
SOAP proporciona un sistema estándar de empaquetar un mensaje. Según 
este sistema, todo mensaje está compuesto de una cabecera que describe el 
mensaje y un sobre que contiene el cuerpo del mensaje (Fig. Anexo D. 1). 
 
 
SOAP
Envelope
Header
Body
 
 
Fig. Anexo D. 1 La figura muestra la estructura básica de un mensaje SOAP. 
La línea discontinua indica que el elemento Header es opcional. 
 
 
Como ya se mencionó en el apartado anterior, el mensaje SOAP consiste en 
un documento XML. El elemento raíz del documento es el elemento Envelope, 
el cual tiene Header y Body como subelementos. 
 
El elemento Header es la cabecera del mensaje, es opcional y contiene 
información sobre el mensaje. Para que el mensaje SOAP esté bien construido, 
si el mensaje tiene cabecera, ésta debe ser el elemento hijo inmediato al 
elemento Envelope, con el cuerpo siguiendo inmediatamente a la cabecera. El 
elemento body debe estar siempre presente ya que es el cuerpo del mensaje y 
contiene los datos de éste. 
 
A continuación se muestra en la Tabla Anexo D. 1 la estructura de los 
mensajes SOAP y una breve descripción de cada una de sus partes: 
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Tabla Anexo D. 1. Sintaxis y estructura de un mensaje SOAP 
 
Mensaje SOAP Explicación del código 
<?xml version="1.0"?>  El mensaje SOAP es un 
documento XML y, como tal, 
debe comenzar con el tag 
<?xml….?> y la versión 
correspondiente. 
<soap:Envelope Esta etiqueta indica el empieza 
el envelope (sobre) del mensaje 
xmlns:soap="http://www.w3.org/2001/12/soap-envelope" Un mensaje SOAP debe 
contener siempre un elemento 
envelope asociado con el 
namespace (espacio de 
nombres) 
http://www.w3.org/2001/12/soap-
envelope 
   Soap:encodingStyle="http://www.w3.org/2001/12/soap-
encoding"> 
En esta línea lo que se hace es 
indicar donde se encuentran 
definidos los tipos de datos 
utilizados en el documento. 
      <soap:Header> 
         … 
      </soap:Header> 
Esta sección es la cabecera del 
mensaje e incluye información 
adicional específica de éste, 
como por ejemplo la 
autenticación 
<soap:Body> Esta etiqueta indica que 
comienza el cuerpo del mensaje, 
el cual incorpora toda la 
información necesaria para la 
aplicación destinataria. Por 
ejemplo, los parámetros para la 
ejecución, o la respuesta a una 
petición.  
         <soap:Fault>  
            ...  
         </soap:Fault> 
Cualquier tipo de fallo que se 
produzca será notificado en esta 
sección que, contenida dentro 
del propio cuerpo del mensaje. 
      </soap:Body> Indica el final del cuerpo del 
mensaje. 
</soap:Envelope> 
 
Fin del mensaje SOAP 
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Anexo E. Diagrama de secuencia de envío de ficheros 
 
 
 
Fig. Anexo E. 1 Diagrama UML para el diseño de los servicios web 
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La figura Fig. Anexo E. 1 muestra el diagrama de secuencia de la comunicación 
dada para la operación de enviar uno o más  ficheros, y la respuesta por parte 
de la central. 
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Anexo F. Atributos de los mensajes VISOL 
 
A continuación se muestran los atributos y se describe la información contenida en cada uno de ellos (Tabla Anexo F. 1 y Tabla 
Anexo F. 2): 
 
 
Tabla Anexo F. 1. Campos de los mensajes VISOL 
 
Etiqueta Nombre del campo Descripción Valor 
Visol 
Version núm. de la versión del protocolo de los mensajes 1.1 
VisolId Identifica el mensaje nombre del proyecto+fecha  y hora de solicitud 
Sender Identifica a quien ha enviado el mensaje String 
SessionId Identifica la sesión  Long 
Body Type 
Indica si el mensaje es una petición o una respuesta Request/response 
Operation Indica la operación a realizar: generar, borrar, etc. Ver tabla… 
Input Type Especifica el tipo de información Project, client, etc. *** **** Ver tabla… 
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Tabla Anexo F. 2. Descripción de los diferentes tipos de input existentes 
 
Valor del 
campo Type 
de la 
etiqueta 
Input 
Descripción Atributos 
Project Indica que se va describir, mediante los atributos,  el proyecto del cual se va a hacer la generación o  al cual pertenece la generación. 
Name: nombre del proyecto 
Generation Indica que se va a describir una generación mediante los atributos. 
Name: Nombre de la 
generación 
Date: Fecha de creación 
 
Technology 
Indica que se va  a describir la tecnología de la generación mediante los 
atributos 
Name: Nombre de la 
tecnología utilizada 
 
Template Indica que se va  a describir la plantilla de la generación mediante los atributos 
Name: Nombre de la plantilla 
utilizada 
Client 
Indica que se va  a describir un cliente mediante los atributos ClientName: Nombre del 
cliente 
ClientAddress: Dirección del 
correo electrónico del cliente 
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Anexo G. Ejemplos de mensajes VISOL 
 
Este anexo contiene algunos ejemplos de mensaje visol con el objetivo de 
facilitar la comprensión del funcionamiento del protocolo a partir de la 
comprensión de los mensajes. 
 
 
Ejemplo base de mensajes visol (v1.0) 
 
La idea original se basa en que los datos y las instrucciones se envían a través 
de ficheros XML en los que se describe la operación a hacer y los datos a 
enviar y recibir. La sintaxis de esos ficheros es la siguiente: 
 
 
<?xml version="1.1" encoding="ISO-8859-1"?> 
<visol version=“0.0” sender=“US334”> 
<solution id=“1”  name=“CRM para cliente3342” desc=“...” > 
 ...(Descripción de la solucion que se está desarrollando)... 
</solution> 
<data id=“2”  name=“definition” attached=“true”> 
  ...(Descripción de los ficheros de definición que se atachan)... 
</data> 
<!-- Accion de creacion del prototipo --> 
<action id=“3”  name=“do-prototype”> 
   <input id=“2”> 
</action> 
<execute id=“4”> 
   <actions-to-do> 
        <action id=“3” /> 
   </actions-to-do> 
   <!-- Generate as soon as possible --> 
   <schedule value=“now” /> 
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</execute> 
</visol> 
 
 
 
 
Ejemplo base de mensajes visol (v1.3) – versión actual 
 
A partir de la idea original se ha remodelado la sintaxis y estructura de los 
mensajes VISOL ajustándolos a los casos de uso de la comunicación entre 
cliente y servidor. Además de conseguir el objetivo de la comunicación, se ha 
intentado obtener una estructura clara y sencilla en los mensajes. 
 
<?xml version="1.1" encoding="ISO-8859-1"?> 
<visol version=“1.2” visolId=“visol_Jan222007124514” sender=“US334” 
sessionId=“7588306553637260925”> 
<body type=“request/response” operationId=“operationName”> 
 ...(Información para o sobre generaciones)... 
<data> 
<input type= “inutType” …/> 
[…] 
<input type= “inutType” …/> 
</data> 
</body> 
</visol> 
 
 
Mensaje VISOL para crear un nuevo usuario con acceso al 
escaparate 
 
Objetivo: este mensaje tiene como objetivo crear un nuevo cliente con acceso 
al escaparate, el cual consiste en un entorno situado en el la Central donde se 
publican los prototipos. Dicho entorno es parecido al del cliente y totalmente 
operativo con el fin que el usuario pueda desenvolverse en él. 
 
<?xml version=“1.0” encoding=“ISO-8859-1”?> 
<visol version=“1.3” visolId=“visol_Jan19200733759” 
sender=“master” sessionId=“773663827545625341”> 
<body type=“request” operation=“NewShowcaseUser”> 
<data> 
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<input type=“CompanyUser” name=“No-Company” NIF=“”/> 
<input type=“ClientWithAccess” name=“potter” 
address=“potter@potter.com”/> 
</data> 
</body> 
</visol> 
 
 
Mensaje VISOL para enviar a generar 
 
Objetivo: este mensaje de generar sin archivo XML de definición adjunto es 
para preguntar a la Central si el cliente EVC puede hacer más prototipos y, si 
puede, qué plantillas y tecnologías hay disponibles12. 
 
<?xml version=“1.0” encoding=“ISO-8859-1”?> 
<visol version=“1.3” visolId=“visol_Jan1920072245” 
sender=“master” sessionId=“773663827545625341”> 
<body type=“request” operation=“generateGetParameters”> 
</body> 
</visol>. 
 
Objetivo: este mensaje es la petición para enviar a generar un prototipo cuya 
definición se encuentra en un xml adjunto una vez ya se han escogido la 
tecnología y la plantilla a utilizar. 
 
<?xml version=“1.0” encoding=“ISO-8859-1”?> 
<visol version=“1.3” visolId=“visol_Jan1920074976” 
sender=“master” sessionId=“773663827545625341”> 
<body type=“request” operation=“generateDo”> 
<data> 
<input type=“project” name=“readersHouse”/> 
<input type=“generationParam” typeParam=“technology” 
value=“techName”/> 
<input type=“generationParam” typeParam=“template” 
value=“templateName”/> 
</data> 
</body> 
</visol> 
 
Mensaje VISOL para descargar el código de una generación 
 
Objetivo: este mensaje es la petición para pedir la descarga del código de una 
generación. 
 
<?xml version=“1.0” encoding=“ISO-8859-1”?> 
<visol version=“1.3” visolId=“visol_Jan19200733759” 
sender=“master” sessionId=“773663827545625341”> 
<body type=“request” operation=“downloadCode”> 
                                            
12 Ver apartado Explicación de los campos de los mensajes VISOL.  
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<data> 
<input type=“project” name=“readersHouse” NIF=“”/> 
<input type=“generation” name=“generationName” 
date=“20/12/2006”/> 
<input type=“technology” value=“”/> 
<input type=“template” value=“”/> 
<input type=“client” clientName=“Esteve Castells” 
address=“esteve.castells@readershouse.com”/> 
<input type=“client” clientName=“Noemi Gonzalez” 
address=“noemi.gonazalez@readershouse.com”/> 
</data> 
</body> 
</visol> 
 
 
Mensaje VISOL para dar acceso a un cliente 
 
Objetivo: pedir a la central que de acceso a un cliente a un prototipo generado. 
 
<?xml version=“1.0” encoding=“ISO-8859-1”?> 
<visol version=“1.3” visolId=“visol_Jan19200733759” 
sender=“master” sessionId=“773663827545625341”> 
<body type=“request” operation=“allowAcccess”> 
<data> 
<input type=“generation” name=“readersHouseV1” 
date=“20/12/2006”/> 
<input type=“client” clientName=“Patricia Rovira” 
address=“patricia.rovira@readershouse.com”/> 
<input type=“client” clientName=“Paco Casas” 
address=“paco.casas@readershouse.com”/> 
</data> 
</body> 
</visol> 
 
 
Mensaje VISOL para denegar el acceso a un cliente 
 
Objetivo: pedir a la central que deniegue acceso a uno o varios clientes a un 
prototipo generado. 
 
<?xml version=“1.0” encoding=“ISO-8859-1”?> 
<visol version=“1.3” visolId=“visol_Jan19200733759” 
sender=“master” sessionId=“773663827545625341”> 
<body type=“request” operation=“denyAcccess”> 
<data> 
<input type=“generation” name=“readersHouseV1” 
date=“20/12/2006”/> 
<input type=“client” clientName=“Patricia Rovira” 
address=“patricia.rovira@readershouse.com”/> 
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<input type=“client” clientName=“Paco Casas” 
address=“paco.casas@readershouse.com”/> 
</data> 
</body> 
</visol> 
 
 
Mensaje VISOL para borrar prototipos generados 
 
Objetivo: pedir a la central que deniegue acceso a un cliente a un prototipo 
generado. 
 
<?xml version=“1.0” encoding=“ISO-8859-1”?> 
<visol version=“1.3” visolId=“visol_Jan19200733759” 
sender=“master” sessionId=“773663827545625341”> 
<body type=“request” operation=“delete”> 
<data> 
<input type=“project” name=“readersHouse”/> 
<input type=“generation” name=“readersHouseV1” 
date=“20/12/2006”/> 
<input type=“technology” value=“tech1”/> 
<input type=“template” value=“temp1”/> 
<input type=“client” clientName=“Patricia Rovira” 
address=“patricia.rovira@readershouse.com”/> 
<input type=“client” clientName=“Paco Casas” 
address=“paco.casas@readershouse.com”/> 
</data> 
</body> 
</visol> 
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Anexo H. Diagrama UML de los servicios web 
 
 
 
Fig. Anexo H. 1 Diagrama UML para el diseño de los servicios web 
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Anexo I. Esquema de las interfaces de comunicación en el escenario 
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Fig. Anexo I. 1 Diagrama UML para el diseño de los servicios web 
Organització del treball   79 
Anexo J. Esquema de envío de ficheros 
 
 
 
Fig. Anexo J. 1 Esquema del escenario en el cual se muestran las dos interfaces: RequestServiceManager (interfaz de 
comunicación de la aplicación cliente) y OracleImpl1 (Interfaz de comunicación de la Central). 
80  EVC (Easy Visual Creator) 
Anexo K. Prueba de funcionalidad 
 
Una vez el escenario está listo y se han implementado los diferentes módulos 
de conexión en los extremos, los web services y la comunicación mediante 
JMS, llega el momento de comprobar el funcionamiento. Se dará como válido 
siempre que se cumpla el objetivo del caso de uso que requiere el empleo de la 
conexión. 
 
Por otro parte, todas las operaciones se efectúan de la misma manera y son 
atendidas por la central de la misma manera, excepto el login y el logout que no 
utilizan mensajes visol y son atendidos en la propia interfaz de la central sin 
llegar la operación hasta la central. Por este motivo, en este proyecto se 
muestran las pruebas de funcionalidad de login, logout y una operación tipo de 
ejemplo, es decir, una operación que utilice mensajes visol y que llegue hasta 
la central, de manera que sea la propia operación realizada en la central la que 
genera el contenido de la respuesta que le llega al cliente EVC. 
 
 
Conectar a la Central 
 
La aplicación cliente EVC tiene como pantalla inicial la que se muestra en la 
Fig. Anexo K. 1. Desde esta pantalla se puede conectar a la central mediante la 
acción de login.  
 
 
 
Fig. Anexo K. 1 Pantalla inicial de la aplicación EVC 
 
En la Fig. Anexo K. 2 y en la Fig. Anexo K. 3 se han marcado los diferentes 
puntos de acceso al login: 
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Fig. Anexo K. 2 Acceso al login mediante el menu item Connect. 
 
 
 
 
Fig. Anexo K. 3 Acceso a login mediante el botón de login de la toolbar y al 
cambiar al modo Generation. 
 
 
Las operaciones que se realizan desde la vista Generation no pueden 
realizarse sin haber realizado el login previamente para conectarse al servidor. 
Por ello, cuando se intenta cambiar a esta vista y no se está conectado 
aparece la ventana de login. 
 
Si se introducen un nombre y una contraseña válida, el botón de la toolbar para 
conectarse queda deshabilitado y se habilitat el botón para desconectarse. De 
igual manera pasa con los menú items del menú File  llamados Connect and 
Disconnect. Finalmente, si se ha marcadao Generation y ha aparecido la 
ventana de login, si el nombre de usuario y el password son válidos se abre la 
vista de generation directamente. 
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Fig. Anexo K. 4 Ventana para realizar el login. Se introduce el nombre de 
usuario y su correspondiente contraseña. 
 
 
Si los datos introducidos son válidos podemos acceder a la vista Generation. 
 
 
 
Fig. Anexo K. 5 Vista de generación 
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En la vista de generación aparecen las diferentes compañías y los proyectos de 
cada una de ellas. El panel de la derecha contiene los detalles sobre las 
compañías y herramientas que permiten modificarlas, crear usuarios, etc. 
 
Se comprueba tal y como se muestra en la siguiente tabla: 
 
 
Tabla Anexo K. 1. Tabla de pruebas y resultados de uno de los test de 
funcionalidad realizado 
 
# Evento a 
probar 
Resultado esperado Resul
tado  
1 Introducir un 
nombre de 
usuario y 
contraseña 
correctos (i.e. 
existentes en la 
base de datos 
de la central) en 
la ventana de 
login de la 
aplicación 
En la Central se le da acceso y se genera un 
long que se utilizará para identificar la sesión 
con dicho usuario.  
 
El nombre de usuario y la sesión se han 
introducido en el hashmap que utiliza la Central 
para controlar las sesiones y se ha devuelto 
como resultado el número de la sessión.  
 
Respecto al cliente, se recibe el identificador de 
la sesión enviado por La Central y su valor es 
igual o mayor a 0. A partir de este momento: 
1. la aplicación permite acceder a la pantalla 
Generation  
2. los iconos y la opción del menú connect 
para realizar el login quedan desactivados 
porque ya se está conectado  
Los iconos y la opción del menú para realizar el 
logout aparecen activos 
OK 
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En la consola del Eclipse se ha imprimido el número recibido desde el servidor, 
es decir, el número de sesión:  
 
 
 
 
Fig. Anexo K. 6 Información de la operación en la consola de Eclipse. El 
número de sesión positivo indica que el login se ha realizado correctamente 
 
 
Comprobamos que realmente el usuario introducido se encuentra en la base de 
datos de la Central: 
 
 
 
Fig. Anexo K. 7 El usuario aparece en la base de datos como usuario 
conectado 
 
En caso de error: 
 
 
Tabla Anexo K. 2. Pruebas y resultados obtenidos para comprobar que el 
funcionamiento de la aplicación es correcto si el usuario y/o la contraseña 
no son correctos 
 
# Evento a probar Resultado esperado Resultado 
1 Introducir un 
nombre de usuario 
y contraseña 
incorrectos (i.e. 
inexistentes en la 
base de datos de la 
central) en la 
ventana de login de 
la aplicación 
En la Central no se le da acceso y se le 
envía como respuesta -1. Este número 
es el código de error para este caso.  
 
Respecto al cliente, aparece un 
mensaje de error en la ventana de 
login. La aplicación no permite acceder 
a la pantalla Generation. Los iconos y la 
opción del menú connect para realizar 
el login continúan activados porque no 
OK 
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se está conectado Los iconos y la 
opción del menú para realizar el logout 
aparecen inactivos 
 
 
Después de haber pulsado el botón de OK la ventana de login no se cierra sino 
que se queda abierta con un mensaje de error en rojo: 
 
 
 
Fig. Anexo K. 8 La ventana de Login no se ha cerrado y aparece un mensaje 
de error en rojo explicando el motivo. 
 
En la consola del eclipse se puede leer lo siguiente: 
 
 
 
Fig. Anexo K. 9 El mensaje de error aparece también en la consola de eclipse. 
 
 
ResRespuesta recibida del servidor. Se ha detectado el error de que el usuario 
y/o el password no son correctos. Por motivos de seguridad no se especifica 
cuál de los argumentos es el erróneo exactamente. 
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Anexo L. Razones para el uso del servidor Apache 
HTTPD 
 
Para poder determinar qué servidor http era el más adecuado, hizo falta 
analizar previamente qué ventajas e inconvenientes que presentaba. A 
continuación se citan las ventajas: 
 
• El servidor Apache httpd es el servidor web con más aceptación en 
Internet y el más utilizado, pese a que en los últimos meses su cuota ha 
decrecido del 70% en el 2005 al 68% en el 200713. Su amplia extensión 
de uso implica que se trabaje continuamente en él y de la misma manera 
aparezcan actualizaciones y soluciones de bugs. Otra consecuencia 
altamente positiva de su extenso uso es el hecho de que es fácil 
conseguir manuales e información para su instalación y hay una gran 
cantidad de información online para la resolución de posibles problemas 
que a menudo aparecen durante la instalación. 
• Es un software libre de código abierto, de manera que su código es 
mejorado por la comunidad constantemente. Por ello, si aparece un 
problema de seguridad suele solucionarse en unas horas. 
• Es gratuito. 
• La instalación en Windows es sencilla ya que se puede utilizar un 
instalador Windows (archivo Win-32 Binary). Dicho archivo se puede 
obtener desde la página de descarga accesible desde la URL 
http://httpd.apache.org/. Una vez descargado sólo hace falta ejecutar el 
archivo y rellenar algunos campos en el asistente de instalación. 
• Incorpora herramienta de monitorización y de test. Estas herramientas 
se instalan al instalar el servidor. La primera de ellas permite encender y 
apagar el servidor así como saber si se ha lanzado correctamente. La 
segunda indica si hay errores en el archivo de configuración. 
• Permite autenticación  y negociado de contenido. 
• Ofrece una elevada flexibilidad difícil de encontrar en otros servidores 
Web. Apache httpd puede ser usado como contenedor de servidor de 
aplicaciones, balanceador de carga, como proxy cache o proxy inverso e 
incluso se puede modificar completamente su comportamiento a vase de 
módulos 
• Apache httpd fue desarrollado por la Apache Software Foundation que 
también ha llevado a implementado un servidor de aplicaciones 
(Tomcat) y un motor SOAP para poder contener servicios web (Axis). 
 
A parte de los puntos propuestos, el servidor Apache httpd 2.2 ofrece la 
posibilidad de balanceo de carga, es decir, repartir las peticiones a los 
Tomcat’s de cada máquina. De esta manera en un futuro se podría crear una 
granja de servidores Tomcat y escalar las peticiones que es capaz de servir 
una sola máquina, dando servicio aunque algún servidor Tomcat caiga. 
 
                                            
13 Estadísticas históricas y de uso diario obtenidas de  por Netcraft http://news.netcraft.com/. 
[Fecha de acceso: 20/02/2007].  
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Respecto a sus desventajas, la principal y que realmente ha provocado demora 
en la realización del proyecto es que la configuración resulta tediosa, sobretodo 
al principio, ya que no tiene una interfaz gráfica que ayude para realizarla. La 
única forma de configurar el servidor es editando el fichero de configuración 
httpd.conf, el cual consiste en un archivo de texto de considerable extensión. 
Otro inconveniente detectado durante el desarrollo es el poco feedback 
obtenido en algunos casos, lo cual en algunos casos ha provocado que el 
servidor Apache httpd no pudiera ser arrancado debido a un error pero no se 
indicaba el error en ningún sitio. 
 
Después de analizar todos los puntos se llegó a la conclusión que las ventajas 
que ofrece Apache HTTPD lo convierten en un servidor potente que permite 
realizar las decisiones de diseño tomadas, por lo que el único inconveniente 
encontrado no tiene peso suficiente como para ser un argumento consistente y 
desestimar su uso. 
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Anexo M. Configuración de los certificados SSL 
 
En primer lugar se crea el certificado del servidor. Este certificado es 
autogenerado y autofirmado por el propio servidor. Los pasos a seguir son: 
1. Abrimos la consola y accedemos al directorio donde se ha descomprimido 
OpenSSL. Para crear una petición para un nuevo certificado introducimos:  
openssl req -config openssl.cnf -new -out automatika.csr -keyout 
automatika.pem 
 
Una vez introducida la instrucción aparecerán una serie de preguntas, las 
cuales pueden variar dependiendo de la versión de OpenSSL de que 
dispongamos. Todas ellas se pueden dejar en blanco excepto dos de ellas: 
a. PEM pass phrase: es la contraseña asociada a la clave privada 
(automatika.pem) que se va a  generar.  
* PEM pass phrase: Password associated with the private key (blarg.pem) 
you're generating. Since we'll be removing this for the benefit of Apache2, I 
suggest using something like "none" or "password". 
b. Common Name: aquí se debe introducir el nombre de dominio completo 
asociado a este certificado. En el caso actual, debido a que todavía se 
está trabajando a nivel de intranet, se utilizará sólo el nombre de la 
máquina que actúa como servidor, es decir, automatika. 
La siguiente figura muestra una captura de este primer paso: 
 
 
  
Fig. Anexo M. 1 Captura del primer paso 
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2. La contraseña privada que hemos obtenido está protegida, lo cual nos dará 
problemas para trabajar con Apache2. Para obtener una contraseña no 
protegida ejecutaremos el siguiente comando en la consola: 
 
openssl rsa -in automatika.pem -out automatika.key 
 
Automáticamente se nos preguntará la contraseña que indicamos 
anteriormente. La llave resultante, contenida en automatika.key, es 
esencialmente lo mismo que el archivo PEM pero sin proteger con contraseña. 
 
Antes de continuar se recomienda borrar el archivo .rnd ya que podría ser 
utilizado de forma maliciosa para intentar craquear el certificado. 
 
3. Con el siguiente comando creamos ya por fin el certificado X.509: 
 
openssl x509 -in automatika.csr -out automatika.cert -req -signkey 
automatika.key -days 365 
 
En este comando indicamos también la duración del certificado. Después del 
365 el certificado expirará. 
 
4. Finalmente, el último paso consiste en crear un directorio, al cual 
llamaremos ssl por ejemplo, en %APACHE_HOME%\conf\ . En este nuevo 
directorio copiaremos el certificado y la llave (automatika.cert y 
automatika.key). Después, lo indicaremos en el fichero de configuración de 
Apache añadiendo las líneas marcadas en negrita y descimentando 
aquellas que estén comentadas: 
 
 
# Secure (SSL/TLS) connections 
Include conf/extra/httpd-ssl.conf 
# 
# Note: The following must must be present to support 
#       starting without SSL on platforms with no 
/dev/random equivalent 
#       but a statically compiled-in mod_ssl. 
# 
<IfModule ssl_module> 
SSLRandomSeed startup builtin 
SSLRandomSeed connect builtin 
</IfModule> 
<VirtualHost automatika:443> 
SSLEngine On 
SSLCertificateFile conf/ssl/automatikav20.cert 
SSLCertificateKeyFile conf/ssl/automatikav20.key 
</VirtualHost> 
<VirtualHost localhost> 
SSLEngine On 
SSLCertificateFile conf/ssl/automatikav20.cert 
SSLCertificateKeyFile conf/ssl/automatikav20.key 
</VirtualHost> 
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Una vez ya tenemos el certificado del servidor falta crear un almacén de 
certificados para el cliente, el cual vendrá incorporado en la propia aplicación, 
que confiará en el certificado del servidor. Los pasos a seguir son: 
 
1. Creación del almacén de certificados (archivo .jks): 
 
C:\OpenSSL\bin>keytool -genkey -alias evcClient -keyalg RSA -keystore 
evcClient.jks 
 
2. Importamos el certificado del servidor en el almacén del cliente para que 
confíe en el servidor: 
 
keytool -import -file automatika.cert -keystore evcClient.jks -
storepass automatika -alias automatika 
 
Una vez ejecutado este comando se nos preguntará si realmente se desea 
confiar en el certificado. Confirmamos que realmente lo deseamos y aparece 
una línea que informa que el certificado ha sido añadido al almacén de claves. 
 
 
Fig. Anexo M. 2 Imagen de la consola en el momento de  importar el 
certificado del servidor en el almacén del cliente 
 
 
3. Finalmente, copiamos el archivo en el proyecto del EVC y añadimos las 
siguientes líneas en el método que arranca la aplicación: 
 
 
public class ApplicationWorkbenchWindowAdvisor extends 
WorkbenchWindowAdvisor { 
 
 private String trustStore = ".\\evcClient.jks";  
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 private String trustStorePassword = "PA8K277"; 
[…] 
 
 
public void preWindowOpen() { 
   
 //comment the two following lines if you with to debug 
the SSL part: 
 System.setProperty("javax.net.debug", "ssl"); 
 System.setProperty("com.sun.net.ssl.dhKeyExchangeFix", 
"true"); 
   
 //SSL setup 
 System.setProperty("javax.net.ssl.keyStore", 
trustStore); 
 System.setProperty("javax.net.ssl.keyStorePassword", 
trustStorePassword); 
 System.setProperty("javax.net.ssl.keyStoreType", 
"JKS"); 
 System.setProperty("javax.net.ssl.trustStore", 
trustStore); 
 System.setProperty("javax.net.ssl.trustStorePassword", 
trustStorePassword); 
    
 […] 
} 
 
 
Mediante estas líneas configuramos la aplicación para que el nuevo almacén 
de claves sea evcClient.jks, con contraseña automatika14.  
 
                                            
14 En este manual se ha utilizado siempre la misma contraseña tanto para cliente como para 
servidor para simplificar y no tener que estar recordar diferentes contraseñas. 
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Anexo N. Fichero de configuración SSL de Apache 
httpd-ssl.conf 
 
# 
# This is the Apache server configuration file providing SSL support. 
# It contains the configuration directives to instruct the server how to 
# serve pages over an https connection. For detailing information about these  
# directives see <URL:http://httpd.apache.org/docs/2.2/mod/mod_ssl.html> 
#  
# Do NOT simply read the instructions in here without understanding 
# what they do.  They're here only as hints or reminders.  If you are unsure 
# consult the online docs. You have been warned.   
# 
 
# 
# Pseudo Random Number Generator (PRNG): 
# Configure one or more sources to seed the PRNG of the SSL library. 
# The seed data should be of good random quality. 
# WARNING! On some platforms /dev/random blocks if not enough entropy 
# is available. This means you then cannot use the /dev/random device 
# because it would lead to very long connection times (as long as 
# it requires to make more entropy available). But usually those 
# platforms additionally provide a /dev/urandom device which doesn't 
# block. So, if available, use this one instead. Read the mod_ssl User 
# Manual for more details. 
# 
#SSLRandomSeed startup file:/dev/random  512 
#SSLRandomSeed startup file:/dev/urandom 512 
#SSLRandomSeed connect file:/dev/random  512 
#SSLRandomSeed connect file:/dev/urandom 512 
 
 
# 
# When we also provide SSL we have to listen to the  
# standard HTTP port (see above) and to the HTTPS port 
# 
# Note: Configurations that use IPv6 but not IPv4-mapped addresses need two 
#       Listen directives: "Listen [::]:443" and "Listen 0.0.0.0:443" 
# 
Listen 443 
 
## 
##  SSL Global Context 
## 
##  All SSL configuration in this context applies both to 
##  the main server and all SSL-enabled virtual hosts. 
## 
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# 
#   Some MIME-types for downloading Certificates and CRLs 
# 
AddType application/x-x509-ca-cert .crt 
AddType application/x-pkcs7-crl    .crl 
 
#   Pass Phrase Dialog: 
#   Configure the pass phrase gathering process. 
#   The filtering dialog program (`builtin' is a internal 
#   terminal dialog) has to provide the pass phrase on stdout. 
#SSLPassPhraseDialog  builtin 
 
#   Inter-Process Session Cache: 
#   Configure the SSL Session Cache: First the mechanism  
#   to use and second the expiring timeout (in seconds). 
#SSLSessionCache         dbm:F:/Apache2.2OpenSSL0.9/logs/ssl_scache 
#SSLSessionCache        
shmcb:F:/Apache2.2OpenSSL0.9/logs/ssl_scache(512000) 
#SSLSessionCacheTimeout  300 
 
#   Semaphore: 
#   Configure the path to the mutual exclusion semaphore the 
#   SSL engine uses internally for inter-process synchronization.  
#SSLMutex default 
 
## 
## SSL Virtual Host Context 
## 
 
<VirtualHost _default_:443> 
 
#   General setup for the virtual host 
DocumentRoot "C:/Archivos de programa/Apache Software 
Foundation/Apache2.2/htdocs" 
ServerName www.example.com:443 
ServerAdmin you@example.com 
ErrorLog "C:/Archivos de programa/Apache Software 
Foundation/Apache2.2/logs/error_log" 
TransferLog "C:/Archivos de programa/Apache Software 
Foundation/Apache2.2/logs/access_log" 
 
#   SSL Engine Switch: 
#   Enable/Disable SSL for this virtual host. 
#SSLEngine on 
 
#   SSL Cipher Suite: 
#   List the ciphers that the client is permitted to negotiate. 
#   See the mod_ssl documentation for a complete list. 
#SSLCipherSuite 
ALL:!ADH:!EXPORT56:RC4+RSA:+HIGH:+MEDIUM:+LOW:+SSLv2:+EXP:+eNULL
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#   Server Certificate: 
#   Point SSLCertificateFile at a PEM encoded certificate.  If 
#   the certificate is encrypted, then you will be prompted for a 
#   pass phrase.  Note that a kill -HUP will prompt again.  Keep 
#   in mind that if you have both an RSA and a DSA certificate you 
#   can configure both in parallel (to also allow the use of DSA 
#   ciphers, etc.) 
#SSLCertificateFile "C:/Archivos de programa/Apache Software 
Foundation/Apache2.2/conf/ssl/server.crt" 
#SSLCertificateFile c:/apache/conf/server-dsa.crt 
 
#   Server Private Key: 
#   If the key is not combined with the certificate, use this 
#   directive to point at the key file.  Keep in mind that if 
#   you've both a RSA and a DSA private key you can configure 
#   both in parallel (to also allow the use of DSA ciphers, etc.) 
#SSLCertificateKeyFile F:/Apache2.2OpenSSL0.9/conf/server.key 
#SSLCertificateKeyFile c:/apache/conf/server-dsa.key 
 
#   Server Certificate Chain: 
#   Point SSLCertificateChainFile at a file containing the 
#   concatenation of PEM encoded CA certificates which form the 
#   certificate chain for the server certificate. Alternatively 
#   the referenced file can be the same as SSLCertificateFile 
#   when the CA certificates are directly appended to the server 
#   certificate for convinience. 
#SSLCertificateChainFile c:/apache/conf/server-ca.crt 
 
#   Certificate Authority (CA): 
#   Set the CA certificate verification path where to find CA 
#   certificates for client authentication or alternatively one 
#   huge file containing all of them (file must be PEM encoded) 
#   Note: Inside SSLCACertificatePath you need hash symlinks 
#         to point to the certificate files. Use the provided 
#         Makefile to update the hash symlinks after changes. 
#SSLCACertificatePath c:/apache/conf/ssl.crt 
#SSLCACertificateFile c:/apache/conf/ssl.crt/ca-bundle.crt 
 
#   Certificate Revocation Lists (CRL): 
#   Set the CA revocation path where to find CA CRLs for client 
#   authentication or alternatively one huge file containing all 
#   of them (file must be PEM encoded) 
#   Note: Inside SSLCARevocationPath you need hash symlinks 
#         to point to the certificate files. Use the provided 
#         Makefile to update the hash symlinks after changes. 
#SSLCARevocationPath c:/apache/conf/ssl.crl 
#SSLCARevocationFile c:/apache/conf/ssl.crl/ca-bundle.crl 
 
#   Client Authentication (Type): 
Organització del treball   95 
#   Client certificate verification type and depth.  Types are 
#   none, optional, require and optional_no_ca.  Depth is a 
#   number which specifies how deeply to verify the certificate 
#   issuer chain before deciding the certificate is not valid. 
#SSLVerifyClient require 
#SSLVerifyDepth  10 
 
#   Access Control: 
#   With SSLRequire you can do per-directory access control based 
#   on arbitrary complex boolean expressions containing server 
#   variable checks and other lookup directives.  The syntax is a 
#   mixture between C and Perl.  See the mod_ssl documentation 
#   for more details. 
#<Location /> 
#SSLRequire (    %{SSL_CIPHER} !~ m/^(EXP|NULL)/ \ 
#            and %{SSL_CLIENT_S_DN_O} eq "Snake Oil, Ltd." \ 
#            and %{SSL_CLIENT_S_DN_OU} in {"Staff", "CA", "Dev"} \ 
#            and %{TIME_WDAY} >= 1 and %{TIME_WDAY} <= 5 \ 
#            and %{TIME_HOUR} >= 8 and %{TIME_HOUR} <= 20       ) \ 
#           or %{REMOTE_ADDR} =~ m/^192\.76\.162\.[0-9]+$/ 
#</Location> 
 
#   SSL Engine Options: 
#   Set various options for the SSL engine. 
#   o FakeBasicAuth: 
#     Translate the client X.509 into a Basic Authorisation.  This means that 
#     the standard Auth/DBMAuth methods can be used for access control.  The 
#     user name is the `one line' version of the client's X.509 certificate. 
#     Note that no password is obtained from the user. Every entry in the user 
#     file needs this password: `xxj31ZMTZzkVA'. 
#   o ExportCertData: 
#     This exports two additional environment variables: SSL_CLIENT_CERT and 
#     SSL_SERVER_CERT. These contain the PEM-encoded certificates of the 
#     server (always existing) and the client (only existing when client 
#     authentication is used). This can be used to import the certificates 
#     into CGI scripts. 
#   o StdEnvVars: 
#     This exports the standard SSL/TLS related `SSL_*' environment variables. 
#     Per default this exportation is switched off for performance reasons, 
#     because the extraction step is an expensive operation and is usually 
#     useless for serving static content. So one usually enables the 
#     exportation for CGI and SSI requests only. 
#   o StrictRequire: 
#     This denies access when "SSLRequireSSL" or "SSLRequire" applied even 
#     under a "Satisfy any" situation, i.e. when it applies access is denied 
#     and no other module can change it. 
#   o OptRenegotiate: 
#     This enables optimized SSL connection renegotiation handling when SSL 
#     directives are used in per-directory context.  
#SSLOptions +FakeBasicAuth +ExportCertData +StrictRequire 
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<FilesMatch "\.(cgi|shtml|phtml|php)$"> 
#    SSLOptions +StdEnvVars 
</FilesMatch> 
<Directory "C:/Archivos de programa/Apache Software Foundation/Apache2.2/cgi-
bin"> 
#    SSLOptions +StdEnvVars 
</Directory> 
 
#   SSL Protocol Adjustments: 
#   The safe and default but still SSL/TLS standard compliant shutdown 
#   approach is that mod_ssl sends the close notify alert but doesn't wait for 
#   the close notify alert from client. When you need a different shutdown 
#   approach you can use one of the following variables: 
#   o ssl-unclean-shutdown: 
#     This forces an unclean shutdown when the connection is closed, i.e. no 
#     SSL close notify alert is send or allowed to received.  This violates 
#     the SSL/TLS standard but is needed for some brain-dead browsers. Use 
#     this when you receive I/O errors because of the standard approach where 
#     mod_ssl sends the close notify alert. 
#   o ssl-accurate-shutdown: 
#     This forces an accurate shutdown when the connection is closed, i.e. a 
#     SSL close notify alert is send and mod_ssl waits for the close notify 
#     alert of the client. This is 100% SSL/TLS standard compliant, but in 
#     practice often causes hanging connections with brain-dead browsers. Use 
#     this only for browsers where you know that their SSL implementation 
#     works correctly.  
#   Notice: Most problems of broken clients are also related to the HTTP 
#   keep-alive facility, so you usually additionally want to disable 
#   keep-alive for those clients, too. Use variable "nokeepalive" for this. 
#   Similarly, one has to force some clients to use HTTP/1.0 to workaround 
#   their broken HTTP/1.1 implementation. Use variables "downgrade-1.0" and 
#   "force-response-1.0" for this. 
BrowserMatch ".*MSIE.*" \ 
         nokeepalive ssl-unclean-shutdown \ 
         downgrade-1.0 force-response-1.0 
 
#   Per-Server Logging: 
#   The home of a custom SSL log file. Use this when you want a 
#   compact non-error SSL logfile on a virtual host basis. 
#CustomLog F:/Apache2.2OpenSSL0.9/logs/ssl_request_log \ 
          "%t %h %{SSL_PROTOCOL}x %{SSL_CIPHER}x \"%r\" %b" 
 
</VirtualHost>                                   
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Anexo O. Instalación de AXIS 
 
Los pasos a seguir para la instalación de Axis son15: 
 
1. Descargar los binarios de la distribución de Axis. En ella se encuentra la 
carpeta axis-1_3/webapps/axis. Esta carpeta se debe copiar dentro de la 
carpeta webapps del servidor de aplicaciones (/tomcat/webapps/axis).  
2. Iniciar tomcat 
3. Acceder a la página principal 
o http://localhost:8080/axis 
4. Comprobar la correcta instalación clicando sobre el link Validate en la 
página mostrada en el punto 3 o accediendo a la siguiente URL: 
o http://localhost:8080/axis/happyaxis.jsp 
 
Esta página muestra los componentes que necesita Axis para funcionar 
(librerías). En caso de no encontrar las librerías requeridas, esta página 
indica cuáles faltan. Si no se encuentran las librerías obligatorias, Axis 
no funcionará. No se debe proceder a realizar los pasos siguientes de la 
instalación hasta no disponer de todas las librerías. Cuando se hayan 
conseguido todas, la página estará “happy”. 
 
Las librerías se deben añadir a tomcat/webapps/axis/WEB-INF/lib, es 
decir, sólo hace falta conseguir las librerías que faltan y copiar cada .jar 
de cada librería en este directorio. 
 
A continuación se puede ver la página que muestra Axis una vez ha 
encontrado todas las librerías necesarias. 
 
 
                                            
15 Se asume que el servidor web está levantado en el puerto 8080. 
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Fig. Anexo O. 1 Happines page de Axis. 
 
 
Finalmente, si todo es correcto se podrá acceder a Axis desde la siguiente 
dirección en local: http://localhost/axis. En caso de que no se pruebe en local la 
dirección sería la siguiente http://dirección_IP_servidor/axis. En vez de la 
dirección IP del servidor también se puede utilizar su nombre, por ejemplo, en 
el caso del servidor Automatika: http://automatika/axis.   
 
Respecto a las Variables de entorno, es necesario crear ciertas variables de 
entorno si no existen todavía: 
- AXIS_HOME=c:\axis 
- AXIS_LIB=%AXIS_HOME%\lib 
- AXISCLASSPATH=%AXIS_LIB%\axis.jar;%AXIS_LIB%\commons-
discovery.jar; %AXIS_LIB%\commons-
logging.jar;%AXIS_LIB%\jaxrpc.jar;%AXIS_LIB%\saaj.jar; 
%AXIS_LIB%\log4j-1.2.8.jar;%AXIS_LIB%\xml-
apis.jar;%AXIS_LIB%\xercesImpl.jar;%AXIS_LIB%\activation.jar;%AXIS_
LIB%\mail.jar 
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Anexo P. Comunicación en el escenario 
 
A continuación se muestra un esquema de los diferentes protocolos de comunicación utilizados en el escenario: 
 
 
EVC
La Central
Servicios web Interfaz de comunicación
INTERNET CENTRAL
CORE
Aplicación 
cliente
HTTP, SSL, SOAP, VISOL JMS
 
 
Fig. Anexo P. 1 Las aplicaciones del cliente y la Central se comunican mediante el protocolo Visol, los mensajes del cual son 
adjuntados a mensajes del protocolo SOAP, los cuales viajan sobre HTTP y SSL. Las dos máquinas físicas que componen 
actualmente la Central se comunican mediante mensajes JMS. 
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Anexo Q. Diagrama de secuencia de las operaciones 
 
A continuación se muestra un diagrama de secuencia de una operación 
síncrona. En este caso, el cliente EVC se espera hasta que acaba de recibir 
todos los ack’s y la respuesta final.  
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EVC
:NewUserModelOperation
doOperation()
Primero comprueba que 
los valores introducidos 
por el usuario son correctos
:RequestServiceManager
doService(opId, Objects[])opId=(PK de la operacion en la BD de la central)
object=array con un objeto
CompanyModel y un objeto
UserModel
:VisolFactory
createVisolFile(serviceId, object[], userId)
visol:DocumentEscribe el visol en
un fichero porque 
el webservice está
pensado para enviar
ficheros
sendRequestSyncron
Convierte los ficheros en
Datahandlers (contenedor
de ficheros para los WS)
:FilesTransmissionService
sendFiles(files, fileNames)
visolFile
visolFile
processVisol(visolDocument)
ackObject
ackObjectComprobar si es
un nack o un ack
si es un nack hay 
que avisar al usuario
y abortar la operacion waitForResponse
:ResponseContainer :MessagesFromLaCentralListener
getResponseFor(operationId)
Es un thread, se ha
lanzado después de
hacer login
:MessagesTransmissionService
getMessagesTransmission()
While(true)
files[]
processVisol(visolDocument)
objects[]
setResponseFor(operationId, object[])
object[]
object[]
Lo primero que se recibe 
es un ack confirmando que
la peticion está encolada
waitForResponse(operationId)
object[]Después se recibe el 
segundo ack confirmando
que la operacion está en
proceso
waitForResponse(operationId)
object[]
Por último se recibe el
resultado de la operacion
en la central y se finaliza
la operación en EVC en
función de dicho resultado
 
 
Fig. Anexo Q. 1 Diagrama de secuencia de una comuniación síncrona en el 
cliente EVC 
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En el caso de una operación asíncrona, el diagrama de secuencia es el 
siguiente: 
 
 
 
Fig. Anexo Q. 2 Diagrama de secuencia de una comuniación asíncrona en el 
cliente EVC 
 
