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Saºetak
U ovom ¢emo radu deﬁnirati pojam interpolacije za neki dani skup podataka. Obraditi
¢emo neke od 1-D metode interpolacije, a to su: metoda najbliºeg susjedstva, linearna inter-
polacija i kubi£na interpolacija. Upoznati ¢emo se s osnovama interpolacije kroz jednostavne
primjere i ste£eno znanje primjenjivati na sve kompleksnije primjere. Takoer ¢emo obraditi
i metode 2-D interpolacije, a to su: metoda najbliºeg susjedstva, bilinearna interpolacija i
bikubi£na interpolacija. Preteºno ¢emo se baviti problemom uve¢avanja slika, ali takoer
¢emo spomenuti da se iste metode koriste kod rotacije slika, smanjivanja slika, iskrivljava-
nja slika i sli£no. Metode ¢emo analizirati na zajedni£kom primjeru, te usporedit dobivene
rezultate kako bismo zaklju£ili ²to u praksi dobivamo uporabom istih tih metoda. Ovisno o
rezultatima koje nam daju pojedine metode, zaklju£iti ¢emo gdje je najbolje primjenjivati
te metode i za²to.
Klju£ne rije£i
Interpolacija, obrada slike, metoda najbliºeg susjedstva, linearna, kubi£na, bilinearna,
bikubi£na
Summary
In this work we will deﬁne interpolation for a given data set. We will cover some of the
1-D interpolation methods such as: nearest neighbour interpolation, linear interpolation and
cubic interpolation. We will learn about the basics of interpolation through simple examples,
and use the acquired knowledge on more complex examples. Also we will cover some 2-D
interpolation methods such as: neirest neighbour interpolation, bilinear interpolation and
bicubic interpolation. Our main focus will be image scaling, but we will also mention that
the same interpolation methods are used with image rotation, downsizing, distortion etc. We
will analize our methods on a common example, and compare the results so we can deduce
the beneﬁts of those methods. Depending on the results, we will deduce why and where
those methods should be used.
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iUvod
Interpolacija u matematici predstavlja odreivanje nepoznatih vrijednosti neke veli£ine
s pomo¢u poznatih vrijednosti u nekom intervalu u kojem su poznate zakonitosti njezinih
promjena. Na primjer, poznato nam je koliko ko²ta prirediti ve£eru za 10, 50 i 100 ljudi,
ali na poziv za ve£eru odazvalo se 75 ljudi, ukoliko nas zanima cijena ve£ere za tih 75 ljudi
moºemo iskoristiti podatke koje znamo i na temelju toga donijeti procjenu cijene. Ve¢ oko
300. godine prije Krista u anti£koj Gr£koj koristili su ne samo linearnu interpolaciju, nego
i kompleksnije oblike interpolacije kako bi predvidjeli poziciju Sunca, Mjeseca i planeta za
koje su znali.
Primjer interpolacije koriste¢i linearnu interpolaciju i kubi£nu interpolaciju
Mi ¢emo interpolaciju koristiti u digitalnoj obradi slika. Interpolacija nam je potrebna
jer se npr. prilikom rotacije slike i uve¢anja slike pojavljuju pikseli £ije vrijednosti ne znamo,
stoga ih moramo interpolirati. Obraditi ¢emo tri metode interpolacije. U sve tri metode
funkcija koju koristimo za interpolaciju je polinom. Kod metode najbliºeg susjedstva to je
konstantan polinom, kod bilinearne interpolacije je polinom prvog stupnja, a kod bikubi£ne
interpolacije koristimo polinom tre¢eg stupnja. Razli£ite metode daju razli£ite rezultate pa
¢emo na zajedni£kim primjerima uo£iti kvalitete i nedostatke svake metode, te spomenuti
gdje se koja metoda koristi.
11 Jednodimenzionalna interpolacija
1.1 Pojam interpolacije i uvoenje pojmova
Problem interpolacije je proces kojim za kona£an skup to£aka: x0 < x1 < · · · < xn i nji-
hove pripadne funkcijske vrijednosti u nama nepoznatoj funkciji f : f(x0), f(x1), . . . , f(xn),
pronalazimo, po mogu¢nosti, ²to jednostavniju funkciju g deﬁniranu na [x0, xn], koja dobro
aproksimira funkciju f . Funkcija g treba zadovoljavati sljede¢i uvjet:
g(xi) = f(xi), i = 0, 1, . . . , n (1)
Funkcija g £esto je polinom ili trigonometrijska, takoer moºe biti eksponencijalna, raci-
onalna, konstantna itd. Tako dobivenu funkciju g koristiti ¢emo za procjenjivanje vrijednosti
funkcije f na [x0, xn]. U daljnjem tekstu koristit ¢emo oznaku f za funkciju £iju vrijednost
ºelimo interpolirati, s g funkciju dobivenu interpolacijom, a £vorovima interpolacije ¢emo
nazivati to£ke £ije funkcijske vrijednosti znamo i ozna£iti ih s x0, x1, . . . , xn , dok ¢emo pri-
padne funkcijske vrijednosti ozna£iti redom s y0 = f(x0), y1 = f(x1), . . . , yn = f(xn). Kako









Tablica 1: vorovi interpolacije i njihove pripadne funkcijske vrijednosti
Slika 1: Graﬁ£ki prikaz podataka iz Tablice 1.
21.2 Lokalno konstantna interpolacija
Jedna od najjednostavnijih i najbrºih metoda interpolacije kori²tena u obradi slika je
lokalno konstantna interpolacija koju zovemo jo² i metoda najbliºeg susjedstva. U ovoj
metodi funkcija g u to£ki x poprima vrijednost f(xi) gdje je xi £vor interpolacije, koji je
euklidski najmanje udaljen od x. Lako moºemo zaklju£iti da ¢e g biti oblika:
g(x) =













, i = 0, 1, . . . , n− 1
Iz grafa funkcije g vidljivo je da je ona konstanta na segmentima oko £vorova interpolacija,
te upravo zato ovu metodu nazivamo lokalno konstantnom interpolacijom.
Slika 2: Graf funkcije g
Na sljede¢em ¢emo primjeru ilustrirati kori²tenje lokalno konstantne interpolacije, na
uve¢anje slike. Slike su reprezentirane kao 2D-polja, pri £emu element tog polja na poziciji
(i, j) sadrºi informaciju o boji piksela na (i, j)-toj poziciji slike. Zbog jednostavnosti u
ovom radu ne¢emo koristiti RGB boje, nego samo nijanse sive. Ovaj primjer, kao i sljede¢i,
generirani su programskom jeziku Python, koriste¢i biblioteke "numpy" i "PIL" (Python
Imaging Library). Nijanse sive biramo brojem u intervalu [0, 255], gdje je 0 vrijednost crne,
a 255 vrijednost bijele. Za sada ¢emo se baviti 1-D interpolacijom, stoga slika koju ¢emo
interpolirati, zapravo ¢e biti 1-D polje piksela.
Primjer 1. Generirajmo sliku dimenzija 1 × 2, s vrijednostima piksela redom 100 i 200.
Uve¢ajmo dobiveno sliku 2 puta, zatim ju interpolirajmo koriste¢i lokalno konstantnu inter-
polaciju.
3Pripadni Python kod za generiranje slike:
#Potrebne b i l i o t e k e
import numpy as np
from PIL import Image
#Definiramo p o l j e d imenz i j a 1x2 , k o j e ce r e p r e z e n t i r a t i p i k s e l e
#u in t8 j e Unsigned i n t e g e r (0 to 255)
array = np . z e r o s ( [ 1 , 2 ] , d type=np . u in t8 )
#Po s t a v l j a n j e ( i , j )− t o g p i k s e l a na zadanu v r i j e d n o s t
array [ 0 ] [ 0 ] = 100
array [ 0 ] [ 1 ] = 200
#Prebac i van j e p o l j a u s l i k u
img = Image . fromarray ( array )
#Spremanje dob i vene s l i k e
img . save ( ' s l i k a 3 . png ' ) )
Slika 3: rezultat prethodne Python skripte
Uve¢ajemo na²u sliku 2 puta, zna£i da ¢e slika dimenzija 1×2 postati dimenzija 2×4, pri
£emu se piksel sa (i, j)-te pozicije originala, aproksimativno 1 preslikao u poziciju (2∗ i, 2∗j),
dok su svi ostali pikseli uve¢ane slike, u koje si nije preslikao niti jedan iz originala, bez
ikakvih podataka, pa ¢emo ih primjera radi postaviti na crnu. 2-D interpolacijom ¢emo se
baviti kasnije u radu, stoga ¢emo interpolirati samo prvi redak na²e 2× 4 slike:
Slika 4: prvi redak uve¢ane slike prije interpolacije
Ako redom piksele indeksiramo s lijeva na desno indeksima 0, 1, 2, 3 uz prethodno obja²-
njeni postupak lokalno konstantne interpolacije, vidljivo je da ¢e piksel na indeksu 1 poprimiti
kao onaj na indeksu 0, ²to ¢e dati:
1aproksimativno jer se kod lokalno konstantne i linearne interpolacije uvijek krajni pikseli preslikavaju u
krajne, stoga ¢e se u primjeru 1, piksel na indeksu (0,1) zapravo preslikati u (0,3), a ne u (0,2) kao ²to je
o£ekivano. Demonstrirat ¢emo ovaj princip u daljnim primjerima.
4Slika 5: rezultat nakon prvog koraka interpolacije
analognim postukom ¢e piksel na indeksu 2 poprimit vrijednost kao piksel na indeksu 3,
²to daje kona£an rezultat:
Slika 6: rezultat nakon interpolacije
Kona£ni rezultat dobiven je sljede¢im python kodom:
#Pozivamo r e s i z e ( ) metodu , t e p ro s l j e du j emo j o j z e l j e n u dimenzi ju , t e
#z e l j e n u metodu i n t e r p o l a c i j e (u nasem s l u c a j u " nea r e s t ne i ghbour "
#metodu to j e s t metodu n a j b l i z e g s u s j e d s t v a i l i l o k a l n o
#kons tantnu i n t e r p o l a c i j u . )
img = img . r e s i z e ( ( 4 , 1 ) , Image .NEAREST)
img . save ( ' s l i k a 6 . png ' )
#Prebac i t cemo dob ivenu s l i k u u po l j e , kako b i v i d j e l i k o j e su
#tocno numericke v r i j e d n o s t i p o p r im i l i i n t e r p o l i r a n i poda t c i
i n t e r po l a t e d_da t a = np . array ( img )
#I s p i s navedenog p o l j a
print ( i n t e r po l a t e d_da t a )
Navedeni kod ispisuje sljede¢e polje: [[100 100 200 200]] , ²to je u skladu s na²im po£et-
nim poljem: [[100 200]] i opisanim postupkom.
Uo£imo da lokalno konstantna interpolacija ne zahtijeva nikakve izra£une, nego naprosto
kopira poznate podatke, te je s toga najbrºa od svih interpolacija koje ¢emo obraditi u ovom
radu. Takoer uo£imo da je rezulat u prethodnom primjeru dobra aproksimacija po£etne
slike, ali ne¢e uvijek biti tako, jer nikada ne¢emo dobiti nijednu drugu boju, osim onih koje
su se pojavljivale. Stoga ¢emo probati dobiti bolje aproksimacije, s neprekidnim funkcijama.
51.3 Linearni interpolacijski spline
Prethodno smo zaklju£ili da lokalno konstantnom interpolacijom ne¢emo uvijek dobiti
ºeljeni rezultat, npr. nije mogu¢e dobiti nove nijanse boja, stoga ¢emo se korisiti linearnim
interpolacijskim splineom. Linearni jer ¢e dobivena funkcija biti polinom prvog stupnja, a
spline jer interpoliramo samo izmeu svaka dva susjedna £vora. Intuitivno vidimo da ¢e to
zapravo biti pravci koji spajaju susjedne £vorove. Funkcija g biti ¢e sljede¢eg oblika:
g|[xi−1,xi] = gi, za i = 1, . . . , n (2)
pri £emu je svaki gi oblika:
gi(x) = yi−1 +
yi − yi−1
xi − xi−1 (x− xi−1), x ∈ [xi−1, xi]. (3)
Uo£imo da ¢e tako konstruirana funkcija uvijek postojati i biti jedinstvena, zbog toga ²to
je pravac jedinstveno odreen prolaskom kroz dvije to£ke. Pogledajmo kako izgleda linearni
interpolacijski spline podataka iz Tablice 1.
Slika 7: linearni interpolacijski spline podataka iz Tablice 1.
Jasno je vidljivo da ¢e linearni interpolacijski spline dati puno realisti£niju aproksimaciju
podataka koje se nalaze izmeu £vorova. Za razliku od lokalno konstantne u ovoj vrsti
interpolacije zapravo izra£unavamo nove podatke, pogledajmo to na sljede¢em primjeru.
Primjer 2. Koriste¢i linearni interpolacijski spline, uve¢aj 3×1 sliku s pripadnim podatcima:
[[100 150 200]] , u slike dimenzija: 4× 1 , 5× 1 i 6× 1 i 7× 1, te ispi²i pripadne podatke.





Slika 9: Slike dobivene koriste¢i lineranu interpolaciju
Slike i podaci su rezultat sljede¢e python skripte:
import numpy as np
from PIL import Image
array = np . z e r o s ( [ 1 , 3 ] , d type=np . u in t8 )
array [ 0 ] [ 0 ] = 100
array [ 0 ] [ 1 ] = 150
array [ 0 ] [ 2 ] = 200
img = Image . fromarray ( array )
img . save ( ' s l i k a 8 . png ' )
img4x1 = img . r e s i z e ( ( 4 , 1 ) , Image .BILINEAR)
img5x1 = img . r e s i z e ( ( 5 , 1 ) , Image .BILINEAR)
img6x1 = img . r e s i z e ( ( 6 , 1 ) , Image .BILINEAR)
img7x1 = img . r e s i z e ( ( 7 , 1 ) , Image .BILINEAR)
img4x1 . save ( ' 4 x1 . png ' )
img5x1 . save ( ' 5 x1 . png ' )
img6x1 . save ( ' 6 x1 . png ' )
img7x1 . save ( ' 7 x1 . png ' )
p i x = np . array ( img )
print ( p i x )
p i x4x1 = np . array ( img4x1 )
print ( p i x4x1 )
p i x5x1 = np . array ( img5x1 )
7print ( p i x5x1 )
p i x6x1 = np . array ( img6x1 )
print ( p i x6x1 )
p i x7x1 = np . array ( img7x1 )
print ( p i x7x1 )
Uo£imo da samo ovaj put kao argument resize metode odabrali "BILINEAR", ²to je u stvari
linearna interpolacija za dvodimenzionalan slu£aj kojim ¢emo se baviti kasnije.
Iz dobivenih slika na oko je vidljivo da smo ovim postupkom izra£unali nove podatke, to jest,
dobili smo boje (nijanse sive) koje se u originalu nisu pojavljivale. Pogledajmo numeri£ke
vrijednosti dobivenih slika, i usporedimo ih s originalom:
Original : [[100 150 200]]
4× 1 : [[100 131 169 200]]
5× 1 : [[100 120 150 180 200]]
6× 1 : [[100 113 138 163 188 200]]
7× 1 : [[100 107 129 150 171 193 200]]
Uo£imo da su u svim slu£ajevima, prva i posljednja vrijednost jednake prvoj i posljednjoj
iz originala, to je upravo ono ²to smo spomenuli u fusnoti 1. Takoer uo£imo da su po£etne
vrijednosti bile redom 100 150 200 , ali da se te vrijednosti pojavljuju samo u slu£aju
5 × 1 i 7 × 1, dok se u svim ostalim slu£ajevima pojavljuju samo 100 i 200. To je zato ²to
u slu£ajevima 5 × 1 i 7 × 1, izmeu svaka dva susjedna piksela iz originala, dolazi jednak
broj piksela koje moramo izracunati. Npr. u slu£aju 7 × 1 dodali smo dva piksela izmeu
prvog i srednjeg, i dva izmeu srednjeg i zadnjeg iz originala. U slu£ajevima 4 × 1 i 6 × 1 ,
vrijednost 150 nije se prikazala, ali stoga je vrijednosti 150 pridodana ve¢a teºina u izra£unu
novonastalih susjednih piksela. Uo£imo to na slu£aju 4× 1 , novonastale vrijednosti su 131 i
169, s obzirom da je kori²tena linearna interpolacija, to jest vrijednost npr. 131 je to£ka na
pravcu koji spaja 100 i 150, pa vidimo da je 131 bliºi vrijednosti 150 jer je ve¢i od polovi²ta,
koji iznosi 125. Analogno vrijedi za sve ostale takve slu£ajeve.
Prednosti ove interpolacije su velika brzina, malo ra£unskih operacija, te neprekidnost
dobivene funkcije aproksimacije g. Nedostatak je to ²to u £vorovima interpolacije, dobivena
funkcija g nije glatka, a to moºe smanjiti kvalitetu dobivene slike.
81.4 Kubi£ni interpolacijski spline
Linearni interpolacijski spline bio je dobar poku²aj interpolacije, ali on vodi ra£una samo
o dva susjedna piksela, stoga izra£unati podaci mogu odstupati od o£ekivanih. U nastojanju
da to popravimo, koristiti ¢emo kubi£ni interpolacijski spline, koji u obzir uzima £ak £etiri
susjedna piksela za izra£une, £ije postojanje znamo iz sljede¢eg teorema iz [1].
Teorem 1. Zadani su podaci (xi, yi), i = 0, 1, . . . , n, koji zadovoljavaju uvjet
x0 < x1 < · · · < xn. Tada postoji jedinstveni prirodni kubi£ni interpolacijski spline C, pri
£emu su polinomi Ci, i = 1, . . . , n, zadani s:
Ci(x) =
(





+ bi(x− xi−1) + si−16hi (xi − x)3 + si6hi (x− xi−1)3,
gdje je




, hi = xi − xi−1,
a brojevi si, i = 0, . . . , n, zadovoljavaju sustav jednadºbi
si−1hi + 2si(hi + hi+1) + si+1hi+1 = 6(di+1 − di), i = 1, . . . , n− 1
s0 = sn = 0.
Na sljede¢oj slici uo£imo da je za razliku od linearnog splinea, kubi£ni ne samo nepre-
kidan, nego i gladak. Neprekidnost i glatko¢a vrijede za sve mogu¢e podatke te slijede iz
konstrukcije kubi£nog interpolacijskog. Vi²e o tome u [1].
Slika 10: Kubi£ni interpolacijski spline podataka iz Tablice 1.
Primjer 3. Koriste¢i linearni interpolacijski spline, uve¢aj 3×1 sliku s pripadnim podatcima:
[[100 150 200]] , u sliku dimenzije: 7 × 1, te ispi²i pripadne podatke i usporedi podatke i
novonastalu sliku s rezultatima iz pro²log primjera.
9Slika 11: 7x1 slika iz prethodnog primjera
Slika 12: novonastala 7x1 slika
Uo£imo da nema gotovo nikakve vidljive razlike meu slikama. Pogledajmo stoga podatke:
Stari podaci: 7× 1 : [[100 107 129 150 171 193 200]]
Novi podaci: 7× 1 : [[95 104 125 150 175 196 205]]
Jasno je da na malim primjerima nema velikih razlika u podacima, stoga ne moºemo
golim okom uo£iti razliku. No razlika izmeu linearnog i kubi£nog splinea jasno ¢e biti
vidljiva u nastavku ovog rada, kada budemo interpolirali 2-D slike ve¢ih dimenzija, tada ¢e
sve ²to smo dosada obradili dobiti smisao.
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2 Dvodimenzionalna interpolacija
Sada kada znamo interpolirati jedan red slike imamo gotovo sve ²to trebamo da bi inter-
polirali cijelu sliku. Kao i dosad u ovom radu krenit ¢emo sa najjednostavnijom metodom,
a to je metoda najbliºeg susjedstva ili metoda lokalno konstantne interpolacije.
Sli£no kao u prvom poglavlju, deﬁnirati ¢emo skup podataka koji ¢emo obraditi svim me-
todama, radi usporedbe. Ovaj put je to tablica dimenzija 6x6 koja reprezentira vrijednosti
piksela 6x6 grayscale slike:
125 100 75 50 25 0
155 130 105 80 55 3
180 155 130 105 80 55
205 180 155 130 105 80
230 205 180 155 130 105
255 230 205 180 155 130
Tablica 2: Vrijednosti piksela 6x6 slike
2.1 Metoda najbliºeg susjedstva
Prije nego interpoliramo podatke iz Tablice 2, idemo vidjeti ²to se zapravo dogodi kada
pove¢amo 2-D sliku. Pa pove¢ajmo sliku s podacima iz Tablice 2 iz 6x6 slike u 11x11 sliku.
To je uve¢anje od otprilike 183% .
Slika 13: Postupak uve¢avanja
Pikseli iz originala ra²ire se koliko je potrebno, te izmeu njih ostaju pikseli £ije vrijednosti
ne znamo, to jest moramo ih izra£unati. Kod metode najbliºeg susjedstva taj "izra£un" je
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u stvari pronalazak najbliºeg piksela, te kopiranje njegove vrijednosti. Tako ¢e svi pikseli iz
ljubi£astog podru£ja sa slike, zapravo biti kopije svojeg najbliºeg susjeda, od tuda i ime ove
metode. Pa ¢e rezultat nakon interpolacije biti:
Slika 14: Uve¢ana 11x11
Uo£imo da je jedan redak i jedan stupac uºi od svih ostalih, to nije gre²ka metode, nego
jednostavno stvar dimenzija. Originalno je slika bila 6x6, a nova je 11x11. A 11 nije djeljivo s
6, iz tog razloga, Iz tog razloga ne mogu svi retci/stupci biti iste ²irine. Odabir retka/stupca
koji je uºi je stvar implementacije resize() funkcije. Pogledajmo vrijednosti piksela 11x11
slike:
[ [ 1 2 5 125 100 100 75 75 50 25 25 0 0 ]
[125 125 100 100 75 75 50 25 25 0 0 ]
[155 155 130 130 105 105 80 55 55 30 30 ]
[155 155 130 130 105 105 80 55 55 30 30 ]
[180 180 155 155 130 130 105 80 80 55 55 ]
[180 180 155 155 130 130 105 80 80 55 55 ]
[205 205 180 180 155 155 130 105 105 80 80 ]
[230 230 205 205 180 180 155 130 130 105 105 ]
[230 230 205 205 180 180 155 130 130 105 105 ]
[255 255 230 230 205 205 180 155 155 130 130 ]
[255 255 230 230 205 205 180 155 155 130 1 3 0 ] ]
Tablica 3: Vrijednosti piksela 11x11 slike
Vidimo da su uistinu svi podaci, kopije originalnih kao ²to je i o£ekivano uz opisani
postupak. Originalna i uve¢ana slika, ispis podataka rezultat su sljede¢e python skripte:
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import numpy as np
from PIL import Image
array = np . z e r o s ( [ 6 , 6 ] , dtype=np . u int8 )
for i in range ( 6 ) :
array [ 0 ] [ i ] = 127−25∗ i−2
for i in range ( 1 , 6 ) :
for j in range ( 6 ) :
array [ i ] [ j ] = array [ 0 ] [ j ] + 25∗ i+5
img = Image . fromarray ( array )
img . save ( ' Or i g i na l . png ' )
img = img . r e s i z e ( ( 1 1 , 1 1 ) )
img . save ( ' 11x11 . png ' )
pix = np . array ( img )
print ( pix )
Uo£imo da resize() metodi nismo kao argument proslijedili koju vrstu interpolacije ºelimo
koristiti, jer ona defaultno koristi metodu najbliºeg susjedstva, pa to nije bilo potrebno. Isto
kao u 1-D slu£aju, slike dobivene metodom najbliºeg susjedstva nemaju nikakve prijelazne
boje. Vi²e mogu¢nosti nam pruºa linearna interpolacija, koja se u 2-D slu£aju zove bilinearna
interpolacija.
2.2 Bilinearna interpolacija
U 1-D slu£aju bilo je jednostavno linearno interpolirati, jer smo imali dvije to£ke kroz
koje treba provu¢i pravac, te odabrati vrijednost na tom pravcu koju ¢emo pridruºiti pikselu.
U 2-D slu£aju stvari su malo kompliciranije, jer se novonastali piksel moºe nalaziti izmeu
dva ili £etiri piksela. Dva ako je to£no poravnat sa svoja dva susjeda, to jest nalazi se u
istom redu kao i poznati podaci koji ga okruºuju (npr. prvi red u slici prije interpolacije,
Slika 13). etiri ako se nalazi u redu u kojem nema poznatih podataka (npr. drugi red u
slici prije interpolacije, Slika 13). Objasnimo to na idu¢oj slici:
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Slika 15: Crveno - poznate vrijednosti, Zeleno - traºena vrijednost, Plava - pomo¢ne vrijed-
nosti
Uz notaciju sa slike i opisa, objasnimo kako fukcionira 2-D linearna interpolacija. Traºena
vrijedenost je u to£ki P s koordinatama (x, y) koja se nalazi izmeu 4 poznate vrijednosti
Q11, Q12, Q21, Q22. Vrijednost u to£ki P dobijemo tako da prvo linearno interpoliramo vri-
jednost to£aka R1 i R2. Vrijednost to£ke R1 dobijemo provla£enjem pravca kroz to£ke Q21 i
Q11 te uvr²tavanjem x koordinate. Analogno dobijemo R2 provla£enjem pravca kroz to£ke
Q12 i Q22 te uvr²tavanjem x koordinate. Sada kada imamo dva poznata podatka R1 i R2 koji
su kolinearna s to£kom P , provla£imo pravac kroz to£ke R1 i R2, te odreujemo vrijednost
to£ke P uvr²tavanjem koordinate y na taj pravac. Zaklju£ujemo da se bilinearna interpola-
cija zapravo svodi na tri linearne interpolacije.
Usporedimo sad rezultat metode bilinearne interpolacije i metode najbliºeg susjedstva, pri
uve¢anju slike 6x6 s podacima iz tablice 2. u sliku 11x11:
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(a) Metoda najbliºeg susjedstva
(b) Bilinearna interpolacija
[ [ 1 2 5 117 103 90 76 63 49 35 22 8 0 ]
[135 127 113 100 86 73 59 45 32 18 10 ]
[151 143 129 116 102 89 75 61 48 34 26 ]
[165 157 143 130 116 103 89 75 62 48 40 ]
[179 171 157 144 130 117 103 89 76 62 54 ]
[193 185 171 158 144 131 117 103 90 76 68 ]
[206 198 184 171 157 144 130 116 103 89 81 ]
[220 212 198 185 171 158 144 130 117 103 95 ]
[233 225 211 198 184 171 157 143 130 116 108 ]
[247 239 225 212 198 185 171 157 144 130 122 ]
[255 247 233 220 206 193 179 165 152 138 1 3 0 ] ]
Tablica 4: Vrijednosti piksela slike dobivene bilinearnom interpolacijom
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Odmah je jasno da bilinearna interpolacija nudi puno ljep²e prijelaze boja ve¢ na ovako
malom primjeru, ali je ona ra£unski zahtjevnija od metode najbliºeg susjedstva, stoga i vre-
menski zahtjevnija. Preostalo nam je jo² obraditi 2-D slu£aj kubi£ne interpolacije, takozvanu
bikubi£nu interpolaciju, koja se u praksi naj£e²¢e i koristi od svih koje smo dosada obradili.
2.3 Bikubi£na interpolacija
Bikubi£na interpolacija posljednja je interpolacija koju ¢emo obraditi u ovom radu. Ve¢
smo spomenuli da se ona naj£e²¢e koristi u praksi u alatima za obradu slika. Koristi se
upravo iz razloga ²to je slika uve¢ana bikubi£nom iterpolacijom oku najugodnija, ²to ¢emo
i vidjeti na primjerima. Za razliku od bilinearne interpolacije koja je za izra£un vrijednosti
nepoznatog piksela koristila 2x2 podru£je piksela koje ga okruºuje, to jest 4 piksela. Bi-
kubi£na interpolacija koristi 4x4 podru£je, to jest, ukupno 16 piksela. Pogledajmo proces
bikubi£ne interpolacije:
Sli£no kao ²to smo kod bilinearne interpolacije tri puta linearno interpolirali
Slika 17: Usporedba linearne i bilinearne interpolacije
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Kod bikubi£ne interpolacije provodimo postupak kubi£ne interpolacije pet puta:
Slika 18: Usporedba kubi£ne i bikubi£ne interpolacije
Crvena, ºuta, zelena i plava boja predstavljaju poznate podatke. Crna boja predstav-
lja traºeni podatak. Prvi korak je kubi£na interpolacija susjednih poznatih podataka, sive
krivulje predstavljaju upravo taj korak. Potom odabiremo pomo£ne podatke na dobivenim
krivuljama, to jest na slici, ljubi£aste £vorove koje ¢emo takoer kubi£no interpolirati, te na
dobivenoj krivulji, odabrati na² traºeni podatak.
Usporedimo sad rezultat metode bilinearne interpolacije i bikubi£ne interpolacije, pri uve¢a-




Razlika na slikama gotovo je neprimjetna, ali ako pogledamo podatke slike dobivene
bikubi£nom interpolacijom i usporedimo s podacima iz tablice 4., vidimo da razlika postoji.
[ [ 1 2 5 117 102 88 74 61 47 33 19 4 0 ]
[134 126 111 97 83 70 56 42 28 13 6 ]
[153 145 130 116 102 89 75 61 47 32 24 ]
[168 160 145 131 117 104 90 76 62 47 38 ]
[181 173 158 144 130 117 103 89 75 60 52 ]
[195 187 172 158 144 131 117 103 89 74 66 ]
[208 200 185 171 157 144 130 116 102 87 79 ]
[222 214 199 185 171 158 144 130 116 101 93 ]
[236 228 213 199 185 172 158 144 130 115 107 ]
[250 243 228 214 200 187 173 159 145 130 122 ]
[255 251 236 222 208 195 181 167 153 138 1 3 0 ] ]
Tablica 5: Vrijednosti piksela slike dobivene bikubi£nom interpolacijom
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Dosada nismo vidjeli pravu razliku izmeu bikubi£ne i linearne interpolacije, iako je
bikubi£na ra£unski najzahtjevnija od metoda koje smo obradili, nije nam ponudila ni²ta
bolje rezultate nego bilinearna. Iz tog razloga ²to na dosada²njim primjerima, koji su bili
dosta trivijalni, nismo mogli uo£iti zna£ajnu razliku izmeu odabira bilinearne interpolacije
i bikubi£ne interpolacije, u sljede¢em podpoglavlju obradit ¢emo slike ve¢ih dimenzija na
kojima ¢emo uistinu mo¢i vidjeti razliku.
2.4 Usporedba i primjene metoda interpolacije
Sada kada smo utvrdili kako koja metoda funkcionira, primijeniti ¢emo ih na primjeru iz
stvarnog ºivota.
Primjer 4. Uzmimo zadanu fotograﬁju dimenzija 100x100, i uve¢ajmo ju na 400% te inter-
polirajmo svim obraenim metodama, usporedimo rezultate i prokomentirajmo nedostatke i
kvalitete svake metode.
Slika 20: Originalna fotograﬁja dimezija 100x100
Slika 21: Metoda najbliºeg susjedstva
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Metoda najbliºeg susjedstva daje £istu sliku, ali jako zrnatu. Ovu metodu dobro je koristiti
za jednostavne slike, na primjer slike koje moºemo nacrtati u Microsoftovom alatu Paint,
slike koje sadrºe slova jer ih ne¢e zamutiti nego ¢e samo replicirati ono ²to se nalazilo u
originalu, i uve¢ati to.
Slika 22: Bilinearna interpolacija
Bilinearna interpolacija nam daje sliku koja se £ini mutna, ali znatno manje zrnata nego
slika koju nam daje metoda najbliºeg susjedstva. Ova metoda se £ini kao dobar izbor jer je
za razliku od metode najbliºeg susjedstva koja je jako zrnata, ali nije mutna, ova metoda
podjednako mutna i zrnata.
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Slika 23: Bikubi£na interpolacija
Slika koju nam daje metoda bikubi£ne interpolacije £ini se podjednako mutna kao i ona
koju nam daje bilinearna inerpolacija, ali ako pogledamo na primjer podru£je oko o£iju ma£ke
sa slike, vidimo da je slika 22. puno zrnatija nego slika 23 (ukoliko razlika nije vidljiva
pogledaj [16]). Tu dolazi do izraºaja bikubi£na interpolacija koja za izra£un u obzir uzima 16
okolnih piksela, za razliku od 4 piksela koliko ih uzima bilinearna.
Sli£ne rezultate moºemo vidjeti i na sljede¢em primjeru:
Slika 24: Usporedba metoda
Iz £ega zaklju£ujemo da ¢emo birati metodu interpolacije ovisno o tome koliko rezul-
tantna slika treba biti o²tra.
21
Osim kod uve¢avanja slika, obraene metode interpolacije koriste se kod gotovo svih tran-
sformacija slika kao ²to su na primjer: rotacija, smanjenje slika, iskrivljenje slika i sli£no.
Pogledajmo na sljede¢im primjerima:
Primjer 5. Neka je zadana slika:
Slika 25: Zadana slika
Uslijed rotacije originalne slike dogaa se slijede¢e: Kada se centar transformiranog pi-
Slika 26: centri piksela prije rotacije - centri piksela poslje rotacije
skela ne podudara s nijednim pikselom u novoj slici, moramo koristiti nekakvu metodu kojom
¢emo determinirati ²to ¢e se nalaziti na pikselu nove slike. To su naj£e²¢e neke od metoda
interpolacije koje smo obradili.
Slika 27: Rezultati interpolacije
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Jasno je da pri rotaciji ve¢ na ovako malim i jednostavnim primjerima kvaliteta slike
opada jako brzo. Sli£no je i kod iskrivljavanja slika:
Slika 28: Primjer iskrivljavanja slike
Osim primjene na jednoj slici, metode interpolacije takoer se primjenjuju za interpo-
laciju podataka izmeu vi²e slika. Linearna interpolacija se u medicini koristi pri izra£unu
nepoznatih reºnjeva prilikom snimanja CT strojom. Takoer su se prije, zbog njihove br-
zine i jednostavnosti, koristile linearna i kubi£na interpolacija za izra£un podataka izmeu
reºnjeva dobivene magnetskom rezonancom.
Slika 29: Primjer reºnjeva magnetske rezonance
Naravno danas postoje sloºenije metode interpolacije kao ²to su Lanczos interpolacija,
Krigingova metoda interpolacije, fraktalna interpolacija, hibridne metode itd., ali njihova
analiza nadilazi opseg ovog rada.
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