We present a tool which integrates the Unified Modeling Language with a processoriented technique for component system specification and design. We have transformed the definition of process inheritance into definitions of inheritance of UML diagrams. The definitions of UML diagrams inheritance have been built into the tool to guarantee component system development with correct inheritance of component behaviour.
Introduction
Reuse of components can be considered as reuse of component specifications. If specifications have a formal interpretation, then the reuse of them follows some formal rules. To be useful for practical design, these formal interpretation and formal rules should be dressed in a standard, understandable form, such as the Unified Modeling Language (UML) [8] . We present the tool that provides an environment for design and reuse of component specifications in the UML. The tool is implemented as a Rational Rose ADD-IN [9] . A component specification is an abstraction from a component, representing sufficient properties of the component. According to the component definition [12] such sufficient properties are contractually specified interfaces, explicit context dependencies, possibilities for independent deployment and for composition by third parties. The interfaces and explicit dependencies of a component define together a behaviour of the component in a predefined environment including other system parts. It is this behaviour that should be reused when we replace an implemented component by another implemented component or when we replace an environment by a different environment. There will be always other components, other elements of environment that cause the same behaviour. That is why we consider a component specification as an interaction pattern, a process. Because of the abstraction from implementation, we specify the pattern in terms of roles, communicating via interfaces provided by these roles. This gives us a freedom to implement several roles as one implemented component or to represent a role by several implemented components. This also allows us to represent environment and components in a uniform and platform independent way [7] .
A component specification in our tool is a process term, actions of which are operation calls and returns fulfilled by roles via interfaces. The component process term is specified in the UML profile which uses an interface-role diagram and a set of sequence diagrams. We have transformed the definition of process inheritance [1] to the definitions of inheritance at the interface-role diagram level and at the sequence diagram level. The definitions have been built into the tool to support composition of components via correct inheritance of component behaviour.
In Section 2 of this paper we provide an overview of the steps of the component system design in the tool. Sections 3 describes the notion of component specification used by our tool. Sections 4 and 5 briefly represent a theoretical basis and describe implementation details for each step of design. Section 6 concludes the paper.
2 Component system design in the tool Fig.1 shows the steps of the component system design in our tool: 1. A designer chooses parent components to inherit from. Interface-role diagrams of these components are drawn by the tool in the Rational Rose Window. 2. The designer extends parent interface-role diagrams by new roles and interfaces using dialogs provided by the tool. The interface-role diagram of the new component is produced. 3. The designer draws a set of sequence diagrams using the set of actions derived by the tool from the interface-role diagram of the new component. 4. The tool constructs the process term corresponding to the UML specification of the new component.
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With the help of the tool, the designer defines action sets which should be hidden and blocked in the process of the new component to derive process of a chosen parent component. The tool helps the designer hide and block those actions and compares the process-result of hiding and blocking with the process of the parent component. This step should be repeated for each parent component.
6. If at least one process-result of hiding and blocking is not equal to the corresponding parent process, then the sequence diagrams which represent the unreachable behaviour pattern are indicated by the tool. The designer should correct the design of the new component.
7.
If each process-result of hiding and blocking is equal to the corresponding parent process, then the specification of the system is saved in the Rational Rose and the HTML formats.
Component Specification
A component specification in our tool is a process of type P = (A, p, p * , p F , T, ) :
• A is a finite set of actions.
• • R is a finite set of roles. Each role r ∈ R depicted by a box has a set of players P L r (instances of roles). If the number of players |P l r | is more than one, the number is drawn near the role.
• I is a finite set of interfaces depicted by circles. Each interface i ∈ I has a set of results Res i of the interface. Results are shown as sets of values near the interface.
• P I ⊆ {(r, i)| r ∈ R, i ∈ I} defines a finite set of interfaces provided by roles. The relation is depicted by a solid line between a role and an interface.
• RI ⊆ {(r , (r, i))| r , r ∈ R, i ∈ I, (r, i) ∈ P I} defines a finite set of interfaces required by roles. A required interface is drawn by a dash arrow connecting a role and a provided interface. The arrow is directed to the interface.
• RR ⊆ {(r, r )| r, r ∈ R} is the relation of inheritance on the set of roles. The relation is shown by a solid line with the triangle end r −£r directed from child r to parent r.
The set of required interfaces from the interface-role diagram of a component specifies the set of action names A IR for the process corresponding to the component [11] . In this paper all roles have only one player, so an action name for an operation call a = r 
• R × P L is a set of players of roles from the interface-role diagram. A player of a role is represented by a box with a dash line drawn down from the box [8] (Fig.2c); • A s is a set of labelled arcs. An arc (v, w, l) ∈ A s is drawn as an arrow from the line of player v to the line of player w with label l, where
, where -n = 1, 2, ..., N. Element n gives natural numbers to required interfaces on a sequence diagram from 1 to N . A natural number at an arrow allows us to distinguish several occurrences of tuple (v, w, l) in a sequence diagram (1 : (v, w, l)), (2 : v, w, l)) etc (Fig.2b) . We use these numbers as action indices a 1 , a 2 etc.
-ir ∈ I × Res is an interface call or return from the interface-role diagram (Fig.2c ).
-If a sequence has repeated subsequences i = 1..m, then the repetition symbol rp is used to indicate the start rp = st i and the end rp = f i of a repeated subsequence i. rp = {ω, st i , f i }. By convention we omit the empty value rp = ω for all elements of A s , which do not start or end any repeated subsequence.
Set of actions A of the process is exactly defined by the sets A s of actions from the sequence diagrams. A is a multiset defined on a subset of A IR by sequence diagrams (an operation call (return) from an interface-role diagram can be made several times on sequence diagrams).
The specification of a component in our tool contains three consistent parts: an interface-role diagram with a corresponding set of actions, a set of sequence diagrams and a process term. The specification of component Graph Designer is shown in Fig.2 . To simplify the picture we assume that each role has only one player, so, it is possible to talk about an interaction between roles. The behaviour pattern of Graph Designer is the following: role User asks role Graph Maker via interface IGetGraph to draw a graph of a predefined type; role Graph Maker demands data series from role User via interface IDataSeries; User sends data series to Graph Maker by means of action IDataSeries: structure. Next steps correspond to the pair of actions, which Graph Maker and Graph Drawer perform before the visualization of the graph. Graph Maker commands Graph Drawer to draw the graph using interface IDraw. Graph Drawer prepares data structures to be drawn and returns them as a result via the same interface. The last action is response IGetGraph: true from Graph Maker to User on the user's request from the first step. This successful visualization of a graph is presented by the left sequence diagram in Fig. 2 .
Example of a Component Specification
The second sequence diagram in Fig. 2 corresponds to the case, when the user's data are not complete or correct to be drawn. In this case, Graph Maker returns result IGetGraph: false to User. The set of actions of component Graph Designer and its process term p 1 are also shown in Fig. 2 . We discuss constructing process terms in section 5.2.
Steps 1,2: Definition of Inheritance at the Interface-role Diagram Level
Our tool provides inheritance of previously specified components, single and multiple, nested with any depth.
To define inheritance between interface-role diagrams, we use inheritance on roles, which is defined in the UML and represented by arrows with the triangle ends. If role r 1 inherits role r 2 , then we note this as follows r 1 −£r 2 .
Let interface-role diagrams IR p1 , ..., IR pn and IR q be given:
Provided interfaces from roles-parents are duplicated in roles-inheritors.
Required interfaces. RI
q = RI p 1 ∪ ... ∪ RI p n ∪ RI new ∪ RI d 1 ∪ ... ∪ RI d n , RI p = RI p 1 ∪ ... ∪ RI p n ; RI d = RI d 1 ∪ ... ∪ RI d n , RI di = {(x di , (r di , i)) | r di , x di ∈ R di , i ∈ I pi , ∃r, x ∈ R pi , such that r di −£r, x di −£x and (r, i) ∈ P I p i and (x, (r, i)) ∈ RI p i }.
Required interface i is inherited by role x d from role x if there is new role r d , which inherits role-provider r of this interface.
The roles of the interface-role diagram IR new , which extends parent interfacerole diagrams, cannot require interfaces of parent roles from the interface-role diagrams IR p i and roles from IR p i cannot require interfaces of roles from IR new . To reuse an interface provided by a parent role and required by another parent, both parent roles should be inherited by roles of the interface-role diagram IR new . This way the parent interface is duplicated in the interface-role diagram IR q of the new component. The interface-role diagram IR q defines n duplicating functions ρ
.n, one duplicating function for each parent.
Step 1: Inheritance of Parent Interface-Role Diagrams. Implementation
To illustrate the inheritance at the interface-role diagram level we consider an example. Let us construct component Graph Designer with a Database that accepts data series for graph drawing both from a user and from a database. We have already specified component Graph Designer. We should extend this specification by the possibility to accept data series from a database.
When a designer starts a new Rational Rose model, our tool provides the possibility to choose a set of parent specifications. These specifications have been stored in the form of Rose controllable units in separate files with extensions '*.sui'. The specification of Graph Designer has been stored in file graph1.sui (Fig.3) . The designer can choose file graph1.sui in standard Windows Open... dialog. Then the designer gives name 'Graph2' to our new component Graph Designer with a Database and describes briefly the features of the new component (Fig.3) .
After (Fig.3) .
Category Role Diagram initially contains copies of all inherited parent interface-role diagrams. This category is empty if we design a component without parents. In our case, a copy of interface-role diagram of Graph Designer is automatically placed by our tool into the child interface-role diagram.
Complete specifications of parent components are also copied as subcategories into the child category. But these subcategories serve as references only. They cannot be modified within the child model. We use Rational Rose controllable units system to provide version control. In our example, subcategory Graph1 contains the parent specification: the interface-role diagram, the set of sequence diagrams and the corresponding parent process.
Category Data Type Diagram (Fig.4) is a Rose class diagram that initially contains some standard data types (integer, string and so on) to be used in the definition of interface result values. Our tool provides the possibility to extend this set by user defined types. Parent user defined types are inherited by a successor.
Package diagram is created by the tool automatically (Fig.4) . It serves as a reference to dependencies between components. It cannot be changed manually by designers. 
Step 2: Interface-role Diagram Extension. Implementation
At this step a designer has to provide reuse of parent functionality in the new component. Also he/she should decide which roles and interfaces extend functionality of a new product.
As it has been stated in the definition (section 4.1), parent roles and interfaces cannot be used directly. If a "role-provider" and a "role-requirer" of an interface are inherited, then this interface is duplicated in the new specification. So, a designer creates new role New Graph Designer that has to inherit the chosen parent roles and, therefore, the chosen parent functionality.
To introduce a new role into a model, a designer should perform the following steps:
1. Put a new class to Role Diagram of a new component manually using the Rose tool palette. A class with default name NewClass is created.
2. Open the specification of this new class. Our tool provides its own dialog Specification for classes of Role Diagram. This dialog is available via the Rose class context menu.
3. Name the new role. This step and the next steps are performed using tool support via Specification dialog. The dialog window is shown in Figure 5 . The dialog is organized as a set of sub-dialogs (tabs in Fig. 5 ). Each sub-dialog is used at different steps of component specification. The first tab Informal specification allows a designer to name and describe a role. (The Description box is shown in Fig. 5 ). Stereotype Role is given automatically and cannot be changed.
4. Specify inheritance relations for the new role if such relations exist. In sub-dialog Specialization the designer moves items representing roles from the list on the right hand side to the list on the left hand side (Fig. 6) . The specified inheritance relation on roles is automatically drawn by the tool on the interface-role diagram. In our example new functionality means that data structures for graph drawing can be received from a database. So, a designer adds new role Graph Data Source, which should present a database. Role Graph Data Source should provide interface IDatabase Series. New Graph Designer has to require this interface. A designer creates new role Graph Data Source using the described above procedure. Next, he/she specifies the interaction between two new roles • The specification should start from the role that provides the interface, i.e. from role Graph Data Source. In the Specification dialog of this role the designer opens sub-dialog Interfaces provided (Fig. 7) and adds interface IDatabase Series. The interface is created and the UML realize-relation between the role and the interface is drawn automatically.
• Then, the designer opens Specification for the role that requires the interface, i.e. New Graph Designer, and in sub-dialog Interfaces required moves items from list These interfaces may be required by the role to list These interfaces are required by the role. The UML dependency relation between the role and the interface is drawn automatically as a dash arrow. Let us notice, that the tool includes inherited required interfaces as well as the the provided interfaces as part of specification of role New Graph Designer.
Eventually the designer has the interface-role diagram of component Graph Designer with a Database, which is shown in Fig. 8 a. The tool also generates set of actions A (Fig. 8 b) , which is used at the next steps.
Steps 3,4,5. Inheritance of Sequence Diagram Sets
A sequence diagram set S q of a new component which inherits a parent sequence diagram set can assume different forms. It is not possible to predict all possible variants of such sets. Our tool do not restrict designers in designing of sequences, but it checks that the process constructed from the new sequence diagram set inherits the process constructed from the parent sequence diagram set.
Definition 5.1 Let parent sets of sequence diagrams S p 1 , ..., S pn and child set of sequence diagrams S q be given: the sets belong to specifications IS p 1 , ..., IS p n and IS q correspondingly; processes p i have been constructed from set of sequences S p i , i = 1..n; process q has been constructed from set S q . Let all processes be closed terms in a process algebra ( 
where A is the set of actions defined by the interface role diagram and the sequence diagrams of the system
For any processes p 1 , ..., p n , q being closed terms in a process algebra (P A τ δ + RN + R)(A), process q inherits process p i if and only if -there are sets H i ⊆ A and
(p i ) duplicated from the parent process p i is derived from the process q in the process algebra (P A τ δ + RN + R)(A) using hiding function δ H i and abstracting function τ
The signature and axioms of process algebra (P A τ δ + RN + R)(A), which is an abbreviation for Process Algebra with inaction δ, silent action τ , renaming RN and recursion R, are given in Table 1 . Axioms A 1 − A 7 formalize alternative and sequential composition of processes, M 1 − M 4 -behaviour of concurrent processes, constant a ∈ A ∪ {δ}. Axioms B 1 , B 2 allow us to remove silent action τ which does not enforce a choice. Axioms D 1 − D 4 , T 1 − T 4 introduce renaming operators. The blocking operator δ H renames occurrence of actions from H ⊆ A in a process term to δ constant. The hiding operator τ I renames action in I ⊆ A in a process term to silent action τ [1] .
We have extended the set of axioms given in [1] by axiom R to deal with cyclic processes and by axiom E to delete an empty process which is introduced to the process term by our algorithm. The empty process does not belong to initial behavioural pattern and can not be blocked or hidden. Axiom R allows us to construct nested cycles and sequences of cycles. left process must perform the first action, P × P → P,
R : Let x · (r · x + w) be a cycle with the cycle body x, x is a process, r is an action indication repetition, w is the output action i.e. the first action after the exit of the cycle
Process y which follows a cycle can not be added to the body of the cycle r · x, but it is added to the output action w of the cycle
Step 3. New Set of Sequence Diagrams. Implementation
At this step the designer should decide how to implement the behaviour pattern of the child component and how to inherit behaviour patterns of parent components.
The designer creates a set of sequence diagrams via Rational Rose user interface. Our tool provides an appropriate information support. All sets of parent sequence diagrams are kept in the corresponding subcategories of the new component category. They can only be used as references because parent behaviour patterns have to be utilized via interfaces of players of new roles.
New sequence diagrams should be specified by the designer using the set of actions collected by the tool (Fig. 8 b) . This set of actions is available during sequence diagram drawing. Each time when the designer specifies a new message (operation call or return) he/she has to choose this message from a list of predefined actions (Fig. 9 a) .
In our example, component Graph Designer with a Database should keep the parent behaviour pattern and enrich it by new functionality. So, the designer creates two pairs of sequence diagrams.
The first pair of sequence diagrams corresponds to the behaviour pattern of the parent component, it is presented on the left hand side in Fig. 8 c. New roles interact via the inherited interfaces and implement inherited behaviour.
The second pair of sequence diagrams corresponds to new behaviour and represents the access to a database specified by new role Graph Data Source.
This behaviour is similar to the parent behaviour except that in data ex- change role Graph Data Source replaces role User and role New Graph Designer replaces both roles Graph Drawer and Graph Maker.
Step 4. Process Constructing. Implementation
To construct a process term corresponding to a set of sequence diagrams: (iii) For each subset Sp k , in which processes have joint sets of actions or/and are started by same players we compose a single process term Z k . We apply a special treeconstructing algorithm, which keeps alternative branches with possible cycles, nested and/or sequential (Fig.9 b) .
(iv) Finally, we construct process of type P :
The result process term (Fig.9 b) is easy to transform back to sequence diagrams: each acyclic path of the process graph corresponding to the process term is mapped onto a sequence diagram; each cyclic path C has the corresponding acyclic path A with number − of − repetitions = 0 and the corresponding sequence diagram. The dialog for constructing the process term cor-responding to component Graph Designer with a Database is shown in Fig.10 . 
Step 5. Deriving Parent Processes from the Process of an Inheritor
To check correctness of inheritance designers should compare the process term of the new component with the process term of each parent component. However those processes are incomparable, because they have different sets of actions. The interface-role diagram specifies duplicating functions, which relate the actions of parent component and the actions of its inheritor. Our tool provides renaming parent processes to make them comparable with the process of the inheritor. For example, our component Graph Designer with a Database inherits the behavioural pattern of component Graph Designer (Fig. 2 c) and extends it by the set of two new diagrams (Fig. 8 c) 1 , a 2 , a 3 , a 4 , a 5 , a 6 , a 7 to b 1 , b 9 , b 10 , b 4 , b 5 , b 6 , b 8 . The duplicated parent process p 1 Moreover, our tool provides applying axioms for rewriting the process. For example, duplicated parent process p 1 is derived from the process of Graph Designer with a Database via blocking δ of new action H = {b 2 } starting new subsequences :
Conclusion
If we compare the approach implemented in our tool with other approaches, then we can see the following situation.
On the one hand, designers using CATALYSIS [2] approach for component system constructing have similar inheritance techniques at the interface-role diagram level. However, the interface-role diagrams in CATALYSIS are not connected with process semantics.
On the other hand, process semantics is widely used for the language of message sequence charts (MSC) [6] . However, the semantics of MSC is quite different from the semantics of the UML sequence diagrams and the language of MSC is not related to the UML interface-role diagrams.
Process semantics has been found to be suitable for the component modeling. In paper [4] by D. Harel and O.Kupferman the behaviour of classes, instances of which are considered as components, is specified in statecharts. The trace set is used to define the notions of linear and branching refinement of the system corresponding to linear and branching bisimularity of processes on the base of inheritance relation.
In software development process, process semantics is a useful step in the UML component system design at early stages. Firstly, this semantics composes UML diagrams to a consistent specification. Secondly, it is used to check inheritance of behavioural patterns. Thirdly, the process semantics can be extended to a graph based semantics [3] , an automata semantics [5, 13] , which have been defined for UML diagrams and profiles to verify a variety of vital properties of component systems.
We have defined and implemented process semantics for UML component specification and behaviour inheritance checks. The formal semantics of the UML with our tool support helps designers of component systems to prevent semantic bugs hidden in behavioural inheritance of component specifications.
