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Abstract
Dynamic service composition promotes the on-the-fly creation of value-added applications by
combining services. Large scale, dynamic distributed applications, like those in the pervasive
computing domain, pose many obstacles to service composition such as mobility, and resource
availability. In such environments, a huge number of possible composition configurations may
provide the same functionality, but only some of those may exhibit the desirable non-functional
qualities (e.g. low battery consumption and response time) or satisfy users’ preferences and
constraints. The goal of a service composition optimiser is to scan the possible composition
plans to detect these that are optimal in some sense (e.g. maximise availability or minimise data
latency) with acceptable performance (e.g. relatively fast for the application domain). However,
the majority of the proposed optimisation approaches for finding optimal composition plans,
examine only the Quality of Service of each participated service in isolation without studying
how the services are composed together within the composition. We argue that the consideration
of multiple factors when searching for the optimal composition plans, such as which services are
selected to participate in the composition, how these services are coordinated, communicate and
interact within a composition, may improve the end-to-end quality of composite applications.
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1 Introduction
Service-orientation promotes the creation of new value-added applications by composing pre-
existing services regardless their location and platform technology [16]. Service composition
[8, 9] is not only limited to functional composition, but also takes into account non-functional
issues. Indeed, an application that does not obey the user’s Quality of Service (QoS)
constraints might be as useless as a service not providing the desired functionality.
Service composition in distributed environments faces four challenges: (a) a large space
of possible deployment architectures are possible, (b) satisfaction of multiple users’ (possibly
conflicting) QoS preferences and constraints, (c) continuous system evolution and high
dynamism since the components and their relationships are not known at design-time and
may change at run-time, and (d) absence of an entity with global knowledge. These challenges
demand a dynamic self-adaptive distributed solution [11, 17] for finding the composition
architectures of high-quality that achieve the users’ functional and non-functional goals.
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We argue that to achieve high-quality compositions, the composer should take into account
not only the quality of each service in isolation, but also how services are coordinated, how
they communicate and how they interact within the composition. Despite the vast research
on the field of service composition, little is known about how these factors combined affect
the aggregation of optimal compositions. The contention of this research is that the combined
consideration of these factors may improve the overall quality of the composed applications.
The remainder of this paper is organised as follows. In Section 2 we present a motivating
scenario for our research. Section 3 discusses some representative alternative approaches for
optimising the process of service composition. Section 4 outlines our preliminary work for
enabling the efficient on-the-fly creation of high-quality composite services. Finally, Section
5 concludes by outlining the plans of future work towards achieving our research goals.
2 Motivating Scenario
Our case study is a time-critical continuously evolving application: a fire-fighter tactical
information and decision support system. The system’s goal is to achieve improved knowledge
of the emergency situation for better decision making via efficient sharing of real-time
information between people in various hierarchical levels. For example, a commanding
officer in an fire-fighting situation wants real-time information about on-field conditions, the
availability of resources, and others, to make better decisions for risk identification, resource
allocation, and others.
Figure 1 High-level architecture of the fire-fighting application scenario.
Figure 1 presents the groups emerging during an emergency operation which are (in order
of hierarchy): team, engine group, group, and column. Each group has a leader, and each
leader is equipped with a tablet. Each fire-fighter carries a number of special sensors (e.g.
temperature, air quality, GPS module), and a number of sensors are deployed in the field to
provide real-time data. The Field Commanding Officer (FCO), who is the highest ranked
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person in the field (in our example the Column Leader), combines real-time information
about the condition of the fire, local geography, fire evolution prediction services, available
resources (e.g. personnel, water pumps), and others, to achieve better decision making.
This application is composed of spatially distributed service components hosted on back-end
servers and on-field mobile devices that cooperate to achieve a global goal.
Frequent changes of the composition architecture are necessary to deal with system
dynamism (e.g. disconnections, battery depletion). Also, the system must continuously
adapt to hierarchical and team changes, for example, due to initial danger underestimation
there is a need for reinforcements which must be followed by corresponding adaptations (e.g.
hierarchical changes, arrival of new services, etc.). Furthermore, the system must take into
account that users of different hierarchical levels have different non-functional requirements.
For example, the FCO demands to get information from the field in a fast way, while the
Group Leader may require to have reliable messaging with all the members of his group.
For a given composite application, there may be many architectures that provide the
same functionality, but with different levels of QoS. However, the parameters that influence
the quality are not known before system execution. As a result, continuous reconfiguration
is necessary to maintain the the high quality of the application during run-time.
3 Related Work
The related work of our research span several areas of the literature: (a) service composition
models; (b) QoS-aware service composition; (c) self-adaptation; and (d) optimisation. We
summarise the key lessons learned from our literature review that we will use to design our
solution approach to the studied problem.
Service Composition Models. In inherently distributed environments, decentralised
coordination of services may alleviate the problems (performance bottleneck, single-point-of-
failure) [3] of traditional service orchestration [9], by enabling the distributed formation of
compositions based on dynamic conditions (e.g. battery level, current bandwidth, etc.).
As services can be combined in unpredicted ways, there are many possible configurations
to decentralise the coordination of a composite service which raises the question of what is
the best way to achieve a decentralised coordination which satisfies a set of non-functional
goals. Many researchers studied the problem of how to distribute service orchestration
[2, 3, 4, 7, 15]. The inherent distributed and dynamic nature of service-oriented systems
indicates the need for an adaptive and automated technique which can dynamically switch
between possible orchestration approaches based on run-time conditions.
QoS-Aware Service Composition. In the current literature, optimal service composi-
tion is synonymous with the process of optimal QoS-aware service selection [5, 10, 12, 18]. In
this problem, the goal is to find the combination of services that offers the required functional-
ity, respects user’s QoS requirements, and optimises the overall QoS of the composition. The
main limitation of this family of approaches is that they only take into account the QoS of
each service in isolation without studying how services are composed together. For instance,
consider two services of very good quality (e.g. high availability, low response time). However,
when it comes to composing them, the overall QoS of the composite application may be very
low due to various reasons (e.g. slow/faulty communication link between interacting services
or with the orchestrator that coordinates them).
Self-Adaptation. To realise a self-adaptive composition system, the following questions,
as presented by Salehie and Tahvildari [14], need to be answered: (a) where the adaptation
should occur; (b) when the adaptation action(s) should be applied; (c) what elements should
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be affected; (d) why should adaptation be performed (adaptation goals); (e) who should be
involved in the adaptation process; and (f) how the adaptation actions should be realised.
The work of Cardellini et al. [6] is a first step in the right direction for answering the
above questions in the context of dynamic service composition. We motivate the need for
an autonomic controller with the goal to adjust the system’s configuration on-the-fly based
on the current conditions, because the configuration of the composition system is highly
sensitive to the dynamic nature of the service-based environment.
Optimisation. Dynamic service composition can be seen as a dynamic multi-objective
optimisation problem, where, given a set of services and a set of composition plans, the goal of
the optimiser is to find the trade-off configurations that optimise the overall composition based
on dynamic functional requirements and multiple, conflicting non-functional objectives. The
optimisation algorithms used to solve this problem can be divided into two main categories:
exact [12, 19] and approximative [5, 13], based on their precision (how close to optimal)
and computational (how fast) complexity. Exact algorithms are able to produce solutions
with guaranteed optimality but at exponential cost. On the other hand, approximative
algorithms are able to produce sub-optimal solutions of “good” quality at polynomial time
complexity. Some of the techniques applied to solve the studied problem are the following:
linear and integer programming methods [12, 19], local search techniques [13], evolutionary
metaheuristics [5], and others.
Composition Optimisation Frameworks Ardagna and Mirandola in [1] proposed a
broker-based framework for run-time QoS-aware composition optimisation. However, their
approach focuses only on the optimisation problem of QoS-aware service selection, ignoring the
important issues of run-time adaptation, dynamic conditions, and distributed orchestration.
Cardellini et al. [6] proposed a framework for run-time QoS-driven adaptation of SOA
systems. However, their solution ignores the dynamic networking conditions for achieving
the optimal composition. At the same time, they ignore the interaction and communication
patterns for optimising the exchange of data between the various participating services.
Finally, they only consider centralised orchestration, neglecting the fact that coordination of
decentralised services may increase the overall composition performance.
4 Towards our Research Goal
Our goal is to supply a decision maker1 with a set of trade-off composition configurations,
and based on some problem-specific knowledge (e.g. QoS preferences, application context,
etc.), to choose the optimal one.
As depicted in Figure 2, the composition system receives as input a set of abstract
composition plans which describe abstractly the required functional tasks, a set of dynamic
user functional and non-functional requirements, and a set of already deployed concrete
services. Users insert requests into the composition engine, the front-end of the system.
The composition engine identifies which concrete services implement the abstract tasks
required by the service composition. Then, the optimisation engine tries to produce optimal
composition configurations to realise user’s goals. These configurations are provided to the
decision maker agent who is responsible for optimising users’ profit based on their dynamic
preferences and constraints.
After a composite application is deployed, the monitoring component supervises the
performance of the participating services and checks periodically whether it is necessary to
1 An automatic agent whose goal is to maximise the user’s profit.
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Figure 2 High-level Architecture and Focus of Our Research.
trigger a reconfiguration action by checking the quality of the composition. If an adaptation
is triggered, the composition configuration will be dynamically updated according to the
reconfiguration policy. The adaptation manager is responsible for implementing/applying
the selected strategy. A simple adaptive behaviour of the composition system is to replace
dynamically the bad performing services with better ones.
4.1 Scope of Research
The scope of our work is limited to finding, and maintaining a high-quality composition
architecture based on users’ dynamic preferences and real-time conditions. This means that
other optimisation actions that may achieve the same goal, such as reconfiguring the amount
of resources reserved for each service, replicating services, and others, are not considered
in this study. Also, we do not focus on how to discover services in a distributed service
environment. In our use-case scenario, this assumption can be justified by the fact that the
descriptions (not the actual implementation) of the various services is known in advance.
4.2 Degrees of Freedom
The first step for optimising the composition process is to identify the most interesting degrees
of freedom that enable us to change the provided quality of the composite applications without
modifying their functionality. According to our literature review, we identified the following
freedom variables: (a) how to decentralise the coordination of the service composition, (b)
how to choose the communication patterns between interacting parties in a composition, and
(c) how to select the concrete services for participating in the composition (see QoS-Aware
Service Composition in Section 3).
As mentioned previously, there are many ways to decentralise the coordination of services
in a distributed environment (e.g. how many distributed orchestrators to choose, where
to place them, and others). Indeed, the way of realising the coordination of distributed
services affects the overall quality of the composite application. Secondly, the various
possible communication and interaction patterns between the participated services create
opportunities for further improving the quality of the composition. For example, a Team
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Leader A wants to send some data to his Group Leader. However, due to physical obstacles
(e.g. in a building emergency scenario), the communication link between them is slow and
faulty. Another Team Leader B passes nearby A that has a better connection with the Group
Leader. Thus, it is better to forward A’s data through B.
While there is a lot of work for service composition optimisation, to the best of our
knowledge, there is no approach that takes into account simultaneously the above degrees of
freedom for providing high-quality service compositions configurations at run-time.
4.3 Choosing an Optimisation Technique
The process of choosing the ideal technique is itself a multi-objective problem. Guided by our
use-case scenario, we focus on approximate algorithms, and especially on the promising field
of optimisation metaheuristics, such as Evolutionary Algorithms [20], that can provide “good
enough” solutions in polynomial time, rather than solving the problem to true optimality.
5 Conclusion and Future Plans
Configuring composite applications of high quality that respect users’ conflicting QoS
objectives in the context of a continuously evolving distributed service-oriented environment, is
a highly challenging research problem that requires deep investigation. Existing optimisation
approaches focus only on the QoS of the participated services in isolation and ignore
the existence of multiple factors that may affect the end-to-end quality of the composite
application. In this paper, we proposed the consideration of multiple degrees of freedom
when optimising the overall quality of a composite application. These degrees of freedom
include the following: how services are selected to form a composition, how these distributed
services are coordinated, how they communicate and interact with each other.
Further work needs to be done to establish whether the consideration of multiple factors
leads to composite applications of improved quality. The next step towards achieving our
goals is to design the meta-model that captures the main concepts of our service composition
domain and abstracts from low-level details. The designed meta-model will enable the
generation of model instances that represent possible composition plans. After generating the
set of the possible plans (design space), our goal is to apply and compare various optimisation
techniques (exact and approximate) to choose the more suitable approach. Finally, we aim
at investigating the trade-off of executing the actual optimisation in a fully centralised way,
hierarchical way, or totally distributed way among the network nodes.
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