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Abstract. The paper discusses the problem of the stability of semantic systems. Different approaches 
to improve the stability are considered, an approach based on introduction a type system is described. The 
proposed solution is based on using the type system simulation in a dynamically typed language. It allows 
detecting type errors in run-time and makes the debugging more productive. The article presents the results 
of the experience. The developed JavaScript library was used for tasks of modeling complex dynamic ob-
jects. 
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Введение. Задача повышения устойчивости семантически ориентированных систем 
продолжает оставаться актуальной [1]. Подходы, позволяющие исключить классы ошибок, 
основываются либо на системе типов [2, 3], которая позволяет во время компиляции вывести 
тип каждого выражения и выявить ошибки, связанные с несоответствием типов, либо на си-
стеме контрактов [4-6], которая во время исполнения проверяют выполнение проверочных 
утверждений. Возможно также сочетание этих двух подходов. 
Известно, что в языках с динамической типизацией использование стандартных под-
ходов наталкивается на определённые затруднения. В динамически типизированных языках 
не происходит статического вывода типов, при этом каждый объект во время исполнения 
связан с метаинформацией о типе (формате) этого объекта. Отсутствие статической проверки 
типов делает код уязвимым к ошибкам типизации.  
В настоящей работе будет показан подход к повышению устойчивости семантических 
механизмов за счёт симуляции системы типов средствами динамически типизированного 
языка для выявления ошибок типизации на наиболее раннем этапе во время исполнения. На 
основе предлагаемого подхода был разработан инструмент в виде библиотеки JavaScript, 
апробированный на решении задач моделирования динамики объектов сложного вида. 
Системы типов как инструмент повышения устойчивости. Среди средств повы-
шения устойчивости семантических систем можно выделить системы типизации, необходи-
мой частью которых является инструмент статического вывода типов. Простая система ти-
пов [1, 3-5] предоставляет набор предопределённых (атомарных) типов, основные способы 
комбинирования типов и правила вывода типов для каждой синтаксической конструкции 
языка, и традиционно используются для статического анализа и обнаружения ошибок на 
этапе компиляции или предобработки. 
Обнаружение ошибок во время исполнения происходит при помощи системы кон-
трактов. Преимущество контрактов в том, что контракт может быть описан с использовани-
ем выражений языка, поэтому возможно составить любое условие, которое выразимо в ис-
пользуемом языке. 
Системы типов и контрактов могут использоваться совместно. Однако, в динамически 
типизированных языках отсутствует механизм статической проверки типов, механизмы свя-
зывания переменной с одним типом возможных значений или отсутствуют, или ограничены 
только примитивными типами и, как правило, имеются ограничение на задание пользова-
тельские типы данных. Такие системы наиболее неустойчивы к ошибкам типизации. 
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Возможны разные подходы к решению этой проблемы. Типизированные над- [5, 10-
16] и подъязыки [6, 13] требуют специального анализатора. Для надъязыков также требуется 
компилятор или транслятор. Такие решения привносят дополнительную зависимость от пе-
речисленных инструментов. Системы контрактов и проверочных утверждений позволяют 
средствами языка описывать контракты и проверять их во время выполнения, они не требу-
ют дополнительных инструментов, но, как правило, рассчитаны на работу с утверждениями 
относительно конкретного объекта и не предназначены для комбинирования предикатов как 
объектов первого порядка. 
Ниже представлен новый подход, в котором рассматриваются контракты определён-
ного аппликативного [9, 17, 18] вида id(expr), состоящие из одного проверяемого объекта 
expr и идентифицирующей функции id – выражения языка, которое представляет тип объек-
та. Предлагается набор комбинаторов, которые позволяют комбинировать идентифицирую-
щие функции в соответствии с тем, как в системах типов комбинируются типы. Подход со-
четает в себе следующие естественные преимущества: (1) не требуется дополнительных 
инструментов (специальных компиляторов, интерпретаторов и т.п.); (2) язык описания фор-
мата значений переменной близок к описанию типа в простой системе типов, допускаются 
расширения; (3) обнаружение ошибки типизации происходит во время исполнения. 
Симуляция системы типов. В соответствии с теорией моделей, с каждым типом T 
может быть связано подмножество соответствующих типу объектов D универсума всех воз-
можных объектов – экстенсионал [17, 19]. На D задано отношение эквивалентности, которое 
рассматривает различные представления одного экземпляра типа как эквивалентные, замена 
объекта на эквивалентный ему не меняет семантику программы. В общем случае отношение 
эквивалентности невычислимо. 
В рамках данного подхода тип T определяется как пара, состоящая из отношения эк-
вивалентности  и идентифицирующей функции 
  (1) 
где 'x  – некоторый объект, эквивалентный x , символом Werr обозначается исключи-
тельная ситуация, параметризованная некоторым объектом err [20]. 
id(expr) является контрактом того, что expr имеет тип T. При этом id возвращает объ-
ект, эквивалентный исходному. Таким образом, в отличие от других систем контрактов, 
утверждение типизации не обязано быть отдельной командой, а может использоваться для 
любых выражений, которые являются подвыражениями. Если аргумент не принадлежит типу 
T, порождается исключительная ситуация с информацией, необходимой для диагностики и 
отладки. Идентифицирующая функция, в отличие от отношения эквивалентности, обязана за 
конечное время возвращать значение или порождать исключительную ситуацию. 
Основным средством задания атомарных типов является сопоставление типу с харак-
теристической функцией p идентифицирующую функцию 
   
Рассмотрим, технику определения идентифицирующих функций для сложных типов. 
Идентифицирующая функция типа списка, элементы которого удовлетворяют типу T с иден-
тифицирующей функцией id, имеет вид 
function (x) { 
  if (isList(x)) throw …; 
  try { 
    return x.map(x); 
  } catch (e) { 
    throw …; 
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  } 
} 
Структура этой идентифицирующей функции: 
 Общие ограничения (UntypedArrayId). 
 Проверка каждого элемента идентифицирующей функцией типа элемента и 
формирование эквивалентного объекта (obj.map(id)). 
 Формирование объекта ошибки. 
Эта структура легко распространяется на все функторы: таблицы, списки, ассоциа-
тивные массивы, множества, – все однопараметрические типы, для которых реализован ана-
лог функции map [9]. Далее абстракцией по id возникает комбинатор типизированного спис-
ка как способ порождения сложных (составных) типов. Ещё одним способом 
комбинирования является объединение типов. Экстенсионал объединение типов равен объ-
единению их экстенсионалов. Её идентифицирующая функция имеет вид 
function(x) { 
  try { 
    return id1(x); 
  } catch (e) { 
    try { 
      return id2(x); 
    } catch (e) { 
      throw …; 
    } 
  } 
} 
Диагностика ошибок типизации. Поскольку определены комбинаторы идентифици-
рующих функций, которые порождают исключительные ситуации с объектами ошибок одно-
го для каждого семейства идентифицирующих функций, естественно выделить классы оши-
бок (в объектно-ориентированных языках) или конструкторы объектов ошибок (в 




Рис. 1. Вариант UML-диаграммы классов ошибок типизации для использования в 
классовых объектно-ориентированных системах 
 
Корневой класс ошибок IdError содержит строковое сообщение, не прошедший про-
верку типов объект и идентифицирующую функцию. WrappedIdError расширяет IdError по-
лем err, которое содержит объект ошибки подобъекта. Например, класс ошибок типизиро-
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ванного массива ArrayIdError расширяет WrappedIdError и помимо информации о массиве 
содержит объект ошибки, созданный идентифицирующей функцией элемента. 
Соответствие структуры объекта ошибок и структуры проверяемого выражения до-
стигается методом оборачивания объектов ошибок в WrappedIdError. Более общим случаем 
является задача переинтерпретации ошибок, то есть изменение некоторой функцией объекта 
ошибки идентифицирующей функции: 
function MapErrorId(id, f) { 
  return function(obj) { 
    try { 
      return id(obj); 
    } catch (e) { 
      throw f(e); 
    } 
  } 
} 
Методы toString() и showTrace() являются частью интерфейса каждого класса ошибок 
(рис. 1). Первый из них возвращает краткое строковое описание ошибки. Метод showTrace() 
линеаризует объект ошибок, представляя его в виде массива объектов ошибок. Например, 
WrappedIdError.showTrace() добавляет себя в конец массива err.showTrace() и возвращает 
результат. Основная идея использования showTrace() заключается в возможности просмот-
реть объект ошибок не как дерево, которое нужно разворачивать и следить за контекстом, а 
как последовательность ошибок от самой общей (корня) до самой частной (листа), причём 
каждая ошибка содержит краткое строковое описание и всю дополнительную информацию, 
обусловленную классом ошибки. 
Заключение и выводы. Предложен новый подход повышения устойчивости семанти-
ческих систем с динамической типизацией, который заключается в симуляции системы ти-
пов средствами языка и осуществления проверки условий согласованности типов в динами-
чески типизированном языке. Разработанный механизм включает в себя возможности 
описания базовых пользовательских типов и средств комбинирования (декартово произведе-
ние, прямая сумма и т. п.). Предлагаемый подход обеспечивает разработку инструментов 
контроля типов объектов во время исполнения в языках без статической системы типов, что 
делает его применимым ко всем динамически типизированным языкам. 
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Abstract. The article describes methods for identification of critical facilities, being a significant trend 
in researching critical infrastructures, particularly in the energy sector. The proposed methods are focused on 
the investigation of the energy object state in relation to the violation of cybersecurity of its information in-
frastructure. The cyber threats are believed to be important contemporary threats to energy security in Rus-
sia. The proposed methods formed the basis of development information-analytical system used for monitor-
ing of cybersecurity violations in energy sector. 
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Введение. В период активной информатизации всех сфер жизни общества, была выяв-
лена, в первую очередь на западе [1], необходимость обеспечения защищенности информа-
