Abstract. On-line parameter adaptation schemes are widely used in metaheuristics. They are sometimes preferred to off-line tuning techniques for two main reasons. First, they promise to achieve good performance even on new instance families that have not been considered during the design or the tuning phase of the algorithm. Second, it is assumed that an on-line scheme could adapt the algorithm's behaviour to local characteristics of the search space. This paper challenges this second hypothesis by analysing the contribution of the parameter adaptation to the performance of a state-of-the-art Reactive Tabu Search algorithm for the Maximum Clique Problem. Our experimental analysis shows that this on-line parameter adaptation scheme converges to good instance-specific settings for the parameters, and that there is no evidence that it adapts to the local characteristics of the search space. The insights gained from the analysis are confirmed by further experiments with a Reactive Tabu Search algorithm for the Quadratic Assignment Problem. Together, the results on the two algorithms shed some new light on the reasons behind the effectiveness of Reactive Tabu Search.
Introduction
Optimisation problems arise in many areas of science and engineering. The recent years have seen an explosion of Stochastic Local Search (SLS) methods such as Tabu Search [19, 21] , Memetic Algorithms [29] , Iterated Local Search [26] , Ant Colony Optimisation [16, 17] , and many others for tackling NP-hard optimisation problems. These methods are often characterised by a large number of parameters that allow selecting and fine-tuning of algorithmic components. Unfortunately, the performance of these SLS methods can vary strongly depending on the parameter settings, and proper parameter settings can be rather disparate for different problems or instances of a given problem. As a solution to this, on-line parameter adaptation schemes have been proposed [18, 41] . A prominent representative of such schemes is Reactive Tabu Search (RTS) [7] . RTS is an SLS method that uses the search history for adapting the length of the tabu list, a parameter that is known to be crucial for Tabu Search performance.
RTS is part of the wider framework of Reactive Local Search [4] , which advocates, more in general, the use of memory for the on-line adaptation of parameters that control the tradeoff between intensification and diversification in SLS algorithms. Our study focusses on RTS because it is a well known algorithm. In fact, after the seminal paper published in 1994 by Battiti and Tecchiolli [7] , it has been applied successfully to several optimisation problems [3, 14, 30, 31, 40, 43] .
RTS and, more in general, on-line parameter adaptation schemes are claimed to offer the following two advantages over off-line tuning techniques. First, there is no need for an extensive tuning phase before they can be deployed; therefore, in principle, they could be effective when applied to entirely new instance classes having properties that have not been seen during the design or the tuning phase. Second, while an SLS algorithm navigates the search space by moving from a candidate solution to a neighbouring one, a parameter adaptation scheme can adjust the algorithm's parameters to local characteristics of the search space; this is a property that intuitively should give the adaptation scheme an advantage over a parameter setting that is kept fixed during the search. Nevertheless, deep insight into the algorithm is necessary to design an effective adaptation scheme; it is in fact essential to know which is the most crucial, or which are the few most important parameters to adapt, and how to adapt them.
In this work, we analyse the dynamics of RTS-MCP [5] a recent state-ofthe art RTS algorithm for a prominent combinatorial optimisation problem: the Maximum Clique Problem (MCP). We confirm the insight obtained in the study by analysing a RTS for the Quadratic Assignment Problem (QAP), which is the first reactive tabu search algorithm proposed in the literature [7] , and a stateof-the-art algorithm for specific instance classes. We will refer to this algorithm as RTS-QAP.
In this study, we aim at getting evidence in favour or against the following two hypotheses: the first one is that RTS is able to adapt the tabu list length parameter to a good instance-wise setting; the second one is that RTS also adapts to local characteristics of the search space. To study the first hypothesis, in Section 2.3, we present an analysis on the best instance-wise parameter setting for the benchmark instances used in this study. Then, in Section 2.4, we analyse the dynamics of the parameter adaptation scheme of RTS-MCP. To study the second hypothesis, in Section 2.5 we compare RTS-MCP with a variant having a fixed setting of the tabu list length. To further strengthen the results we also compare, in Section 2.6, RTS-MCP with a variant that sets, at each step, the value of the tabu list length to a random value. Building on the analysis of the previous sections, we present in Section 2.7 a Robust Tabu Search for the MCP. The results we obtained on RTS-MCP, are confirmed in Section 3 by an analogous analysis on RTS-QAP. In Section 4 we draw the conclusions.
A clique in a graph G = (V, E) is a subset S ∈ V , in which all nodes are pairwise adjacent, that is, ∀u, v ∈ S ∃(u, v) ∈ E. The MCP is to find a clique of maximum cardinality.
MCP is a well studied NP-hard combinatorial optimisation problem [2, 9] with important applications in data mining [8] , computer vision [35] , social network analysis [32] , computational biochemistry [13] , bio-informatics [23, 27] , genomics [34] , and biological networks [1, 44] . The problem received a lot of attention in the literature, and it was one of the problems of the second DI-MACS implementation challenge [25, 15] . Also in the past few years before the writing of this paper, several new SLS algorithms for the MCP have beeen proposed [37, 36, 20, 5, 38] .
RTS-MCP
RTS-MCP is a state-of-the-art reactive tabu search algorithm that was originally proposed by Battiti and Protasi [6] and further improved by Battiti and Mascia [5] . The algorithm goes through a series of greedy constructions, and diversifies by means of a tabu search and frequent restarts.
More in detail, in RTS-MCP, the neighbourhood of a candidate solution amounts to all cliques that can be reached by adding or dropping a node from the current solution. A data structure called PossibleAdd contains the nodes that are adjacent to all nodes of the current solution. RTS-MCP starts by selecting a random node in the graph, and by initialising the set PossibleAdd accordingly. Successively, the algorithm constructs a candidate solution by adding nodes from PossibleAdd. During this construction, nodes are selected among those having the highest degree in the subgraph induced by PossibleAdd. Ties are broken randomly. In this way, RTS-MCP tries to add the nodes that in the successive steps lead to the least reduction of the size of PossibleAdd. When PossibleAdd is empty, RTS-MCP has reached a local optimum; at this point, the algorithm removes a node from the current solution by selecting randomly among those that when dropped lead to the maximum increase of the size of PossibleAdd. RTS-MCP alternates between these constructions and node removals, and ensures diversification by means of a tabu search. Each time a node is added or dropped from the current solution, the move cannot be undone for the successive T steps, where T is a parameter of the algorithm. Moreover, if the best solution seen so far is not improved for a number of steps larger than R times the size of the largest clique found so far, the algorithm is restarted. In RTS-MCP, the restart parameter R is fixed to 100.
The length T of the tabu list is a crucial parameter for the performance of tabu search since it controls the amount of intensification and diversification of the algorithm. The tabu list length is initialised to 1, and successively adapted on-line by leveraging the history of the search. All cliques encountered during the search are stored in a data-structure; every time a cycle is detected, that is, the same solution is revisited within 2 · (numNodes − 1) steps, the tabu list length T is set to max{T + 1, T · 1.1}. If since the last update of the parameter T no repeated solutions are encountered for a number of steps greater than 20 · SizeBestCliqueSoFar, the tabu list length is set to min{T − 1, T · 0.9}. Since too many repetitions could lead to an explosion of the values taken by the parameter, the algorithm sets a threshold MAXT = SizeBestCliqueSoFar + 0.5. Therefore, the tabu list length can only take values in the interval [1, MAXT] . See the paper by Battiti and Mascia [5] for more details.
The benchmark set
The most used benchmark set for the MCP in the literature was proposed about 20 years ago in the Second DIMACS Implementation Challenge (1992-1993) [15] . Since the benchmark set has been around for so many years, SLS algorithms have become very effective in solving these instances. The benchmark set is composed of -the C and DSJC families with instances ranging from 125 to 4000 nodes; -the Brockington-Culberson (brock) family with instances ranging from 200 to 800 nodes; these random instances have been created by hiding the maximum clique among nodes that have a relatively low degree [11] ; -the Mannino (MANN a) family, with instances ranging from 378 to 3321 nodes; these instances are generated starting from set covering problems on Steiner triple graphs; -the Keller (keller) family, with instances ranging from 171 to 3361 nodes; these instances are based on Keller's conjecture on tilings using hypercubes; -other random instances ranging from 200 to 1500 nodes; these instances belong to the gen, hamming, and p hat families, and are usually solved to optimality in few milliseconds.
From the subset of instances that are commonly used to compare algorithms for the MCP, we remove the keller4 and the hamming8-4 instances since they are typically solved in the first construction. In Appendix A, we present a new best solution of size 1100 for the instance MANN a81. To the best of our knowledge, this is the first time a solution of size 1100 is presented in the literature. Table 1 summarises the properties of the instances in the benchmark set. The smallest among these instances can be solved in few thousand steps of RTS-MCP, which, on a desktop computer with a CPU running at 2GHz, translates to less than one millisecond of CPU-time. On those instances, comparing algorithms based on their CPU-time becomes difficult because of the limited resolution in the functions used for measuring CPU-time. Despite the issues with these small instances, this benchmark set is still the standard one used to compare algorithms on MCP, and there still remain some hard instances such as C2000.9, MANN a45, MANN a81, and the brock800 instances, where finding the best-known solutions takes more than tens of millions of steps. To present the results uniformly on such a heterogeneous benchmark set, we compare RTS-MCP and its variants on the number of steps to reach the best-known solution. For the instances for which Table 1 . Selected DIMACS instances with bound (ω(G)), best-known or optimal solution size, number of nodes (# nodes), number of edges (# edges), median (and interquartile range) of the node degree distribution, median (and interquartile range) of the node degree distribution of the optimal or best-known solution. Known optimum solutions are those for which the bound ω(G) does not contain an inequality sign.
no optimum is known, we considered the best-known solution in the literature. For the detailed results on the CPU-times measured on the reference machine 1 we refer to the supplementary pages [28] .
Parametric study of the restart parameter and tabu list length
We measure the impact that the restart parameter and the tabu list length have on the number of steps to find the best-known solutions. Two exemplary results are given in Figure 1 . Figure 1 shows the median number of steps to find the best-known solution for Fixed TL -MCP, which corresponds to RTS-MCP where the reactive search mechanism is disabled and one fixed tabu list length is used throughout the whole run of the algorithm. For a detailed presentation of the results on all instances we refer to the supplementary pages [28] . Each point in the plots in Figure 1 corresponds to the median number of steps to reach the bestknown solution on instances keller6 ( Figure 1 (a)) and MANN a27 ( Figure 1 (b)) over 10 runs for a specific combination of a fixed tabu list length T and a fixed restart parameter R. We set the maximum number of steps to 10 7 ; therefore, the combinations of values of T and R for which the algorithm did not find the best-known solution within the maximum number of steps are all plotted at 10
What emerges from the plot in Figure 1 (a) is that, except for very small values of R, there is a large interval of good values for the tabu list length from approximateley 20 to 30. Among the two parameters driving diversification, the tabu list length is the most critical one for the keller6 instance. The restarts are useful because they add overall robustness to the algorithm. The relative importance of the tabu list length over the restart parameter is confirmed also on other hard instances in the benchmark set (C1000.9, C2000.5, C2000.9, C4000.5, brock200 4, brock400 4, keller5, p hat1500-1). There is only one notable exception to the aforementioned relative importance of the parameters, that is, the Mannino family of instances. These instances are characterised by large plateaus, and few repeated solutions are encountered during the search [38] ; in this case, the restart parameter is much more important (see Figure 1 (b)), while the tabu list length is not as important. Plots for instances MANN a45 and MANN a81 are shown in the supplementary pages [28] . For these two large instances the plot represent the median number of steps to reach non optimal solutions of size 344 and 1098 respectively.
The parameter adaptation
The question now is whether the reactive mechanism is able to spot the large interval of good settings for the tabu list length. To answer this, we first examine how the tabu list length evolves during the search. Then we check how the empirical distribution of the tabu list length matches the region of good values. Figure 2 shows the values of the tabu list length set by RTS-MCP during two typical runs on instance keller6 (Figure 2(a) ) and instance brock400 2 ( Figure 2(b) ). On keller6, there is a quick convergence to a specific level with further oscillations around it for the remaining steps. On brock200 2, the value of the tabu list length approaches quickly a first threshold MAXT = 11. Such a threshold effect is visible on hard instances where the number of steps to converge to the best-known solution is large as in brock200 2 ( Figure 2(b) ), brock400 2, and brock800 4. For other hard instances such as C2000.9, where the best-known solution is large, the threshold MAXT is never reached. On most instances, however, there is a quick convergence to an instance-specific value with minor oscillations around it, following a behaviour analogous to that shown in To check if this instance-specific range of values is a good range of values for the instance at hand, in Figure 3 , we plotted the empirical distribution of the tabu list length values used by RTS-MCP against the median number of steps to reach a best-known solution with Fixed TL -MCP for a range of tabu list length settings. The median number of steps to the best-known solution of Fixed TL -MCP correspond to a slice in the bivariate plots in Figure 1 for restart parameter R equal to 100, which is the value fixed in RTS-MCP. The median is computed over 100 runs. If the first hypothesis is true, we expect intuitively that the range of values taken by the tabu list length in RTS-MCP is close to the range of values around which Fixed TL -MCP has the fastest convergence. Figure 3(a) shows the adaptation of the tabu list length and the number of steps to the best-known solution for fixed tabu lengths on instance keller6; the mode of the distribution of values for T of RTS-MCP is 31, while the instance-optimal setting is 24. Figure 3(b) shows the same comparison on instance C1000.9. In this case, the mode of the empirical T distribution is 17 and the instance-optimal setting is 10. The plots for the other instances in the benchmark set are available in the supplementary pages [28] . Table 2 summarises for each instance the mean of the empirical T distributions (T mean ) of RTS-MCP and the optimal settings (T best ) of Fixed TL -MCP. The values in T best are the tabu list lengths for which we could not reject the null hypothesis of having no difference in the number of steps for finding the best-known solution when compared to the best setting. The statistical significance is assessed with a Wilcoxon rank-sum test with significance level α = 0.05. Looking at the values in Table 2 , there are 6 instances where the average value taken by the tabu list length in RTS-MCP is in the range of optimal fixed settings, 11 cases where the average value is slightly larger, and 17 where the average value is slightly smaller. In the latter case, with the exception of MANN a45, MANN a81, and large instances of the Brockington-Culberson family, the instances are rather easy to solve, and the on-line parameter adaptation scheme has not enough time to adapt the tabu list length before the best known solution is found. Table 2 . Average value of the tabu list length set by the reactive mechanism of RTS-MCP (Tmean), compared with the instance-optimal settings (T best ) for Fixed TL -MCP. Instances highlighted in italic are those that the two algorithms are not able to solve with 100% success rate. 
Fixed parameter settings
As shown in the previous section, the reactive mechanism is able to spot a good value for the tabu list length in a short number of steps. In this section we analyse the second hypothesis, that is, if this on-line parameter adaptation scheme also adapts the tabu list length to local characteristics of the search space. If this is the case, adapting the parameter might produce a measurable advantage over keeping the best fixed value throughout the search.
In Fixed TL -MCP, we fixed the tabu list length to the best value for the instance being optimised. For some hard instances such as C2000.9, MANN a45, MANN a81, brock400 2, brock800 2, and brock800 4, no fixed tabu list length setting was able to solve the instances with a 100% success rate. For these instances, we selected the tabu list length that resulted in the highest success rate. For MANN a81, no fixed setting could find the best-known solution in any of the 100 runs, therefore we fixed the tabu list length to 1.
The comparison between RTS-MCP and Fixed TL -MCP is performed on the number of steps to reach the best-known solution and not on the computation time. Therefore, if there is a bias, then it is in favour of RTS-MCP, since in this way we do not take into consideration the extra CPU-time required for the maintenance of the search history in RTS-MCP, which can be costly during restart operations when the search history is re-initialised [5] . Moreover, as detailed in Section 2.2, many instances are nowadays solved in few milliseconds, and using the actual algorithm steps allows spotting differences between two versions of the same algorithm more easily.
For every instance, we run 1000 experiments for a maximum number of steps that amounts to 10 8 . We assess the statistical significance of the difference between the algorithms by means of a Wilcoxon rank-sum test with significance level α = 0.05. The statistical tests have a high power since the empirical distributions compared are 1000 observations. Table 3 presents the results of the comparison between RTS-MCP and Fixed TL -MCP. From the table, it is clear that on most instances, a fixed tabu list length requires less steps to find the best-known solution. On 25 of these instances, highlighted in boldface, a Wilcoxon rank-sum test rejected the null hypothesis at a 0.05 significance level. On the instances that neither RTS-MCP nor Fixed TL -MCP are able to solve in all runs, Fixed TL -MCP has a higher success rate, except for C2000.9, MANN a45, and MANN a81 instances. Overall, the results suggest that if there is an advantage in adapting to the local characteristics of the search space, the reactive mechanism of RTS-MCP is not able exploit it.
Random parameter settings
To strengthen this point, we changed Fixed TL -MCP to set at every step the value of the tabu list length to a random number, which is drawn with the same empirical distribution we observed on RTS-MCP. We call this algorithm Random ED -MCP. Setting the correct values for the local characteristics of the search space might give an advantage over setting them randomly. However, as shown in Table 4 , the performance of the two algorithms is comparable. The only exception is the instance keller6 where the reactive setting leads to an average number of steps to the best-known solution that is one order of magnitude less than the random setting. On the reference machine this translates to 50.6 CPUseconds for Random ED -MCP against the 4.9 CPU-seconds of RTS-MCP. Given that on the other instances the performance of RTS-MCP and Random ED -MCP is rather similar, we investigated several hypotheses that could explain this large difference, but for the time being we could not find any convincing explanation. If we set the tabu list length uniformly at random in the same interval [1, MAXT] , from which the tabu list length is allowed to take values in RTS-MCP [5] , we obtain results that are fairly competitive with RTS-MCP. This is even more evident from the comparison on the CPU-seconds. This surprising result can be explained by the small size of the interval in which the reactive mechanism operates in this specific algorithm. The detailed results are reported in the supplementary pages [28] .
Instance

RTS-MCP Fixed
TL -MCP C125.9 84.0 64.0 C250.9 1 147.0 904.0 C500.9 81 144.0 29 165.0 C1000.9 708 530.0 395 961.5 C2000.9 0.4% 0.2% DSJC1000.5 34 560.0 23 535.0 DSJC500.5 1 400.5 1 166.0 C2000.5 32 772.0 19 001.5 C4000.5 3 677 632.0 2 569 921.0 MANN a27 75 262.0 75 262.0 MANN a45 0.2% 0.1% MANN a81 0.2% 0.0% brock200 2 56 583.0 40 357.5 brock200 4 178 136.0 155 280.0 brock400 2 93
A robust tabu search
Building on the insights gained from the analysis, this section shows how it is possible to replace the adaptation scheme and retain the performance without knowing a priori the best parameter setting for an instance at hand.
The instances in the benchmark set belong to families having different properties, and the best parameter settings vary from family to family. Therefore, we try to model the relation between the instance-wise best fixed settings and the instance properties. We define a model for the tabu list length that depends on three easily measurable properties of the instance, that is, SizeBestCliqueSoFar, which serves as an estimation of the size of the maximum clique, the number of nodes, and the number of edges in the graph: pT = c + α SizeBestCliqueSoFar + β numNodes + γ numEdges
The data used for the regression consists of all instances except for brock400 2, brock800 2, brock800 4, MANN a45, MANN a81, C2000.9, which neither Fixed TL -MCP nor RTS-MCP are able to solve to optimality with 100% success rate within 10 8 steps.
The data used to fit the model are tuples with the best tabu list length for an instance, and the properties we measured on that instance. As shown in Table 2, the optimal setting for the tabu list length is not unique, therefore, for each instance, we sorted the tabu list lengths by the median number of steps to converge to the best-known solution, and we consider the first 10% of them for the data. We implemented a leave-one-out cross-validation, which means that for each instance the model has been fit on the data of all other instances. To fit the model, we resorted to bootstrapping: we selected randomly with replacement 1000 bootstrap samples with 100 examples each; for each bootstrap sample we learnt a model; and finally we averaged the models by selecting the mean pT value among the 1000 ones we fit. In the machine learning literature, this technique is known as bootstrap aggregating, or bagging [10] .
To test the aggregated model, we implemented RoTS-MCP, a Robust Tabu Search [42] that at each step sets a value for the tabu list length, selecting it randomly in the interval [pT − 10, pT + 10]. Since we implemented a leaveone-out cross-validation, the results obtained are an unbiased estimator of the performance of RoTS-MCP. Table 5 compares the performance of RTS-MCP with RoTS-MCP. With the notable exception of the hard C4000.5 instance, and the Brockington-Culberson family of instances, the median steps to reach the best-known solutions are comparable. In the easier gen400 p0.9 55 and p-hat300-2 instances, RTS-MCP finds the best-known solutions with a smaller number of steps than RoTS-MCP, while in other 18 instances the opposite is true.
Overall, the results show that even without knowing a priori the best fixed parameter values for the instance at hand, by measuring instance properties it is possible to predict a parameter setting that achieves results that are competitive with a state-of-the-art algorithm. The difference between the two algorithms across all instances is small. A stratified one-sided rank-based permutation test (akin to a stratified version of the Mann-Whitney U test) rejects at a 0.05 significance level the null hypothesis in favour of RoTS-MCP finding best-known solutions in fewer steps than RTS-MCP. The test is implemented in the R coin package [22] .
The Quadratic Assignment Problem
To understand if the results on RTS-MCP are representative of a more general picture, we apply the same type of analysis presented in Section 2 to RTS-QAP. RTS-QAP is the first reactive tabu search algorithm proposed in the literature [7] , and a state-of-the-art algorithm for some instance classes.
The Quadratic Assignment Problem (QAP) is to find a minimal cost assignment between a set of facilities P and a set of locations L that minimises a quadratic cost function. Let W and D be two square matrices; the first represents a set of weights or flows between facilities, defined by the weight function w : P × P → R; the second represents a set of distances between locations, defined by the distance function d : L × L → R. The problem is to find a bijective function f : P ∈ L that assigns each facility to a location and that minimises the cost functional:
Since in the QAP the number of facilities is equal to the number of locations, a permutation π can be used to represent a valid assignment.
RTS-QAP
RTS-QAP uses a reactive mechanism that operates on three parameters. The algorithm starts with a random permutation that represents a valid assignment. RTS-QAP uses the two-exchange neighbourhood where to a given permutation π, all permutations π are neighbours that can be obtained by exchanging two positions in the permutation. At every step, RTS-QAP selects the best possible move in the neighbourhood, and ensures diversification by means of a tabu search with aspiration criterion, and perturbations triggered by the reactive mechanism. The aspiration criterion allows two-exchanges that improve the quality of the best solution seen so far even if they are tabu. The reactive mechanism works as follows. At every step the current solution is stored in a data structure that contains the history of the search. Every time a solution is re-encountered during the search, RTS-QAP increases the tabu list length by a factor 1.1. We refer as cycle length the number of steps between two successive visits to the same solution. The algorithm keeps track of an exponential moving average of the cycle lengths, which serves two purposes. First, if the number of steps since the last update of the tabu list length is greater than the moving average, the tabu list length is decreased by a factor 0.9. Second, if the algorithm visits the same repeated solution three times in a row, it assumes it is trapped in the attraction basin of a local minimum. In this case, the current solution is perturbed by a number of random two-exchanges that is proportional to the moving average of the cycle length. Overall, the search history and the reactive adaptation impacts on three parameters of the algorithm: the tabu list length, the perturbation frequency and the perturbation size.
Before starting with the analysis, some details need to be mentioned. There are actually two versions of RTS-QAP that differ in the way the solutions are hashed and stored in the search history. The first one, RTS-QAP f , stores the objective function value as a key of the solution. The second one, RTS-QAP conf , stores a key computed by accumulating the values in the permutation representing the solution with successive shift and xor bit-operations. The first one requires no extra computation and is therefore faster. However, some instance families are characterised by many solutions sharing the same objective function value. For such instance families, computing a key on the permutation representing the solution is necessary to avoid too many false positives that bias the search towards an unnecessary diversification. On other problem instances, RTS-QAP f is the better option. In the rest of the paper, we present the results of RTS-QAP best , which is the better performing between RTS-QAP f and RTS-QAP conf for the instance family at hand.
The benchmark set
QAPLIB is the standard benchmark set for comparing heuristics for the QAP [12, 39] . We selected 19 instances with more than 20 facilities from three well-known families: (i) Taillard's uniform randomly generated instances (Taillard-a); (ii) Taillard's structured asymmetric randomly generated instances (Taillard-b); (iii) Skorin-Kapov instances which have grid-based distances and random weights in the flow matrices.
We start our study by analysing the impact on the average solution quality of the algorithm parameters that are adapted by reactive search. To this aim, we implemented Fixed TLP -QAP, an algorithm identical to RTS-QAP, but with fixed parameter settings. In Fixed TLP -QAP, the tabu list length T, and the perturbation size psize are the same parameters adapted in RTS-QAP; while the perturbations are triggered by a parameter (pert) that controls the number of non-improving steps before a restart is applied. We will refer to pert as perturbation rate. In this section, we present three plots that are representative of the three instance families in the benchmark set. In each plot, we fix pert to 50, and plot the average solution quality against fixed values of the tabu list length and the perturbation size.
Each point in Figures 4, 5 , and 6 is the median solution quality over 100 runs of 60 CPU-seconds on the reference machine. The surfaces are much flatter when compared to the ones shown for RTS-MCP, since the variability in solution quality is generally much smaller than in computation time. Still, a clear pattern emerges on the whole benchmark set. On the Taillard-a family of instances (Figure 4) , a good tabu tabu list length is crucial for achieving good quality solutions, while on the Taillard-b and Skorin-Kapov family of instances ( Figures 5 and 6 ), spotting the right perturbation size is much more important than spotting the right tabu list length value. In Figure 5 the horizontal axes are flipped to give a better view of the surface. 
Fixed and random parameter settings
As for RTS-MCP, we study RTS-QAP's ability to adapt parameter settings to local characteristics of the search space. As before, we compare RTS-QAP against Fixed TLP -QAP, that is, the same algorithm but with the tabu list length, the Table 6 shows the median solution quality of RTS-QAP best and Fixed TLP -QAP over 1000 runs of 60 CPU-seconds on the reference machine. From the table, it is clear that, for almost all instances, the fixed settings of the parameters lead to better median solution qualities. For the cases highlighted in boldface, the improvement of Fixed TLP -QAP over RTS-QAP best is statistically significant as assessed with a Wilcoxon rank-sum test at significance level 0.05.
To further test wether RTS-QAP adapts to the local characteristics of the search space, we compare it against Random ED -QAP, which corresponds to RTS-QAP, but with the parameters set randomly with the same empirical distribution we measured on RTS-QAP. The tabu list length T is updated at every step with a random value, while a new value for pert and psize are generated at random every time a perturbation occurs. In this comparison, we run RTS-QAP best for 60 CPUseconds on the reference machine, we measure the number of steps performed by RTS-QAP best , and then we run Random ED -QAP for the measured amount of steps. This choice has been made to give a positive bias to RTS-QAP best . In fact, Random ED -QAP has no costly memory operations, and it could therefore perform more steps in the same amount of CPU-time. instances a random setting leads to median solution qualities over 1000 runs that are close to the one obtained by RTS-QAP best . The overall conclusions that we can derive is that there is no evidence that the algorithm is adapting to the local characteristic of the search space. Only for the Skorin-Kapov family of instances the solutions qualities are in most cases slightly better for RTS-QAP best .
A robust tabu search
In the previous section we were able to improve the median solution quality by fixing the parameter to the best values from the analysis on the instances in the benchmark set. At this point, as for the MCP, we were interested in inferring those best fixed values from instance properties that can be measured quickly at the beginning of the search. We measured the size of the instance, the dominance, the sparsity, and the skewness of both the distance and flow matrices in which an instance is encoded. For dealing effectively with all these attributes, we resorted to support vector machines for regression [24] , and we learnt a model for the tabu list length, the perturbation size and the perturbation rate, by means of a leave-one-out crossvalidation. The model for the tabu list length is a polynomial of second degree, while the models for the perturbation size and the parameter that triggers the perturbations are linear models.
As with RoTS-MCP, to construct the data used for the regression, for each instance we order the parameter setting by the median solution quality achieved by Fixed TLP -QAP, and we consider the first 10% for the data. Also in this case, for learning the model, we resorted to bagging: we selected randomly with replacement 1000 bootstrap samples with 100 examples each, and we learnt the three models independently. To preserve possible correlations between the parameters, we consider the models learnt on the bootstrap sample i as a vector m i = (T i , psize i , pert i ), where T i , psize i , and pert i are the normalised values obtained from the models. When aggregating the models we select the mean vector m k , that is, the vector with smallest Euclidean distance from all other vectors:
We implemented RoTS SVM -QAP, a Robust Tabu Search [42] , which is identical to Fixed TLP -QAP except for the adaptation of the three parameters. At each step of the algorithm, the tabu list length T is set randomly allowing a maximum deviation of ±5 around the value predicted by the aggregated model. The same is done for the other two parameters: the deviations allowed around the values predicted by the aggregated models are of ±5 for psize and ±10 for pert. The deviations have been set in an ad-hoc way, by looking at the variability of the parameter settings in the data. 
Conclusions
Our aim in this work was at checking two hypotheses on the parameter adaptation scheme of RTS. The first hypothesis we studied was that the adaptation scheme converges to an instance-specific value and that this value is close to the best one for the instance being optimised. We started our study on RTS-MCP by analysing the benchmark instances used in the literature. Looking at the surface of the number of steps to reach the best-known solution for combinations of the two parameters that drive diversification, that is, the tabu list length and the restart parameter, it is clear that for most instances, there is a large interval of good values for the tabu list length that allow quickly finding the best-known solution. For the Mannino family of instances, the opposite is true, the restart parameter is important to converge quickly to the best-known solutions, while the tabu list length plays a less important role. By studying the dynamics of the tabu list length adaptation, we observed that RTS-MCP's adaptation scheme converges within few steps to good, instance-wise values of the tabu list length with average values slightly larger or slightly smaller than the instance-optimal tabu-list length.
For what concerns the second hypothesis, we observed that the parameter adaptation scheme implemented by RTS does not adapt to the local characteristics of the search space, or if it adapts, the adaptation is not effective. We drew these conclusions after comparing the average number of steps to find the best-known solution of RTS-MCP with an algorithm that uses the best fixed tabu list length for the instance being optimised. An effective adaptation of the parameter setting to the local characteristics of the search space should give RTS-MCP an advantage over an analogous algorithm that keeps the parameter setting fixed to the best instance-wise value. However, using a fixed parameter setting improves over RTS-MCP on almost all instances. Moreover, setting the parameter randomly with the same empirical distribution of the reactive adaptation scheme leads to results that are close to the ones obtained from RTS-MCP. Even a uniformly random parameter setting is competitive, which suggests that the impact of the adaptation scheme on the algorithm ability to find quickly best-known solutions is fairly limited.
To see if these results could be representative of a more general picture, we extended the study on RTS-QAP. We found that also in this case, a fixed parameter setting improves the solution qualities achieved by the reactive algorithm.
Furthermore, setting the parameters with the same empirical distribution of the parameter adaptation scheme leads to solution qualities that are close to the one obtained from RTS-QAP. This confirms that also in this case there is no evidence that the algorithm effectively adapts to local characteristics of the search space.
Eventually, we also showed that the results obtained by RTS-MCP and RTS-QAP can be matched and for some instances even improved, with a RoTS, in which the parameters are set randomly with small deviations from settings that are modelled from instance properties. Single models have been fit on the whole benchmark sets, but it is reasonable to expect even better results by learning different settings for specific instance families. RTS is extremely effective across a heterogeneous set of instance families, with no need for off-line tuning the parameters and with small sensitivity to its meta-parameters [33] . Nevertheless, it is interesting to look into the details to understand which aspect contribute more to its efficacy, and in this work, we shed some light in this direction. Further investigation is needed to understand why the reactive parameter adaptation studied is not able to exploit the local characteristics of the search space. For example, it could be that it reacts too slowly to have measurable effects on the algorithm performance. A further natural extension of this work could be aimed at analysing further reactive search algorithms, and more generally to other parameter adaptation schemes.
