In the bottom-up evaluation of logic programs and recursively defined views on databases, all generated facts are usually assumed to be stored until the end of the evaluation. that is, we had p(0), p(l),.,,, P(1OO), we could not derive r(n), for n > m. Similarly, {q} is a base set. However, the set {p, q} is clearly not a base set.
Although the definition of base set is with respect to a particular evaluation, we only make choices that are correct with respect to any evaluation that can be generated by the evaluation method that we use. For example, in an SCC-by-SCC evaluation of the preceding program, both p and q would (trivially) be in the base set of the last rule of the program, because p and q would be "fully" evaluated before the first application of rule r. Among all the base sets, one base set is chosen for each rule, and is referred to as the base set for the rule;7 each predicate in it is said to be base with respect to the rule. The other predicates in the rule are said to be derived with respect to the rule.
A predicate pz is said to be derived with respect to another predicate pl if, either (1) there is a rule R such that p~is the head predicate of R and p~is derived with respect to R, or (2) there is a predicate p3 such that p3 is derived with respect to p~and p2 is derived with respect to p3.
A literal p(t) in the body of rule R is said to be a derived literal (resp. base literal) if p is derived with respect to (resp, base with respect to) R. Note that the relation "derived with respect to" is not necessarily reflexive or symmetric.
ENSURING SOUNDNESS, COMPLETENESS, AND NONREDUNDANCY
In general, discarding a fact p(ti) in an evaluation could result in the nonderivation of other facts that would have been derived, had the fact P(E) not been discarded.
Thus, discarding facts could compromise completeness.s The following condition is the key for ensuring that facts are used in all possible derivations, and is used to ensure completeness of an evaluation.
71t is possible for predicates to be classified as being in a base set in a nonintuitive manner.
However, such a choice does not affect the correctness of the results in this paper. Hence, derivations using p~(~) made before el in E are not repeated after e 2. Also, there are no derivations using p~(~) between points e 1 and e 2 in E.
Consequently, no derivation step that uses p~(~) is repeated in evaluation E. (2) there is at most one derivation for each p fact by any rule.
The essential idea is to make sure that no fact for p is derived more than once in the evaluation.
The techniques of Maher and Ramakrishnan [1989] can be used to test the condition-part
(1) can be tested by determining that no two rule heads unify 11 and part (2) anc(n, n -1), ..., anc(n, 1),anc(n, O), anc(n -1,n -2), . . . . anc(n -1,1),anc(n -1,0) R3: ack(P,l,2):-P >0.
R4: ack(P, Q, N):-P > O,Q > l,ack(P, Q -l, Nl), ack(P -l, N1, N).
Here, the FDs czck: {$1,$2} + $3 and {$1, $3}~$2 hold. (1) the rule R, (2) all facts for the base predicate occurrences in R, and (3) the given set of facts S for the derived predicate occurrences in R, has been made at or before e 1. A set of facts is said to be locally saturated with respect to a set of rules at a point in the evaluation if it is locally saturated with respect to each of the rules at that point in the evaluation.
Note that there can be more than one set of locally saturated facts at a state in an evaluation. Because all derivations that could be made using a set of locally saturated facts have been made at a point in the evaluation, any new derivation after that point in the evaluation requires at least one fact (for a derived predicate occurrence) that is not in the set of locally saturated facts.
In the case of a Basic Semi-Naive evaluation of an SCC (where the set of predicates derived with respect to p is just the set of predicates defined in the SCC of p), at any point in the (n + l)th iteration, the set of facts derived in or before the (n -l)th iteration is a set of locally saturated facts for p. In an iteration of Basic Semi-Naive evaluation of an SCC, the set of facts derived two or more iterations prior to the current iteration constitutes F' (as mentioned earlier) and the set of facts derived either in the previous or in the current iteration constitutes F -F'.
Note that although the set of derived predicates as well as the set of locally saturated facts depends on the actual evaluation used, the theorem holds independent of the specific evaluation. -) to N, and fac(N, -) also to N. We deduce that rules R3 and R4 are monotonically increasing.
In rule R2, fac can be treated as "base." Hence we deduce that R 1 and R2 are monotonically increasing.
Thus Condition Monotonicity-D is satisfied by predicates fac as well as fat-list. We also deduce rein-head-gap bounding functions: the constant function 1 for fac as well as for fat-list. From Theorem 6.3.3 we deduce that once a fac fact with index n is derived, no fac fact with index less than n + 1 will ever be derived again. We deduce similar results for fat-list.
Monotonicity and Condition U
In this section we discuss how to use monotonicity of rules to ensure Condition U. We make use of the definitions and results in Section 6.3. Letb e a function as before.
Definition 6.4.1 (Body--Gap). Let R be a rule and let p' and q' be predicate occurrences in its body. Let R' be an instance of R with facts p(~) and q(~) used in the occurrences p' and q', respectively. We then define
If R has at least one derived predicate occurrence in its body, we define: Hence, a fact q(~) will not be used in the predicate occurrence q' beyond this point in the evaluation if @(q(al)) + y(q(al)) < m. 
There is only one derived literal in the body of this rule, hence a fac fact can be used at most once in this rule (Condition Bounds-U). Another way of looking at this is using monotonicity. A y function on fac that bounds body-gap is the constant function O. Hence if no fac fact with index less than n will be derived henceforth, fac facts with indices less than n will no longer be used in this rule. A similar result holds for uses of fat-list facts in rule R2 shown in the following: Let us consider the case when m > n; for m < n, the answer set to the query is empty. If each fact in this evaluation is used as soon as it is derived (or in the following iteration as when Basic Semi-Naive evaluation is used),
we would have to store n + 6 facts at any point in the evaluation (from the Let S be an SCC of P 'g such that S contains predicates from exactly two SCCS SI and Sz of P, such that predicates defined in S'z are used in S1. Let denote the rules in S. Let 3,, i = 1,2, denote the rules in W obtained by the Magic rewriting of rules in S1. M?I can be partitioned into two sets of rules: q~x~containing the rules defining predicates of the form m-p, where p is defined in Sz, and &Z'jnt containing the rest of the rules in A71. The Magic facts computed using the rules~~'~are referred to as external subgoals, in contrast to the Magic facts computed using the Magic rules in #;"t and %Z which are referred to as internal -The producer and each of its consumer units must contain only monotonically increasing rules.
-The rules in the producer unit do not depend (directly or indirectly) on any predicates defined by rules in any of the consumer units.lg -In each consumer unit S'j, for each rule R that contains a body predicate occurrence p' of p, either (1) if there is an occurrence of a derived predicate in the body of R, then for each occurrence q' of any derived predicate q in the body of R, there exists a function yP.,~~that maps q facts to integers such that for each instance R' of R (where say, q(~) is used in the occurrence q '), body _gap(R', p', q') < yp,,~,(q(~)); or (2) there is a bound maxP such that for any fact p(~) that can be used in the occurrence p', @(p(T)) S maxPi. This program has two SCCS, the lower one containing the predicate fac and the upper one containing fat-list. Let us call the lower SCC which is a producer of fac as S 1 and the higher SCC, which is a consumer of fat, as S2. There is only one rule R2 in S2 that uses the predicate fat. This rule has a derived predicate fat-list. We assume that we use Basic Semi-Naive evaluation for the consumer SCC. We derive the function -y that maps fac-list(N -1,-) to 2 * N -(N -1), (and hence fac-list(N, -) to N + 2) to bound body -gap(R2, fac(2 * N, V), (2) The rules in S'l are monotonic in the opposite direction to the rules in S'z.
(3) The set of rules %Z in S'z can be inverted to get 2Zj-the set of fringe facts being those Magic facts derived using SZz that do not generate any new Magic facts, and (4) We describe the evaluation of the program in a recursive fashion, starting from the unit U~containing the rules defining the query predicate.
Let U be the unit to be evaluated.
First consider the case when either V is U~or the evaluation of U is called from a unit U' such that the label of the edge from U to U' is not Interleaved. R8: m-ndayavg(n).
Choosing Synchronization Techniques. The unit structure (and edge labels) obtained using the method outlined in Section 8.2.2 is shown in Figure  1 
