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Abstrakt
Tato pra´ce pojedna´va´ o na´vrhu skriptovac´ıho jazyka, urcˇene´ho pro efektivn´ı zpracova´n´ı
obrazu. U´vod te´to pra´ce se zaby´va´ studiem a osvojen´ım si metod na´vrhu prˇekladacˇ˚u a in-
terpret˚u, vcˇetneˇ jejich na´sledne´ aplikace prˇi na´vrhu skriptovac´ıho jazyka a jeho interpretu.
Pra´ce da´le popisuje metody na´vrhu a implementace interpretu, vcˇetneˇ automatizovany´ch
metod vyuzˇity´ch prˇi na´vrhu implementovane´ho programu. Dalˇs´ı cˇa´st pra´ce se zaby´va´ popi-
sem struktury a implementace navrzˇene´ho programu, urcˇene´ho pro generova´n´ı prˇekladacˇe
libovolne´ho jazyka, popsane´ho jako vstup tohoto programu. Konec pra´ce podrobneˇji po-
pisuje navrzˇeny´ skriptovac´ı jazyk, jehozˇ implementace je zalozˇena na vy´sˇe popsany´ch me-
toda´ch.
Kl´ıcˇova´ slova
Skript, skriptovac´ı jazyk, prˇekladacˇ, interpret, zpracova´n´ı obrazu, lexika´ln´ı analy´za, syn-
takticka´ analy´za, se´manticka´ analy´za
Abstract
This thesis deals with design of scripting language, especially specified for effective image
processing. Introduction of this thesis is focused on studying and also appropriation of
methodology of compilers and interpreters design, include their following application in
design of the scripting language and as well its interpreter. Another point of my work is
showing the methods of design and implementation of the interpreter including automated
methods used in the design of the implemented program. Next part deals with description
of structure and implementation of the designed program, intended for generating compiler
of any language which is described in input of this program. The conclusion of this work is
more detailing description of the scripting language design; its implementation is based on
the methods mentioned before.
Keywords
Script, scripting language, compiler, interpreter, image processing, lexical analysis, syntactic
analysis, semantic analysis
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Kapitola 1
U´vod
Stejneˇ jako projektovy´ manazˇe´r ve firmeˇ rˇ´ıd´ı sve´ podrˇ´ızene´ za u´cˇelem dokoncˇen´ı projektu,
anizˇ prˇesneˇ rozumı´ detail˚um jejich pra´ce, tak skript zapsany´ ve skriptovac´ım jazyku rˇ´ıd´ı
spousˇteˇn´ı syste´movy´ch programu˚ za u´cˇelem vykona´n´ı pozˇadovane´ akce. Skript nemus´ı zna´t
implementacˇn´ı detaily jednotlivy´ch syste´movy´ch programu˚, postacˇuje mu znalost rozhran´ı
prˇes ktere´ program prˇij´ıma´ a vrac´ı data. Takovy´ byl p˚uvodn´ı u´cˇel skriptovac´ıch jazyk˚u, ale
v dnesˇn´ı dobeˇ jsou jizˇ skriptovac´ı jazyky rozsˇ´ıˇreny´ te´meˇrˇ v kazˇde´m odveˇtv´ı informacˇn´ıch
technologi´ı a slouzˇ´ı k vykona´va´n´ı velke´ho mnozˇstv´ı r˚uznorody´ch u´kol˚u.
Zp˚usob pra´ce skript˚u vsˇak z˚ustal zachova´n, jen jednotkami se ktery´mi skript pracuje jizˇ
nemus´ı by´t nutneˇ jen syste´move´ programy, ale mohou jimi by´t naprˇ´ıklad samostatne´ funkce,
objekty nacha´zej´ıc´ı se v neˇjake´m typu enginu, nebo kus hardwaru prova´deˇj´ıc´ı neˇjake´ ope-
race. Vy´hodou a za´rovenˇ d˚uvodem rychle´ho rozsˇ´ıˇren´ı teˇchto jazyk˚u je snadne´ programova´n´ı,
debugova´n´ı a u´drzˇba skript˚u.
Zpracova´n´ı obrazu je ze sve´ho principu vhodny´m kandida´tem pro realizaci pomoc´ı skrip-
tovac´ıho jazyka. Obrazove´ operace, mezi ktere´ patrˇ´ı naprˇ´ıklad: nacˇ´ıta´n´ı obrazu, u´prava ba-
rev, r˚uzne´ typy filtr˚u apod. patrˇ´ı mezi vy´pocˇetneˇ na´rocˇneˇjˇs´ı operace, tvorˇ´ıc´ı mnozˇinu operac´ı
aplikovatelny´ch na obraz. Pokud budeme prvky te´to mnozˇiny povazˇovat za jednotlive´ na
sobeˇ neza´visle´ operace je mozˇne´ vztahy a posloupnost jejich prova´deˇn´ı popsat pra´veˇ skrip-
tem. Tento skript pak bude obsahovat posloupnosti prova´deˇn´ı jednotlivy´ch operac´ı, jejich
na´vaznost a bude umozˇnˇovat i rˇ´ızen´ı sekvence prova´deˇn´ı operac´ı v za´vislosti na vy´sledc´ıch
jednotlivy´ch operac´ı.
Tato pra´ce se zaby´va´ na´vrhem skriptovac´ıho jazyka urcˇene´ho pro snadny´ za´pis ope-
rac´ı pracuj´ıc´ıch nad obrazovy´mi daty. C´ılem pra´ce je studium metod na´vrhu a konstrukce
interpret˚u, a na za´kladeˇ nabyty´ch znalost´ı na´vrh skriptovac´ıho jazyka a jeho prˇekladacˇe,
prˇ´ıpadneˇ interpretu. Jsou rozpracova´ny prˇeva´zˇneˇ metody na´vrhu a na´vrh interpretovany´ch
skriptovac´ıch jazyk˚u. Samotna´ implementace jazyka pro zpracova´n´ı obrazu jesˇteˇ nen´ı do-
koncˇena.
Podrobneˇjˇs´ım popis skriptovac´ıch jazyk˚u je obsazˇen v 2. kapitole nazvane´ Skriptovac´ı
jazyky. Nacha´z´ı se v n´ı popis d˚uvod˚u vzniku tohoto typu jazyk˚u, porovna´n´ı s kompilovany´mi
jazyky a vy´cˇet neˇktery´ch zna´meˇjˇs´ıch typ˚u skriptovac´ıch jazyk˚u a jejich vyuzˇit´ı.
Kapitola v porˇad´ı 3. nazvana´ Kompila´tory, prˇekladacˇe a interprety se zaby´va´ teori´ı o
na´vrhu a implementaci prˇekladacˇ˚u, kompila´tor˚u a interpret˚u. Budou v n´ı rozebra´ny za´kladn´ı
pojmy te´to teorie, ktery´mi jsou lexika´ln´ı analy´za, syntakticka´ analy´za, se´manticka´ analy´za,
intermedia´rn´ı ko´d a generova´n´ı c´ılove´ho ko´du. Pojmy popsane´ v te´to kapitole budou v
na´sleduj´ıc´ıch kapitola´ch hojneˇ pouzˇ´ıva´ny.
Kapitola zaby´vaj´ıc´ı se na´vrhem samotne´ho prˇekladacˇe se nazy´va´ Navrzˇeny´ prˇekladacˇ
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a je v porˇad´ı 5. V te´to kapitole je podrobneˇ rozebra´n prˇ´ıstup k proble´mu, nacha´z´ı se zde
popis metody, ktere´ se vyuzˇ´ıvaj´ı k automatizovane´ tvorbeˇ prˇekladacˇ˚u. Mezi tyto metody
patrˇ´ı nalezen´ı konecˇny´ch automat˚u, generova´n´ı rozkladovy´ch tabulek syntakticke´ analy´zy
a zpracova´n´ı se´manticky´ch podprogramu˚.
6. kapitola s na´zvem Navrzˇeny´ jazyk se´manticky´ch podprogramu˚ se zaby´va´ (jak vy-
pov´ıda´ na´zev) popisem jazyka urcˇene´ho k popisu se´manticky´ch u´kon˚u v navrhovany´ch ja-
zyc´ıch. V te´to kapitole jsou popsa´ny d˚uvody k zaveden´ı takove´ho jazyka, popis jeho datovy´ch
typ˚u, jeho slozˇiteˇjˇs´ı prˇ´ıkazy a rˇ´ızen´ı toku programu tohoto jazyka.
Posledn´ı kapitola v porˇad´ı 7. nazvana´ Navrzˇeny´ jazyk pro zpracova´n´ı obrazu, se veˇnuje
popisu navrhovane´ho skriptovac´ıho jazyka. V te´to kapitole se nacha´z´ı uceleny´ pohled na u´cˇel
jazyka, popis datovy´ch typ˚u jazyka a popis navrhovane´ho zp˚usobu za´pisu toku programu.
Diplomova´ pra´ce navazuje na pra´ci vykonanou v ra´mci semestra´ln´ıho projektu. V tomto
projektu byly prostudova´ny techniky na´vrhu prˇekladacˇ˚u a interpret˚u, na ktery´ch je zalozˇena
kapitola 3 Prˇekladacˇe, kompila´tory a interprety. V semestra´ln´ım projektu byl da´le navrzˇen
prˇekladacˇ a skriptovac´ı jazyk pro pra´ci s obrazem. Na´vrh prˇekladacˇe a skriptovac´ıho jazyka
byl v ra´mci diplomove´ pra´ce prˇepracova´n zcela od zacˇa´tku.
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Kapitola 2
Skriptovac´ı jazyky
Tato kapitola se zaby´va´ popisem skriptovac´ıch jazyk˚u, d˚uvodem jejich vzniku a oblastmi
ve ktery´ch se skriptovac´ı jazyky vyuzˇ´ıvaj´ı.
2.1 Popis skriptovac´ıch jazyk˚u
Pu˚vodn´ı skriptovac´ı jazyky byly vyvinuty za u´cˇelem rychle´ho vy´voje jednou´cˇelovy´ch pro-
gramu˚, ktere´ rˇesˇily slozˇiteˇjˇs´ı administrativn´ı u´lohy v operacˇn´ım syste´mu. U teˇchto byla
d˚ulezˇiteˇjˇs´ı rychlost vy´voje programu1 nezˇ efektivita spousˇteˇn´ı2. Tyto jazyky slouzˇily jako
jednoduchy´ na´stroj spousˇteˇj´ıc´ı mnozˇstv´ı jiny´ch cˇasto specializovany´ch jednou´cˇelovy´ch pro-
gramu˚3 za u´cˇelem vykona´n´ı neˇjake´ komplexn´ı operace. Prˇ´ıkladem programu˚ v takovy´chto
jazyc´ıch mohly by´t inicializacˇn´ı skripty neˇktery´ch operacˇn´ıch syste´mu˚, za´lohovac´ı skripty a
podobneˇ.
Anglicky´ na´zev skript byl odvozen od psane´ho prˇedpis˚u pro divadeln´ı herce, kterˇ´ı jej meˇli
”interpretovat” tj. prˇedva´deˇt sce´nu popsanou ve skriptech diva´k˚um. Ve sveˇteˇ informacˇn´ıch
technologi´ı zastupuje roli herce program ktery´ hraje svou roli popsanou ve skriptu, vsˇechny
programy vyuzˇite´ ve skriptu tedy nakonec vykonaj´ı pozˇadovanou operaci.
Skriptovac´ı jazyky jsou podmnozˇinou interpretovany´ch jazyk˚u. Dnes se vsˇak i interpre-
tovane´ jazyky rˇad´ı do skriptovac´ıch jazyk˚u, kde roli jednou´cˇelovy´ch programu˚ zastoupily
jednotlive´ funkcˇn´ı jednotky spousˇteˇne´ interpretem podle skriptu.
Hlavn´ı rozd´ıl mezi interpretovany´mi jazyky a kompilovany´mi jazyky je zp˚usob jaky´m
se program spousˇt´ı na vy´pocˇetn´ı jednotce. Zat´ımco program zapsany´ v kompilovane´m ja-
zyku se mus´ı programem nazvany´m prˇekladacˇ (angl. compiler) prˇelozˇit do strojove´ho ko´du
c´ılove´ platformy, tak program zapsany´ v interpretovane´m jazyku z˚usta´va´ v p˚uvodn´ı tex-
tove´ podobeˇ, dokud nen´ı pozˇadova´no jeho spusˇteˇn´ı. Spousˇteˇn´ı skriptu se ujme program
nazy´vany´ interpretacˇn´ı prˇekladacˇ (angl. interpret). Interpret mu˚zˇe ponechat zdrojovy´ pro-
gram v p˚uvodn´ı podobeˇ a interpretovat prˇ´ıkazy jeden po druhe´m, nebo mu˚zˇe cely´ zdrojovy´
program prˇelozˇit do struktury, ktera´ uzˇ sice nebude mı´t cˇitelny´ textovy´ za´pis ale jej´ı spusˇteˇn´ı
bude efektivneˇjˇs´ı s mozˇny´mi optimalizacemi prˇi prˇekladu.
Interpretovane´ jazyky se mohou povazˇovat za dalˇs´ı u´rovenˇ abstrakce nad kompilovany´mi
jazyky. Vysˇsˇ´ı u´rovenˇ abstrakce interpretovany´ch jazyk˚u je vy´hodna´ pro programa´tora, ten
se veˇtsˇinou nemus´ı starat o spra´vu pameˇti, typ c´ılove´ architektury, nebo dokonce typ
1Cˇasto neˇkolik minut.
2Cˇasto neˇkolik sekund.
3Takovy´mto programem mu˚zˇe by´t i jiny´ skript.
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operacˇn´ıho syste´mu na ktere´m bude jeho program spousˇteˇn. Tyto a dalˇs´ı proble´my jizˇ za
neˇj rˇesˇ´ı interpret jazyka. Odst´ıneˇn´ı programa´tora od hardwarove´ realizace jeho vy´pocˇt˚u je
vy´hodne´ i z pohledu bezpecˇnosti vykona´va´n´ı teˇchto programu˚. Je nemozˇne´ za prˇedpokladu
zˇe interpret je sa´m o sobeˇ bezpecˇny´ program napsat skript ktery´ by ohrozil hardware, nebo
umozˇnil nepovolene´ operace na c´ılove´m stroji. Z tohoto d˚uvodu jsou interpretovane´ jazyky
vhodne´ pro nasazen´ı naprˇ´ıklad na webovy´ch serverech, kde slouzˇ´ı k zpracova´n´ı dynamicky´ch
webovy´ch aplikac´ı.
Vysˇsˇ´ı abstrakce interpretovany´ch jazyk˚u nad jazyky kompilovany´mi ma´ vsˇak i neˇktere´
nevy´hodne´ d˚usledky. Programa´tor vyuzˇ´ıvaj´ıc´ı interpretovany´ jazyk nebude schopny´ sa´m
optimalizovat sv˚uj ko´d nad ra´mec jazyka, v neˇktery´ch jazyc´ıch nemu˚zˇe rozhodnout v jake´m
mı´steˇ chce prˇideˇlit prˇ´ıpadneˇ uvolnit pameˇt’. Absence ukazatele do pameˇti tj. nejmocneˇjˇs´ı
programa´torske´ struktury z d˚uvod˚u bezpecˇnosti je v´ıtana´, ale na druhou stranu mu˚zˇe
neˇkomu chybeˇt. Je pravidlem zˇe interpretovany´ ko´d je pomalejˇs´ı nezˇ ko´d kompilovany´.
Tyto proble´my se sice rˇesˇ´ı naprˇ. kompilova´n´ım kriticky´ch sekc´ı4 v programu do strojove´ho
ko´du aktua´ln´ı architektury, ale nikdy nebude mozˇne´ dosa´hnout stejne´ efektivity jako u
jazyk˚u kompilovany´ch.
2.2 Zna´me´ skriptovac´ı jazyky
Tato cˇa´st se zaby´va´ strucˇny´m popisem neˇktery´ch druh˚u skriptovac´ıch jazyk˚u.
Job control jazyky a shelly
Prvn´ı skriptovac´ı jazyky nevznikly za u´cˇelem nahrazen´ı kompilovany´ch jazyk˚u vysˇsˇ´ı u´rovneˇ,
ale sp´ıˇse jako na´stroje pro jednodusˇsˇ´ı u´drzˇbu slozˇity´ch syste´mu˚. Zjednodusˇovaly a automa-
tizovaly opakuj´ıc´ı se u´kony, naprˇ´ıklad ve spra´veˇ operacˇn´ıch syste´mu˚. Cˇa´st jazyk˚u anglicky
nazvana´ shelly vznikla na platformeˇ operacˇn´ıch syste´mu rodiny Unix, kde je cela´ spra´va
syste´mu v podstateˇ rˇesˇena´ zpracova´n´ım textovy´ch konfiguracˇn´ıch soubor˚u. Shelly take´
slouzˇ´ı pro komunikaci uzˇivatele s pocˇ´ıtacˇem, kazˇdy´ prˇ´ıkaz zapsany´ uzˇivatelem z kla´vesnice
je interpretova´n jako cˇa´st ko´du skriptu. Do te´to skupiny patrˇ´ı naprˇ´ıklad: bash, csh, ksh,
tcsh, sh, zsh, Winbatch.
Skriptova´n´ı GUI
Po rozsˇ´ıˇren´ı r˚uzny´ch graficky´ch uzˇivatelsky´ch rozhran´ı vznikl novy´ druh specializovany´ch
skriptovac´ıch jazyk˚u urcˇeny´ pro kontrolu pocˇ´ıtacˇe prˇes prvky graficke´ho uzˇivatelske´ho roz-
hran´ı. Skripty operuj´ı se stejny´mi prvky rozhran´ı tj. tlacˇ´ıtky, vy´beˇry, zatrha´vac´ımi tlacˇ´ıtky
atd. jako uzˇivatel. Pouzˇ´ıvaj´ı se k automatizaci opakuj´ıc´ıch se akc´ı, nebo naprˇ´ıklad k nasta-
ven´ı vy´choz´ıch stav˚u aplikac´ı. Vyuzˇit´ı takovy´ch jazyk˚u je podmı´neˇno podporou v aplikaci
obsahuj´ıc´ı ovla´dane´ graficke´ uzˇivatelske´ rozhran´ı a v operacˇn´ım syste´mu. Takovy´mto ja-
zyk˚um se take´ rˇ´ıka´ makrovac´ı jazyky.
Aplikacˇneˇ-specificke´
Jako soucˇa´st neˇktery´ch velky´ch aplikaci figuruj´ı aplikacˇneˇ-specificke´ skriptovac´ı jazyky.
Tyto jsou zameˇrˇeny na rˇ´ızen´ı programovatelny´ch soucˇa´st´ı jednotlivy´ch aplikac´ı. Jazyky to-
hoto druhu jsou navrhova´ny pro pouzˇit´ı pouze v jedne´ aplikaci a obvykle neby´vaj´ı vhodne´
4 Cˇa´sti ko´du ktere´ se prova´deˇj´ı prˇi spusˇteˇn´ı programu nejcˇasteˇji.
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pro obecneˇjˇs´ı pouzˇit´ı. Mezi neˇ patrˇ´ı naprˇ´ıklad i hern´ı skripty pro rˇ´ızeni hern´ıch objekt˚u,
ktere´ se nemus´ı zaby´vat detailneˇjˇs´ı u´lohou objektu v enginu. Do te´to kategorie jazyku
patrˇ´ı naprˇ´ıklad: Action Code Script, AutoLisp, Emacs Lisp, QuakeC, UnrealScript,
VBScript.
Dynamicke´ webove´ aplikace
Du˚lezˇity´m typem aplikacˇneˇ-specificky´ch skriptovac´ıch jazyk˚u jsou jazyky pro implementaci
dynamicky´ch aplikac´ı v prostrˇed´ı internetu. Tyto jazyky jsou specializovane´ na tvorbu dy-
namicky´ch webovy´ch stra´nek a jiny´ch internetovy´ch aplikac´ı a jsou nasazeny na serverech
poskytuj´ıc´ıch tyto sluzˇby. Tyto jazyky jsou zvoleny z d˚uvodu bezpecˇnosti a by´vaj´ı rozsˇ´ıˇreny
o prvky pro snadny´ prˇ´ıstup k databa´z´ım apod. Nejmoderneˇjˇs´ı webove´ programovac´ı jazyky
jsou jizˇ tak sofistikovane´ zˇe jimi lze v urcˇity´ch oblastech nahradit i standardn´ı kompilovane´
programovac´ı jazyky. Do te´to skupiny jazyk˚u patrˇ´ı naprˇ´ıklad: ColdFusion, JavaScript,
Lasso, Miva, PHP, SMX, XSLT.
Zpracova´n´ı textu
Velke´ mnozˇstv´ı skriptovac´ıch jazyk˚u bylo prima´rneˇ urcˇeno na zpracova´n´ı obycˇejne´ho textu.
Na-rozd´ıl od shell˚u veˇtsˇina z nich nebyla urcˇena pro zpracova´n´ı prˇ´ıkaz˚u zada´vany´ch prˇ´ımo
z kla´vesnice, ale sp´ıˇse ke zpracova´n´ı celistvy´ch programu˚. Motivace jejich vzniku je vsˇak
podobna´ jako u shell˚u tj. snadneˇjˇs´ı spra´va operacˇn´ıch syste´mu zalozˇeny´ch na textovy´ch
konfiguracˇn´ıch syste´mech. Neˇktere´ z teˇchto jazyk˚u tvorˇ´ı dodnes nejefektivneˇjˇs´ı syste´my
pro zpracova´n´ı textovy´ch informac´ı. Velke´ mnozˇstv´ı rozsˇ´ıˇren´ı teˇchto jazyk˚u z neˇktery´ch
vytvorˇilo plneˇ pouzˇitelne´ aplikacˇn´ı jazyky, jako naprˇ´ıklad u Perlu. Do te´to skupiny jazyk˚u
patrˇ´ı naprˇ´ıklad: AWK, Perl, sed, XSLT.
Programovac´ı skriptovac´ı jazyky
Neˇktere´ skriptovac´ı jazyky se navzdory sve´mu p˚uvodn´ımu u´cˇelu, vyvinuly v plneˇ pouzˇitelne´
programovac´ı jazyky pouzˇitelne´ pro tvorbu veˇtsˇ´ıch aplikac´ı. Tyto teˇzˇ´ı ze sve´ vy´hody rych-
lejˇs´ıho vy´voje aplikace proti kompilovany´m jazyk˚um, automaticke´ spra´vy pameˇti atd. Pokud
programa´tor nepotrˇebuje psa´t prˇ´ımo ovladacˇe na hardware, nebo neˇjaky´ evolucˇn´ı algorit-
mus tak vy´hoda rychlosti vy´voje aplikace prˇedcˇ´ı nevy´hodu mensˇ´ı rychlosti programu. I
prˇes to zˇe se veˇtsˇinou pouzˇ´ıvaj´ı k tvorbeˇ aplikac´ı jako dynamicke´ aplikacˇn´ı jazyky, cˇasto se
oznacˇuj´ı jako vyspeˇlejˇs´ı skriptovac´ı jazyky. Tyto jazyky jejich uzˇivatele´ veˇtsˇinou neoznacˇuj´ı
jako skriptovac´ı jazyky.
Extension/embeddable jazyky
Jazyky z te´to skupiny jsou vyv´ıjeny za u´cˇelem nahrazen´ı aplikacˇneˇ specificky´ch jazyk˚u, tak
zˇe se vkla´daj´ı prˇ´ımo do aplikacˇn´ıch programu˚. Programa´torˇi vytva´rˇej´ıc´ı aplikaci v neˇktere´m
ze syste´movy´ch jazyk˚u, do te´to aplikace vlozˇ´ı na urcˇite´ mı´sta ko´d umozˇnˇuj´ıc´ı jej´ı ovla´da´n´ı
pomoc´ı skriptovac´ıho jazyka. Jedn´ım ze zna´my´ch prˇ´ıpad˚u takove´ho pouzˇit´ı skriptovac´ıho
jazyka je JavaScript vyvinuty´ za u´cˇelem spousˇteˇn´ı v internetove´m prohl´ızˇecˇi na straneˇ kli-
enta. Da´le do te´to skupiny patrˇ´ı jazyky: Ch, ECMAScript, Python, Tcl, RBScript, Windows
PowerShell.
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Kapitola 3
Prˇekladacˇe, kompila´tory a
interprety
V anglicˇtineˇ se pro pojem prˇekla´da´n´ı v oblasti programovac´ıch jazyk˚u pouzˇ´ıva´ slovo ”compi-
lation”, ktere´ ma´ sp´ıˇse vy´znam skla´da´n´ı, nebo shromazˇd’ova´n´ı. Samotny´ pojem kompila´tor
zavedl pocˇa´tkem padesa´ty´ch let Grace Murray Hopper. Prˇeklad se v te´ dobeˇ totizˇ prova´deˇl
jako skla´da´n´ı sekvenc´ı podprogramu˚ ve strojove´m ko´du, ktere´ byly ulozˇeny v knihovneˇ.
Jedn´ım z prvn´ıch skutecˇny´ch prˇekladacˇ˚u by dobrˇe zna´my´ FORTRAN. Hlavn´ı prioritou
teˇchto prvn´ıch prˇekladacˇ˚u byla vzhledem k male´ vy´pocˇetn´ı a pameˇt’ove´ kapaciteˇ soudoby´ch
pocˇ´ıtacˇ˚u optimalizace a efektivita prˇekla´dany´ch algoritmu˚.
S prˇ´ıchodem jazyka Algol 60 nastal zlom v podstateˇ prˇekladu. Ten zavedl proble´moveˇ
orientovany´ prˇ´ıstup, to znamena´ zˇe prˇekladacˇe jizˇ neslouzˇily jen pro umozˇneˇn´ı prˇehledneˇjˇs´ıho
za´pisu strojove´ho ko´du, ale d˚ulezˇity´m faktorem se stal rˇesˇeny´ proble´m, ktere´mu se prˇizp˚usobila
syntaxe i filosofie jazyka.
Noveˇjˇs´ı jazyky mezi ktere´ patrˇ´ı naprˇ´ıklad Pascal, Modulo a Ada jsou vytvorˇeny neza´visle
na c´ılove´ architekturˇe. Dnes se oddeˇlen´ı od c´ılove´ architektury umocnˇuje vytva´rˇen´ım tzv.
virtua´ln´ıch stroj˚u, ktere´ jsou urcˇeny ke spousˇteˇn´ı c´ılovy´ch aplikac´ı. Posledn´ı popsany´ prˇ´ıstup
je charakteristicky´ naprˇ´ıklad pro platformy Java nebo .NET.
3.1 U´vod do prˇekladacˇ˚u
Prˇekladacˇ je v podstateˇ program realizuj´ıc´ı textovy´ procesor umozˇnˇuj´ıc´ı pouzˇ´ıvat programo-
vac´ı jazyk pro vy´pocˇty na pocˇ´ıtacˇi. Prˇekladacˇ nacˇ´ıta´ program zapsany´ ve zdrojove´m ko´du,
ten zpracuje a zap´ıˇse se´manticky ekvivalentn´ı ko´d ve vy´stupn´ım c´ılove´m jazyce. Kdyzˇ je
zdrojovy´m jazykem vysˇsˇ´ı programovac´ı jazyk a c´ılovy´m jazykem jazyk symbolicky´ch in-
strukc´ı nazy´va´me prˇekladacˇ kompila´torem a proces prˇekladu kompilac´ı. Prˇekladacˇ, ktery´
zdrojovy´ ko´d neprˇekla´da´ do c´ılove´ho jazyka, ale mı´sto toho jej spousˇt´ı a zobrazuje vy´sledky
vy´pocˇtu se nazy´va´ interpret, nebo take´ interpretacˇn´ı prˇekladacˇ.
Kompila´tory a interprety tvorˇ´ı d˚ulezˇitou soucˇa´st dnesˇn´ıch pocˇ´ıtacˇ˚u a jsou ned´ılnou
soucˇa´st´ı prostrˇed´ı veˇtsˇiny operacˇn´ıch syste´mu˚. Techniky jejich na´vrhu a zpracova´n´ı prˇedstavuj´ı
sta´le aktivn´ı oblast vy´zkumu. Podstatnou roli ve vy´voji techniky realizace prˇekladacˇ˚u
sehra´la teorie forma´ln´ıch jazyk˚u a gramatik. Vy´sledky te´to teorie lze vyuzˇ´ıt k efektivn´ımu
na´vrhu syntakticke´ analy´zy. Syntakticka´ analy´za sice tvorˇ´ı jen cˇa´st problematiky rˇesˇene´ prˇi
tvorbeˇ prˇekladacˇe, ale fakt zˇe syntakticka´ analy´za mu˚zˇe prˇevz´ıt rˇ´ızen´ı cele´ho prˇekladacˇe
velmi usnadn´ı na´vrh zbyly´ch komponent prˇekladacˇe.
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Proces kompilace je vhodne´ rozdeˇlit do v´ıce podproces˚u nazvany´ch fa´ze, kde se kazˇda´
fa´ze stara´ o prˇevod jedne´ reprezentace zdrojove´ho ko´du na jinou. Teˇmito fa´zemi jsou:
• lexika´ln´ı analy´za - slouzˇ´ı k nalezen´ı lexika´ln´ıch jednotek jazyka ve zdrojove´m pro-
gramu. Jedna lexika´ln´ı jednotka odpov´ıda´ naprˇ´ıklad identifika´toru, konstanteˇ, opera´toru,
kl´ıcˇove´mu slovu apod. Lexika´ln´ı analy´za v podstateˇ prˇeva´d´ı ko´d z reprezentace ve
zdrojove´m souboru na posloupnost lexika´ln´ıch element˚u.
• syntakticka´ analy´za - prˇij´ıma´ na vstupu lexe´my1 a prova´d´ı rozklad programu podle
gramatiky jazyka, tzn. buduje derivacˇn´ı strom zdrojove´ho programu.
• intermedia´rn´ı generova´n´ı ko´du - vyuzˇ´ıva´ vy´stupu syntakticke´ analy´zy a produkuje
zdrojove´mu ko´du ekvivalentn´ı posloupnost akc´ı. Hlavn´ı rozd´ıl mezi intermedia´rn´ım
ko´dem a strojovy´m ko´dem produkovany´m interpretem je ten zˇe intermedia´rn´ı ko´d
neobsahuje specifikaci u´lozˇiˇst’ promeˇnny´ch v pameˇti ani pouzˇite´ registry.
• optimalizace ko´du - volitelna´ fa´ze, ktera´ prova´d´ı optimalizace z pohledu cˇasove´ a
pameˇt’ove´ na´rocˇnosti nad intermedia´rn´ım ko´dem. Cˇasto se implementuje jako soucˇa´st
fa´ze generova´n´ı intermedia´rn´ıho ko´du.
• generova´n´ı ko´du - generuje vy´sledny´ strojovy´ ko´d, nebo v prˇ´ıpadeˇ interpretu spousˇt´ı
intermedia´rn´ı ko´d na virtua´ln´ım stroji. Generova´n´ı ko´du v prˇ´ıpadeˇ kompila´toru spocˇ´ıva´
v prˇiˇrazen´ı pameˇt’ovy´ch mı´st dat˚um, urcˇen´ı zp˚usobu prˇ´ıstupu k nim a vy´beˇru registr˚u
pro jednotlive´ operace.
Z popisu fa´z´ı prˇekladacˇe je zrˇejme´ zˇe rˇ´ıd´ıc´ı fa´z´ı kompila´toru je syntakticka´ analy´za, je
hlavn´ı fa´z´ı prˇi analy´ze zdrojove´ho ko´du. Prˇi synte´ze c´ılove´ho ko´du ma´ hlavn´ı postaven´ı fa´ze
generova´n´ı intermedia´rn´ıho ko´du.
Dalˇs´ı d˚ulezˇitou cˇa´st´ı prˇekladacˇe je tabulka symbol˚u, do te´to struktury kompila´tor za-
znamena´va´ informace z´ıskane´ o objektech programu v pr˚ubeˇhu analy´zy. Tyto informace se
z´ıska´vaj´ı na za´kladeˇ kontextu v programu, nebo na za´kladeˇ deklarac´ı.
Pokud v pr˚ubeˇhu kompilace dojde k nalezen´ı chyby ve zdrojove´m ko´du, meˇlo by doj´ıt
minima´lneˇ k vypsa´n´ı zpra´vy upozornˇuj´ıc´ı programa´tora na chybu. Obecneˇ se vsˇak pozˇaduje
aby kompila´tor odhalil prˇi kompilaci pokud mozˇno co nejveˇtsˇ´ı mnozˇstv´ı chyb, proto by meˇla
cˇa´st kompila´toru nazvana´ zpracova´n´ı chyb prove´st takove´ za´sahy aby se pokud mozˇno mohlo
pokracˇovat v kompilaci.
3.2 Lexika´ln´ı analy´za
Lexika´ln´ı analy´zu v prˇekladacˇi prova´d´ı cˇa´st nazvana´ lexika´ln´ı analyza´tor. Lexika´ln´ı ana-
lyza´tor je v podstateˇ jednoduchy´ textovy´ procesor, ktery´ slouzˇ´ı k odstraneˇn´ı redundantn´ıch
informac´ı ze zdrojove´ho souboru, t´ım zˇe nalezne jednotlive´ lexika´ln´ı elementy prˇekla´dane´ho
jazyka. Tyto elementy reprezentuj´ı termina´ln´ı symboly syntakticke´ analy´zy. Z tohoto d˚uvodu
je vy´hodne´ nechat rˇ´ızen´ı (ve smyslu pozˇadavku na novy´ symbol) lexika´ln´ıho analyza´toru
syntakticke´mu analyza´toru.
1Lexika´ln´ı jednotky produkovane´ syntaktickou analy´zou.
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Tvar vy´stupu lexika´ln´ıho analyza´toru
Vy´stup lexika´ln´ıho analyza´toru se zapisuje ve tvaru, jenzˇ je vhodny´ pro zpracova´n´ı dalˇs´ımi
cˇa´stmi kompila´toru. Vy´stup se vyznacˇuje na´sleduj´ıc´ımi vlastnostmi.
• neobsahuje z hlediska vy´znamu programu redundantn´ı informace2.
• nejmensˇ´ım nositelem informace jizˇ nen´ı jeden znak3 ale obraz prvku patrˇ´ıc´ı do se-
znamu syntakticky´ch jednotek jazyka, nazy´vany´ lexika´ln´ı jednotka, nebo take´ lexe´m.
• informace o lexika´ln´ı jednotce obsahuje slozˇku syntaktickou identifikuj´ıc´ı typ lexika´ln´ı
jednotky a na slozˇku se´mantickou specifikuj´ıc´ı jej´ı aktua´ln´ı hodnotu.(naprˇ. u lexe´mu
s typem identifika´tor bude tato hodnota obsahovat na´zev identifika´toru.).
Lexika´ln´ı jednotky
V kontextu lexika´ln´ı analy´zy se pro lexika´ln´ı jednotku pouzˇ´ıva´ synonymn´ı na´zev symbol,
nebo take´ lexe´m. Na´zev symbol je odvozen z funkce lexika´ln´ıho analyza´toru, ktery´ na
pozˇa´da´n´ı syntakticke´ho analyza´toru mu prˇeda´va´ symboly vstupn´ı veˇty. Rozliˇsuj´ı se dva
za´kladn´ı typy symbol˚u.
• jazykoveˇ specificke´ rˇeteˇzce a znaky(do te´to skupiny patrˇ´ı naprˇ´ıklad kl´ıcˇove´ slova pro-
gramu, opera´tory apod.).
• rˇeteˇzce znak˚u popisuj´ıc´ı naprˇ´ıklad identifika´tory, cˇ´ıselne´ nebo rˇeteˇzcove´ konstanty
apod.
Zat´ımco prvn´ı skupina symbol˚u je plneˇ popsa´na svy´m typem, tak u druhe´ je nutne´
kromeˇ typu symbolu zaznamenat i hodnotu symbolu prˇecˇtenou ze vstupn´ıho souboru. Tuto
hodnotu mu˚zˇe vzˇdy popsat rˇeteˇzec ktery´ tvorˇ´ı konkre´tn´ı symbol ve zdrojove´m souboru,
nebo jizˇ prˇ´ımo hodnota z´ıskana´ z tohoto rˇeteˇzce na za´kladeˇ znalosti typu symbolu.
Implementace lexika´ln´ıho analyza´toru
Vy´stavba lexika´ln´ıch analyza´tor˚u je zalozˇena na principu vycha´zej´ıc´ım z prˇedpokladu, zˇe
lexika´ln´ı jednotky implementovane´ho programovac´ıho jazyka tvorˇ´ı forma´ln´ı jazyk typu 3
Chomske´ho hierarchie. Pak je lze teoreticky popsat regula´rn´ı gramatikou, nebo regula´rn´ım
vy´razem a v podstateˇ mechanicky z´ıskat konecˇny´ automat, urcˇeny´ k rozpozna´n´ı symbol˚u
jazyka.
Implementace konecˇne´ho automatu pro rozpozna´va´n´ı lexika´ln´ıch jednotek tvorˇ´ı ja´dro
cele´ho analyza´toru. Kromeˇ rozpozna´va´n´ı symbol˚u mus´ı lexika´ln´ı analyza´tor prˇeda´vat in-
formace o vstupn´ım souboru ostatn´ım jednotka´m prˇekladacˇe(do teˇchto informac´ı patrˇ´ı
naprˇ´ıklad rˇa´dek ve zdrojove´m souboru na ktere´m se prˇeklad pra´veˇ nacha´z´ı, nebo text cˇa´sti
ko´du ve ktere´m se nacha´zela chyba apod.).
2naprˇ.: tzv. b´ıle´ mı´sta v ko´du, komenta´rˇe apod.
3Jak tomu bylo ve zdrojove´m ko´du.
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3.3 Syntakticka´ analy´za
Syntakticky´ analyza´tor (angl. parser) prova´deˇj´ıc´ı syntaktickou analy´zu ma´ v prˇekladacˇi
vy´sadn´ı postaven´ı. Jeho u´lohou je analyzovat posloupnost symbol˚u, ktere´ produkuje na
sve´m vy´stupu lexika´ln´ı analyza´tor, za u´cˇelem vytvorˇen´ı derivacˇn´ıho stromu cele´ho pro-
gramu.
Z hlediska teorie forma´ln´ıch jazyku je vstupn´ım rˇeteˇzcem termina´ln´ıch symbol˚u po-
sloupnost prvn´ıch slozˇek lexika´ln´ıch jednotek jak je rozpoznal lexika´ln´ı analyza´tor. Avsˇak
na rozd´ıl od teorie forma´ln´ıch jazyk˚u a prˇekladacˇ˚u nen´ı nutne´ aby vy´stupem syntakticke´
analy´zy byl prˇ´ımo pravy´ nebo levy´ rozklad jazyka. Podstatna´ je dekompozice posloupnosti
symbol˚u zdrojove´ho programu na fra´ze odpov´ıdaj´ıc´ı netermina´l˚um, z ktery´ch jizˇ prˇekladacˇ
”pozna´” vy´znam prˇekla´dane´ veˇty. Hlavn´ı pozˇadavek na takovouto dekompozici rˇeteˇzce ter-
mina´l˚u je deterministicky´ pr˚ubeˇh, pokud takovy´to analyza´tor realizuje deterministickou
syntaktickou analy´zu tak nen´ı nutne´ vytva´rˇet explicitn´ı reprezentaci derivacˇn´ıho stromu
analyzovane´ veˇty.
Syntakticka´ analy´za v sobeˇ pochopitelneˇ zahrnuje automatickou kontrolu syntakticke´
spra´vnosti prˇekla´dane´ho programu. Po odhalen´ı chyby by proto meˇlo na´sledovat zpracova´n´ı
te´to chyby, takovy´m zp˚usobem, aby syntakticka´ analy´za mohla pokracˇovat.
Implementace syntakticke´ho analyza´toru
Tvorba syntakticke´ho analyza´toru je jedna z nejle´pe teoreticky i prakticky zvla´dnuty´ch ob-
last´ı problematiky prˇekladacˇ˚u. Teorie bezkontextovy´ch gramatik a jazyk˚u da´va´ k dispozici
algoritmy pro konstrukci deterministicky´ch analyza´tor˚u a dokonce i prakticky pouzˇitelne´
algoritmy pro vytvorˇen´ı konstruktor˚u syntakticky´ch analyza´tor˚u. Velky´ vy´znam v te´to pro-
blematice maj´ı jazyky LL(1) a LALR(1).
3.4 Intermedia´rn´ı ko´d
Intermedia´rn´ı ko´d je ko´d slozˇitost´ı na´lezˇ´ıc´ı mezi zdrojovy´ ko´d a c´ılovy´ ko´d. Jeho opod-
statneˇn´ı u prˇekladacˇ˚u tkv´ı v pozˇadavc´ıch na prˇekladacˇ a efektivnost jeho vy´stupn´ıho ko´du,
u ktere´ho se pozˇaduje efektivn´ı vykona´va´n´ı programu a take´ efektivn´ı hospodarˇen´ı s vnitrˇn´ı
pameˇt´ı. Z teˇchto d˚uvod˚u mnohe´ prˇekladacˇe negeneruj´ı vy´stupn´ı ko´d prˇ´ımo, ale mı´sto toho
vytva´rˇej´ı meziprodukt prˇekladu, ktery´m je pra´veˇ intermedia´rn´ı ko´d.
Kromeˇ toho zˇe tento ko´d neobsahuje specifikaci pameˇt’ovy´ch mı´st a pouzˇity´ch registr˚u,
je charakterizova´n porˇad´ım operac´ı, ktere´ je jizˇ shodne´ s porˇad´ım operac´ı v budouc´ım
c´ılove´m ko´du. Tuto vlastnost(porˇad´ı akc´ı) nema´ veˇtsˇina vysˇsˇ´ıch programovac´ıch jazyk˚u. K
za´pisu intermedia´rn´ıho ko´du se vyuzˇ´ıva´ mnozˇstv´ı struktur nejcˇasteˇji by´va´ vyuzˇ´ıva´n tzv.
3-adresovy´ ko´d.
Implementace fa´ze generova´n´ı intermedia´rn´ıho ko´du
Prˇi rˇesˇen´ı proble´mu na´vrhu a implementace fa´ze generova´n´ı intermedia´rn´ıho ko´du je d˚ulezˇity´
koncept se´manticky´ch podprogram˚u, ktery´ prˇedstavuje strukturalizaci fa´ze generova´n´ı in-
termedia´rn´ıho ko´du na urcˇite´ logicke´ akce spojene´ s prˇepisovac´ımi pravidly gramatiky.
V prˇ´ıpadeˇ zˇe syntakticky´ analyza´tor rozpozna´ urcˇitou syntaktickou konstrukci, ktera´ se
poj´ı s neˇktery´m netermina´lem gramatiky, tak se´manticky´ podprogram prˇ´ıslusˇej´ıc´ı k tomuto
netermina´lu vykona´ potrˇebne´ se´manticke´ akce. Tyto akce mohou zahrnovat.
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op ARG1 ARG2 result
(1) neg c T1
(2) + T1 d T2
(3) * b T2 T3
(4) = T3 a
Tabulka 3.1: Tabulka cˇtverˇic.
• se´mantickou analy´zu, v jej´ımzˇ ra´mci prˇekladacˇ odhal´ı takovy´ druh chyb, ktere´ nejsou
popsa´ny bezkontextovou gramatikou, jako je naprˇ´ıklad nekompatibilita typ˚u ope-
rand˚u, duplicita na´veˇsˇt´ı apod.
• generova´n´ı odpov´ıdaj´ıc´ıch prˇ´ıkaz˚u intermedia´rn´ıho ko´du a vyuzˇit´ı vy´sledk˚u se´manticke´
analy´zy, naprˇ. prˇi prˇevod˚u typ˚u operand˚u.
Syntax´ı rˇ´ızene´ prˇekladove´ sche´ma
Syntax´ı rˇ´ızene´ prˇekladove´ sche´ma je sche´ma v neˇmzˇ je popis se´manticky´ch akc´ı genera´toru
intermedia´rn´ıho ko´du v bezprostrˇedn´ı na´vaznosti na syntakticke´ strukturˇe jazyka. Neexis-
tuje vsˇak vsˇeobecneˇ rozsˇ´ıˇreny´ a prakticky pouzˇ´ıvany´ formalismus pro za´pis tohoto sche´matu.
Protozˇe veˇtsˇinou existuje velke´ mnozˇstv´ı r˚uzny´ch druh˚u se´manticky´ch akc´ı, jezˇ znacˇneˇ
za´visej´ı na charakteru implementovany´ch jazykovy´ch prostrˇedk˚u, je dosud prakticky nej-
pouzˇ´ıvaneˇjˇs´ım prostrˇedkem pro za´pis se´manticky´ch akc´ı programovac´ı jazyk.
Specifikace fa´z´ı realizuj´ıc´ıch prˇeklad do intermedia´rn´ıho ko´du pak mu˚zˇe sesta´vat z vy´cˇtu
prˇepisovac´ıch pravidel gramatiky, ke ktery´m lze prˇ´ıpadneˇ automaticky vytvorˇit prˇ´ıslusˇny´
syntakticky´ analyza´tor a ze souboru pravidl˚um odpov´ıdaj´ıc´ıch podprogramu˚ v urcˇite´m
vysˇsˇ´ım programovac´ım jazyce, ktere´ popisuj´ı se´manticke´ akce. Z tohoto pojet´ı syntax´ı
rˇ´ızene´ho prˇekladu vznika´ pojem se´manticke´ho podprogramu.
Typy intermedia´rn´ıho ko´du
Na´vrh a fa´ze implementace intermedia´rn´ıho ko´du je za´visla´ nejen na implementovane´m
jazyce, ale take´ na zvolene´m typu intermedia´rn´ıho ko´du. Seznam typ˚u intermedia´rn´ıho
ko´du na´sleduje.
• 3-adresovy´ ko´d - tento na´zev je ve skutecˇnosti abstraktn´ım oznacˇen´ım dvou typ˚u
intermedia´rn´ıch ko´du, a to tzv. cˇtverˇic a trojic. Cˇtverˇice se skla´daj´ı ze za´znamu˚ o
cˇtyrˇech polozˇka´ch: op, ARG1, ARG2, result, kde prvn´ı oznacˇuje typ operace, druha´ a
trˇet´ı operandy a posledn´ı oznacˇuje jme´no vy´sledku. Prˇ´ıklad se nacha´z´ı v tabulce 3.1.
Reprezentace trojicemi je podobna´ reprezentaci cˇtverˇicemi s t´ım rozd´ılem zˇe mı´sto
pouzˇ´ıva´n´ı docˇasny´ch promeˇnny´ch k propojen´ı jednotlivy´ch operac´ı jsou vyuzˇity od-
kazy prˇ´ımo do tabulky trojic, na pozici kde se nacha´z´ı vy´pocˇet jehozˇ vy´sledek se
pozˇaduje na mı´steˇ operandu. Prˇ´ıklad se nacha´z´ı v tabulce 3.2.
V tabulka´ch je uveden prˇ´ıklad za´pisu na´sleduj´ıc´ıho ko´du: a = b * (-c + d).
• syntakticky´ strom - tento zp˚usob reprezentace ma´ jistou prˇ´ıbuznost s trojicemi. Syn-
takticky´ strom je abstrakc´ı derivacˇn´ıho stromu. Koncovy´mi uzly takove´ho stromu jsou
operandy a jeho vnitrˇn´ımi uzly jsou opera´tory operuj´ıc´ı nad operandy v jeho listech.
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op ARG1 ARG2
(1) neg c
(2) + (1) d
(3) * b (2)
(4) = a (3)
Tabulka 3.2: Tabulka trojic.
Tento zp˚usob za´pisu je mozˇne´ vyhodnotit pr˚uchodem typu postorder cely´m stromem.
Prˇ´ıklad takove´ho stromu je na obra´zku 3.1.
Obra´zek 3.1: Syntakticky´ strom.
• postfixova´ notace - podstatou postfixove´, nebo take´ polske´ notace je umı´st’ova´n´ı opera´tor˚u
za prˇ´ıslusˇne´ operandy. Tato notace, ktera´ byla p˚uvodneˇ vytvorˇena pro reprezentaci
vy´raz˚u ma´ zna´me´ vy´hody. Jsou jimi jednoznacˇny´ za´pis operac´ı i bez uzˇit´ı za´vorek a
jednoduchy´ zp˚usob interpretace s vyuzˇit´ım za´sobn´ıku. Prˇ´ıklad za´pisu vy´razu v post-
fixove´ notaci: a c neg d + b * =.
Optimalizace ko´du
C´ılove´ programy urcˇene´ k cˇaste´mu prova´deˇn´ı by meˇly by´t rychle´ a meˇly by sˇetrˇit mı´stem v
pameˇti. Proto neˇktere´ prˇekladacˇe jesˇteˇ prˇed fa´z´ı generova´n´ı c´ılove´ho ko´du prova´deˇj´ı tzv. op-
timalizaci intermedia´rn´ıho ko´du. Tato optimalizace aplikuje urcˇite´ transformace na vy´stupu
generova´n´ı intermedia´rn´ıho ko´du, za u´cˇelem z´ıska´n´ı jeho verze, ktera´ povede k mensˇ´ımu a
rychlejˇs´ımu ko´du.
Termı´n optimalizace v tomto prˇ´ıpadeˇ nen´ı adekva´tn´ı z toho d˚uvodu zˇe neexistuje al-
goritmicka´ cesta, ktera´ by vedla k optima´ln´ımu ko´du pro dany´ zdrojovy´ program. Proto
produkt optimalizuj´ıc´ıho prˇekladacˇe bude pokud mozˇno mensˇ´ı a rychlejˇs´ı ko´d, ma´lokdy
vsˇak ko´d optima´ln´ı.
V dnesˇn´ı dobeˇ mu˚zˇe by´t fa´ze optimalizova´n´ı znacˇneˇ slozˇita´, kromeˇ klasicky´ch proble´mu˚
se musej´ı poty´kat s proble´mem r˚uzny´ch instrukcˇn´ıch sad(MMX, 3DNow!, SSE, SSE2, hy-
perthreading apod.) a tak se fa´ze optimalizace v r˚uzny´ch prˇekladacˇ´ıch liˇs´ı r˚uznou mı´rou
propracovanosti.
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3.5 Generova´n´ı c´ılove´ho ko´du, interpretace
Tato fa´ze prˇekladu programu se liˇs´ı v za´vislosti na tom zda implementujeme kompila´tor,
nebo interpret. Zat´ım co kompila´tor v te´to fa´zi generuje strojovy´ ko´d z intermedia´rn´ıho
ko´du, tak interpret zde spousˇt´ı jednotlive´ prˇ´ıkazy intermedia´rn´ıho ko´du na sve´m virtua´ln´ım
stroji.
Generova´n´ı c´ılove´ho ko´du
V te´to fa´zi transformuje prˇekladacˇ intermedia´rn´ı ko´d na strojovy´ ko´d c´ılove´ architektury.
Nejjednodusˇsˇ´ı zp˚usob, ktery´m lze vygenerovat c´ılovy´ strojovy´ ko´d je jednoduchy´ prˇepis
prˇ´ıkaz˚u intermedia´rn´ıho ko´du na strojove´ instrukce technikou rozvoje makroinstrukc´ı. Tento
prˇ´ıstup ale veˇtsˇinou vede k neefektivn´ımu ko´du, ve ktere´m vznika´ prˇ´ıliˇs velke´ mnozˇstv´ı
instrukc´ı prˇ´ıstupu do pameˇti. Aby se prˇedesˇlo generova´n´ı takove´ho ko´du mus´ı genera´tor
pr˚ubeˇzˇneˇ uchova´vat informace o obsahu jednotlivy´ch registr˚u a prˇistupovat do pameˇti jen
pokud je to nezbytneˇ nutne´.
Pro na´vrh kvalitn´ıho genera´toru strojove´ho ko´du je nezbytneˇ nutna´ dobra´ znalost c´ılove´
architektury. Kazˇda´ architektura obsahuje neˇkolik registr˚u urcˇeny´ch pro r˚uzne´ typy ope-
rac´ı. Kvalitn´ı genera´tor strojove´ho ko´du by meˇl umeˇt vyuzˇ´ıt tyto registry co nejefek-
tivneˇji. Tento proble´m je obt´ızˇne´ rˇesˇit optima´lneˇ, obvykle se na jeho rˇesˇen´ı aplikuj´ı r˚uzne´
heuristicke´ prˇ´ıstupy. Mezi dalˇs´ı u´koly genera´toru patrˇ´ı pokud mozˇno co nejlepsˇ´ı vyuzˇit´ı
cele´ho instrukcˇn´ıho repertoa´ru c´ılove´ architektury. Typicky´mi prˇ´ıklady takovy´ch situac´ı
jsou naprˇ´ıklad prˇicˇ´ıta´n´ı jednicˇky, nebo na´soben´ı cele´ho cˇ´ısla mocninou dvou.
Cˇasto se mı´sto prˇ´ıme´ho generova´n´ı strojove´ho ko´du vol´ı metoda generova´n´ı ko´du v
jazyce symbolicky´ch instrukc´ı, ktery´ se pote´ extern´ım programem prˇelozˇ´ı do strojove´ho
ko´du. Tento prˇ´ıstup usnadn´ı fa´zi generova´n´ı ko´du, protozˇe se genera´tor nemus´ı zaby´vat
detaily mezi ktere´ patrˇ´ı naprˇ´ıklad vy´pocˇty relativn´ıch adres a adres skok˚u.
Spusˇteˇn´ı ko´du interpretem
Intermedia´rn´ı ko´d urcˇeny´ k interpretaci by´va´ cˇasto zapsa´n v postfixove´ notaci. S t´ım
rozd´ılem zˇe se za´kladn´ı mysˇlenka interpretace vy´razu v postfixove´ notaci zobecn´ı na cely´
soubor prostrˇedk˚u konkre´tn´ıho jazyka. K interpretaci takove´ho ko´du postacˇ´ı na´sleduj´ıc´ı
struktury.
• program - zdrojovy´ program zapsany´ v postfixove´ notaci, jehozˇ prvky(instrukce) iden-
tifikuj´ı operace a operandy.
• za´sobn´ık - vyuzˇ´ıvany´ prˇi interpretaci a poskytuj´ıc´ı pracovn´ı pameˇt’.
• tabulka symbol˚u - slouzˇ´ıc´ı k ulozˇen´ı za´znamu˚ o objektech, atributem objektu mu˚zˇe
by´t i jeho hodnota.
Samotna´ interpretace prob´ıha´ na´sleduj´ıc´ım zp˚usobem. Ko´d je zpracova´va´n postupneˇ
zleva doprava. Pokud interpret naraz´ı na operand tak jej zkop´ıruje na za´sobn´ık. V prˇ´ıpadeˇ zˇe
naraz´ı na n-arn´ı opera´tor tak nacˇte prvn´ıch n hodnot ze za´sobn´ıku provede nad nimi operaci
a vy´sledek ulozˇ´ı opeˇt na za´sobn´ık. Na za´kladeˇ tohoto algoritmu lze jednodusˇe implementovat
procesor realizuj´ıc´ı interpretacˇn´ı fa´zi.
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Kapitola 4
Motivace, soucˇasny´ stav pra´ce
V te´to cˇa´sti je popsa´na motivace k vy´beˇru a rˇesˇen´ı te´matu pra´ce, da´le obsahuje popis
jednotlivy´ch cˇa´st´ı, ktere´ byly vypracova´ny v ra´mci projektu. U kazˇde´ z popisovany´ch cˇa´st´ı
se nacha´z´ı popis stavu ve ktere´m se nacha´z´ı v cˇase vypracova´n´ı tohoto dokumentu.
4.1 Motivace
Te´ma pra´ce jsem zvolil na za´kladeˇ vlastn´ıch pokus˚u o implementaci programu pro snadnou
manipulaci s obrazem. Tyto znalosti (tj. prˇ´ıstup k problematice zpracova´n´ı obrazu) budou
vyuzˇity v na´sleduj´ıc´ı pra´ci na projektu, ktera´ bude zahrnovat detailn´ı na´vrh jazyka urcˇene´ho
pro zpracova´n´ı obrazu.
Dalˇs´ım d˚uvodem k volbeˇ tohoto te´matu bylo te´ma bakala´rˇske´ pra´ce, ktera´ se zaby´vala
na´vrhem kombinovane´ syntakticke´ analy´zy aplikovane´ prˇi rozkladu vstupn´ıho rˇeteˇzce. Prˇi
zpracova´n´ı vy´sˇe uvedene´ho zada´n´ı jsem z´ıskal za´kladn´ı zkusˇenosti z oblasti prˇekladacˇ˚u a
interpret˚u, ktere´ jsem chteˇl da´le zuzˇitkovat v te´to pra´ci.
4.2 Soucˇasny´ stav pra´ce
Na´sleduje vy´cˇet jednotlivy´ch navrzˇeny´ch a implementovany´ch cˇa´st´ı projektu a popis v jake´
fa´zi rozpracova´n´ı se nacha´z´ı.
Skripty v jazyce Perl
Skripty pouzˇ´ıvane´ pro automaticke´ generova´n´ı kontejnerovy´ch objekt˚u. Implementacˇn´ı de-
taily popisuj´ıc´ı na´vrh a vyuzˇit´ı teˇchto skript˚u jsou popsa´ny v prˇ´ıloze. Na´vrh a implementace
teˇchto skript˚u jsou dokoncˇeny a pouzˇ´ıvaj´ı se prˇi implementaci n´ızˇe popsany´ch cˇa´st´ı projektu.
Program generuj´ıc´ı prˇekladacˇ
Tento program tvorˇ´ı velkou cˇa´st celkove´ pra´ce na projektu. Je urcˇen k automaticke´mu ge-
nerova´n´ı popisu prˇekladacˇe na za´kladeˇ popisu struktury jazyka prˇekla´dany´ch programu˚.
Na´vrh a implementace tohoto programu jsou dokoncˇeny. Popis programu se nacha´z´ı v kapi-
tole 5. Navrzˇeny´ prˇekladacˇ. Navrhovany´ skriptovac´ı jazyk je realizova´n jako vstupn´ı soubor
tohoto programu.
Soucˇa´st´ı programu je i jazyk urcˇeny´ k za´pisu se´manticky´ch podprogramu˚. Na´vrh a im-
plementace tohoto jazyka jsou jizˇ cˇa´stecˇneˇ dokoncˇeny, ale sta´le docha´z´ı k drobny´m zmeˇna´m,
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v za´vislosti na pozˇadovane´ funkcionaliteˇ prˇi na´vrhu skriptovac´ıho jazyka. Popis tohoto ja-
zyka se nacha´z´ı v kapitole 6. Navrzˇeny´ jazyk se´manticky´ch podprogramu˚.
Jazyk pro zpracova´n´ı obrazu
Jazyk je zapisova´n jako vstup vy´sˇe popsane´ho programu. Na´vrh programu a jeho za´pis jesˇteˇ
nen´ı kompletneˇ dokoncˇen a za´vis´ı na detailn´ı strukturˇe reprezentovany´ch obraz˚u. Popis
dosud navrzˇeny´ch cˇa´st´ı skriptovac´ıho jazyka je popsa´n v kapitole 7. Navrzˇeny´ jazyk pro
zpracova´n´ı obrazu.
4.3 Zhodnocen´ı soucˇasne´ho stavu
Byl navrzˇen a implementova´n program generuj´ıc´ı popis prˇekladacˇe. Jeho implementace
splnˇuje pozˇadavky na neˇj kladene´ a je provedena s ohledem na efektivn´ı vy´pocˇet a inter-
pretaci vygenerovany´m prˇekladacˇem. Existuje mozˇnost za´pisu zdrojove´ho ko´du vygenero-
vane´ho prˇekladacˇe v jazyce C, ktera´ vsˇak zat´ım implementuje jen lexika´ln´ı a syntaktickou
analy´zu tohoto prˇekladacˇe.
S vyuzˇit´ım vy´sˇe uvedene´ho programu je navrhova´n skriptovac´ı jazyk pro zpracova´n´ı
obrazu. Je navrhova´n s ohledem na snadne´ pouzˇit´ı a je snaha v ra´mci mozˇnost´ı dodrzˇovat
za´kladn´ı syntaxi podobnou syntaxi jazyka C.
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Kapitola 5
Navrzˇeny´ prˇekladacˇ
Tato kapitola se zaby´va´ na´vrhem a implementac´ı interpretacˇn´ıho prˇekladacˇe. Prˇekladacˇ
je navrzˇen pro zpracova´n´ı libovolne´ho jazyka, popsane´ho vstupn´ım souborem obsahuj´ıc´ım
popis lexika´ln´ıch, syntakticky´ch a se´manticky´ch pravidel tohoto jazyka. U´kolem prˇekladacˇe
je na za´kladeˇ vstupn´ıho zdrojove´ho programu vygenerovat jeho se´manticky ekvivalentn´ı
reprezentaci, kterou bude mozˇne´ jednodusˇe da´le upravovat, tj. spousˇteˇt na virtua´ln´ım stroji,
nebo prova´deˇt nad n´ı dalˇs´ı operace (Optimalizace apod.).
Princip funkce prˇekladacˇe
Z d˚uvod˚u pocˇa´tecˇn´ı nezkusˇenosti s na´vrhem a implementac´ı prˇekladacˇ˚u programovac´ıch
jazyk˚u by bylo nevhodne´ implementovat prˇekladacˇ prˇ´ımo v n´ızkou´rovnˇove´m programovac´ım
jazyce. Pokud by vyvstal v urcˇite´ fa´zi implementace neˇjaky´ slozˇiteˇjˇs´ı proble´m, bylo by nutne´
prova´deˇt veˇtsˇ´ı za´sahy do ko´du a mohlo by docha´zet k prˇ´ıpadne´mu zana´sˇen´ı chyb, apod.
Po prostudova´n´ı proble´mu˚ na´vrhu a implementace prˇekladacˇ˚u, dospeˇl autor k na´zoru zˇe
techniky automatizovane´ho generova´n´ı d˚ulezˇity´ch pod-cˇa´st´ı prˇekladacˇe jsou tak pokrocˇile´ a
neprˇ´ıliˇs slozˇite´ na implementaci, zˇe bude snadneˇjˇs´ı vytvorˇit syste´m vytva´rˇej´ıc´ı prˇekladacˇ na
za´kladeˇ jeho popisu, a samotny´ prˇekladacˇ navrhnout jako vstupn´ı popis do tohoto syste´mu.
Na obra´zku 5.1. je zobrazena struktura implementovane´ho programu, vcˇetneˇ zobrazen´ı
postup˚u prˇi vytva´rˇen´ı prˇekladacˇe a prˇekladu zdrojovy´ch soubor˚u. V na´sleduj´ıc´ıch podkapi-
tola´ch se nacha´z´ı podrobneˇjˇs´ı popis jednotlivy´ch pod-cˇa´st´ı programu.
5.1 Popis souboru definuj´ıc´ıho jazyk
Podle tohoto vstupn´ıho souboru implementovany´ program vygeneruje strukturu popisuj´ıc´ı
prˇekladacˇ. Tuto strukturu pote´ program vyuzˇije k na´sledne´mu prˇelozˇen´ı vstupn´ıho zdro-
jove´ho souboru. Popis prˇekladacˇe je potrˇeba vygenerovat pouze jednou, tento se mu˚zˇe ulozˇit
na disk a prˇi prˇekladu dalˇs´ıho zdrojove´ho souboru pouze nacˇ´ıst ze souboru. V na´sleduj´ıc´ı
pra´ci na projektu je zahrnuta i mysˇlenka generova´n´ı zdrojove´ho programu v jazyce C im-
plementuj´ıc´ı prˇekladacˇ popsany´ generovanou strukturou1.
Forma´t souboru definuj´ıc´ıho jazyk
Do tohoto souboru se zapisuje seznam termina´ln´ıch a netermina´ln´ıch symbol˚u syntakticke´
analy´zy, popis tvaru termina´ln´ıch symbol˚u a se´manticke´ podprogramy jednotlivy´ch pravidel.
1Nejedna´ se o zˇa´dnou prˇevratnou mysˇlenku takovy´ch programu˚ existuje cela´ rˇada.
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Obra´zek 5.1: Struktura prˇekladacˇe.
Za´kladn´ı struktura souboru je zobrazena v tabulce 5.1.
Na´sleduje vysveˇtlen´ı neˇktery´ch pojmu˚ zapsany´ch v te´to strukturˇe.
• <terminal_id> - tento pojem popisuje identifikaci termina´ln´ıho symbolu, ktera´ bude
da´le pouzˇ´ıvana´ v seznamu pravidel. Zapisuje se ve tvaru identifika´toru, jako naprˇ. v
jazyce C. To znamena´ posloupnost cˇ´ısel, p´ısmen a podtrzˇ´ıtek s podmı´nkou zˇe nezacˇ´ına´
cˇ´ıslem.
• <nonterminal_id> - tento element popisuje identifikaci non-termina´ln´ıho symbolu,
pro pouzˇit´ı v seznamu syntakticky´ch pravidel. Zapisuje se jako identifika´tor ter-
mina´ln´ıho symbolu uzavrˇeny mezi znaky ‘<’ a ‘>’.
• <regular_expression> - zastupuje regula´rn´ı vy´raz urcˇeny´ k popisu tvaru termina´ln´ıho
symbolu ve zdrojove´m programu jazyka. Nen´ı to regula´rn´ı vy´raz jak jej zna´me z te-
orie forma´ln´ıch jazyk˚u, ale sp´ıˇse zjednodusˇena´ forma, ve ktere´ se mohou pouzˇ´ıvat
za´stupne´ symboly pro mnozˇinu znak˚u, itera´tor a za´pis popisuj´ıc´ı vy´beˇr jednoho z
mnozˇiny znak˚u. Seznam specia´ln´ıch znak˚u na´sleduje.
– \w - ”white” oznacˇuje tzv. b´ıle´ znaky mezi ktere´ patrˇ´ı mezera, tabula´tor a konec
rˇa´dku. Vyuzˇije se naprˇ´ıklad prˇi oznacˇova´n´ı termina´l˚u, ktere´ syntakticky´ ana-
lyza´tor nemus´ı zpracova´vat. To se provede naprˇ´ıklad za´pisem \w\w\*.
– \d - ”digit” oznacˇuje jednu cˇ´ıslici z mnozˇiny 0-9. Slouzˇ´ı k definici termina´l˚u
popisuj´ıc´ıch cˇ´ıselne´ konstanty, nebo i identifika´tory promeˇnny´ch.
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init_code:
{
<semantic_code>
}
terminals:
<terminal_id> {<regular_expression>}
...
nonterminals:
<nonterminal_id>
...
rules:
<nonterminal_id> -> <terminal_id> | <nonterminal_id> ... ->>
{
<semantic_code>
}
...
Tabulka 5.1: Struktura souboru popisuj´ıc´ıho jazyk.
– \l - ”letter” znacˇ´ı jedno p´ısmeno abecedy z mnozˇin a-z a A-Z. Slouzˇ´ı hlavneˇ k
popisu termina´ln´ıch symbol˚u oznacˇuj´ıc´ıch identifika´tory.
– \! - oznacˇuje skupinu znak˚u obsahuj´ıc´ı vsˇechny znaky kromeˇ znak˚u definovane´ho
za t´ımto identifika´torem.
– \* - popisuje 0-n iterac´ı prˇedcha´zej´ıc´ıho znaku. Naprˇ´ıklad za´pis "\!"\*" popisuje
rˇeteˇzec znak˚u.
– \[ a \] - oznacˇuj´ı za´vorky pro vy´beˇr jednoho znaku, ktery´ je v nich obsazˇen.
Prˇ´ıkladem vyuzˇit´ı takove´ho za´pisu je popis termina´lu oznacˇuj´ıc´ıho identifika´tor
\[_\l\]\[_\l\d\]\*.
Podrobneˇjˇs´ı popis vyuzˇit´ı teˇchto vy´raz˚u k rozpozna´va´n´ı termina´l˚u(lexe´mu˚) zdro-
jove´ho programu bude uveden v podkapitole zaby´vaj´ıc´ı se lexika´ln´ı analy´zou prˇekladacˇe.
• <semantic_code> - tento symbol zastupuje program zapsany´ v interpretovane´m ja-
zyce, ktery´ slouzˇ´ı pro definova´n´ı se´manticky´ch operac´ı prova´deˇny´ch prˇi redukci podle
pravidla, u ktere´ho je tento ko´d definova´n. Jedinou vy´jimku tvorˇ´ı ko´d zapsany´ za
kl´ıcˇovy´m slovem init:, ktery´ se spousˇt´ı vzˇdy na zacˇa´tku prˇekladu. Popis jazyka pro
za´pis se´manticky´ch podprogramu˚ se nacha´z´ı v kapitole 6. nazvane´ Navrzˇeny´ jazyk
se´manticky´ch podprogramu˚.
Zpracova´n´ım tohoto popisu jazyka z´ıska´ program dostatek informac´ı pro vygenerova´n´ı
prˇekladacˇe schopne´ho zpracovat zdrojovy´ soubor zapsany´ v tomto jazyce.
5.2 Nalezen´ı konecˇne´ho automatu
Tato cˇa´st se zaby´va´ strucˇny´m popisem postup˚u vyuzˇity´ch prˇi hleda´n´ı konecˇne´ho automatu
rozliˇsuj´ıc´ıho od sebe jednotlive´ termina´ln´ı symboly, popsane´ ve vstupn´ım definicˇn´ım sou-
boru regula´rn´ımi vy´razy.
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0 1 2 3 4 5 6 7 8 9 10 11
< \[ _ \l \] \[ _ \l \d \] \* >
0: ’<’ -> 1
1: ’_’ -> 5
<letter> -> 5
5: ’_’ -> 5
<letter> -> 5
<digit> -> 5
’>’ -> 12
Tabulka 5.2: Regula´rn´ı vy´raz s mnozˇinou jeho prˇechod˚u.
U´prava regula´rn´ıch vy´raz˚u
Prvn´ım krokem je prˇevod regula´rn´ıch vy´raz˚u z textove´ podoby do za´pisu v neˇmzˇ jsou
specia´ln´ı znaky(tj. znaky ktere´ zastupuj´ı mnozˇiny znak˚u jednoduchy´ch) stejneˇ jako jed-
noduche´ znaky reprezentova´ny jedn´ım elementem. Veˇtsˇinou je tento za´pis reprezentova´n
polem, ve ktere´m je cˇ´ıslem jednoznacˇneˇ identifikova´n jak jednoduchy´ znak, tak i specia´ln´ı
znak vcˇetneˇ jeho funkce. V tomto kroku se take´ zpracuj´ı tzv. escape sekvence zapsane´ v
textove´ podobeˇ regula´rn´ıho vy´razu.
V takto vytvorˇeny´ch pol´ıch lze pak na za´kladeˇ znalosti aktua´ln´ı pozice ve vy´razu2
nale´zt na´sleduj´ıc´ı mozˇne´ prˇechody. Tyto prˇechody jsou popsa´ny symbolem, nebo mnozˇinou
symbol˚u, ktere´ je prova´deˇj´ı a cˇ´ıslem oznacˇuj´ıc´ım na´sleduj´ıc´ı pozici ve vy´razu po proveden´ı
tohoto prˇechodu. Prˇ´ıklad prˇechod˚u v regula´rn´ım vy´razu se nacha´z´ı v tabulce 5.2.
Schopnost nalezen´ı teˇchto prˇechod˚u v kazˇde´m vy´razu vyuzˇije konstruktor konecˇne´ho
automatu urcˇene´ho k rozpozna´va´n´ı vsˇech termina´ln´ıch symbol˚u jazyka.
Nalezen´ı stav˚u konecˇne´ho automatu
Algoritmus hledaj´ıc´ı stavy konecˇne´ho automatu je zalozˇen na vy´sˇe popsane´ schopnosti
vytvorˇit z regula´rn´ıho vy´razu, seznam prˇechod˚u se vstupn´ımi znaky v ra´mci tohoto vy´razu.
U´kolem takove´ho algoritmu je spojit jednotlive´ pod-automaty vsˇech vy´raz˚u do jednoho
celku, urcˇene´ho k jejich rozpozna´va´n´ı tj. konecˇne´ho automatu lexika´ln´ı analy´zy.
K tomu bude vyuzˇita struktura zaznamena´vaj´ıc´ı pro kazˇdy´ zpracova´vany´ stav vytva´rˇene´ho
automatu mnozˇinu pod-automat˚u, ktere´ reprezentuje, vcˇetneˇ za´znamu pozic(stav˚u), ve
ktery´ch se tyto pod-automaty nacha´z´ı. Da´le se vyuzˇije struktura implementuj´ıc´ı obycˇejnou
rˇadu, do ktere´ se budou vkla´dat popisy stav˚u (popsane´ vy´sˇe popsanou strukturou) urcˇene´
k zpracova´n´ı.
Na zacˇa´tku algoritmus vlozˇ´ı do te´to rˇady stav obsahuj´ıc´ı seznam vsˇech pod-automat˚u
vytvorˇeny´ch z regula´rn´ıch vy´raz˚u, ktere´ budou mı´t indika´tor pozice nastaveny´ na nulu.
Samotny algoritmus je implementova´n jako cyklus pracuj´ıc´ı nad rˇadou popis˚u, dokud v rˇadeˇ
neˇjaky´ popis stavu ”cˇeka´”. V cyklu se popis stavu, ktery´ je na rˇadeˇ vyzvedne a porovna´ s
mnozˇinou jizˇ zpracovany´ch stav˚u. Pokud se v te´to mnozˇineˇ nacha´z´ı stejny´ popis stavu, tak
to znamena´ zˇe tento stav jizˇ byl zpracova´n a uprav´ı se jen prˇechody, ktere´ vedly k vytvorˇen´ı
tohoto nove´ho stavu tak aby smeˇrˇovaly na stav ulozˇeny´ v seznamu jizˇ zpracovany´ch. Kdyzˇ
2Pozice ve ktere´ se nacha´z´ı, neˇjaky´ algoritmus, ktery´ tento vy´raz zpracova´va´.
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se popis stavu v te´to mnozˇineˇ nenacha´z´ı na´sleduje jeho zpracova´n´ı. Prˇi neˇm se naleznou
vsˇechny mozˇne´ prˇechody z tohoto stavu zalozˇene´ na mozˇny´ch prˇechodech v pod-automatech.
Je nutne´ vyb´ırat znaky pro na´sleduj´ıc´ı prˇechod od nejza´kladneˇjˇs´ıch po nejobecneˇjˇs´ı. Po
vy´beˇru znaku pro na´sleduj´ıc´ı prˇechod je nutne´ znovu zkontrolovat vsˇechny ostatn´ı prˇechody
pod-automat˚u zda neobsahuj´ı prˇechod se stejny´m znakem, nebo se znakem obecneˇjˇs´ım,
ktery´ popisuje i znak prˇechodu. Na za´kladeˇ teˇchto porovna´n´ı se vytvorˇ´ı novy´ seznam pod-
automat˚u a jejich pozic popisuj´ıc´ı novy´ stav automatu. Tento noveˇ vytvorˇeny´ popis stavu
se vlozˇ´ı do rˇady. Zpracova´n´ı stavu skoncˇ´ı s vycˇerpa´n´ım vsˇech mozˇnost´ı prˇechod˚u vsˇech
pod-automat˚u. Tento stav se po zpracova´n´ı vlozˇ´ı do mnozˇiny stav˚u automatu a jeho popis
se ulozˇ´ı do seznamu jizˇ zpracovany´ch stav˚u.
Tento algoritmus v podstateˇ implementuje paralelizaci v´ıce konecˇny´ch automatu za
u´cˇelem nalezen´ı odpov´ıdaj´ıc´ıho konecˇne´ho automatu vhodne´ho k vyuzˇit´ı lexika´ln´ım ana-
lyza´torem jazyka. Automat je reprezentova´n vygenerovanou mnozˇinou prˇechodovy´ch stav˚u.
5.3 Generova´n´ı rozkladove´ tabulky
Rozkladova´ tabulka je jednou ze za´kladn´ıch struktur rˇ´ıd´ıc´ıch syntakticky´ rozklad zdro-
jove´ho programu. Protozˇe ve veˇtsˇineˇ prˇekladacˇ˚u je to pra´veˇ syntakticky´ analyza´tor, ktery´
rˇ´ıd´ı rozklad zdrojove´ho programu je tvorba te´to struktury(syntakticke´ tabulky) steˇzˇejn´ım
krokem tvorby prˇekladacˇe.
Automatizovana´ tvorba te´to tabulky je velmi dobrˇe popsa´na v mnoha publikac´ıch proto
se zde omez´ım jen na strucˇny´ popis za´kladn´ıch krok˚u tohoto postupu.
Ja´dra rozkladu
Konverze prˇes tzv. ja´dra rozkladu je jedna z metod urcˇeny´ch pro automatizovanou tvorbu
rozkladove´ tabulky. Tato metoda je zalozˇena na nalezen´ı a popsa´n´ı vsˇech mozˇny´ch stav˚u
(jader), do ktery´ch se mu˚zˇe syntakticky´ analyza´tor dostat prˇi rozkla´da´n´ı zdrojove´ho sou-
boru popsane´ho jazyka. Na za´kladeˇ vygenerovane´ho seznamu teˇchto jader je mozˇne´ opeˇt
automatizovany´m postupem vytvorˇit pozˇadovanou rozkladovou tabulku.
Metoda hleda´n´ı jader rozkladu se deˇl´ı na neˇkolik fa´z´ı, kde prvn´ı dveˇ fa´ze slouzˇ´ı k
prˇ´ıpraveˇ dat vhodny´ch pro jednodusˇsˇ´ı zpracova´n´ı fa´ze posledn´ı. Teˇmito fa´zemi jsou, vy´pocˇet
mnozˇiny firsts, vy´pocˇet mnozˇiny follows a nalezen´ı pozˇadovany´ch jader rozkladu popsany´ch
v mnozˇineˇ kernels. Na´sleduj´ıc´ı fa´z´ı, ktera´ uzˇ ale nepatrˇ´ı mezi fa´ze hledaj´ıc´ı ja´dra rozkladu
je generova´n´ı samotne´ rozkladove´ tabulky na za´kladeˇ nalezeny´ch jader rozkladu.
Vy´pocˇet mnozˇiny firsts
Mnozˇina firsts obsahuje pro kazˇdy´ symbol syntakticke´ analy´zy, tj. pro kazˇdy´ termina´l a
netermina´l seznam symbol˚u, ktere´ se mohou vyskytovat na zacˇa´tku litera´lu rozepsane´ho z
tohoto symbolu.
Z toho vyply´va´ zˇe pro termina´ln´ı symboly bude v tomto seznamu jen tento symbol sa-
motny´, protozˇe zˇa´dny´ jiny´ litera´l se z neˇj vygenerovat nemu˚zˇe. Mnozˇina first netermina´ln´ıch
symbol˚u se nalezne pr˚uchodem prˇes vsˇechny pravidla u ktery´ch netermina´l tvorˇ´ı hlavu. V
kazˇde´m kroku pr˚uchodu se do mnozˇiny first tohoto netermina´lu prˇida´ mnozˇna´ first prvn´ıho
symbolu prave´ strany pravidla.
Z d˚uvodu jednoduche´ho nalezen´ı mnozˇiny first pro termina´ln´ı symboly tyto mnozˇiny
nepocˇ´ıta´m doprˇedu ale vypocˇ´ıta´m (prˇiˇrad´ım index termina´lu) azˇ prˇi potrˇebeˇ te´to mnozˇiny
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v dalˇs´ım vy´pocˇtu.
Prˇi vy´pocˇtu mnozˇiny first je pro fa´zi generova´n´ı jader rozkladu nutne´ ke kazˇde´mu
za´znamu v mnozˇineˇ first neˇjake´ho netermina´lu vygenerovat seznam pravidel ze ktery´ch
vyply´va´ prˇ´ıslusˇnost tohoto za´znamu do te´to mnozˇiny first. Takove´mu seznamu pravidel
budeme da´le rˇ´ıkat mnozˇina first rules.
Vy´pocˇet mnozˇiny follows
Jak z na´zvu mnozˇiny follows vyply´va´ obsahuje tato pro kazˇdy´ netermina´l3 seznam symbol˚u
ktere´ po neˇm mohou na´sledovat v neˇjake´m litera´lu rozepsane´m ze startovac´ıho netermina´lu
gramatiky.
Mnozˇina se opeˇt pro netermina´l nalezne pr˚uchodem prˇes vsˇechny pravidla gramatiky
jazyka, ale tentokra´te se netermina´l hleda´ v prave´ straneˇ pravidla. Pokud byl netermina´l
nalezen za´lezˇ´ı na pozici ve ktere´ se v teˇle pravidla nacha´z´ı, kdyzˇ se nenacha´z´ı na posledn´ı
pozici prˇida´ se do jeho mnozˇiny follow mnozˇina firsts symbolu vpravo od neˇj, v prˇ´ıpadeˇ zˇe se
nacha´z´ı na konci teˇla pravidla prˇida´ se do jeho mnozˇiny follow mnozˇina follow netermina´lu
tvorˇ´ıc´ıho hlavu pravidla.
Prˇi tomto vy´pocˇtu se uplatn´ı rekurze, protozˇe mnozˇina follow, ktera´ se ma´ prˇidat do
mnozˇiny follow pocˇ´ıtane´ho netermina´lu jesˇteˇ nemus´ı by´t spocˇ´ıta´na. Avsˇak u te´to rekurze si
mus´ıme da´t pozor a s kazˇdy´m vola´n´ım do hloubky prˇeda´vat i informace o jizˇ vy´sˇe pocˇ´ıtany´ch
netermina´lech, tyto se uzˇ da´le nesmı´ zanorˇovat z d˚uvod˚u zacyklen´ı algoritmu. Z d˚uvodu
efektivity vy´pocˇtu je vhodne´ mnozˇinu follow netermina´lu pocˇ´ıtane´ho kv˚uli pozˇadavku jine´ho
netermina´lu zaznamenat jako spocˇ´ıtanou a v hlavn´ım cyklu prˇes netermina´ly ji jizˇ zbytecˇneˇ
nepocˇ´ıtat. Toto opatrˇen´ı mu˚zˇe by´t pouzˇito jen pokud ve vy´pocˇtu mnozˇiny follow nedosˇlo
nikde k omezen´ı zanorˇova´n´ı kv˚uli opakovane´mu zpracova´n´ı neˇktere´ho netermina´lu.
Tato mnozˇina sehraje kl´ıcˇovou roli prˇi rozhodova´n´ı u ktery´ch termina´l˚u na vstupu
prove´st redukci podle pravidla gramatiky.
Vy´pocˇet jader rozkladu
Ja´dro rozkladu je cˇa´stecˇneˇ analogicke´ ke stavu v konecˇne´m automatu. Je to struktura popi-
suj´ıc´ı jeden stav ve ktere´m se mu˚zˇe nale´zat syntakticky´ analyza´tor prˇi rozkladu vstupn´ıho
rˇeteˇzce. V jednom ja´drˇe jsou zaznamena´ny vsˇechny pravidla ve ktery´ch se mu˚zˇe analyza´tor
”vyskytovat” prˇi rozkladu, vcˇetneˇ pozic v teˇchto pravidlech, tato skupina se nazy´va´ pravi-
dla ja´dra rozkladu. Druha´ skupina v ja´drˇe se nazy´va´ skupina prˇechod˚u, ta obsahuje indexy
jader ze ktery´ch se do tohoto ja´dra vstoupilo a se ktery´m elementem (tj. termina´lem nebo
i netermina´lem) byl prˇechod proveden.
Algoritmus vy´pocˇtu jader rozkladu zacˇ´ına´ vytvorˇen´ım prvn´ıho ja´dra, ktere´ obsahuje
pouze prvn´ı pravidlo s itera´torem na pozici nula, tj. prˇed prvn´ım symbolem teˇla tohoto
pravidla, toto noveˇ vytvorˇene´ ja´dro se vlozˇ´ı do dynamicke´ho pole, ktere´ slouzˇ´ı pra´veˇ jako
seznam jader rozkladu. Algoritmus procha´z´ı prˇes vsˇechny ja´dra rozkladu v tomto dyna-
micke´m poli a postupneˇ zpracova´va´ kazˇde´ ja´dro, skoncˇ´ı kdyzˇ doraz´ı na konec tohoto pole.
Prˇi zpracova´n´ı jednoho ja´dra se procha´z´ı vsˇechny jeho pravidla. Da´le se pracuje pouze s
teˇmi pravidly, ktere´ nemaj´ı itera´tor na konci sve´ho teˇla. U takove´ho pravidla se v mnozˇineˇ
first nalezne seznam element˚u, ktery´mi mu˚zˇe zacˇ´ınat element nacha´zej´ıc´ı se za itera´torem
v pravidle. Pro kazˇdy´ takovy´ element se zacˇne vytva´rˇet nove´ ja´dro rozkladu (zat´ım se
nevkla´da´ do pole koncovy´ch jader rozkladu).
3Na rozd´ıl od mnozˇiny firsts nen´ı d˚uvod vytva´rˇet follow pro termina´ly
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Do tohoto nove´ho ja´dra se vlozˇ´ı seznam pravidel z mnozˇiny first rules na´lezˇ´ıc´ı k ele-
mentu se ktery´m se vytva´rˇ´ı, itera´tor v teˇchto pravidlech bude umı´steˇn na pozici 1 (tj. za
zpracova´vany´m elementem z mnozˇiny first). Da´le se do seznamu pravidel tohoto ja´dra vlozˇ´ı
pro element odpov´ıdaj´ıc´ı samotne´mu elementu jehozˇ mnozˇina first byla pouzˇita pravidlo
aktua´ln´ıho ja´dra, ktere´ bylo za´kladem pro vznik nove´ho ja´dra, s t´ım zˇe se jeho itera´tor
posune o jednu pozici doprava (tj. za zpracova´vany´ element).
Do mnozˇiny prˇechod˚u nove´ho ja´dra se vlozˇ´ı prˇechod ze zpracova´vane´ho ja´dra s aktua´lneˇ
zpracova´vany´m elementem z mnozˇiny first.
Po vytvorˇen´ı nove´ho ja´dra rozkladu se projdou vsˇechny existuj´ıc´ı ja´dra a hleda´ se ja´dro
se shodny´m seznamem pravidel a jejich itera´tor˚u jako ma´ noveˇ vytvorˇene´ ja´dro, mnozˇina
prˇechod˚u nehraje roli. Pokud nen´ı takove´ ja´dro nalezeno vlozˇ´ı se nove´ ja´dro do pole jader
rozkladu. V prˇ´ıpadeˇ zˇe se takove´ ja´dro nalezne, prˇida´ se mnozˇina prˇechod˚u nove´ho ja´dra
do nalezene´ho existuj´ıc´ıho ja´dra.
Po dokoncˇen´ı tohoto algoritmu ma´me kompletn´ı mnozˇinu jader rozkladu odpov´ıdaj´ıc´ı
prˇedane´ gramatice.
Generova´n´ı rozkladove´ tabulky
Kazˇde´ ja´dro rozkladu popisuje pra´veˇ jeden stav, ve ktere´m se mu˚zˇe nale´zat syntakticky´
analyza´tor prˇi zpracova´n´ı zdrojove´ho textu, proto take´ rozkladova´ tabulka jej´ızˇ rˇa´dky od-
pov´ıdaj´ı jednotlivy´m stav˚um obsahuje pra´veˇ tolik rˇa´dk˚u kolik bylo vypocˇ´ıta´no jader roz-
kladu.
Rozkladova´ tabulka se skla´da´ ze dvou cˇa´st´ı, teˇmi jsou tabulka akc´ı a tabulka prˇechod˚u.
Tabulka akc´ı slouzˇ´ı syntakticke´mu analyza´toru k nalezen´ı na´sleduj´ıc´ı akce, kterou by meˇl
vykonat, zat´ımco tabulka prˇechod˚u popisuje do jake´ho stavu se syntakticky´ analyza´tor
prˇesune po redukci urcˇite´ho pravidla. Mezi akce nale´zaj´ıc´ı se v tabulce akc´ı patrˇ´ı akce
shift a akce reduce.
Tabulka prˇechod˚u rozkladove´ tabulky se vypln´ı na za´kladeˇ mnozˇin prˇechod˚u jader roz-
kladu. Pokud ja´dro obsahuje prˇechod, ktery´ se prova´d´ı na za´kladeˇ netermina´ln´ıho symbolu
zap´ıˇse se do tabulky prˇechod˚u na rˇa´dek stavu z ktere´ho prˇechod prˇecha´z´ı a sloupec neter-
mina´lu s ktery´m se prˇecha´z´ı index ja´dra ve ktere´m se tento prˇechod nacha´z´ı.
Akce typu shift se v tabulce akc´ı vyplnˇuj´ı take´ na za´kladeˇ mnozˇin prˇechod˚u v ja´drech
rozkladu. To znamena´, pokud ja´dro rozkladu obsahuje prˇechod, ktery´ se prova´d´ı na za´kladeˇ
termina´ln´ıho symbolu, zap´ıˇse se do rozkladove´ tabulky na rˇa´dek stavu ze ktere´ho se prˇecha´z´ı
a sloupec termina´ln´ıho symbolu akce shift s indexem ja´dra ve ktere´m se tento prˇechod
nacha´z´ı.
Pro vygenerova´n´ı akc´ı reduce je potrˇeba proj´ıt vsˇechny ja´dra rozkladu, ve ktery´ch se
hledaj´ı pravidla, ktera´ maj´ı itera´tor za posledn´ım prvkem teˇla pravidla. Pokud se takove´to
pravidlo nalezne procha´z´ı se vsˇechny elementy z mnozˇiny follow hlavy tokove´ho pravidla.
Pracuje se pouze s termina´ly, a u kazˇde´ho z nich se znovu projdou vsˇechny pravidla ja´dra
z d˚uvodu zjiˇsteˇn´ı zda neexistuje neˇjake´, ktere´ by obsahovalo itera´tor prˇed termina´lem z
mnozˇiny follow s ktery´m by jsme v tomto prˇ´ıpadeˇ chteˇli prˇedcˇasneˇ redukovat pravidlo.
Pokud takove´ pravidlo neexistuje vlozˇ´ı se do rozkladove´ tabulky na rˇa´dek aktua´ln´ıho zpra-
cova´vane´ho ja´dra a sloupec prvku z mnozˇiny follow akce reduce s indexem zpracova´vane´ho
pravidla.
Vy´sledkem proveden´ı vsˇech teˇchto postup˚u je kompletn´ı rozkladova´ tabulka prˇipravena´
pro pouzˇit´ı syntakticky´m analyza´torem. Jej´ı vy´pocˇet nen´ı jednoduchy´, ale d´ıky neˇmu bude
jej´ı pouzˇit´ı prˇi rozkla´da´n´ı zdrojove´ho ko´du v syntakticke´ analy´ze o to jednodusˇsˇ´ı.
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5.4 Prˇeklad se´manticky´ch podprogramu˚
Se´manticke´ podprogramy slouzˇ´ı k popisu reakc´ı prˇekladacˇe na redukci pravidla rozkladove´
gramatiky. Jedn´ım z u´cˇel˚u teˇchto programu˚ je kontrola spra´vnosti se´manticke´ho za´pisu
ko´du, do ktere´ patrˇ´ı kontrola typ˚u promeˇnny´ch a konstant. Dalˇs´ım stejneˇ d˚ulezˇity´m u´kolem
se´manticky´ch podprogramu˚ je generova´n´ı intermedia´rn´ıho ko´du prˇekladu.
Prˇeklad se´manticky´ch podprogramu˚ je silneˇ rekurzivn´ı za´lezˇitost. Protozˇe implemento-
vany´ program je v podstateˇ prˇekladacˇ jake´hokoli jazyka do jazyka jine´ho(pravdeˇpodobneˇ
neˇjake´ho typu intermedia´rn´ıho ko´du) je vhodny´ i pro prˇeklad programu˚ zapsany´ch v jazyce
pro za´pis se´manticky´ch podprogramu˚.
Jedine´ omezen´ı oproti jiny´m jazyk˚um je v absenci ko´du pro za´pis se´manticky´ch pod-
programu˚. Proto se reakce na redukci pravidla v tomto jazyce redukuje na jednu instrukci.
Tato instrukce zapsana´ v pravidlech syntakticke´ gramatiky se´manticke´ho jazyka se take´
interpretuje. Nejde vsˇak o interpretaci jako u se´manticke´ho ko´du, ale jen nalezen´ı indexu
instrukce (v textove´ formeˇ) pomoc´ı konecˇne´ho automatu (zpracovane´ho stejny´m zp˚usobem
jako konecˇny´ automat lexika´ln´ı analy´zy). Tento index se zap´ıˇse k popisu pravidla gramatiky.
Na za´kladeˇ teˇchto index˚u se prova´d´ı prˇeklad programu˚ se´manticky´ch podprogramu˚.
Pro implementaci lexika´ln´ıho analyza´toru se´manticky´ch podprogramu˚ se generuje konecˇny´
automat na za´kladeˇ termina´l˚u popsany´ch v definicˇn´ım souboru jazyka se´manticky´ch pod-
programu˚.
Syntakticka´ analy´za se´manticky´ch podprogramu˚ se prova´d´ı stejny´m zp˚usobem jako syn-
takticka´ analy´za prˇekla´dane´ho jazyka, s t´ım rozd´ılem zˇe prˇi redukci pravidla se spousˇt´ı
se´manticky´ ko´d napevno ”zadra´tovany´” v programu, ktery´ je identifikovany´ indexem za-
psany´m u redukovane´ho pravidla. Tyto napevno zapsane´ ko´dy v za´vislosti na posloup-
nosti index˚u redukovany´ch pravidel gramatiky se´manticke´ho jazyka, generuj´ı spustitelny´
(interpretovatelny´) ko´d se´manticke´ho podprogramu, ktery´ se prˇiˇrad´ı k pravidlu gramatiky
prˇekla´dane´ho jazyka.
Takto se zpracuj´ı vsˇechny pravidla (jejich se´manticke´ programy) ze souboru popisuj´ıc´ıho
jazyk.
5.5 Intermedia´rn´ı ko´d prˇekladu
Tato cˇa´st se v podstateˇ zaby´va´ samotny´m prˇekladem zdrojove´ho souboru na intermedia´rn´ı
ko´d, to znamena´ zˇe vyuzˇ´ıva´ jizˇ vy´sˇe popsany´ch struktur.
Prˇekladacˇ je navrzˇen pro syntax´ı rˇ´ızene´ zpracova´n´ı zdrojove´ho programu, to znamena´
zˇe prˇeklad je rˇ´ızen syntakticky´m analyza´torem, ktery´ podle potrˇeby pozˇaduje po lexika´ln´ım
analyza´toru symboly a spousˇt´ı se´manticke´ podprogramy prˇi redukci pravidel.
Lexika´ln´ı analyza´tor
Lexika´ln´ı analyza´tor je v prˇekladacˇi reprezentova´n jedinou funkc´ı. Tato funkce nacˇ´ıta´ po-
stupneˇ znaky ze vstupn´ıho souboru, ktere´ na´sledneˇ uprav´ı(tzn. zpracuje escape sekvence,
kontroluje ukoncˇen´ı souboru apod.). Funkce vyuzˇ´ıva´ vy´sˇe popsane´ho konecˇne´ho automatu
k rozpozna´va´n´ı symbol˚u ve vstupn´ım zdrojove´m ko´du.
Na zacˇa´tku inicializuje promeˇnnou popisuj´ıc´ı stav konecˇne´ho automatu na nulu, kazˇdy´
termina´l zacˇ´ına´ ve stavu nula. Podle znaku nacˇtene´ho postupem popsany´m vy´sˇe se rozho-
duje do jake´ho na´sleduj´ıc´ıho stavu automat prˇejde. V prˇ´ıpadeˇ zˇe neexistuje zˇa´dny´ stav do
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ktere´ho by mohl konecˇny´ automat prˇej´ıt funkce vrac´ı celocˇ´ıselnou hodnotu definovanou u
tohoto stavu.
Tuto hodnotu, ktera´ se vytva´rˇ´ı prˇi konstrukci konecˇne´ho automatu obsahuje kazˇdy´
jeho stav. Hodnota je nastavena´ na index termina´lu, ktery´ je v aktua´ln´ım stavu ze vstupu
rozpozna´n, pokud je hodnota nastavena´ na maxima´ln´ı celocˇ´ıselnou hodnotu znamena´ to
zˇe tento stav nerozpoznal zˇa´dny´ termina´l a syntakticka´ analy´za podle te´to hodnoty odhal´ı
chybu.
Po kazˇde´m u´speˇsˇne´m prˇijet´ı znaku (tzn. automat prˇejde se znakem do dalˇs´ıho stavu) se
tento znak jesˇteˇ jednou zpracuje z d˚uvod˚u ukoncˇen´ı automatu pokud znak byl ukoncˇovac´ı
symbol vstupu, pocˇ´ıta´n´ı rˇa´dku pokud je znak konec rˇa´dku a posunut´ı indexu ve vstupn´ım
rˇeteˇzci (u tzv. escape znak˚u se itera´tor mus´ı posunout o veˇtsˇ´ı u´sek).
Syntakticky´ analyza´tor
Syntakticky´ analyza´tor prova´deˇj´ıc´ı rozklad zdrojove´ho rˇeteˇzce, je v podstateˇ take´ jako le-
xika´ln´ı analyza´tor popsa´n jednou funkc´ı4, ktera´ vyuzˇ´ıva´ vy´sˇe popsane´ vygenerovane´ roz-
kladove´ tabulky k rozkladu vstupn´ıho rˇeteˇzce.
Syntakticky´ analyza´tor pracuje se symboly, ktere´ z´ıska´ z funkce implementuj´ıc´ı lexika´ln´ı
analy´zu, nad teˇmito symboly se prova´d´ı rozklad zdola nahoru popsany´ rozkladovou tabul-
kou.
Algoritmus syntakticke´ analy´zy vyuzˇ´ıva´ pro svou pra´ci dynamicky´ za´sobn´ık popisuj´ıc´ı
aktua´ln´ı stav analyza´toru a u termina´ln´ıch symbol˚u nav´ıc i jejich pozici ve zdrojove´m rˇeteˇzci
(Pro na´sleduj´ıc´ı zpracova´n´ı se´manticky´mi podprogramy).
Prˇed spusˇteˇn´ım samotne´ho ja´dra analyza´toru se vlozˇ´ı na vrchol za´sobn´ıku stav 0, ktery´
reprezentuje pocˇa´tecˇn´ı stav syntakticke´ho analyza´toru. Za´kladem analyza´toru je nekonecˇny´
cyklus5, ve ktere´m se prova´d´ı na´sleduj´ıc´ı operace.
Na zacˇa´tku cyklu se pomoc´ı lexika´ln´ıho analyza´toru z´ıska´ novy´ symbol ze zdrojove´ho
rˇeteˇzce. Pokud je tento termina´l jeden z mnozˇiny tzv. vynecha´vany´ch termina´l˚u provede se
nove´ vola´n´ı lexika´ln´ıho analyza´toru. Prˇedchoz´ı krok se provede pouze v prˇ´ıpadeˇ zˇe prˇedchoz´ı
symbol byl jizˇ zpracova´n (tzn. zˇe na neˇj jizˇ byla aplikova´na akce shift).
Na´sleduj´ıc´ım krokem je nalezen´ı akce v rozkladove´ tabulce, kterou by meˇl syntakticky´
analyza´tor prove´st. Tato akce se nalezne na za´kladeˇ stavu na vrcholu za´sobn´ıku a aktua´ln´ıho
termina´lu nacˇtene´ho ze zdrojove´ho souboru.
Dalˇs´ı zp˚usob zpracova´n´ı se odv´ıj´ı od typu akce, ktera´ se nalezla v rozkladove´ tabulce,
tato akce mu˚zˇe naby´vat typu shift, nebo typu reduce. Pokud je akce typu shift, vlozˇ´ı se
se na za´sobn´ık element popisuj´ıc´ı novy´ stav (popsany´ v akci shift) a pozice termina´lu ve
zdrojove´m rˇeteˇzci, z´ıskana´ jizˇ prˇi nacˇ´ıta´n´ı termina´ln´ıho symbolu lexika´ln´ım analyza´torem. V
prˇ´ıpadeˇ zˇe t´ımto prˇesouvany´m termina´lem je koncovy´ termina´l gramatiky6 ukoncˇ´ı se cyklus
rozkladu. Akce reduce popisuje v podstateˇ pravidlo, podle ktere´ho se ma´ jizˇ prˇecˇteny´ vstup
ze zdrojove´ho souboru (jeho postfix) redukovat. Z toho vyply´va´ zˇe z vrcholu rozkladove´ho
za´sobn´ıku se odstran´ı takovy´ pocˇet element˚u, ktery´ odpov´ıda´ pocˇtu prvk˚u teˇla pravidla. Na
za´kladeˇ hlavy pravidla a aktua´ln´ıho stavu na vrcholu za´sobn´ıku se nalezne stav do ktere´ho
prˇejde automat po te´to redukci (tj. bude vlozˇen na vrchol rozkladove´ho za´sobn´ıku).
Takova´to syntakticka´ analy´za by nemeˇla zˇa´dny´ vy´znam pokud by se informace z´ıskane´
ze zdrojove´ho souboru nevyuzˇily k dalˇs´ımu zpracova´n´ı. Toto zpracova´n´ı provedou jednotlive´
4To neznamena´ zˇe by nebylo mozˇne´ jej rozlozˇit do v´ıce funkc´ı.
5Ukoncˇit se mu˚zˇe jen na za´kladeˇ prˇijet´ı ukoncˇovac´ıho znaku gramatiky.
6Termina´l ve vstupn´ıch pravidlech zapsany´ na konci startovac´ıho pravidla gramatiky.
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se´manticke´ podprogramy prˇiˇrazene´ ke kazˇde´mu pravidlu rozkladove´ gramatiky.
Se´manticke´ podprogramy
Ve fa´z´ı prˇekladu zdrojove´ho souboru se se´manticky´m podprogramem rozumı´ uzˇ zkompilo-
vana´ posloupnost instrukc´ı intermedia´rn´ıho ko´du.
Jazyk se´manticky´ch podprogramu˚ vyzˇaduje typovany´ za´pis promeˇnny´ch z d˚uvodu rychle´ho
zpracova´n´ı jeho intermedia´rn´ıho ko´du.
Pro potrˇebu algoritmu se alokuje mı´sto v pameˇti, ktere´ bude slouzˇit jako pameˇt’ovy´
prostor promeˇnny´m se´manticke´ho podprogramu. Tato operace se provede jen jednou a to
uzˇ prˇed spusˇteˇn´ım prvn´ıho se´manticke´ho podprogramu, na zacˇa´tku syntakticke´ analy´zy.
Pameˇt’ovy´ prostor se da´le nemeˇn´ı protozˇe vsˇechny promeˇnne´ se´manticky´ch podprogramu˚
jsou globa´ln´ı.
Interpretace jednotlivy´ch podprogramu˚ se prova´d´ı na´sleduj´ıc´ım zp˚usobem. Vytvorˇ´ı se
index popisuj´ıc´ı pozici v ko´du podprogramu, z ktere´ se nacˇ´ıta´ na´sleduj´ıc´ı instrukce pro-
gramu, a nastav´ı se na hodnotu oznacˇuj´ıc´ı zacˇa´tek ko´du.
Algoritmus pracuje jako cyklus, ktery´ se opakuje dokud nedosa´hne ukazatel programu
konce ko´du. V kazˇde´m kroku tohoto cyklu se nacˇte na´sleduj´ıc´ı instrukce ko´du z pozice,
na kterou ukazuje programovy´ ukazatel. Podle indexu nacˇtene´ instrukce se nalezne ko´d
k proveden´ı a tento se provede. Prˇi prova´deˇn´ı ko´du mu˚zˇe doj´ıt ke zmeˇneˇ programove´ho
ukazatele (naprˇ´ıklad prˇi zpracova´n´ı konstant, rˇeteˇzc˚u apod.), proto je nutne´ s t´ımto pocˇ´ıtat.
Pokud by v te´to fa´zi nebyla implementova´na zˇa´dna´ forma vy´stupu prˇekladacˇ by slouzˇil
jen k vyt´ızˇen´ı procesoru. Proto umozˇnˇuje jazyk se´manticky´ch podprogramu˚ za´pis prˇ´ıkaz˚u
vypisuj´ıc´ıch informace jak na standardn´ı vy´stup programu, tak i do bina´rn´ı struktury po-
pisuj´ıc´ı bytovy´ tok instrukc´ı, nebo cˇehokoli jine´ho7.
7Za´lezˇ´ı na autorovi jakou zvol´ı strukturu vy´stupn´ıho ko´du.
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Kapitola 6
Navrzˇeny´ jazyk se´manticky´ch
podprogramu˚
Tento skriptovac´ı jazyk byl navrzˇen za u´cˇelem snazsˇ´ıho definova´n´ı se´manticky´ch operac´ı
prova´deˇny´ch prˇi redukova´n´ı pravidel v ra´mci prˇekladu zdrojove´ho programu. Zp˚usob vyuzˇit´ı
programu˚ zapsany´ch v tomto jazyce je popsa´n v prˇedchoz´ı kapitole.
6.1 Za´kladn´ı popis jazyka
Vzhledem k obecne´mu na´vrhu programu, ktery´ umozˇnˇuje v ra´mci urcˇity´ch mez´ı vytvorˇit
prˇekladacˇ libovolne´ho jazyka, by bylo nevhodne´ ponechat se´mantickou analy´zu programu
pouze na slozˇiteˇjˇs´ım za´pisu rozkladovy´ch pravidel gramatiky jazyka.
V prˇ´ıpadeˇ zˇe by byl jazyk navrhova´n prˇ´ımo v neˇjake´m syste´move´m jazyku (pravdeˇpodobneˇ
v jazyku C), by byly jednotlive´ se´manticke´ u´kony zapsa´ny prˇ´ımo v tomto jazyce, ve formeˇ
podprogramu˚, ktere´ by se volaly prˇi redukci se´manticky ”citlivy´ch” pravidel.
Protozˇe se´mantika jednotlivy´ch programu˚ mu˚zˇe by´t velmi r˚uznoroda´ nen´ı mozˇne´ vy-
tvorˇit jednoduchy´ obecny´ prˇ´ıstup, jaky´m jsou naprˇ´ıklad gramatiky v ota´zce syntakticke´
analy´zy. Jediny´m zat´ım zna´my´m rˇesˇen´ım je za´pis se´manticke´ analy´zy jednotlivy´ch cˇa´st´ı
jazyka v programovac´ım jazyce.
Zp˚usob implementace jazyka
Jazyk je navrzˇen a zapsa´n stejnou metodou, ktera´ je urcˇena´ pro na´vrh jazyk˚u s vyuzˇit´ım
implementovane´ho programu. Jediny´ rozd´ıl mezi t´ımto jazykem a vneˇjˇs´ım navrhovany´m
jazykem je logicky absence jazyka pro za´pis se´manticky´ch podprogramu˚, proto jak jsem
psal v u´vodu te´to kapitoly je nutne´ se´mantiku tohoto jazyka popsat prˇ´ımo v programovac´ım
jazyku C.
Zdrojovy´ soubor popisuj´ıc´ı prˇekladacˇ se´manticky´ch podprogramu˚ je zapsa´n prˇ´ımo ve
zdrojove´m ko´du implementovane´ho programu jako rˇeteˇzec, a prˇed pouzˇit´ım se v prˇ´ıpadeˇ zˇe
se nenacˇ´ıta´ prˇ´ımo ze souboru mus´ı jeho prˇekladacˇ vytvorˇit, stejneˇ jako prˇekladacˇ vneˇjˇs´ıho
jazyka.
Tento zdrojovy´ text ma´ stejny´ tvar jako text popsany´ v podkapitole 5.1., s t´ım rozd´ılem
zˇe symboly <semantic_code> nejsou nahrazeny se´manticky´m ko´dem, ale instrukcemi iden-
tifikuj´ıc´ımi se´manticky´ ko´d zapsany´ prˇ´ımo v jazyce C.
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6.2 Datove´ typy jazyka
Z d˚uvodu rychle´ interpretace je tento jazyk navrzˇen jako jazyk s typovany´mi promeˇnny´mi.
Se´manticka´ kontrola typ˚u teˇchto promeˇnny´ch se provede jizˇ prˇi prˇekladu a prˇi interpretaci
se s n´ı jizˇ nemus´ıme zdrzˇovat. Jazyk navrhovany´ za u´cˇelem prova´deˇn´ı se´manticke´ analy´zy
by meˇl umozˇnˇovat pra´ci s celocˇ´ıselny´mi typy a rˇeteˇzci. Je zrˇejme´ zˇe bez celocˇ´ıselny´ch typ˚u
se neobejde zˇa´dny´ programovac´ı jazyk. Zpracova´n´ı rˇeteˇzc˚u je d˚ulezˇite´ z toho d˚uvodu zˇe je-
diny´m vstupem jazyka budou pra´veˇ rˇeteˇzce jednotlivy´ch symbol˚u, ktere´ rozezna´va´ lexika´ln´ı
analyza´tor ve zdrojove´m souboru programu.
Vy´cˇet jednotlivy´ch datovy´ch typ˚u
K za´kladn´ım datovy´m typ˚um, je veˇtsˇinou potrˇeba prˇiˇradit i slozˇiteˇjˇs´ı datove´ struktury,
ktery´mi jsou naprˇ´ıklad pole, za´sobn´ıky a dalˇs´ı. Z tohoto d˚uvodu umozˇnˇuje tento jazyk za´pis
pol´ı obsahuj´ıc´ıch posloupnosti za´kladn´ıch typ˚u. Na´sleduje vy´cˇet datovy´ch typ˚u pouzˇitelny´ch
v jazyce.
• int - popisuje celociselny typ, ktery je prˇij´ıma´n jako argument veˇtsˇiny za´kladn´ıch
opera´tor˚u programovac´ıch jazyk˚u.
• int[] - popisuje dynamicke´ pole (za´sobn´ık), ktere´ obsahuje jako prvky promeˇnne´
vy´sˇe popsane´ho datove´ho typu.
• int[][] - definuje typ, popisuj´ıc´ı dynamicke´ pole obsahuj´ıc´ı jako prvky vy´sˇe popsane´
dynamicke´ pole cely´ch cˇ´ısel.
• string - popisuje rˇeteˇzec znak˚u, umozˇnˇuje nad teˇmito rˇeteˇzci prova´deˇt za´kladn´ı ope-
race, jaky´mi jsou naprˇ´ıklad konkatenace, z´ıska´ni podrˇeteˇzce, forma´tova´n´ı na za´kladeˇ
nastaveny´ch escape sekvenc´ı atd.
• string[] - oznacˇuje dynamicke´ pole, obsahuj´ıc´ı vy´sˇe popsany´ typ string jako ele-
menty pole.
• string[][] - definuje datovy´ typ, popisuj´ıc´ı dynamicke´ pole, ktere´ obsahuje jako
prvky vy´sˇe popsane´ pole rˇeteˇzc˚u.
Tento vy´cˇet datovy´ch typu doposud byl a sta´le je dostacˇuj´ıc´ı pro za´pis se´manticky´ch
operac´ı v navrhovane´m prˇekladacˇi.
Datovy´ typ int
Typ int je velmi podobny´ stejneˇ nazvane´mu typu v jazyce C. Podobneˇ jako v jazyce C je
pouzˇ´ıva´n v navrzˇene´m jazyce jako celocˇ´ıselny´ tak i logicky´ typ. To znamena´ zˇe vy´sledkem
testu na pravdivost neˇjake´ho vy´razu bude typ int s hodnotou 0 nebo 1.
Za´pis konstanty typu int je mozˇne´ prove´st neˇkolika zp˚usoby. V rˇeteˇzci definuj´ıc´ım
prˇekladacˇ se´manticky´ch podprogramu˚ jsou konstanty typu int popsa´ny na´sleduj´ıc´ım zp˚usobem.
oct_int {0\[01234567\]\[01234567\]\*}
dec_int {\d\d\*}
hex_int {0x\[\dabcdef\]\*}
char_int {’\!’’}
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Z tohoto za´pisu vyply´va´, zˇe je mozˇne´ konstantu typu int zapsat jako cˇ´ıslo v okta-
love´m, dekadicke´m a hexadecima´ln´ım za´pisu, nebo take´ jako znak, jehozˇ cˇ´ıselnou hodnotu
konstanta ponese.
Na´sleduje seznam opera´tor˚u aplikovatelny´ch na typ int. Protozˇe jsou v ko´du ope-
race popsa´ny dvoj´ım zp˚usobem, na´zvem operace a rˇeteˇzcem rozpozna´vany´m v programu,
prˇiˇrazeny´m k te´to operaci, budou u kazˇde´ho opera´toru zapsa´ny oba zp˚usoby identifikace.
• set = - prˇiˇrad´ı leve´mu operandu hodnotu prave´ho operandu, levy´ operand mus´ı by´t
promeˇnna´, vrac´ı odkaz na promeˇnnou.
• and and - logicka´ operace aplikuj´ıc´ı logicky´ and na operandy, vrac´ı 1 pokud zˇa´dny´ z
operandu nen´ı nulovy´, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0.
• or or - logicka´ operace aplikuj´ıc´ı logicky´ or na operandy, vrac´ı 1 pokud jeden z
operand˚u nen´ı nulovy´, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0.
• compare == - porovna´ hodnoty operand˚u, vrac´ı 1 pokud jsou shodne´, v opacˇne´m
prˇ´ıpadeˇ vrac´ı 0.
• neg_compare != - porovna´ hodnoty operand˚u, vrac´ı 1 pokud nejsou shodne´, v opacˇne´m
prˇ´ıpadeˇ vrac´ı 0.
• less < - porovna´ hodnoty operand˚u, vrac´ı 1 pokud je prvn´ı operand mensˇ´ı nezˇ druhy´,
v opacˇne´m prˇ´ıpadeˇ vrac´ı 0.
• greater > - porovna´ hodnoty operand˚u, vrac´ı 1 pokud je prvn´ı operand veˇtsˇ´ı nezˇ
druhy´, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0.
• less_equal <= - porovna´ hodnoty operand˚u, vrac´ı 1 pokud je prvn´ı operand mensˇ´ı
nebo stejny´ jako druhy´, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0.
• greater_equal >= - porovna´ hodnoty operand˚u, vrac´ı 1 pokud je prvn´ı operand veˇtsˇ´ı
nebo stejny´ jako druhy´, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0.
• add + - secˇte operandy, vra´c´ı soucˇet.
• sub - - odecˇte druhy´ operand od prvn´ıho, vrac´ı rozd´ıl.
• post_inc ++ - lze aplikovat jen na promeˇnne´, zvy´sˇ´ı hodnotu promeˇnne´ o 1, vrac´ı
p˚uvodn´ı hodnotu promeˇnne´.
• post_dec -- - lze aplikovat jen na promeˇnne´, sn´ızˇ´ı hodnotu promeˇnne´ o 1, vrac´ı
p˚uvodn´ı hodnotu promeˇnne´.
• pre_inc ++ - lze aplikovat jen na promeˇnne´, zvy´sˇ´ı hodnotu promeˇnne´ o 1, vrac´ı novou
hodnotu promeˇnne´.
• pre_dec -- - lze aplikovat jen na promeˇnne´, sn´ızˇ´ı hodnotu promeˇnne´ o 1, vrac´ı novou
hodnotu promeˇnne´.
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Datovy´ typ string
Tento datovy´ typ je urcˇen k pra´ci s rˇeteˇzci znak˚u. Definuje za´kladn´ı operace, ktery´mi jsou
konkatenace, z´ıska´n´ı podrˇeteˇzce apod. V jazyce se´manticky´ch podprogramu˚ slouzˇ´ı tento
typ v prvn´ı rˇadeˇ ke zpracova´n´ı jmen promeˇnny´ch, konstant, funkci apod., rozpozna´vany´ch
lexika´ln´ım analyza´torem ve vstupn´ım rˇeteˇzci. Prˇ´ıkaz jazyka get_rule_body slouzˇ´ı k z´ıska´n´ı
pra´veˇ teˇchto rˇeteˇzc˚u, se ktery´mi je pomoc´ı tohoto typu mozˇne´ da´le pracovat, naprˇ´ıklad
kontrolovat zda jsou jme´na funkc´ı jedinecˇna´ apod.
Konstanta typu string se zapisuje obvykly´m zp˚usobem, mezi uvozovky. Za´pis konstanty
popisuj´ıc´ı rˇeteˇzec v popisu prˇekladacˇe vypada´ na´sledovneˇ.
str {"\!"\*"}
Tento popisuje text slozˇeny´ z pocˇa´tecˇn´ı uvozovky, posloupnosti libovolny´ch znak˚u jiny´ch
nezˇ uvozovka a koncove´ uvozovky. Operace pracuj´ıc´ı s t´ımto datovy´m typem jsou zobrazeny
v na´sleduj´ıc´ım seznamu. Podobneˇ jako v prˇedchoz´ım prˇ´ıpadeˇ jsou zobrazeny oba druhy
identifikace operac´ı.
• set = - prˇiˇrad´ı leve´mu operandu hodnotu prave´ho operandu, levy´ operand mus´ı by´t
promeˇnna´, vrac´ı odkaz na promeˇnnou.
• swap <=> - zameˇn´ı hodnoty dvou operand˚u, zˇadny´ z operand˚u nesmı´ by´t konstantn´ı,
vrac´ı novou hodnotu prvn´ıho operandu.
• compare == - porovna´ hodnoty operand˚u, vrac´ı 1 pokud jsou shodne´, v opacˇne´m
prˇ´ıpadeˇ vrac´ı 0.
• neg_compare != - porovna´ hodnoty operand˚u, vrac´ı 1 pokud nejsou shodne´, v opacˇne´m
prˇ´ıpadeˇ vrac´ı 0.
• conc . - konkatenace dvou operand˚u, vrac´ı hodnotu nove´ho docˇasne´ho rˇeteˇzce.
Cˇa´st prˇ´ıkaz˚u jazyka prˇij´ıma´ rˇeteˇzce jako sve´ argumenty a slouzˇ´ı k dalˇs´ı manipulaci s
nimi. Do te´to skupiny patrˇ´ı prˇ´ıkazy pro zjiˇsteˇn´ı velikosti pole, konverze na cele´ cˇ´ıslo apod.
Datovy´ typ pole
Operace popsane´ v te´to cˇa´sti jsou aplikovatelne´ na jaky´koli datovy´ typ z mnozˇiny: int[],
int[][], string[], string[][]. Tyto datove´ typy popisuj´ı dynamicke´ pole promeˇnne´
velikosti. Veˇtsˇina operac´ı nad teˇmito typy je definova´na jako prˇ´ıkazy, tj. funkce, ktere´
pozˇaduj´ı pole jako argument.
Konstantn´ı pole se v jazyce zapisuje s vyuzˇit´ım prˇ´ıkazu array, nebo prˇ´ıkazu empty
na´sleduj´ıc´ım zp˚usobem.
int[] int_a = array(1,2,3),
int_a_empty = empty();
int[][] int_aa = array(
array(1,2,3),
array(4,5,6),
array(7,8,9)
);
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string[] str_a = array("str0","str1","str2");
string[][] str_aa = array(
array("str0","str1","str2"),
array("str3","str4","str5")
);
Z prˇ´ıkladu je zrˇejme´ zˇe prˇ´ıkaz empty definuje pra´zdne´ pole libovolne´ho typu a jeho
prˇiˇrazen´ım do promeˇnne´ obsahuj´ıc´ı neˇjake´ pole bude obsah pole promeˇnne´ odstraneˇn a
nastaven na pra´zdne´ pole.
Konstantn´ı pole je definova´no prˇ´ıkazem array, ktery´ prˇij´ıma´ neomezeny´ pocˇet kon-
stantn´ıch argument˚u stejne´ho typu, a po jeho uzavrˇen´ı je vytvorˇeno konstantn´ı pole teˇchto
prˇijaty´ch typ˚u.
Na´sleduje seznam operac´ı pracuj´ıc´ıch s datovy´mi typy popisuj´ıc´ımi pole. Stejneˇ jako v
prˇedchoz´ıch prˇ´ıpadech jsou zobrazeny oba druhy identifikac´ı operac´ı.
• set = - prˇiˇrad´ı leve´mu operandu hodnotu prave´ho operandu, levy´ operand mus´ı by´t
promeˇnna´, vrac´ı odkaz na promeˇnnou.
• swap <=> - zameˇn´ı hodnoty dvou operand˚u, zˇadny´ z operand˚u nesmı´ by´t konstantn´ı,
vrac´ı novou hodnotu prvn´ıho operandu.
• compare == - porovna´ hodnoty operand˚u, vrac´ı 1 pokud jsou shodne´, v opacˇne´m
prˇ´ıpadeˇ vrac´ı 0.
• neg_compare != - porovna´ hodnoty operand˚u, vrac´ı 1 pokud nejsou shodne´, v opacˇne´m
prˇ´ıpadeˇ vrac´ı 0.
• get_element [] - vrac´ı prvek pole na za´kladeˇ celocˇ´ıselne´ hodnoty urcˇuj´ıc´ı jeho pozici
v poli.
• last_of last - vrac´ı posledn´ı prvek v poli.
• tail_of tail[] - vrac´ı prvek pole na za´kladeˇ celocˇ´ıselne´ hodnoty urcˇuj´ıc´ı jeho pozici
v poli pocˇ´ıtanou od konce pole.
Velka´ cˇa´st prˇ´ıkaz˚u, zapisovany´ch jako funkce je urcˇena pro pra´ci s datovy´mi typy repre-
zentuj´ıc´ı pole jednodusˇsˇ´ıch datovy´ch typ˚u.
6.3 Prˇ´ıkazy jazyka
Do te´to skupiny patrˇ´ı prˇ´ıkazy, ktere´ se v jazyce zapisuj´ı jako vola´n´ı funkc´ı v jazyce C.
Je nevhodne´ jim rˇ´ıkat funkce, protozˇe jazyk nepodporuje zˇa´dnou metodu, kterou by bylo
mozˇne´ definovat funkce, a popisovane´ za´pisy jsou prˇ´ımo vestaveˇny do syntaxe ko´du. Syntaxi
za´pisu prˇ´ıkaz˚u je jednoduche´ meˇnit1 a neˇkolikra´t se tak stalo v pr˚ubeˇhu vy´voje. Pu˚vodn´ı
za´pis byl podobny´ vola´n´ı metod objekt˚u v jazyce C, ale protozˇe vzbuzoval dojem zˇe jazyk
neˇjaky´m zp˚usobem podporuje objekty tak byl nahrazen da´le popsany´m za´pisem.
Na´sleduje seznam jednotlivy´ch prˇ´ıkazu s jejich strucˇny´m popisem. V popisu prˇ´ıkaz˚u
bude pouzˇita konvence pro za´pis pozˇadovany´ch typ˚u argument˚u prˇ´ıkazu s na´sleduj´ıc´ım
vy´znamem: <any> - jaky´koli typ, <array> - typ obsahuj´ıc´ı pole prvk˚u, <array_type> - typ
1Definice syntaxe je popsa´na ve znakove´m rˇeteˇzci.
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obsazˇeny´ v poli, ... - libovolny´ pocˇet argument˚u prˇedcha´zej´ıc´ıho typu, | - opera´tor or pro
vy´beˇr jednoho typu z mnozˇiny.
• out( <any> , ... ) - vyp´ıˇse hodnotu vsˇech argument˚u v zadane´m porˇad´ı na stan-
dardn´ı vy´stup.
• assert( int ) - zkontroluje logickou hodnotu prˇedane´ho argumentu, pokud je ne-
pravdiva´ zobraz´ı na standardn´ı vy´stup chybovou zpra´vu obsahuj´ıc´ı rˇa´dek na ktere´m
se tento prˇ´ıkaz nacha´z´ı a rˇeteˇzec, ktery´m je zapsa´n jeho argument.
• substr( string , int , int ) - vytvorˇ´ı podrˇeteˇzec z rˇeteˇzce v prvn´ım argumentu
zacˇ´ınaj´ıc´ı na pozici popsane´ druhy´m argumentem o de´lce, kterou uda´va´ trˇet´ı argu-
ment.
• format( string , int[] ) - forma´tuje tzv. escape sekvence v rˇeteˇzci popsane´m
prvn´ım argumentem. Druhy´ argument je pole typ˚u int, ktere´ mus´ı mı´t minima´ln´ı
de´lku 3 a pocˇet jeho prvk˚u mus´ı by´t lichy´. V tomto poli prvn´ı cˇ´ıslo popisuje es-
cape znak, a na´sleduj´ıc´ı dvojice znaku znak vyskytuj´ıc´ı se za escape znakem a znak,
ktery´m se tato dvojice nahrad´ı. Pokud se nacha´z´ı za escape znakem znak, ktery´ se
da´le nenacha´z´ı v popisu ohla´s´ı se chyba.
• rule_body( int ) - z´ıska´ rˇeteˇzec popisuj´ıc´ı termina´ln´ı symbol v pravidle u ktere´ho
se tento se´manticky´ ko´d nacha´z´ı na pozici urcˇene´ parametrem prˇ´ıkazu.
• line_cnt() - z´ıska´ cˇ´ıslo rˇa´dku rozkla´dane´ho ko´du na ktere´m se prova´d´ı redukce
pravidla, k neˇmuzˇ je prˇiˇrazen se´manticky´ ko´d obsahuj´ıc´ı tento prˇ´ıkaz.
• to_int( string ) - zkonvertuje rˇeteˇzec na cele´ cˇ´ıslo.
• to_string( int ) - zkonvertuje cele´ cˇ´ıslo na rˇeteˇzec.
• empty() - vytvorˇ´ı pra´zdne´ pole, prˇiˇraditelne´ do pole libovolne´ho typu.
• array( <array_type> , ... ) - vytvorˇ´ı konstantn´ı pole, jehozˇ typ se rozhodne
podle prˇedany´ch argument˚u. Argumenty nesmı´ by´t v´ıcerozmeˇrne´ pole.
• size ( string | <array> ) - z´ıska´ velikost rˇeteˇzce, nebo aktua´ln´ı pocˇet prvk˚u v
poli.
• push ( <array> , <array_type> ) - vlozˇ´ı na konec pole popsane´ho prvn´ım argu-
mentem, hodnotu danou druhy´m argumentem.
• pop( <array> ) - Vyzvedne z pole prvek nacha´zej´ıc´ı se na jeho konci. Pole mus´ı
obsahovat nejme´neˇ jeden prvek.
• remove( <array> , int ) - odstran´ı z konce pole popsane´ho prvn´ım argumentem
pocˇet prvk˚u urcˇeny´ druhy´m argumentem. Podobneˇ jako u prˇ´ıkazu pop je nutne´ aby
pole obsahovalo minima´lneˇ takovy´ pocˇet prvk˚u, ktery´ se pozˇaduje k odstraneˇn´ı.
• get_idx( <array> , <array_type> ) - nalezne v poli obsazˇene´m v prvn´ım argu-
mentu pozici prvn´ıho prvku, ktery´ ma´ stejnou hodnotu jako druhy´ argument prˇ´ıkazu,
pokud tento prvek v poli nen´ı obsazˇen vra´t´ı prˇ´ıkaz hodnotu -1.
• get_next_idx( <array> , <array_type> , int ) - pln´ı stejnou funkci jako prˇ´ıkaz
get_idx s t´ım rozd´ılem zˇe vyhleda´va´ prvek od pozice urcˇene´ trˇet´ım argumentem.
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last tail int
string if fi
else do while
Tabulka 6.1: Seznam kl´ıcˇovy´ch slov.
6.4 Rˇı´zen´ı toku programu
Rˇ´ızen´ı toku programu v jazyce se´manticky´ch podprogramu˚ podporuje obvykle´ metody,
ktery´mi jsou podmı´nky a cykly. V jazyce nen´ı mozˇne´ explicitneˇ vytva´rˇet bloky ko´du, ty je
mozˇne´ vytvorˇit jen jako soucˇa´sti podmı´nky, nebo cyklu. V tabulce 6.1. se nacha´z´ı seznam
kl´ıcˇovy´ch slov jazyka, cˇa´st z teˇchto slov je pouzˇ´ıvana´ prˇi rˇ´ızen´ı toku programu. V seznamu
kl´ıcˇovy´ch slov se nenacha´z´ı vy´sˇe popsane´ prˇ´ıkazy jazyka.
Veˇtven´ı toku programu
K rozdeˇlova´n´ı toku programu v za´vislosti na splneˇn´ı podmı´nky se vyuzˇ´ıvaj´ı kl´ıcˇova´ slova
if, else a fi. Na´sleduje za´pis obycˇejne´ podmı´nky.
if <expression>
<command>
...
fi
Tento za´pis znamena´ zˇe se posloupnost prˇ´ıkaz˚u <command> provede pokud je podmı´nka
<expression> platna´. Stejneˇ jako v jiny´ch jazyc´ıch se kl´ıcˇove´ slovo else v tomto jazyku
pouzˇ´ıva´ k oznacˇen´ı ko´du, ktery´ se ma´ prove´st prˇi neplatnosti podmı´nky. Na´sleduje za´pis
podmı´nky s kl´ıcˇovy´m slovem else.
if <expression>
<command>
...
else
<command>
...
fi
Za´pis smycˇek toku programu
Protozˇe byl jazyk navrhova´n za u´cˇelem za´pisu syntakticky´ch podprogramu˚ autorem, obsa-
huje pouze jeden druh za´pisu cykl˚u. T´ım je cyklus s testem podmı´nky na konci. Cyklus s
testem na zacˇa´tku a cyklus for je jednoduche´ pomoc´ı tohoto cyklu nahradit. (Za´pis teˇchto
cykl˚u t´ımto zp˚usobem v jazyce C vede v prˇ´ıpadeˇ bez optimalizac´ı k efektivneˇjˇs´ımu ko´du,
nemluveˇ o predikci procesor˚u prˇi skoku zpeˇt, proto je autor s nimi natolik szˇity´ zˇe jine´ typy
smycˇek nepouzˇ´ıva´ :). K za´pisu cyklu v jazyce se´manticky´ch podprogramu˚ slouzˇ´ı kl´ıcˇove´
slova do a while. Na´sleduje za´pis cyklu s podmı´nkou na konci.
do
<command>
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...
while <expression>;
Teˇlo cyklu tvorˇene´ posloupnost´ı prˇ´ıkaz˚u se provede pokazˇde´ alesponˇ jednou, dalˇs´ı pr˚uchody
se prova´deˇj´ı dokud je podmı´nka <expression> pravdiva´.
6.5 Prˇ´ıklad za´pisu operace v jazyce
Na´sleduj´ıc´ı prˇ´ıklad demonstruje pouzˇit´ı jazyka se´manticky´ch podprogramu˚. V tomto za´pisu
je zobrazen popis pravidla prˇij´ımaj´ıc´ıho rˇeteˇzcovou konstantu vyuzˇ´ıvany´ v na´vrhu skripto-
vac´ıho jazyka (viz. n´ızˇe).
0 <A> -> string ->>
1 {
2 c_name = rule_body(0);
3
4 if (c_idx = get_idx(string_consts,c_name)) == -1
5 push(string_consts,c_name);
6 c_idx = size(string_consts) - 1;
7 fi
8
9 $out("const:string:",c_name,":",c_idx,"\n"); $FIXME
10 push(var_type_stack,vt_const);
11 push(tmp_exp_graph,i_string_const);
12 push(tmp_exp_graph,c_idx);
13 }
Tento ko´d popisuje jedno pravidlo, rozkladove´ gramatiky jazyka, ktery´m je redukce
termina´lu popisuj´ıc´ıho rˇeteˇzcovou konstantu na netermina´l oznacˇuj´ıc´ı nejnizˇsˇ´ı prvek v hi-
erarchii vy´raz˚u. Samotny´ se´manticky´ ko´d je uzavrˇen mezi slozˇeny´mi za´vorkami (z tohoto
d˚uvodu nemohou by´t slozˇene´ za´vorky pouzˇ´ıva´ny v jazyce se´manticky´ch podprogramu˚).
Vy´znam tohoto ko´du je na´sleduj´ıc´ı. Do promeˇnne´ c_name se nacˇte rˇeteˇzec popisuj´ıc´ı
termina´l na vstupu. Nalezne se pozice rˇeteˇzce c_name v poli obsahuj´ıc´ım jme´na vsˇech kon-
stantn´ıch rˇeteˇzc˚u doposud nacˇteny´ch ze vstupn´ıho souboru, a ulozˇ´ı se do promeˇnne´ c_idx.
Pokud nebyl rˇeteˇzec v poli nalezen vlozˇ´ı se do neˇj a promeˇnna´ c_idx je nastavena na jeho
pozici (tj. velikost pole mı´nus 1). Na´sleduje zakomentovany´ vy´stup na standardn´ı vy´stup.
Do pole uchova´vaj´ıc´ı typy dat na za´sobn´ıku (pro kontrolu prˇi redukci operac´ı) se vlozˇ´ı hod-
nota oznacˇuj´ıc´ı konstantu. Nakonec se do pole popisuj´ıc´ıho graf vytva´rˇene´ho vy´razu vlozˇ´ı
informace identifikuj´ıc´ı rˇeteˇzcovou konstantu a jej´ı pozice v poli rˇeteˇzcovy´ch konstant.
Z prˇ´ıkladu je zrˇejme´ zˇe se´manticke´ programy neslouzˇ´ı pouze k jednoduche´ kontrole
se´manticke´ spra´vnosti za´pisu, ale jsou vyuzˇ´ıva´ny pro generova´n´ı struktur popisuj´ıc´ıch sa-
motny´ vy´sledek prˇekladu programu.
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Kapitola 7
Navrzˇeny´ jazyk pro zpracova´n´ı
obrazu
Skriptovac´ı jazyk urcˇeny´ pro zpracova´n´ı obrazu je navrzˇen jen cˇa´stecˇneˇ, jeho popis je
vytva´rˇen jako vstupn´ı soubor implementovane´ho programu, ktery´ je schopny´ prˇekladacˇ
tohoto jazyka interpretovat, nebo vytvorˇit jeho zdrojovy´ soubor v jazyce C++. V te´to fa´zi
jsou v jazyce navrzˇeny za´kladn´ı struktury pro rˇ´ızen´ı toku programu a popis za´kladn´ıch
datovy´ch typ˚u.
7.1 Za´kladn´ı popis jazyka
Navrhovany´ jazyk bude slouzˇit jako skriptovac´ı jazyk pro zjednodusˇen´ı za´pisu a definova´n´ı
obrazovy´ch operac´ı. Jazyk bude netypovany´. Vy´sledky prˇekladu tohoto jazyka budou: by-
tovy´ ko´d umozˇnˇuj´ıc´ı snadnou interpretaci, nebo popis grafove´ho za´pisu toku programu,
nad ktery´m budou prova´deˇny optimalizacˇn´ı u´kony. Vy´sledkem na´vrhu tohoto jazyka by
meˇl by´t jazyk umozˇnˇuj´ıc´ı snadny´ popis operac´ı s obrazem, jaky´mi jsou naprˇ´ıklad: nacˇ´ıta´n´ı
obraz˚u z datovy´ch u´lozˇiˇst’, operace nad obrazy (naprˇ: r˚uzne´ typy filtr˚u, kombinova´n´ı v´ıce
obraz˚u, statistika informac´ı v obraze apod.), konverze obrazovy´ch forma´t˚u a jejich opeˇtovne´
ukla´da´n´ı na datova´ u´lozˇiˇsteˇ, prˇ´ıpadneˇ zobrazova´n´ı na k tomu urcˇeny´ch zarˇ´ızen´ıch. Jedna´ se
o na´vrh jazyka umozˇnuj´ıc´ıho za´pis teˇchto operac´ı ne jejich realizaci, vy´sledkem prˇekladu ja-
zyka, prˇ´ıpadneˇ prˇekladu optimalizovane´ho grafu bude ko´d popisuj´ıc´ı n´ızkou´rovnˇove´ operace
realizovane´ naprˇ´ıklad na specia´ln´ım hardwaru, nebo jiny´m softwarem.
Popis implementace prˇekladacˇe jazyka
Prˇekladacˇ tohoto jazyka je realizova´n jako vstupn´ı soubor implementovane´ho programu,
obsahuj´ıc´ı popis jazyka na u´rovni regula´rn´ıch vy´raz˚u, rozkladovy´ch gramatik a se´manticky´ch
podprogramu˚. Tvar tohoto vstupn´ıho souboru je popsa´n v podkapitole 5.1.
Z popisu prˇekladacˇe jazyka vytvorˇ´ı (Za prˇedpokladu bezchybnosti tohoto popisu) im-
plementovany´ program samotny´ prˇekladacˇ, reprezentovany´ daty v pameˇti programu. Takto
vytvorˇenou reprezentaci prˇekladacˇe je mozˇne´ pouzˇ´ıt k prˇekladu zdrojovy´ch souboru navrho-
vane´ho jazyka. Vytvorˇeny´ prˇekladacˇ je mozˇne´ take´ ulozˇit do bina´rn´ıho souboru, ze ktere´ho
je mozˇne´ tento prˇekladacˇ nacˇ´ıst prˇi pozˇadavku na prˇelozˇen´ı jine´ho zdrojove´ho souboru.
Dalˇs´ı mozˇnost´ı jak vyuzˇ´ıt takto vytvorˇeny´ prˇekladacˇ je vygenerovat zdrojovy´ soubor v ja-
zyce C++, implementuj´ıc´ı popsany´ prˇekladacˇ bez jaky´chkoli nadbytecˇny´ch funkc´ı. Posledn´ı
popsana´ mozˇnost nen´ı jesˇteˇ kompletneˇ implementova´na, zdrojovy´ soubor a program, ktery´
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vznikne jeho prˇelozˇen´ım popisuj´ı zat´ım jen lexika´ln´ı a syntaktickou analy´zu jazyka, bez
prˇ´ıslusˇny´ch se´manticky´ch operac´ı.
7.2 Datove´ typy jazyka
Na rozd´ıl od jazyka urcˇene´ho pro popis se´manticky´ch podprogramu˚, ktery´ byl navrhova´n s
pozˇadavkem na rychlou interpretaci, navrhovany´ jazyk pro zpracova´n´ı obrazu je vytva´rˇen
jako na´stroj pro zjednodusˇen´ı slozˇity´ch operac´ı. Z vy´sˇe popsane´ho d˚uvodu nen´ı tento jazyk
typovany´ a promeˇnne´ tohoto jazyka si v pr˚ubeˇhu interpretace ponesou popis datove´ho typu
sebou.
V soucˇasne´ fa´zi na´vrhu jsou do jazyka zahrnuty na´sleduj´ıc´ı za´kladn´ı datove´ typy.
• int - datovy´ typ popisuj´ıc´ı zname´nkove´ cele´ cˇ´ıslo. V jazyce popisuje i logickou hod-
notu, ktera´ je pravdiva´ pokud nen´ı rovna nule.
• float - slouzˇ´ı k popisu cˇ´ısla s plovouc´ı rˇa´dovou cˇa´rkou.
• string - popisuje znakovy´ rˇeteˇzec vcˇetneˇ za´kladn´ıch operac´ı nad rˇeteˇzci.
Protozˇe je jazyk netypovany´, nen´ı mozˇne´ v pr˚ubeˇhu prˇekladu jazyka (do intermedia´rn´ıho
ko´du) prova´deˇt typovou kontrolu operac´ı. Z tohoto d˚uvodu nebude na´sledovat popis operac´ı
prˇiˇrazeny´ k jednotlivy´m typ˚um, ale jen popis jednotlivy´ch operac´ı, kde se u kazˇde´ z nich
bude nacha´zet vy´cˇet typ˚u, na ktere´ je mozˇne´ tuto operaci aplikovat. Seznam za´kladn´ıch
operac´ı nad datovy´mi typy na´sleduje.
• set = - prˇiˇrad´ı leve´mu operandu hodnotu prave´ho operandu, levy´ operand mus´ı by´t
promeˇnna´, vrac´ı odkaz na promeˇnnou. Pracuje nad vsˇemi datovy´mi typy.
• add_set += - prˇicˇte k leve´mu operandu hodnotu prave´ho operandu, levy´ operand
mus´ı by´t promeˇnna´, vrac´ı odkaz na promeˇnnou. Pracuje nad datovy´mi typy int a
float.
• sub_set -= - odecˇte od leve´ho operandu hodnotu prave´ho operandu, levy´ operand
mus´ı by´t promeˇnna´, vrac´ı odkaz na promeˇnnou. Pracuje nad datovy´mi typy int a
float.
• mul_set *= - vyna´sob´ı levy´ operand hodnotou prave´ho operandu, levy´ operand mus´ı
by´t promeˇnna´, vrac´ı odkaz na promeˇnnou. Pracuje nad datovy´mi typy int a float.
• div_set /= - podeˇl´ı levy´ operand hodnotou prave´ho operandu, levy´ operand mus´ı
by´t promeˇnna´, vrac´ı odkaz na promeˇnnou. Pracuje nad datovy´mi typy int a float.
• mod_set %= - nastav´ı levy´ parametr na zbytek po deˇlen´ı, leve´ho parametru pravy´m
parametrem, levy´ parametr mus´ı by´t promeˇnna´, vrac´ı odkaz na promeˇnnou. Pracuje
nad datovy´m typem int.
• and && - provede logickou operaci and nad operandy, vrac´ı hodnotu 1 v prˇ´ıpadeˇ
pravdivosti obou operand˚u, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0. Pracuje nad vsˇemi datovy´mi
typy.
• or || - provede logickou operaci or nad operandy, vrac´ı hodnotu 1 pokud je alesponˇ
jeden operand pravdivy´ jinak vrac´ı 0. Pracuje nad vsˇemi datovy´mi typy.
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• equal == - Porovna´ hodnoty operand˚u, vrac´ı 1 pokud jsou shodne´, v opacˇne´m prˇ´ıpadeˇ
vrac´ı 0. Pracuje nad vsˇemi datovy´mi typy.
• not_equal != - Porovna´ hodnoty operand˚u, vrac´ı 1 pokud nejsou shodne´, v opacˇne´m
prˇ´ıpadeˇ vrac´ı 0. Pracuje nad vsˇemi datovy´mi typy.
• greater > - Porovna´ hodnoty operand˚u, vrac´ı 1 kdyzˇ je prvn´ı operand veˇtsˇ´ı nezˇ
druhy´, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0. Pracuje nad datovy´mi typy int a float.
• less < - Porovna´ hodnoty operand˚u, vrac´ı 1 kdyzˇ je prvn´ı operand mensˇ´ı nezˇ druhy´,
v opacˇne´m prˇ´ıpadeˇ vrac´ı 0. Pracuje nad datovy´mi typy int a float.
• greater_equal >= - Porovna´ hodnoty operand˚u, vrac´ı 1 kdyzˇ je prvn´ı operand veˇtsˇ´ı
nebo stejny´ jako druhy´ operand, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0. Pracuje nad datovy´mi
typy int a float.
• less_equal <= - Porovna´ hodnoty operand˚u, vrac´ı 1 kdyzˇ je prvn´ı operand mensˇ´ı
nebo stejny´ jako druhy´ operand, v opacˇne´m prˇ´ıpadeˇ vrac´ı 0. Pracuje nad datovy´mi
typy int a float.
• add + - secˇte hodnoty operand˚u, vrac´ı soucˇet. Pracuje nad datovy´mi typy int a
float.
• sub - - odecˇte od prvn´ıho operandu druhy´ operand, vrac´ı rozd´ıl. Pracuje nad da-
tovy´mi typy int a float.
• conc . - provede konkatenaci rˇeteˇzc˚u popsany´ch operandy, vrac´ı vy´sledek konkate-
nace. Pracuje nad datovy´m typem string.
• mul * - vyna´sob´ı mezi sebou operandy, vrac´ı soucˇin. Pracuje nad datovy´mi typy int
a float.
• div / - vydeˇl´ı hodnotu prvn´ıho operandu hodnotou druhe´ho operandu, vrac´ı pod´ıl.
Pracuje nad datovy´mi typy int a float.
• mod % - vydeˇl´ı hodnotu prvn´ıho operandu hodnotou druhe´ho operandu, vrac´ı zbytek
po deˇlen´ı. Pracuje nad datovy´m typem int.
• post_inc ++ - lze aplikovat jen na promeˇnne´, zvy´sˇ´ı hodnotu promeˇnne´ o 1, vrac´ı
p˚uvodn´ı hodnotu promeˇnne´. Pracuje nad datovy´mi typy int a float.
• post_dec -- - lze aplikovat jen na promeˇnne´, sn´ızˇ´ı hodnotu promeˇnne´ o 1, vrac´ı
p˚uvodn´ı hodnotu promeˇnne´. Pracuje nad datovy´mi typy int a float.
• pre_inc ++ - lze aplikovat jen na promeˇnne´, zvy´sˇ´ı hodnotu promeˇnne´ o 1, vrac´ı odkaz
na promeˇnnou. Pracuje nad datovy´mi typy int a float.
• pre_dec -- - lze aplikovat jen na promeˇnne´, sn´ızˇ´ı hodnotu promeˇnne´ o 1, vrac´ı odkaz
na promeˇnnou. Pracuje nad datovy´mi typy int a float.
• invert - - vrac´ı opacˇnou hodnotu operandu. Pracuje nad datovy´mi typy int a float.
Tento seznam definovany´ch operac´ı bude rozsˇiˇrova´n v za´vislosti na noveˇ prˇidany´ch da-
tovy´ch typech.
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fun if
else do
while break
continue
Tabulka 7.1: Seznam kl´ıcˇovy´ch slov.
7.3 Rˇı´zen´ı toku programu
Rˇ´ızen´ı toku programu v navrzˇene´m jazyce podporuje pokud je to mozˇne´ (viz. funkce) shodne´
konstrukce jako jazyk C. Mezi tyto patrˇ´ı konstrukce umozˇnˇuj´ıc´ı veˇtven´ı toku programu,
konstrukce umozˇnˇuj´ıc´ı vytva´rˇen´ı cykl˚u a konstrukce ukoncˇen´ı a pokracˇova´n´ı v cyklu. V
tabulce 7.1. se nacha´z´ı seznam kl´ıcˇovy´ch slov, ktere´ zat´ım navrzˇeny´ jazyk akceptuje.
Vytva´rˇen´ı blok˚u ko´du
V ko´du je mozˇne´ jakoukoli posloupnost prˇ´ıkaz˚u uzavrˇ´ıt do slozˇeny´ch za´vorek a t´ımto
zp˚usobem ji oznacˇit jako jednotny´ celek, ktery´ se da´le povazˇuje za jeden jednoduchy´ prˇ´ıkaz.
{
<command>
<command>
...
<command>
}
Tento za´pis je cˇasto vyuzˇ´ıva´n v podmı´nka´ch, nebo cyklech, kdyzˇ je potrˇeba vykonat
slozˇiteˇjˇs´ı podmı´neˇnou operaci, ktera´ by se nedala popsat jen jedn´ım prˇ´ıkazem. Take´ je
samozrˇejmost´ı prˇi definici funkce, nemeˇlo by velky´ smysl vytva´rˇet funkci pro jeden prˇ´ıkaz.
Veˇtven´ı toku programu
K rozdeˇlen´ı toku programu v za´vislosti na testovane´ podmı´nce se vyuzˇ´ıva´ za´pis obsahuj´ıc´ı
kl´ıcˇove´ slova if a else. Za´pis jednoduche´ podmı´nky vypada´ na´sledovneˇ:
if ( <expresion> ) <command>
Kde za´stupne´ slovo <expression> bude nahrazeno vy´razem urcˇuj´ıc´ım podmı´nku k vy-
hodnocen´ı. Slovo <command> zastupuje prˇ´ıkaz urcˇeny´ k proveden´ı pokud bude podmı´nka
vyhodnocena jako pravdiva´. Stejneˇ jako v jiny´ch jazyc´ıch je mozˇne´ definovat ktery´ prˇ´ıkaz
se ma´ prove´st i prˇi neplatnosti podmı´nky, tento za´pis na´sleduje:
if ( <expression> ) <command>
else <command>
Vy´znam za´stupny´ch slov v za´pisu je stejny´ jako v prˇedchoz´ım prˇ´ıpadeˇ. Prˇ´ıkaz za-
stoupeny´ slovem <command> za kl´ıcˇovy´m slovem else bude vykona´n v prˇ´ıpadeˇ neplatne´
podmı´nky.
Dalˇs´ı mozˇnosti veˇtven´ı programu bude nab´ızet tzv. prˇep´ınacˇ jehozˇ za´pis bude pokud
mozˇno stejny´ jako v jazyce C. Bude vyuzˇ´ıvat kl´ıcˇova´ slova switch, case, default a break.
Tento za´pis bude vypadat na´sledovneˇ.
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switch( <expression> ) {
case <const_exp> :
<command>
...
case <const_exp> :
<command>
...
break;
...
default :
<command>
...
}
V tomto za´pisu oznacˇuje slovo <expression> vy´raz, jehozˇ hodnota se bude testovat.
Tok programu povede prˇes prvn´ı vy´skyt case (Pokud je alesponˇ jeden zapsa´n) postupneˇ
azˇ k posledn´ımu, prˇ´ıpadneˇ k slovu default. Pokud nebyl zˇa´dny´ z prˇedcha´zej´ıc´ıch vy´raz˚u
<const_exp> shodny´ s testovany´m vy´razem tak se testuje hodnota konstantn´ıho vy´razu
u na´sleduj´ıc´ıho za´pisu case. Pokud je rovnost pravdiva´ spousˇt´ı se seznam prˇ´ıkaz˚u defi-
novany´ch pod t´ımto vy´razem. Pokud jizˇ byl neˇjaky´ prˇedchoz´ı test pravdivy´ prova´d´ı se
vsˇechny ko´dy za´pis˚u case jizˇ bez dalˇs´ıch test˚u na rovnost. Kdyzˇ doraz´ı tok programu k
za´pisu default, ke spusˇteˇn´ı pod n´ım definovane´ mnozˇiny prˇ´ıkaz˚u dojde bez testu. Takovy´
pr˚uchod za´pisem prˇep´ınacˇe je prˇerusˇen pokud tok programu naraz´ı na kl´ıcˇove´ slovo break,
ktere´ znacˇ´ı zˇe program bude pokracˇovat na prvn´ım prˇ´ıkazu za prˇep´ınacˇem (uvazˇuje se o
vytvorˇen´ı odliˇsnosti od jazyka C a nahrazen´ı prˇ´ıkazu break jiny´m kl´ıcˇovy´m slovem, ktere´
bude umozˇnˇovat opusˇteˇn´ı smycˇky na za´kladeˇ testu v prˇep´ınacˇi pouzˇit´ım pra´veˇ slova break).
Pr˚uchod prˇ´ıkazem switch popsany´m v uka´zce jeho za´pisu je zobrazen na obra´zku 7.1.
Tento prˇ´ıkaz zat´ım nen´ı v popisu jazyka definova´n.
Za´pis smycˇek toku programu
Jazyk v te´to fa´zi definuje za´kladn´ı typy cykl˚u, ktery´mi jsou cyklus s podmı´nkou na konci (tj.
nastane minima´lneˇ jedno proveden´ı teˇla cyklu), a cyklus s podmı´nkou na zacˇa´tku. Prˇi za´pisu
teˇchto cykl˚u se pouzˇ´ıvaj´ı kl´ıcˇove´ slova while a do. Nasleduje Za´pis cyklu s podmı´nkou na
zacˇa´tku:
while ( <expression> ) <command>
Kde slovo <expression> nahrazuje vy´raz, jehozˇ nesplneˇn´ım cyklus koncˇ´ı, a slovo <command>
popisuje podprogram prova´deˇny´ jako teˇlo cyklu. Za´pis cyklu s podmı´nkou na konci vypada´
na´sledovneˇ:
do <command> while ( <expression> );
Kde maj´ı za´stupne´ slova <command> a <expression> stejny´ vy´znam jako v prˇedchoz´ım
typu cyklu.
Dalˇs´ım cyklem, ktery´ bude do popisu jazyka prˇida´n bude pravdeˇpodobneˇ obl´ıbeny´,
tzv. pocˇ´ıtany´ cyklus s na´zvem for. Po prˇesneˇjˇs´ım urcˇen´ı datovy´ch typ˚u, implementuj´ıc´ıch
kontejnery bude mozˇne´ zave´st i cykly foreach apod. zna´me z jazyka Perl.
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Obra´zek 7.1: Prˇ´ıkaz switch.
Kazˇdy´ cyklus stejneˇ jako v jazyce C reaguje na kl´ıcˇove´ slova break a continue. Prˇi za´pisu
kl´ıcˇove´ho slova break je na jeho pozici rˇecˇeno zˇe ko´d bude na´sledovat bezprostrˇedneˇ za
prvn´ım cyklem ve ktere´m je tento za´pis zanorˇeny´. Ko´d mezi slovem break a zbytkem ko´du
do konce cyklu bude prˇeskocˇen. Prˇi za´pisu slova continue bude na´sleduj´ıc´ım spusˇteˇny´m
prˇ´ıkazem testovana´ podmı´nka prvn´ıho cyklu, ve ktere´m je tento ko´d zanorˇen. Stejneˇ jako
v prˇedchoz´ım prˇ´ıpadeˇ ko´d mezi kl´ıcˇovy´m slovem a koncem cyklu nehraje dalˇs´ı roli (Jedna´
se v podstateˇ o skok v programu).
Definova´n´ı a vola´n´ı funkc´ı
Mechanizmus definova´n´ı funkc´ı nen´ı shodny´ s jazykem C, z toho d˚uvodu zˇe navrhovany´
jazyk neobsahuje typovane´ promeˇnne´ a nelze definovat typ na´vratove´ hodnoty funkce. V
definici se vyuzˇ´ıva´ kl´ıcˇove´ slovo fun a za´pis definice vypada´ na´sledovneˇ:
fun <name> ( <parm> , ... , <parm> ) <command>
V tomto za´pisu je slovo <name> nahrazeno jme´nem funkce, kazˇde´ slovo <parm> unika´tn´ım
jme´nem parametru funkce a za´stupne´ slovo <command> prˇ´ıkazem urcˇeny´m k proveden´ı prˇi
zavola´n´ı te´to funkce. Cˇasto bude prˇ´ıkaz funkce pomoc´ı blokove´ho za´pisu rozsˇ´ıˇren na blok
prˇ´ıkaz˚u.
Vola´n´ı funkce se realizuje stejny´m zp˚usobem jako v jazyce C, za´pisem jme´na funkce a
parametr˚u te´to funkce do kulaty´ch za´vorek. Takovy´ za´pis tvorˇ´ı soucˇa´st vy´razu v programu.
Struktura za´pisu na´sleduje.
... <name> ( <parm> , ... , <parm> ) ...
S vy´sledkem takto zavolane´ funkce se da´le pocˇ´ıta´ ve vy´razu, ve ktere´m se toto vola´n´ı
nacha´z´ı. Vola´n´ı funkc´ı jesˇteˇ nen´ı zaneseno v popisu jazyka.
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7.4 Prˇ´ıklad programu v jazyce
V te´to cˇa´sti bude uveden prˇelozˇitelny´ prˇ´ıklad programu v jazyce. V ra´mci kurzu GJA byla
implementova´na aplikace realizuj´ıc´ı vizualizaci grafu toku programu, jehozˇ popis vypisuje
debug vy´pis prˇekladacˇe na standardn´ı vy´stup. Obra´zek popisuj´ıc´ı graf toku programu vy-
generovane´ho prˇi prˇekladu uka´zkove´ho programu bude rovneˇzˇ na´sledovat.
0 fun factorial(x)
1 {
2 ret = 1;
3 while(x > 1) {
4 ret *= x;
5 x--;
6 }
7
8 return = ret;
9 }
Je zrˇejme´ zˇe funkce realizuje vy´pocˇet faktorialu z parametru funkce x. V za´pisu je mı´sto
kl´ıcˇove´ho slova return (ktere´ nen´ı jesˇteˇ implementova´no v popisu jazyka), vyuzˇito prˇiˇrazen´ı
do promeˇnne´ nazvane´ return.
Odlad’-ovac´ı vy´pis prˇekladacˇe prˇi prˇekladu tohoto ko´du vypada´ na´sledovneˇ.
1:1:1:0:0:1:11:factorial_1:0:1:1:x:2:3:ret:6:return:5:6:26:0:0:27:0:0:6:25:
0:0:27:0:10:7:26:0:0:25:0:0:3:4:25:0:0:21:7:26:0:1:26:0:0:0:16:0:0:3:1:1:
13:7:0:2:10:0:3:3:0:4:-1:
Jeho popis nen´ı prˇ´ıliˇs d˚ulezˇity´, Podstatne´ je jen zˇe obsahuje popis konstant, funkc´ı s
jejich parametry a promeˇnny´mi, graf˚u jednotlivy´ch vy´raz˚u a grafu toku programu. Graf
nacˇteny´ z tohoto za´pisu a zobrazeny´ programem z kurzu GJA je zobrazen na obra´zku 7.2.
Obra´zek 7.2: Graf toku programu.
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Kapitola 8
Za´veˇr
Hlavn´ım c´ılem te´to pra´ce bylo navrhnout skriptovac´ı jazyk urcˇeny´ pro zpracova´n´ı obrazu a
implementovat prˇekladacˇ, nebo interpret tohoto jazyka. Tento u´kol byl splneˇn.
• Studiem literatury a popisem prˇekladacˇ˚u a podrobnost´ı jejich na´vrhu se zaby´va´ ka-
pitola 3. Prˇekladacˇe kompila´tory a interprety.
• Na´vrhem syntaxe skriptovac´ıho jazyka urcˇene´ho pro zpracova´n´ı obrazu se zaby´va´
kapitola 7. Navrzˇeny´ jazyk pro zpracova´n´ı obrazu. Za´pis syntaxe tohoto jazyka je
vytva´rˇen jako vstupn´ı soubor implementovane´ho programu.
• Na´vrh a popis prˇekladacˇe navrzˇene´ho jazyka pro zpracova´n´ı obrazu je popsa´n v kapi-
tole 5. Navrzˇeny´ prˇekladacˇ. Dalˇs´ı ned´ılna´ soucˇa´st prˇekladacˇe, kterou je jazyk pro za´pis
se´manticky´ch podprogramu˚ je popsa´na v kapitole 6. Navrzˇeny´ jazyk se´manticky´ch
podprogramu˚.
• Shrnut´ım dosazˇeny´ch vy´sledk˚u a popisem prˇ´ıpadny´ch dalˇs´ıch mozˇnost´ı rozvoje pro-
jektu se zaby´va´ zbytek te´to kapitoly.
Popis soucˇasne´ho stavu pra´ce na´sleduje. Byl plneˇ implementova´n program umozˇnˇuj´ıc´ı
popis prˇekladacˇe pomoc´ı textove´ho souboru. S vyuzˇit´ım tohoto programu je mozˇne´ vytvorˇit
prˇekladacˇ libovolne´ho (v jisty´ch mez´ıch) jazyka, popisem jeho lexe´mu, syntakticke´ analy´zy
a za´pisem se´manticky´ch podprogramu˚. Prˇekladacˇ vygenerovany´ na za´kladeˇ tohoto souboru
mu˚zˇe vy´sˇe popsany´ program vyuzˇ´ıt k prˇekladu zdrojovy´ch soubor˚u popsane´ho jazyka, nebo
ulozˇit jeho popis do bina´rn´ıho souboru, ze ktere´ho jej mu˚zˇe pozdeˇji nacˇ´ıst. Jedina´ nedo-
koncˇena´ funkce tohoto programu je za´pis vygenerovane´ho prˇekladacˇe jako zdrojove´ho sou-
boru jazyka C++, ve ktere´m je tento prˇekladacˇ implementova´n. Generovany´ zdrojovy´ soubor
jazyka C++ zat´ım implementuje lexika´ln´ı a syntaktickou analy´zu jazyka (tzn. prˇi spusˇteˇn´ı to-
hoto programu se na vy´stupu objev´ı indexy pravidel v prave´m rozkladu vstupn´ıho rˇeteˇzce).
Jako vstup vy´sˇe uvedene´ho programu je implementova´n skriptovac´ı jazyk urcˇeny´ pro
zpracova´n´ı obrazu. Tento se nacha´z´ı ve fa´z´ı rozpracova´n´ı. Jsou navrzˇeny a implemen-
tova´ny popisy za´kladn´ıch datovy´ch typ˚u jazyka, za´pis rˇ´ızen´ı toku programu a pra´ce s funk-
cemi tohoto jazyka. V te´to fa´zi nejsou zna´my metody, ktere´ budou vyuzˇ´ıva´ny pro za´pis
vy´stupu prˇekladu programu tohoto jazyka. Jsou uvazˇova´ny na´sleduj´ıc´ı: prˇ´ıma´ komunikace
s jiny´m programem, nebo programovou soucˇa´st´ı, za´pis bytove´ho toku popisuj´ıc´ıho instrukce
k prova´deˇn´ı, nebo vy´stup popisuj´ıc´ı graf toku programu umozˇnˇuj´ıc´ı snadneˇjˇs´ı optimalizace
nad programem.
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Dalˇs´ı pra´ce na projektu by meˇla sesta´vat z dokoncˇen´ı implementace skriptovac´ıho jazyka
ve vstupn´ım souboru prova´deˇj´ıc´ım jeho popis. Rozhodnut´ı vy´stupn´ı metody v za´vislosti na
projektu RIPAC, a jej´ı implementace. Dokoncˇen´ı funkce umozˇnˇuj´ıc´ı generova´n´ı zdrojove´ho
souboru v jazyce C++ popisuj´ıc´ıho vygenerovany´ prˇekladacˇ.
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Prˇ´ıloha A
Za´kladn´ı popis programu
Program byl implementova´n jako konzolova´ aplikace (tzn. neobsahuje zˇa´dne´ graficke´ prostrˇed´ı).
Pracuje pouze jako textovy´ procesor, ktery´ nacˇte vstupn´ı soubory tyto zpracuje a vy´sledek
ulozˇ´ı opeˇt do souboru, nebo zobraz´ı na standardn´ı vy´stup.
Pouzˇite´ na´stroje
Program je zapsa´n jako prˇenositelny´ mezi r˚uzny´mi operacˇn´ımi syste´my, z tohoto d˚uvodu
nepouzˇ´ıva´ Zˇa´dne´ slozˇiteˇjˇs´ı syste´move´ na´stroje (zˇa´dne´ ani nepotrˇebuje). Program byl imple-
mentova´n a testova´n v prostrˇed´ı operacˇn´ıho syste´mu GNU/Linux.
Programovac´ım jazykem, ve ktere´m je program zapsa´n je jazyk C++. Neˇktere´ na´stroje
vyuzˇ´ıvane´ prˇi implementaci programu jsou zapsa´ny v jazyce Perl. V implementaci nen´ı
pouzˇita knihovna STL, ani trˇ´ıdy jak by´va´ obvykle´, mı´sto nich je vyuzˇit vlastn´ı zp˚usob
vytva´rˇen´ı objekt˚u obaluj´ıc´ıch data, popsany´ v prˇ´ıloze nazvane´ Sˇablony v perlu.
Na´sleduje seznam na´stroj˚u pouzˇity´ch prˇi zpracova´n´ı programu.
• bash - interpret prˇ´ıkaz˚u urcˇeny´ pro spra´vu OS GNU/Linux.
• vim - textovy´ editor, ktery´ byl pouzˇit k editova´n´ı zdrojovy´ch soubor˚u, jak v jazyce
C++ tak i dalˇs´ıch.
• gcc - GNU prˇekladacˇ programu˚ zapsany´ch v jazyce c.
• gdb - GNU debugger urcˇeny´ pro debugovan´ı programu˚ prˇekla´dany´ch kompila´torem
gcc.
• cpp - preprocesor jazyka C vyuzˇ´ıvany´ pro zjednodusˇen´ı za´pisu popisu prˇekladacˇe.
• make - program usnadnˇuj´ıc´ı prˇeklad slozˇiteˇjˇs´ıch programu˚.
• perl - interpret skript˚u zapsany´ch v jazyce Perl.
• gnome-terminal - virtua´ln´ı termina´l pouzˇ´ıvany´ v desktopove´m prostrˇed´ı GNOME.
• LATEX - jazyk vytvorˇeny´ pro za´pis dokument˚u, postaveny´ nad syste´mem TEX.
Prˇeklad programu se prova´d´ı obvykly´m zp˚usobem vyuzˇit´ım programu make a prˇeddefinovane´ho
makefile souboru. Po spusˇteˇn´ı programu make, dojde nejprve ke spojen´ı vsˇech zdrojovy´ch
souboru do jednoho, na´sledneˇ k vygenerova´n´ı struktur popisuj´ıc´ıch definovane´ objekty a
posledn´ım krokem je prˇelozˇen´ı vy´sledne´ho souboru prˇekladacˇem gcc.
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Soucˇa´sti programu
Projekt se skla´da´ ze skript˚u v perlu, ktere´ slouzˇ´ı k upraven´ı zdrojovy´ch .cc soubor˚u
prˇed prˇekladem a samotny´ch zdrojovy´ch soubor˚u jazyka C++. V projektu jsou obsazˇeny
na´sleduj´ıc´ı soubory.
• skripty v perlu
– link all.pl - linkuje vsˇechny .cc soubory do jednoho, na za´kladeˇ za´pisu %%include
<filename>.
– process.pl - prova´d´ı zpracova´n´ı jizˇ slinkovane´ho .cc souboru a generuje struk-
tury objekt˚u.
• zdrojove´ ko´dy
– main.cc - hlavn´ı soubor obsahuj´ıc´ı funkci main() ,do ktere´ho se linkuj´ı ostatn´ı
zdrojove´ soubory.
– basic.cc - soubor obsahuj´ıc´ı za´kladn´ı na´stroje, ktery´mi jsou naprˇ´ıklad assert
makra a spra´va pameˇti.
– struct.cc - obsahuje definice struktur pro pouzˇit´ı v objektech generovany´ch
skriptem.
– definitions.cc - obsahuje definice objekt˚u urcˇeny´ch pro roz-generova´n´ı skrip-
tem.
– lexical.cc - soubor, ktery´ obsahuje funkce implementuj´ıc´ı lexika´ln´ı analyza´tor.
– parser.cc - soubor obsahuj´ıc´ı funkce implementuj´ıc´ı samotny´ prˇekladacˇ.
– parse sem instr.cc - obsahuje prˇevod instrukc´ı se´manticke´ho prˇekladacˇe do
instrukc´ı popisuj´ıc´ıch i datove´ typy operand˚u.
– run sem instr.cc - popisuje ko´d spousˇteˇny´ prˇi zpracova´n´ı instrukc´ı se´manticke´ho
prˇekladacˇe.
– cc creator.cc - obsahuje ko´d, ktery´ generuje zdrojovy´ ko´d vytvorˇene´ho prˇekladacˇe
v jazyce C++.
Logicke´ rozdeˇlen´ı programu v jazyce C++ se skla´da´ ze sedmi cˇa´st´ı, jejich seznam a strucˇny´
popis na´sleduje.
• basic definitions - v souboru basic.cc, zahrnuje vlozˇen´ı hlavicˇkovy´ch souboru
knihoven jazyka C , seznam maker rˇ´ıd´ıc´ıch prˇeklad, definici konstant pouzˇ´ıvany´ch v
cele´m programu a makra assert pro kontrolu vy´pocˇtu.
• memory control - v souboru basic.cc, spravuje pameˇt’ tak, zˇe zaznamena´va´ infor-
mace o kazˇde´m prˇideˇlene´m u´seku pameˇti a jeho velikosti. K tomuto u´cˇelu definuje
funkce cmalloc a cfree. Kontrolu lze vypnout odstraneˇn´ım makra MEM_CHECK.
• basic structures - soubor struct.cc, do te´to skupiny patrˇ´ı za´kladn´ı struktury
definovane´ bez pouzˇit´ı sˇablon v Perlu. Jsou to struktury string_s a buffer_s, obeˇ
jsou zapsa´ny takovy´m zp˚usobem aby bylo mozˇne´ jejich vyuzˇit´ı jako typ˚u v sˇablona´ch.
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• lexical - soubory definitions.cc, lexical.cc, obsahuje struktury a jejich metody
pro konstrukci konecˇny´ch automat˚u za u´cˇelem rozpozna´va´n´ı element˚u v souvisle´m
textu.
• parser generator - soubory definitions.cc, parser.cc, obsahuje struktury a me-
tody generuj´ıc´ı prˇekladacˇ na za´kladeˇ popisu prˇekla´dane´ho jazyka.
• semantic parser - soubory definitions.cc, parser.cc, parse_sem_instr.cc, ob-
sahuje struktury a jejich metody, reprezentuj´ıc´ı prˇekladacˇ se´manticky´ch podprogramu˚.
Vy´sledky jeho prˇekladu jsou da´le pouzˇity v c´ılove´m prˇekladacˇi.
• parser - soubory definitions.cc, parser.cc, run_sem_instr.cc, cc_creator.cc,
definuje struktury a metody reprezentuj´ıc´ı prˇekladacˇ vytvorˇeny´ ze souboru popi-
suj´ıc´ıho tento prˇekladacˇ.
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Prˇ´ıloha B
Sˇablony v perlu
Z d˚uvodu prˇehlednosti a potrˇeby alesponˇ cˇa´stecˇne´ ohebnosti vytva´rˇene´ho ko´du byl zvolen
objektoveˇ orientovany´ prˇ´ıstup k tvorbeˇ programu. Prˇedchoz´ı verze programu byla imple-
mentova´na s vyuzˇit´ım sˇablon, tak jak je popisuje jazyk C++. To vedlo k neefektivn´ımu ko´du,
cozˇ bylo mozˇna´ zaprˇ´ıcˇineˇno i mou neznalost´ı podrobnost´ı teˇchto na´stroj˚u. Prˇi pozˇadavku
na vetsˇ´ı kontrolu nad fungova´n´ım ko´du, jsou tyto sˇablony nevhodne´, proto byl zvolen
jiny´ prˇ´ıstup k za´pisu kontejner˚u a podobny´ch struktur. Mezi tyto pozˇadavky patrˇil trˇeba
pozˇadavek na generova´n´ı rozd´ılne´ho ko´du v za´vislosti na datove´m typu obalene´m struktu-
rou.
Proto prˇed prac´ı na samotne´m prˇekladacˇi jsem vytvorˇil skript v jazyce Perl, ktery´ je
urcˇen pro zpracova´n´ı pra´veˇ takovy´ch za´pis˚u objektovy´ch kontainer˚u, ve ktery´ch se mnohe´
jejich metody opakuj´ı cˇasto jen s drobny´mi zmeˇnami. Tento skript prˇepisuje vstupn´ı soubor
na standardn´ı vy´stup s t´ım zˇe pokazˇde´ kdyzˇ naraz´ı na kl´ıcˇove´ slovo (naprˇ. %%define, %type)
zap´ıˇse na vy´stup mı´sto teˇchto slov definici a funkce nove´ho objektu.
Samotny´ skript nen´ı jen sn˚usˇkou maker, ktere´ se hloupeˇ prˇepisuj´ı jako na´hrada kl´ıcˇovy´ch
slov, ale sp´ıˇse program, ktery´ si kazˇdy´ vytvorˇeny´ objekt zapamatuje (vcˇetneˇ typu a vlast-
nost´ı) a tento je mozˇne´ pouzˇ´ıt v dalˇs´ıch definic´ıch.
Vytva´rˇene´ objekty
Vytva´rˇene´ objekty je mozˇne´ popisovat z pohledu skriptu a pohledu vytva´rˇene´ho programu.
Skriptu stacˇ´ı kdyzˇ si uchova´va´ informace potrˇebne´ pro dalˇs´ı pouzˇit´ı objektu v novy´ch
objektech. Program (programa´tor) by meˇl veˇdeˇt jak s vygenerovany´m objektem zacha´zet1
Objekt ve skriptu
Objekt nen´ı ve skriptu definova´n jako samostatny´ element, ale je sp´ıˇse popsa´n svy´mi vlast-
nostmi ulozˇeny´mi v mnozˇina´ch teˇchto vlastnost´ı pro vsˇechny elementy. Prˇi potrˇebeˇ informac´ı
o urcˇite´m typu objektu se vyhledaj´ı v teˇchto mnozˇina´ch.
Za´kladn´ımi trˇemi mnozˇinami objekt˚u jsou.
• @basic_types - obsahujici objekty, ktere´ jsou jedn´ım ze za´kladn´ıch typ˚u (naprˇ. char,
unsigned int atd.).
1Obvykle funkce typu push, swap apod.
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• @no_dynamic_types - obsahuj´ıc´ı vytvorˇene´ objekty, ktere´ ale nejsou dynamicke´ (tzn.
nealokuj´ı dynamickou pameˇt’).
• @dynamic_types - popisuj´ıc´ı vytvorˇene´ dynamicke´ objekty, ktery´mi jsou naprˇ´ıklad
rˇada, za´sobn´ık apod.
Dalˇs´ımi mnozˇinami popisuj´ıc´ımi vlastnosti objekt˚u jsou.
• @flushable_types - u vsˇech objekt˚u v te´to mnozˇineˇ je mozˇne´ omezit prˇideˇlenou
pameˇt’ na nezbytne´ mnozˇstv´ı potrˇebne´ pro objekt.
• @abbreviated_types - mnozˇina objekt˚u, ktere´ maj´ı definovane´ neˇjake´ na´hradn´ı jme´no
(zkratku),urcˇenou pro pouzˇit´ı v c´ılove´m programu.
Objekt je ve skriptu oznacˇen rˇeteˇzcem zada´vany´m v definici nove´ho objektu, z toho
d˚uvodu, aby nedocha´zelo k rozd´ıl˚um mezi objektem unsigned a unsigned int, je potrˇeba
prˇed pouzˇit´ım jme´na objektu prˇeve´zt toto jme´no na jednotnou reprezentaci. Tento prˇevod
zajiˇst’uje ve skriptu funkce jme´nem edit type, ktera´ uprav´ı jme´na za´kladn´ıch promeˇnny´ch
a take´ prˇelozˇ´ı na´hradn´ı jme´na vytvorˇeny´ch objekt˚u na jejich za´kladn´ı za´pis.
Dalˇs´ı d˚ulezˇitou funkc´ı ve skriptu je funkce get type type, ktera´ z vy´sˇe popsany´ch
mnozˇin objekt˚u vlastnosti vygeneruje celocˇ´ıselnou reprezentaci typu prˇedane´ho objektu.
Vygenerovane´ cele´ cˇ´ıslo v sobeˇ obsahuje vsˇechny informace o objektu v bitove´ reprezentaci.
Prˇedany´ objekt mus´ı by´t prˇed zpracova´n´ım touto funkc´ı jizˇ prˇeveden funkc´ı edit type.
Posledn´ı za´kladn´ı funkc´ı pro pra´ci nad typem je funkce get type name, ktera´ slouzˇ´ı
prˇevodu jme´na typu na rˇeteˇzec pouzˇity´ v zdrojove´m ko´du vy´stupn´ıho programu. Funkce
operuje pouze nad typy basic a prˇeva´d´ı jejich jme´na na zkra´cenou reprezentaci (naprˇ.
unsigned na ui), z d˚uvodu cˇitelnosti generovane´ho zdrojove´ho ko´du2.
Objekt v programu
Objekt v programu je reprezentova´n vygenerovanou strukturou, obsahuj´ıc´ı funkce, ktere´
nad n´ı operuj´ı.
Z pohledu jazyka C++ jde v podstateˇ o trˇ´ıdu a jej´ı metody. Vygenerovane´ struktury
vsˇak neobsahuj´ı zˇa´dne´ konstruktory, nebo destruktory ale obsahuji sve´ vlastn´ı API. Je
pozˇadova´n povinny´ vy´cˇet funkc´ı, ktere´ mus´ı obsahovat kazˇda´ struktura, ktera´ ma´ by´t
pouzˇita v neˇjake´m dalˇs´ım objektu.
Na´sleduje vy´cˇet teˇchto za´kladn´ıch funkc´ı s jejich strucˇny´m popisem.
• void $type::init() - prˇiprav´ı strukturu pro pouzˇit´ı, na-rozd´ıl od konstruktoru
nevytva´rˇ´ı zˇa´dne´ dynamicke´ data, sp´ıˇse je nastav´ı na hodnotu NULL a inicializuje
pocˇ´ıtadla na nulovou hodnotu. Tato funkce se vola´ pouze jednou a to hned po vy-
tvorˇen´ı objektu (tj. jeho promeˇnny´ch na za´sobn´ıku nebo alokova´n´ı instance v pameˇti).
Prˇi vytva´rˇen´ı instance objektu programa´torem za´lezˇ´ı jej´ı zavola´n´ı zase na programa´torovi.
• void $type::clear() - slouzˇ´ı k uvolneˇn´ı dynamicky´ch dat struktury z pameˇti. Po
zavola´n´ı te´to funkce se bude struktura nacha´zet ve stejne´m stavu jako po zavolan´ı
funkce init(). Opeˇt pokud se nejedna´ o objekt spravovany´ jiny´m objektem je potrˇeba
tuto funkci zavolat rucˇneˇ.
2Jme´na novy´ch objekt˚u se vytva´rˇej´ı na za´kladeˇ jmen objekt˚u, ktere´ obaluj´ı.
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• $type &$type::operator=($type &src) - zkop´ıruje hodnoty objektu stejne´ho typu
popsane´ho promeˇnnou src do tohoto typu a za´rovenˇ vra´t´ı referenci na tento objekt.
• bool $type::operator==($type &second) - porovna´ hodnoty te´to struktury a struk-
tury popsane´ promeˇnnou second a vra´t´ı hodnotu true, nebo false na za´kladeˇ toho
jestli jsou shodne´, nebo ne.
• void $type::flush all() - provede zavola´n´ı te´to funkce u vsˇech promeˇnny´ch oba-
leny´ch strukturou, ktere´ jsou typu obsazˇene´ho v mnozˇineˇ @flushable types a pote´
omez´ı velikost svy´ch dynamicky´ch struktur na minima´ln´ı potrˇebnou.
• void $type::swap($type &second) - zameˇn´ı data te´to struktury a struktury po-
psane´ promeˇnnou second, na u´rovni prohozen´ı vsˇech jejich promeˇnny´ch (tj. prohozeni
pocˇ´ıtadel, ukazatel˚u a za´kladn´ıch datovy´ch typ˚u).
• unsigned $type::save size() - vra´t´ı velikost potrˇebne´ pameˇti pro ulozˇen´ı ”obrazu”
struktury.
• void $type::save to(char **b ptr) - ulozˇ´ı obsah struktury do bufferu znak˚u, a
posune ukazatel na znaky (prˇedany´ parametrem) o pocˇet zapsany´ch znak˚u (pocˇet
zapsany´ch znak˚u mus´ı souhlasit s velikost´ı vra´cenou funkc´ı save size(), v prˇ´ıpadeˇ
zˇe se obsah struktury nezmeˇnil).
• void $type::load from(char **b ptr) - nacˇte obsah struktury z bufferu znak˚u a
posune ukazatel na znaky o prˇecˇteny´ pocˇet znak˚u. Pu˚vodn´ı obsah struktury je uvolneˇn
(veˇtsˇinou vola´n´ı funkce clear()).
• void $type::print() - vytiskne obsah struktury na standardn´ı vy´stup, v cˇitelne´m
forma´tu.
Definice objektu
Za´pis definice objektu se mu˚zˇe nacha´zet na libovolne´m mı´steˇ ve zdrojove´m souboru. Je
potrˇeba si vsˇak uveˇdomit zˇe bude nahrazen za´pisem struktury, za n´ızˇ budou na´sledovat jej´ı
metody. Strukt˚ura za´pisu definice objektu ma´ na´sleduj´ıc´ı tvar.
%%define <name>
%<param> "<value>"
...
%%end
Na´sleduje vysveˇtlen´ı symbol˚u pouzˇity´ch v popisu struktury definice objektu.
• <name> - popisuje jme´no struktury pouzˇite´ k vytvorˇen´ı nove´ho objektu (z pohledu
skriptu jme´no urcˇuje, ktera´ funkce se bude volat pro vygenerova´n´ı ko´du) mu˚zˇe naby´vat
jednu z hodnot double array, hash array, array, queue, map nebo set.
• <param> - definuje typ parametru prˇeda´vane´ho funkci generuj´ıc´ı novy´ objekt. T´ımto
za´pisem je mozˇne´ jak prˇeda´vat jme´no objektu urcˇeny´ch pro obalen´ı objektem, tak
naprˇ´ıklad definovat na´hradn´ı jme´na pro vytva´rˇenou strukturu. Parametr mu˚zˇe naby´vat
na´sleduj´ıc´ıch hodnot name, type, variable, function a fundef.
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• <value> - nahrazuje rˇeteˇzec ktery´ obsahuje hodnotu parametru.
Takova´to definice objektu bude nahrazena ko´dem popisuj´ıc´ı strukturu objektu a funkce
operuj´ıc´ı s t´ımto ko´dem. Na´sleduje popis jednotlivy´ch struktur generuj´ıc´ıch ko´d.
• double array - struktura popisuj´ıc´ı dvourozmeˇrne´ nedynamicke´ pole. Potrˇebuje jeden
parametr typu type.
• hash array - popisuje dynamicke´ pole, implementovane´ tak, aby umozˇnilo rychle´
vkla´da´n´ı prvk˚u na pra´zdne´ mı´sta (Tzn. udrzˇuje za´znamy posloupnost´ı vlozˇeny´ch a
pra´zdny´ch pol´ı). Pozˇaduje jeden parametr typu type.
• array - popisuje dynamicke´ pole, obsahuj´ıc´ı operace ekvivalentn´ı za´sobn´ıku. Pozˇaduje
jeden parametr typu type.
• queue - struktura popisuj´ıc´ı rˇadu, s obvykly´mi operacemi jako jsou insert a next.
Potrˇebuje jeden parametr typu type.
• map - struktura popisuj´ıc´ı objekt slozˇeny´ ze dvou objektu, ve ktere´m se porovna´n´ı
prova´d´ı jen podle prvn´ıho objektu. Pozˇaduje dva parametry typu type.
• set - popisuje objekt tvorˇ´ıc´ı mnozˇinu objekt˚u, ktere´ zahrnuje. Prˇij´ıma´ jeden nebo
v´ıce parametr˚u typu type.
V seznamu struktur generuj´ıc´ıch ko´d jsou popsa´ny jen argumenty, ktere´ jsou nutne´ k
vytvorˇen´ı ko´du objektu. Na´sleduje u´plny´ seznam jednotlivy´ch typ˚u argument˚u s popisem.
• name - definuje nove´ jme´no objektu, ktere´ je mozˇne´ pouzˇ´ıt prˇi definici dalˇs´ıch objekt˚u.
Teˇchto jmen je mozˇne´ definovat neomezeny´ pocˇet. Parametr nen´ı povinny´ protozˇe
objekt je mozˇne´ identifikovat jeho jedinecˇny´m jme´nem slozˇeny´m ze jmen typ˚u ktere´
obaluje. Jedinecˇne´ jme´no objektu se take´ zap´ıˇse prˇi definici struktury ve vy´sledne´m
zdrojove´m ko´du. Definovane´ jme´na se v ko´du jazyka C realizuj´ı pomoc´ı kl´ıcˇove´ho slova
typedef.
• type - definuje datovy´ typ, ktery´ bude vytva´rˇeny´ objekt obalovat. Mohou zde by´t
pouzˇity za´kladn´ı datove´ typy, nebo jizˇ vytvorˇene´ objekty. Pocˇet pozˇadovany´ch para-
metr˚u typu type je urcˇen typem struktury generuj´ıc´ı ko´d objektu.
• variable - popisuje jme´na promeˇnny´ch prˇi generova´n´ı ko´du strukturami, ktere´ prˇij´ımaj´ı
promeˇnny´ pocˇet parametr˚u typu type. Pocˇet parametru variable by meˇl by´t mi-
nima´lneˇ stejny´ jako pocˇet parametr˚u typu type.
• function - popisuje definici funkce, ktera´ se vlozˇ´ı do za´pisu struktury. Vlozˇ´ı se jako
obycˇejny´ rˇeteˇzec nekontroluje se spra´vnost za´pisu apod. Teˇlo funkce se mus´ı definovat
da´le v ko´du, kdekoli pod definic´ı objektu.
• fundef - oznacˇuje parametr urcˇeny´ k vy´beˇru dalˇs´ıch funkc´ı pro roz-generova´n´ı u
vytva´rˇene´ struktury. Do teˇchto patrˇ´ı zat´ım jen funkce save file a funkce load file,
ktere´ umozˇnˇuj´ı ukla´da´n´ı struktury do souboru a jej´ı nacˇten´ı z takto vytvorˇene´ho
souboru.
Na takto vygenerovany´ch struktura´ch (trˇ´ıda´ch) je zalozˇena´ cela´ implementace prˇekladacˇe.
Definice vsˇech objekt˚u prˇekladacˇe se nacha´zej´ı v souboru definitions.cc. Za´kladn´ımi ob-
jekty v tomto souboru jsou final_automata_s, p_create_descr_s, semantic_parser_s
a parser_s.
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Prˇ´ıloha C
Popis implementace programu
Obsah te´to prˇ´ılohy se skla´da´ z vy´cˇtu logicky´ch cˇa´st´ı programu, kde u kazˇde´ takove´ cˇa´sti je
uveden strucˇny´ popis za´kladn´ıch trˇ´ıd, jejich dat a funkc´ı urcˇeny´ch pro pra´ci s nimi.
Kontrola pameˇti
V te´to cˇa´sti bude popsa´n syste´m prova´deˇj´ıc´ı kontrolu uvolnˇova´n´ı a velikosti prˇideˇlene´ pameˇti
za beˇhu programu. Jedna´ se v podstateˇ o vytva´rˇen´ı za´znamu o kazˇde´m prˇideˇlene´m u´seku
pameˇti, jeho pozici a velikosti.
Pro alokaci pameˇti, o ktere´ ma´ by´t vytvorˇen za´znam se pouzˇ´ıva´ funkce jme´nem cmalloc
(Check malloc), ta zajist´ı zavola´n´ı globa´ln´ıho objektu spravuj´ıc´ıho za´znam prˇideˇleny´ch
blok˚u. Stejneˇ jako funkce malloc prˇij´ıma´ jako argument pozˇadovanou velikost pameˇti v
bytech a vrac´ı ukazatel na prˇideˇlenou pameˇt’.
Pro uvolneˇn´ı takto alokovane´ pameˇti je urcˇena funkce cfree (Check free), ktera´ stejneˇ
jako prˇedchoz´ı funkce pomoc´ı globa´ln´ıho objektu uvoln´ı za´znam o bloku prˇideˇlene´ pameˇti.
Stejneˇ jako funkce free pozˇaduje jako argument ukazatel na prˇideˇlenou pameˇt’.
Prˇed pouzˇit´ım teˇchto funkc´ı je nutne´ kontrolu pameˇti inicializovat zavola´n´ım mc_init().
Prˇed koncem programu je vhodne´ zavolat funkci mc_clear(), ktera´ prˇed samotny´m uvolneˇn´ım
objektu kontroluj´ıc´ıho pameˇt’ provede pr˚uchod prˇes seznam prˇideˇleny´ch blok˚u pameˇti a po-
kud tento nen´ı pra´zdny´ zobraz´ı zpra´vu na chybovy´ vy´stup.
Cely´ syste´m kontroly pameˇti lze z programu odstranit ve fa´zi prˇekladu zakomentova´n´ım,
nebo odstraneˇn´ım makra s na´zvem MEM_CHECK. Po jeho odstraneˇn´ı se budou funkce cmalloc
a cfree, prˇi prˇekladu nahrazeny funkcemi malloc a free, a funkce mc_init() a mc_clear
pra´zdny´m ko´dem.
Za´kladn´ı struktury
Zde se nacha´z´ı popis struktur, k jejichzˇ definici se nevyuzˇ´ıva´ syste´m generuj´ıc´ı ko´d skrip-
tem v jazyce Perl. Tyto struktury se nazy´vaj´ı za´kladn´ı, protozˇe jsou urcˇeny k definova´n´ı
slozˇiteˇjˇs´ıch objektu s vyuzˇit´ım vy´sˇe zmı´neˇne´ho skriptu. Do mnozˇiny teˇchto struktur patrˇ´ı
struktury string_s a buffer_s. Na´sleduje detailneˇjˇs´ı popis teˇchto struktur.
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Struktura string s
Tato struktura popisuje rˇeteˇzec znak˚u, zakoncˇeny´ termina´ln´ım znakem ’\0’. Struktura
umozˇnˇuje za´kladn´ı operace pro pra´ci s rˇeteˇzci, ktery´mi jsou naprˇ´ıklad: prˇiˇrazen´ı, porovna´n´ı,
konkatenace, forma´tova´n´ı apod. Definice te´to struktury se nacha´z´ı v souboru struct.cc
na rˇa´dku 12.
Seznam promeˇnny´ch struktury na´sleduje.
• unsigned size - obsahuje aktualn´ı velikost reteˇzce.
• char *data - obsahuje ukazatel na pameˇt’ popisuj´ıc´ı obsah rˇeteˇzce.
Na´sleduje seznam metod aplikovatelny´ch na tuto strukturu, jsou zde popsa´ny jen ty
metody, ktere´ jsou odliˇsne´ od standardn´ıch metod objektu (viz. popis objektu).
• set - nastav´ı rˇeteˇzec podle prˇedany´ch parametr˚u popisuj´ıc´ıch de´lku rˇeteˇzce a ukazatel
na znaky.
• set_format - nastav´ı rˇeteˇzec podle prˇedany´ch parametr˚u, a provede forma´tova´n´ı
podle escape sekvenc´ı tak jak se pouzˇ´ıvaj´ı v jazyce C.
• set_format_parm - nastav´ı rˇeteˇzec podle prˇedany´ch parametr˚u, a provede forma´tova´n´ı
podle escape sekvenc´ı popsany´ch trˇet´ım a cˇtvrty´m argumentem funkce.
• conc_set - nastav´ı obsah rˇeteˇzce, jako vy´sledek konkatenace dvou rˇeteˇzc˚u prˇedany´ch
parametry.
• compare_char_ptr - porovna´ rˇeteˇzec s rˇeteˇzcem popsany´m prˇedany´mi argumenty a
vra´t´ı vy´sledek porovna´n´ı.
• load_text_file - nastav´ı rˇeteˇzec podle obsahu textove´ho souboru prˇedane´ho argu-
mentem.
• save_text_file - ulozˇ´ı obsah rˇeteˇzce do textove´ho souboru, jehozˇ jme´no popisuje
argument.
Struktura buffer s
Tato struktura popisuje posloupnost znak˚u, urcˇenou pro reprezentaci ko´d˚u, textovy´ch sou-
bor˚u apod. Obsahuje funkce pro vkla´da´n´ı a nacˇ´ıta´n´ı r˚uzny´ch za´kladn´ıch datovy´ch typ˚u,
rˇeteˇzc˚u a typ˚u popisuj´ıc´ıch jednotlive´ se´manticke´ instrukce (unsigned short). Tyto funkce
vkla´daj´ı prvky na konec posloupnosti, nebo je nacˇ´ıtaj´ı ze zadane´ pozice s posunut´ım ukaza-
tele do ko´du. Struktura se pouzˇ´ıva´ k popisu prˇelozˇene´ho ko´du se´manticky´ch podprogramu˚.
Definice struktury buffer_s se nacha´z´ı v souboru struct.cc na rˇa´dku 297.
Na´sleduje seznam promeˇnny´ch te´to struktury.
• unsigned size - popisuje velikost alokovane´ pameˇti v bytech.
• unsigned used - obsahuje pocˇet bytu vyuzˇity´ch v alokovane´ pameˇti.
• char *data - ukazatel na alokovanou pameˇt’ obsahuj´ıc´ı data.
Na´sleduje seznam metod te´to struktury, obsahuj´ıc´ı pouze metody, ktere´ nejsou obsazˇeny
v popisu za´kladn´ıch metod objektu.
54
• push_sem_instruction - vlozˇ´ı do posloupnosti identifika´tor se´manticke´ instrukce,
popsany´ argumentem.
• get_sem_instruction - z´ıska´ z posloupnosti na pozici popsane´ argumentem identi-
fika´tor se´manticke´ instrukce.
• push_string - vlozˇ´ı do posloupnosti rˇeteˇzec, popsany´ prˇedany´mi parametry.
• push_format_string - vlozˇ´ı do posloupnosti rˇeteˇzec popsany´ prˇedany´mi argumenty,
a za´rovenˇ v neˇm zforma´tuje escape sekvence tak jak se pouzˇ´ıvaj´ı v jazyce C.
• push_char - vlozˇ´ı do posloupnosti znak popsany´ argumentem.
• get_char - z´ıska´ z posloupnosti znak na pozici popsane´ argumentem.
• push_short - vlozˇ´ı do posloupnosti short int popsany´ argumentem.
• get_short - z´ıska´ z posloupnosti short int nacha´zej´ıc´ı se na pozici popsane´ argu-
mentem.
• push_int - vlozˇ´ı do posloupnosti integer popsany´ prˇedany´m argumentem.
• get_int - z´ıska´ z posloupnosti integer nacha´zej´ıc´ı se na pozici popsane´ argumentem.
• push_unsigned - vlozˇ´ı do posloupnosti unsigned int popsany´ prˇedany´m argumentem.
• get_unsigned - z´ıska´ z posloupnosti bezzname´nkovy´ integer nacha´zej´ıc´ı se na pozici
popsane´ prˇedany´m argumentem.
• push_data - vlozˇ´ı do posloupnosti jinou posloupnost znak˚u popsanou prˇedany´mi ar-
gumenty.
• push_terminated_string - vlozˇ´ı do posloupnosti rˇeteˇzec ukoncˇeny´ znakem ’\0’,
prˇedany´ parametrem.
Lexika´ln´ı ko´d
Zahrnuje popis za´kladn´ıch struktur, implementuj´ıc´ıch pra´ci s regula´rn´ımi vy´razy a konecˇny´mi
automaty. Je zde uveden vy´cˇet jen steˇzˇejn´ıch struktur a jejich za´kladn´ı popis, k z´ıska´n´ı po-
drobne´ho popisu programu slouzˇ´ı zdrojovy´ ko´d.
struktura ushort reg exp s
Tato struktura slouzˇ´ı k popisu regula´rn´ıch vy´raz˚u a k na´sledne´ manipulaci s nimi. Vy´raz
se do te´to struktury nacˇte konverz´ı z textove´ reprezentace. V takto vytvorˇene´m vy´razu
je mozˇne´ snadno vyhleda´vat s jaky´m znakem a na jakou pozici je mozˇneˇ ve vy´razu prˇej´ıt
ze zadane´ vy´choz´ı pozice v tomto vy´razu. Definice te´to struktury se nacha´z´ı v souboru
definitions.cc na rˇa´dku 98.
Na´sleduje seznam d˚ulezˇity´ch funkc´ı te´to struktury. Vyjma za´kladn´ıch funkc´ı, ktere´ ob-
sahuj´ı vsˇechny objekty.
• process_reg_exp_char - nalezne cˇ´ıselnou reprezentaci jednoho na´sleduj´ıc´ıho znaku
prˇi nacˇ´ıta´n´ı vy´razu z textove´ho rˇeteˇzce.
55
• load_ascii_reg_exp - nacˇte regula´rn´ı vy´raz ze struktury popisuj´ıc´ı jeho textovou
podobu.
• load_char_ptr_reg_exp - vytvorˇ´ı regula´rn´ı vy´raz z textove´ho rˇeteˇzce ukoncˇene´ho
znakem ’\0’.
• next_chars - spocˇ´ıta´ mnozˇinu znak˚u, se ktery´mi je mozˇne´ ze zadane´ho stavu prˇej´ıt do
neˇjake´ho na´sleduj´ıc´ıho stavu. Ke kazˇde´mu takto vypocˇ´ıtane´mu znaku funkce generuje
mnozˇinu pozic, ve ktery´ch se bude regula´rn´ı vy´raz nacha´zet po proveden´ı prˇechodu s
t´ımto znakem.
struktura final automata s
Tato struktura popisuje konecˇny´ automat urcˇeny´ k rozpozna´va´n´ı lexe´mu ve vstupn´ım zdro-
jove´m souboru programu. Pouzˇ´ıva´ se prˇi cˇten´ı souboru popisuj´ıc´ıho jazyk a prˇi implementaci
lexika´ln´ı analy´zy se´manticke´ho i obecne´ho prˇekladacˇe. Definice te´to struktury se nacha´z´ı v
souboru definitions.cc na rˇa´dku 224.
Data popsane´ touto strukturou maj´ı na´sleduj´ıc´ı vy´znam.
• state_idx - aktua´ln´ı stav automatu prˇi rozpozna´va´n´ı symbolu v rˇeteˇzci.
• states - mnozˇina struktur popisuj´ıc´ıch vsˇechny stavy konecˇne´ho automatu.
• state_moves - seznam mozˇny´ch prˇechod˚u mezi jednotlivy´mi stavy automatu.
Obsahuje funkce generuj´ıc´ı tento automat na za´kladeˇ vstupn´ı mnozˇiny vy´sˇe popsany´ch
regula´rn´ıch vy´raz˚u. Seznam podstatny´ch funkc´ı a jejich strucˇny´ popis na´sleduje.
• create - vygeneruje obsah konecˇne´ho automatu na za´kladeˇ prˇedane´ mnozˇiny vy´sˇe
popsany´ch regula´rn´ıch vy´raz˚u.
• recognize - rozpozna´ jeden na´sleduj´ıc´ı lexe´m v prˇedane´m rˇeteˇzci na zadane´ pozici
a vra´t´ı jeho index. Posune index oznacˇuj´ıc´ı pozici ve vstupn´ım rˇeteˇzci cˇ´ımzˇ oznacˇ´ı
konec rozpoznane´ho lexe´mu.
Genera´tor prˇekladacˇ˚u
Ko´d v te´to cˇa´sti popisuje struktury a jejich metody urcˇene´ k vygenerova´n´ı prˇekladacˇe na
za´kladeˇ textove´ho popisu prˇekla´dane´ho jazyka.
struktura p creat descr s
Za´kladn´ı struktura vyuzˇ´ıvana´ prˇi generova´n´ı prˇekladacˇe. Vyuzˇ´ıva´ se prˇi generova´n´ı prˇekladacˇe
se´manticky´ch podprogramu˚ a take´ prˇi generova´n´ı obecne´ho prˇekladacˇe. Definice te´to struk-
tury se nacha´z´ı v souboru definitions.cc na rˇa´dku 360.
Struktura obsahuje promeˇnne´ potrˇebne´ k uchova´n´ı dat popisuj´ıc´ıch vytva´rˇeny´ prˇekladacˇ.
Do te´to mnozˇiny patrˇ´ı.
• final_automata_set - mnozˇina konecˇny´ch automat˚u uznadnˇuj´ıc´ı cˇten´ı souboru po-
pisuj´ıc´ıho strukturu jazyka prˇij´ımane´ho generovany´m prˇekladacˇem.
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• init_sem_prog - textovy´ rˇeteˇzec nacˇteny´ ze vstupn´ıho souboru popisuj´ıc´ı inicializacˇn´ı
se´manticky´ podprogram prˇekladacˇe.
• terminals - seznam termina´ln´ıch symbol˚u nacˇteny´ch ze vstupn´ıho souboru.
• nonterminals - seznam netermina´ln´ıch symbol˚u nacˇteny´ch ze vstupn´ıho souboru.
• rules - mnozˇina pravidel nacˇteny´ch ze vstupn´ıho souboru. Pravidla jsou popsa´ny
indexy termina´ln´ıch a netermina´ln´ıch symbol˚u uvedeny´ch vy´sˇe.
• firsts - mnozˇina seznamu˚ first pro kazˇdy´ netermina´ln´ı symbol.
• first_rules - mnozˇina pravidel, na za´kladeˇ ktery´ch byly prˇida´ny prvky do mnozˇiny
firsts, pro kazˇdy´ netermina´ln´ı symbol.
• follows - mnozˇina seznamu˚ follow pro kazˇdy´ netermina´ln´ı symbol nacˇteny ze souboru.
• kernels - seznam jader rozkladu, vygenerovany´ch na za´kladeˇ dat nacˇteny´ch ze sou-
boru.
Obsahuje funkce umozˇnuj´ıc´ı vygenerova´n´ı prˇekladacˇe na za´kladeˇ popisu termina´ln´ıch
symbol˚u regula´rn´ımi vy´razy a popisu gramatiky jazyka seznamem prˇepisovac´ıch pravidel
te´to gramatiky. Seznam d˚ulezˇity´ch funkc´ı te´to struktury na´sleduje.
• load_final_automata_set - nacˇte mnozˇinu konecˇny´ch automat˚u usnadnˇuj´ıc´ıch nacˇ´ıta´n´ı
a rozklad souboru popisuj´ıc´ıho strukturu jazyka.
• load_from_rule_char_ptr - nacˇte data ze znakove´ho rˇeteˇzce popisuj´ıc´ıho strukturu
prˇekla´dane´ho jazyka.
• load_from_rule_string - prova´d´ı stejnou cˇinnost jako prˇedcha´zej´ıc´ı funkce, s t´ım
rozd´ılem zˇe data nacˇ´ıta´ ze struktury string_s.
• find_key_terminals - nalezne v seznamu termina´ln´ıch symbol˚u kl´ıcˇove´ termina´ln´ı
symboly. Do mnozˇiny kl´ıcˇovy´ch termina´ln´ıch symbolu patrˇ´ı termina´l oznacˇuj´ıc´ı konec
zdrojove´ho programu a termina´ly oznacˇuj´ıc´ı prˇeskakovane´ u´seky programu.
• create_final_automata - vytvorˇ´ı konecˇny´ automat rozliˇsuj´ıc´ı termina´ln´ı symboly
na za´kladeˇ jejich popisu nacˇtene´ho ze souboru popisuj´ıc´ıho jazyk.
• compute_firsts - spocˇ´ıta´ mnozˇinu first vsˇech netermina´ln´ıch symbol˚u, obsahuj´ıc´ı
seznam element˚u ktery´mi mu˚zˇe zacˇ´ınat neˇjaky´ litera´l rozepsany´ z tohoto netermina´lu.
• compute_follows_of_nonterminal - spocˇ´ıta´ mnozˇinu follow jednoho netermina´ln´ıho
symbolu popsane´ho prˇedany´m argumentem. Mnozˇina follow obsahuje vsˇechny sym-
boly, ktere´ se v neˇjake´m litera´lu rozepsane´m ze startovac´ıho symbolu gramatiky
nacha´zej´ı za prosˇetrˇovany´m netermina´lem.
• compute_follows - spocˇ´ıta´ mnozˇinu follow vsˇech netermina´ln´ıch symbol˚u nacˇteny´ch
ze souboru popisuj´ıc´ıho jazyk.
• compute_kernels - spocˇ´ıta´ ja´dra rozkladu zalozˇena´ na mnozˇina´ch firsts a follows
spocˇ´ıtany´ch vy´sˇe popsany´mi funkcemi.
• create_lalr_table - vygeneruje rozkladovou tabulku urcˇenou k pouzˇit´ı v ra´mci syn-
takticke´ analy´zy. Tabulka se vygeneruje na za´kladeˇ drˇ´ıve spocˇ´ıtany´ch jader rozkladu.
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Prˇekladacˇ se´manticky´ch podprogramu˚
Tato cˇa´st obsahuje popis struktur definuj´ıc´ıch prˇekladacˇ, urcˇeny´ k prˇekladu se´manticky´ch
podprogramu˚ a jejich strucˇny´ popis.
struktura p semantic parser s
Struktura p_semantic_parser_s popisuje prˇekladacˇ se´manticky´ch podprogramu˚, ktery´
se vyuzˇ´ıva´ prˇi generova´n´ı obecne´ho prˇekladacˇe k vytvorˇen´ı interpretovatelne´ho ko´du na
za´kladeˇ zdrojovy´ch rˇeteˇzc˚u se´manticky´ch podprogramu˚. Obsahuje data umozˇnˇuj´ıc´ı prova´deˇn´ı
lexika´ln´ı a se´manticke´ analy´zy nad zdrojovy´m programem. Definice te´to struktury se nacha´z´ı
v souboru definitions.cc na rˇa´dku 477.
Data obsazˇena´ v te´to strukturˇe popisuj´ı na´sleduj´ıc´ı prvky.
• end_terminal - index termina´ln´ıho symbolu oznacˇuj´ıc´ıho konec zdrojove´ho souboru.
• skip_terminals - mnozˇina symbol˚u stejna´ jako v prˇedchoz´ım prˇ´ıpadeˇ, oznacˇuj´ıc´ıch
ignorovane´ termina´ln´ı symboly.
• sem_rule_descrs - seznam prvk˚u popisuj´ıc´ıch pravidla rozkladove´ gramatiky. Za´znam
obsahuje index leve´ strany pravidla, velikost prave´ strany pravidla a identifika´tor
se´manticke´ho ko´du urcˇene´ho ke spusˇteˇn´ı prˇi redukci podle tohoto pravidla.
• final_automata - popisuje konecˇny´ automat rozpozna´vaj´ıc´ı termina´ln´ı symboly ve
vstupn´ım zdrojove´m ko´du. Tvorˇ´ı za´klad lexika´ln´ı analy´zy prˇekladacˇe.
• lalr_table - rozkladova´ tabulka na ktere´ je zalozˇena syntakticka´ analy´za prˇekladacˇe.
Struktura definuje za´kladn´ı funkce pro vygenerova´n´ı se´manticke´ho prˇekladacˇe, jeho
ulozˇen´ı do souboru a funkci pro prˇeklad rˇeteˇzce obsahuj´ıc´ıho zdrojovy´ program. Seznam
d˚ulezˇity´ch funkc´ı struktury a jejich strucˇny´ popis na´sleduje.
• load_or_create - vygeneruje prˇekladacˇ se´manticky´ch podprogramu z rˇeteˇzce popi-
suj´ıc´ıho jeho jazyk, nebo nacˇte jizˇ vygenerovany´ popis prˇekladacˇe ze souboru. (za´lezˇ´ı
na aktua´ln´ım nastaven´ı maker prˇi prˇekladu programu.).
• parse_sem_string - prˇelozˇ´ı zdrojovy´ ko´d reprezentovany´ rˇeteˇzcem znak˚u. Vy´sledkem
prˇekladu je bytovy´ ko´d spousˇteˇny´ v ra´mci prˇekladu zdrojove´ho programu navrho-
vane´ho jazyka.
• save_file - ulozˇ´ı popis vygenerovane´ho prˇekladacˇe se´manticky´ch podprogramu˚ do
bina´rn´ıho souboru, ze ktere´ho je mozˇne´ tento prˇekladacˇ pozdeˇji nacˇ´ıst.
• load_file - nacˇte drˇ´ıve ulozˇeny´ popis prˇekladacˇe se´manticky´ch podprogramu z bina´rn´ıho
souboru.
Prˇekladacˇ jazyka
V te´to cˇa´sti se nacha´z´ı popis struktur definuj´ıc´ıch vygenerovany´ prˇekladacˇ libovolne´ho ja-
zyka.
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struktura parser s
Tato struktura popisuje vygenerovany´ prˇekladacˇ urcˇeny´ k prˇekladu libovolne´ho jazyka.
Definice te´to struktury se nacha´z´ı v souboru definitions.cc na rˇa´dku 634.
Data popsana´ strukturou zahrnuj´ı konecˇny´ automat rozpozna´vaj´ıc´ı lexika´ln´ı symboly
ve zdrojove´m programu, rozkladovou tabulku vyuzˇ´ıvanou v ra´mci syntakticke´ analy´zy a
mnozˇinu prˇelozˇeny´ch se´manticky´ch podprogramu˚ prova´deˇny´ch prˇi redukci podle pravidel,
ke ktery´m jsou prˇiˇrazeny. Na´sleduje seznam datovy´ch prvk˚u obsazˇeny´ch v te´to strukturˇe.
• terminal_cnt - pocˇet termina´ln´ıch symbol˚u gramatiky jazyka.
• end_terminal - index termina´ln´ıho symbolu oznacˇuj´ıc´ıho konec zdrojove´ho souboru.
• skip_terminals - mnozˇina index˚u termina´ln´ıch symbol˚u, ktere´ se ve zdrojove´m ko´du
ignoruj´ı.
• init_sem_code - prˇelozˇeny´ se´manticky´ podprogram urcˇeny´ ke spusˇteˇn´ı na zacˇa´tku
prˇekladu zdrojove´ho programu.
• rule_descrs - popis rozkladove´ho pravidla gramatiky sesta´vaj´ıc´ı z indexu leve´ strany
pravidla, velikosti prave´ strany pravidla a prˇelozˇene´ho se´manticke´ho podprogramu
prˇiˇrazene´ho k tomuto pravidlu.
• sem_variable_cnts - seznam pocˇtu promeˇnny´ch ruzny´ch datovy´ch typ˚u pouzˇ´ıvany´ch
prˇi spousˇteˇn´ı se´manticky´ch podprogramu˚ jazyka.
• final_automata - konecˇny´ automat urcˇeny´ k pouzˇit´ı v ra´mci lexika´ln´ı analy´zy prˇekladacˇe.
• lalr_table - stejneˇ jako u prˇekladacˇe se´manticky´ch podprogramu˚, slouzˇ´ı rozkladova´
tabulka jako rˇ´ıd´ıc´ı prvek syntakticke´ analy´zy prˇekladacˇe.
• string_constants - seznam konstantn´ıch rˇeteˇzc˚u. Tyto a vsˇechny n´ızˇe popsane´ kon-
stanty se pouzˇ´ıvaj´ı v se´manticky´ch podprogramech prˇekladacˇe a vytva´rˇej´ı se prˇi
prˇekladu teˇchto programu˚.
• int_array_constants - seznam konstantn´ıch pol´ı cely´ch cˇ´ısel.
• string_array_constants - seznam konstantn´ıch pol´ı rˇeteˇzc˚u.
• int_array_array_constants - seznam konstantn´ıch pol´ı obsahuj´ıc´ıch pole cely´ch
cˇ´ısel.
• string_array_array_constants - seznam konstantn´ıch pol´ı obsahuj´ıc´ıch pole rˇeteˇzc˚u.
Struktura popisuje funkce pro vygenerova´n´ı prˇekladacˇe na za´kladeˇ souboru popisuj´ıc´ıho
prˇekla´dany´ jazyk, proveden´ı prˇekladu zdrojove´ho programu, ulozˇen´ı popisu prˇekladacˇe do
souboru a vygenerova´n´ı zdrojove´ho ko´du v jazyce C implementuj´ıc´ıho tento prˇekladacˇ. Popis
podstatny´ch funkc´ı te´to struktury na´sleduje.
• create_from_rule_string - vytvorˇ´ı prˇekladacˇ jazyka na za´kladeˇ jeho popisu v tex-
tove´m souboru.
• run_semantic_code - provede se´manticky´ ko´d identifikovany´ v prˇedane´ strukturˇe.
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• parse_source_string - prˇelozˇ´ı zdrojovy´ ko´d popsany´, rˇeteˇzcem prˇedany´ parametrem
funkce.
• create_cc_source - vygeneruje zdrojovy´ soubor zapsany´ v jazyce C, implementuj´ıc´ı
funkce tohoto prˇekladacˇe.
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