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La present memòria descriu el desenvolupament d’un sistema de visualització de missatges 
en una pantalla digital, enviats de manera remota, amb l’objectiu d’informar a les visites d’un 
despatx de la disponibilitat i ubicació del professor. 
En la primera part del projecte es decideix la funcionalitat bàsica que ha d’assolir el sistema i 
el maquinari necessari per a aconseguir-ho. Durant el procés de disseny, es marquen com a 
objectius principals l’ús de components electrònics de baix cost, l’ús de la llengua catalana 
en els missatges, assegurant poder fer servir qualsevol de les grafies característiques 
d’aquesta llengua, i el poder consultar i modificar el missatge a mostrar amb independència 
de la ubicació de l’usuari. També es té en compte la facilitat del sistema de ser actualitzat 
amb noves opcions en futures revisions. 
A continuació, s’escullen els components del prototip en base als objectius a assolir i el 
programari que s’utilitzarà per a controlar i gestionar el sistema. Finalment, es desenvolupa 
un manual d’usuari del sistema i el pressupost del mateix, així com un anàlisi de l’impacte 
mediambiental. 
Amb aquestes condicions en ment, s’opta per a desenvolupar un servidor web en un 
microcontrolador Arduino amb connexió a xarxa que tingui connectada una pantalla de 
cristall líquid, una interfície per a interactuar amb el servidor des de qualsevol navegador 
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ASCII: American Standard Code for Information Interchange, és el joc de caràcters 
estàndard americà per a l’intercanvi d’informació. Disposa de 128 caràcters de control, 
alfanumèrics i signes de puntuació. 
DNS: Domain Name System, és un sistema de noms jeràrquic que permet que qualsevol 
sistema connectat a una xarxa informàtica obtingui informació associada als noms de 
domini. 
EEPROM: Electrically-Erasable Programmable Read-Only Memory, és un tipus de memòria 
programable no volàtil, i per tant conserva les dades emmagatzemades encara que no rebi 
alimentació. 
GPIO: General Purpose Input Output, són potes de connexió de dispositius informàtics 
pensades per a rebre o transmetre dades. 
HTML: HyperText Markup Language, és un llenguatge de marcat dissenyat per estructurar 
textos i relacionar-los en forma d’hipertext. És un dels formats més populars per a la 
construcció de documents per a la xarxa. 
HTTP: HyperText Transfer Protocol, és un protocol d’aplicació en sistemes informàtics, que 
permet l’intercanvi a la xarxa de documents d’hipertext i multimèdia. 
IP: Internet Protocol, és un protocol de comunicacions de dades entre dos dispositius on les 
dades són enviades en paquets. Aquest protocol no disposa de mecanismes de verificació 
de rebuda de paquet. 
ISP: Internet Service Provider, fa referència al Proveïdor de Serveis de Xarxa. És l’empresa 
subministradora de la connexió a la xarxa. 
MIT: Massachusets Institute of Technology, Institut Tecnològic de Massachusets. 
NTP: Network Time Protocol, protocol que permet sincronitzar l’hora d’un client o un servidor 
informàtic a la d’un servidor o font de referència de temps a través de la xarxa. 
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ROM: Read-Only Memory, és un tipus de memòria electrònica de la qual només se’n pot 
llegir la informació que té gravada. 
SBC: Single-Board Computer, és un ordinador compacte de dimensions reduïdes capaç 
d’executar un sistema operatiu. 
Sensor PIR: Passive Infrared Sensor, és un sensor electrònic que mesura la llum infraroja 
que irradien els objectes que hi ha dins el seu camp de visió. 
PWM: Pulse-Width Modulation, és un mètode de modulació de senyal digital per impulsos. 
TCP: Transmission Control Protocol, és un protocol dins el nivell de transport del model OSI 
que permet el lliurament dels paquets de dades de manera fiable. 
UDP: User Datagram Protocol, és un protocol dins el nivell de transport del model OSI basat 
en el transport de datagrames. Aquest protocol no disposa de mecanismes de comprovació 
d’integritat de dades. 
UTF-8: Unicode Transformation Format – 8-bit, és un mètode de codificació de caràcters 
capaç de codificar tots els caràcters possibles dins de l’Unicode. 
XML: Extensible Markup Language, és un metallenguatge de marcat extensible derivat que 
permet definir llenguatges per a diferents necessitats. Aquest metallenguatge es proposa 
com a un estàndard per a l’intercanvi d’informació estructurada entre diferents plataformes. 
 
1.2. Terminologia 
Checksum: suma de verificació. És una mesura simple de protecció d’integritat de dades, 
verificant que aquestes no hagin estat corrompudes. 
Unicode: estàndard internacional de codificació de caràcters en suports informàtics amb 
l’objectiu de proporcionar el mitjà per a permetre emmagatzemar qualsevol text que es 
desitgi. 
Encaminador: dispositiu que permet l’enviament de paquets de dades a xarxes d’àrea 
estesa, també conegudes com WAN. 
 





En aquests últims anys la nostra Escola ha vist com l’aparició de noves tecnologies i 
infraestructures informàtiques ha permès una millor comunicació entre el professorat i 
l’alumnat. Plataformes virtuals com Atenea han informatitzat gairebé totes les tasques que 
tant professor com alumne fins ara havien de dur a terme de forma presencial, optimitzant el 
temps dedicat a aquestes i també dotant-los de major autonomia, i el sistema audiovisual 
instal·lat arreu de l’edifici permet conèixer en temps real la ocupació de les diferents sales 
informàtiques, els horaris dels exàmens, noticies relatives a l’escola, etc. 
Tot i això, la interacció amb els professors segueix sent imprescindible tant per l’alumnat 
com per a altres visitants. Tasques com ara resoldre dubtes puntuals de l’assignatura, lliurar 
treballs i projectes, es duen a terme a unes hores convingudes pels professors, però això no 
és del tot satisfactori per qüestions d’incompatibilitat amb d’altres responsabilitats diàries. A 
dia d’avui l’Escola encara no ofereix la manera de conèixer la disponibilitat del professorat 
per part de l’alumne i això provoca visites innecessàries a despatxos buits i llargues esperes 
sense saber si el professor en qüestió és a l’edifici o simplement no tornarà en el que queda 
de dia, donat que aquest no té els mitjans per a comunicar-ho. 
2.1. Motivació 
La principal motivació darrere d’aquest projecte és l’interès personal en el sector emergent 
de les plaques programables de baix cost que tant èxit està tenint entre els aficionats a 
l’electrònica a l’hora de desenvolupar els seus propis projectes. Cada dia es comparteixen a 
la xarxa noves solucions a necessitats quotidianes fent ús de microcontroladors o ordinadors 
de la mida d’una targeta de crèdit que són fàcilment incorporables en qualsevol lloc gràcies 
a les seves reduïdes dimensions, fent accessible a qualsevol persona amb un mínim de 
curiositat projectes orientats a qualsevol àmbit tant personal com professional, des de 
simples jocs per a infants que fan ús de gran varietat de sensors i llums fins a complexos 
sistemes de control de processos, adquisició de dades o domòtics. A més, moltes 
d’aquestes plaques han aparegut al mercat amb l’objectiu d’apropar l’electrònica i la 
programació als més petits dins de les escoles per tal de posar remei a una mancança en el 
sistema educatiu que s’ha perdut en els últims anys. 
La programació lògica és un recurs molt valuós per a l’alumne, doncs li permet enfrontar-se 
als problemes diaris des d’una perspectiva diferent i de manera més estructurada, 
independentment de l’àmbit d’aquests. És per aquests motius que s’ha decidit conèixer amb 
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més profunditat el funcionament i les veritables possibilitats d’aquests dispositius electrònics, 
que tant poden aportar en qualsevol àmbit de la vida si és té una idea i l’interès per a 
desenvolupar-la. 
2.2. Requeriments previs 
Per a dur a terme aquest projecte és necessari disposar d’uns coneixements bàsics en 
electrònica, indispensables per al muntatge del prototip. 
Donat que el pes del projecte recau en la part de programari, també es requereixen 
coneixements bàsics d’alguns llenguatges de programació, com C, C++, HTML (HyperText 
Markup Language) i JavaScript.   





El present projecte pretén trobar una solució de baix cost, accessible per a qualsevol 
persona i atractiva a l’ús, que permeti al professor una comunicació ràpida i remota del seu 
estat actual amb els visitants a nivell de la porta del seu despatx i que els permeti organitzar-
se el temps en funció de la disponibilitat d’aquest. A la vegada, es vol assegurar que la 
plataforma emprada sigui prou flexible per a poder oferir noves funcionalitats futures. 
Amb aquests objectius en ment, s’escullen diverses plataformes de programació i protocols 
de comunicació, s’avaluen els seus avantatges i inconvenients i es trien els més adients 
tenint en compte els objectius que es volen assolir. Fet això, es dissenya i s’implementa un 
prototip del sistema que compleixi els requeriments inicials i, addicionalment, s’estudien 
altres característiques a ser implementades en futures revisions. 
3.1. Objectius inicials 
Els objectius inicials que el sistema ha de cobrir són: 
 Permetre la visualització de missatges enviats de manera remota i, a ser possible, l’ús 
de la llengua catalana sense limitacions. Els missatges han d’incloure la data 
d’enviament per a que el visitant reconegui la seva validesa. 
 Dotar al sistema d’una interfície gràfica que permeti a l’usuari tant consultar el missatge 
com modificar-lo. La interfície també ha d’incloure missatges predeterminats per l’usuari 
que siguin d’ús habitual per a agilitzar l’actualització del seu estat. 
 Afegir un mètode local de canvi de missatge en cas d’absències puntuals i breus del 
despatx, per tal d’evitar haver d’accedir a la interfície des de dispositius remots. 
 Afegir mètodes de detecció de presència de visites per a controlar l’encesa i l’apagat de 
la pantalla on es mostrin els missatges. 
 Introduir mètodes de control de perifèrics externs a través del sistema, per tal d’avaluar 
les possibilitats del dispositiu com a futur sistema domòtic. 
 Desenvolupar un prototip funcional de baix cost econòmic i un consum energètic reduït, 
donat que ha de funcionar durant les vint-i-quatre hores del dia. 
3.2. Abast del projecte 
El projecte pretén cobrir tot el procés de disseny i prototipatge del sistema, així com la 
posada en marxa del prototip. 
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4. Definició del producte 
El sistema que es vol desenvolupar consta principalment de dos elements: el primer 
dispositiu s’ha d’encarregar de gestionar totes les connexions que li arribin de forma remota i 
reproduir d’alguna manera la informació rebuda; el segon dispositiu s’ha de connectar amb 
el primer, recuperar la informació actual d’aquest per a conèixer el seu estat actual, i poder-li 
transmetre missatges de text. Degut a això, la comunicació bidireccional entre ambdós és 
imprescindible i s’ha d’assegurar la integritat de la informació un cop aquesta arriba a la seva 
destinació. 
El principal propòsit del sistema és informar als visitants de la disponibilitat del professor 
quan aquests arriben a la porta del seu despatx. Una pantalla que permeti la representació 
de text i un detector de presència assegura que la informació sigui visible sempre i quan hi 
hagi algú davant; fent això s’assegura que es consumeix el mínim d’energia possible mentre 
no hi hagi visitants. El text a mostrar per pantalla ha de poder ser enviat des de qualsevol 
dispositiu amb connexió a la xarxa, amb la qual cosa s’ha de tenir en compte les diverses 
opcions disponibles a dia d’avui, com ara ordinadors portàtils o dispositius mòbils amb 
connectivitat global. Pel que fa a la unitat central, aquesta pot disposar d’un LED que avisi al 
professor d’una possible visita quan algú s’ubiqui just davant del detector de presència. 
També es contempla l’addició d’un polsador que canviï el missatge de la pantalla en cas que 
el professor s’hagués d’absentar per períodes breus sense necessitat d’accedir al sistema a 
través de dispositius remots. La Il·lustració 4-1 mostra un exemple inicial del sistema a 
assolir. 
 
Il·lustració 4-1: Esquema inicial del sistema. 
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4.1. Protocol de comunicació 
Per defecte, les comunicacions entre dispositius a través d’Internet segueixen l’estructura 
client-servidor, on el primer fa una petició al servidor i aquest li respon amb la informació 
demanada. Tanmateix, abans s’ha d’escollir quin protocol de comunicació es vol utilitzar. 
Dins l’àmbit informàtic s’entén com a protocol de comunicació el conjunt de regles formals 
que permeten a dos dispositius intercanviar dades de forma no ambigua, i en concret el 
protocol TCP/IP (Transmission Control Protocol / Internet Protocol) defineix les regles per al 
bescanvi de dades a través d’Internet (1). Basat en l’antic protocol OSI, el protocol TCP/IP el 
conforma un conjunt de protocols que divideixen les dades a enviar en unitats de dades de 
protocol (PDU) i els converteixen en trames que contenen la informació necessària per a 
poder ser enviats al dispositiu escollit i que aquest pugui respondre, tal i com es representa a 
la Il·lustració 4-2. 
 
Il·lustració 4-2: Esquema d’exemple d’encapsulat de dades preparades per a ser enviades a Internet. 
En funció del procés de comunicació escollit entre els dos dispositius, s’utilitzen protocols 
diferents en cadascuna de les capes que conformen el TCP/IP. En el cas de la capa de 
transport, el protocol TCP/IP té la característica de verificar la integritat dels paquets enviats 
mitjançant un checksum inclòs en la trama enviada, i en cas de no haver arribat o de ser 
corruptes, es demana que es tornin a enviar. Altres protocols com l’UDP (User Datagram 
Protocol), on la transferència dels paquets de dades no requereix aquesta comprovació 
d’integritat, s’utilitzen més en aplicacions de comunicacions en temps real ja que al 
prescindir d’aquesta comprovació la transmissió és més ràpida i la latència entre equips es 
redueix, a expenses de perdre algun paquet de dades o rebre’l corrupte. La Il·lustració 4-3 




mostra alguns dels protocols més habituals en cadascuna de les capes que conformen el 
protocol TCP/IP. 
 
Il·lustració 4-3: Esquema de capes que conformen el protocol TCP/IP (Font: InetDaemon.Com). 
Queda clar, doncs, que per assegurar la compatibilitat del sistema amb el major número de 
dispositius possibles s’ha de fer servir el protocol TCP/IP, la base de les comunicacions 
d’Internet. Tan sols cal decidir quin protocol d’aplicació és el més convenient per a 
representar les dades: el protocol HTTP (HyperText Transfer Protocol) és l’escollit per ser 
compatible amb tots els navegadors web i per tenir implementats sistemes senzills de petició 
entre equips, com els mètodes GET o POST, que no requereixen d’altres aplicacions 
externes per a funcionar: és tan simple com enviar una cadena de caràcters formatada 
correctament a l’adreça lògica que identifica el dispositiu de destinació. 
  








5. Selecció de la unitat central 
Per a dur a terme el prototip del sistema s’analitzen diverses opcions de maquinari que 
aportin les funcionalitats necessàries per a muntar un servidor web. Per qüestions de 
consum i recursos es descarten els ordinadors de sobretaula o portàtils, essent excessius 
els recursos disponibles per a desenvolupar el servidor web i el consum global del sistema 
que haurà d’estar funcionant les vint-i-quatre hores del dia. 
Dit això, les opcions contemplades són els ordinadors monoplaca i els microcontroladors, 
doncs ambdues opcions comparteixen un baix cost i un consum energètic molt inferior als 
equips informàtics convencionals. 
5.1. Ordinadors monoplaca 
Els ordinadors monoplaca (d’ara endavant SBC – Single-Board Computer) són petits 
ordinadors compactes que poden arribar a ser de la mida d’una targeta de crèdit, fàcilment 
inseribles en qualsevol projecte electrònic. En general, els SBCs apareixen amb l’objectiu de 
promoure l’ús de plataformes de maquinari i programari lliure, així com apropar les ciències 
de programació als alumnes de primerenca edat de les escoles a un preu assequible tant 
per a les escoles com per als propis alumnes. Tanmateix, gràcies al creixent nombre 
d’aficionats als projectes electrònics han aparegut opcions amb més o menys funcionalitats, 
podent escollir aquella que s’ajusti millor a les característiques del projecte a desenvolupar, i 
totes recolzades per grans comunitats d’usuaris en línia que comparteixen les seves idees i 
projectes i ofereixen suport de manera gratuïta. Malauradament, a l’haver de fer servir un 
sistema operatiu és necessari dur a terme tot un procés previ de configuració del dispositiu 
abans de poder utilitzar-lo, així com la instal·lació dels paquets de programació necessaris, 
fet que pot complicar la posada en marxa del sistema complet. 
Els SBCs més rellevants disponibles al mercat actual són la Raspberry Pi i la BeagleBoard 
Black, que es descriuen tot seguit. 
5.1.1. Raspberry Pi Model B 
La Raspberry Pi és un SBC desenvolupat al Regne Unit per la Fundació Raspberry Pi amb 
l’objectiu d’estimular l’ensenyança de les ciències de programació a les escoles a un cost 
molt reduït. El model B de la Raspberry Pi és un bon candidat per a dur a terme la tasca de 
servidor web doncs duu integrat tot el necessari per a disposar tant de connexions d’entrada 
i sortida d’ús general (conegudes com GPIO, General Purpose Input Output), com ports de 
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connexió estàndards com USB i RJ45 per a connectar-nos a qualsevol xarxa local (LAN), tal 
i com es pot comprovar a la Il·lustració 5-1. A més, el processador ARM de 700 MHz i els 
512 MB de RAM permeten instal·lar-hi una gran varietat de sistemes operatius de lliure 
distribució, i el fet que es pugui obtenir a un preu força reduït (entre 35 i 40 €) i que el seu 
consum energètic sigui molt baix el converteixen en una de les primeres opcions a valorar 
en qualsevol projecte electrònic, sigui a nivell d’aficionat o de caràcter més professional. 
 
Il·lustració 5-1: Imatge d’una Raspberry Pi Model B (esquerra) i esquema dels seus components (dreta) 
(Font: raywenderlich.com). 
El desavantatge més important de la Raspberry Pi, però, és que no disposa de memòria 
interna per a instal·lar el sistema operatiu i depèn de dispositius d’emmagatzematge extern 
que fan que la velocitat d’accés es vegi dràsticament reduïda si no s’escull la tarjeta SD o la 
memòria USB adient (per a les targetes SD es recomana escollir de Classe 10 per 
assegurar una bona velocitat de transferència). A més, hi ha el risc que la tarjeta SD es 
corrompi fàcilment i quedi inutilitzada si no es tanca correctament el sistema. 
5.1.2. BeagleBoard Black 
Desenvolupada per treballadors de l’empresa Texas Instruments dins la Fundació 
BeagleBoard.org, la BeagleBoard és un SBC que comparteix la mateixa filosofia al darrere 
que la Raspberry Pi. En concret, el model BeagleBoard Black ofereix més potència de 
processador (AM335x 1 GHz ARM® Cortex-A8), una memòria RAM més ràpida (512 MB 
DDR3) i 4 GB de memòria flash interna per a allotjar el sistema operatiu sense dependre de 
cap dispositiu d’emmagatzematge extern addicional. Es pot obtenir la revisió C d’aquest 
SBC des de 46 € (despeses d’enviament no incloses).  
5.2. Microcontroladors 
Un microcontrolador és un microprocessador pensat per a controlar equips electrònics i 
inclou en un sol xip les tres unitats funcionals d’un ordinador: una unitat central de 




processament (CPU) , memòria i unitats d’entrada/sortida (E/S). Dit d’una altra manera, és 
un computador complet en un sol circuit integrat. Els microcontroladors funcionen a 
velocitats molt baixes en comparació amb els microprocessadors, tanmateix aquestes són 
més que suficients per a les aplicacions finals que s’acaben programant, i el seu reduït 
consum tant en funcionament com en estat inactiu (pot arribar a ser de l’ordre de nanowatts) 
els fan perfectes per a aplicacions de baix consum i portables, doncs poden ser alimentats 
mitjançant bateries convencionals i assegurar un funcionament sense interrupcions durant 
anys. A més, l’auge de projectes electrònics fets per aficionats i iniciatives per apropar 
aquest món a les escoles ha fet que apareguin plaques programables de baix cost que es 
poden ampliar mitjançant mòduls prefabricats, permetent un ràpid accés a qualsevol 
persona sense coneixements tècnics.  
D’entre aquests microcontroladors, els més populars en els projectes DIY (Do It Yourself o 
Fes-t’ho Tu Mateix) són les plaques Arduino, les quals es descriuen amb més detall a 
continuació. 
5.2.1. Arduino UNO 
L’Arduino UNO (2) és una plataforma d’electrònica oberta basada en el microcontrolador 
Atmega328 per a la creació de prototips que fan ús de programari i maquinari flexibles i 
fàcils d’utilitzar. Gràcies a les seves potes d’entrada i sortida pot prendre informació de 
l’entorn a través d’un ventall de sensors molt gran, i a la vegada pot interactuar amb allò que 
l’envolta controlant llums, motors i altres actuadors. Com que l’Arduino és una plataforma 
oberta, els creadors posen a disposició pública sota llicència oberta els fitxers de disseny de 
referència (CAD) de la plataforma per a reutilitzar-los i adaptar-los a les necessitats de 
cadascú, podent fer-les a mà o comprar-les directament muntades de fàbrica. La Il·lustració 
5-2 mostra la revisió 3 de la placa comercial. 
L’entorn de programació també es pot descarregar gratuïtament, així com una gran varietat 
de llibreries addicionals que afegeixen funcionalitat al microcontrolador. Donat el reduït preu 
d’aquest comparat amb el d’altres microcontroladors i els seus corresponents programadors, 
aquesta placa és la opció més recomanada per a qualsevol projecte electrònic que 
requereixi tant l’adquisició de dades de l’entorn com l’ús de qualsevol tipus d’actuador.  
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Il·lustració 5-2: Imatge d’un Arduino UNO Rev.3. Aquest model té la memòria flash en forma de 
component SMD (Font: Wikipedia). 
Els mòduls addicionals per a plaques Arduino afegeixen funcionalitats de tota mena, des de 
sensors de temperatura fins a targetes de xarxa sense fils, i també disposen de llibreries 
dedicades i exemples prou desenvolupats que permeten poder experimentar amb ells des 
del primer minut, sense necessitat de complexes configuracions prèvies.  
Com a punts negatius, l’Arduino UNO no disposa de connexió a xarxa de fàbrica, element ja 
inclòs en els SBC i que no existeix en la majoria de microcontroladors del mercat, així que 
per a dotar-lo d’accés a Internet cal afegir al sistema un mòdul de connexió a xarxa, sigui de 
connexió física amb cable o bé sense fils; a més, i donat que tant la capacitat 
d’emmagatzematge del microcontrolador com la memòria RAM són limitades (32 kB de 
memòria flash per al programa i 2 kB per a totes les variables) s’ha d’optimitzar força el codi 
si el projecte guanya complexitat (3). 
5.3. Decisió 
Havent avaluat les possibles opcions a utilitzar com a unitat central del sistema, s’escull 
l’Arduino UNO davant els SBCs degut al baix cost del dispositiu, la facilitat de posada en 
marxa del sistema i la quantitat d’entrades analògiques i digitals disponibles de sèrie. Es 
considera que els 32 kB de memòria de programa són més que suficients per a l’aplicació 
que es vol dur a terme. 




6. Selecció dels perifèrics 
6.1. Dispositiu de visualització de text 
Els missatges s’han de visualitzar en algun perifèric que permeti la representació d’aquests i 
que es pugui connectar al maquinari escollit. Actualment hi ha una gran varietat de 
tecnologies utilitzades en les pantalles digitals, essent les més bàsiques i utilitzades en 
projectes electrònics les de cristall líquid (LCD) i dins les opcions avançades les pantalles 
LED RGB que permeten mostrar tant text com imatges a tot color; tanmateix, i donada la 
simplicitat cercada en aquest projecte, s’opta pel primer model de pantalla degut al seu baix 
cost i l’alta compatibilitat amb els SBCs i microcontroladors. 
6.1.1. Pantalla LCD 20x4 amb xip HD44780 
Es tracta d’una pantalla bàsica de 20 columnes i 4 files de caràcters, tal i com es pot veure a 
la Il·lustració 6-1. Fa servir el xip d’interfície paral·lela HD44780, molt comú i documentat. A 
més, per a aquest tipus de pantalles existeixen llibreries ja desenvolupades i extensament 
provades per a la majoria de plataformes de programació. Dos exemples de llibreries per a 
les opcions de maquinari ja exposades són “LiquidCrystal” per a Arduino i “RPLCD” per al 
llenguatge de programació Python i pensada per a la Raspberry Pi. 
 
Il·lustració 6-1: Pantalla de cristall líquid de 20 columnes i 4 files (Font: sparkfun.com). 
Malauradament, gairebé totes les pantalles amb aquest xip disponibles al mercat duen 
gravada una versió de ROM (Read-Only Memory) en la que tan sols s’inclou la taula de 
caràcters ASCII (American Standard Code for Information Interchange) bàsica (4), 
descartant de bon començament l’ús de caràcters especials imprescindibles en certes 
llengües, com els accents, dièresis, punts volats o ces trencades en català. Segons el full 
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d’especificacions corresponent al xip HD44780 (4) existeix una versió de rom, coneguda 
com A02, que sí que conté la taula de caràcters ASCII estesa, però és molt difícil trobar un 
proveïdor de pantalles LCD que dugui un xip amb aquesta versió de ROM en concret, doncs 
la versió A00, la més habitual i amb la taula de caràcters ASCII bàsica, és la més 
demandada i per tant la més econòmica de les dues. Voler treballar amb la versió A02 
implicaria fer una comanda als proveïdors de quantitats mínimes de l’ordre de les 100.000 
unitats, i per tant no és una solució viable per a aquest projecte i caldrà dissenyar un mètode 
per a poder mostrar aquests caràcters especials quan sigui necessari. 
També s’ha de tenir en compte que les llibreries disponibles no estan completament 
adaptades per a funcionar en pantalles LCD de mides diferents a setze columnes i dues 
files, doncs la gestió dels registres de memòria és diferent, i els textos més llargs no es 
mostren en el mateix ordre (en les pantalles de 20x4 caràcters els textos que comencen a la 
primera fila passen a la tercera en cas de ser massa llargs, en comptes de fer-ho a la 
segona fila, que és la immediatament inferior). Aquesta particularitat obliga a desenvolupar 
un mètode exclusiu per a la correcta representació de cadenes de caràcters llargues en 
pantalla. 
6.2. Dispositiu de detecció de moviment 
Per a la detecció de presència davant de la porta del despatx, s’opta per implementar un 
sensor PIR (Passive Infrared Sensor) SE-10 (5). Aquest sensor està dissenyat per a 
funcionar a una tensió de 12 V, però s’ha comprovat que dóna una resposta fiable si 
s’alimenta a 5 V. 
6.3. Polsador  
Per al polsador destinat als missatges predeterminats enviats des de dins del despatx, 
s’escull un simple polsador per a prototipatge.  




7. Selecció del programari 
Tenint en compte les prestacions que el sistema ha de tenir i els protocols de comunicació 
escollits, l‘opció més interessant per senzillesa i compatibilitat amb Internet sembla ser la de 
dissenyar un servidor Web que es faci càrrec dels missatges que es vulguin mostrar, i els 
corresponents clients que assegurin la interacció del més ampli espectre de plataformes 
disponibles amb el servidor.  
7.1. Servidor web 
El servidor web és l’encarregat de gestionar les connexions externes per part de qualsevol 
tipus de client, independentment de la plataforma utilitzada. Com a característiques 
principals ha d’implementar un sistema d’autenticació d’usuari per evitar accessos il·lícits, 
modificar els missatges a mostrar per la pantalla digital en funció de les peticions dels clients 
i disposar d’algun mètode ràpid de canvi de missatge predeterminat per a situacions 
recurrents en les que no caldria fer ús d’un client per proximitat amb el propi servidor, com 
per exemple sortides breus del despatx. És per això que s’opta per a configurar un servidor 
web, doncs permet l’accés des de qualsevol navegador web, assegurant així compatibilitat 
amb qualsevol dispositiu modern amb connexió a Internet, i el protocol HTTP utilitzat és prou 
senzill com per a aconseguir els objectius plantejats amb el mínim ús de recursos. 
Amb l’objectiu d’intentar reduir el sistema al mínim número d’aparells necessaris per al seu 
funcionament, s’opta per a programar el servidor web directament sobre el microcontrolador 
Arduino. Gràcies al mòdul Ethernet disponible per a les plaques Arduino, és possible dotar el 
microcontrolador de connexió a la xarxa sense necessitat d’un ordinador principal, i 
mitjançant el protocol HTTP i senzilles peticions en llenguatge HTML enviar-li comandes des 
de qualsevol navegador web. 
Com qualsevol servidor web, s’ha d’assegurar que aquest sigui accessible des de l’exterior; 
és a dir, s’ha de permetre l’accés i redirigir correctament tots els paquets de l’exterior 
provinents del port de comunicació del servidor web cap a la seva adreça IP pública. Si no 
es disposa d’IP pública estàtica aleshores cal assegurar l’accés al servidor, bé sol·licitant 
una IP pública estàtica al Proveïdor de Serveis d’Internet contractat (d’ara endavant ISP – 
Internet Services Provider), o bé contractant un Servei de Sistema de Noms de Domini 
dinàmics (conegut com DNS dinàmics - Domain Name System) per a redirigir l’adreça IP 
pública de la passarel·la de connexió que es faci servir en cada cas i que dóna accés a la 
xarxa global. Aquesta última opció és interessant ja que alguns encaminadors que 
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distribueixen les ISP ja permeten configurar internament l’actualització automàtica de la seva 
IP pública per a alguns serveis de DNS dinàmics gratuïts.  
Queda clar, doncs, que l’arquitectura necessària per a dotar al servidor web d’accés remot 
depèn també dels recursos de l’usuari. En el cas d’una escola com l’ETSEIB, això es 
soluciona demanant a l’administrador de xarxa que assigni una IP estàtica al dispositiu o bé 
que redirigeixi el tràfic provinent d’un port de comunicació concret al servidor web; en el cas 
d’una aplicació domèstica cal contractar aquest servei al nostre ISP o bé fer ús d’alternatives 
com els servidors de DNS dinàmics ja mencionats. 
7.2. Clients 
Donat que aquest projecte està pensat per a que l’usuari pugui interactuar de forma remota 
amb el panell de missatges, s’opta per desenvolupar tant una interfície web accessible des 
de qualsevol navegador web com una aplicació per a dispositius mòbils que disposi d’una 
interfície gràfica prou entenedora i fàcil d’utilitzar. Concretament, es decideix programar-ho 
inicialment per a plataformes Android donat que és el sistema operatiu mòbil amb més quota 
d’establiment al mercat i existeixen entorns de programació gratuïts i de fàcil introducció per 
als no iniciats en el desenvolupament d’aplicacions per a dispositius mòbils. 
7.2.1. Interfície web 
La interfície web és la manera genèrica d’accedir al servidor web, consultar el missatge 
actual mostrat a la pantalla i canviar-ne l’estat. Tècnicament ha de tenir les mateixes 
característiques que l’aplicació programada per a dispositius Android, amb l’avantatge de ser 
accessible des de qualsevol navegador web. El codi de la interfície està inclòs en el 
programari del servidor web, fet a tenir en compte si es vol actualitzar la pàgina web amb 
valors extrets del propi microcontrolador. 
7.2.2. Aplicació Android 
L’aplicació Android es dissenya pensant en obtenir una manera més ràpida i adaptada al 
dispositiu mòbil d’interactuar amb el servidor web. Per a crear l’aplicació per a dispositius 
Android es fa ús de l’entorn App Inventor 2 (6) desenvolupat per l’Institut Tecnològic de 
Massachusets (MIT). Aquest entorn permet programar directament des d’un navegador web 
i posar a prova el codi sobre una plataforma física o un emulador Android executat en el 
mateix ordinador, i facilita en gran mesura la seva depuració gràcies a l’actualització gairebé 
immediata de l’aplicació que s’executa en la plataforma de prova si hi ha qualsevol canvi en 
el codi. L’entorn App Inventor 2 permet establir connexió mitjançant Bluetooth o peticions 
HTML, essent aquestes últimes essencials si el client ha d’establir un canal de comunicació 
amb un servidor web. 





8.1. Programació del servidor web 
La programació del servidor web es duu a terme dins el microcontrolador Arduino, d’aquesta 
manera es converteix en un sistema autònom que gestiona tant les peticions entrants dels 
clients com l’actualització dels missatges a la pantalla.  
8.1.1. Característiques 
El servidor web ha de complir tres objectius bàsics: gestionar les connexions externes per 
part dels clients autenticats correctament, informant-los de l’estat actual del sistema, dur a 
terme les accions pertinents en funció dels missatges enviats pels clients i modificar l’estat 
de la pantalla en base a la informació obtinguda en tot moment tant del sensor PIR com del 
polsador que es troba dins el despatx. 
El primer objectiu es pot assolir gràcies a la llibreria d’Arduino Webduino (7), la qual 
simplifica considerablement el procés de creació d’un servidor web gràcies al conjunt de 
funcions que implementa; quant al segon objectiu, una funció addicional anomenada 
accionsArduino s’encarrega d’executar les ordres corresponents a les peticions dels clients. 
El tercer objectiu s’assoleix declarant classes per a cadascun dels perifèrics instal·lats al 
microcontrolador. El codi complet del servidor web es pot consultar a l’Annex A. 
8.1.2. Llibreria Webduino 
La llibreria Webduino permet la creació d’un servidor web d’una manera senzilla, 
organitzada i modular, en tant que un cop inicialitzada una instància de servidor web, 
aquesta gestiona automàticament les connexions externes gràcies al conjunt de funcions 
incloses dins la pròpia llibreria. Així, per exemple, el servidor analitza automàticament les 
capçaleres de les peticions entrants, n’identifica els camps d’autenticació i comprova si són 
vàlids, així com processa la petició entrant en funció del mètode amb el qual s’ha enviat 
(GET, POST, HEAD...). Gràcies a això, el programador pot concentrar-se a programar les 
diverses accions del servidor o comandes, tal i com s’anomenen a la llibreria. 
Cada comanda es pot interpretar com una pàgina web; així doncs, en el cas d’aquest 
projecte, es planteja desenvolupar dues comandes: 
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 index.html: És la pàgina d’inici del servidor. En aquesta pàgina l’usuari ha 
d’introduir les seves dades d’autenticació abans no pugui accedir als actuadors del 
servidor web. 
 missatge.html: És la pàgina de gestió de missatges del sistema, així com d’altres 
possibles accions del servidor web. És requisit indispensable per a accedir al 
contingut d’aquesta pàgina haver introduït correctament les dades d’autenticació, en 
cas contrari el sistema retorna un missatge d’error d’autenticació. Un cop autenticat, 
l’usuari pot veure una recreació actualitzada del missatge actualment mostrat a la 
pantalla de cristall líquid connectada al servidor. Internament, aquesta comanda 
també envia els valors rebuts del client a la funció accionsArduino per a que els 
processi i tot seguit actualitza el missatge de la pantalla fent ús de les funcions 
programades per a aquesta finalitat. 
Per tal d’augmentar la seguretat del servidor, es treu profit del sistema d’autenticació 
implementat en la llibreria, el qual codifica per defecte el nom d’usuari i contrasenya en 
Base64. Si bé tan sols es tracta d’una codificació basada en un algoritme conegut i fàcilment 
reversible, i no d’una encriptació més potent, sempre és més segur que enviar la informació 
d’accés com a text pla, més fàcil de reconèixer en cas de ser interceptat. En quant a les 
peticions dels clients, s’opta pel mètode POST d’HTML (8), doncs a diferència del mètode 
GET, també HTML, els valors no es visualitzen en la URL del servidor, el límit de caràcters 
enviats és molt superior al mètode GET (uns 32000 bytes respecte els 2000 del mètode 
GET) i no hi ha restricció en el tipus de dades a enviar (el mètode GET està limitat a 
caràcters ASCII). 
8.1.3. Funció accionsArduino 
Aquesta funció duu a terme una acció determinada depenent de la parella nom-valor rebuda 
del client. Cada acció està programada dins un condicional if, així doncs és fàcil ampliar la 
funcionalitat del servidor: simplement s’ha de programar una coincidència a complir en 
relació amb el camp “nom” de la petició, i dins el condicional programar l’acció a dur a terme 
basant-se en el contingut del camp “valor”. Es pot consultar el codi d’aquesta funció a 
l’Annex 8.1.3. 
L’objectiu principal d’aquesta funció és la d’obtenir el nou missatge de text enviat pel client i 
la seva data d’enviament, i desar-les en les variable globals que després s’utilitzaran per a 
l’actualització tant de la pantalla de cristall líquid com de la informació enviada als clients 
connectats. A mesura que la funció va rebent parts del missatge enviat, aquesta els va 
concatenant i desant a les variables globals, introduint al final de cada part un caràcter de 
final de línia per a reconèixer el text que correspon a cada línia de la pantalla. D’aquesta 
manera es pot mantenir el format original del missatge enviat i s’evita la representació de 
paraules mal truncades per falta d’espai a les línies. 




Paral·lelament al processament del missatge entrant i a mode d’exemple de les infinites 
possibilitats del sistema, també es programen altres accions relacionades amb el control de 
la pantalla i de les entrades i sortides tant analògiques com digitals del microcontrolador. En 
el cas de la pantalla, es programa una acció per a controlar la intensitat de la il·luminació de 
fons de la pantalla a través d’una senyal PWM (Pulse-Width Modulation), controlable amb 
una barra lliscant; en el cas d’actuadors a través de les potes de senyal digital també es 
programa l’encesa i l’apagat d’un LED. Ambdues actuacions poden ser dutes a terme tant 
des de la interfície web com des de l’aplicació Android. 
8.2. Programació dels clients 
8.2.1. Interfície web 
La interfície web es programa i es desa dins el codi del servidor web, el qual l’enviarà al 
client en funció de la pàgina web que vulgui consultar. Per tal de simplificar el codi i fer-lo 
més funcional, es divideix el codi HTML de les pàgines en funcions dedicades a cadascuna 
de les parts que les conformen. Així, per a mostrar una pàgina en concret es criden les 
funcions htmlCapcalera, htmlCos i htmlFi, indicant-hi com a paràmetre d’entrada el nom de 
la pàgina a mostrar. El codi de les funcions de text HTML es pot consultar a l’Annex A.9. 
8.2.2. Aplicació Android 
Per a dur a terme l’aplicació Android, s’opta per utilitzar l’entorn web de programació App 
Inventor 2. L’App Inventor 2 és una aplicació web de codi obert originalment distribuïda per 
Google i a dia d’avui mantinguda pel MIT (Massachusetts Institiute of Technology). 
Aquest entorn de programació permet als no iniciats a la programació crear programari per 
al sistema operatiu Android, fent ús d’una interfície gràfica molt similar a altres entorns de 
programació orientats a l’educació com ara l’Scratch i l’StarLogo TNG, i que permet als 
usuaris programar mitjançant blocs. A més, té l’avantatge que permet la depuració en temps 
real de la depuració de l’aplicació en dispositius reals connectats tant a través de Wi-Fi com 
USB, reduint considerablement el temps dedicat a aquesta tasca. 
El codi complet de l’aplicació es pot consultar a l’Annex B. Un cop finalitzada la programació 
d’aquesta aplicació, l’App Inventor 2 permet compilar el programa en un arxiu .apk per tal de 
ser distribuït i instal·lat en qualsevol dispositiu Android. 
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8.2.2.1. Autenticació 
L’entorn de programació App Inventor 2 no disposa d’un sistema propi de codificació de 
cadenes de caràcters en Base64, per tant s’ha d’optar per una aproximació diferent a fi 
d’assolir aquest objectiu. Gràcies a la característica de l’App Inventor de poder fer crides a 
pàgines web, es pot transferir una cadena de caràcters a un fitxer local HTML i, mitjançant 
un conjunt de funcions JavaScript (9), retornar-ne la seva codificació en Base64 a l’aplicació 
Android per a ser enviada posteriorment al servidor web. 
Un cop codificades les dades d’autenticació, l’aplicació inclou la cadena codificada a la 
capçalera del missatge a enviar i procedeix a fer una petició GET sense paràmetres 
addicionals al servidor web. Si el codi de resposta rebut pel servidor web és d’error - codi 
401 -, l’aplicació mostra un missatge conforme les credencials introduïdes no són correctes; 
si en canvi el nom d’usuari i la contrasenya són correctes, l’aplicació dóna accés a l’usuari a 
consultar el missatge actualment mostrat en la pantalla de cristall líquid i a modificar-ne el 
contingut. 
8.2.2.2. Missatges predeterminats 
Cada missatge predeterminat pren la forma d’un botó que en ser premut envia tant el 
missatge com l‘hora en que s’ha premut el botó, la qual la pren del mateix dispositiu Android. 
Un cop el servidor web ha processat la petició, aquest reenvia les dades rebudes al client 
per tal que aquest actualitzi els camps corresponents al missatge actual, l‘hora de rebuda 
del missatge i la resta de paràmetres del servidor que s’hagin inclòs en la resposta. 
A diferència de la resta de botons, el botó “Vindré a les...” permet indicar mitjançant un 
selector de temps una hora concreta de tornada al despatx. Un cop acceptada l’hora 
convinguda, es procedeix a enviar la petició al servidor de la mateixa manera que la resta de 
missatges predeterminats. 
8.2.2.3. Missatge personalitzat 
El client disposa de tres camps de text en el que es representa el missatge que actualment 
s’està mostrant per pantalla. Aquests camps són modificables i permeten l’enviament de 
missatges personalitzats al servidor. Aquesta opció dóna total flexibilitat a l’usuari, doncs pot 
escriure el text en el format i posició que més li convingui; és a dir, pot escriure en qualsevol 
dels tres camps de text, deixant-ne buits els que vulgui. Com inicialment hi ha el missatge 
actual, l’usuari pot modificar-lo sense necessitat de tornar-lo a escriure. A més, es disposa 
de dos botons addicionals, un per a esborrar ràpidament tots els camps de text i l’altre per a 
recuperar el missatge original en cas de voler rectificar. 
Degut a que l’App Inventor 2 no permet establir una limitació a la quantitat de caràcters dins 
un camp de text, i que la pantalla utilitzada només disposa d’espai per a 20 caràcters per 




filera, s’ha optat per un sistema que permeti a l’usuari comprovar visualment si s’ha excedit 
d’aquesta xifra un cop el camp de text deixa d’estar actiu: 
a) Si en aquesta situació el nombre de caràcters dins d’aquest camp és superior a 20, 
el color del seu text passa a ser vermell, avisant a l’usuari que ha de reduir-ne la 
longitud. 
b) Si tot i així l’usuari no corregeix la longitud del missatge i prem el botó d’Enviar, 
l’aplicació mostra un missatge d’alerta conforme la longitud d’algun dels camps de 
text no compleix amb les condicions establertes, i no es duu a terme la petició al 
servidor web. 
Un cop decidit i introduït el missatge desitjat, s’ha de prémer el botó Enviar per tal que la 
petició es faci efectiva. De nou, l’aplicació envia al servidor tant el missatge personalitzat 
com l’hora d’enviament d’aquest i, un cop processada la petició, el servidor respon al client 
amb les noves dades de missatge, hora de recepció i altres paràmetres de configuració. 
8.2.2.4. Altres accions 
L’aplicació Android també permet la interacció amb altres elements connectats al servidor. A 
mode de prova, s’implementa un LED al servidor i se’n pot controlar la seva encesa i 
apagada de manera remota. Aquest control es duu a terme mitjançant dos botons 
programats de manera similar als dels missatges predeterminats, amb la diferència que en 
aquest cas el servidor no modifica el missatge mostrat per pantalla. 
De manera similar al control del LED, es pot ajustar la intensitat de la pantalla de cristall 
líquid des de l’aplicació gràcies a una barra lliscant. Un cop posicionat el marcador en el 
percentatge desitjat, s’ha de prémer el botó Enviar del seu costat per a procedir a la petició 
al servidor web. El servidor respon amb el nou valor d’intensitat i l’aplicació actualitza la 
posició de la barra lliscant d’acord amb la resposta rebuda. 
8.3. Programació de la pantalla 
Degut a les limitacions de les pantalles LCD comercials a l’hora de representar grafies no 
incloses en la taula de caràcters ASCII bàsica, la programació necessària per a solucionar 
aquest inconvenient mereix un capítol dedicat. 
Les pantalles LCD disposen d’un banc de memòria limitat que permet emmagatzemar un 
nombre determinat de caràcters personalitzats, i en el cas de les pantalles amb xip 
HD44780 aquestes permeten desar fins a vuit caràcters diferents. Tenint en compte això, es 
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dissenya una funció que substitueixi tot caràcter propi de la llengua catalana no inclòs en la 
taula ASCII bàsica per la seva grafia prèviament generada. 
8.3.1. Codificació UTF-8 
Per a comprendre la necessitat de les funcions destinades a la gestió dels missatges 
entrants, cal entendre com funciona la codificació de caràcters usada en l’enviament de 
dades a través de la xarxa. 
UTF-8 (Unicode Transformation Format – 8-bit) és el mètode de codificació dominant a 
Internet, essent present al 84,3% de totes les pàgines web (10), i es recomana utilitzar-lo 
com el sistema de codificació predeterminat en XML (Extensible Markup Language) i HTML 
(11). La codificació UTF-8 és capaç de codificar tots els caràcters possibles en Unicode. Fou 
dissenyat per a ser compatible amb ASCII i per a evitar les complicacions implícites en 
codificacions alternatives com UTF-16 i UTF-32. Els primers 128 caràcters d’Unicode, que 
corresponen un a un amb la codificació ASCII, es codifiquen fent servir un únic byte amb el 
mateix valor binari que l’ASCII, fent que un text ASCII vàlid també sigui un text Unicode 
codificat en UTF-8 vàlid; mentrestant, els 1920 caràcters següents necessiten dos bytes per 
a ser codificats, que representen el que manca de gairebé la totalitat d’alfabets llatins, i 
també el grec, ciríl·lic o hebreu, entre d’altres. Amb tres i quatre bytes es representen quasi 
tota la resta de caràcters d’ús habitual, incloent símbols monetaris, alfabets asiàtics i 
emoticones. 
Gràcies a aquesta retro-compatibilitat amb ASCII, no hi ha problema a l’hora de representar 
qualsevol dels primers 128 caràcters a la pantalla de cristall líquid; tanmateix, l’ús de 
caràcters fora de la taula ASCII bàsica és necessari en qualsevol idioma que no sigui 
l’anglès i per a aquest projecte no es pot limitar la codificació del servidor web a un sistema 
de codificació tan limitat com l’ASCII. El cas que ocupa aquest projecte és el de poder 
representar com a mínim els caràcters propis de la llengua catalana, sabent a més que 
aquests no estan inclosos en la taula de caràcters gravada a la memòria ROM de la pantalla 
de cristall líquid. 
8.3.2. Funció utf8_LCD 
S’anomena utf8_LCD la funció que, donat un missatge codificat en UTF-8 com a paràmetre 
d’entrada, cerca tot caràcter no representable a la pantalla del missatge i, en cas que 
pertanyi a les grafies pròpies de la llengua catalana, genera el caràcter corresponent a la 
memòria de la pantalla LCD i el substitueix en una còpia del missatge original. Un cop 
revisat tot el missatge, es retorna la còpia del missatge original. El codi de la funció està 
disponible a l’Annex A.5.1. 
El format de dades del missatge entrant i sortint és del tipus String, un tipus propi del 
llenguatge C++ adaptat a Arduino que disposa de mètodes molt útils per a manipular la 




cadena de caràcters que composa el missatge, tals com extreure’n subcadenes, trobar 
coincidències parcials dins la cadena o substituir caràcters de la cadena en base a la seva 
posició. Aquests Strings contenen els valors decimals dels caràcters dels missatges enviats 
des dels clients, codificats en UTF-8; això vol dir que hi ha caràcters que, al no estar inclosos 
dins la taula ASCII bàsica, són representats mitjançant dos valors decimals en comptes d’un. 
Això suposa un inconvenient a l’hora d’imprimir aquests caràcters per pantalla, doncs les 
funcions destinades a aquesta tasca prenen un únic valor byte d’entrada i el comparen amb 
la taula de caràcters gravada a la ROM de la pantalla. Si no es té en compte que hi ha 
caràcters representats mitjançant dos valors decimals, el missatge mostrat per pantalla 
queda completament desvirtuat. 
Per a poder dur a terme la substitució dels caràcters, prèviament s’ha de disposar de la 
representació gràfica, o grafia, de cadascun dels caràcters necessaris per tal d’assegurar 
que qualsevol missatge escrit en llengua catalana sigui mostrable per pantalla. En el cas de 
la llengua catalana, hi ha 21 caràcters no inclosos a la taula de caràcters de la pantalla, que 
inclouen lletres accentuades, dièresis i la ce trencada, tant en majúscula com minúscula, i 
també el punt volat per a poder escriure la ela geminada. 
Per a poder reconèixer quins caràcters del missatge entrant pertanyen al grup de caràcters 
no representables directament, s’utilitza la seva parella de valors decimals en la codificació 
UTF-8 com a identificador i es compara amb aquells inclosos a una taula prèviament 
definida dins el codi de programa, tal i com es pot veure a la Taula 8-1, que conté tant el codi 
UTF-8 dels caràcters disponibles en català com la seva representació gràfica en format 
d’una cadena de vuit bytes que s’envia a la pantalla LCD per a que aquesta generi i desi en 
memòria la grafia corresponent. S’utilitza la llibreria PROGMEM_readAnything.h (12) per a 
desar la taula a la memòria de programa i així reservar la memòria RAM per a les variables. 
Un cop definida la taula de possibles caràcters a representar, cal un mètode que optimitzi 
l’ús del limitat banc de memòria de la pantalla LCD, doncs com s’ha dit prèviament, tan sols 
s’hi poden emmagatzemar fins a vuit caràcters personalitzats a la vegada. Si es vol aprofitar 
al màxim aquest recurs, s’ha d’evitar generar i desar en memòria el mateix caràcter més 
d’un cop, i per tant també s’ha de dur un seguiment de quins caràcters ja s’han utilitzat. De 
nou, l’identificador dels caràcters desat en una llista de grafies ja generades permetrà 
determinar si cal o no ocupar una posició en memòria nova per a cada caràcter no 
representable trobat dins el missatge. 
Degut a les limitacions de la pantalla LCD per a mostrar més de vuit caràcters no 
representables, s’imposa com a condició prèvia d’ús de la funció que el missatge entrant no 
inclogui més de vuit caràcters no representables diferents, així com caràcters que no siguin 
Pàg. 32  Memòria 
 
propis de la llengua catalana. Tanmateix, aquesta condició a la pràctica pot ser 
menystinguda doncs és difícil generar un missatge curt d’aproximadament seixanta 
caràcters on hi apareguin vuit lletres accentuades o amb dièresi diferents, combinat amb ces 
trencades o punts volats. A més, si es disposa de prou memòria de programa lliure, es pot 
ampliar la taula de caràcters per a que inclogui aquells que es cregui oportú, com per 
exemple grafies de la llengua castellana com la lletra ñ i la seva majúscula Ñ. 
Caràcter UTF-8 Grafia en format de cadena de bytes (caràcters de 5x8 píxels) 
· 194, 183 B00000,B00000,B00000,B00100,B00000,B00000,B00000,B00000 
À 195, 128 B01000,B00100,B01110,B10001,B11111,B10001,B10001,B00000 
Ç 195, 135 B01110,B10001,B10000,B10000,B10000,B10101,B01110,B10000 
È 195, 136 B01000,B00100,B11111,B10000,B11110,B10000,B11111,B00000 
É 195, 137 B00010,B00100,B11111,B10000,B11110,B10000,B11111,B00000 
Í 195, 141 B00010,B00100,B11111,B00100,B00100,B00100,B11111,B00000 
Ï 195, 143 B01010,B00000,B11111,B00100,B00100,B00100,B11111,B00000 
Ò 195, 146 B01000,B00100,B01110,B10001,B10001,B10001,B10001,B01110 
Ó 195, 147 B00010,B00100,B01110,B10001,B10001,B10001,B10001,B01110 
Ú 195, 154 B00010,B00100,B10001,B10001,B10001,B10001,B01110,B00000 
Ü 195, 156 B01010,B00000,B10001,B10001,B10001,B10001,B01110,B00000 
à 195, 160 B01000,B00100,B01110,B00001,B01111,B10001,B01111,B00000 
ç 195, 167 B00000,B00000,B01110,B10000,B10000,B10101,B01110,B10000 
è 195, 168 B01000,B00100,B01110,B10001,B11111,B10000,B01110,B00000 
é 195, 169 B00010,B00100,B01110,B10001,B11111,B10000,B01110,B00000 
í 195, 173 B00010,B00100,B00000,B01100,B00100,B00100,B01110,B00000 
ï 195, 175 B01010,B00000,B01100,B00100,B00100,B00100,B01110,B00000 
ò 195, 178 B01000,B00100,B00000,B01110,B10001,B10001,B01110,B00000 
ó 195, 179 B00010,B00100,B00000,B01110,B10001,B10001,B01110,B00000 
ú 195, 186 B00010,B00100,B10001,B10001,B10001,B10011,B01101,B00000 
ü 195, 188 B01010,B00000,B10001,B10001,B10001,B10011,B01101,B00000 
Taula 8-1: Taula de caràcters utilitzats en la llengua catalana. S’inclou la seva representació UTF-8 usant 
valors decimals i la seva grafia representada en una matriu 5x8 de bits. 




Els passos que segueix la funció utf8_LCD per a processar el missatge entrant són els que 
s’indiquen a continuació: 
1. El missatge introduït és analitzat caràcter per caràcter i s’avalua si forma part o no de la 
taula bàsica ASCII. Per a prendre aquesta decisió es pren com a valor de comparació el 
126, que representa la grafia “~” i que és la última de la taula ASCII. 
a) Si el caràcter està inclòs a la taula ASCII bàsica, aquest es desa a la cadena de 
caràcters a retornar i s’analitza el següent caràcter. 
b) Si el caràcter no està inclòs a la taula ASCII bàsica, es pren el següent caràcter de 
la cadena i primer es comprova que el caràcter que representen ambdós valors no 
hagi estat prèviament generat a la memòria de la pantalla. Això s’aconsegueix 
comparant aquesta parella de valors decimals amb els identificadors ja desats en 
una taula auxiliar anomenada charsCreats. En la taula charsCreats es desen els 
identificadors dels caràcters especials a mesura que aquests són generats a la 
memòria de la pantalla; això permet simplificar la cerca del caràcter concret quan 
s’ha d’imprimir per pantalla, doncs l’índex de la seva posició en la taula coincideix 
amb la seva posició en memòria de pantalla, i a l’enviar un valor byte entre 0 i 7 a la 
pantalla mitjançant la seva corresponent funció print(), aquesta imprimeix la grafia 
desada en aquella posició en memòria de pantalla. Si existeix coincidència, 
aleshores vol dir que el caràcter ja ha estat generat prèviament i per tant s’assigna 
el byte de l’índex de la posició de la taula on hi ha l’identificador del caràcter al 
següent caràcter de la còpia del missatge original. Fet això, es passa a analitzar el 
següent caràcter. 
c) Si el caràcter no està inclòs a la taula ASCII bàsica i encara no ha estat generat a la 
taula, s’ha de comprovar que el caràcter en qüestió està definit dins la taula de 
caràcters especials generada al principi del programa. De nou, es fa ús de la parella 
de valors decimals que representen el caràcter en la codificació UTF-8 i es compara 
amb tots i cadascun dels caràcters de la taula inicial. En cas d’haver-hi una 
coincidència, s’assigna l’identificador a la següent posició lliure de la taula auxiliar 
charsCreats i el byte del seu índex en aquesta taula al següent caràcter de la còpia 
del missatge original. Un cop generat el nou caràcter i assignada la seva posició en 
la cadena de caràcters a retornar, s’analitza el següent caràcter. 
d) Si el caràcter no està inclòs a la taula ASCII bàsica, no coincideix amb cap dels 
caràcter especials definits a la taula inicial del programa, o bé s’ha superat el màxim 
de caràcters generables dins la memòria de la pantalla, aquest és considerat com 
un caràcter desconegut, es substitueix per un signe d’interrogació “?” i es passa a 
analitzar el proper caràcter del missatge original. 
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2. Quan s’arriba al final del missatge, la funció retorna la còpia del missatge ja formatat per 
a ser imprès a la pantalla. 
És important incidir en el fet que és responsabilitat de l’usuari generar missatges que 
continguin menys de vuit caràcters propis de la llengua catalana no inclosos en la taula 
ASCII bàsica i que siguin diferents entre ells, doncs la complexitat d’analitzar el missatge 
abans de ser enviat pel servidor web per tal de fer aquesta comprovació és elevada, i més 
fent servir el llenguatge HTML per a gestionar les peticions del client al servidor. 
8.3.3. Funció escriureMissatge 
La funció escriureMissatge s’encarrega d’imprimir en pantalla amb el format correcte un 
missatge entrant i una data. Ambdós paràmetres d’entrada són del tipus String prèviament 
mencionat i contenen els valors decimals de la codificació en UTF-8 de cadascun dels 
caràcters tant del missatge com de la data, per tant el missatge abans s’ha de formatar amb 
la funció utf8_LCD ja explicada. El paràmetre data no necessita ser formatat, doncs els 
caràcters que conté sempre formen part de la taula ASCII bàsica (números, “/” per a separar 
el dia i el mes i un punt per a separar l’hora dels minuts). El codi d’aquesta funció es pot 
consultar a l’Annex 8.3.3. 
Els passos que segueix la funció escriureMissatge per a acabar imprimint el missatge per 
pantalla són els següents: 
1. Es crea una variable local del tipus String que contindrà el missatge ja formatat 
correctament per a ser imprès per pantalla. Per a assegurar la mínima fragmentació de 
memòria RAM durant el procés de formatat del missatge, es fa una reserva prèvia de 60 
bytes per a la variable, que és la mida màxima del missatge representable per pantalla. 
2. Es crida la funció utf8_LCD amb el missatge entrant com a paràmetre d’entrada i la nova 
variable local com a paràmetre de sortida. Un cop executada la funció, la variable local 
està llesta per a ser impresa per pantalla. 
3. Es neteja tot caràcter imprès a la pantalla i s’inicia un recorregut de tots els valors de la 
variable local, imprimint-ne el caràcter corresponent en pantalla i tenint en compte una 
condició: el caràcter “`” amb valor decimal 96 s’ha escollit com a caràcter sentinella de 
final de línia, per tant si el caràcter actual coincideix amb aquest, no s’imprimeix el 
caràcter i es canvia la posició del cursor a l’inici de la fila immediatament inferior. 
Un cop finalitzada la impressió del missatge, es canvia la posició del cursor de la pantalla a 
la última fila i es procedeix a imprimir la data del missatge rebut. 
Malauradament, el sistema perd la informació de l’últim missatge rebut si es desconnecta de 
la xarxa elèctrica, doncs aquest no ha estat desat en cap memòria no volàtil, com ara la 
EEPROM (Electrically-Erasable Programmable Read-Only Memory). És conegut i 
documentat que el tipus String utilitzat per a la gestió dels missatges presenta problemes 




quan es vol desar i recuperar de la EEPROM, i la solució a aquest inconvenient passa per 
utilitzar cadenes de caràcters (conegudes com arrays) en comptes d’Strings, però això 
implica modificar gairebé en la seva totalitat el codi del servidor, doncs molts dels mètodes i 
les funcions utilitzats no són compatibles amb aquest altre tipus de dada. Una altra 
alternativa fora la de desar externament aquesta informació, bé en el núvol o en un fitxer de 
text que podria desar-se en una targeta de memòria, doncs el mòdul Ethernet de l’Arduino 
disposa d’una ranura per a targetes microSD; malauradament aquest mètode també implica 
afegir més recursos externs al sistema, com ara noves llibreries per a connectar amb 
servidors externs o més memòria per a gestionar el buffer de la targeta de memòria. 
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9. Manual d’utilització 
L’ús del sistema és pràcticament igual tant si s’accedeix al servidor des d’un navegador web 
com si es fa des de l’aplicació Android, per tant aquest manual és vàlid per a ambdues 
opcions. En cas d’haver-hi alguna diferència entre dispositius s’explicitarà per a cadascun 
dels dos casos. 
9.1. Accés i autenticació 
9.1.1. Interfície web 
Per a poder accedir a la interfície web s’ha d’introduir l’adreça IP del servidor junt amb el port 
de comunicació. Tal i com es pot veure a la Il·lustració 9-1 la pantalla d’inici del servidor 
informa de l’últim missatge enviat i la hora a la que ha estat rebut. 
 
Il·lustració 9-1: Pantalla d’inici del servidor web. 
Des d’aquesta pàgina web s’accedeix al menú d’opcions disponibles a través del botó 
inferior. Immediatament després de clicar aquest botó, una finestra emergent sol·licita 
l’autenticació de l’usuari mitjançant la introducció d’un nom d’usuari i una contrasenya, com 
es pot veure a la Il·lustració 9-2. Cas que l’autenticació sigui incorrecta, el servidor torna a 
demanar a l’usuari que s’autentiqui de nou. 
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Il·lustració 9-2: Finestra emergent d’autenticació d’usuari. 
9.1.2. Aplicació Android 
En el cas de l’aplicació Android, l’adreça URL del servidor està configurada en el codi del 
programa i és visible just a sota dels camps d’autenticació; cas que aquesta fos diferent, el 
botó “Canvia adreça URL” permet modificar la IP i el port de comunicació. La Il·lustració 9-3 
mostra la pantalla d’inici i les opcions per a modificar l’adreça URL. Dins de les opcions 
disponibles, el botó “IP despatx” retorna l’adreça URL del servidor predeterminat. Cas que 
les dades d’autenticació no siguin correctes, l’aplicació retorna un missatge d’error. 
  
Il·lustració 9-3: Pantalla d’inici de l’aplicació Android i opcions de canvi d’adreça URL. 
 




9.2. Pantalla d’opcions de missatge 
Un cop l’usuari s’ha identificat correctament, apareix la pantalla amb les opcions disponibles. 
A la Il·lustració 9-4 es pot veure una representació d’aquesta pantalla en la versió web, 
mentre que la Il·lustració 9-5 mostra les opcions de l’aplicació Android. Els elements 
disponibles s’expliquen a continuació: 
 
Il·lustració 9-4: Pantalla d’opcions de missatge de la versió web. 
1. Missatge actual en pantalla: Aquests camps de text mostren l’últim missatge enviat 
al servidor i l’hora a la que es va enviar. Els tres primers camps de text són 
modificables i permeten enviar un missatge personalitzat al servidor per a que sigui 
representat en pantalla. La longitud màxima de text per línia és de 20 caràcters, 
limitada per la la pròpia interfície web. 
2. Botó d’enviament: Actualitza el missatge en el servidor amb el missatge 
personalitzat que s’hagi escrit en els camps de text superiors. En l’aplicació Android, 
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si algun dels tres camps de text supera els 20 caràcters de longitud aquest canvia el 
color del text a vermell i mostra un missatge d’error.  
3. Botó de recuperació de l’últim missatge: Permet que l’últim missatge enviat al 
servidor torni a aparèixer en els camps de text. Aquest botó és útil si s’ha esborrat 
algun camp de text i es vol recuperar el missatge original. 
4. Botó d’esborrat de missatge: Permet esborrar de cop tot el text i així començar a 
escriure un nou missatge. 
5. Botons de missatges predeterminats: Aquests botons permeten canviar 
ràpidament el missatge del servidor web per missatges d’ús més freqüent. 
6. Selecció d’hora d’arribada: Aquesta opció permet enviar un missatge 
predeterminat al servidor on s’indica l’hora d’arribada al despatx, simplement 
seleccionant la hora desitjada amb els dos selectors i prement el botó “Envia” ubicat 
a la part inferior. El botó “Restableix” reinicia el valor dels dos selectors a zero. En el 
cas de l’aplicació Android, apareix una finestra emergent amb un rellotge. 
7. Encesa i apagada del LED d’estat: Aquests dos botons permeten encendre o 
apagar a voluntat el LED d’estat ubicat dins el despatx. 
8. Regulador d’il·luminació de pantalla: Aquesta barra lliscant permet ajustar la 
intensitat de la il·luminació de la pantalla quan aquesta està encesa, essent el 0% el 
mínim d’intensitat i el 100% el màxim. 
9. Botó de tancament de sessió (només Android): Aquest botó retorna l’usuari a la 
pantalla d’autenticació. 
  
Il·lustració 9-5: Pantalla d’opcions de missatge de l’aplicació Android. 




9.3. Tancament de la sessió 
9.3.1. Interfície web 
Un cop finalitzat el canvi de missatge, es recomana tancar totes les pestanyes del 
navegador web per tal d’esborrar qualsevol rastre de les dades d’autenticació de l’usuari. 
9.3.2. Aplicació Android 
Per a tancar la sessió des de l’aplicació Android, es prem el botó de la part inferior de la 
pantalla, retornant l’usuari a la pàgina d’inici. Les dades d’autenticació s’esborren i l’usuari 
les ha de tornar a introduir. 
  








10. Disseny del prototip 
10.1. Esquemes del prototip 
El prototip consta de dos blocs separats, un dins el despatx que conté el microcontrolador i 
que està connectat a la xarxa i l’altre exterior al costat de la porta amb la pantalla de cristall 
líquid. Ambdós blocs estan connectats per un cable que serveix tant per a alimentar els 
components electrònics exteriors com per a transmetre dades. La Il·lustració 10-1 mostra 
l’esquema elèctric del bloc principal del prototip. 
 
Il·lustració 10-1: Esquema elèctric del bloc principal del prototip. 
La Il·lustració 10-2 mostra l’esquema elèctric del bloc exterior del prototip. Cal notar que el 
contacte a terra i l’alimentació a 5 volts provenen del bloc principal del prototip, fent comuns 
els negatius de l’alimentació de la pantalla, el seu LED d’il·luminació, i el sensor PIR amb el 
valor de terra del microcontrolador. 
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Il·lustració 10-2: Esquema elèctric del bloc exterior del prototip. 
10.2. Construcció del prototip 
El bloc principal, mostrat a la Il·lustració 10-3, està composat pel microcontrolador Arduino, 
el mòdul Ethernet Shield per a connectar-se a la xarxa i el mòdul Proto Shield on s’hi ha 
soldat el polsador per a generar un missatge predeterminat per a avisar de l’absència del 
professor al despatx sense necessitat d’haver d’accedir a l’aplicació Android o a un 
navegador web, el LED d’estat de presència i un connector per a la connexió amb el bloc 
exterior mitjançant un cable. L’alimentació del prototip es duu a terme mitjançant una font 
d’alimentació de 9 volts i un consum màxim de 10 watts. 
  
Il·lustració 10-3: Bloc principal del prototip. Vista frontal (esquerra) i vista lateral (dreta). 




El bloc exterior es munta sobre una placa de baquelita perforada d’una sola capa i conté, a 
part de la LCD, el potenciòmetre per a regular el contrast de la pantalla, el sensor PIR i un 
connector per a la connexió amb el bloc principal ubicat dins del despatx. A la Il·lustració 
10-4 es pot veure el resultat final. 
 
Il·lustració 10-4: Bloc exterior del prototip. 
La Il·lustració 10-5 mostra el conjunt muntat i en funcionament, junt amb un dispositiu 
Android executant l’aplicació del client. 
 
Il·lustració 10-5: Prototip en funcionament i dispositiu Android amb l’aplicació client (centre). 
  








11. Impacte mediambiental 
La Directiva d’Avaluació d’Impacte Ambiental (83/377/CEE) defineix l’estudi de l’impacte 
ambiental com: 
L’instrument clau per poder dur a terme una política ambiental preventiva, és a dir, que 
pretengui evitar que es produeixi el deteriorament del medi ambient en lloc d’invertir 
posteriorment en restaurar-lo i recuperar-lo, la qual cosa no sempre és possible i, 
generalment, és més costós evitar el deteriorament intervenint a temps. 
Per a aconseguir-ho, bàsicament s’ha de conèixer amb anterioritat què es pretén fer i com. 
El procediment per autoritzar, regular i posar condicions als projectes o actuacions a 
desenvolupar és el que es coneix com a avaluació d’impacte ambiental. 
11.1. Normativa RoHS 
La llei d’impacte ambiental europeu desprèn una normativa que han de complir elements 
electrònics i elèctrics, coneguda com RoHS (13), Restriction of Hazardous Substances, 
(2002/95/EC). A Espanya, la normativa RoHS juntament amb la RAEE (Reciclatge 
d’Aparells Elèctrics i Electrònics) han estat transposades sota el mateix decret, essent 
aquest el RD 208/2005. 
La normativa RoHS fa referència a sis substàncies: plom, mercuri, cadmi, crom VI, PBB i 
PBDE. Els quatre primers elements són metalls pesats i els dos restants són substàncies 
retardants de la flama utilitzades en alguns polímers. 
Els dispositius Arduino i tots els components electrònics obtinguts a través del Departament 
d’Enginyeria Elèctrica compleixen amb la normativa RoHS, i les tasques de soldadura s’han 
efectuat amb estany de baix contingut en plom. 
11.2. Desmantellament i reciclatge 
Tal i com s’ha citat anteriorment, el RD 208/2005 inclou una normativa europea que fa 
èmfasi en la recuperació i reciclatge d’aparells o elements elèctrics i electrònics, coneguda 
com RAEE, Reciclatge d’Aparells Elèctrics i Electrònics (2002/96/EC). Aquesta normativa 
pretén promoure el reciclatge, la reutilització i la recuperació dels residus d’aquests equips 
per a reduir la seva contaminació. 
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Aquest projecte ha fet ús, en la mesura del possible, d’elements d’altres projectes 
compatibles amb l’actual. L’avantatge d’utilitzar un microcontrolador Arduino i els seus 
mòduls per al projecte és que aquest es pot desmuntar fàcilment, reparar de forma 
independent cadascun dels seus mòduls o, en cas de no haver-hi cap altra opció, substituir-
lo per un de nou sense haver de canviar el dispositiu sencer. Els perifèrics connectats a la 
placa soldada s’han implementat seguint la mateixa filosofia de fàcil desconnexió i 
substitució. 
Els elements emprats en el projecte són d’ús habitual en l’àmbit dels projectes electrònics 
per a aficionats, fent que cadascun d’aquests pugui ser utilitzat en futurs projectes quan 
s’arribi al final de la vida útil del sistema. 
11.3. Anàlisi de l’impacte d’utilització del sistema 
Durant la fase de disseny del sistema s’ha establert com a objectiu desenvolupar un sistema 
que funcionés durant les 24 hores del dia amb un consum energètic tan baix com fos 
possible. És difícil determinar l’impacte del sistema en termes de costos ambientals i 
energètics, tanmateix sí que es pot comparar l’estalvi respecte d’altres equips més 
convencionals. Segons la documentació de l’Arduino, es recomana alimentar el 
microprocessador amb una font d’alimentació externa que proporcioni entre 7 i 12 V i que 
sigui capaç de subministrar una càrrega d’entre 250 i 500 mA, essent aquest últim valor més 
apropiat per tal d’assegurar una alimentació estable de tots els perifèrics connectats. Així 
doncs, el consum màxim previst del sistema és d’uns 6 W, mentre que el consum d’un equip 
informàtic convencional  oscil·la entre els 150 i els 300 W. Utilitzant el sistema dissenyat 
s’aconsegueix un estalvi energètic d’un 98% en comparació a l’equip convencional. 
 





Per al desenvolupament d’aquest projecte han estat necessaris recursos tant humans com 
materials. L’estudiant ha hagut de realitzar totes les activitats que integren aquest projecte, a 
la vegada que ha dut a terme la recerca i adquisició del material necessari tant per a la 
construcció del prototip com per a la realització dels assaigs. 
Les partides en les que es divideix el pressupost són de recursos humans, recursos 
materials per a la fabricació del prototip i recursos I+D per a la resta d’elements utilitzats 
durant el desenvolupament del projecte. 
12.1. Recursos humans 
Es consideren recursos humans totes les hores dedicades a la realització de tasques per 
part de l’estudiant que integren tot el desenvolupament del projecte (veure Taula 12-1). 
Activitat Preu unitari (€/h) Hores emprades Cost (€) 
Investigació 45 120 5400 
Disseny conceptual 45 40 1800 
Implementació maquinari 20 25 500 
Implementació programari 35 300 10500 
Redacció 20 60 1200 
TOTAL   545 19400 
Taula 12-1: Recursos humans 
12.2. Recursos materials 
Els recursos materials són tots aquells necessaris pel muntatge del prototip. El cost de 
l’utillatge necessari per a la fabricació del prototip no es contempla en aquest apartat (veure 
Taula 12-2). 
Concepte Preu unitari (€/un) Unitats Cost (€) 
Arduino UNO Rev.3 20,80 1,00 20,80 
Arduino Ethernet Shield 31,20 1,00 31,20 
Arduino Proto Shield 3,50 1,00 3,50 
Components electrònics 60,98 1,00 60,98 
Font d'alimentació 12V 12,00 1,00 12,00 
TOTAL     128,48 
Taula 12-2: Recursos materials 
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12.3. Recursos I+D 
Per recursos I+D es considera tot allò necessari pel desenvolupament del projecte que no 
forma part pròpiament del sistema final, com ara programari o aparells de mesura (veure 
Taula 12-3). 
Concepte Preu unitari (€/un) Unitats Cost (€) 
Ordinador portàtil 400,00 1,00 400,00 
Dispositiu Android 50,00 1,00 50,00 
Components 
electrònics per a 
muntatge de prova 
11,88 1,00 11,88 
Multímetre 100,00 1,00 100,00 
Arduino IDE 1.6.4 0,00 1,00 0,00 
App Inventor 2 0,00 1,00 0,00 
Fritzing 0.9.2b 0,00 1,00 0,00 
TOTAL     561,88 
Taula 12-3: Recursos I+D 
12.4. Cost total del projecte 
A la Taula 12-4 es mostra un resum de les partides de cost exposades anteriorment i el cost 
total del projecte. Es considera un marge d’imprevistos en el cost del projecte d’un 3%. 
Concepte Cost (€) 
Recursos humans 19400,00 
Recursos materials 128,48 
Recursos I+D 561,88 
Imprevistos (3% dels recursos) 602,71 
Subtotal 20693,07 
I.V.A. (21% del subtotal) 4345,54 
TOTAL COST PROJECTE 25038,62 
Taula 12-4: Cost total del projecte 
 
 





L’objectiu principal d’aquest projecte ha estat el de poder desenvolupar un sistema autònom 
de visualització de missatges, els quals poguessin ser enviats de manera remota i des de 
qualsevol dispositiu electrònic personal amb connexió a Internet, i sobretot permetre que els 
missatges fossin escrits en llengua catalana amb les mínimes limitacions possibles. A 
efectes pràctics aquest objectiu ha estat assolit satisfactòriament, doncs aquests missatges 
poden ser enviats al sistema des de qualsevol dispositiu Android mitjançant l’aplicació 
desenvolupada, i des de qualsevol navegador web independentment de la plataforma des 
de la que s’estigui executant; quant al fet de la llengua utilitzada, si bé segueix havent-hi la 
limitació d’ús de vuit caràcters diferents propis del català en un únic missatge, s’ha 
comprovat que aquests vuit són més que suficients per a estructurar qualsevol missatge de 
menys de seixanta caràcters. 
Pel que fa a l’estudi de les possibilitats del sistema, ha quedat de manifest que les 
característiques de l’Arduino permeten augmentar la funcionalitat del servidor web, 
convertint-lo en un candidat de sistema domòtic autònom a tenir en compte. El present 
projecte ha demostrat que gràcies a les potes analògiques i digitals del microcontrolador es 
pot interactuar amb el món real i obtenir-ne una resposta a processar posteriorment; en 
aquest cas s’ha limitat al control d’un LED i d’una pantalla de cristall líquid, però el codi 
utilitzat és extensible a qualsevol sensor o actuador que es volgués implementar. Sabent 
que el coll d’ampolla del sistema ve donat per la limitada memòria disponible en el 
microcontrolador, en cas de ser necessari es pot migrar el codi a un model d’Arduino 
superior sense haver de dur a terme gaires modificacions en el mateix. 
Si bé el sistema tal i com està dissenyat ara és completament funcional, sempre hi ha lloc 
per a millores. Per a futures revisions, un dels objectius principals és el d’aconseguir desar 
tota la informació relativa a l’estat del servidor web en la memòria EEPROM del 
microcontrolador, incloent l’últim missatge enviat i l’hora en que va ser rebut, i així recuperar-
ho en cas de pèrdua d’alimentació. També fóra convenient implementar un client NTP dins 
el servidor web per tal d’obtenir l’hora dels esdeveniments de canvi de missatge i no haver 
de dependre dels clients, així com optimitzar el codi de programa per a reduir tant com es 
pugui les dependències amb variables globals i obtenir més espai de programa. 
A nivell personal, aquest projecte ha requerit una important capacitat de comprensió de la 
documentació relacionada amb els dispositius utilitzats, així com un aprofundiment en els 
llenguatges de programació ja coneguts per a poder assolir els objectius marcats. Ha estat 
necessari també fer ús de la inventiva a l’hora de resoldre problemes derivats de les 
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limitacions del sistema, com ara l’ús de recursos addicionals per a dur a terme el procés 
d’autenticació en l’aplicació Android, o la gestió de la memòria de programa de l’Arduino per 
a compensar la seva limitada memòria RAM i evitar col·lapses en el sistema per 
fragmentació de memòria. La cerca constant de llibreries del microcontrolador per a obtenir 
un rendiment millor del mateix, així com els exemples consultats a les diverses comunitats 
dedicades a la programació d’Arduino han ajudat en moltes ocasions a enfocar el projecte 
des de perspectives diferents, permetent assolir els objectius marcats quan semblava que 
no hi havia solució. El mètode d’assaig i error ha estat essencial per a poder desenvolupar 
correctament els programes, i ha calgut ser perseverant i dedicar molt de temps en certs 
aspectes del disseny per a poder aconseguir els resultats desitjats. 
Tot i les dificultats abans exposades, i vist el que s’ha aconseguit, puc dir que ha valgut la 
pena dedicar tants esforços a desenvolupar aquest projecte, doncs gràcies a aquesta 
experiència queda clar que qualsevol idea que un tingui es pot desenvolupar amb iniciativa i 
creativitat, i sobretot amb ganes d’aprendre cada cop més. 
 





En primer lloc voldria enviar un agraïment molt sincer als meus pares per donar-me la 
possibilitat de realitzar els estudis d’enginyeria, doncs sense ells aquest projecte no hauria 
estat possible. 
També voldria agrair al director d’aquest projecte, l’Oriol Boix, la seva predisposició i 
disponibilitat a l’hora de resoldre els dubtes i problemes que han anat sorgint al llarg del 
projecte, així com els constants suggeriments per a millorar-ne la utilitat. 
Agraeixo també a en Dani Heredero l’haver-me donat un cop de mà en la revisió de la 
present memòria en aquells moments en els que és tan útil una segona opinió al respecte. 
Es mereixen un agraïment molt important també tota la gent que col·labora de manera 
desinteressada en els fòrums d’Arduino i d’altres portals de projectes electrònics, compartint 
les seves experiències i aportant solucions a tota mena de casuístiques derivades de la 
programació d’Arduino. Gràcies a aquesta gran comunitat qualsevol idea pot ser 
desenvolupada i aplicada. 
Per últim, però no menys important, dedico un agraïment a tots aquells amics i familiars que 
s’han interessat en algun moment per l’estat d’aquest projecte i m’han encoratjat a invertir-hi 
temps i esforç en els moments més difícils.  
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A. Programació del servidor web 
A.1. Llibreries 
 




// Llibreria simplificada de servidor web. 
// --> Agraïments a Ben Combee per la llibreria (https://github.com/sirleech/Webduino) 
#include "WebServer.h" 
 
// Llibreries módul pantalla LCD 
#include <LiquidCrystal.h> 
 
// Llibreria per a desar qualsevol tipus de dada a la PROGMEM 
// --> Agraïments a Nick Gammon per la llibreria (http://www.gammon.com.au/progmem) 
#include "PROGMEM_readAnything.h" 
A.2. Definició de constants 
 
// Constants per al polsador del missatge 
#define POLSADOR A0 
#define POLSADOR_VALOR 1000 
 
// Constants per al LED de prova 
#define LED 1 
 
// Constants per al sensor PIR 
#define PIR 2 
#define PIR_TEMPS 10000 
 
// Constants per al control de la il·luminació de la pantalla 
#define BACKLIGHT 3 
 
// Constants per a les potes del mòdul LCD 
#define DATA_LCD_4 4 
#define DATA_LCD_5 5 
#define DATA_LCD_6 6 
#define DATA_LCD_7 7 
#define RS 8 
#define ENABLE 9 
 
// Constants per a la pantalla 
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#define LCD_FILES 4 
#define LCD_COLUMNES 20 
#define FINAL_LINIA 96 // Caràcter '` ' com a final de línia 
 
// Constants per al missatge a desar en memòria 
#define MAX_MISSATGE 122 
#define MAX_DATA 11 
 
// Constants per al servidor web 
#define SERVER_PORT 80   // Port predeterminat HTTP 
#define CONNEXIO_BUFFER 16 
 
// Definim el missatge a mostrar quan es demani l'autenticació de l'usuari 
#define WEBDUINO_AUTH_REALM "Prohibit al personal no autoritzat" 
#define SERVER_PREFIX "" 
#define SERVER_MISSATGE "missatge.html" 
 
/* Definim les credencials d’autenticació codificades en Base64, essent el format de la 





#define SERVER_CREDENTIALS "TWFyYzpwcm9qZWN0ZXBmYw==" 
 
// Definim els búfers per a les etiquetes i els valors de les peticions POST 
#define POST_NOM_BUFFER 3 
#define POST_VALOR_BUFFER 41 
 
// Constants per als caràcters especials 
#define MIDA_LLISTA 21 
#define MIDA_TAULA_ESPECIALS 8 
A.3. Definició d’estructures pròpies de dades 
A.3.1. Estructura LogEvent 
// Declarem l'estructura dels missatges entrants i inicialitzem 
// una variable on emmagatzemar-ho. 
struct LogEvent{ 
 String data; 
 String missatge; 
 byte backlight; 
}logEvent; 
 
A.3.2. Estructura CaracterEspecial 
// Estructura per als caràcters especials: consta de la seva representació en dues 











A.4. Declaració de variables 
A.4.1. Variables per a inicialitzar el mòdul Ethernet 
/* CANVIAR PER UN VALOR PROPI ÚNIC. L'adreça MAC no ha de coincidir 
 * amb cap dels dispositius de la xarxa local. */ 
static uint8_t mac[] = { 0xDE, 0xAD, 0xBE, 0xEF, 0xFE, 0xED }; 
 
/* CANVIAR PER A QUE PERTANYI A LA XARXA LOCAL. S'ha d'assegurar que 
 * no coincideixi amb la de cap dispositiu de la xarxa. */ 
static uint8_t ip[] = { 192, 168, 1, 177 }; 
A.4.2. Variables per al tractament dels caràcters especials 
// Declarem una taula constant de CaracterEspecial a la PROGMEM 
const CaracterEspecial llistaCaracters[MIDA_LLISTA] PROGMEM = { 
 // Declarem una llista de tots els caràcters especials possibles 
 {194,183,{B00000,B00000,B00000,B00100,B00000,B00000,B00000,B00000}},//punt volat 
 {195,128,{B01000,B00100,B01110,B10001,B11111,B10001,B10001,B00000}},// lletra À 
 {195,135,{B01110,B10001,B10000,B10000,B10000,B10101,B01110,B10000}},// lletra Ç 
 {195,136,{B01000,B00100,B11111,B10000,B11110,B10000,B11111,B00000}},// lletra È 
 {195,137,{B00010,B00100,B11111,B10000,B11110,B10000,B11111,B00000}},// lletra É 
 {195,141,{B00010,B00100,B11111,B00100,B00100,B00100,B11111,B00000}},// lletra Í 
 {195,143,{B01010,B00000,B11111,B00100,B00100,B00100,B11111,B00000}},// lletra Ï 
 {195,146,{B01000,B00100,B01110,B10001,B10001,B10001,B10001,B01110}},// lletra Ò 
 {195,147,{B00010,B00100,B01110,B10001,B10001,B10001,B10001,B01110}},// lletra Ó 
 {195,154,{B00010,B00100,B10001,B10001,B10001,B10001,B01110,B00000}},// lletra Ú 
 {195,156,{B01010,B00000,B10001,B10001,B10001,B10001,B01110,B00000}},// lletra Ü 
 {195,160,{B01000,B00100,B01110,B00001,B01111,B10001,B01111,B00000}},// lletra à 
 {195,167,{B00000,B00000,B01110,B10000,B10000,B10101,B01110,B10000}},// lletra ç 
 {195,168,{B01000,B00100,B01110,B10001,B11111,B10000,B01110,B00000}},// lletra è 
 {195,169,{B00010,B00100,B01110,B10001,B11111,B10000,B01110,B00000}},// lletra é 
 {195,173,{B00010,B00100,B00000,B01100,B00100,B00100,B01110,B00000}},// lletra í 
 {195,175,{B01010,B00000,B01100,B00100,B00100,B00100,B01110,B00000}},// lletra ï 
 {195,178,{B01000,B00100,B00000,B01110,B10001,B10001,B01110,B00000}},// lletra ò 
 {195,179,{B00010,B00100,B00000,B01110,B10001,B10001,B01110,B00000}},// lletra ó 
 {195,186,{B00010,B00100,B10001,B10001,B10001,B10011,B01101,B00000}},// lletra ú 
 {195,188,{B01010,B00000,B10001,B10001,B10001,B10011,B01101,B00000}} // lletra ü   
}; 
A.5. Funcions d’actualització de pantalla 
A.5.1. Funció utf8_LCD 
void utf8_LCD(String txtMsg, String &msgLCD){ 
 /* 
 Pren el missatge txtMsg i cerca totes les parelles de valors fora de la taula 
 ASCII bàsica. 
 El missatge d'entrada ha estat codificat en UTF-8, i la funció "readPOSTparam"  
de la llibreria "WebServer.h" pren les cadenes "%HH" dins el missatge i les  
retorna al seu valor original. 
  Exemple: Freqüència (ASCII: 10 bytes) --> UTF-8: Freq%C3%BC%C3%A8ncia (20  
   bytes)--> readPOSTparam: Freq'195''188''195''168'ncia (12 bytes) 
 */ 
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 // Creem un array de bytes que contindrà la parella de valors decimals que 
representen els caràcters ja creats a la pantalla LCD. 
 byte charsCreats[MIDA_TAULA_ESPECIALS][2]; 
 
   // Creem una variable que contindrà el número de caràcters ja creats 
 byte numCreats = 0; 
 
     // Recorrem la cadena de caràcters cercant caràcters fora de la taula ASCII  
  bàsica 
 for (int indexCaracter = 0; indexCaracter < txtMsg.length(); indexCaracter++){ 
  byte char_valor_1 = byte(txtMsg[indexCaracter]); 
       // Comprovem si el caràcter està fora de la taula bàsica 
  if (char_valor_1 > 126){ 
   // Declarem una variable booleana que indica si el caràcter a cercar ja  
   ha estat creat. 
   boolean jaCreat = false; 
   // Llegim el caràcter que ve a continuació i el desem: 
   indexCaracter += 1; 
   byte char_valor_2 = byte(txtMsg[indexCaracter]); 
     // Cerquem els valors decimals del caràcter dins la llista de  
    caràcters ja creats 
   for (byte i = 0; i < numCreats; i++){ 
    if (charsCreats[i][1] == char_valor_1 && charsCreats[i][2] 
== char_valor_2){ 
           // El caràcter ja ha estat creat 
     jaCreat = true; 
           // Desem la posició en memòria de pantalla del  
      caràcter a la variable a retornar 
     msgLCD += i; 
     // Substituim l'últim valor introduït pel valor en  
      byte de la posició del caràcter a la memòria de la  
      LCD 
     msgLCD[msgLCD.length() - 1] = i; 
          // Aturem la cerca 
     break; 
    } 
   } 
   // Si el caràcter no ha estat creat ho fem sempre i quan no s'hagi  
    superat el màxim disponible 
   if (!jaCreat && numCreats < MIDA_TAULA_ESPECIALS){ 
    boolean esalallista = false; 
        // Cerquem l'índex del caràcter dins la llista  
     personalitzada que coincideix amb el que s'està analitzant. 
    for (byte j = 0; j < MIDA_LLISTA; j++){ 
     // Declarem una variable local del tipus  
      CaracterEspecial 
     CaracterEspecial lletraEspecial; 
     PROGMEM_readAnything(&llistaCaracters[j], 
lletraEspecial); 
     if (lletraEspecial.ascii_1 == char_valor_1 && 
lletraEspecial.ascii_2 == char_valor_2){ 
            // Assignem els valors decimals que composen el  
      caràcter especial a la primera posició nul·la de la  
      llista 
      charsCreats[numCreats][1] = char_valor_1; 
      charsCreats[numCreats][2] = char_valor_2; 
            // Creem el caràcter a la memòria de la pantalla  
      LCD 




      lcd.createChar(numCreats, 
lletraEspecial.simbol); 
            // Afegim la posició de memòria de pantalla del  
      caràcter a la cadena a retornar 
      msgLCD += numCreats; 
      // Substituim l'últim valor introduït pel  
       valor en byte de la posició del caràcter a  
       la memòria de la LCD 
      msgLCD[msgLCD.length() - 1] = numCreats; 
            // Incrementem el comptador de caràcters creats 
      numCreats += 1; 
      esalallista = true; 
            // Sortim del bucle de cerca 
      break; 
     } 
    } 
    if (!esalallista){ 
     // Substituim el valor del caràcter per un  
      interrogant 
     msgLCD += '?'; 
    } 
   } 
   else if (!jaCreat){ 
    // Cas de no poder crear el caràcter per falta d'espai,  
     retornem un interrogant 
    msgLCD += '?'; 
   } 
  } 
  else{ 
           // El caràcter és representable, així que el copiem directament a la  
   variable a retornar: 
           msgLCD += txtMsg[indexCaracter]; 
  } 
 } 
} 
A.5.2. Funció escriureMissatgeLCD 
void escriureMissatgeLCD(String txtMsg, String txtData) { 
 /* 
 Pren el missatge txtMsg i txtData i els mostra per la LCD. El missatge de text   
  és previament formatat per a que sigui correctament representat per pantalla. 
 */ 
 
   // Fem una còpia del missatge a imprimir per pantalla amb el format correcte 
String lcdMsg; 
   lcdMsg.reserve(60); 
utf8_LCD(txtMsg, lcdMsg); 
// Netegem la pantalla del missatge anterior 
lcd.clear(); 
 
  // Imprimim caràcter per caràcter el missatge a la fila de la pantalla que li    
  correspongui 
byte filaLCD = 0; 
for (byte i = 0; i < lcdMsg.length(); i++){ 
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  if (lcdMsg[i] != char(FINAL_LINIA)){ 
   lcd.print(lcdMsg[i]); 
  } 
  else { 
   filaLCD += 1; 
   lcd.setCursor(0, filaLCD); 






A.6. Funció de processat de petició del client 
A.6.1. Funció accionsArduino 
bool accionsArduino(String nom, String valor) { 
 /*  Pren la parella de nom i valor enviades pel client i actua segons la 
   petició del client. Retorna "false" si s’ha enviat un nou missatge. 
 */ 
 if (nom == "L") { 
  if (valor == "ON") { 
   // Activa el LED 
   digitalWrite(LED, HIGH); 
  } 
  else if (valor == "OFF"){ 
   // Desactiva el LED 
   digitalWrite(LED, LOW); 
  } 
  return true; 
 } 
 else if (nom == "S") { 
  // Slider: controla la intensitat de la retroil·luminació. 
  logEvent.backlight = valor.toInt(); 
  if (digitalRead(PIR) == LOW){ 
   analogWrite(BACKLIGHT, logEvent.backlight); 
  } 
  return true; 
 } 
 else if (nom == "M1"){ 
  // Primera línia de missatge 
  logEvent.missatge = valor; 
  logEvent.missatge += char(FINAL_LINIA); 
 } 
 else if (nom == "M2"){ 
  // Segona línia de missatge 
  logEvent.missatge += valor; 
  logEvent.missatge += char(FINAL_LINIA); 
 } 
 else if (nom == "M3"){ 
  // Tercera línia de missatge 
  logEvent.missatge += valor; 
 } 
 else if (nom == "R") { 
  // Missatge que conté hora de tornada 
  logEvent.missatge = "Vindré a les " + valor + "."; 
  logEvent.missatge += char(FINAL_LINIA); 
 } 




 else if (nom == "H") { 
  // Desem la hora del missatge 
  logEvent.data = valor; 
 } 
 return false; 
} 
A.7. Definició de classes per als perifèrics 




 int pirPin; 
 long OnTime; 
 bool screenOn; 
 int pirState; 
 unsigned long previousMillis; 
 // Constructor - Crea un nou objecte "Detector de moviment" i n'inicialitza les  
  variables i l'estat 
 Pir(int pin, long on){ 
  pirPin = pin; 
  pinMode(pirPin, INPUT); 
  OnTime = on; 
  pirState = HIGH; 
  previousMillis = 0; 
  screenOn = true; 
 }; 
 void Actualitza(){ 
  // Actualitzem el valor del comptador i llegim l’estat del PIR. 
  unsigned long currentMillis = millis(); 
  pirState = digitalRead(pirPin); 
  if (pirState == LOW) 
  { 
   // Reinicialitzem el comptador 
   previousMillis = currentMillis; 
   lcd.display(); 
   analogWrite(BACKLIGHT, logEvent.backlight); 
   if (!screenOn){ 
    screenOn = true; 
    digitalWrite(LED, HIGH);  
   } 
  } 
  else if ((pirState == HIGH) && (screenOn) && (currentMillis - 
previousMillis >= OnTime)) 
  { 
   lcd.noDisplay(); 
   screenOn = false; 
   analogWrite(BACKLIGHT, 0); 
   digitalWrite(LED, LOW); 
  } 
 }; 
}; 
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 int polsadorPin; 
 int valorOn; 
 bool polsadorPremut1; 
 bool polsadorPremut2; 
 int polsadorState; 
 
 // Constructor - Crea un nou objecte "Botó de missatge" i n'inicialitza les  
variables i l'estat 
 PolsadorMissatge(int pin, int on){ 
  polsadorPin = pin; 
  polsadorState = 0; 
  polsadorPremut1 = false; 
  polsadorPremut2 = false; 
  valorOn = on; 
 }; 
 
 void Actualitza(){ 
  // Comprovem si s'ha premut el botó. 
  polsadorState = analogRead(polsadorPin); 
  // lcd.setCursor(0, 1); 
  // lcd.print(polsadorState); 
 
  if ((polsadorState > valorOn) && (!polsadorPremut1) && 
(!polsadorPremut2)) 
  { 
   polsadorPremut1 = true; 
  } 
  else if ((polsadorState < valorOn) && (polsadorPremut1) && 
(!polsadorPremut2)) 
  { 
   logEvent.missatge = "He sortit un moment.` Tornaré aviat.` "; 
   logEvent.data = "--/-- --.--"; 
   escriureMissatgeLCD(logEvent.missatge, logEvent.data); 
   polsadorPremut2 = true; 
  } 
  if ((polsadorState > valorOn) && (polsadorPremut1) && (polsadorPremut2)) 
  { 
   polsadorPremut1 = false; 
  } 
  else if ((polsadorState < valorOn) && (!polsadorPremut1) && 
(polsadorPremut2)) 
  { 
   logEvent.missatge = "Sóc al despatx.` "; 
   logEvent.data = "--/-- --.--"; 
   escriureMissatgeLCD(logEvent.missatge, logEvent.data); 
   polsadorPremut2 = false; 
  } 
 }; 
}; 




A.8. Creació d’objectes 
A.8.1. Objecte per al servidor web 
// Creem un objecte Webserver per a gestionar el servidor web. 
WebServer webserver(SERVER_PREFIX, SERVER_PORT); 
A.8.2. Objecte per a la pantalla de cristall líquid 
// Creem un objecte LiquidCrystal per a controlar la pantalla 
LiquidCrystal lcd(RS, ENABLE, DATA_LCD_4, DATA_LCD_5, DATA_LCD_6, DATA_LCD_7); 
A.8.3. Objecte per al sensor de presència 
// Creem un objecte sensorPir per al detector de presència a la porta del despatx. 
Pir sensorPir(PIR, PIR_TEMPS); 
A.8.4. Objecte per al polsador 
// Creem un objecte PolsadorMissatge per al polsador al despatx. 
PolsadorMissatge polsador(POLSADOR, POLSADOR_VALOR); 
A.9. Funcions de codi html del client web 
A.9.1. Funció htmlScripts 
void htmlScripts(WebServer &server){ 
 /* Aquesta funció conté tots els scripts a usar a la pàgina web. */ 
 P(htmlScripts) =  
   "<script>" 
  // Script per a aconseguir l'hora actual des del navegador 
  "function horaMissatge(){" 
  " d = new Date();" 
  " var curr_date = d.getDate();" 
  " var curr_month = d.getMonth() + 1;" // Cal sumar 1 al mes ja que  
   javascript retorna el número del mes en un rang entre 0 i 11 
  " var curr_hour = d.getHours();" 
  " var curr_min = d.getMinutes();" 
  " if (curr_date < 10) {curr_date = \"0\" + curr_date;}" 
  " if (curr_month < 10) {curr_month = \"0\" + curr_month;}" 
  " if (curr_hour < 10) {curr_hour = \"0\" + curr_hour;}" 
  " if (curr_min < 10) {curr_min = \"0\" + curr_min;}" 
  " var fullDate = (curr_date + \"/\" + curr_month + \" \" + curr_hour  
   + \".\" + curr_min);" 
  " document.getElementById(\"hora0\").value = fullDate;" 
  " document.getElementById(\"hora1\").value = fullDate;" 
  " document.getElementById(\"hora2\").value = fullDate;" 
  " document.getElementById(\"hora3\").value = fullDate;" 
  "}" 
 
  // Script per a esborrar els camps de text del simulador de LCD 
  "function esborraText(){" 
  " document.getElementById(\"missatge1\").value = \"\";" 
  " document.getElementById(\"missatge2\").value = \"\";" 
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  " document.getElementById(\"missatge3\").value = \"\";" 
  "}" 
 
  // Script per a mostrar el valor actual de la barra d'il·luminació de  
   pantalla 
  "function mostraValor(nouValor){" 
  " document.getElementById(\"range\").innerHTML= ((nouValor / 255) * 
100).toFixed() + \"%\";" 
  "}" 
  "</script>"; 
 server.printP(htmlScripts); 
} 
A.9.2. Funció htmlPantalla 
void htmlPantalla(String modePantalla, WebServer &server){ 
 /* Aquesta funció permet la representació web del missatge mostrat per  
  pantalla */ 
 P(htmlLinia1) = "<form action=\"/missatge.html\" method=POST 
      id=\"missatgecustom\" onsubmit=\"horaMissatge()\" 
      style=\"margin-bottom: 0px;\">" 
     "<input class=\"textlcd\" type=\"text\" id=\"missatge1\" 
      name=\"M1\" value=\""; 
 server.printP(htmlLinia1); 
 byte iniciLinia = 0; 
 for (byte i = iniciLinia; i < logEvent.missatge.length(); i++){ 
  if (logEvent.missatge[i] == char(FINAL_LINIA)){ 
   // Desem la propera posició del missatge a imprimir 
   iniciLinia = i + 1; 
   break; 
  } 
  else { 
   if (logEvent.missatge[i] == '\"'){ 
    // Si el missatge conté cometes, les substituim per la seva  
     representació HTML per evitar tancar el camp "value" 
    server.print(F("&quot;")); 
   } 
   else{ 
    server.print(logEvent.missatge[i]); 
   } 
 
  } 
 } 
 P(htmlModePantalla) = "\" maxlength=\"20\" "; 
 server.printP(htmlModePantalla); 
 server.print(modePantalla); 
 P(htmlFiLinia) = "><br>"; 
 server.printP(htmlFiLinia); 
 
 P(htmlLinia2) = "<input class=\"textlcd\" type=\"text\" id=\"missatge2\"  
      name=\"M2\" value=\""; 
 server.printP(htmlLinia2); 
 for (byte i = iniciLinia; i < logEvent.missatge.length(); i++){ 
  if (logEvent.missatge[i] == char(FINAL_LINIA)){ 
   // Desem la propera posició del missatge a imprimir 
   iniciLinia = i + 1; 
   break; 
  } 
  else { 
   if (logEvent.missatge[i] == '\"'){ 




    // Si el missatge conté cometes, les substituim per la seva  
     representació HTML per evitar tancar el camp "value" 
    server.print(F("&quot;")); 
   } 
   else{ 
    server.print(logEvent.missatge[i]); 
   } 







 P(htmlLinia3) = "<input class=\"textlcd\" type=\"text\" id=\"missatge3\"  
      name=\"M3\" value=\""; 
 server.printP(htmlLinia3); 
 for (byte i = iniciLinia; i < logEvent.missatge.length(); i++){ 
  // Imprimim la resta del missatge fins el final 
  if (logEvent.missatge[i] == '\"'){ 
   // Si el missatge conté cometes, les substituim per la seva  
    representació HTML per evitar tancar el camp "value" 
   server.print(F("&quot;")); 
  } 
  else{ 
   server.print(logEvent.missatge[i]); 






 P(htmlRebut) = 





 P(htmlFinal) = "\" maxlength=\"20\" readonly><br>" 
    "<input type=\"hidden\" id=\"hora0\" name=\"H\"><br>" 
    "</form>"; 
 server.printP(htmlFinal); 
  
 if (modePantalla == "readonly"){ 
  // No fem res 
 } 
 else if (modePantalla == "missatge"){ 
  P(htmlBotons) =  
    "<input type=\"submit\" form=\"missatgecustom\">" 
   "<input type=\"reset\" value=\"Recupera l'últim missatge\"  
    form=\"missatgecustom\">" 
   "<button onclick=\"esborraText()\">Esborra</button>"; 
  server.printP(htmlBotons); 
 }   
} 
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A.9.3. Funció htmlIniciSessio 
void htmlIniciSessio(WebServer &server){ 
 /* Codi del botó d'inici de sessió*/ 
 P(iniciSessio) =  
   "<form action=\"missatge.html\" method=POST>" 
  "<input type=\"submit\" value=\"Fes clic aquí per accedir\">" 
  "</form>"; 
 server.printP(iniciSessio); 
} 
A.9.4. Funció htmlBotonsMissatges 
 
void htmlBotonsMissatges(WebServer &server){ 
 /* Aquesta funció conté el codi HTML dels botons corresponents a missatges  
  predefinits */ 
 P(htmlBotons) =  
   "<form action=\"missatge.html\" id=\"missatgespredefinits\" method=POST   
   onsubmit=\"horaMissatge()\">" 
  "<p>Escull un missatge predefinit:<br>" 
  "<button class=\"botoGris\" name=\"M1\" value=\"Torno en 20 min.\">Torno  
   en 20 min.</button>" 
  "<button class=\"botoGris\" name=\"M1\" value=\"Avui no vindré.\">Avui no   
   vindré.</button><br>" 
  "<button class=\"botoGris\" name=\"M1\" value=\"Sóc al despatx.\">Sóc al  
   despatx.</button>" 
  "<button class=\"botoGris\" name=\"M1\" value=\"Estic reunit.\">Estic  
   reunit.</button><br>" 
  "<button class=\"botoGris\" name=\"M1\" value=\"Estic al laboratori` de  
   pràctiques.\">Estic al laboratori de pràctiques.</button><br>" 
  "<input type=\"hidden\" id=\"hora1\" name=\"H\">" 
  "</form>" 
  // Formulari de missatge predefinit amb hora 
  "<form action=\"/missatge.html\" id=\"rellotge\" method=POST  
   onInput=\"formatRetorn()\" onsubmit=\"horaMissatge()\">" 
  "<p>Vindré a les... " 
  "<input type=\"number\" id=\"R1\" name=\"R1\" value=\"00\" min=\"0\"  
   max=\"23\" step=\"1\">" 
  "." 
  "<input type=\"number\" id=\"R2\" name=\"R2\" value=\"00\" min=\"0\"  
   max=\"55\" step=\"5\"><br>" 
  "<input type=\"hidden\" id=\"R\" name=\"R\">" 
  "<input type=\"hidden\" id=\"hora2\" name=\"H\"><br>" 
  "<input type=\"submit\" onclick=\"horaRetorn()\"><input  
   type=\"reset\"></p>" 
  "</form>"; 
 server.printP(htmlBotons); 
} 
A.9.5. Funció htmlBotonsAccions 
void htmlBotonsAccions(WebServer &server){ 
/* Aquesta funció conté el codi HTML de les accions que es poden dur a terme  al 
  servidor. */ 
 P(html_1) = 
   "<form action=\"missatge.html\" id=\"accionsArduino\" method=POST>" 
  "<p>Escull una acció:<br>" 
  "<button class=\"botoVerd\" name=\"L\" value=\"ON\">Encén el  
   LED!</button>" 
  "<button class=\"botoVermell\" name=\"L\" value=\"OFF\">Apaga el  




   LED!</button>" 
  "</form>" 
  // Formulari d'ajust de la pantalla LCD - No actualitza ni el camp del 
   missatge ni el de la hora 
  "<form action=\"missatge.html\" id=\"backlightLCD\" method=POST>" 
  "<p>Il·luminació de la pantalla:<br>" 





 P(html_2) = 
   "\" step=\"1\" onchange=\"mostraValor(this.value)\" />" 
  "<span id=\"range\">"; 
  
 server.printP(html_2); 
 // Actualitzem el valor d'il·luminació en percentatge de 0 a 100% 
 server.print(round((float(logEvent.backlight)/255.0)*100.0)); 
  
 P(html_3) = 
   "% </span>" 
  "<input type=\"submit\"></p>" 
  "</form>"; 
 server.printP(html_3); 
} 
A.9.6. Funció htmlCapcalera 
void htmlCapcalera(String titolPagina, WebServer &server){ 
 /*  Aquesta comanda imprimeix el codi corresponent a la capçalera i els 




 P(htmlEstils) = 
   "</title>" 
  "<style>" 
  ".textlcd { 
    font-family: Courier; font-size: 40; 
    font-weight: bold; color: green; 
     background-color: #A3FFA3; 
   }" 
  "html, body { height: 100%;}" 
  "html { display: table; margin: auto;}" 
  "body { display: table-cell; vertical-align: middle;}" 
  // Estil botons 
  ".botoVerd {  
    -moz-box-shadow: 0px 10px 14px -7px #3e7327; 
    -webkit-box-shadow: 0px 10px 14px -7px #3e7327; 
    box-shadow: 0px 10px 14px -7px #3e7327; 
    background-color:#77b55a; 
    -moz-border-radius:4px; -webkit-border-radius:4px; 
    border-radius:4px; border:1px solid #4b8f29; 
    display:inline-block; cursor:pointer; 
    color:#ffffff; font-family:Arial; 
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    font-size:13px; font-weight:bold; 
    padding:6px 12px; margin:5px 5px 0px 0px; 
    text-decoration:none; text-shadow:0px 1px 0px #5b8a3c; 
   }" 
  ".botoVerd:hover { background-color:#68a14c;}" 
  ".botoVerd:active { position:relative; top:1px;}" 
  ".botoVermell { 
   -moz-box-shadow: 0px 10px 14px -7px #cf866c; 
   -webkit-box-shadow: 0px 10px 14px -7px #cf866c; 
   box-shadow: 0px 10px 14px -7px #cf866c; 
   background-color:#d0451b; 
   -moz-border-radius:4px; -webkit-border-radius:4px; 
   border-radius:4px; border:1px solid #942911; 
   display:inline-block; cursor:pointer; 
   color:#ffffff; font-family:Arial; 
   font-size:13px; font-weight:bold; 
   padding:6px 12px; margin:5px 5px 0px 0px; 
   text-decoration:none; text-shadow:0px 1px 0px #854629; 
  }" 
  ".botoVermell:hover { background-color:#bc3315;}" 
  ".botoVermell:active { position:relative; top:1px;}" 
  ".botoGris { 
   -moz-box-shadow: 0px 10px 14px -7px #ffffff; 
    -webkit-box-shadow: 0px 10px 14px -7px #ffffff; 
    box-shadow: 0px 10px 14px -7px #ffffff; 
    background-color:#ededed; 
    -moz-border-radius:4px; -webkit-border-radius:4px; 
    border-radius:4px; border:1px solid #dcdcdc; 
    display:inline-block; cursor:pointer; 
    color:#777777; font-family:Arial; 
    font-size:13px; font-weight:bold; 
    padding:6px 12px; margin:5px 5px 0px 0px; 
    text-decoration:none; text-shadow:0px 1px 0px #ffffff; 
   }" 
  ".botoGris:hover { background-color:#dfdfdf;}" 
  ".botoGris:active { position:relative; top:1px;}" 
  "</style>" 
  "</head>";       
 server.printP(htmlEstils); 
} 
A.9.7. Funció htmlCos 
void htmlCos(String pagina, WebServer &server){ 
 /* Aquesta funció conté el codi HTML del cos de les diverses pàgines del    




 if (pagina == "index"){ 
  P(htmlInici) = "<div align=\"center\">" 
    "<h1>Servidor web de missatges online</h1>"; 
  server.printP(htmlInici); 
  htmlPantalla("readonly", server); 
  htmlIniciSessio(server); 
 } 
 else if (pagina == "missatge"){ 
  P(htmlInici) = "<div align=\"center\">" 
    "<h1>Benvingut!</h1>" 
    "Introdueix missatge:<br>"; 




  server.printP(htmlInici); 
  htmlPantalla("missatge", server); 
  htmlBotonsMissatges(server); 
  htmlBotonsAccions(server); 
 } 
} 
A.9.8. Funció htmlFi 
void htmlFi(String pagina, WebServer &server){ 
 /* Codi de final d'HTML  */ 
 if (pagina == "index"){ 
  server.print(F("</div></body></html>")); 
 } 
 else if (pagina == "missatge"){ 
   // Imprimim la resposta per al client Android 
  server.print(F("<p id=\"resposta\" style=\"visibility: hidden\">")); 
  server.println(logEvent.data + F("¬&") + logEvent.missatge + F("¬&") + 
logEvent.backlight); 
  server.print(F("</p></div></body></html>")); 
 } 
} 
A.10. Funcions del servidor web 
A.10.1. Funció de la pàgina d’inici del servidor 
void iniciCmd(WebServer &server, WebServer::ConnectionType type, char *url_tail, bool 
tail_complete){ 
 /* Aquesta comanda és la predefinida del servidor. Mostra la pantalla d'inici.*/ 
 
 // Enviem les capçaleres de confirmació 
 server.httpSuccess(); 
 
 if (type!= WebServer::HEAD){ 
  // Mostrem la pàgina web d'inici. 
  htmlCapcalera("PFC - Servidor web de missatges online", server); 
  htmlCos("index", server); 
  htmlFi("index", server); 
 } 
} 
A.10.2. Funció de la pàgina d’estat i canvi de missatge 
void missatgeCmd(WebServer &server, WebServer::ConnectionType type, char *url_tail, 
bool tail_complete){ 
 /*  Aquesta comanda comprova les credencials de l'usuari i és la que gestiona  
   les peticions que li arriben, depenent del mètode utilitzat. Les  
   credencials han d'estar codificades en Base64, essent la cadena a  
   codificar de la forma "usuari:contrasenya". 
 */ 
 // Comprovem si s'han enviat les credencials 
 if (server.checkCredentials(SERVER_CREDENTIALS)){ 
  // Si rebem una petició POST és perquè hem enviat un missatge. 
  if (type == WebServer::POST){ 
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   bool repeat; 
   bool refresh = false; 
   bool accio = false; 
   char name[POST_NOM_BUFFER], value[POST_VALOR_BUFFER]; 
   do{ 
   // Llegim una a una totes les parelles de nom-valor  
    enviades a través de la petició POST, i actuem en funció del nom. 
       repeat = server.readPOSTparam(name, POST_NOM_BUFFER, value, 
POST_VALOR_BUFFER); 
       accio = accionsArduino(name, value); 
   } while (repeat); 
 
   if (!accio){ 
    escriureMissatgeLCD(logEvent.missatge, logEvent.data);  
   }  
 
   // Després de processar tota la petició POST, li diem al navegador 
    que torni a carregar la pàgina fent servir el mètode GET.  
      server.httpSeeOther(SERVER_MISSATGE); 
      return; 
  } 
 
  // Enviem les capçaleres de confirmació 
  server.httpSuccess(); 
 
  // Si ens connectem mitjançant una petició GET, vol dir que hem de  
   carregar la pàgina de nou. Hem de mostrar la pàgina de missatge. 
  if (type == WebServer::GET){ 
   htmlCapcalera("PFC - Servidor web de missatges online", server); 
   htmlCos("missatge", server); 
   htmlFi("missatge", server); 
  }   
 } 
 else { 
  // Enviem un error 401 causant que el navegador demani a l'usuari que  
   introdueixi les credencials. 
  server.httpUnauthorized(); 
 } 
} 
A.11. Funció de configuració i funció principal 
void setup(){ 
 
 // Debug serial 
 //Serial.begin(9600); 




 // Inicialitzem els valors de les variables globals 
 logEvent.missatge = "Sense missatge."; 
 logEvent.missatge += char(FINAL_LINIA); 
 logEvent.data = "--/-- --.--"; 
 logEvent.backlight = 125; 
 
 // CONFIGURACIÓ LED DE PROVA 
 pinMode(LED, OUTPUT); 
 




 // CONFIGURACIÓ POTA DE LA RETROIL·LUMINACIÓ 
 pinMode(BACKLIGHT, OUTPUT); 
 analogWrite(BACKLIGHT, logEvent.backlight); 
 
 // Inicialitzem el mòdul Ethernet i el servidor web. 
 Ethernet.begin(mac, ip); 
 webserver.setDefaultCommand(&iniciCmd); 
 webserver.addCommand("index.html", &iniciCmd); 
 webserver.addCommand(SERVER_MISSATGE, &missatgeCmd); 
 webserver.begin(); 
 
 // CONFIGURACIÓ MÒDUL LCD 
 //lcd.begin(16, 2);  // Pantalla de 16 columnes i 2 files 
 lcd.begin(LCD_COLUMNES, LCD_FILES); 





    // Comprovem si el sensor PIR ha detectat alguna cosa. 
    sensorPir.Actualitza(); 
    // Comprovem si s´ ha premut el botó: 
    polsador.Actualitza(); 
 
    // Creem un búfer per a gestionar les connexions entrants. 
    char buff[CONNEXIO_BUFFER]; 
    int len = CONNEXIO_BUFFER; 
 
    // Processa les connexions entrants una a una per sempre. 
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B. Programació del client Android 
La programació del client Android es duu a terme mitjançant l’entorn de programació App 
Inventor 2. Aquest entorn de programació està dividit en dues seccions bàsiques: 
 Designer: és la part de l’entorn dedicada al disseny gràfic de l’aplicació. Des 
d’aquesta secció es poden posar diversos tipus d’objectes a l’aplicació siguin 
interactuables o no, com per exemple botons, imatges, arxius d’àudio o vídeo o 
elements de connectivitat. Un cop introduïts els objectes, se’ls pot canviar el nom i 
alguns paràmetres inicials en funció de quin element sigui. 
 Blocks: aquí es programa el comportament de cadascun dels elements introduïts 
dins la secció Designer. La programació es duu a terme mitjançant blocs gràfics que 
representen una gran varietat d’opcions de lògica de programació, tipus de dades i 
altres característiques pròpies del llenguatge de programació en el que està basat 
l’entorn. 
A continuació es descriurà cadascun dels elements programats dins de l’aplicació Android. 
B.1. Inicialització 
B.1.1. Variables globals 
Cal definir l’adreça IP predeterminada del servidor web i la variable booleana que indica si el 
programa està funcionant en mode (veure Il·lustració B-1). Aquesta última variable és 
important doncs la ubicació dels fitxers necessaris per a la codificació en Base64 és diferent 
segons si es carrega des d’un emulador o ja ha estat compilat. 
 
Il·lustració B-1: Variables globals. 
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B.1.2. Inicialització de la pantalla d’inici 
Durant el procés d’inicialització es configura l’adreça predeterminada del servidor web, la 
ubicació del fitxer HTML que codifica les dades d’autenticació per tal que sigui executat pel 
visualitzador de pàgines web, i altres paràmetres inicials de l’aplicació (veure Il·lustració 
B-2). 
 
Il·lustració B-2: Bloc d’inicialització de l’aplicació Android. 
B.1.3. Canvi d’adreça URL del servidor web 
Si per qualsevol motiu l’adreça URL del servidor web hagués canviat, aquesta es pot 
modificar sense necessitat de compilar de nou l’aplicació. El botó “Canvia adreça URL” de la 
pantalla inicial permet modificar tant la IP com el port del comunicació del servidor. Cas de 
voler recuperar l’adreça predeterminada, el botó “IP despatx” reconfigura els valors per 
defecte. 
B.2. Connexió amb el servidor web 
L’aplicació Android pot enviar i rebre informació d’un servidor web gràcies a l’objecte Web de 
l’App Inventor 2. En l’aplicació aquest objecte s’ha anomenat com Webserver_arduino. 
B.2.1. Funció envia_peticio 
Aquesta funció permet enviar peticions al servidor web, tant siguin fent servir el mètode GET 
o el mètode POST (veure Il·lustració B-3). Cal introduir-li dos paràmetres d’entrada: el primer 
és una llista de llistes amb totes les parelles de nom i valor que es volen enviar al servidor 
web, mentre que el segon és el tipus de petició (GET o POST). Totes les peticions s’envien 
a la pàgina de gestió de missatges del servidor web.   





Il·lustració B-3: Bloc per a enviar peticions al servidor web. 
B.2.2. Autenticació 
L’autenticació depèn de tres objectes: el botó d’inici de sessió, representat a la Il·lustració 
B-4, el visualitzador de pàgines web i un temporitzador. El botó d’inici de sessió passa la 
cadena de caràcters “usuari:contrasenya” introduïts en els camps de text corresponents al 
visualitzador de pàgines web. El visualitzador web executa el codi HTML del fitxer i retorna 
la cadena ja codificada en Base64. 
 
Il·lustració B-4: Bloc del botó d’inici de sessió. 
Finalment, s’activa el temporitzador per a enviar les dades d’autenticació al servidor web 
(veure Il·lustració B-5). La utilitat del temporitzador és la d’endarrerir 100 ms l’enviament de 
les credencials de l’usuari, assegurant que el codi HTML s’ha executat completament i s’ha 
retornat la cadena codificada; cas que no s’utilitzi el temporitzador l’aplicació sempre envia la 
petició GET abans de rebre les credencials codificades. 
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Il·lustració B-5: Bloc del temporitzador per a l’enviament de les credencials. 
Per a tancar la sessió, el botó “Tanca la sessió” retorna l’usuari a la pantalla d’inici, esborrant 
les credencials de les variables globals. El codi d’aquest botó es pot consultar a la Il·lustració 
B-6. 
 
Il·lustració B-6: Codi del botó “Tanca la sessió”. 
B.2.3. Rebuda i processat de la resposta del servidor. 
L’objecte Webserver_arduino pot estar atent a qualsevol resposta per part del servidor 
gràcies a la funció Webserver_arduino.GotText, representada a la Il·lustració B-7. Aquesta 
s’executa tan bon punt rep quelcom de l’adreça URL del servidor. Si l’autenticació ha fallat i 
per tant s’ha retornat un codi d’error 401, es mostra un missatge d’error; cas de ser correcte, 
es fa visible el panell d’opcions de missatge i s’actualitzen els valors de l’aplicació. 





Il·lustració B-7: Bloc de rebuda de resposta del servidor web. 
La funció extreuResposta, representada a la Il·lustració B-8, s’encarrega d’obtenir els valors 
a actualitzar del codi HTML retornat pel servidor, els quals es troben a continuació de 
l’etiqueta amb identificador “resposta”. 
 
Il·lustració B-8: Funció extreuResposta 
El servidor web retorna tres valors separat pels caràcters “¬&”: la hora de l’últim missatge 
enviat, l’últim missatge enviat i el valor d’il·luminació de la LCD. La funció actualitzaValors, 
representada a la Il·lustració B-9, pren aquesta llista de valors i s’encarrega d’actualitzar-los 
dins l’aplicació. 
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Il·lustració B-9: Funció actualitzaValors. 
Dins aquesta funció es crida a una altra funció, imprimeixMissatge, per a actualitzar els 
camps de text del missatge, tal i com es mostra a la Il·lustració B-10. Aquesta funció pren 
com a paràmetre d’entrada una llista de cadenes de caràcters i actualitza cada camp de text 
en funció de les línies de missatge rebudes, cadascuna d’elles separades pel caràcter “`” 
(accent obert), el qual tampoc pot ser representat per la LCD. 
 
Il·lustració B-10: Funció imprimeixMissatge 
Abans d’actualitzar els camps de texts, aquests s’esborren mitjançant la funció 
esborraMissatge, tal i com es pot veure a la Il·lustració B-11. 
 
Il·lustració B-11: Funció esborraMissatge 




B.3. Modificació del missatge en pantalla 
La modificació del missatge en pantalla es pot fer tant des dels camps de text disponibles 
com des dels botons ja configurats.  
B.3.1. Hora del missatge 
Juntament amb el missatge nou s’adjunta l’hora a la que s’ha enviat; aquesta hora s’obté del 
mateix dispositiu Android gràcies a la funció hora_missatge, representada a la Il·lustració 
B-12. La funció crida a l’objecte Temps, el qual permet consultar el moment de temps actual 
i extreure’n les dades necessàries en el format desitjat, i després dóna format a la cadena de 
caràcters que s’enviaran al servidor web per a que representi l’instant de temps. Aquesta 
cadena mostra el dia, mes, hora i minut a la que el missatge ha estat enviat. 
 
Il·lustració B-12: Funció hora_missatge. 
Generalment, els valors de temps es representen en parelles de dos dígits. És per això que 
als valors obtinguts del sistema se’ls aplica la funció formatData. Aquesta funció, a la 
vegada, crida la funció dobleDigit, que comprova si aquests valors tenen un únic dígit i els 
afegeix un zero a l’esquerra en cas afirmatiu. Ambdues funcions estan representades a la 
Il·lustració B-13. 
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Il·lustració B-13: Funcions formatData (esquerra) i dobleDigit (dreta). 
B.3.2. Enviar missatge personalitzat 
A mode d’avís per a l’usuari, els tres camps de text del missatge personalitzat estan 
programats per a que si s’ha escrit una cadena superior a 20 caràcters, aquest text es torni 
vermell. Malauradament, degut a les limitacions de l’entorn de programació aquesta 
comprovació tan sols es pot fer un cop el camp de text deixa de ser actiu, és a dir, s’ha clicat 
fora del mateix. La Il·lustració B-14 mostra el codi d’un dels tres camps de text. 
 
Il·lustració B-14: Codi de comprovació de longitud de camp de text. 
El missatge personalitzat s’envia quan es prem el botó “Enviar”. El codi d’aquest botó, 
representat a la Il·lustració B-15, comprova que cap dels tres camps de text superi els 20 
caràcters i procedeix a enviar la petició. Cas que l’anterior condició no es compleixi, el 
missatge no s’envia i es mostra un missatge d’error per a avisar a l’usuari que ha de reduir la 
longitud del missatge. 
 
Il·lustració B-15: Codi del botó d’enviament de missatges personalitzats. 
Addicionalment, s’inclouen els botons “Esborrar” i “Recuperar missatge”, els quals com 
indica el seu nom esborra els camps de text i recupera l’últim missatge del servidor web 
respectivament. El codi d’ambdós botons es pot consultar a la Il·lustració B-16, i gràcies a 
les funcions ja definides anteriorment es simplifiquen notablement els blocs. 





Il·lustració B-16: Codi dels botons “Esborra” i “Recupera missatge”. 
B.3.3. Botons de missatges predeterminats 
Tots els botons predeterminats estan programats de la mateixa manera, fent ús de la funció 
envia_peticio ja explicada anteriorment. Per a cada línia de text addicional que es vulgui 
enviar al servidor s’ha d’afegir una parella de valors nova a la llista de la petició. Així, cada 
text s’ha d’aparellar amb les etiquetes M1, M2 o M3 en funció de la línia de la pantalla on es 
vulgui imprimir. La Il·lustració B-17 mostra, a mode d’exemple, la programació d’un dels 
botons. 
 
Il·lustració B-17: Codi d’un botó de missatge predeterminat. 
El botó “Vindré a les...” funciona diferent a la resta de botons. Quan es prem el botó, una 
finestra emergent amb un rellotge permet seleccionar l’hora de tornada al despatx. A 
diferència dels altres botons, aquest envia el valor de l’hora amb l’etiqueta “R” tal i com es 
pot veure a la Il·lustració B-18 i és el servidor web qui s’encarrega de completar el missatge 
a mostrar a la LCD.  
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Il·lustració B-18: Codi del botó “Vindré a les...”. 
B.4. Control dels perifèrics del servidor 
Addicionalment al canvi de missatge de la LCD, l’aplicació permet controlar altres elements 
del sistema, com ara el LED de presència o la intensitat de la il·luminació de la LCD. 
B.4.1. Control del LED 
De nou, la funció envia_peticio permet enviar l’ordre d’encesa i apagada del LED connectat 
al servidor. A l’enviar el valor amb l’etiqueta “L”, només modifica el LED i no el missatge o 
l’hora a la que s’ha rebut. La Il·lustració B-19 mostra el codi per a ambdós casos. 
 
Il·lustració B-19: Codi dels botons d’encesa (esquerra) i apagat (dreta) del LED. 
B.4.2. Control de la il·luminació de la pantalla 
La regulació de la il·luminació de la pantalla es duu a terme a través d’una barra lliscant. El 
valor d’intensitat es representa dins un rang de percentatge de 0 a 100%, però el valor 
enviat al servidor és un valor entre 0 i 255. La Il·lustració B-20 mostra el codi del botó que 
valida l’enviament d’aquest valor. 
 
Il·lustració B-20: Codi del botó de canvi d’intensitat de la LCD. 
Com que al servidor únicament se li envia un valor amb etiqueta “S”, el servidor no actualitza 
res més que el paràmetre d’intensitat de llum i  no modifica ni el missatge actual ni l’hora de 
rebuda. 
