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Abstract
A choice in concurrent systems is usually taken by the starting of an action. We propose
the alternative view that a choice is determined by the ending of actions as this alternative
has relevant applications and interesting implications. The different points of view lead in
particular to different refinement operators.
We introduce a refinement operator on bundle event structures for the end-based view.
The standard equivalences are not preserved by this refinement operator. Therefore, we
also introduce and study new equivalences that are preserved by our refinement operator.
Key words: action refinement, event structure, true concurrency,
equivalence, congruence
1 Introduction
Concurrent systems can be modeled, for example, by action based process algebras
[19,25], by true concurrent or interleaving semantics models. In these approaches
actions are usually considered to be instantaneous, i.e. durationless. If however real
time aspects of systems have to be modeled and/or action refinement operators [16]
are employed, we have to take into account that actions consume time.
If durational actions are considered, the following question arises: when does
an action trigger a choice – at the beginning, at the end or anywhere in the middle
of its duration?
The consequence of this decision is illustrated by the following example. Con-
sider a process that has to make a choice () between actions  and  where the
duration of  is 3 and the duration of  is 1. Furthermore, action  starts at time 0
and action  starts at time 1 if possible. If the choice is triggered at the beginning,
then  triggers the choice, i.e. before  starts. On the other hand, if the choice is
triggered by the end of an action, the choice is triggered by , i.e.  does not finish.
244
c©2002 Published by Elsevier Science B. V. Open access under CC BY-NC-ND license.
  	

The standard approach in the literature is to trigger the choice by the starting
of an involved event (action) [3,17,24,26,30]. But it is reasonable to consider ap-
proaches where the choices are caused by the ending of actions. For example, in
stochastic approaches it is common to consider a race policy approach [4,7,18], i.e.
the fastest action triggers the choice. Consequently, a choice has to be triggered at
the end of the action’s duration, since it is usually not known a priori which action
is the fastest.
The end-based point of view is also of interest for hierachical system devel-
opment [16], where complex activities are specified by single actions in the first
system design steps. This can be seen by the following example.
Example 1.1 Consider the example of a plane that runs into problems and has to
land as fast as possible. Two airports (in the same city) come into consideration
for the emergency landing. The pilot sends an SOS-signal to both airports. Both
airports start their preparations for the emergency landing. The pilot will choose
the airport that is the first one which responds to be ready. On an abstract level the
pilot can be modeled by


  	




  	





where  denotes the sending of the SOS-Signal, 	

is the respond of the i-th
airport 

(that runs in parallel to 

synchronizing over 	

) and 


denotes the
landing on the i-th airport. The choice in 

is either triggered by 	

or by 	

,
as usual.
In practice, the airports will send more detailed information, e.g. that the ma-
neuvering area is free, fire service is ready and so on. In other words, actions 	

and 	

are time consuming. Then the choice in 

has to be considered as end-
based, since the choice should be made when the first airport has completed its
preparations.
This is easily understood when we consider the next system design phase, where
the 	

actions are specified in more detail, i.e. are refined by a process

. Then the
choice of the pilot is triggered when either 

or 

terminates and not by the first
action performed by 

or 

. In particular, the actions of 

that are performed
before the termination of 

remain visible, i.e. are not made undone, after the
termination of 

and vice versa. This makes clear that the end-based choice can
be viewed as some kind of parallelism, where 

and 

run in parallel until one
terminates. In [20] another kind of a parallel choice is presented in the context of
an atomizer operator.
The end-based choice is an operator that models ‘speculative’ concurrency,
which is practically important because speculation is almost the only way to re-
duce unpredictable latencies. Furthermore, such kind of operators can be used to
evade the normal sequentiality restriction of most programming languages.
The possibility of late decisions is also motivated and examined in Z [27].
The decision when a choice is triggered does not influence the theory of most
untimed semantic models. This situation changes when models that contain an
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action refinement operator (see Example 1.1) are considered, which is an important
paradigm for system development [14,16]. Action refinement can, for example,
split an action into a start- and an end-action. More precisely, if action  is refined
to 

followed by 

, i.e. 

performs after 

, in the process consisting of a choice
between actions  and , then the execution sequence 

  is allowed in an end-
based setting, which is not the case in a start-based setting. In Figure 1 we illustrate
this example by using event stuctures with an asymmetric conflict relation, where


 means that the performance of  disables the performance of  but not
vice versa. We depict the event structures after the refinement in the start-based and
in the end-based approach.
In the standard approach to action refinement a choice is triggered by the start-
ing of actions, for example as in [2,10,14,16,24,28].
In this paper we develop a theory of an end-based point of view in an untimed
model that includes an action refinement operator. The underlying model is chosen
to be extended bundle event structures [21,22]. These event structures are suitable,
since each event in a bundle event structures represents a unique occurrence of an
action, which is usually not the case for prime event structures, as it is pointed out,
for example, in [14]. This unique representation is essential for the definition of
our refinement operator.
It turns out that the action refinement operator in an end-based setting is not
compatible with conventional equivalence notions. In most equivalences the pro-
cesses 

  and 

    are identified. Refining  in an end-based setting
leads usually to processes that are no longer equivalent under these equivalences.
Therefore, new equivalences that are congruences with respect to this refinement
operator have to be established. Three of them are presented: the ICT-equivalence,
which is based on traces, and the UI- and FUI-equivalences, which are based on
bisimulation.
The paper is organized as follows. Section 2 introduces closed bundle event
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structures, which are a variant of extended bundle event structures mentioned be-
fore. The definition of our refinement operator is presented in Section 3. Section 4
is devoted to the equivalence notions. A conclusion is given in Section 5.
2 Closed Bundle Event Structures
Here we introduce the class of closed bundle event structures [11], which is a sub-
class of the class of extended bundle event structures [21]. This subset, which is
determined by an additional closedness condition, is needed to give denotations to
recursive processes, since extended bundle event structures fail to yield a complete
partial order [1], which can be seen in [11].
We write  to denote the powerset of  and we write 



to denote
the set of all partial functions from 

to 

. Furthermore, the domain of a partial
function  is the set    is defined, and is denoted by . For any
binary relation  we write   if and only if   	 .
Let

and  be two different elements, which indicate the terminating and
the internal action. Furthermore, let  be a set such that

  	 . We
call  the set of observable actions. The set of all actions 
 is defined by

  

   .
Definition 2.1 Let  be a countable set. A finite, monotone approximation of  is
a sequence 



such that




   	 	 

 

 

 .
Definition 2.2 [Closed bundle event structure] Suppose , 

, 

and  are pairwise
different. Assume a fixed countable set of events  such that  	  ,  	  and
 

	  	  

 

  

      	  .
A closed bundle event structure (c.b.e.s.)      is an element of
        
 such that

       	 

  

  

    	  	    

 

	  	 

 

 

 



   whenever    and there is a finite, monotone approximation 



of  such that  	   	        

   

Let  denote the set of all closed bundle event structures.
We call  the set of events, the (irreflexive) asymmetric conflict relation, 
the bundle relation and  the action-labeling function of  . Hereafter, we consider
 to be   , 

to be 



 

 

 and in general  to be 



 

 

.
The intuitive meaning of a c.b.e.s. is the following: If  is in conflict to , i.e.
  

, then  disables  forever, but not vice versa.    means that before
 may be performed an event from  has to be performed. The condition on the
bundle  guarantee that exactly one event of  has to be performed before . The
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labeling function indicates which action is observable when the event is performed.
The presented closedness condition guarantees that  yields a complete
partial order [11].
Some useful notations are presented in the following definition. 

 denotes
all events which are ready to perform, 



 denotes all events which are ready
to perform and have labels in   
 and 
 denotes those events which
correspond to the termination.
Definition 2.3 The set of initial events of the c.b.e.s.  is defined by 

 
 	    	   . Furthermore, define 



   	 

 
 	 . The set of successful termination events of the c.b.e.s.  is defined by

   	    

.
For the sake of simplicity we write 



 instead of 



. We define
the remainder [5,22,23] of a c.b.e.s. to illustrate how a c.b.e.s. behaves after the
performance of an event. The remainder is used to define an interleaving semantics
for . We denote the restriction of the function  to the set  by   .
Definition 2.4 [Remainder of a c.b.e.s.] Let  	  and  	 

. Then
the remainder 

of  is given by     where


 

	   

   

 


  

 




   

 

  

	 

  

  	 


  

Then a transition system can be obtained as follows.
Definition 2.5 The transition relation 
 is defined
by      

   	    	 

 .
3 Operators on 
3.1 Standard Operators
The definition for the standard operators (as choice, sequential and parallel compo-
sition) on  can be given in the usual way [11,21,22] and is hence omitted
here.
3.2 Refinement Operator
In the following we present our definition of a refinement operator. It differs from
the classical definition with respect to the conflict relation: only the terminating
events of the refining processes are used in our approach to define the conflict re-
lation whereas every event (or every initial event) is used in the standard approach.
More precisely, in the classical definition we have: if  is in conflict with  and 
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( respectively) gets refined to 

(

 respectively), then every event of 

is put
in conflict with every event of 

 and vice versa. In our definition, we put every
event of 

in conflict with the terminating events of 

 , i.e. they may only perform
if they perform before every terminating event of 

. And of course, we put every
event of 

 in conflict with the terminating events of 

. By this approach we guar-
antee that a choice is triggered by the ending of actions, i.e. by a terminating event
of the refining process.
Definition 3.1 [Refinement Operator] Let   . Define 

	  
   by 

    

  

 where

   

   	    	   

	 


 
  	      	 
  

 


 

 


  

 

 

 	  


	 


 


 

 

 	   


 


 










 


	 



   

  

   	  






 


  

   	      	  

	 



   

 	

   	    	  

	 


 

 









 if  	 





 if  	   




 

 if  	   




 

Example 3.2 We illustrate by a small example in Figure 2 how the refinement op-
erator ( ) behaves. For a better understanding, we augment the examples by
process term descriptions of the systems, where   



 denotes the refine-
ment operator on the process terms and   

 denotes the function from 
to  that maps  to 

.
The example in Figure 2 illustrates that the events labeled by 

are not in
conflict in 
	
. Only the events that correspond to the termination of 

, which
are labeled by  in 
	
, disable the other actions. In other words, both actions  in


	
may start and perform their actions independently until one of them terminates.
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Our refinement operator allows the modeling of an interrupt mechanism as it
is used, for example, in LOTOS [8]. This is illustrated as follows. Suppose the
process described by 

can interrupt the process described by 

, denoted by 




. Then let   

be the process that is obtained by taking a choice between 

and the event structure  from Figure 3 where label  does not appear in 

. Then
the process 

 

is obtained by 



 

  

.
4 Equivalences
Event structures used as system description are too concrete, i.e. processes with the
same behavior may be described by different event structures. Therefore, equiva-
lences are defined on event structures, and on other models, to identify those event
structures with the same behavior. The basic equivalences (observable behaviors)
are the trace equivalence and the bisimulation equivalence.
Definition 4.1 [Trace Equivalence] The set of traces of  	  is defined by
   



  	 

    

	 

 !   	 



 

.
Two c.b.e.s.  and   are trace equivalent, denoted  



, if      .
Definition 4.2 [Strong Bisimilarity] Two c.b.e.s. 

and 

are strong bisimilar,
denoted 





, if there is a symmetric relation   such
that 

 

 	  and for all  

 


 	  we have:
if  


 


then there is  

such that  

 


 	  and  


 


.
Trace equivalence and bisimulation are not preserved under the usual refine-
ment operator [14], whereas ST-equivalence was shown to be the coarsest con-
gruence for classical action refinement [12,15,29]. In the case of our refinement
operator any equivalence that implies trace equivalence and identifies  and  is
not preserved, since 
	
from Figure 3 and 
	
from Figure 2 do not even have the
same traces. Consequently, the standard equivalences, like trace, bisimulation, step,
pomset, history preserving equivalences etc. [13,14], are not preserved. Resource
bisimulation [9], which is defined on transition systems, is the only equivalence
known to us that does not identify   and .
In the following subsections we present new equivalences which are indeed
congruences with respect to our refinement operator.
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4.1 ICT-Equivalence
The first equivalence notion we consider is based on trace equivalence. An equiv-
alence notion which is a congruence for our refinement operator has to distinguish
between  and . One way to achieve this is to guarantee that the number of the
initial events which are labeled by the same action have to be equal, i.e.  and  
can only be equivalent if 



  



 for all  	 . Moreover, we also
have to guarantee a relationship between the numbers of the initial events with the
same label of the corresponding remainders of the event structures. For example,
consider   and   from Figure 4. Then  

 

 	  



  


but  

 

 	  



  

.
Further difficulties arise as can be seen by considering  and   from Figure
4:  and   satisfy our above criterion, but 

  

 	  



  


 and 

  

 	  



  

, i.e. our tentative relation is not
a congruence with respect to the refinement.
Therefore, we introduce the initial event traces of a c.b.e.s. They consist of an
event execution sequence and of a subset of the initial events for every execution
step. Two c.b.e.s. 

and 

are considered to be equivalent if every initial event
trace of 

can be mapped by an injective function  to an initial event trace of 

and vice versa. Furthermore, this function has to be labeling-preserving, i.e. 

	


	 



  



. The equivalence is precisely defined in the following
definition, where 
	
 denotes the set of all finite subsets of , i.e.
	
 


  

 .
Definition 4.3 [ICT-equivalence] Let  	 . Then the initial event traces
of  are defined by    

 "



  	   

     

	 

   ! 
 	 



 

 "

	 
	






.
Two c.b.e.s.  and   are initial corresponding trace equivalent (ICT-equivalent),
denoted  



, if
 for every 

 "



	  

 there is an injective, labeling-preserving function
 	 


"

 

 
 such that 

 "



	  





 for every 

 "




	  



 there is an injective, labeling-preserving function


	 


"


 


  such that  

 

"




	  



 and   and also  and   from Figure 4 are not ICT-equivalent. In
addition the event structures from Figure 5 are also not ICT-equivalent. This holds,



 denotes the image of the set 

under 
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since in  it is possible that both events labeled by  become enabled, which
is not the case for . Examples of ICT-equivalent event structures are given in
Figure 6 and in Figure 7.
Proposition 4.4 ICT-equivalent c.b.e.s. are also Trace-equivalent, i.e. 

"

.
Theorem 4.5 The ICT-equivalence is a congruence for the refinement operator, i.e.
 



 	  	  



 implies that 

   





 

.
It is also preserved under the standard operators on, like choice, sequen-
tial composition and parallel composition.
Remark 4.6 Strong bisimilarity does not follow from ICT-equivalence. This is
the case, since the c.b.e.s.   and   from Figure 6 are not bisimilar but ICT-
equivalent.
4.2 UI-Bisimilarity
An equivalence that is based on bisimulation equivalence and that is a congru-
ence for our refinement operator has to relate the initial events as it is also done in
the ICT-equivalence. Therefore, we extend the bisimulation by a third component
which denotes a bijection between the initial events.
Definition 4.7 [UI-Bisimulation] A unique initial (UI) bisimulation is a subset
of    such that whenever 

 

  	  then

  






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 is an labeling-preserving bijection between 





 and 









	 

 

 implies that there is 

and   such that 



  



 and




 



 

 	  and      is an injective function and 



 	  


 


 and 

 

 
	
 	  
We say that 

 

are UI-bisimilar (or UI-equivalent), denoted 





, if and
only if there is a UI-bisimulation and an  	  such that 

 

  	  .
The event structures from Figure 6 are not UI-equivalent, whereas the event
structures from Figure 7 are UI-equivalent.
The condition that    has to be a function in Definition 4.7 is used to guaran-
tee that the identification of the initial events of 

is preserved after the execution,
i.e.  





 







  







 







. The condi-
tion     is an injective function guarantees that an initial action 

of 

is kept
after the execution if and only if 

 is kept after the corresponding execution,
i.e. 

	 





  







 # 


 	 





  







. This
means that the identification of the initial events of 

is preserved after the execu-
tion, i.e. 	 





  







  
	






  







.
Proposition 4.8 If two c.b.e.s. are UI-equivalent then they are also strong bisimi-
lar, i.e. 

"

.
Theorem 4.9 The UI-equivalence is a congruence for the refinement operator, i.e.
 



  	  	  



 implies that 

   





 

. It
is also preserved under the standard operators on, like choice, sequential
composition and parallel composition.
4.3 FUI-Bisimilarity
The UI-equivalence has to preserve all initial events correspondence. This condi-
tion is not necessary to obtain a congruence that is contained in strong bisimilarity.
It is sufficient to guarantee that the correspondence of any finite subset of the initial
events is preserved. This is formalized in the following definition.
Definition 4.10 [FUI-Bisimulation] A finite unique initial (FUI) bisimulation is
a subset of      such that whenever 

 

  	  
then

  







 is an labeling-preserving bijection between 





 and 









	 

 

  # 	 
	






 implies that there is 

and   such that




  



 and 



 



 

 	  and 



 	   

 

 and
 #  







  

# and 	 #  







  
	
#
 and 

 

 
	
 	  

  
 is defined by considering  and   as relations
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We say that 

 

are FUI-bisimilar (or FUI-equivalent), denoted 





,
if and only if there is a FUI-bisimulation  and an  	    such that


 

  	  .
Remark 4.11 Obviously, any c.b.e.s. with a finite set of events is UI-equivalent if
and only if it is FUI-equivalent.
The UI-equivalence is different to the FUI-equivalence, since the event struc-
tures from Figure 8 are FUI-equivalent but not UI-equivalent.
Proposition 4.12 If two c.b.e.s. are FUI-equivalent then they are also strong bisim-
ilar, i.e. 

"

.
Theorem 4.13 The FUI-equivalence is a congruence for the refinement opera-
tor, i.e.  



  	  	  



 implies that 

   





 

. It is also preserved under the standard operators on , like
choice, sequential composition and parallel composition.
4.4 Relations between the Equivalences
First, we present the connection between ICT-equivalence, UI-equivalence and
FUI-equivalence.
Proposition 4.14 UI-equivalent c.b.e.s. are also FUI-equivalent. Furthermore,
FUI-equivalent c.b.e.s. are also ICT-equivalent, i.e.


"

"


From Proposition 4.8 and Remark 4.6, we obtain that the second inclusion in
Proposition 4.14 is strict. The connection between the equivalences is summarized
in Figure 9. That ICT-equivalence is not comparable with strong bisimilarity fol-
lows from Remark 4.6 and from the fact that  and    are bisimilar but not
ICT-equivalent. Since all equivalence notions from [14] identify  and   , they
cannot be contained in 

and consequently cannot be contained in 

and in


.
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Fig. 9. Relations between the equivalences
4.5 Coarsest Congruence
In this subsection we define the coarsest equivalence for strong bisimulation with
respect to the refinement operator  . It turns out that it is different from the
FUI-equivalence, i.e. the FUI-equivalence is not the coarsest equivalence for strong
bisimulation. Furthermore, the ICT-equivalence also fails to be the coarsest equiv-
alence for the trace equivalence.
Definition 4.15 Define 

    by 





if and only if
   	  	   	 



  





 .
Proposition 4.16 The relation 

is the coarsest congruence for 

with respect
to the refinement operator  .
The FUI-equivalence is a proper subset of 

, i.e. the FUI-equivalence is not
the coarsest congruence with respect to  . This is illustrated by the following
example.
Example 4.17 Consider  and  from Figure 10. They are not ICT-equivalent
and therefore, also not FUI-equivalent, since after performing action  the number
of the initial actions does not coincide. But  



, which can be seen as fol-
lows. If  is not refined then both c.b.e.s., which are bisimilar, remain unchanged
under the refinement. Now suppose that  is refined. Then we do not have a prob-
lem to find a corresponding bisimilar process for every execution step as long as
the refinement of  does not terminate. When the refinement terminates, then the
process performs  . If ‘’ performs this  then ‘’ can perform its shown to the
left  to yield a bisimilar c.b.e.s. If ‘’ performs this  then ‘’ can perform its
shown to the right  to yield a bisimilar c.b.e.s.
Also the ICT-equivalence is not the coarsest congruence for 

with respect to
 , since

is a congruence with respect to  and





but



by Example 4.17.
The reason why 

and 

fail to be coarsest congruences for  stems
from the fact that  renames events labeled by

to  . This renaming is necessary
for the well-definedness of this operator, since a definition that removes these events
will not result in an element of  or will not respect the intuitive meaning.
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5 Conclusion
We have presented a refinement operator on closed bundle event structures. It con-
siders choices as end-based triggered, i.e. a choice is triggered by the ending of
an action and not by the starting. Furthermore, ICT-, UI- and FUI-equivalence
have been introduced; they are congruence relations with respect to our refine-
ment operator and the standard operators on event structures. The newly introduced
equivalences do not yield coarsest equivalences. This fact depends on the consid-
ered event structures. The relation between ICT-, UI-, FUI-, trace-equivalence and
strong bisimilarity has been studied.
The modeling of a start-based choice in our setting can be derived by explicitly
adding an instantaneous action for the start of an action. More precisely, if in the
c.b.e.s.  from Figure 2 the choice has to be taken by the start of the actions, we
consider instead the c.b.e.s.  from Figure 11. Action 

in  presents the
start of action , and it has to be instantaneous, i.e. it may not be refined. The dis-
advantage of this approach is that we add actions which stay observable throughout
the whole top-down design.
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A better approach to model a start-based choice is obtained if the event struc-
tures are extended by another conflict relation that corresponds to the start-based
choices. This conflict relation behaves in the classical way under action refinement
[14].
Future work is to investigate a process algebra that allows the possibility to
undo the activities of the rejected alternative in an end-based choice setting. This
would yield a formal method that can model ‘speculative’ concurrency. The main
problem in doing so is to handle communication that has already taken place in the
rejected alternative.
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