Abstract. Sharing information and maintaining privacy and security is a requirement in distributed
Introduction
Today's Information Technology (IT) systems are under continual attack by sophisticated and resourced adversaries seeking to ex-filtrate information, deny services, and create other forms of mayhem. The strength of the threat is almost directly proportional to the assets being protected. An example might be a banking industry enterprise such as a clearing house for electronic transactions, allied health operations which provide needed information to health care providers while trying to maintain privacy concerns, defense industry applications, even credit card consolidation processes that handle sensitive data both fiscal and personal. The attacks have been pervasive and continue to the point that nefarious code may be present, even when regular monitoring and system sweeps remove readily apparent malware. One class of attack is the Man-in-the-Middle (MITM). This attack manifests itself in various ways including Wi-Fi Traffic Intercept, Rogue Access Points, Browser (HTTP) Domain Naming Service (DNS) Cache Poisoning, Overriding Same Origin Policy, etc . The principal of these attacks lies in eavesdropping on, or injecting into network traffic, intercepting and responding on behalf of anticipated communication end-points. The attacks are not limited to a single layer and can be present in any layer of the Open System Interconnect (OSI) model. Thus, a MITM can efficiently manifest itself when a less than comprehensive set of safeguards have been employed. Recently, MITM attacks have bypassed security that leverages single authentication by posing as the target of a communication. This discounts the previously held notion that deploying a single, two-factor authentication mechanisms could provide protection against MITM.
Despite these attacks environment, the web interface is a useful approach to providing access to many distributed users. One way to continue operating in this environment is to not only know and vet your users, but also your software and machines (all active entities). Even that has limitations when dealing with the threat environment. Today we regularly construct seamless encrypted communications between machines through Secure Socket Layer (SSL) or other Transport Layer Security (TLS). These do not cover the "last mile" between the requestor (either a user or service) on one end, and the service on the other end. This last mile is particularly important when we assume that malware may exist on any machine, opening the transactions to exploits, ex-filtration, session high-jacking, data corruption, MITM, masquerade, denial of service, and other nefarious behavior.
Though much has been published about securing the enterprise against adversaries such as, MITM attacks, the enterprise and distributed computing infrastructure remains vulnerable to both internal and external adversaries. Security solutions have failed to mitigate the threats from a perspective of strong bi-lateral and end-to-end authentication. That is, accounting for the identity of all recipients of an initiated communication. The current process of authentication which terminates at intermediate points during service execution exposes the requestor to hostile threats, such as, those elaborated earlier. The use of proxies, reverse proxies, abstract addressing and other techniques present a large number of intermediate attack points.
The challenge to building an end-to-end secure computing model is to provide a mechanism by which messages originating from any entity remain targeted, integral, and confidential all the way to the its destination, regardless of whether or not the message is routed through intermediary nodes.
In this paper, we describe a process model that mitigates the cited threats. We devise an architecture by which we can provide integrity and confidentiality of messages across distributed boundaries preceded by bi-lateral authentication of active entities. All active entities are named, registered, credentialed and authorized to participate in any given environment.
The remainder of the paper is structured as follows. Section 2 provides the basic tenets around which the enterprise security is formulated. Section 3 describe the generic overview of our approach; service paradigm, bi-lateral authentication, and cascading authentication. Section 4 provides SAML process requirements. Section 5 provides some data on the first operational tests. Section 6 reviews related work. Finally, we conclude in Section 7.
Tenets of Information Assurance (IA) Architecture Efforts
This section provides nine tenets that guide decisions in an architectural formulation and implementation approaches [12] . These tenets are separate from the "functional requirements" of a specific component (e.g., a name needs to be unique); they relate more to the needs and requirements of the solution that guide its implementation.
• The zeroth tenet is that the enemy is embedded. In other words, rogue agents may be present and to the extent possible, we should be able to operate in their presence, although this does not exclude their ability to view some activity.
• The first tenet is simplicity. This seems obvious, but it is notable how often this principle is ignored in the quest to design solutions with more and more features. That being said, there is a level of complexity that must be handled for security purposes and implementations should not overly simplify the problem for simplicity's sake.
• The second tenet, and closely related to the first is extensibility. Any construct we put in place for an enclave should be extensible to the domain and the enterprise, and ultimately to cross-enterprise and coalition. It is undesirable to work a point solution or custom approach for any of these levels.
• The third tenet is information hiding. Essentially, information hiding involves only revealing the minimum set of information to the outside world needed for making effective, authorized use of a capability. It also involves implementation and process hiding so that this information cannot be farmed for information or used for mischief.
• The fourth tenet is accountability. In this context, accountability means being able to unambiguously identify and track what active entity in the enterprise performed any particular operation (e.g. accessed a file or IP address, invoked a service). Active entities include people, machines, and software process, all of which are named registered and credentialed. By accountability we mean attribution with supporting evidence. Without a delegation model, it is impossible to establish a chain of custody or do effective forensic analysis to investigate security incidents.
• This fifth tenet is minimal detail (to only add detail to the solution to the required level).
This combines the principles of simplicity and information hiding, and preserves flexibility of implementation at lower levels. For example, adding too much detail to the access solution while all of the other IA components are still being elaborated may result in wasted work when the solution has to be adapted or retrofitted later.
• The sixth is the emphasis on a service-driven rather than a product-driven solution whenever possible. Using services makes possible the flexibility, modularity, and composition of more powerful capabilities. Product-driven solutions tend to be more closely tied to specific vendors and proprietary products. That said, commercial off-theshelf (COTS) products that are as open as possible will be emphasized and should produce cost efficiencies. This means that for acquisition functionality and compatibility are specified as opposed to must operate in a Microsoft forest [18] environment.
• The seventh tenet is that lines of authority should be preserved and IA decisions should be made by policy and/or agreement at the appropriate level.
• The eighth tenet is need-to-share as overriding the need-to-know. Often effective health, defense, and finance rely upon and are ineffective without shared information.
Approach
In this section we provide a detailed approach. First, we develop the concepts of naming, credentialing, authentication, authorization of all entities to participate in the environment. This is followed by our representation of a service-based paradigm, which details the components of a service. This is followed by our process model of bi-lateral authentication with the section closing on cascading authentication. We follow with Security Assertion Markup Language (SAML) processes for maintaining access control compatible with the cascading authentication. Note we assume a single enterprise where we have control of these details. For cloud computing this means we must have a private cloud that is not shared by other enterprises.
Upfront Requirements
Naming criteria for entities requires names that are unique over space and time. All entities are given a unique common name, and an alias for the common name that appears in the list of identity attributes in a registry. Entity credentials are issued to the entity using a trusted certificate authority and the certificate provides asymmetric PKI keys the private key will be under control of the certificated entity, and the certificates may be stored in software caches or hardware modules. A key length of 256-bit or more is recommended. Bi-lateral authentication uses certificates provided as credentials to authenticate entities to one another followed by the push of a SAML token for authorization. In the next subsection we provide an overview our representation of a service-based paradigm.
A Service-based Paradigm
All web applications, services, and devices exercise access controls and use SAML Assertions [5] in their decision process. The requestor will not only authenticate to the service (not the server or device), but the service will authenticate to the requestor. The interface is termed a "Robust" Application Programming Interface (API), or in the case of a browser or presentation system it is a "Robust" browser. This terminology is used to avoid specifying the implementation details which may be browser), an appliance, a set of class libraries or other mechanisms to implement the functionality. Several pilots are under way in each of these approaches. Figure 1 shows the constituent makeup of a service.
Figure
The Robust API must be compatible with the Robust Browser. The Robust browser allows the use of WS-* protocols for security and exchange of information in XML. It also either provides the presentation protocols or translates them to HTML for browser disp browser, the initial service request is limited to HTTPS protocols (mutual authentication SSL based upon PKI credentials) and using HTML for presentation purposes. Under these circumstances the first service in the chain is termed enforce bi-lateral end-to-end authentication (using PKI credentials of each of the active entities people, machines, applications and services) and authorization by the use of SAML tokens. Infromation is derived from authoritative Data Sources (ADS) as labeled in the figure.
The access component is responsible for holding access control privileges in the operation of a service. The service logic component is responsible for what a service does. For example, aggregating and retrieving of data. The service to service interface is handled in the following paragraphs. It is therefore important that each service exercise compatible code segments, libraries or other mechanisms. Service to service calls (or web applica handled in accordance with Figure 2 .
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The access component is responsible for holding access control privileges in the operation of a service. The service logic component is responsible for what a service does. For example, gating and retrieving of data. The service to service interface is handled in the following paragraphs. It is therefore important that each service exercise compatible code segments, tion to service calls) are Figure 3 shows two types of Services; an Aggregation Service and an Exposure service. The Aggregation Service may expose data and it may also call exposure services. Exposure services provide data from designated Authoritative Data Sources 1 (ADS). The aggregation service then aggregates the data modifies their output as necessary and returns the data to the user. The requests to exposure services are made through the interface termed robust API. It does this through an addressed message to the API using WS-* protocols for security, including SAML credentials for authorization, and exchange of information is provided in XML. The Exposure Service provides data from an authoritative data source. The "robust" Service call may be different between services than between browser and service. The "robust" APIs will also be different for different environments (e.g., .NET or J2EE). The "robust" part of the API consists of (see Figure 1 ):
• Port Listener • Retain data input for reuse • Complete the bi-lateral end-to-end authentication • Consume the assertion package for authorization • Pass Authorization credentials and initial input to the service The initiating part on the "robust" Browser and the Service-to-Service invocation must meet the compatibility issues, including the initiation of bi-lateral end-to-end authentication and the passing of a SAML token for authorization.
Bi-lateral End-to-End Authentication
As a pre-requisite to end-to end communication an SSL or other suitable TLS is setup between each of the machines. Each communication link in the Figure 3 will be authenticated end-toend with the use of public keys in the X.509 certificates provided for each of the active entities. This two way authentication avoids a number of threat vulnerabilities. The requestor initially authenticates to the service provider. Once the authentication is completed, an SSL connection is established between the requestor and the service provider, within which a WS-Security package will be sent to the service. The WS-Security [7, 10] package contains a SAML token generated by the Security Token Server (STS) in the requestor domain. The primary method of authentication will be through the use of public keys in the X.509 certificate, which can then be used to set up encrypted communications, (either by X.509 keys or a generated session key). Session keys and certificate keys need to be robust and sufficiently protected to prevent malware exploitation. The preferred method of communication is secure messaging using WS Security, contained in SOAP envelopes. The encryption key used is the public key of the target, ensuring only the target can interpret the communication.
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These data sources must be pre-designated by communities or programs as the authoritative sources. These are updated frequently and checked for integrity and accuracy. They may be mirrored for efficiency of operations. 
Cascading Authentication
This section outlines a process for cascading authentication, a key concept of our approach. This process involves a sequence of service chain. The chain of authentication may be used to shape the SAML assertions for least privilege and are sent with each service request allowing the recipient determine authorization (if any) that will be provided the sender of a message. The authentication involves presenting the PKI certificate(s) of the requestor to the service and vice presents all of the PKI certificates in the chain so that after au knowledge of each step in the chain. Figure 4 illustrates our concept of cascading authentication.
The SAML may then be pruned or modified to reflect this whole chain, and the logs would contain the OnBehalfOf based upon t acting on behalf of who at all times. Delegation of authority is then defined by the chain of credentials presented for authorization.
By delegation we simply mean the handing of a task over to anoth calls. A second form of delegation, personal delegation, must be handled separately. This involves an individual tasking another individual to produce work for him. This second type of delegation is described in Annex A.
The software delegation is the assignment of authority but not responsibility to another software entity to carry out specific activities. Further, it is assumed that any service invoking another service is delegating its authority to complete whatever port authorized to perform. Delegation for a service is transitive and not personal. This delegation occurs at levels 5 and above in the OSI model. Levels 4 and below are handled by defined middleware definitions. Delegation o introduce two terms that are closely tied to delegation; attribution and least privilege.
Attribution is provided when the service exercising privilege is identified as acting on behalf of the requestor who (implicitly) authorized the delegation. providing the entity with only that level of privilege necessary to do the task without exceeding his/her own authority. 
This section outlines a process for cascading authentication, a key concept of our approach. This process involves a sequence of certificates that provide the history and delegation of the service chain. The chain of authentication may be used to shape the SAML assertions for least privilege and are sent with each service request allowing the recipient determine authorization (if any) that will be provided the sender of a message. The authentication involves presenting the PKI certificate(s) of the requestor to the service and vice-versa. Cascading authentication presents all of the PKI certificates in the chain so that after authentication the target will have knowledge of each step in the chain. Figure 4 illustrates our concept of cascading authentication.
The SAML may then be pruned or modified to reflect this whole chain, and the logs would based upon the chain of credentials. This way, one knows whom one is acting on behalf of who at all times. Delegation of authority is then defined by the chain of credentials presented for authorization.
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Basic Use Case
The basic use case is given in the Figure 5 and involves a user invoking an aggregation service which in turn invokes aggregation and other services. 
Communication for Authentication/Authorization
Each communication link in Figure 5 will be authenticated end certificates provided for each of the active entities. Authorization will be b Security Assertion Markup Language (SAML). will be handled by modification to the SAML token provided by the STS. The SAML token for user A to aggregation Service B is provided in the Table 1 
Pruning Attributes 3
An individual or service requesting another service may contain many elements that are not relevant to the service request. This makes the SAML request overly large, increases the cycles for SAML consumption and evaluatio source for escalation of privilege. In order to combat these factors, the attribute assertion should be reduced to the minimum required to accomplish the service request.
2 Security Assertion Markup Language (SAML) is part of the OASIS set of Web Service Standards.
3 Since authorization decisions may require any of a combination of attribut referred to generically as elements in the rest of this chapter.
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Communication for Authentication/Authorization
Each communication link in Figure 5 will be authenticated end-to-end with the X.509 certificates provided for each of the active entities. Authorization will be based upon the Security Assertion Markup Language (SAML). 2 The delegation, attribution and least privilege will be handled by modification to the SAML token provided by the STS. The SAML token for user A to aggregation Service B is provided in the Table 1 below: An individual or service requesting another service may contain many elements that are not relevant to the service request. This makes the SAML request overly large, increases the cycles for SAML consumption and evaluation may introduce additional latency and is a potential source for escalation of privilege. In order to combat these factors, the attribute assertion should be reduced to the minimum required to accomplish the service request.
Security Assertion Markup Language (SAML) is part of the OASIS set of Web Service Standards.
Since authorization decisions may require any of a combination of attributes, groups, and/or roles, these will be referred to generically as elements in the rest of this chapter.
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REQUIRED ESCALATION OF PRIVILEGE
Certain services may require privilege beyond that of the original client. Examples include the Security Token Server (STS) that when called is expected to have access to the Active Directory (AD) and UDDI, even when the client does not have such privilege. An additional example would include payroll services that can provide average values without specifics. The service must be able to access all records in the payroll data base, even if the client it is acting on behalf of does not have this privilege. For purposes of this methodology, these required elements will be dealt with separately in both data pruning and service to service calls. Service developers should take care that the required escalation of privilege is required and that the newly aggregated data do not impose additional access restrictions. The data that has been aggregated and synthesized should be carefully scrutinized for such sensitivities. The process is not unlike the combining of data from multiple unclassified but sensitive data sources that may rise to a higher classification level when they are all present in one place.
DATA REQUIREMENTS -PRUNING ELEMENTS
In order to accomplish the reduction of the SAML assertion, the STS must know the target and the elements that are important to the target. Table 2 below presents such a data compilation. This table will be used in the subsequent example. An element is an attribute, role or group used in the authorization decision. The combining of these elements is given for calling step i by:
Let N i+1 =New SAML Elements for i to call i+1 Let P i = Prior Elements Let R i+1 = Service Required Elements Let H i = Service Held elements Let E i = Required Escalation Elements Then:
Where: ∩ is the intersection of sets and Ụ is the union of sets, Ǿ is the empty set (no members). The formula may be read as the common elements in the prior SAML and the intersection of the held elements and those required by the next call ((Pi ∩ (R i+1 ∩ H i )) -normal least privilege). These are added (Ụ) to the required escalation elements that are required to be extended by the next call ((E i ∩ R i+1 ) -extended least privilege by escalation of privilege). The initial call has no prior elements and P 1 is defined as the initial set of privilege elements. This reduces N 1 to:
Subsequent Calls Require Saving the SAML Assertion
After the SAML is consumed and authorization is granted, the service must retain the SAML Attribute Assertion (Part of the Larger SAML Token) above. Specifically, the subject fields and the elements field to be used in further authorization. The specific instance is shown in Table 3 . 
SAML Token Modifications for Further Calls
The Attribute Assertion of Table 4 is returned to the STS for modification of the normal SAML token. The SAML Token for the unmodified service call is given below: The Attribute Assertion is modified in the following way.
• The subject is modified to read "Service A OnBehalfOf" the returned SAML subject which in this case is the EDIPI (Electronic Data Interchange Personnel Identifier) of the user.
• The attribute, group and role membership (elements) are modified to include only elements that appear in both the Service B registry and the returned SAML Attribute Assertion.
• The modified SAML Token is provided in Table 5 below: 
AN ANNOTATED NOTIONAL EXAMPLE
A User in the User Forest (Ted.Smith1234567890) through discovery finds the dashboard service on Air Force Personnel (AFPersonnel30) that he would like to invoke. The discovery has revealed that access is limited to users with Element1, Element3, Element4, Element5 or Element6, but that users without all of these authorizations may not receiv display. Ted does not have all of the required Elements, but is authorized for personnel data within CONUS and has Element membership in Element 1, Element 2, Element 3, Element 4, Element 7, and Element 12 + 27 other Elements not r display the following dashboard on Air Force Personnel:
The elements required would not typically be displayed. A partial calling tree for AFPersonnel30 is provided in Figure 7 . The widgets that form the presentation graphics have not been included, but would be part of the calling tree, they do not have access requirements that modify the example and have been deleted for reduction of complexity. In the figure we show the elements that make up the privilege for each service (holds) and the elements required for access to the service (requires). This data is linked to Table 2 , and must be synchronized with it. The element privileges for services without subsequent additional groups may be present but will be pruned on subsequent calls. Note that each link in the calling graph requires bi provided as credentials to each of the active entities, followed by the push of a SAML token for authorization. The first such token is presented in The elements required would not typically be displayed. A partial calling tree for in Figure 7 . The widgets that form the presentation graphics have not been included, but would be part of the calling tree, they do not have access requirements that modify the example and have been deleted for reduction of complexity. In the figure we show the elements that make up the privilege for each service (holds) and the elements required for access to the service (requires). This data is linked to Table 2 , and must be synchronized with it. The element privileges for services without subsequent calls are unimportant, and many additional groups may be present but will be pruned on subsequent calls. Note that each link in the calling graph requires bi-lateral authentication using certificates credentials to each of the active entities, followed by the push of a SAML token for authorization. The first such token is presented in The elements required would not typically be displayed. A partial calling tree for in Figure 7 . The widgets that form the presentation graphics have not been included, but would be part of the calling tree, they do not have access requirements that modify the example and have been deleted for reduction of complexity. In the figure we show the elements that make up the privilege for each service (holds) and the elements required for access to the service (requires). This data is linked to Table 2 , and must be synchronized calls are unimportant, and many lateral authentication using certificates credentials to each of the active entities, followed by the push of a SAML token for The Attribute Assertion Section is saved for subsequent calls. The call from AFPersonnel30 to service PERGeo will look like Table 7 . Group and Role Memberships Element 4 5 , Element6 6 N i+1 = ( P i ∩ (R i+1 ∩ H i )) Ụ (E i ∩ R i+1 ) =((1, 3, 4) ∩ (4 ∩ 4-6) Ụ (6 ∩ 4-6) =((1, 3, 4) ∩ (4)) Ụ (6) =(4,6) + Element 4 and Element 6 4 An element is an attribute, role, group or combination of the previous. Elimination of Element 2, Element 7, Element 12 and other elements based on pruning (see Table 6 under AFPersonnel30) 5 An element is an attribute, role, group or combination of the previous. Elimination of Element 1 and Element 3 based on pruning (see Table 5 The SAML Attribute Assertion is where the work is done. The subject has been modified to include the names of the calling tree and the Elements have been pruned to include only common items between the calling elements in the tree. Figure 8 shows the completion of the calling tree, including only the SAML Attribute Assertions in the blocks below. Note that the calls to BarNone fail access (SAML does not contain required element 5) and while being stealth to the calling routine (which will return with no data after timeout) this failure will trigger alarms to SOA management monitors as follows:
Failed authorization (BarNone) attempt PERGeo on behalf of AFPersonnel30 on behalf of Ted.Smith1234567890 No data returned
The returned dashboard (without the element requirement annotations) is presented in Figure 9 . Note that Element 6 privilege was provided by service escalation. 
Initial Testing of Operational Quality of Service
An initial operational implementation of the architecture with full bi each step and SAML authorization produced by the Identity Provider (IdP) side of the STS was tested in June of 2010. Latency (in seconds) is measured for each step, and a total is computed for each invocation of the routines. The data are presented in Table 8 below.
The table uses the following nomenclature:
• A: Get SAML from IdP, starting at web server • B: Get SAML directly from IdP • C: Access services Home page • D: Access services starting at IdP • E: Access services, go to search page, perform search • F: Access services starting at IdP, go to search page, perform search The Initiation of the SAML (IdP detailed data -not presented below), since its latency increases the most with increasing load. In addition, overall network traffic seems to be a contributing factor, since IdP performance degrades under both increased user loads and increased network traffic.
Throughput (successfully completed transactions per second) was maximized at between 100 and 200 users for all tests. Throughput is not a linear function of the number of users. For f F (which is the preferred process), failure rates increased from 100 remained the same at roughly 1.9 requests per second. It also depends on any wait or think time between requests. Initial data indicate a reasonable Quali flow F. Further optimization of the process may further improve these numbers. 
Testing of Operational Quality of Service
An initial operational implementation of the architecture with full bi-lateral authentication at each step and SAML authorization produced by the Identity Provider (IdP) side of the STS was Latency (in seconds) is measured for each step, and a total is computed for each invocation of the routines. The data are presented in Table 8 below.
The table uses the following nomenclature:
A: Get SAML from IdP, starting at web server rectly from IdP C: Access services Home page D: Access services starting at IdP E: Access services, go to search page, perform search F: Access services starting at IdP, go to search page, perform search The Initiation of the SAML (IdP-SAML) is the bottleneck (as indicated by analysis of the not presented below), since its latency increases the most with increasing load. In addition, overall network traffic seems to be a contributing factor, since IdP egrades under both increased user loads and increased network traffic.
Throughput (successfully completed transactions per second) was maximized at between 100 and 200 users for all tests. Throughput is not a linear function of the number of users. For f F (which is the preferred process), failure rates increased from 100-300 users while throughput remained the same at roughly 1.9 requests per second. It also depends on any wait or think time between requests. Initial data indicate a reasonable Quality of Service (QoS) with 200 users in flow F. Further optimization of the process may further improve these numbers. lateral authentication at each step and SAML authorization produced by the Identity Provider (IdP) side of the STS was Latency (in seconds) is measured for each step, and a total is computed SAML) is the bottleneck (as indicated by analysis of the not presented below), since its latency increases the most with increasing load. In addition, overall network traffic seems to be a contributing factor, since IdP-SAML egrades under both increased user loads and increased network traffic.
Throughput (successfully completed transactions per second) was maximized at between 100 and 200 users for all tests. Throughput is not a linear function of the number of users. For flow 300 users while throughput remained the same at roughly 1.9 requests per second. It also depends on any wait or think time ty of Service (QoS) with 200 users in 
Related Work
A search of the literature suggests that there has been no coordinated effort or models related to what we propose with the exception of the Globus Grid Security Infrastructure [13] . It is worth mentioning a few seminal and open standard works that make significant contributions towards the realization of our propose model. Needham and Schroeder [2] laid the foundation of public key infrastructure (PKI) upon which PKI-based works credit. Burrows et. al., [1] introduced the logic of authentication, which enable analyst to formalize the assumptions and goals of a security protocol, and to attempt to prove its correctness. When one fails to find a proof, the place at which one gets stuck often shows a potential point of attack. This analysis model turn out to be very powerful upon which the "BAN Logic" and many formal tools were developed and extended to tools used in design of protocols. Credit is further due to FIPS 196 publication on entity authentication using public key cryptography [11] and OASIS for the specification of SAML and the WS-* protocols [5, 7, 8, 9, 10] 
Discussion
This approach is part of a larger Information Assurance architecture to provide a more complete solution. It is worth noting that several key pieces are missing to complete this scenario. On the user end we need WS-enabled browser with the ability to communicate with a Security Token Server (STS). The STS will facilitate the exchange of credentials, aid in setting up the initial SSL, and provide the SAML package for consumption. The robust browser may be on a desktop or a mobile device or may be manifested as an appliance on the user's work station. On the service provider end we need the software to encrypt/decrypt secure message and to consume the SAML package. The latter is not trivial since it must be checked for signature, tampering, timeouts and other factors. If we assume for the moment that the user is tightly bound to the browser, then the user security context is maintained through the device and all the way to the initial service. We need software that will read and store the authentication chain, and we need software in the STS to act upon this knowledge. This context will assist in attribution and delegation and in monitoring insider behavior activity. The remaining threats of insider activity, ex-filtration of static data and denial-of service (DoS) attacks must be handled by other means, but behavioral modeling, static encryption and dynamic ports and protocols still apply to these threats. Both the robust browser and the robust API are under development, and the initial authentication processes have been demonstrated in a pilot program.
Conclusions
In this paper we outline a process model that provides an end-to-end authentication as a prerequisite to authorization that accommodates intermediary nodes across distributed boundaries without sacrificing local autonomy. The model outlined herein involves many components, and will require additional software development for the pilot system to provide complete cascading of authentication. This paper has been developed to encourage the discussion and exchange ideas in making the model robust and complete for adoption in practice.
14 Foster, I., Kesselman, C., Tsudik, G and Tuecke S., "A Security Architecture for Computational Grids Proc", 5th ACM Conference on Computer and Communications Security Conference, pp. 83-92, 1998 15 Welch, V., Foster, I., Kesselman, C., Mulmo, O., Pearlman, L., Tuecke, S., Gawor, J., Meder, S. and Siebenlist. F., "X.509 Proxy Certificates for Dynamic Delegation", 3rd Annual 
A.1 Need for Personal Delegation
Delegation is the handing of a task over to another person, usually a subordinate. It is the assignment of authority and responsibility to another person to carry out specific activities. It allows a subordinate to make decisions, i.e., it is a shift of decision-making authority from one organizational level to a lower one. Delegation, if properly done, is not abdication. The opposite of effective delegation is micromanagement, where a manager provides too much input, direction, and review of 'delegated' work 7 . The need for delegation in IT systems often arises out of the need to manage time and prioritize an activity, establish a posture of least privilege, and/or provide for transitioning between assignments.
• Time management issues happen when a user has a tasking that requires careful consideration of time and activity investment. In an IT system it may take the form of an administrative assistant reading and screening e-mail, or a task group leader seeking information and options to be placed in the reading files of a decision maker.
• Least privilege issues occur when an individual is assigned two or more roles within the organization, with differing privilege sets. Ideally, we wish the user to only have access to the minimum set of privileges associated with the role they are currently acting as in the system.
•
Transitioning issues occur when an overlap exists between new and old assignments that have different access and privilege, but both must be maintained for an overlap period.
• All aspects of a delegation cannot be foreseen, but current practice of giving away login details or letting someone else use an access card (e.g., in a US DoD context, a Common Access Card or CAC), or even generating multiple logins, are unacceptable from an attribution standpoint. Delegation must be formalized so that appropriate audit and forensics can be done when system anomalies occur, or compliance measurements concerning security policy is required.
A.1.1 Personal Delegation in a Large Military Organization
In the context of a large military organization (such as the US Air Force), there are also additional complexities associated with delegation. For example, individuals can only be authorized to view documents and data no higher than the security clearance level they have been granted (e.g., Secret, Top Secret). These restrictions have to be enforced in addition to any restrictions associated with any other delegated privileges In addition, consider the case of military units that must rapidly deploy to a theater of engagement to replace another unit. Many delegation activities must take place during the transition period when both units overlap in the field.
A.2 Proposed Architecture
In this paper we propose a solution that uses a created persona for the delegate that is activated through a delegation service. A persona is a special category of user that embodies only delegated privileges, and which is explicitly assumed only after the "real" human user taking on that persona explicitly chooses it. The existence of a persona delegation is flagged in the user file, and the logon script will include a call to the delegation service for revised identification of the user. The system opens a session with delegation credentials that are inherited for the individual providing the delegation. The delegation must be recorded and registered in advance through a delegation registration service, and the delegation must be approved by written policy. The delegate persona is the responsible for actions and attribution. Actions taken by the delegate persona are recorded by audit records that have the session number assigned and the delegate persona identity (id). The delegate persona is persistent, although it should have an expiration date at the end of which it is renewed or expires ("persona non grata"). The delegate persona can be retrieved as a delegate by query to the delegation data base. When a related persona is created, the attributes under the user are modified. The last entry is provided with "Delegate," as an indication for delegation services. This field may have a default of "Normal," and a created Persona may have a value "Persona."
A.2.1 ARCHITECTURAL DETAILS

A.2.1.1. Registration Service for Principal-Agent Delegation
Principal-Agent policies are promulgated by the appropriate authority. Such policies may apply to a large class of individuals (as in the pre-screening of e-mails by administrative assistants) or to a specific instance (as in the task group lead). The principal-agent delegation registration creates a user persona that links two individuals and the delegated authority. This process involves three branches of the Directory Information Tree (DIT). Figure A-1 shows the delegation registration process. The delegation registration service is invoked and current policy is checked to see if User 2 can actually delegate. If User 2 can delegate by policy, then he is asked for the identification of the agent. If User 2 by policy can accept delegation then the registration authority creates the persona (user n), together with names and PKI and other credentials. In order for this service to work, the semantics of policy must be worked out by the Community of Interest (COI) 8 . It is expected that the policy elements will change from time to time, and the registration service should be able to read these from an input file. At this point, the principal is offered groups that are allowed delegation. The latter is important because a number of rules will be invoked. In the absence of offered groups, the individual specified groups must be heavily screened for overall and specific policies (e.g., a principal cannot delegate privileges associated with his security clearances). Finally, the delegate persona (user n) is populated with access groups from the delegation and the agent's attributes. The delegate persona is persistent and appears in the DIT as any other user. User credentials associated with user n are the credentials associated with a new identity created by the registration service. In computer science and other fields, the privilege or just least privilege, requires that in a particular abstraction layer of a computing environment every module (such as a process, a user or a program on the basis of the layer we are considering) be able to access only such information and resources that are necessary to its legitimate purpose. The principle of least privilege is widely recognized as an important design consideration in enhancing the protection of data and functionality from In operating systems like Windows, there is no security enforcement for code running in kernel mode and therefore such code always runs with maximum privileges. The principle of least privilege therefore demands the use of user mode solutions when given the choice between a kernel mode and user mode solution if the two solutions provide the same results.
A.2.1.4 Registration Service for Principal
Principal-Principal policies are promulgated by the approp large class of individuals (as in the assignment of multiple roles) or to a specific instance (as in the task breakdown for the individual). The principal links two instances of an individual and the delegated authorities (or roles in some instances). This process involves three branches of the (DIT). In Figure A The delegation registration service i user 6 and current policy is checked to see if User 6 needs least delegate by policy, then he is asked for the identification of the roles or other d 9 Definition adapted from Wikipedia.
10 An enclave is defined as a set of capabilities realized by hardware, software, networks, devices, and people. In computer science and other fields, the principle of minimal privilege, also known as the principle of least , requires that in a particular abstraction layer of a computing environment every module (such as a process, a user or a program on the basis of the layer we are considering) be able to access only such information and resources that are necessary to its legitimate purpose. The principle of least privilege is widely recognized as an important design consideration in enhancing the protection of data and functionality from faults and malicious behavior. In operating systems like Windows, there is no security enforcement for code running in kernel mode and therefore such code always runs with maximum privileges. The principle of least privilege therefore er mode solutions when given the choice between a kernel mode and user mode solution if the two solutions provide the same results.
Registration Service for Principal-Principal Delegation
Principal policies are promulgated by the appropriate authority. Such policies may apply to a large class of individuals (as in the assignment of multiple roles) or to a specific instance (as in the task breakdown for the individual). The principal-principal delegation registration creates a user pers links two instances of an individual and the delegated authorities (or roles in some instances). This process involves three branches of the (DIT). In Figure A -2 we show the delegation registration process. The delegation registration service is invoked by either user 6 or the enclave 10 administrator on behalf of user 6 and current policy is checked to see if User 6 needs least-privilege delegation. If User 6 can delegate by policy, then he is asked for the identification of the roles or other descriptors for each self An enclave is defined as a set of capabilities realized by hardware, software, networks, devices, and people. principle of least , requires that in a particular abstraction layer of a computing environment every module (such as a process, a user or a program on the basis of the layer we are considering) must be able to access only such information and resources that are necessary to its legitimate purpose. The principle of least privilege is widely recognized as an important design consideration in enhancing the In operating systems like Windows, there is no security enforcement for code running in kernel mode and therefore such code always runs with maximum privileges. The principle of least privilege therefore er mode solutions when given the choice between a kernel mode and user mode riate authority. Such policies may apply to a large class of individuals (as in the assignment of multiple roles) or to a specific instance (as in the task principal delegation registration creates a user persona that links two instances of an individual and the delegated authorities (or roles in some instances). This 2 we show the delegation registration process. administrator on behalf of privilege delegation. If User 6 can escriptors for each self An enclave is defined as a set of capabilities realized by hardware, software, networks, devices, and people.
delegation including privileges associated with each. User 6 has three roles designated. The first is overall enclave administrator, the second is the COI data base manager, and the third is as a normal enclave user. Disjointness in roles will help insure that users carefully chose the role for each session. If roles are proper subsets of one another, then the maximum privilege is usually taken. This is an important principle for administration (make roles disjoint to the exten
The registration authority creates the personae (user p, and q), together with names and PKI and other credentials. In order for this service to work, the semantics of self delegation must be worked out by the COI (this may be as simple as roles initially). The COI may wish to work out super groups, where a super group is a group of groups that can be used to represent a role, task, or other unique combination of authorities. It is expected that the policy elements will change from time t service should be able to read these from an input file. At this point, the principal or administrator is offered groups (or super groups) that are allowed in the defining of roles. The latter is important because a number of rules will be invoked. In the absence of offered (super)groups, the individual specified groups must be heavily screened for overall and specific policy. Finally, the delegate personae (users p, and q) are populated with access groups from the delegatio persistent and appears in the DIT as any other user. User credentials associated with user p and q are the credentials associated with the original identity in self Delegate personae will be named using naming criteria for users. The user will also be given an alias that appears early in the list of identity attributes. For Principal "OnBehalfof" added to the EDIPI of the principal. The first name under attributes will be given the "OnBehalfof" label and the last name will be the name of the principal. For other delegations the alias for persona will be the alias of the user using the persona.
International Journal of Network Security & Its Applications (IJNSA), Vol.3, No.3, May 2011 delegation including privileges associated with each. User 6 has three roles designated. The first is overall enclave administrator, the second is the COI data base manager, and the third is as a normal enclave user. s in roles will help insure that users carefully chose the role for each session. If roles are proper subsets of one another, then the maximum privilege is usually taken. This is an important principle for administration (make roles disjoint to the extent possible).
The registration authority creates the personae (user p, and q), together with names and PKI and other credentials. In order for this service to work, the semantics of self delegation must be worked out by the roles initially). The COI may wish to work out super groups, where a super group is a group of groups that can be used to represent a role, task, or other unique combination of authorities. It is expected that the policy elements will change from time to time, and the registration service should be able to read these from an input file. At this point, the principal or administrator is offered groups (or super groups) that are allowed in the defining of roles. The latter is important because a number rules will be invoked. In the absence of offered (super)groups, the individual specified groups must be heavily screened for overall and specific policy. Finally, the delegate personae (users p, and q) are populated with access groups from the delegation and the agent's attributes. The self-delegate persona is persistent and appears in the DIT as any other user. User credentials associated with user p and q are the credentials associated with the original identity in self-designation (user 6).
Principal-Principal Delegation Architecture
NAMING FOR PERSONA
Delegate personae will be named using naming criteria for users. The user will also be given an alias that appears early in the list of identity attributes. For Principal-Agent delegation this alias will be created as "OnBehalfof" added to the EDIPI of the principal. The first name under attributes will be given the "OnBehalfof" label and the last name will be the name of the principal. For other delegations the alias for ill be the alias of the user using the persona.
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The registration authority creates the personae (user p, and q), together with names and PKI and other credentials. In order for this service to work, the semantics of self delegation must be worked out by the roles initially). The COI may wish to work out super groups, where a super group is a group of groups that can be used to represent a role, task, or other unique combination of o time, and the registration service should be able to read these from an input file. At this point, the principal or administrator is offered groups (or super groups) that are allowed in the defining of roles. The latter is important because a number rules will be invoked. In the absence of offered (super)groups, the individual specified groups must be heavily screened for overall and specific policy. Finally, the delegate personae (users p, and q) are delegate persona is persistent and appears in the DIT as any other user. User credentials associated with user p and q are the Delegate personae will be named using naming criteria for users. The user will also be given an alias that gation this alias will be created as "OnBehalfof" added to the EDIPI of the principal. The first name under attributes will be given the "OnBehalfof" label and the last name will be the name of the principal. For other delegations the alias for
A.4 Naming for Delegation Groups
It is recommended that delegation groups simply be named sequentially as shown in Figures A-1to A-3. This will provide information hiding. Release of a delegation does not have to renumber the delegation groups.
A.5 Delegation Invocation Service
As described above, no user has the authority to log in as the persona. In order for persona to be invoked, a user delegation service must be called. It is recommended that every user that has a delegation also have a flag in his/her file and the initial logon script calls the delegation service on his behalf. When a related persona is created, the attributes under the user are modified. The last entry is provided with "Delegate", as an indication for delegation services. This field may have a default of "Normal", and a created Persona may have a value "Persona". The user delegation service will examine the DIT delegation structure for the user and offer him/her the agencies recorded in the DIT. For example, User 3 may be an agent for User 2 with persona n and an agent for User 7 with persona m. Only one delegation may be made at a time. The delegation service will then change the user identity for the session to the appropriate persona for the balance of the session. Personas will not be authorized to invoke the delegation service so that no chaining of delegations is possible. Figure A-4 shows the delegation invoking process. Once the delegation is invoked, the old user is replaced by the persona (or not, if no delegation is chosen) and all access to delegation mechanisms and the old user are broken. Each action is audited as discussed in the next section. There are many delegations that happen throughout a session. Most are done by impersonation (appearing to be another entity). Lower level (level 1-4) service-to-service delegations may be done by impersonation; however in every instance the session id is preserved. Tight logging must include session id so that an intrusion detection program, security analysis program, or an individual can obtain a trace of activity by session id. The session id is the tie to the invocation of delegation, which provides attribution. Audit files may reside within the enclave or elsewhere 
A.7 Delegate Persona Vulnerabilities
As with any vulnerability, the final implementation, including the code developed for services will determine vulnerabilities to the system. However, several vulnerability areas come to mind.
Spoofing
No user can login as a delegate. In order to spoof the delegate persona, the spoofer would have to be an insider, or have breached the system. Since delegation is registered, the spoofer would have to create his own persona by having access to the DIT. Activating the delegate persona is logged and attribution is assigned to the user who activated the delegation.
Elevation of Rights
Recursive calls to the delegation service are prohibited. Elevation of rights during creation of the delegate persona is prohibited. The intruder (insider or external) would first have to edit the persona which would require access to the DIT and knowledge of the delegate, or creation of a new delegate.
A.8 Delegation Use Cases and Services
Tables A-1 and A-2 list the key use cases that must be implemented to provide delegation registration and delegation invocation services. These capabilities may form one basis for developing new standards for delegation (e.g., a new WS-* standard). Table 3 identifies key services that must be built to support these use cases. 
A.8.1 Notes and Assumptions
The following assumptions about delegation are made
• The delegate persona is persistent, but with expiration dates so that it must be renewed. This reduces instances of unintended access to the system by unauthorized users.
• Only one delegation is allowed per session
•
The only way to end delegation is to terminate the session. This simplifies the user experience and the implementation of delegation.
• Audit logging is verbose (every transaction of relevance is recorded) during delegation process.
• Session ID is a key element of every audit record. This enables the audit process to determine accountability, since session ID is tied to the persona.
A.9 Conclusion
We have presented a framework for improving delegation involving personas. This framework provides greater flexibility, usability, and accountability for the delegation process, with a minimum of additional infrastructure and services required. We are currently vetting this solution with the larger Air Force community, and believe that it has great promise for improving the practice of delegation and accountability throughout the enterprise.
