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Fakulteta za računalnǐstvo in informatiko
Klemen Lokar
Spletna aplikacija za izvajanje
programa v Pythonu in vizualizacijo
rezultatov
DIPLOMSKO DELO
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opisom. Razvijte spletno aplikacijo v ogrodju Laravel in predstavite njeno
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CLI Command-Line Iterface vmesnik za ukazno vrstico
CSRF Cross-Site Request Forgery ponarejanje spletnih zahtev
CSS Cascading Style Sheets prekrivni slogi
FPM FastCGI Process Manager nadzornik procesov FastCGI
HTML HyperText Markup Language označevalni jezik hiperteksta
HTTP HyperText Transfer Protocol protokol za prenos hiperteksta
JSON JavaScript Object Notation objektna notacija za Java-
Script
MVC Model–View–Controller model-pogled-krmilnik
NPM Node Package Manager upravitelj paketov vozlǐsč
ORM Object-Relational Mapping objektno-relacijsko mapiranje
PDF Portable Document Format format datoteke, neodvisen od
računalnǐskega okolja
PHP PHP: Hypertext Preprocessor nadprocesor besedila PHP
SQL Structured Query Language strukturiran povpraševalni je-
zik za delo s podatkovnimi ba-
zami
XSS Cross-Site Scripting križno izvajanje skriptov

Povzetek
Naslov: Spletna aplikacija za izvajanje programa v Pythonu in vizualizacijo
rezultatov
Avtor: Klemen Lokar
Diplomska naloga zajema načrtovanje in razvoj spletne aplikacije za izva-
janje programov v Pythonu. Glavne funkcionalnosti so preprosta uporaba,
nalaganje datotek s programi in podatki ter možnost definiranja parametrov
izvajanja. Ob zaključku izvajanja je omogočen izvoz rezultatov v obliki dato-
tek ali poročila z izbiro teksta in slik. Za podporo več uporabnikov je izdelan
sistem registracije in prijave z urejevalnikom uporabnǐskega računa. Spletna
aplikacija je bila izdelana v programskem jeziku PHP in ogrodju Laravel. V
uporabnǐskem delu je bila poleg predlog Blade uporabljena tudi knjižnica La-
ravel Livewire, podatki pa so shranjeni v podatkovni bazi MariaDB. Preizkus
aplikacije je bil izveden za algoritem strojnega učenja SVM s podatki za de-
tekcijo anomalij. Prikazan je postopek uvoza datotek in izvajanja programa
s predstavitvijo pravilnih rezultatov.
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Abstract
Title: Web application for the execution of Python program and visualiza-
tion of results
Author: Klemen Lokar
The diploma thesis includes planning and development of web application for
execution of Python programs. Main functionalities are simplicity of usage,
program or data file uploading and inputs for defining execution parameters.
When execution is completed, there is additional option to export results in
form of files or report with selection of text and images. To support multiple
users, registration and login system is available which allows modification of
user account details. Application is implemented by using PHP programming
language, Laravel framework and MariaDB database. Correct frontend user
experience is achieved with Blade templates and help of Laravel Livewire
library. Final application test performed with machine learning algorithm
SVM, has shown itself as successful and displayed correct results.




Pri programiranju različnih algoritmov, kjer želimo pregledati rezultate kom-
pleksnih podatkovnih množic, se hitro znajdemo v situaciji, ko je treba pre-
izkusiti večje število kombinacij in parametrov, da pridemo do čim bolǰsega
zaključka. Ko se število poskusov povečuje, se brez dobre organizacije kaj
hitro izgubimo in spregledamo pomembne informacije. Na spletu obstajajo
številna orodja, kot je Jupyter, ki omenjene probleme poizkušajo premostiti,
a nobeno ni odpravilo težav v zadostni meri.
Cilj diplomske naloge je izdelava spletne aplikacije, s katero je mogoče po-
enostaviti izvajanje programov v Pythonu. Uporabnik pripravi programsko
kodo, ki se potem v aplikaciji lahko izvaja s poljubnimi podatki in nastavi-
tvami parametrov. Programi in podatki morajo biti večkrat uporabni in mo-
rajo omogočati napredneǰsi nadzor prek uporabnǐskega vmesnika in poljubnih
parametrov. Pomembno je zagotoviti pregled za različne vrste rezultatov ter
shranjevanje in prenos teh na urejen način.
Na osnovi opisa problema in definiranih zahtev smo zasnovali strukturo
podatkovne baze in spletne aplikacije, ki omogoča vključitev naloženega pro-
grama Python v skupno okolje. Podatkovna baza potrebuje smiselno struk-
turo, primerno za tipe podatkov, ki se uporabljajo pri izvajanju, in odzivnost,
da ne omejuje hitrosti izvajanja. Prav tako mora biti aplikacija enostavna za
uporabo s smiselnim nadzorom nad potekom izvajanja programa v Pythonu.
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V nadaljevanju je bil večji poudarek na vizualizaciji aplikacije in povezo-
vanju v skupno celoto. Tu se je bilo treba osredotočiti na dober uporabnǐski
vmesnik, ki bo uporabnikom omogočal enostaven pregled z informacijo o
tem, kje je določena funkcionalnost in kako se uporabi. Prav tako je po-
membno, da je izgled aplikacije konsistenten in vizualno všečen za uporabo
ter da omogoča dober pregled nad podatki in rezultati. Slednje naj bo tudi




Pri testiranju programov s številnimi množicami podatkov in različnimi načini
shranjevanja rezultatov sta zelo pomembna njihova vizualizacija in enostaven
način urejanja. Poudarek je na izbranih programih, podatkih, parametrih
izvajanja ter slikovnih in tekstovnih rezultatih. Pomembna sta strukturiran
opis in jasen pregled le-teh, kako so rezultati v posameznih fazah medsebojno
odvisni in povezani ter s kakšnimi nastavitvami so delovali. Zaželjena je or-
ganizacija končnih rezultatov, ki omogoča enostavno pomoč pri nadaljnjem
delu.
2.1 Zahteve
Spletna aplikacija mora omogočati shranjevanje podatkov in programov ter
njihovo izvajanje. Slika 2.1 ponazarja medsebojne odvisnosti podanih zahtev.
Uporabnik pripravi vhodne podatke v obliki datotek, parametrov, poskrbi za
ustrezno poimenovanje in lahko dodaja komentarje. Vsi vnosi se shranijo v
podatkovno bazo in uporabijo v fazi procesiranja za izvajanje programa v
Pythonu ter vizualizacijo. V zadnji fazi sta omogočena priprava poročila in
izvoz datotek z rezultati.
Programi so med seboj lahko precej različni, a hkrati podobni, saj so
napisani v programskem jeziku Python. Nadzor nad njimi je mogoč prek
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Slika 2.1: Vizualni prikaz zahtev.
vhodnih parametrov, zato je pomembno, da je omogočena nastavitev le-teh
v dveh ravneh. In sicer fiksne, ki se glede na izbrani program ne spreminjajo,
in tiste, ki se razlikujejo od izvajanja do izvajanja. Poleg programov so prav
tako pomembne množice podatkov, ki morajo biti prenosljive med izvajanji,
prav tako pa morajo biti smiselno hranjene, saj je lahko velikost datotek s
podatki zelo različna.
Pomemben del aplikacije je tudi nadzor nad izvajanjem programov. Ta
mora potekati tako, da ne blokira uporabnǐskega vmesnika in v primeru na-
pake na čim bolj razumljiv in nedvoumen način izpǐse poročilo. Prav tako
je pomembno beležiti in prikazati dogajanje v ozadju procesiranja, saj to
velikokrat pripomore k bolǰsemu razumevanju napak ali nepričakovanih re-
zultatov.
Izvajanje programa ima določene fiksne parametre oziroma opcije. Upra-
vljanje teh je urejeno bodisi ob nalaganju programa ali kreiranju izvajanja.
Če program potrebuje zunanjo knjižnico, ki je v sistemu še ni, jo je treba
naložiti ali posodobiti z ustrezno verzijo.
Za uspešno uporabo podatkov je ena od nalog aplikacije tudi smiselno
Diplomska naloga 5
urejanje rezultatov. Pomembno je, da obstaja možnost izvoza kot osnovne
datoteke ali kot urejeno poročilo. Poročilo mora vsebovati polja za vpis
naslova, poljubnega teksta, parametre, s katerimi se je program izvedel, ter
pregleden prikaz vseh rezultatov, tako tekstovnih kot slikovnih.
Ker želimo, da aplikacijo uporablja več različnih uporabnikov, je treba
urediti tudi sistem registracije in prijave.
2.2 Funkcionalnosti
Spletna aplikacija mora biti enostavna in pregledna, saj je namenjena vizua-
lizaciji in analizi rezultatov za hiter pregled različnih nastavitev parametrov
in velikosti podatkovnih množic z algoritmi strojnega učenja. Zaradi potrebe






Funkcionalnosti predstavljajo del osnovne navigacije, zato so na vrhu sple-
tne strani, tako da celotna širina strani ostane za prikaz vsebine. Postavitev
je urejena tako, da so na levi prikazani komentarji, namenjeni uporabniku,
kadar ta vnaša vhodne parametre.
Uvoz datotek
V aplikaciji je treba podpreti uvoz dveh vrst datotek, ki so uporabljene za
izvajanje programov v Pythonu. Prve so programi, ki so podprti v standar-
dnem formatu .py, druge pa datoteke s podatki, ki so zaradi razširjenosti
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in splošne uporabe podprte v formatu .csv. Za uvoz podatkov, ki je pod-
prt v funkciji
”
Podatki“, je treba določiti ime datoteke, ki omogoča njihovo
identifikacijo v vmesniku in komentar za lažji pregled rezultatov.
Nalaganje programov je omogočeno s funkcionalnostjo
”
Programi“. Naloženi
programi so prilagodljivi in omogočajo nadzor prek parametrov ob njihovem
izvajanju. Takšna podpora je osnovni pogoj pred uvozom programa, poleg
tega pa mora upoštevati vnaprej definirano strukturo in njihovo zaporedje.
To je bilo določeno pri pripravi in testiranju programa, ki bo uporabljen v
spletni aplikaciji.
Splošen zapis izvajanja programa v Pythonu, ki ga je mogoče uporabiti
v aplikaciji, je naslednji:
1 python program.py -i ’data.csv’ -o ’rezultati.csv’ ’mapa programa’ ’mapa
slik’ ’mapa rezultatov’ P1 P2 Pi (i=0,1,...)

”
program.py“ - ime datoteke s programom v Pythonu (.py)
 –i
”
data.csv“ - ime datoteke s podatki (.csv)
 –o
”




mapa programa“ - ime direktorija za program

”
mapa slik“ - ime direktorija za slike

”
mapa rezultatov“ - ime direktorija za datoteke s podatki ali rezultati
 P1 - število nivojev za SVM (1, 2, 3)
 P2 - velikost testne množice (0-100)
 Pi (i = 0, 1, 2) dodatni parametri v izvajanju programa
Primer skripte, ki izvede program z algoritmom SVM:
1 python Iris_SVM_1L.py -i ’iris.csv’ -o ’irisEvaluation.csv’ ’Iris’ ’
IrisFigures’ ’IrisResults’ 1 20
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Če bi prǐslo do zamenjave dveh parametrov, bi ob izvajanju zelo verjetno
prǐslo do napake. Temu se je treba v aplikaciji izogniti s fiksnimi polji za
obvezne parametre, hkrati pa dodati možnost navedbe opcijskih parametrov,
ki se zaradi fleksibilnosti razlikujejo od programa do programa. Zahtevana
polja ob vnosu so ime programa, direktorij programa, ki nam pove osnovni
direktorij, kjer morajo biti vse za izvajanje potrebne datoteke, in poddirek-
torija za slike in tekstovne rezultate. Potem sta tu še fiksno polje za število




Izvajanje“ se naložen program v Pythonu s pripa-
dajočimi podatki lahko pripravi za izvajanje. Najprej izberemo želeni pro-
gram in podatke, vnesemo fiksne in opcijske parametre ter potrdimo zagon.
Ta nas preusmeri na seznam vseh izvajanj, ki so bila ustvarjena. Ker gre
lahko pri procesiranju marsikaj narobe, ima uporabnik možnost ogleda iz-
pisa s potekom izvajanja. Tu se v primeru manjkajočih datotek izpǐse ustre-
zna napaka, prav tako pa nas sistem obvesti, ali manjka kakšna od zunanjih
knjižnic, ki je potrebna pri izvajanju programa. V primeru slednjega lahko
uporabnik doda ali zamenja obstoječe knjižnice na zato predvidenem delu,
v katerega se dostopa prek navigacije. Po ureditvi knjižnic ima možnost
ponovnega zagona programa.
Vizualizacija
Pri predstavitvi rezultatov so uporabniku v pomoč različne oblike podatkov.
Nekateri so zaradi naštevanja prikazani v tabelah, kot so na primer parametri
izvajanja. Ostali pa so zaradi lažje predstave v obliki slik. Ker se lahko slike
v programu generirajo v velikem številu in v končnem poročilu velikokrat ne
želimo uporabiti vseh, aplikacija ponuja izbiro in dodajanje teksta.
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Izvoz rezultatov
Uporabnik si lahko rezultate prenese v dveh načinih, in sicer v obliki poročila
ali prenosa datotek, ki so bile prisotne pri izvajanju.
Pri poročilu je podana možnost vnosa naslova in opisa, ki sta v generira-
nem poročilu prikazana na začetku, ter podajanja opisov za posamezno sliko,
ki se v poročilu prikaže pod njo. Poročilo je mogoče prenesti v obliki PDF
(ang. Portable Document Format) ali si ga ogledati v obliki spletne strani,
ki omogoča napredneǰse oblikovanje in prikaz.
Za pripravo poročila v formatu PDF je treba upoštevati:
 Vsebine, ki jih uporabnik vpǐse v vnosna polja pri nalaganju programa
in podatkov ter izvajanju programa v Pythonu.
 Parametre izvajanja programa.
 Vpis naslova in poljubnega besedila.
 Prikaz slik, ki so ustvarjene pri izvajanju programa. Vsaki sliki naj
bosta dodana možnost izbire za vključitev v poročilo in vnosno polje
za opis slike.
 Podatke in rezultate, ki jih želimo shraniti med izvajanjem programa.
V programski kodi, ki se izvaja, jih je treba shraniti v datoteki z imenom
datoteke s podatki in v datoteki z rezultati evalvacije strojnega učenja
v formatu json (ang. JavaScript Object Notation).
Datoteke so ob prenosu stisnjene v datotečni arhiv, v katerem lahko naj-
demo vse datoteke, ki so bile potrebne pred izvajanjem, izhodne datoteke




Glede na podane zahteve in definirane funkcionalnosti je bila pri zasnovi apli-
kacije najprej razdelana osnovna struktura strani, ki povzema njene glavne
funkcionalnosti. Ob tem je bil narejen zemljevid, ki prikazuje zaporedje za
dostop do določenega dela, ter njihove medsebojne povezave. Na podlagi
glavnih elementov, je definirana postavitev, ki je zasnovana tako, da je čim
bolj vizualno všečna ter preprosta za uporabo. Pri načrtovanju arhitekture
sta bila uporabljena koncepta odjemalec-strežnik ter model-pogled-krmilnik,
sledenje sprememb in shranjevanje izvorne kode pa je bilo nadzorovano z
orodjem Git in servisom GitHub.
3.1 Zemljevid strani
Ker so bili osnovni elementi strani že razdelani ob analizi osnovnega pro-
blema, je bilo načrtovanje osnovne razčlenitve strani lažje. Slika 3.1 prika-
zuje osnovno postavitev in strukturo povezav posameznih strani ter delovanje
oziroma navigacijo po straneh:
 Registracija – dodajanje novega uporabnika v aplikacijo
 Prijava – prijava obstoječega uporabnika v zaprti del aplikacije
 Uporabnikov profil – nadzor podatkov o uporabniku in prijave
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 Programi – seznam programov v Pythonu
– Nalaganje – obrazec za nalaganje programa
– Brisanje – odstranitev obstoječega programa
– Zamenjava – zamenjava obstoječe datoteke .py
 Podatki – seznam uvoženih datotek s podatki
– Nalaganje – obrazec za uvoz podatkov
– Brisanje – odstranitev obstoječih podatkov
 Izvajanja – seznam obstoječih izvajanj
– Kreiranje – obrazec za novo izvajanje
– Brisanje – odstranitev obstoječega izvajanja
– Izhodni podatki – prikaz zabeleženega napredka izvajanja
– Poročilo – obrazec za generiranje poročila in nadzor nad rezultati
* Prenos datotek – prenos datoteke z rezultati izvajanja
* Prenos poročila – prenos poročila kot datoteke .pdf
* Ogled poročila – ogled poročila v obliki spletne strani
 Zunanje knjižnice – seznam aktivnih knjižnic v Pythonu
– Dodanjanje – dodajanje nove knjižnice
– Brisanje – odstranitev obstoječe knjižnice
3.2 Postavitev strani
Postavitev strani je zelo pregledna, preprosta in je v spletnem oblikovanju
zelo pogosta (Slika 3.2). Na vrhu strani je navigacija z logotipom univerze
na skrajno levi strani, na desni pa gumb, ki nadzoruje uporabnǐski del. Pod
navigacijo so naslov vsebine in gumbi, ki prikazujejo akcije, ki jih omogoča
Diplomska naloga 11
Slika 3.1: Zemljevid spletne strani (ang. sitemap).
odprta stran. Glavni del z vsebino zapolnjuje preostali del pod zgornjima
pasovoma. Prilagodljiv je predvsem za prikaz tabel in obrazcev.
Pri obrazcih je na levi strani pomoč ali dodatna razlaga za vnos zahte-
vane vsebine, na desni pa so vnosna polja. Tabele so organizirane tako, da
omogočajo prilagoditev širine celic glede na skupno širino strani in dobro
poudarijo glavo tabele, kar izbolǰsa preglednost.
3.3 Arhitekturni koncepti
Spletna aplikacija je zasnovana kot model odjemalec – strežnik (ang. cli-
ent – server). Strežnik predstavlja vir za zagotavljanje določenih storitev in
virov podatkov, odjemalec pa napravo, ki jih zahteva in prejme. Običajno
komunicirata prek računalnǐskega omrežja, kjer se več odjemalcev poveže na
centralni strežnik ali gručo teh, s tem pa se vzpostavi medsebojna komunika-
cija. V primeru prevelike obremenitve glavnega strežnika se le-ta lahko razširi
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Slika 3.2: Struktura spletne strani (ang. wireframe).
na več naprav, ki so skupaj zmožne procesiranja večjega števila zahtev. Ena
od glavnih prednosti tega pristopa pa je tudi, da komponente delujejo neod-
visno ena od druge in da uporaba določene strojne in programsko opreme ni
medsebojno pogojena [3][24].
Strežnǐski del oblikuje vzorec model-pogled-krmilnik, s kratico MVC (ang.
Model-View-Controller), ki razdeljuje naloge posameznega dela. Model je
osredotočen na delo s podatki, kar običajno pomeni upravljanje podatkovne
baze. Odgovarja na zahteve krmilnika in ne komunicira neposredno s po-
gledi. Pogled je zadolžen za prikaz podatkov in generiranje kode v HTML,
ki je prikazana uporabniku. Vedno komunicira le s krmilnikom, ki mu pri-
skrbi zahtevane podatke. Krmilnik je vmesni element, ki povezuje model s
pogledom in skrbi za izmenjavo zahtev med njima [20].
Arhitektura MVC je usmerjena predvsem na tok podatkov (Slika 3.3)
in delitev dolžnosti med posameznimi deli. To razvijalcem omogoča, da se
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lahko razvoj pozameznih delov aplikacije ustrezno porazdeli, kar je še pose-
bej primerno za večje projekte. Poleg tega lažje dopušča kodiranje manǰsih
samostojnih funkcionalnosti ali delov kode, ki se ponovno uporabijo.
Slika 3.3: Tok podatkov v arhitekturi model-pogled-krmilnik.
3.4 Nadzor različic
Pri razvoju aplikacij je pomembno zagotoviti sledenje sprememb in shranje-
vanje izvorne kode, da ne pride do nepotrebnih napak. Za preprečitev tega
smo se odločili uporabljati nadzor različic (ang. source control). V tem pri-
meru ne pride do izgube kode, je pa tudi olaǰsan pregled nad spremembami
in uporabniki, ki so te spremembe uvedli. Sistem je še posebej primeren za
večje razvojne ekipe, saj preprečuje, da bi si dva razvijalca z razvojem na
istem delu kode prepisala uvedene spremembe. Možna pa je tudi razveljavi-
tev sprememb (ang. rollback), ki trenutno stanje vrne na eno od preǰsnjih
različic, kar je uporabno, če v noveǰsi različici odkrijemo nepričakovano ali
napačno delovanje kode [13].
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3.4.1 Git
Obstaja veliko orodij za reševanje omenjenega problema, eno od njih je kon-
trolni sistem Git. Ta se razlikuje od drugih in rešuje težavo nadzora različic
tako, da vsakič, ko želimo shraniti spremembe, naredi zajem stanja vseh da-
totek in shrani referenco posnetka. Če se datoteka ni spremenila, je Git ne
shrani ponovno in tako prihrani dragoceni prostor. Preostala orodja, kot je
Subversion, pa nadzor večinoma rešujejo s pomnjenjem seznama sprememb za
vsako posamezno datoteko. Koda je organizirana v sistem vej (ang. branch).
V praksi vsaka od njih največkrat označuje določeno stanje aplikacije ali pa
razvoj ločene funkcionalnosti. Vsaka sprememba datoteke je lahko v enem
od treh stanj. V začetku je spremenjena (ang. modified), kasneje je spre-
memba pripravljena za izročitev (ang. staged) ter na koncu še izročena (ang.
comitted), ki pomeni, da je bila sprememba uveljavljena v izbrani veji [5].
Koda 3.1 prikazuje, kako smo z ukazom git add -A vse spremembe pri-




1 klemenlokar$ git add -A
2 klemenlokar$ git commit -m "popravki"
3 [main d9532fb] popravki
4 11 files changed, 518 insertions(+), 403 deletions(-)
5 create mode 100644 Komentarji/15_04_21.pdf
6 create mode 100644 Komentarji/17_02_21.pdf
7 rewrite diplomska.aux (67%)
8 rewrite diplomska.out (69%)
9 rewrite diplomska.synctex.gz (97%)
10 rewrite diplomska.toc (92%)
11 create mode 100644 missfont.log
Koda 3.1: Primer prehoda sprememb med tremi stanji z orodjem Git.
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3.4.2 GitHub
Koda je med verzioniranjem privzeto shranjena na računalniku. Da smo
naredili korak dlje in jo prenesli na varneǰse mesto, ki za primer ni občutljivo
na okvare računalnika, obstaja za to veliko zunanjih ponudnikov ali servisov,
kot so GitHub, GitLab ali Bitbucket. Odločili smo se za GitHub, ki je v
svoji osnovni izvedbi brezplačen, projekte pa ima organizirane kot odlagalǐsča
(ang. repository). Trenutno podpira več kot 200 programskih jezikov in
formatov podatkov, prav tako pa omogoča vizualno primerjavo vej in še
veliko drugih funkcionalnosti. Skupnost, ki je prisotna na GitHubu, pa je
že od njegovega začetka znana po močno odprtokodni usmerjenosti [23].
Slika 3.4 prikazuje del uporabnǐskega vmesnika GitHuba, specifično di-
rektorij, v katerem so storitve, ki skrbijo za glavne funkcionalnosti aplikacije.
Na vrhu levo je vidna izbrana veja, na sredini pa pot do trenutnega direkto-
rija. Nižje se vidijo ime uporabnika, ki je nazadnje uvedel spremembe v tem
direktoriju, ter datoteke s komentarjem in datumom zadnje spremembe.





Aplikacija potrebuje kar nekaj komponent, ki skrbijo za delovanje in povezavo
s končnim uporabnikom. Za osnovno komunikacijo prek protokola HTTP
skrbi spletni strežnik. Zaradi dosedanjih izkušenj s konfiguriranjem sta upo-
rabljena strežnik Nginx in programski jezik PHP. Za bolǰso komunikacijo med
njima in nadzorom nad procesi se na podlagi protokola FastCGI uporablja
nadzornik procesov FastCGI, s kratico FPM (ang. FastCGI Process Ma-
nager) [7]. Na podatkovnem delu se uporablja podatkovna baza MariaDB,
ki izhaja iz odprtokodnega sistema za urejanje relacijskih podatkovnih baz
MySQL ter mu je v delovanju in sintaksi zelo podobna.
4.1.1 Postavitev testnega okolja
Ker je konfiguracija vseh potrebnih sistemov precej kompleksna in je zaželen
čim hitreǰsi začek razvoja aplikacije, prav tako pa čim lažji prenos zaključene
kode na končno strežnǐsko okolje, se je kot idealen pokazal sistem vsebovalni-
kov (ang. containers). Za implementacijo je bila izbrana platforma Docker,
ki omogoča hitro grajenje, objavo in poganjanje spletnih aplikacij. V osnovi
razdeljuje strežnǐski del od programske kode in nam s tem omogoča hitreǰsi
razvoj aplikacije [1]. Deluje s pomočjo že prej omenjenih vsebovalnikov, ki
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zagotavljajo vse potrebno za uspešno delovanje aplikacije in z vnapreǰsnjo
konfiguracijo poskrbijo, da ob zagonu sistem izgleda in predvsem deluje pov-
sod enako ne glede na to, kje ga namestimo in kateri operacijski sistem deluje
v ozadju. Prav tako je bilo uporabno tudi to, da je mnogo sistemov že pred-
definiranih in skonfiguriranih za splošno rabo, v primeru napredneǰsih pa
konfiguracija specifičnih delov ni preveč zahtevna.
Konfiguracija je v primeru sistema z več vsebovalniki, kot ga uporabljamo
v našem primeru, v glavnem sestavljena iz dveh delov. Za širšo sliko vsebo-
valnikov je tu orodje docker compose. Temu s pomočjo datoteke docker-
compose.yml nastavimo, kako vsebovalniki medsebojno delujejo in se pove-
zujejo. Določa uporabljeno omrežje, kateri vsebovalniki si ga delijo ter kako
se prenašajo podatki med vsebovalnikom in gostiteljem [2]. Koda 4.1 prika-




















Koda 4.1: Izsek iz datoteke docker-compose.yml.
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Za bolj specifične nastavitve, kot so nameščanje in kreiranje vsebovalnika
ter zapis lokacije delovnega direktorija, pa se uporablja datoteka Dockerfile
(Koda 4.2).
1 FROM nginx:1.17-alpine
2 COPY default-site.conf /etc/nginx/conf.d/default.conf
3 WORKDIR /var/www/app
Koda 4.2: Izsek iz datoteke Dockerfile.
Ko je sistem vsebovalnikov skonfiguriran, je zagon izveden z ukazom
docker-compose up -d. Stikalo -d pomeni, da se ne izvede povezava na za-
gnani vsebovalnik, ampak ta deluje v ozadju. Do same aplikacije lahko po iz-
vedenem ukazu v brskalniku dostopamo na spletnem naslovu
http://localhost:8890/. Zakaj tak naslov, je razvidno iz tretje vrstice iz-
seka kode 4.3, ki označuje strežnik, ter stolpca
”
Ports“, ki prikazuje preslikave
vrat med sistemom, na katerem teče vsebovalnik, in samim vsebovalnikom.
1 docker-compose ps
2
3 Name Command Ports
4 --------------------------------------------------------------------------
5 dip2_cache_1 docker-entrypoint.sh redis ... 0.0.0.0:6379->6379/tcp
6 dip2_database_1 docker-entrypoint.sh mysqld 0.0.0.0:3306->3306/tcp
7 dip2_nginx_1 nginx -g daemon off; 0.0.0.0:8890->80/tcp
8 dip2_php_1 docker-php-entrypoint php-fpm 9000/tcp
Koda 4.3: Izpis ob klicu ukaza docker-compose ps, ki nam prikaže stanje
vsebovalnikov.
4.1.2 Podatkovna baza
Najprej podajamo nekaj informacij o podatkovni bazi. Ta predstavlja ure-
jeno zbirko medsebojno strukturiranih podatkov ali informacij, ki so običajno
shranjene v digitalni obliki na računalnǐskem sistemu [15]. V večini primerov
nam omogočajo hitro iskanje, branje, pisanje, urejanje in brisanje podatkov,
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shanjenih v njih, ter ostale napredneǰse operacije za lažjo manipulacijo nad
njimi. Trenutno so najpogosteǰse podatkovne baze relacijske (SQL - ang.
Structured Query Language) in nerelacijske (NoSQL). Prve imajo strukturo
podatkov organizirano kot skupek medsebojno povezanih tabel s stolpci in
vrsticami ali objektov v primeru objektno-relacijskih baz. V primeru dru-
gih pa struktura podatkov ni striktno definirana, je pa večji poudarek na
skalabilnosti [27].
MariaDB
Zaradi enostavnih podatkov in potrebe po relacijah smo se odločili za rela-
cijsko bazo MariaDB. V osnovi je zelo podobna bolj znani podatkovni bazi
MySQL, ki pa se je od odcepitve razvijala v svojo smer. Obe uporabljajo
večja multinacionalna podjetja, zato sta si medsebojno konkurenčni. Tej
konkurenci pa gredo zasluge za marsikateri preboj in tudi inovacijo na tem
področju [18].
Zaradi odprtokodnosti je bila izbrana relacijska baza MariaDB, ki pa ima
tudi veliko zanimivih funkcij v primerjavi z MySQL. Poleg manǰse predno-
sti v hitrosti ima tudi možnost izvajanja vzporednih poizvedb ter ponovno
uporabo niti (ang. threads) ob odprtju povezave na podatkovno bazo [6].
Definicija tabel
Pri analizi problema si je pred definicijo strukture podatkov nujno zastaviti
nekaj vprašanj, in sicer: ali je v primeru učnih in evalvacijskih podatkov
smiselno shraniti tudi celotno množico, ki je v številnih primerih velika tudi
več stotisoč vrstic, ter kako postaviti strukturo podatkov glede na to, da
so značilke in njihovo število različne od primera do primera. Prav tako je
bilo treba upoštevati tudi to, da programi, ki so zadolženi za strojno učenje,
uporabljajo vhodne podatke oziroma parametre, ki so v nekaterih primerih
fiksni, v nekaterih pa zaradi različnih oblik testiranja spremenljivi.
Po tehtanju vsega naštetega smo se odločili, da bo podatkovna baza vse-
bovala naslednje tabele, ki bodo kar se da primerne za predvideno spletno
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aplikacijo:
 users – podatki o uporabnikih
 datasets – podatki o uvoženih podatkih
 data processors – podatki o programih
 executions – podatki o izvajanjih
 dependencies – podatki o zunanjih knjižnicah
 sessions – podatki o sejah, namenjenih prijavi
Imena tabel so v angleškem jeziku, saj praksa pokaže, da je dobro, da so
vsi deli programa konsistentni, prav tako pa kompatibilni z osnovno strukturo
strežnǐskega dela. Osnova je tabela users, ki vsebuje podatke o uporabniku,
kot so ime, e-naslov in geslo. Slednje je zakodirano z enosmerno zgoščevalno
funkcijo, ki onemogoča, da bi se v primeru razkritja gesel ta lahko zlorabila
[8]. Ena od varnostnih funkcij je še datum potrditve e-naslova, ki v primeru
nepotrditve v nekem časovnem obdobju uporabniku prepreči nadaljnji dostop
do aplikacije.
Pri načinu shranjevanja datotek smo se odločili, da se bodo v podatkovno
bazo shranile le poti do programov in podatkov, ki se bodo smiselno nastavile
ob svojem nalaganju na strežnik, ko bo tudi znana njihova končna sistemska
lokacija. S tem smo pridobili predvsem pri velikosti in hitrosti podatkovne
baze, je pa potreben večji nadzor pri shranjevanju in manipulaciji z dato-
tekami. Za hranjenje informacij o podatkih se uporablja tabela datasets,
ki vsebuje relativne poti do datotek s podatki, ime, velikost datoteke v baj-
tih in komentar za hitreǰsi pregled nad vsebino. Podobno je tudi s tabelo
data processors, ki je namenjena programom, le da je za prenos podatkov
v poljuben program treba definirati še nekaj osnovnih parametrov (Slika 4.1).
Ti so predvsem poti, ki jih program potrebuje za svoje izvajanje, kot je pot
do podatkov za učenje in evalvacijo (Slika 4.2).
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Slika 4.1: Struktura tabele data processors v programu SequelPro.
Slika 4.2: Primer vnosa tabele data processors v programu SequelPro.
Za osnovo izvajanja skrbi tabela executions, ki je namenjena pove-
zovanju izbranih podatkov in programa ter nadzoru nad velikostjo testne
množice in možnostjo dodajanja poljubnega števila opcijskih parametrov,
kar omogoča fleksibilnost in skalabilnost testiranja (Slika 4.3).
Slika 4.3: Struktura tabele executions v programu SequelPro.
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4.1.3 Programska vrsta
Da bi omogočili, da izvajanje programa ne blokira vmesnika in je lahko prikaz
napredka viden sproti, je bila potrebna dodatna rešitev. To smo zagotovili
z uporabo programske vrste (ang. queue) ki je temu namenjena. Omogoča
postavitev časovno zahtevnih nalog v določeno zaporedje, nato pa jih del
kode ob prvi priložnosti obdela in odloži rezultate na določeno mesto.
Za ta namen je v podatkovni bazi ustvarjena tabela jobs (Slika 4.4), v
katero se pošiljajo naloge. Branje in obdelavo pa izvaja proces PHP.
Slika 4.4: Struktura tabele jobs v programu SequelPro.
4.1.4 Nadzor uporabnikov
Potreba po sistemu uporabnikov je povezana z urejenim načinom nalaganja
programov in podatkov. Uporabnik najbolje ve, kaj je naložil in s katerim
razlogom, prav tako pa velikokrat z drugimi ne želi deliti rezultatov izvajanj
oziroma zanje niso relevantni v enakem obsegu.
Avtentikacija temelji na klasičnem paru elektronskega naslova v povezavi
z geslom. Ob uspešni prijavi se stanje na strani strežnika shrani kot seja v
podatkovni bazi, na uporabnǐskem delu pa se unikatni identifikator ustvar-
jene seje shrani v pǐskotek (ang. cookie). To nam omogoča, da se ob vsaki
naslednji zahtevi HTTP ta identifikator priloži poleg ostalih parametrov, na
ta način pa omogoči strežniku identifikacijo uporabnika. Koda 4.4 prikazuje
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Koda 4.4: Primer vnosa seje v podatkovni bazi. Stolpec in njegova vrednost
sta zaradi dolžine vnosov prikazana eden nad drugim.
Pri uporabi podatkov o uporabnikih je velik poudarek predvsem na var-
nosti in z njo povezanih vidikih. Do podatkov je treba dostopati le, ko je to
res nujno, nekateri od njih, recimo geslo, pa tudi ne smejo biti berljivi. Za
to skrbijo zgoščevalne funkcije, ki preprečujejo, da bi bilo geslo uporabno za
kar koli drugega kot primerjave z drugo zgoščeno vrednostjo.
Uporabniki imajo v vmesniku tudi možnost zamenjave gesla ali elektron-
skega naslova in v skrajnem primeru tudi popoln izbris računa. Da pa je
občutek varnosti še korak vǐsje, sta omogočena prikaz aktivnih sej na vseh
brskalnikih in možnost odjave z vseh aktivnih naprav.
4.2 Strežnǐski del
Pri izbiri tehnologij za izdelavo aplikacije smo se zaradi preproste konfigura-
cije in dosedanjih izkušenj odločili za spletni strežnik Nginx in programski
jezik PHP v povezavi z ogrodjem Laravel. To je predstavljalo zasnovo apli-
kacije, uporaba posameznega dela in kako le-ti medsebojno delujejo, pa je
podrobneje razloženo v naslednjih poglavjih.
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4.2.1 Nginx
Nginx (ang. engine x) je strežnik HTTP, ki je bil v osnovi zgrajen leta 2002
s strani razvijalca Igorja Sysoeva za potrebe spletne strani rambler.ru. Skozi
leta se je izkazal kot hitra in preprosta alternativa ostalim strežnikom, kot je
Apache. Njegova glavna prednost v primerjavi s slednjim je, da za obravnavo
zahteve HTTP ne naredi novega procesa, temveč to delo s pomočjo asinhronih
vtičnic opravljajo fiksni procesi oziroma
”
delavci“. Vsak od njih lahko obdela
večje število zahtev HTTP, kar se poslednično izrazi z manj porabljenimi
strežnǐskimi viri [14].
4.2.2 PHP
PHP je strežnǐski skriptni jezik, ki je v osnovi namenjen za uporabo v spletu
in se vstavlja tudi v HTML. To pomeni, da se pred samim izvajanjem ne pre-
vaja, temveč se izvede v izvirni obliki. Ustvarjen je bil leta 1994, s strani Ra-
smusa Lerdorfa kot orodje za sledenje klikov na njegovi spletni strani. Skozi
leta se je nenehno razvijal in postal eden najbolj priljubljenih programskih
jezikov [25]. V aplikaciji uporabljamo različico 7.3.
4.2.3 Composer
Običajno je ob razvoju aplikacije v sam razvoj vključenih veliko število zuna-
njih knjižnic. Prednost njihove uporabe je, da so v večini dobro dokumenti-
rane in preizkušene, zato se je vedno dobro pred začetkom pisanja specifične
funkcionalnosti razgledati po kazalih knjižnic oziroma repozitorijih. Tam pre-
verimo, ali je primerna rešitev že na voljo, dostikrat pa nam bo ob pravilnem
iskanju rešitve predlagal že spletni iskalnik.
V tem primeru smo zaradi uporabe jezika PHP v zaledju, za to upora-
bili Composer. Z njim določimo, od katerih zunanjih knjižnic je aplikacija
odvisna, ob katerem delu razvoja so potrebne in katera različica knjižnice
je zahtevana. Knjižnice lahko dodajamo prek ukazov, ki jih vključuje Com-
poser, ali pa jih neposredno zapǐsemo v datoteko composer.json, ki je temu
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namenjena. Pri ustvarjanju registra se vključene knjižnice privzeto hranijo
v mapi vendor, v kodi pa so dosegljive prek preslikav imenskega prostora,
definiranih v registru razredov (ang. class autoloader).
Delček registra oziroma vnos, ki nam pove kje je Tinker v mapi vendor
in kako do njega dostopati v imenskem prostoru, je določen kot:
’Laravel\\Tinker\\’ => array($vendorDir . ’/laravel/tinker/src’)
Composer omogoča veliko različnih načinov verzioniranja knjižnic. Znak
”
manjka“ (ˆ) pove, da se lahko knjižnica posodablja, toda le do naslednje
glavne verzije, ki jo označuje prva številka. Obstajajo pa še drugi načini
označevanja:
”
tilda“ (∼) je primerna za določanje minimalne sprejemljive
verzije, medtem ko je
”
zvezdica“ (∗) primerna za določitev nivoja, na katerem
se bodo dogajale posodobitve.
 ˆ1.2.3 ≈ ≥1.2.3 < 2.0.0
 ∼1.2.3 ≈ ≥1.2.3 < 1.3.0
 1.2.∗ ≈ ≥1.2 < 1.3.0




















Koda 4.5: Izsek iz datoteke composer.json.
Spodaj je primer ukaza, s katerim prek ukazne vrstice v aplikacijo vključimo
Laravel verzije 8. Ta vključuje vse vmesne manǰse popravke, ne dovoli pa
posodobitve v verzijo 9.
composer require laravel/laravel:"^8.0"
4.2.4 Laravel
Poleg tega da je eden glavnih gradnikov aplikacije, je Laravel v osnovi ogrodje
za programski jezik PHP. Postavljeno ima premǐsljeno osnovno strukturo, ki
nam zaradi dobrih temeljev pomaga in nas varuje na začetku, ta čas pa
raje namenimo samemu kodiranju aplikacije. Vključuje in omogoča pripetje
veliko različnih razširitev, ki jih morda ne potrebujemo na začetku, jih pa
pogosto uporabimo v nadaljevanju razvoja [12].
Za aplikacijo je idealen tudi, ker implementira koncepta odjemalec-strežnik
ter model-pogled-krmilnik, v katerem so slednji poimenovani enako kot glavni
gradniki v Laravelu.
Varnost in avtentikacija
Avtentikacija je kot samostojna izvedba časovno in varnostno zahtevna. La-
ravel pa to izvede z uporabo varuhov (ang. guards) in ponudnikov (ang.
providers). Prvi za vsako zahtevo na strežnik preveri, ali je zanjo uporabnik
avtenticiran. V tem primeru uporabljamo varuha za sejo, saj se uporabnik
avtenticira prek seje. Ponudnik pa aplikaciji pove, kako se uporabnikovi po-
datki prenesejo iz podatkovne baze [10]. V našem primeru je to Eloquent, ki
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je izvedba objektno-relacijskega mapiranja. Poleg naštetega skrbi še, da so
gesla privzeto zgoščena in soljena (ang. salted) ter da ne pride do naslednjih
zlorab sistema:
 vrivanja stavkov SQL (ang. SQL injection)
 ponarejanja zahtev na več mestih – CSRF (ang. Cross Site Request
Forgery)
 križnega izvajanje skriptov – XSS (ang. Cross-Site Scripting)
Eloquent ORM
ORM (ang. object–relational mapping) je kratica za objektno-relacijsko ma-
piranje. Ta nam omogoča, da klice na podatkovno bazo pǐsemo v program-
skem jeziku, ki ga uporabljamo, in ne v osnovnem jeziku podatkovne baze,
kot je v primeru SQL. Ostale prednosti so še, da izseke iste kode ni treba po-
navljati, s tem pride do manj napak, hkrati pa je koda lažja za vzdrževanje.
Drugo, kar je morda pomembneǰse na večjih sistemih, je to, da se lahko im-
plementacija podatkovne baze v ozadju zamenja na preprost način, seveda
če je podprta s strani ORM. Pred nadaljevanjem je smiselno opozoriti, da
Eloquent kot tudi nekateri ostali ORM morda niso najprimerneǰsi za projekte
večjega obsega, saj kot nekakšen ovoj okoli osnovnih ukazov dodajo časovno
kompleksnost, ki pa se običajno opazi šele ob večjih obremenitvah [9].
Eden od razlogov za uporabo je tudi ta, da s pomočjo Laravela pre-
prosto določimo relacije med različnimi entitetami oziroma modeli, kot se
imenujejo tukaj. Za primer povezave med tabelami data processors, ki
je namenjen programom in executions oziroma izvajanjem, je bilo treba
zagotoviti, da se mora končnica tabele končati v množini oziroma z
”
s“, mo-
del pa mora biti poimenovan v ednini in z veliko začetnico. Tako dobimo
tabeli data processors, executions ter pa modela DataProcessor in mo-
dela Execution, ki pa za medsebojno povezavo potrebujeta konfiguracijo,
kot je razvidna v izseku kode 4.6.
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Koda 4.6: Izsek iz modela Execution, ki nakazuje, da se izvaja z enim
programom.
Migracije podatkov
Nadzor nad podatki je še eden od pomembneǰsih vidikov večine aplikacij. V
Laravelu je del tega rešen z migracijami, ki skrbijo, da je struktura podat-
kov v podatkovni bazi definirana v zato namenjenih datotekah. Te imajo
ob vsakem zagonu enak rezultat, hranijo zgodovino sprememb in v primeru
težav omogočijo vrnitev podatkovne strukture na preǰsnjo raven. Prednost
je tudi, da v primeru aktivno delujoče aplikacije migriranje izvedemo skupaj
s procesom posodobitve kode na strežniku.
Kot je razvidno iz izseka kode 4.7, je dobro urejen tudi nadzor nad tujimi
ključi in indeksi, katerih dodajanje je preprosto kot dodajanje običajnih polj.



















Da je urejanje datotek HTML z vsebino preprosteǰse, ima Laravel svoj pogon
za predloge (ang. template engine). Ta se ob prevajanju pretvori v osnovni
PHP in nam ne preprečuje uporabe le-tega. Poleg tega se vsebina avto-
matično predpomni, tako da je v primeru zahteve strežniku ni treba zgraditi
vsakič na novo. Pomembna prednost uporabe takšnih predlog je še, da dele
vsebine, ki se nam ponavljajo, uporabimo kot vzorec in jo v drugih predlogah
le vključimo. Prav tako nam na lažji način omogoča izvedbo napredneǰsih
delov PHP, kot so zanke in pretvarjanje posebnih znakov, ki bi nam v na-
sprotnem primeru lahko povzročali težave [11]. Pri tej aplikaciji je v povezavi
z Laravel uporabljen Livewire, kar pa bo podrobneje opisano v nadaljevanju.
Koda 4.8 prikazuje seznam sistemskih knjižnic in uporabo zank in vključevanje
druge predloge.
1 <tbody>
2 @foreach ($dependencies as $dependency)
3 <tr class="border-t">
4 <td class="py-2">{{ $dependency->name }}</td>










Koda 4.8: Uporaba zanke in klic izbrane predloge v predlogi Blade.
Pravilni klic predloge iz krmilnika in uporaba Eloquent ORM za branje
knjižnic iz podatkovne baze sta prikazana v izseku kode 4.9. Knjižnice so
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podane kot parameter, ki se pozneje ustrezno preslika ob izrisu predloge.
1 return view(’dependency.list’, [
2 ’dependencies’ => Dependency::all()
3 ]);
Koda 4.9: Izbira predloge in prilaganje parametrov za izris predloge Blade.
Artisan
Artisan je vmesnik za ukazno vrstico, ki nam občasno olaǰsa delo z ogrodjem
Laravel in je v njem že vključen. Je zelo močno orodje in nemalokrat od-
pravi ponavljajoče operacije, kot je kreiranje migracij podatkov. Ta se lahko
preprosto ustvari z ukazom php artisan make:migration. Z ukazom make
lahko ustvarimo tudi mnoge druge dele aplikacije, kot so modeli, kontrolerji
in zahteve, a ta ni edini, ki se je redno uporabljal med nastajanjem aplika-
cije. Ukazi, kot je queue:work, so trajni in nam zaženejo proces, ki posluša
določeno podatkovno vrsto in obdela, kar je v njej.
Omogoča tudi izvajanje kode PHP z ukazom tinker. Z njim se preveri
delovanje dela aplikacije brez potrebe po preostali kodi ali pa se na hitro
preizkusi metoda katere delovanje nam ni poznano. Primer kode za prikaz
seznama datotek rezultatov, pisane v okolju tinker, je razviden iz slike 4.5.
4.2.5 Validacija zahtev HTTP
Pomemben vidik ob kreiranju zahtev HTTP v zaledje aplikacije je prever-
janje, ali so bili ob tem poslani pravilni parametri. Ob potencialni težavi,
da obstaja mnogo različnih tipov podatkov, je tu še izbira načina, kako te
nepravilnosti predstaviti končnemu uporabniku, da jih ta lahko odpravi. Tu
so bila uporabna pravila (ang. rules), kot jih poimenuje Laravel in ki imajo
zahteve po prisotnosti, tipu, številu in ostalih že definirane. Če neko polje
ne ustreza pravilom, pa je odgovor vedno istega formata, kar olaǰsa prikaz
napake na uporabnǐskem delu aplikacije.
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Slika 4.5: Primer pisanja kode ob uporabi ukaza artisan tinker.
V izseku kode za kreiranje poročila (Koda 4.10) je prikazano, kako izgle-
dajo pravila za polja akcija, naslov in opis, ki morajo biti vedno prisotna in
tipa string.
1 public function rules(): array
2 {
3 return [
4 ’action’ => ’required|string’,
5 ’title’ => ’required|string’,
6 ’description’ => ’required|string’,
7 ];
8 }
Koda 4.10: Primer pravil za validiranje zahteve HTTP.
Odgovor v primeru, da naslov (ang. title) ni bil priložen v zahtevi, je
razviden iz izseka kode 4.11.
1 {








Koda 4.11: Primer odgovora na napačne parametre v zahtevi HTTP.
4.2.6 Nalaganje programskih in podatkovnih datotek
Laravel ima nalaganje datotek zelo priročno urejeno. Poleg tega, da je
zaželeno preveriti, ali je datoteka res datoteka z ustrezno validacijo, je ob
nalaganju treba podati še direktorij, v katerega naj se datoteka shrani. V
odgovoru dobimo unikatno generiran ključ, ki to datoteko označuje. Prejeti
ključ je vključno z vsemi parametri zatem treba shraniti še v podatkovni
bazi, saj bi v nasprotnem primeru izgubili povezavo do te datoteke, ki jo
bomo potrebovali ob izvajanju.
Za primere shranjevanja zunanjih datotek ima Laravel pripravljen direk-
torij storage. Tam je gnezdenje urejeno tako, da ima vsaka funkcionalnost
svojo mapo, v katero se shranijo naložene datoteke, kar je razvidno iz izseka
kode 4.12.
1 -rwxr-xr-x 1 root root 61 Jan 24 20:58 .gitignore
2 drwxr-xr-x 2 root root 64 Mar 30 19:00 archives
3 drwxr-xr-x 12 root root 384 Apr 12 14:57 datasets
4 drwxr-xr-x 12 root root 384 Apr 12 15:21 executions
5 drwxr-xr-x 5 root root 160 Apr 12 15:16 livewire-tmp
6 drwxr-xr-x 11 root root 352 Apr 12 15:16 processors
7 drwxr-xr-x 3 root root 96 Jan 5 15:48 public
8 drwxr-xr-x 5 root root 160 Feb 14 12:51 python
Koda 4.12: Vsebina direktorija storage.
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4.2.7 Izvajanje programov v Pythonu
Pred izvajanjem programov v Pythonu smo se odločili, da bo podprta verzija
Python 3. Poleg tega je treba zagotoviti tudi, da ob izvajanju različnih
programov, od katerih ima vsak svoje zahteve le-te pravilno izvedemo. Ker
so podane tudi zahteve po zunanjih knjižnicah, ki niso vključene v osnovni
paket, je bil potreben razmislek, kako se bodo te pred izvajanjem prenesle in
kje se bodo nahajale.
Virtualno okolje Python
Ker lahko pride do konfliktnih situacij, ko nekateri programi potrebujejo
isto zunanjo knjižnico, a v drugi različici, je smiselno uporabiti virtualno
okolje, ki ga ponuja Python [4]. Ta nam omogoči ustvarjanje izoliranega
okolja s pomočjo določene različice Pythona in osnovnega direktorija, ki sta
potem osnova za vsa nadaljnja izvajanja. Na ta način smo preprečili, da
bi namestitev različnih izvedb Pythona ali knjižnic na strežniku vplivala na
izvedbo in rezultate izvajanja programov [17].
Kreiranje virtualnega okolja pred izvedbo programa, kjer zadnji parame-
ter predstavlja pot, ki je uporabljena za osnovni direktorij, je določeno s
klicem.
python3 -m venv app/python/venv
Nadzor nad zunanjimi knjižnicami
Za nadzor nad verzioniranjem zunanjih knjižnic se uporablja upravitelj pake-
tov PIP. Najprej je bila v uporabi različica 3, ki je tudi priložena v osnovnem
paketu Python, a smo jo morali pred uporabo posodobiti, saj nekatere zah-
tevane knjižnice potrebujejo noveǰso izvedbo.
PIP omogoča definiranje zahtevanih različic knjižnic prek izbrane dato-
teke. Ker bi bilo nalaganje datoteke s seznamom zunanjih knjižnic neintu-
itivno vsaj na podlagi tega, da se večina zahtev med samimi programi ne
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spreminja, smo to rešili drugače. Ustvarjen je bil obrazec, ki omogoča do-
dajanje in odstranjevanje posemeznih knjižnic, kar pa mora biti opravljeno
pred izvajanjem programa.
Ker se je po nekaj izvajanjih pokazalo, da je nameščanje knjižnic ozi-
roma njihov prenos precej zamuden, je uporabljena možnost predpomnje-
nja, ki jo ponuja PIP. Za delovanje je treba definirati direktorij, v katerem
bodo knjižnice shranjene, PIP pa potem v primeru, da je knjižnica v njem
vključena, le-to uporabi in je ne prenaša ponovno (Koda 4.13) [16].
1 app/python/venv/bin/pip3 install --cache-dir app/python/dependencies/cache
-r app/python/dependencies/requirements.txt --disable-pip-version-
check
Koda 4.13: Primer uporabe ukaza pip s predpomnjenjem.
Koda 4.14 prikazuje primer, ko je bila ob zagonu programa zunanja
knjižnica najdena v predpomnilniku.
1 Requirement already satisfied: astor==0.8.1 in ./venv/lib/python3.7/site-
packages (from -r /var/www/app/storage/app/python/dependencies/
requirements.txt (line 2)) (0.8.1)
Koda 4.14: Primer knjižnice, najdene v predpomnilniku.
Postavitev direktorijev
Pred izvajanjem programa je treba poskrbeti tudi za datoteke in direktorije,
v katerih poteka izvajanje. Osnovni direktorij izvedbe programa kot tudi pre-
ostali za rezultate so navedeni kot fiksni parametri ob nalaganju programa.
V osnovnem je treba zagotoviti vse potrebne datoteke, ki jih program po-
trebuje, hkrati pa določiti pravilne dostopne pravice, ki omogočajo izvedbo.
Slednje je prikazano v izseku kode 4.15.
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22 ’Storage prepared: ’.$execution->executionPath()
23 );
24 }
Koda 4.15: Priprava direktorijev pred izvajanjem.
Beleženje napredka
Za prikaz poteka izvajanja programa je potreben podroben nadzor stanja
med ključnimi deli izvajanja. To je zagotovljeno s kreiranjem storitve, ki je
temu namenjena. Ta si ob začetku izvajanja ustvari datoteko, v katero se bo
zapisovalo, v primeru obstoječe, kar kaže, da je bil program že zagnan, pa
jo počisti trenutne vsebine. Podpira tri različne vrste stanj, vsaka vrstica v
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datoteki pa označuje posamezni vnos.
 success – uspeh
 error – napaka
 debug – manj pomemben vnos
Slednje nam kasneje ob izpisu omogoča obarvanje posamezne vrstice v
določeno barvo.
Zagon programa
Ko so vse zahteve izpolnjene in arhitektura pripravljena, je možen zagon
programa. Za to se uporablja komponenta Process, ki smo jo kot zu-
nanjo knjižnico vključili prek Composerja. Ta nadomešča ukaza exec ali
shell exec, ki sta v jeziku PHP običajno uporabljena za zagon ukazov prek
lupine (ang. shell). Prednost te komponente je, da sama premosti razlike
med različnimi operacijskimi sistemi in poskrbi za ubežanje zlonamernih ar-
gumentov (ang. escaping). Med ostalimi uporabnimi prednostmi je prikaz
napak pri izpisu izhodnih podatkov [19].
Navedba parametrov v ukaz je vnaprej definirana. Za program vemo, da
je treba pri stikalu -i podati direktorij, v katerem je datoteka s podatki, saj
je bilo to podano ob zahtevah aplikacije. Ko naredimo potrebne preslikave,
je končni rezultat podoben kot v primeru kode 4.16.
1 app/storage/app/python/venv/bin/python3 iris/program.py -i iris/data.csv -
o iris/data_ev.csv iris iris/IrisFigures iris/IrisResults 1 20
Koda 4.16: Primer navedbe parametrov ob zagonu programa.





3 "data set": "iris/data.csv",
4 "number of instances": 100,
5 "number of attributes": 2,
6 "learning algorithm": "SVM",
7 "number of levels": "1",













21 "test set": "30%"
22 }
Koda 4.17: Primer izpisa programa uporabljenih parametrov pri izvajanju.
4.2.8 Izvoz datotek rezultatov
Da je omogočen prenos vseh datotek, ki so prisotne in ustvarjene ob izvajanju,
jih je treba pred pred prenosom zapakirati v datotečni arhiv. To je narejeno
s PHP-razširitvijo ZIP. Ta najprej preveri, ali je v arhiv mogoče pisati, nato
pa vanj dodaja datoteke iz shrambe, v kateri so rezultati izvajanja, kot je
razvidno v primeru kode 4.18.
1 $zip = new ZipArchive;
2 $fileName = sprintf(’%s.zip’, $execution->hash);
3
Diplomska naloga 39
4 if (true === ($zip->open(public_path($fileName), ZipArchive::CREATE |
ZipArchive::OVERWRITE))) {
5 foreach (Storage::allFiles($execution->basePath()) as $file) {






Koda 4.18: Kreiranje datoteke .zip z datotekami izvajanja.
4.3 Uporabnǐski del
Uporabnǐski del temelji na razširitvi Laravel, in sicer Jetstream. Ta v osnovi
prinaša osnovno oblikovano postavitev strani ter že oblikovane in delujoče
komponente, ki jih lahko uporabimo ob izdelavi strani. Poleg tega ima že
oblikovane dele avtentikacije in registracije ter urejanje uporabnika, ki je
definirano v zahtevah.
Prvi korak integracije je, da se odločimo za enega od dveh načinov arhi-
tekture. Prva, poimenovana Inertia, temelji na Vue.js, druga, poimenovana
Livewire, pa na predlogah Blade. V aplikaciji smo se odločili za drugo, saj
ni bilo potrebe po napredneǰsem uporabnǐskem vmesniku, ki bi izrabil dovolj
funkcionalnosti JavaScript ogrodja Vue.js, da bi bil smiseln za integracijo.
4.3.1 Node package manager
Podobno kot na strežnǐskem delu je tudi tu potreben nadzor nad zunanjimi
knjižnicami, tokrat za JavaScript. Potrebovali smo ga v manǰsi meri, saj je
bil uporabljen le za podporne knjižnice za CSS in eno od pisav.
Za ta namen je uporabljeno orodje NPM (ang. node package manager),
ki je preprosto za uporabo. Pri shranjevanju oziroma hranjenju seznama
zunanjih knjižnic uporablja datoteko package.json. Ta poleg seznama med
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drugim vsebuje tudi skraǰsane oblike ukazov, ki so veliko v uporabi. Del te
















Koda 4.19: Izsek iz datoteke package.json.
4.3.2 Laravel Livewire
Glavna lastnost knjižnice Livewire je ustvarjanje dela kode na strežnǐskem
delu, rezultat pa je tekoča uporabnǐska izkušnja, ki bi običajno zahtevala
skupek kode JavaScript. Veliko uporabnih komponent, kot sta iskanje in
validacija vnosnih polj v realnem času, je že definiranih, nove pa je mogoče
preprosto dodati.
Deluje tako, da s pomočjo JavaScripta nadzorovano in z določenimi in-
tervali kliče strežnik ter glede na odgovor avtomatično posodobi prikazano
komponento. Komponenta je strukturirana tako, da najprej definiramo spre-
menljivke, ki bodo uporabljene v predlogi Blade, nato dodamo pot oziroma
direktorij predloge in na koncu še implementiramo metode, potrebne v pre-
dlogi. V primeru obrazcev, ki jih je v aplikaciji kar nekaj, je tu še definiranje
validacije vnosnih polj. Z njihovo pomočjo nam Livewire v ozadju samodejno
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preverja ujemanje in prikaže napake.
Koda 4.20 prikazuje komponento, ki je zadolžena za dodajanje zunanjih
knjižnic, potrebnih za program v Pythonu. Na vrhu so vidne spremenljivke





4 protected $rules = [
5 ’name’ => ’required|string’,
6 ’version’ => ’required|string’,
7 ];
8










19 ’name’ => $this->name,








Koda 4.20: Izsek iz komponente Livewire za dodajanje zunanjih knjižnic.
Koda 4.21 prikazuje integracijo komponente v predlogi Blade, kjer je na







6 Tukaj lahko bo na seznam dodan spodnji vnos.
7 </x-slot>
8 <x-slot name="form">
9 <div class="col-span-6 sm:col-span-4">
10 <x-jet-label for="name" value="Ime knjiznice" />
11 <x-jet-input id="dependency-name" type="text" class="mt-1
block w-full" wire:model.lazy="name"/>
12 <x-jet-input-error for="name" class="mt-2" />
13 </div>
14 <div class="col-span-6 sm:col-span-4">
15 <x-jet-label for="version" value="Verzija" />
16 <x-jet-input id="dependency-version" type="text" class="mt-1
block w-full" wire:model.lazy="version"/>













Koda 4.21: Uporaba komponente Livewire v Blade predlogi.
4.3.3 Oblikovanje uporabnǐskega vmesnika
Pri doseganju končne podobe strani sta nam bila v veliko pomoč in navdih
oblikovanje podano v razširitvi Jetstream in predvidena postavitev strani.
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Osnovna podoba strani je dosežena s programskim jezikom HTML 5 in jezi-
kom za oblikovanje spletnih strani CSS oziroma ogrodjem zanj – Tailwind.
Tailwind CSS
Tailwind temelji na slogovnem jeziku CSS oziroma kaskadnih stilskih podlo-
gah (ang. cascading style sheets). Te so namenjene čim preprosteǰsemu obli-
kovanju spletnih strani oziroma dokumentov, ki te predstavljajo. Običajno
je to HTML. Omogočajo razčlenitev in posamično oblikovanje ključnih gra-
dnikov strani, kot so postavitev, pisave in barve. Definiranje slogov poteka
tako, da osnovnim elementom dokumenta, kot so <h1> ali <body> v zato na-
menjeni datoteki s končnico .css zapǐsemo, kako naj se oblikujejo. Elemente
je v datoteki mogoče gnezditi, če je več podobnih, pa lahko kreiramo tudi
svoje univerzalne identifikatorje (ang. id) ali razrede (ang. class) [26].
Razlogov za uporabo ogrodja Tailwind je več. Prvi in najpomembneǰsi
je ta, da v večini primerov za doseganje izgleda uporabljamo osnovne ele-
mente CSS, ki pa se velikokrat ponavljajo. Kreiranje razredov v HTML in
posledično definiranje teh v CSS je zamudno, čemur pa se tukaj izognemo.
Tailwind že sam vključuje večino redno uporabljenih oblikovnih gradnikov,
ki pa so tukaj tudi optimalno poimenovani. Drugi razlog je ta, da je Tailw-
ind že privzeto vključen v Jetstream, kar nam olaǰsa tudi začetno učenje, saj
lahko veliko primerov vidimo v praksi [21].
Koda 4.22 prikazuje izsek zapisa za naslov in oblikovanja, ki ga je ta
deležen v datoteki Blade. Vsi našteti deli se nanašajo na tekst, in sicer po
vrsti. Font-semibold pove, da mora biti delno odebeljen, text-xl označuje,
da je zelo velik, text-gray-800 pomeni, da je temno sive barve, leading-tight
pa, da je vǐsina vrstice nizka.
1 <h2 class="font-semibold text-xl text-gray-800 leading-tight">
2 Novo izvajanje
3 </h2>
Koda 4.22: Izsek oblikovanja naslova iz datoteke za kreiranje izvajanja.
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Osnovni elementi strani
Najprej smo se lotili prilagoditve osnovne strani in določanja osnovnih ele-
mentov, ki so na strani večkrat uporabljeni. Treba je tudi izbrati osnovne
barvne lestvice, saj bi v nasprotnem primeru stran delovala kičasto in nekon-
sistentno. Za osnovno barvo je poleg bele določena še rdeča, saj je to barva, s
katero se asociirata univerza in njen logotip. Pri gumbih, ki služijo za akcije,
so barve določene glede na to, kako bo ta vplivala na izbrani element. Kot
primer lahko navedemo, da je pri ponovnem zagonu izvajanja modra barva,
pri odstranjevanju pa rdeča, kar uporabniku že vizualno nakazuje posledice
klika.
Pri akcijah oziroma gumbih zanje je zaradi optimalne izrabe prostora
tekst raje nadomeščen z ikonami, ki so prav tako intuitivne. Za ta primer smo
raje kot slike uporabili pisavo, saj je ta odzivneǰsa za različne velikosti teksta
oziroma gumbov, prav tako pa preprečuje ustvarjanje zahteve HTTP za vsako
posamično sliko. Ker pa slike niso vsakomur samoumevne, so uporabniku za
pomoč tu tudi namigi (ang. tooltips) v obliki oblačkov. Ti se pojavijo,
ko je lokacija kurzorja mǐske na površini gumba – takrat se izpǐse dalǰsa
obrazložitev dejanja, ki ga bomo sprožili ob kliku. Našteti vidiki so vidni na
sliki 4.6, kjer je prikazan primer uporabe obarvanja, ikon in namiga.
Slika 4.6: Primer oblikovanja gumbov za nadzor nad akcijami.
Eden od preostalih elementov strani, ki jih je vredno izpostaviti, je gumb
za izbiro datotek pred nalaganjem. Da bi bil le-ta vizualno privlačen, je za
to uporabljena ena od že izdelanih komponent Tailwind, kar je še ena od
prednosti uporabe tega ogrodja [22]. Prikaz elementa je viden na sliki 4.7.
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Slika 4.7: Primer gumba za izbiro datoteke pred nalaganjem.
4.3.4 Izhodni podatki
Za pregled nad stanjem izvajanja, so ob njegovem zagonu na voljo izhodni
podatki, ki jih z logiranjem napredka ustvarja strežnǐski del. Izpis na tej
strani je oblikovan tako, da ponazarja izgled, ki smo ga navajeni v vmesniku
ukazne vrstice. To pomeni, da je ozadje vsebine črno, vsebina pa je v beli,
zeleni ali rdeči barvi glede na to, o kakšnem stanju nam za posamezno vrstico
sporoča strežnik. Zelena označuje uspeh, bela manj pomemben vnos, rdeča
pa sporoča, da je prǐslo do napake. Stran se zaradi mogočega dalǰsega izva-
janja programa periodično osvežuje na deset sekund. Primer prikaza vsebine
in izgleda strani z izhodnimi podatki je viden na sliki 4.8.
4.3.5 Generiranje poročila
Prikaz poročila je možen ob zaključku izvajanja programa in služi kot orodje
za pripravo poročila ali izvoza rezultatov. Pri oblikovanju je bilo treba najprej
celotno vsebino smiselno urediti in jo razporediti v odseke, iz katerih nam je
jasno, kako smo prǐsli do končnih rezultatov. Ti so v primeru parametrov in
izhodnih rezultatov organizirani kot tabele, v primeru uporabnikove izbire in
dodatne vsebine pa kot vnosna ali izbirna polja.
Primera vnosnih polj sta naslov in vsebina poročila, ki sta potrebna za
opisni del. Tu so še polja za urejanja naslova slik, te pa potrebujejo tudi
izbirna polja, saj v poročilu lahko dodamo samo določene.
Prenos poročila oziroma generiranje le-tega se izvede na strežniku, ta pa
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Slika 4.8: Primer prikaza vsebine strani z izhodnimi podatki izvajanja pro-
grama.
vrne datoteko v formatu PDF. Ker ima PDF nekatere omejitve pri obliko-
vanju, je na strani tudi možnost ogleda poročila v obliki spletne strani. Ta




5.1 Namestitev aplikacije za testiranje
Za pripravo delujoče aplikacije začnemo s prenosom kode na želeno mesto in
preimenovanjem datoteke .env.example v .env. To aplikaciji nastavi osnovno
konfiguracijo za delovanje strežnǐskega dela.
Pred uporabo vsebovalnikov je treba naložiti program Docker, ki jih upra-
vlja (https://www.docker.com/products/docker-desktop). Ko je nameščen,
zaženemo poljubni vmesnik za ukazno vrstico in se premaknemo na direk-
torij s preneseno kodo. Z zagonom ukaza docker-compose up -d se bodo
vsebovalniki naložili in zagnali, kot je prikazano v izseku kode 5.1.
1 klemenlokar$ docker-compose up -d
2 Starting dip2_cache_1 ... done
3 Starting dip2_database_1 ... done
4 Starting dip2_php_1 ... done
5 Starting dip2_nginx_1 ... done
Koda 5.1: Zagon vsebovalnikov.
Po zagonu se je treba povezati na vsebovalnik
”
php“ z ukazom
docker-compose run --rm php bash. Ko je povezava z vsebovalnikom vzpo-
stavljena, se v določenem zaporedju zaženejo naslednji ukazi:
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 php artisan storage:link – Naredi javno povezavo na direktorij storage,
ki omogča prenos datotek izvajanja.
 chmod 755 -R storage/app/ – Nastavi pravilne pravice za izvajanje
datotek v direktoriju storage/app, ki omogoča izvajanje programov.
 php artisan migrate – Zažene migracije, potrebne za postavitev struk-
ture podatkovne baze.
 php artisan queue:work – Zagon delavca, ki skrbi za izvajanje uka-
zov iz programske vrste.
Po zaključku dela vsebovalnik zapustimo z ukazom exit. Če želimo vse-
bovalnike ugasniti, to storimo z ukazom docker-compose stop.
5.2 Program in podatki
Uporabniku se ob vstopu v aplikacijo prikaže stran za registracijo (Slika 5.1).
Če je že registriran, je na dnu prisoten gumb, ki ga preusmeri na prijavno
stran. Pri registraciji mora vnesti svoje ime, e-naslov, geslo in potrditev
le-tega. Ob kliku na gumb
”
Registriraj me“ je registracija zaključena.
Ko je uporabnik prijavljen v sistem, se mu prikaže seznam obstoječih
izvajanj (Slika 5.6). Na vrhu sta vidna glavna navigacija in ime prijavlje-
nega uporabnika, pod tem pa naslov aktivne strani z gumbi za izbiro akcij.
Pred kreiranjem izvajanja je treba naložiti programe in podatke ter jih nato
uporabiti v obrazcu za nalaganje.
Ob obisku strani s
”
Programi“ se prikaže seznam, ki vsebuje ime, osnovni
direktorij, direktorij slikovnih in tekstovnih rezultatov, število nivojev SVM
ter čas zadnje posodobitve (Slika 5.2). S pomočjo akcij je mogoče zamenjati
obstoječo datoteko programa (T) ali pa program odstraniti (é).
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Slika 5.1: Stran za registracijo in prijavo.




Podatki“ prikazuje seznam z informacijami o poimenovanju,
imenu in velikosti naložene datoteke ter datumu nalaganja. S pomočjo gumba
(é) omogoča tudi odstranitev posameznega vnosa (Slika 5.4).
Nalaganje programa
Nalaganje programa je dosegljivo na strani
”
Programi“. Klik na gumb
”
Naloži“
(+) odpre obrazec za vnos vsebine. Pomembno je, da razumemo pomen vno-
snih polj za osnovni direktorij izvajanja in direktorijev za rezultate ter to,
da mora naloženi program podpirati vnos rezultatov prek argumentov. Polja
ime programa, nivoji SVM in komentar so informativne narave in so nam v
pomoč ob generiranju poročila (Slika 5.3). Pri izbiri datoteke moramo biti
previdni, da je ta formata .py.
Slika 5.3: Stran za nalaganje programa.
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Knjižnice Python
Ko je program naložen, je pomembno, da razumemo, kakšne so njegove zah-
teve po zunanjih knjižnicah. Seznam, ki jih podpira aplikacija, je viden na
strani
”
knjižnice Python“. Če program za izvajanje potrebuje kakšno, ki je ni
na seznamu, je to treba dodati. To lahko storimo s klikom na gumb
”
Dodaj“,
ki nas odpelje na za to namenjen obrazec. Tu je mogoče dodajati posamezne
z imenom in različico ali naložiti celotno datoteko, ki jo uporablja nadzornik
nad knjižnicami PIP.
Če program potrebuje knjižnico iz seznama, a v drugačni različici, je
priporočeno, da obstoječo izbrǐsemo in jo ponovno dodamo v želeni različici,
da preprečimo konflikte med njimi.
Nalaganje podatkov





Naloži“ (+). Podobno kot pri programu je tu
prikazan obrazec s polji za vnos. Navesti je treba ime podatkov in komentar,
ki služita kot pomoč ob generiranju poročila in izbira datoteke s podatki.
Datoteka mora biti v formatu .csv in ne sme biti večja od 100 MB (Slika
5.5).
Slika 5.4: Stran, ki prikazuje seznam naloženih podatkov.
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Slika 5.5: Stran za nalaganje podatkov.
5.3 Izvajanje programa
Ob uspešnem nalaganju programa in podatkov se lahko ustvari novo izvaja-
nje. Do nalagalnega obrazca se dostopa prek gumba
”
Novo izvajanje“ (+) na
strani
”
Izvajanja“. Na obrazcu iz seznama naloženih izberemo želeni program
in podatke ter vnesemo delež podatkov, ki bo namenjen testni množici. Pri
navajanju dodatnih parametrov je treba zagotoviti, da jih izbrani program
resnično podpira, saj lahko v nasprotnem primeru med izvajanjem pride do
napake. Pred zaključkom lahko navedemo še opcijski komentar, ki je naveden
v zaključnem poročilu.
Ko je izvajanje ustvarjeno, se to še ne bo samodejno zagnalo, temveč
bo prikazano na strani
”
Izvajanja“ (Slika 5.6). Tam so narejena izvajanja
prikazana v seznamu, ki poleg izbranega programa in podatkov vsebuje tudi
komentar, ki je namenjen lažji identifikaciji. Za zagon novega programa je
potreben klik na gumb
”
Ponovni zagon“ (è). To nas preusmeri na stran s
”
Podatki o izvajanju“, kjer so izpisani potek, izhodni podatki strežnǐskega
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Slika 5.6: Stran, ki prikazuje seznam izvajanj.
dela aplikacije ali programa ter morebitne napake. Če prek izpisa ugotovimo
napako v kodi naloženega programa, lahko tega tudi zamenjamo z gumbom
”
Zamenjaj program“ (T), a moramo zatem izvajanje ponovno izvesti. Ob




Slika 5.7 prikazuje uspešen zaključek, slika 5.8 pa napako v naloženem
programu, oboje je razvidno v izpisu podatkov o izvajanju. Zapis je v celoti
v datoteki output.log, ki je priložena ob prenosu datotek rezultatov.
54 Klemen Lokar
Slika 5.7: Primer uspešno zaključenega izvajanja.
Slika 5.8: Primer napake med izvajanjem.
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5.4 Prikaz rezultatov
Zaključek izvajanja omogoča ogled rezultatov, ki so dosegljivi s klikom na
gumb
”
Ogled poročila“ (Y) v seznamu izvajanj. Tu so vizualno prikazani
vneseni podatki za program, podatke in izvajanje ter tudi skupni parametri
ob vhodu v program in podatki o evalvaciji (Slika 5.9). Možen je tudi prenos
vseh datotek izvajanja s pritiskom na gumb
”
Prenos datotek“ (z).
Slika 5.9: Parametri izvajanja v programu in podatki o evalvaciji.
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5.5 Urejanje dokumenta
Pred generiranjem poročila je treba vnesti želeni naslov in glavni del besedila.
Običajno je na voljo večja količina slik, ki jih lahko poljubno izbiramo, prav
tako pa jim dodamo podnaslove za izpis v dokumentu z njimi (Slika 5.10).
Ko zaključimo z urejanjem, je s pritiskom na gumb
”
Prenesi poročilo“
(ø) možen prenos dokumenta v obliki PDF, s klikom na
”
Poglej poročilo“
(Y) pa ogled v obliki spletne strani.
Slika 5.10: Vnos podatkov za poročilo in izbira slik.
Poglavje 6
Sklepne ugotovitve
Namen diplomske naloge je bil razvoj spletne aplikacije, ki bo v pomoč upo-
rabnikom, ki za delo s prototipnimi rešitvami za različne vire podatkov upo-
rabljajo programski jezik Python. Ker je pri tem običajno potrebna uporaba
večje količine podatkovnih virov in parametrov, poleg tega pa je treba upora-
biti različna programska orodja in okolja, smo ustvarili aplikacijo, ki poskuša
te težave poenostaviti.
Razvita spletna aplikacija omogoča izvajanje programov Python ob kom-
binaciji z različnimi podatkovnimi viri in parametri. Potek izvajanja je
mogoče spremljati sproti in ob morebitnih težavah program popraviti in po-
novno naložiti ali pa ponovno zagnati. Ob zahtevi po naprednih zunanjih
knjižnicah, ki jih program občasno potrebuje, jih je mogoče dodati ali pa jih
zamenjati v celoti. Ob zaključku so uporabniku na voljo tekstovni in vizualni
rezultati, ki jih lahko z vnosnimi polji prilagodi in izvozi v obliki poročila ali
datotečnega arhiva.
Spletno aplikacijo bi bilo smiselno nadgraditi z urejevalnikom programov
Python, ki bi poenostavil odpravo napak, ugotovljenih ob zagonu izvajanja.
Eden od predlogov za nadaljnje delo pa je tudi morebitna analiza naloženega
programa, ki bi zaznala zahteve po novih zunanjih knjižnicah in jih samo-
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