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RESUMEN  
Los sistemas de información son conjuntos de elementos que interactúan entre sí con el fin de apoyar las actividades de una em-
presa o negocio. Por lo tanto, no pueden coexistir de forma aislada, sino que requieren que sus datos se compartan para incre-
mentar su productividad. La interoperabilidad de dichos sistemas de información se logra, por lo general, por medio de están-
dares de marcado, lenguajes de consulta y servicios web. En la literatura existen trabajos de interoperabilidad de sistemas de 
software, pero presentan algunas falencias, como la necesidad de utilizar las mismas plataformas y diferentes lenguajes de pro-
gramación, la utilización de lenguajes de solo consulta y las deficiencias de los formalismos empleados para ello. En este ar-
tículo se presenta una revisión crítica de los avances en interoperabilidad de sistemas heterogéneos de software. 




Information systems are sets of interacting elements aimed at supporting entrepreneurial or business activities; they cannot thus 
coexist in an isolated way but require their data to be shared so as to increase their productivity. Such systems’ interoperability is 
normally accomplished through mark-up standards, query languages and web services. The literature contains work related to 
software system interoperability; however, it presents some difficulties, such as the need for using the same platforms and different 
programming languages, the use of read only languages and the deficiencies in the formalism used for achieving it. This paper 
presents a critical review of the advances made regarding heterogeneous software systems’ interoperability. 
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Introducción 
Los sistemas de información necesitan comunicarse e intercambiar 
información para lograr mayor productividad (Galliers, 2006). A 
través de los avances de la tecnología en comunicación de compu-
tadores se logra interconectar esos sistemas, pero eso no es sufí-
ciente para lograr la capacidad de mejora deseada. La completa 
realización de los beneficios del potencial de interacción sólo se 
puede lograr si se obtiene interoperabilidad entre los sistemas de 
información, la cual se logra, por lo general, por medio de están-
dares de marcado, lenguajes de consulta y servicios web (Parlanti 
et ál., 2008). En la literatura existen trabajos de interoperabilidad 
de sistemas de información, pero presentan algunas falencias, co-
mo la necesidad de utilizar las mismas plataformas y diferentes 
lenguajes de programación, la utilización de lenguajes de solo con-
sulta y las deficiencias de los formalismos empleados para ello 
(Zapata et ál., 2007). En este artículo se presenta una revisión críti-
ca de los avances en interoperabilidad de sistemas heterogéneos 
de software, analizando los aspectos que trabajan y las deficiencias 
que aún existen. 
El artículo posee la siguiente estructura: inicialmente se presenta el 
marco teórico; posteriormente se muestra la revisión de la litera-
tura relativa a la interoperabilidad de sistemas de información y 
luego se realiza un análisis de los problemas remanentes en dicha 
área; finalmente se presentan las conclusiones y el trabajo futuro. 
Marco teórico 
Sistemas de información 
Los sistemas de información tratan el desarrollo, uso y administra-
ción de la infraestructura de la tecnología de la información orga-
nizacional (Galliers, 2006). Actualmente, el enfoque de las com-
pañías pasó de la orientación hacia el producto a la orientación 
hacia el conocimiento. Así, el mercado compite hoy en día en tér-
minos del proceso y la innovación, en lugar del producto. 
El mayor de los activos de una compañía hoy en día es su informa-
ción, representada en su personal, experiencia, conocimiento e in-
novaciones (Mehdi et ál., 2004). Para poder competir las organiza-
ciones deben poseer una fuerte infraestructura de información, en 
cuyo corazón se sitúa la infraestructura de la tecnología de infor-
mación, que se centra en estudiar las formas para mejorar el uso 
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de la tecnología que soporta el flujo de información dentro de la 
organización y que se implementa en variados sistemas de soft-
ware, que son aquellos en los que la funcionalidad ofrecida al u-
suario se consigue mediante el desarrollo de uno o varios progra-
mas ejecutables. En el desarrollo, los recursos de software determi-
nan el proceso de todo el sistema y se puede ejecutar sobre una 
plataforma genérica (Parlanti et ál., 2008). 
Interoperabilidad 
Una aproximación para unir requisitos de sistemas futuros a través 
de la integración de sistemas es la formación de un “sistema de 
sistemas”, al interconectar componentes aislados (stand-alone) 
(Young, 2002). La interoperabilidad entre sistemas no incluye sola-
mente la habilidad de los sistemas para intercambiar información, 
sino también la capacidad de interacción y la ejecución de tareas 
conjuntas (C4ISR, 1998; Pitoura, 1997, pp. 99-126). Por tanto, el 
objetivo es crear un “sistema de sistemas” que no provea solamen-
te interconectividad entre sistemas sino que logre una unión de 
sistemas interoperables (Wileden et ál., 1991). 
Una primera dificultad para lograr la interoperabilidad entre com-
ponentes heterogéneos de una unión de sistemas es que estos se 
suelen desarrollar independientemente, sin ningún requisito para 
interoperar. Así, los sistemas tienen diversas arquitecturas, platafor-
mas de hardware, sistemas operativos, lenguajes de máquina y 
modelos de datos, con la dificultad de volver a desarrollar un nue-
vo sistema usando los requisitos consolidados de los diferentes 
componentes de los sistemas; y, además, una arquitectura, plata-
forma de hardware, sistema operativo y lenguaje de equipo co-
mún (una aproximación prohibitiva por el costo). Lo anterior obli-
ga la concepción de un medio para lograr la meta de interopera-
bilidad de componentes con el presupuesto dado. La literatura es-
pecializada  presenta algunas opciones empleadas para superar es-
tas limitaciones. 
XML 
El lenguaje de marcado extensible (Extensible Markup Language—
XML) (W3C, 2008) es un metalenguaje extensible de etiquetas 
desarrollado por el World Wide Web Consortium (W3C). Es una 
simplificación y adaptación del lenguaje de marcado generalizado 
(Standard Generalized Markup Language—SGML) (W3C, 2008) y 
permite definir la gramática de lenguajes específicos. Por lo tanto, 
XML no es realmente un lenguaje en particular, sino una manera 
de definir lenguajes para distintas necesidades. XML no nació sólo 
para su aplicación en Internet, sino que se propone como un es-
tándar para el intercambio de información estructurada entre dife-
rentes plataformas. 
XML tiene un papel muy importante en la actualidad, ya que per-
mite la compatibilidad entre sistemas para compartir la informa-
ción de una manera segura, fiable y fácil. Algunos ejemplos de a-
plicaciones en este lenguaje son: XML-RPC (UserLand Software, 
2008), para hacer llamadas remotas a procedimientos por Internet 
y FlexXML (Kaplan y Lunn, 2001), que trata de hacer más flexible 
y adaptable la red. 
Lenguajes de consulta 
El lenguaje de consulta estructurado (Structured Query Language—
SQL) (SQL, 1999) es un lenguaje declarativo de acceso a bases de 
datos relacionales que permite especificar diversos tipos de opera-
ciones sobre las mismas. Una de sus características es el manejo 
del álgebra y el cálculo relacional, permitiendo consultar con el fin 
de recuperar, de una forma sencilla, información de interés de una 
base de datos, así como también hacer cambios sobre la misma. 
XPath (XML Path Language) es un lenguaje que permite construir 
expresiones que recorren y procesan un documento XML (W3C, 
2008). La idea es parecida a las expresiones regulares para selec-
cionar partes de un texto sin atributos (plain text). XPath permite 
buscar y seleccionar teniendo en cuenta la estructura jerárquica 
del XML. XPath se creó para su uso en el estándar de lenguaje ex-
tensible de hojas de estilo (Extensible Stylesheet Language Trans-
formations—XSLT) (Adler et ál., 2001), en el que se usa para selec-
cionar y examinar la estructura del documento de entrada de la 
transformación. 
XQuery (XML Query) es un lenguaje de consultas diseñado para 
realizar búsquedas en colecciones de datos XML (W3C, 2008). Es 
semánticamente similar al SQL, pero incluye algunas capacidades 
de programación. Proporciona los medios para extraer y manipular 
información de documentos XML, o de cualquier fuente de datos 
que se puedan representar mediante XML, por ejemplo, bases de 
datos relacionales o documentos ofimáticos. XQuery utiliza expre-
siones XPath para acceder a determinadas partes del documento 
XML. Añade, además, unas expresiones similares a las usadas en 
SQL, conocidas como expresiones FLWOR, que toman su nombre 
de los cinco  tipos  de sentencias  que la pueden componer: FOR, 
LET, WHERE, ORDER BY y RETURN. 
Servicios web 
Un servicio web es un conjunto de protocolos y estándares que 
sirven para intercambiar datos entre aplicaciones (W3C, 2008). 
Distintas aplicaciones de software, desarrolladas en diferentes len-
guajes de programación y ejecutadas sobre cualquier plataforma, 
pueden utilizar los servicios web para intercambiar datos en redes 
de ordenadores. La interoperabilidad se consigue mediante la a-
dopción de estándares abiertos. Las organizaciones OASIS y W3C 
son las responsables de la arquitectura y reglamentación de los 
servicios web. 
Revisión de la literatura en interoperabilidad 
de sistemas de información 
Diferencias entre sistemas 
Uno de los factores críticos detrás de la heterogeneidad de los sis-
temas de software diseñados y desarrollados aisladamente es la di-
versidad en los modelos básicos. Batini et al. (1986) describen tres 
causas mayores de representación de heterogeneidad: 
-Perspectivas diferentes: las múltiples necesidades de los usua-
rios, los administradores de los programas y los equipos de diseño, 
pueden llevar a variadas representaciones de los datos aun cuando 
se modele la misma información. 
-Construcciones equivalentes: modelos equivalentes del mismo 
dominio se pueden crear usando diversas combinaciones de las 
mismas construcciones básicas de modelado. 
-Especificaciones incompatibles de diseño: los diseños de espe-
cificaciones de aplicaciones pueden generar varios esquemas de 
bases de datos para el mismo dominio. 
Aunque estas causas se citaron, originalmente, en el contexto de la 
integración de esquemas de bases de datos (Batini et ál., 1986); 
McCarthy y Dayal, 1989; Widom, 1996; Min, 2000), esos factores 
también aplican directamente a los tipos de modelos heterogéneos 
encontrados en sistemas desarrollados autónomamente. 
Trabajos anteriores sobre arquitecturas de bases de datos múltiples 
(Gatziu et ál., 1992; Gatziu y Dittrich, 1993; Paton y Díaz, 1999; 
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Türker y Gertz, 2001; Díaz et al., 2001; Li et ál., 2005) cate-
gorizaron diferencias de modelado en sistemas de bases de datos 
heterogéneos. En esta área, Wiederhold (1993) definió siete clases 
de heterogeneidad encontradas en sistemas de bases de datos de-
sarrollados autónomamente, las cuales se relacionan estrechamen-
te con las clases de heterogeneidad halladas en el contexto de 
interoperabilidad. Usando la clasificación de Wiederhold como lí-
nea base y reflejando las vistas de (Hammer y McLeod, 1999; 
Holowczak y Li, 1996; Kim y Seo, 1991; Kahng y McLeod, 1998; 
Young et ál., 2003), se definen ocho clases de heterogeneidad 
cuando se trata de lograr interoperabilidad entre una unión de sis-
temas desarrollados independientemente. Estas, a su vez, se clasifi-
can en dos categorías: “diferencias en vista”,  que muestran qué 
características del mundo real modelan diversos sistemas, y “dife-
rencias en representación”, que señalan cómo distintos sistemas 
modelan esas características del mundo real. En las “diferencias en 
vista” se encuentran las heterogeneidades de ámbito, nivel de abs-
tracción y validez temporal, mientras que en las de “represen-
tación” se hallan las heterogeneidades de hardware y sistemas 
operativos, modelos organizacionales, estructura, presentación y 
significado. 
Criterios para evaluar interoperabilidad 
Con base en los trabajos de Young et ál. (2002, 2003), Wiederhold 
(1993), Kahng y McLeod (1998), Holowczak y Li (1996), Hammer 
y McLeod (1999) y Pressman (2001), se compendian los criterios 
comunes para evaluar las aproximaciones hacia la interoperabili-
dad, que son: los tipos de aproximación a la heterogeneidad, la 
capacidad para aplicación de ayuda computarizada en la correla-
ción de modelos, el desarrollo de traducción y el intercambio de 
información contra ejecución de tareas conjuntas, el conocimiento 
requerido sobre operaciones remotas, la modificación necesaria 
para sistemas existentes y la metodología de traducción. 
Aproximaciones hacia la interoperabilidad 
Algunas arquitecturas, tecnologías, aplicaciones y lenguajes afir-
man proveer soporte para la interoperabilidad de componentes o 
sistemas. A continuación  se presenta una evaluación de cada pro-
puesta utilizando los criterios definidos en la sección anterior. 
3.3.1 Arquitectura común de intermediarios en peticiones 
a objetos (Corba) 
El Grupo de Gestión de Objetos (Object Management Group—
OMG) tiene, como una de sus metas, «proveer una estructura 
común de arquitecturas para aplicaciones orientadas a objetos 
basada en las especificaciones de interfaz disponibles 
ampliamente» (OMG, 2008). 
Corba provee capacidades en tres áreas para soportar 
interoperabilidad: 1) provee un mecanismo estándar para definir 
las interfaces entre componentes; 2) especifica un número de 
servicios estándar como directorio y servicios de nombre, de 
objetos persistentes y de transacciones disponibles para todas las 
aplicaciones compatibles con Corba; y 3) provee los mecanismos 
para permitir a los componentes de aplicación o aplicaciones 
separadas comunicarse entre ellas. Una plataforma y un lenguaje 
independiente proveen estas capacidades (Rosenberger, 1998). 
Respecto a los criterios definidos anteriormente, Corba provee la 
capacidad para dirigir heterogeneidad de hardware y sistemas 
operativos, modelos organizacionales y, en parte, para resolver la 
heterogeneidad de representación (Pope, 1998). También, provee 
la capacidad para el intercambio de información y escenarios de 
ejecución de tareas conjuntas. Sin embargo, tiene como 
desventajas el fallo para dirigir el espectro completo de 
heterogeneidad, la falta de asistencia para correlacionar diferentes 
modelos de la misma entidad del mundo real en componentes de 
sistemas y la falta de asistencia en definición de la traducción 
requerida para resolver diferencias pequeñas de hardware y 
sistemas operativos. En Corba se requiere, para habilitar la 
interoperabilidad de sistemas, conocimiento previo sobre el 
nombre de un método del servidor y el tipo y modelo de los 
parámetros del método para utilizar su funcionalidad y exige la 
modificación a sistemas existentes. 
3.3.2 COM, DCOM, COM+ 
El modelo de componentes objetual (COM), introducido por 
Microsoft® en 1993 (Microsoft, 2008), es una arquitectura de 
software que permite construir aplicaciones y sistemas a partir de 
componentes binarios suministrados por variados proveedores de 
software. COM y sus arquitecturas sucesoras distribuidas (DCOM y 
COM+) compiten con Corba. La función original de COM es 
proveer un mecanismo de propósito general para la integración de 
componentes en plataformas Windows. 
Al evaluar COM, DCOM y COM+ contra los criterios usados para 
comparar las aproximaciones de interoperabilidad, las tres 
tecnologías se entienden como una sola, ya que representan la 
evolución del mismo concepto. La familia de arquitecturas COM+ 
provee una capacidad similar a la provista por Corba. 
Adicionalmente, habilita la interoperabilidad de componentes 
binarios de software, mientras que Corba dirige interoperabilidad a 
nivel de código fuente. La familia COM+ comparte la falencia de 
Corba para dirigir el espectro completo de heterogeneidad y la 
falta de asistencia en las diferencias de correlación y resolución de 
entidades de modelos del mundo real. Finalmente, la familia 
COM+ requiere conocimiento previo de los métodos con el fin de 
utilizar su funcionalidad y exige modificación a los sistemas 
existentes no desarrollados con compatibilidad con los estándares 
COM+ para habilitar su interoperabilidad. 
3.3.3 Microsoft® .NET 
Microsoft .NET es una plataforma construida bajo el sistema 
operativo Windows®, que provee la infraestructura necesaria para 
resolver problemas comunes en aplicaciones de Internet 
(Microsoft, 2008). Microsoft .Net provee algunas capacidades que 
soportan interoperabilidad de sistemas y componentes, incluyendo 
un lenguaje común en tiempo de ejecución (Common Language 
Runtime—CLR), un lenguaje intermedio que remueve diferencias 
en implementación de componentes de sistema, y un mecanismo 
de interoperabilidad que permite a los programas .NET acceder a 
código previo. El corazón de .NET es el CLR, el cual es el sucesor a 
la tecnología de componentes COM de Microsoft®. Microsoft® 
.NET provee mecanismos de interoperabilidad que permiten la 
integración entre programas .NET y código previo. El CRL entrega 
a .NET un ambiente de programación que soporta 
interoperabilidad, donde las clases y los objetos en un lenguaje se 
pueden usar en otro lenguaje sin necesidad de usar una interfaz 
especializada de definición de lenguaje (Interface Definition 
Language—IDL). Esto contrasta con la aproximación usada por 
COM y Corba, la cual permite llamar a los métodos de una clase 
remota como métodos externos  solo si la llamada se adhiere a un 
modelo estándar. Microsoft .NET provee una capacidad superior 
para interoperabilidad a la que ofrece la familiar COM+, ya que 
algunas de las heterogeneidades entre sistemas se eliminan a 
través del uso de un lenguaje común intermedio (Microsoft 
Intermediate Language—MSIL). Debido a que .NET es una 
plataforma Windows® y su capacidad de lenguajes se limita a 
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cuatro (Visual Basic, C++, C#  y JScript), no se debería considerar 
una solución de interoperabilidad. 
3.3.4 Java 2 Enterprise Edition (J2EE) 
La especificación de J2EE define una plataforma JAVA con 
características que apuntan a los ambientes computacionales de 
nivel empresarial (Berg, 1999). Extiende la definición de la edición 
estándar principalmente en las áreas de seguridad, despliegue e 
interoperabilidad. J2EE presenta una aproximación competitiva a 
la provista por Corba y la familia COM+. Entre sus fortalezas se 
incluyen el soporte para intercambio de información y la 
ejecución de tareas en conjunto entre sistemas unidos. Entre las 
desventajas se encuentran la falla para dirigir el espectro completo 
de la heterogeneidad de sistemas, la falta de capacidad para 
asistencia en establecer correspondencia entre diferentes modelos 
de la misma entidad del mundo real, la necesidad de conocer el 
nombre del servidor o identificar atributos para invocar los 
métodos del servidor desde un cliente y la restricción de que las 
aplicaciones del cliente y el servidor se escriban en JAVA. 
3.3.5 Lenguaje de marcado extensible–XML 
El XML, descrito anteriormente, se publicita ampliamente como un 
medio para lograr la interoperabilidad de sistemas, pues provee 
medios de autodescripción para representar los datos usados y 
compartidos entre aplicaciones (Bray et ál., 2000). Aunque no 
ofrece una facilidad de computación distribuida como las 
ofrecidas por Corba, COM+ o J2EE, XML provee soporte para 
lograr interoperabilidad entre sistemas desarrollados 
independientemente. 
De las aproximaciones presentadas, XML ofrece el mayor soporte 
para los criterios de heterogeneidad presentados anteriormente. 
XML presenta un mecanismo para definición de datos y organiza-
ción, pese a que no provee un método para invocación remota de 
métodos entre aplicaciones. Sin embargo, una especificación guía, 
SOAP (Simple Object Access Protocol),  provee una estructura de 
mensajería para intercambiar mensajes XML entre plataformas he-
terogéneas (SOAP, 2002). Aunque ofrece soporte significativo para 
la interoperabilidad de sistemas, XML también comparte algunas 
de las limitaciones encontradas en otras aproximaciones, como la 
falla para dirigir el espectro total de las heterogeneidades, y la falta 
de facilidades para correlacionar diferentes modelos de la misma 
entidad del mundo real. 
Análisis de los problemas remanentes 
Si bien existe gran variedad de plataformas, se puede observar que 
se crean varios inconvenientes a la hora de comunicar sistemas he-
terogéneos, ya que, por residir en un sistema operativo distinto, 
tener un hardware de otro tipo o simplemente no poseer las mis-
mas librerías de tiempo de ejecución, hacen que no exista com-
patibilidad entre estos sistemas y, por tanto, queden aislados de o-
tros con los que pudieran compartir información común. 
Por otro lado, existen varios paradigmas de programación, entre 
los que se encuentran el  imperativo o por procedimientos,  que se 
considera el más común y lo representan, por ejemplo, los len-
guajes C o Java; y el paradigma lógico, con lenguajes como Prolog, 
que son la base para la construcción de los sistemas expertos. Ante 
esto, no es posible comunicar sistemas heterogéneos con uno de 
tales paradigmas solamente, ya que dichos lenguajes operan de 
manera diferente. Esta diversidad sintáctica no permite reutilizar 
reglas o compartir conocimiento y, por tanto, exige a los desarro-
lladores de reglas de una empresa a construir desde cero la lógica 
completa del negocio, que es similar con reglas descritas en entor-
nos de lenguajes de reglas distintas (Janssen, 1994; Buchmann, 
1995;  Hanson, 1996; Cho et ál., 2002; Comani, 2003; Chavarría 
y Báez, 2004; Grosof, 2008; BRML, 2008; Boley et ál., 2008). 
Finalmente, existen aproximaciones de métodos que aplican reglas 
en conjunto con XML (Bonifati et ál., 2001; Kiyomitsu et ál., 
2001), como es el caso de Xcerpt (Schaffert, 2004). Sin embargo, 
solo presentan integración por medio de consultas. La aproxima-
ción de (Zapata et ál., 2007) utiliza una combinación de un len-
guaje procedimental (JAVA) con un lenguaje declarativo (XPATH) 
para lograr comunicar dos sistemas. 
Conclusiones 
Este artículo mostró la existencia de diferencias de modelado entre 
sistemas desarrollados independientemente, citando las causas 
principales de tales diferencias, seleccionando un conjunto de 
criterios para la evaluación de aproximaciones de interoperabili-
dad con el fin de comparar su éxito al resolver dichas heteroge-
neidades. Las aproximaciones actuales para lograr interoperabili-
dad entre sistemas heterogéneos incluyen varias limitaciones: 
-No proveen un medio para resolver el espectro completo de mo-
delado de diferencias encontrados entre sistemas heterogéneos. 
-No proveen asistencia para determinar cuándo los modelos de 
sistemas diferentes se refieren a la misma entidad del dominio del 
problema. 
-Para acceder a otro componente o un estado del sistema, la ma-
yoría de aproximaciones actuales requieren que el sistema que ha-
ce la petición utilice el mismo modelo del proveedor para acceder 
a su información. Esto, usualmente, requiere la modificación de 
los sistemas existentes para habilitar la interoperabilidad, limitando 
significativamente la aplicabilidad de la aproximación cuando se 
construye un conjunto de sistemas de componentes existentes 
donde el costo, principalmente, restringe la modificación de com-
ponentes. 
-La mayoría de aproximaciones utilizan procesos de conversión 
punto a punto para resolver diferencias entre sistemas. Para un 
conjunto de más de dos sistemas, las aproximaciones punto a pun-
to requieren un número mayor de traducciones por definir. 
-La mayoría de aproximaciones no proveen soporte para el desa-
rrollo de las traducciones requeridas en la resolución de diferen-
cias de modelado entre sistemas. 
-La mayoría de aproximaciones se enfocan en la resolución del 
modelado de diferencias para información intercambiada entre 
sistemas y no proveen la capacidad de resolver posibles diferencias 
en las firmas usadas para acceder el comportamiento de los corres-
pondientes métodos en diferentes sistemas. 
Como trabajo futuro, se podría encontrar solución a dichas limita-
ciones. Además, se podría hacer la especificación de un lenguaje 
que permita crear sistemas de software y a su vez permita la inte-
gración con sistemas existentes por medio de la migración de sus 
reglas y estructura de modo que sean compatibles y, por tanto, 
interoperables. 
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