Just as in the real world, plants are important objects in virtual world for creating pleasant and realistic environments, especially those involving natural scenes. As such, much effort has been made in realistic modeling of plants. As the trend moves towards networked and distributed virtual environment, however, the current models are inadequate as they are not designed for progressive transmissions. In this paper, we fill in this gap by proposing a progressive representation for plants based on generalized cylinders. To facilitate the transmission of the plants, we quantify the visual contribution of each branch and use this weight in packet scheduling. We show the efficiency of our representations and effectiveness of our packet scheduler through simulations.
INTRODUCTION
Networked virtual environment (NVE) is one of a few truly multi-media applications that involves many media types -3D models, animation, images, audio, and video. These media data are typically stored on a server, collectively describing a virtual environment. A client connects to the server to navigate through the environment, requesting a subset of the media data based on its current viewpoint. The server transmits the requested media data to the client, which receives it and creates a partial/local 3D scene that is further rendered into a virtual environment at the client.
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The multimedia research community have made much progress on audio and video transmissions, enabling high quality audio communications and video streaming within the NVE. The quality of 3D objects in NVEs, however, is still primitive and not realistic in general. Simplified models or image-based representations are commonly used in NVE to reduce both computational and bandwidth requirements. While Moore's Law and advances in GPU technology have made concerns on computational requirements less relevant, network bandwidth still remains a bottleneck. For instance, current generation of GPU is capable of rendering the Stanford's Thai Statue model with 10 millions triangles but the model, with a size of 122MB after compression, needs 1.6 minutes to download even on a fast 10 Mbps link. The latency induced by downloading completely such an object during a client navigation is unacceptable for interactive use. Thus, to enable realistic, high resolution 3D object in NVE, it is not feasible to render a 3D object only after it is completely received.
The technique of progressive streaming should be used to trade off between waiting time and quality. With progressive streaming, a low resolution version of the 3D object is first received and rendered. Subsequent received data, called refinements, further improve the quality of the 3D object. Progressive streaming is the key to enabling high quality and realistic 3D objects in NVE under bandwidth constraints. There are much on-going research on progressive streaming, focusing on mesh-based and point-based representations. These representations, however, are inadequate in representing plants.
Plants are important and common objects in a virtual world. Just as in the real world, plants help create a pleasant and realistic virtual environment, especially those involving natural scene. Realistic modeling of plants are crucial in NVE applications such as virtual forests or virtual botanical gardens, where users are expected to inspect a plant closely and possibly interact with plants. Previous work has focused on how to accurately model a plant [27, 4, 25, 24, 21] or making it easy to create a plant 1 within the virtual environment. Realistic and detailed plant models can require up to hundreds of thousands of polygons. Remolar et al. [27] estimated that a plant generated by XFrog, a well known plant modeling platform, can consist of 50,000 polygons to represent the branches. The plants can have 20,000 or more leaves, which themselves consist of polygons. Neubert et al. [21] reported the plant models that they used consist of up to 555,000 polygons. These numbers are for a single plant. In natural scenes, such as forests, one would expect the scene to contain tens to hundreds of plants. The size of these plants motivates the need to stream progressively, rather than to wait until the complete plant model is received before being displayed. control points by differences compared to an average Bézier curve for a chosen set of branches. Due to the similarity of the group of branches, these differences are small. Therefore they may be quantized with a fewer bits, leading to a compact coding. In this paper, we group the branches according to the underlying degree d of the Bézier curve. Other, more accurate, grouping policies could improve the similarity between branches, but that is part of our forthcoming work (c.f. section 5). We elaborate on this process in this section.
Instance. In order to compare and to code differences between two branches, a so called standard representation of the skeletal representation is necessary. An affine transformation converts back and forth between an original branch and its standard form. The affine transformation is defined so that P0 and PN , the first and last control points of the original Bézier curve b, map to the origin (0, 0, 0) and the point (0, 0, 1) respectively (c.f. Figure 4 ). We characterize this first mapping by two rotation angles, and a uniform scaling factor. Since we choose to apply a uniform scaling, there is a degree of freedom remaining, which corresponds to the rotation around the z, to completely define the affine transformation. We fix the rotation around the z axis so that the center of gravity (or average) of the control points, P b , lies in the xz plane. More specifically, the affine transformation mapping a branch to its standard representation is characterized by
• a scaling factor s =
• three rotation angles such that
where T (P ) denotes the image of P by the affine transformation.
We call the set of transformation parameters the instance of the branch. Branch Model. After obtaining the standard representation for each branch in the group, we can now calculate the average branch: the curve of the average branch is a Bézier curve of the same common degree, such that its i-th control point Pi is the barycenter of the i-th control points of the standard curves, mapped from the curves of degree d. We call this average branch the branch model.
Detail Vectors. For each branch, we now code in differential form the corresponding Bézier curve relatively to the branch model, storing, instead of the coordinates of the control points, its differences to the corresponding control point of the branch model (Pi) (c.f. Figure 5) . We call the differences detail vectors. It is thus possible to encode these detail vectors using a limited number of bits. It should be noted that since the curves are in standard form, the first and last control points do not need to be coded. For example, Bézier curves of degree 3 only need two intermediate points to be defined. The encoding of a branch is now defined by a set of instantiation parameters (transformation to standard form) and a set of differential data (from the branch model).
Our representation allows branches of a plant to be displayed progressively in two ways. First, parent branches are displayed before their children branches and descendants. Second, the branch instances are displayed first, showing an approximate shape of the branch. The detail vectors may refine the shape of the branch later.
Dependencies in the progressive representation
In order to efficiently handle a large model (e.g. load it into memory or transmit it over the network) with a progressive representation of the branch system, we need to express the dependencies between pieces of data: A depends on B meaning that the decodability of A requires that B has already been decoded.
There are two main families of dependencies: topological dependencies and those generated by the differential coding. The first family is related to the n-tree structure of the plant: a branch depends on the parent branch it attaches to. The second family includes the dependencies due to differential coding, that is, on one hand the dependence between a branch and its branch model, and Once we encode a plant into binary chunks, the next step is to pack the chunks into packets for transmissions. As with packetizing audio and video data, this process packs binary chunks one-by-one into a packet, until the MTU of the packet is reached. The packet is then passed to the transport layer for transmission. A question that arises here is in what order should the binary chunks be sent. While it is clear that the base data should be sent first, determining what order to pack the other type of chunks such that the best rendered quality is achieved at the receiver, is non-trivial. We describe our approach in the next two sections.
Quality Metric
First, let us consider the case where there is no packet loss. In this ideal case, the best way to send the data is in decreasing visual contribution of a chunk -i.e. how much a chunk contributes to the rendered quality of the plant. Doing so would ensure that the The influence of the choice of (k0, k1, k2) on the structure of Walnut after decoding 5%, 10% and 20% of the data.
receiver can view, at any given time, the plants with the best quality possible. The question thus is how to quantify the visual contribution, or importance, of a chunk. We describe a quality metric for each chunk as follows:
• the importance of a branch model is a constant k0,
• the importance of an instance is the value of the scaling factor, corresponding to the size of the branch,
• the importance of detail vectors is the importance of the corresponding instance multiplied by the average length of the detail vectors.
The next question is how to relate these three metrics to each other: we choose to have the importance of instances and detail vectors comparable using two constants (knobs), k1 and k2, respectively. Intuitively, these can be chosen depending on the application. Figure 9 illustrates the impact of the choice for k1 and k2 for the Walnut during the first steps of a progressive decoding. For a botanist, detail vectors are important for the plant to look realistic (so k2 will be chosen larger than k1, as shown by second row of the figure) ; for a computer game player, density of the branches may be of higher relevance (first row). The figure only shows the static visual influence of the coefficients. One should also note that when detail vectors are delayed too much, a move popping effect can be observed as branches which carry many others are deformed when their details are decoded.
Finally, if k0 k2 and k0 k1, then all branch models are sent before the instances and detail vectors.
The proposed metric is for a single plant. In a scene containing multiple plants, we can adjust the importance of a plant according to its distance from the viewpoint. This importance leads to a simple view-point dependent streaming: plants closer to the viewpoint are streamed first.
An Analytical Model for Streaming
For scheduling, two simple strategies may be used: Naive which features dependence-only ordering (we send only ready-to-decode data); and FIFO which adds importance ordering between binary chunks. FIFO can be seen as almost optimal in the case of a stream transmission (no packet reordering due to losses). In this section, a more elaborated Greedy streaming strategy is presented; it modifies the FIFO ordering to take packet loss into account.
When there are packet losses, one needs to consider dependencies in deciding the sending order. Suppose there are two chunks P and Q, with P depends on Q. If we send P and Q separately in different packets, if the packet that contains Q is lost, then P cannot be decoded even if it is received, until Q is retransmitted. Thus, ideally one should put P and Q into the same packet.
The discussion above shows that the ideal order to send the chunks (with the goal of optimizing the quality of the plant), needs to consider both the dependencies and importance of the chunks. The ideal order also depends on network characteristics -packet loss rate, round trip time, and available bandwidth. The latter two parameters determine time to retransmit a loss packet. In our previous work [9] , we have developed a model for estimating the expected quality of the received 3D model, in the context of progressive mesh. In this work, we adopt the model for streaming of plants. We briefly highlight the results from this previous work in the rest of this section for completeness. Interested readers are referred to the original paper for details [9] .
Our analytical model considers a sender sending packets at an average (normalized) rate of one packet per unit time. We consider retransmission-based protocol. A retransmitted packet always takes precedence over new packets. Let T d be the average time between sending a packet and discovering that it is lost (either NACK or timeout-based methods can be used). We pack the data to send into packets, and indexed the packets as 1, 2, 3, etc. We let Si be the time a packet i is sent, and Ri be the time a packet i is received. The average loss rate of the network is p. We can estimate the sending time, receiving time of a packet using the lemmas below.
where ni,t = (t − Si)/T d is the number of times packet i was lost when Ri = t.
Let Dv be the decoding time of a chunk v, and P (v) be the set of chunks v depends on. Then, we have the theorem below. THEOREM 1.
P r(Dv
The expected decoding time of a chunk v is thus
This model we developed previously allows us to estimate when a chunk can be decoded, considering dependencies and network characteristics. We can use this estimation to help us decide the sending order of the chunks. We proposed the following greedy heuristic in our previous work as well [9] . Suppose a chunk i has an importance wi, as calculated from the previous section. We consider the chunks that have not been sent. For each chunk i, if all chunks that i depends on has either been pack or sent, we decide whether to send i in the current packet, or in the next packet. We compute a metric called penalty δi, given by
where
and D next i are the decoding time of i if i is packed in the current packet and next packet respectively. Minimizing the penalty maximizes the difference in decoded plant quality. The greedy heuristic therefore simply packs the branch with highest penalty at each step. We shall see in section 4.2.2 the advantage of the greedy strategy when an important node is lost.
EXPERIMENTS
In order to validate our multi-resolution coding scheme, we have at first evaluated the resulting compressed representation, then tested the multi-resolution interdependent organization of the binary data over a lossy network.
Compression and streaming have been applied to three plants. We have used two digitized plant models: a 20 year old Walnut tree [29] and an apple tree [10] . The walnut tree is 7.5 meters high and 5.8m large. It took two weeks to digitize using a Polhemus 3Space Fastrack electromagnetic device. We pre-process it by fitting Bézier curves to series of digitized points representing branches. Our representation is thus composed of approximatively 1900 branches with a total of 6900 control points. The apple tree is 6 year old, 2.8m high and 2m large and is made of 430 branches and 1350 control points.
To extend our experimental range of models, we have also generated some examples using L-systems. For example, we use a spruce-like tree composed of 4300 branches and 17500 control points. Of course, if used in an application, L-systems models would have been more efficiently transmitted by sending their generative rules and parameters. But determining generative process of a given tree is not always possible, in particular for measured tree.
Compression of Plants
In order to appreciate the efficiency of our compressed model we have chosen to compare it with a well-known compression method (bzip2). Results are shown in Table 3 . First row contains the size of a basic serialization of geometry and topology of the Bézier ntree (with floats and integers coded on 32 bits). Second row shows the performance after compression with bzip2. Third row shows results for our method if binary chunks are concatenated. Even if simple, this concatenation keeps an important property of our model: it is progressive. Naturally this is appropriate for either file storage (with progressive loading) or network transmission (with progressive rendering on client). Moreover, we could save a little more by decreasing the pointer overhead: if binary chunks are completely ordered, then some IDs (e.g. instance and detail IDs) can be removed.
Results of Table 3 show that, if five bits are used for coding a coordinate for Walnut, bzip2 compression applied to the basic coding reduces data size to 77% of the original, whereas our coding method brings it down to 36%.
Transmission of a Set of Trees
As the main goal of our coding scheme is the progressive transmission of large natural scenes, we evaluated our transmission schemes over a lossy network to see how our interdependent bi-
