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It is not uncommon for today’s users to have access to more than one device, including PC’s,
PDA’s and mobile phones. If the user wants to access services in his home network from a remote
location, he has to manually customize a connection to each of these services. The purpose of this
thesis is to make these kinds of services available without complex configuration.
This Master Thesis aims at providing a solution for accessing generic services on a user’s home
network from a remote device such as a PC, a PDA, or a mobile phone. The home network in this
context can be any place where the system requests access to a service, such as in a user’s home,
office, car, cabin, etc. The system must allow access and use services from a wide range of
devices and platforms. Such a solution should work as a service platform allowing the user to
easily customize a set of services. The goal is to offer a solution to select, deploy and use generic
home services from a remote device, such as PC’s, PDA’s or mobile phones.
As an example of a service we will focus on remote network search, i.e. the possibility of a remote
user to search and retrieve information from his devices attached to the service platform while at
a remote location. This example service is important because it deals with problems related to
topology, expandability, and usability. In addition, it is also complex enough to highlight unforeseen
issues with the service platform.
The final goal is to build a working service platform, offering remote network search based on a
modular platform as an example service.
Solutions to non trivial challenges such as NAT and firewall traversal, bandwidth restrictions,
modular system architecture, and usability are performed throughout the report to achieve the
goal.
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customize a connection  to each of  these services. This  thesis aims  to make  these kinds of services 
available without complex configuration, using a modular framework. As an example, new hardware 
or  software  might  be  needed  in  order  to  integrate  home  services  and  mobile  devices.  These 
circumstances make  it hard  for a  regular user  to deploy new  services at home. At  the  same  time 
people  become more  and more mobile,  and  users  are moving  from  being  passive  consumers  to 
interactive participants of the Internet. 
The general  idea of ubiquitous communication between hosts  in the  Internet  is brought down to a 
practical  level by creating a use case where a user would  like to search and retrieve files present  in 
his home network while at a  remote  location. Solutions  to non  trivial challenges  such as NAT and 






service platform, enabling  services  to be added as plug‐ins. The  service platform  is divided  in  two 
parts; one part enabling connectivity using a third party solution, and one part enabling a modular 







































































































































































































































































































































































The Web  2.0  revolution, where  users  are moving  from  being  passive  consumers  to  being  active 
publishers  of  their  own  content,  has massive  implications  on  how  business  is  conducted  on  the 
Internet. It is possible to argue that the Internet is now moving from being an extension of the mass 
media regime of the twentieth century and into an Internet where consumers make the trends and 














The  scenario  in  Figure  1  shows  how users  are  requesting  information  from  the  Internet,  and  get 









from  home;  in  addition  they  contribute  more  and  more  content  themselves.  Since  the  user  is 
connecting  to  the  same network  from home and when  traveling,  it  should be possible  to connect 










efficient  distribution  of  addresses  due  to  the  lack  of  addresses.  In  addition  gateways  are  used 
between the user and the Internet. 
Due to the  lack of addresses,  it  is common to get a single public address for all the computers  in a 
home  local area network (LAN). Generally speaking, when a computer behind a gateway access the 
Internet, a mapping  is made between an  internal address and an external address where  traffic  is 
relayed. This mapping  is broken once  the connection  is  terminated, and  the outside cannot access 

















a device  in a home or office network.  It  is  tied  in behind a dynamic address and a gateway, which 
makes outbound connections easy. Inbound connections, on the other hand, are not allowed access. 





Figure 3 shows how  the user  first connects  the home and  then  the  remote device  to  the Network 
Server at Telenor, which has an address easily remembered by users, e.g. www.telenor.com. When 
the users connect, they create accounts and log in, much in the same way users today access instant 
messenger  (IM) or Facebook.  IM protocols solve presence and connectivity problems using a  third 
party server and enables users to connect  to each other through this server. The account  in an  IM 
network might have the shape of an email address, e.g. user@telenor.com  identifying the user and 




whether  the user  is online or offline and which users are  friends with each other. Until now,  the 
related context of this example has been a user accessing his home computer. This however, is only 
one  scenario.  The  communication  framework  described  here  is  designed  to  be  universal.  Its  sole 












roster  to access  the  service. This  solution  creates a modular  service platform,  integrating  services 
with the IM protocol.  
Services without an Internet connection need an enabler to connect to the service platform, such an 








To  create  an  interesting  context  and  give  an  example  of  a  service which might  be  added  to  the 
service  platform,  a  specific  service  is  developed  during  this  thesis.  This  service  was  selected  to 
identify and explain the complexity and  issues surfacing when creating such a service platform. It  is 
important  to  create  a  useful  service which  has  the  complexity  needed  to  highlight  issues  in  the 
service platform. 
The  service  shows  the modularity of  the  service platform,  in  addition  to  showing how  a modular 












The purpose of  this setup  is  to  let  the user,  in possession of an  Internet connected mobile device, 
access services available in his home network. In this example, the user wants to be able to access his 





This  scenario  is a  solution  for generating a  content  search of  the users’ home  files  from a mobile 






on  the  Internet.  There  are  many  specifics  of  this  setup  which  has  not  been  discussed  in  this 
introduction; these are explained in Part III. 
1.1.3 Use cases 
As an extracurricular  task performed while writing  this  thesis, a presentation of  the  thesis and  the 
application was presented at the Telenor R&I department at Fornebu. The presentation  forced the 
authors  to  take  a  step  backward  and  review  the  accomplished work.  In  the  preparation  for  the 























Another  interesting  use  case  is  to  provide  these  services  to  companies  or  public  health  services. 
Today the Norwegian government uses massive amounts of money taking care of elderly people  in 
retirement homes and  institutions. These people require a substantial amount of  tax payer money 
every  extra  day  they  have  to  stay  in  an  institution  rather  than  staying  at  home.  An  integrated 
communications system building on the proposed work of this thesis could incorporate sensors and 
alarms  configured  to  increase  the  time elderly people  could  stay  safe  in  their own homes.  In  this 
scenario, the cost/benefit ratio is quite different from the advanced home user. Today, health safety 
alarms  already  exist,  but  use  proprietary  solutions  for  communication.  The  integration  of  such  a 
device into the communications framework proposed in this thesis could substantially lower the cost 
of such a deployment. At the same time this would enable the integration of sensors and devices in 









The  previous  use  cases  have  shown  various  civilian  applications  for  the  technology  proposed. 
Another high cost application area for this kind of technology is in military tactical networks, where 
real  time  presence  and  location  data  should  be  transmitted  reliably  over  unreliable  and 












The main motivation  for  developing  this  kind  of  service  platform  is  the  idea  of  being  free  from 
location  necessity  and  to  provide  usability  to  people with  little  or  no  technical  background.  The 
service  platform  should  use  personal  devices  as  gateways  to  Information  and  Communication 














The authors believe  communication  still  is  the main purpose of mobile devices, although not only 
towards  other  people,  but  towards  ICT  systems  and  services  available  in  distant  locations. 
Communication should not only be used towards popular Internet services of today such as Twitter, 
Facebook, Messenger,  etc.  but  also  include  systems  such  as  home‐  and  car‐alarms,  identity  (ID) 











This Master  Thesis  aims  at  providing  a  solution  for  accessing  generic  services  on  a  user’s  home 
network  from a remote device such as a PC, a PDA, or a mobile phone. The home network  in  this 
context can be any place where the system requests access to a service, such as  in a user’s home, 
office, car, cabin, etc. The system must allow access and use services from a wide range of devices 
and  platforms.  Such  a  solution  should  work  as  a  service  platform  allowing  the  user  to  easily 




remote  location.  This  example  service  is  important  because  it  deals  with  problems  related  to 
topology, expandability, and usability. In addition, it is also complex enough to highlight unforeseen 
issues with the service platform.  
























technologies,  and  intend  to  highlight  the main  issues  in  this  thesis;  it  does  not  aim  to  provide  a 




Design  choices used  to  realize  the  service platform and  the example  service,  the  remote network 
search,  are discussed  in  the design  chapter.  This  chapter  focuses on discussing  the motivation of 
choosing the different technologies. For technical details about protocols etc., please read part two. 
Part  three gives  the motivation of why a  technology or software  is used, but does not explain  the 
technology or software in detail. 
The  second  chapter  of  part  three,  the  Implementation  chapter,  explains  how  the  prototype  is 




the  thesis, and  focus on  future development  to  improve  the service platform. Evaluation of cost  is 
also  revealed  in  this  part  in  order  to  show  the  behavior  of  the  service  platform  in  a  real  life 
environment. Cost examples such as bandwidth and time consumptions, cost  in NOK, and resource 


















of  the  cloud  to  process  data.  It  should  simply work  on  the  device  acquiring  the  service without 
extensive need for user configuration. 
Cloud  computing  uses  the  Internet  as  the  communication  carrier,  and  therefore  rely  on  web 
technologies  to work. The cloud  itself  is built up  to provide  services  from anywhere and  from any 
device  at  any  time.  For  these  reasons,  cloud  computing  must  be  built  on  a  service‐oriented 
architecture  (SOA)  and make  use  of  automatic  workload management  [8]  As  Irving Wladawsky‐
Berger, Chairman Emeritus from the IBM Academy of Technology says: 
“SOA is to cloud computing as HTML is to the Internet” [8] 
One  example  of  a  “cloud  service”  is  the web  application DesktopTwo  [9], which  give  access  to  a 
virtual  desktop  on  a  server  located  in  “the  cloud”.  This  enables  the  possibility  of  accessing  the 
desktop from anywhere at any time with the use of a web browser.  
Cloud computing  is related to this project when  it comes to solving the  issue of providing a service 








point  of  connection.  It  is  used  to  hide  the  complexity  from  the  user  and  to  achieve  connectivity 



















access  to multiple  interfaces on  the device  such as: Radio‐frequency  identification  (RFID),  camera, 
Bluetooth, etc. These  interfaces give  the opportunity  to  communicate  from  the  client using  richer 
media as input. 
1.5.2.1 Drawbacks to Portable devices as data carriers 
If  a mobile  device  is  used  to  store  information,  the  complexity  raises  in  the  context  of  the  user 
because  more  logic  must  be  in  the  portable  device.  A  device  will  probably  need  a  customized 
installation  and  configuration.  This  could  be  solved  by  using  a  preconfigured  device  developed 
specially for this system, but the cost will probably raise and a user must carry around another device 
to get connected  to  the service platform. This  is not a good option, and  it  is better  to  include  the 
service in a device that everyone already has. 
1.5.3 Managed solutions 





with  less  logic  in  the  remote  device  open  to  the  user.  If  a  box  is  delivered  to  the  user  and  no 
configuration  is needed,  the  system platform  is available  to  less  technically experienced users and 
hence has a  larger user base. A unified API should be available describing how  interfaces must be 
created  to  access  the  system  platform, making  service  development  available  to  everyone  and  a 
wider range of services could be available  to  the users. This  topic  is under researching by Telenor, 

















One way to make secure connections  to remote resources  is to use VPN. VPN  is a technology that 
virtually merges two or more private networks over non‐private connections.  In the context of this 
thesis, a virtual private connection between  the mobile device and  the LAN can be set up with an 
encrypted  tunnel. This approach can prevent attacks on  the channel,  such as masquerade,  replay, 
modification, etc. 
 VPN allows privileges on a  remote device as  if  the device was connected  inside a LANs  firewall;  it 
basically extends the LAN to incorporate the remote device as an entity with the same privileges as 
other entities in the LAN. There is a myriad of VPN technologies, these can be organized in two main 
categories;  provider  provisioned  and  customer  provisioned  VPNs.  In  the  case  of  our  system, 
customer provisioned VPN is the possible solution. In customer provisioned VPN the endpoints of the 
VPN  tunnel  exist  of  customer  provided  devices,  and  the  tunnel  itself  has  only  one  criteria;  the 
packets have to be encapsulated within unique globally IP headers [19]. 
One example of a VPN service  is the free and open source application OpenVPN.  It can be used to 




secure  communication  through  IP  networks.  Some  of  the  features  available  by  IPSec  VPN  are: 





Internet and  the user has a Web client  that  is capable of using  the particular SSL VPN.” 
[22]  
An application based VPN could be used in our system, but only as a security mechanism related to 
communication  between  the mobile  phone  and  the  LAN.  SSL  VPN  provides  e.g.;  encryption  and 
integrity protection, access control, endpoint security controls, and intrusion detection [22]. 
1.5.4.3 Drawbacks to VPN 
There  are  several  reasons  why  VPN  is  not  used  in  our  system.  The  three main  drawbacks  are: 
Complexity,  reduced mobility,  and  additional overhead. Regarding  the  complexity, mobile phones 
must often be customized to support VPN, meaning VPN is not platform independent [22]. 
“Some  SSL  VPN  devices  support  phones  via  a  browser,  for web‐based  access,  but  few 
support  them  from an agent perspective, allowing access  to  client/server applications.“ 
[22] 
The  limited  support  to mobile devices and complex configurations are  the main concerns of using 










Due  to  the  complexity  and  reduced  mobility,  VPN  is  not  suited  to  solve  connectivity  problems 












used  to get  access, and a  third party  is used  to get  connectivity. However,  this  is a  single  service 





The  system  also  has  a  similarity  with  the  example  service  developed  in  this  thesis.  It  provides 









Meebo makes use of Amazon  (AMZN) Elastic Compute Cloud  (EC2)  [26] and AMZN Simple Storage 
Service  (S3)  [27]  which  are  core  features  of  AMZN  Web  Services,  to  have  functionality  for  file 
transfer.  The  same  approach  could be performed  in our project, but  instead of using AMZN web 
services the third party in our system could be used similarly. 
1.5.5.3 ISODE and XMPP for commercial, Government, Aviation and Military use 







the  help  of  XMPP’s  PubSub  extension  and  setting  up  peer  to  peer  communication  such  as;  file 
transfer,  voice  and  streaming  video.  ISODE  has  published  several  whitepapers  describing  their 





















projects  in  this  genre  are most  often  connected  to  a  specific  use  case  and might  prove  a  good 
starting point for someone new to the subject. One  large area of study when  it comes to providing 
connectivity  across  diverse  networks  is  telemedicine.  More  and more  hospitals  and  health  care 
providers are  connecting all  the devices and employees  in  their  system  to an online  collaboration 
system. With  the  security  and  diversity  of  a  large  hospital  in mind,  the  requirements  for  such  a 
system are quite high.  
1.5.6.1 XMPP based Health Care Integrated Ambient Systems Middleware  
Labidi, Wael,  et  al.  proposes  using  an  XMPP  framework  as  a middleware  solution  for  connecting 
medical sensor networks across multiple domains [32]. They argue that XMPP can serve as a robust 
event‐notification middleware  solution  to enable what  they  call Ambient  Intelligence  (AmI) where 
the emphasis  is on user  friendliness, distributed services support, user empowerment and support 
for  human  interaction.    They  propose  a  solution  for  using  XMPP  and  specifically  the  XEP‐0060 
“PubSub” publish  subscribe extension  in  a  real‐time  large‐scale  Integrated Ambient  system  across 
health  care domains.  They  also mention  several  related projects  in  the  same health  care  context 













Transfer Protocol  (SMTP) solution used today. These  large files currently create a bottleneck  in the 
network as they are mostly transferred by e‐mail between institutions and are stored at mail servers 
until  the  recipient downloads  the  file. By using  the  SOCKS5  file  transfer,  the Master Thesis  shows 
how XMPP might  improve  this  situation and  contains availability and performance measurements 
[33].  
1.5.6.3 The ISIS project 
The  ISIS  project  ‐”Infrastructure  for  Integrated  Services”  is  a  research  project  conducted  as 
collaboration between NTNU, HiA, Tellu, Ericsson and Telenor to create a new  integrated approach 
for services on diverse platforms. The project  is a different approach to do some of the same tasks 
undertaken  in  this  thesis. The project uses a  tool  suite  called ARCTIS and a  code generator  called 
RAMSES to automatically generate code based on UML2 state machines. One of the focus areas of 
















to  the  technologies  used  to  solve  different  problems  related  to  this 
project.  The  different  chapters  provide  insight  into  different 
technologies, and  intend  to highlight  the main  issues  in  this  thesis;  it 
does  not  aim  to  provide  a  complete  understanding  of  the  many 
technologies. Mostly standards and whitepapers from standardization 









A  firewall  form  a  barrier  through which  the  traffic  going  in  each  direction must  pass.  It  can  be 
implemented  in either  software or hardware, or both.  It  is  the policy of  the  firewall  that dictates 
witch traffic is to be authorized to pass in each direction. Firewalls can be implemented and used in 
many different ways,  i.e. firewalls employed  inside a Local Area Network (LAN) to restrict access to 
sensitive  information  or  as  the  gateway  out  from  the  LAN  and  to  the  Internet.  Firewalls  can  be 






Packet  filter  firewall  is  a  network  layer  firewall,  it  generally  base  the  policy  on  source  address, 
destination address, and ports  in each  Internet Packet  (IP). This  is  the most used  firewall  in Small 
Office Home Office  (SOHO) networks, and  it has  two major  strengths;  it  is quick and  flexible.  It  is 
quick because  it does not  examine data  above  the network  layer,  and  it  is  flexible because most 
modern network protocols can be accommodated using  the network  layer and below. This means 
that  packet  filter  firewalls  can  be  used  to  secure  nearly  any  type  of  network  communication  or 




take  advantage of weaknesses  in  the  Transmission Control  Protocol  (TCP)/IP  suite.  This  capability 
makes them  ideal  for placement at the outermost boundary of an untrusted network, as shown  in 











advanced  firewalls  than Packet  filter  firewall due  to  the combination of  lower  layer access control 


















Circuit  level  gateway  can  be  a  stand‐alone  system,  or  a  specialized  function  performed  by  an 













When the connection  is set, a table  is updated for the valid connections and the state  information. 
All packets that are in the table will pass through the firewall without further validation. Because of 
this  feature, a circuit  level gateway  is usually  faster  than an application  level gateway.  It  is not an 
end‐to‐end connection, but the connection set up two TCP connections; one between itself and the 





The  different  types  of  firewalls  have  one  feature  in  common,  which  is  to  block  unwanted  data 
packets going  in or out  through  the network. This  is also a disadvantage  from  this project point of 









but  it  is a routing technology. NAT  is used to translate the  Internet traffic from outside the LAN, to 
different nodes  inside a LAN due  to  the  lack of  IP‐addresses. NAT solves  this problem by mapping 
internal addresses to external or public addresses. An internal IP address: port pair is mapped to an 
external address: port pair, and whenever  the NAT  receives a packet  to  the external address: port 
pair,  it knows how  to  reroute  the packet back  to  the  internal address: port pair. Applications with 








the  client  behind  a NAT  enabled  firewall.  This may  be  a  security  concern,  and makes  the  clients 
susceptible to port scan attacks.  
When a restricted cone NAT is enabled, no one from an outside connection can start sending packets 
to a  client  inside  the NAT enabled  firewall, before  the  client  itself  sends a packet  in  the outgoing 
direction. 
As  the  restricted cone NAT,  the port  restricted NAT does not allow any outsiders  to send  the  first 
packets to a client inside the NAT enabled firewall. In port restricted NAT both the IP address and the 
port number must match, not only the IP address as in restricted cone NAT. 
In symmetric NAT, specific mapping of  internal address: port pair  to  the NATs public address: port 




















The  main  goal  of  deploying  AJAX  is  to  make  web  based  application  more  like  desktop  based 
applications  [44].  This  is  achieved  by  the  asynchronous  data  transfer  used  in  AJAX,  and  not  in  a 
synchronous way  such  as  traditional web  applications. Operating  asynchronously means  that  the 
browser  can  handle  data  whenever  the  data  is  sent  from  the  server,  running  the  logic  in  the 
background of  the web page. Basically AJAX  technology allows  the user  to  communicate with  the 
AJAX applications, while the AJAX engine communicates with the server when needed. In Figure 10 


























Mobility becomes more and more  important  in everyday  life, and AJAX has  several approaches  to 
cross‐device application and mobility. Mobile AJAX is based on the same standard as AJAX, but extra 





content  remains  the  same.  One  of  the  problems  with  CSS  on mobile  devices  is  that  CSS  is  not 
implemented  universally.  There  are  alternatives  to  CSS,  such  as  Extensible  Stylesheet  Language 
Transformations (XSLT), but the best solution may be to make a simpler page for mobile devices. The 
functionality  should be  the same, but  the extensiveness and graphical presence should be  left out 
when displayed  to a mobile device. This approach  requires more advanced server side coding, but 
will be more reliable and will most likely give the user a better experience. 
Accessing  Internet  using  cellular networks may  result  in  unreliable  connections,  slow  connections 
and more latency than in fixed networks. By limit the usage of images, external scripts and CSS files, 








the  lack of keyboard) should be taken  into considerations when developing a web page  for mobile 
devices.  



















before  the  name  change  in  1995.  JavaScript  is  an  object‐oriented  scripting  language  which  is 
designed to be embedded in other applications such as web browsers. JavaScript only supports a few 
core  set  of  objects,  but  it  is  extended  with  a  variety  of  additional  objects  such  as  client‐side 
JavaScript. Client‐side JavaScript is used in web browsers to control various browser functionalities. 
A  standardization  of  the  JavaScript  language was  performed  in  cooperation  between  Netscape’s 
JavaScript,  Microsoft’s  JScript  and  Ecma  International  [46],  the  European  association  for 
standardizing  information and communication systems. The standardized version called ECMAScript 


























effective are  implemented using  JavaScript.  JavaScript allows a browser  to validate  forms of data, 






















agent  only  have  support  for  CSS1,  the  structure  of  CSS  will  allow  the  user  agent  to  read  the 
document, but  ignore the extended features of CSS2. W3C also have a recommendation for CSS on 
mobile devices which in general are a subset of CSS2 [53]. 
Using CSS decreases download time of a web page,  i.e.  it  is  less data to be transferred since all the 














The  handheld  tag  could  be  used  to  detect  a  mobile  device,  and  support  the  content  with  a 
specialized display used for mobile phones and PDAs, but there are problems with this approach. Not 
all browsers support CSS or the handheld media type, and just display the content using the screen 
media  type  in  its place. One  solution  could be  to use  JavaScript  to detect  the browser  type using 
navigator.useragent, but not all browsers, at least mobile browsers, support JavaScript.  
There are other solutions such as server side languages like PHP [54], Active Server Pages (ASP) [55], 









what  the  user  agents  support. WURFL  is  an  open‐source  and  is  updated  regularly, making  it  an 
alternative to detect user agents. 
By  determine  the  user  agent  of  a web  browser;  the web  page  can  be  configured  to  display  the 
content to the user  in the most preferred way, but  it  is not always a requirement to know the user 
agent.  It may be enough  to  check  if  the device  supports e.g.  JavaScript and CSS.  If  it does not,  it 




and store data. The data  in a XML document  is wrapped  in tags, where the tags are not predefined 





XSLT  [59]  is  the  recommended  style  sheet  language of XML, and can be used  to  transform a XML 
document in either the browser or the web server. XSLT describes how the XML document should be 
displayed, and  can  transform a XML document  into a new XML document, a HTML document, an 
XHTML  document,  etc.  Browsers  can  transform  the  XML  document  differentially  due  to  the  XML 






















General Public  License  (LGPL)  components WebCore and  JavaScriptCore, making  the web browser 


















There  are  two  generations  of  BlackBerry  browsers  [71],  first  and  second  generation.  The  first 





































produce a web browser  for use on mobile phones. Fennec uses  the same  rendering engine as  the 








This chapter describes  relevant aspects of  the XMPP  standard,  technology, usage and history. The 
facts  in  this  chapter are based on author’s understanding of  relevant  resources, most notably  the 
RFC’s referenced herein. Considerations and evaluations of the technology are  left for discussion  in 





Jabber project  to  standardize  IM  in one protocol. To be able  to  standardize  IM; an extensible and 
versatile  protocol was  needed  in  order  to  cope with  heterogeneous  environments  and  software. 










The  Jabber  protocol  was  successfully  drafted  as  an  Internet  standard  in  2002  and  the  core 
specifications became RFC3920 [85] in the fall of 2004. The name Extensible Messaging and Presence 






Jabber Software Foundation  to coordinate  the work of  the growing community and as  responsible 







structured  information  between  two  network  endpoints  in  close  to  real  time.  XMPP  provides  a 
standard framework for exchanging XML data, and while it is mostly used for Instant Messaging (IM) 
















The  XMPP  server maintains  a  database  of  all  its  users  and  their  information.  Information  stored 
about each user includes: 
• The name of the user 


















user. Subscribing  to a contact’s presence  information  is closely  linked  to adding  the contact  to  the 
roster of the user. There are four states of subscription [86] 
















































































































also  responsible  for  the  same  XML  negotiation  with  other  XMPP  servers.  Unless  otherwise 
customized by the administrator, XMPP servers communicate on port 5269. 
2.4.4.3 Presence and IM Session Establishment 
Presence  and  IM  session  Establishment  is  a  vital  part  of  the  XMPP  protocol  and  specifies  the 
conformity to the basic IM and presence functionality defined in RFC 2779. The core of XMPP defines 
the transfer of XML streams, using TLS and SASL and the syntax of various message types. This is the 
foundation  for  creating  many  near‐real‐time  applications.  The  Presence  and  IM  session 
Establishment, while  a  part  of  the  base  specifications  have  been  separated  into  its  own  Internet 
standard, RFC 3921. This enables  the use of XMPP  for generic near‐real‐time applications without 
necessarily  implementing IM functionality. RFC 3921 describes the  implementation of the Exchange 
of  messages  with  other  users,  presence  information,  subscriptions  to  and  from  other  users, 
managing  items  in a buddy  list and blocking of communication from specific users. Further reading 
on the subject can be found in RFC 2779 which further specifies that a presence service and message 






stream, but  it can also be  set by  the  server,  if  the client wishes. The  resource  identifier enables a 
client to have multiple sessions with the same server at the same time. 
2.4.4.5 Server Dial­back 
Server dial‐back  is  an  authentication  scheme  for  server  to  server  authentication  to  avoid  domain 
spoofing. It was developed as part of the early Jabber protocols and was included in XMPP primarily 




























thought  of  as  unrecoverable;  hence  the  sender  of  the  stream  error must  further  send  a  closing 
stream‐tag and terminate the TCP connection. A new connection would have to be created after a 






do this by offering  free signed certificates to XMPP domain administrators  for easy  install  in XMPP 





There are two basic concepts  involved  in the sending and reception of structured  information, XML 
Streams  and  XML  Stanzas.  The  XML  stream  is  a  container  for  all  elements  of  XML  sent  over  the 
network. The XML  stream  is negotiated  in  the beginning of a  session between  two entities  in  the 





The previous paragraphs described  the base of  the XMPP protocol, defined  in RFC 3920 and 3921. 
The  XMPP  Standards  Foundation  also  maintains  a  growing  number  of  extensions  to  the  base 








BOSH  [91], also known as HTTP Binding defines a  transport protocol emulating a  two‐way  stream 
between two network entities, e.g. a client and a server by using multiple synchronous HTTP request 
/ response pairs without the need of polling or asynchronous chunking. This extension is in fact not a 
part of XMPP;  the BOSH extension might be used  to  transfer arbitrary XML data over HTTP  in an 
efficient manner. XMPP specific extensions  to  the BOSH protocol have been documented  in XMPP 
over BOSH  [92]. The usage scenarios of BOSH  include users behind  firewalls; where  there are port 
restrictions prohibiting a regular TCP connection, or users of web based clients where all traffic goes 
through  HTTP.  The  benefits  of  using  BOSH  over  regular  HTTP,  which  users  a  request  response 
protocol  are  the  responsiveness  of  the  protocol  combined with  low  bandwidth  usage.  The  BOSH 












One  of  the  primary  objectives  of  this  project  is  to  create  a  platform  providing  the  ability  to 
dynamically  extend  the  services  available  to  the user.  In other words,  the user  should be  able  to 
update  his  application with  new  functionality without  triggering  a  complete  download  and  fresh 
install  of  the whole  application.  This  has many  advantages  over  a  static  application which would 
trigger many different packages available  for download  from  the service provider. With a modular 
approach,  a  generic  package  is  downloaded  during  the  initial  setup  and  additional  packages  are 
integrated later on. This is quite similar to what a Java 2 Enterprise Edition (J2EE) Application server 
provides, where  plug‐ins  are  added  to  a  container  at  runtime  and  discovered  automatically.  The 
drawback of using  J2EE  is discussed thoroughly  later on, but the bottom  line  is  its complexity. This 
complexity is not necessarily an advantage on an end user system as it generates many new sources 







in the organization. Technical work  is organized  in Expert Groups  (EGs) while non‐technical work  is 
organized in Working Groups and Committees. The Alliance, through its Expert Groups has produced 
four major standards. The current standard is R4.1 released May 2007. Figure 17 show how the OSGi 

































list of services available  from specific  interfaces or classes.  It  is also possible to  listen  for a specific 
service and get a call back when this service is available. The service registry holds a list of where the 
service is in use, which makes it easy to maintain an overview of in which bundles the service is used. 











service must  then drop  their  reference  to  the  service. To help  in  this  somewhat  complex process 
OSGi uses frameworks  like  iPOJO [94], Spring and Declarative Services[current ref to osgi.org, more 
needed] to minimize the pain and maximize the gain. As it turns out, this dynamic approach is a good 
model  of  real  world  scenarios.  As  an  example,  consider  a  service  responsible  for maintaining  a 
connection with a remote computer. The service will simply unregister  if the computer  is no  longer 







can  be  used  to  start  stop  install  and  uninstall  bundles.  As  long  as  they  conform  to  the  OSGi 







The eclipse  Integrated Development Environment  (IDE) uses plug‐ins  to extend  its  functionality  to 
new areas. In fact, Eclipse itself consists of a large collection of plug‐ins. Since version 3.0 the Eclipse 




















provide  the users with a  simple and usable  search engine,  the  technology behind  the user GUI  is 
explained in this chapter.  
Accuracy  and  precision  [98]  are  core  concepts  in  IR.  Accuracy  is  the  percentage  of  the  subject‐
material available which was actually returned.  
Precisely retrieved 































index  [100]  [101].  In  an  inverted  index  the  terms within  a material  takes  center  stage, while  in  a 
forwarding  index  the material  itself  take center stage. This means  that  in  inverted  index  the  terms 











inverted  index  [103],  and  enables  functionality  for  a  “phrase  search”  in  a  material,  because  it 











Display  is not handled with the search engine or the IR mechanisms, but  it  is  important to the user 
how the display is handled. The display, or the visual interface, is the feedback to the user based on 
the query. If the visual interface is difficult to grasp, the user experience is reduced. So it is important 
















The Vector Space Model  (VSM)  [104] can make a hit although  the query and  the  indexed material 




order  to make hits, and rank  the hits based on  the similarity. That  is why  it often  is referred  to as 
similarity models. VSM use vectors to indicate similarity. Basically the VSM uses a cosine function to 







There are a  few open source  libraries with  the  functionality we need  to build our search  function. 
The ones with the most active community and best features are Lucene, Egothor, and Xapian. Lucene 
and Egothor are written in Java and have bindings to C++ and other programming languages. Xapian 






the  Java  framework. A  description  of  the API  is  given  in  the  chapter  Libraries;  in  this  chapter  an 
overview of  the  functionality of Lucene  is provided.  In Lucene  the  indexing  can be divided  in  four 
pieces;  the  index,  documents,  fields  and  terms.  And  in  the  following,  this  is  the  syntax  used  to 
describe the functionality of Lucene.   
Lucene is a very modular framework, making it easy to add functionality and develop applications on 
top on  this API.  It uses a combination of VSM and Boolean  logic  to match a query  to  the  indexed 
documents. The Boolean  logic  is used to  filter out the documents of  irrelevance before the VSM  is 
used, making the system much more cost and time effective. VSM is used on the remaining material 


















ݏܿ݋ݎ݁௤,ௗ ൌ ܿ݋݋ݎ݀௤,ௗ · ݍݑ݁ݎݕܰ݋ݎ݉௤ ·෍൫ݐ ௧݂,ௗ · ݅݀ ௧݂
ଶ · ݐ. ݃݁ݐܤ݋݋ݏݐ · ݊݋ݎ݉௧,ௗ൯ 
௧,௤
ݍ ൌ ݍݑ݁ݎݕ, ݀ ൌ ݀݋ܿݑ݉݁݊ݐ, ݐ ൌ ݐ݁ݎ݉ 
The tf  is based on how many times a term  is presented  in a single document, and correlates to the 
term’s  frequency.  The  tf  is  computed between  a query  term  t  and  a document  d,  ergo:  tft,d.  The 
problem with  tft,d  is  that  all  terms  are  considered  equaly  important when  it  comes  to  assessing 
relevancy  on  a  query,  or  put  another  way,  tft,d  treats  all  words  equally  in  a  document.  
ݐ ௧݂,ௗ ൌ ݂ݎ݁ݍݑ݊ܿݕ
ଵ
ଶ 





low  score  if  the  term  is  frequent  and  a  high  score  if  the  term  is  rare. 
 ݂݅݀ ൌ 1 ൅ log
ܰ
௧ ݀ ௧݂ ൅ 1
  
ܰ ൌ ݐ݋ݐ݈ܽ ݊ݑܾ݉݁ݎ ݋݂ ݀݋ܿݑ݉݁݊ݐݏ ݅݊ ܽ ܿ݋݈݈݁ܿݐ݅݋݊ 
The boost factor  is the users  (or developers) way to  influence the outcome of the score. The users 
can  influence the query by boosting a term  in the query, called q.getBoost. The user can boost the 
term by using the ^ character followed by a number to boost the term, i.e. “Lucene^3 is an API”. The 
boost  factor can also be used directly on  indexed documents. There are  two  types of methods  to 
boost documents; boosting the whole document, called doc.getBoost, or  just a field  in the  indexed 
document, called f.getBoost. 
The normalization value of a field is computed during indexing and stored in the index, and gives the 
number o s w h  f term it in a field. 


























time a search opens the  index. Lucene also support  full  inverted  index, allowing a terms place  in a 
document to be stored in the index. 
As described earlier,  the  index  in Lucene consists of documents,  fields and  terms. Figure 24 shows 
























is  the  standard which Lucene use  to  store all characters, meaning all  text  to be analyzed must be 
retrieved using the correct encoding; otherwise Lucene will not be able to store them properly. I.e. in 
HTML a meta tag is used to define the character set, this tag must be handled and the data must be 
retrieved using  the  correct  character  set  and  then  it  is  stored  correct  as Unicode  Transformation 
Format (UTF)‐8 in Lucene [112]. 







“The  Porter  stemming  algorithm  (or  ‘Porter  stemmer’)  is  a  process  for  removing  the 
commoner morphological and inflexional endings from words in English. Its main use is as 
part  of  a  term  normalisation  process  that  is  usually  done when  setting  up  Information 
Retrieval systems” [114] 
In  the  next  section  an  open  source  project  development  of  different  kind  of  language  specific 
analyzers are presented, also created by Dr. Porter. 
2.6.4.5 Snowball 
Snowball  [115]  [116]  is  a  project  of  stemming words, which  is  an  algorithm  to  process  linguistic 
















































Design  choices used  to  realize  the  service platform and  the example 
service,  the  remote  network  search,  are  discussed  in  the  design 
chapter. This chapter focuses on discussing the motivation of choosing 
the different  technologies.  For  technical details about protocols etc., 
please  read  part  two.  Part  three  gives  the  motivation  of  why  a 
technology or software is used, but does not explain the technology or 
software in detail. 
The  second  chapter  of  part  three,  the  Implementation  chapter, 
explains  how  the  prototype  is  implemented.  Code  snippets, 










This  chapter will  discuss  the  different  high‐level  choices  taken  during  the  creation  of  the  service 
platform. There will be discussions as to which technology will be used and why.  It will not go  into 








The  system  overview  describes  the  high  level  topology  of  the  service  platform.  The  system  is 














XMPP  client.  The  figure  is made  to  show  how  a  Home  Server might move  around  into  another 
network  and maintain  the  connection  to  the  network  server.  This  is  possible  because  the  XMPP 
server  does  not  need  to  keep  track  of  where  the  clients  are,  the  clients  are  responsible  for 
connecting to the server and relay that information. The routers are used to show how it is possible 
to connect to the network server from inside a private network without public IP addresses. 
The  choice  of  an  IM  protocol  to  solve  the  connectivity  in  this  Master  Thesis  was  inspired  by 
discussions around how NAT and firewall traversal could be realized. It became apparent that a third 
party would have to be included to provide this connectivity. When this was realized, systems which 
already  solve  these  kinds  of  problems were  looked  into.  Amongst  the  studied  applications were 
Google Talk, MSN Messenger, and Meebo, described earlier. These all used an  intermediary server 
and a presence protocol to provide connectivity. The next realization was that most of them used a 
proprietary  protocol  to  handle  this.  The  exception  was  Google,  which  had  sponsored  the 




the  XMPP  Software  Foundation.  The  protocol was  chosen mainly  because  of  its  large  user  base, 
flexibility, and straightforward integration with many different software libraries and languages. Even 
though  it  is  designed  as  an  IM  protocol,  it  can  be  used  for  transporting  arbitrary  data  between 
participants. 
The Home Server is the name used to describe an application installed on a computer or other kind 





an  interface  through which  the  user  can  access  the  services  hosted  by  the  home  Servers  in  his 
system. There might be an arbitrary number of Web Clients. 




and  forwards  traffic  from  the  web  interface  to  the  XMPP  server.  The  User  database  contains 
information about the users of the system, i.e. the XMPP clients; both remote and desktop users are 









To  achieve  remote  connectivity  to  a home  environment,  a  server with  a  fixed  address  is used  to 
provide address discovery and solve  firewall and NAT  implications. The NS  is  the connection point 
between HSs and remote devices. 








An  XMPP  session with both  the HS  and  the  remote device must be  set up before  connectivity  is 
achieved.  Both  the HS  and  the  remote  device must  setup  its  own  session  to  the NS  on  its  own 
initiative, before the XMPP server can achieve connectivity between the entities. The XMPP protocol 
handles the initial session setup and the connection between the two devices. 
Because of  the same origin policy  in browser side programming  languages, a relationship between 
the XMPP server and the web server must be achieved. The web page is downloaded from the web 
server which contains the XMPP web client.  If the XMPP web client tries to connect directly to the 
XMPP  server,  an  error  due  to  the  same  origin  policy will  occur,  because  the  XMPP web  client  is 
downloaded from the web server and tries to access the XMPP server. To allow the connection, all 








server. The choice of using a web portal,  instead of an application software  installed on  the user‘s 
personal device, is made due to compatibility and usability considerations.  
Personal devices  are  numerous,  and have no  common  standard of how  an  application  should be 
developed. It is possible to create a native application for each of the different mobile OS’s. However, 
this is a daunting task, because of the number of OS’s and the number of mobile devices. In addition, 
using  a browser  interface maintains  the  same user  interface  across different devices  and  is more 




The  solution  of  using  a web  portal  eliminates  the  need  for OS  compatibility.  However,  different 
browsers  can  still  act  differently  to  HTML  and  JavaScript.  Even  different  versions  can  behave 
differently on the same content. Another  issue  in the browser compatibility, which occurred  in this 
project, was different handling of XML documents by different browsers because they use different 
XML parsers. To use  the parsers, different commands must be used to achieve the same  functions 





















Due  to  differences  between  mobile  browsers  and  desktop  browsers,  even  though  the  gap  is 
decreasing,  the  web  portal  should  use  web  technologies  supported  by  most  modern  mobile 






in mobile  browser  applications.  JavaScript  on  the  other  hand  is  supported  by most  new mobile 
browsers. 
The  portal  is  built  up  by  using  JavaScript,  and  the  browser must  support  JavaScript  to  work.  If 
JavaScript is disabled or not supported, the functions in the portal will be unavailable. The browsers 
must also  support XML parsing and XMLHttpRequest. The portal  supports both  the ActiveX object 
used by IE, and the DOM parser/ XMLHttpRequest object used by Firefox and most other browsers. 




To  use  the  XMPP  protocol,  an  XMPP  server must  be  used  to  achieve  connectivity;  it  is  used  to 
connect XMPP clients using the XMPP protocol. When an XMPP client logs in to the XMPP server, the 
presence to that specific client is changed, and a message is transmitted from the XMPP server to all 
clients  in  the  clients’  roster. To make  a  connection between  the HS  and  the  remote device, both 
parties must thus support the XMPP protocol.  
There  are many  different  types  of  XMPP  servers  available,  both  proprietary  solutions  and  open 
source projects. The proprietary solutions are not considered in this report due to the cost, but three 
of the open source projects are reviewed. 







manager  is necessary. There are  two  types of  connection managers: Stand‐alone and built‐in. The 
stand‐alone connection manager is more flexible and support connections to external XMPP servers. 
The built‐in connection manager makes  the development  faster and easier, and  it should be more 
efficient  and  compatible  due  to  development  by  the  same  vendor  [120].  To  focus  on  the main 
challenges, it was decided to use a XMPP server with a built in BOSH connection manager to use as 






These  three  XMPP  servers  could  all  have  been  used  in  this  project,  but  Openfire  was  selected 
because  it has the  largest and most active user group. Openfire  is easy to setup and has a modular 
platform which allows deployment of plug‐ins available from a database. Alternatively, plug‐ins can 











In addition  to  the XMPP server, an XMPP client  is deployed on  the NS. The XMPP client  is used  to 
access  local resources on the NS over an XMPP session. The XMPP client  is specially designed with 
the  search  service  in mind,  but  it  is  not  restricted  to  the  search  service.  It  can  be  an  important 
implementation in future services. 
3.1.2.3 Database 



























seamless  communication  across  network  boundaries.  It  should  be  built  as  a modular  platform  to 
allow arbitrary services to be added as plug‐ins, shown  in Figure 29. The HS should be  installed  in a 





The  platform  should be  able  to  provide  connectivity  regardless  of user  location. Additionally,  the 











These  features  were  considered  when  deciding  how  to  create  the  HS  application.  The  most 
important part of  the design of  the HS was  to  find a modular application  framework. Early  in  the 
decision process it was decided to use the OSGi Dynamic module system as the framework. Several 
implementations  of  the  OSGi  framework  exist.  The  Knopflerfish  [125],  Eclipse  Equinox  [95]  and 
Apache Felix [126] projects were all considered.  
In  the  end  Eclipse  Equinox  became  the  framework  of  choice.  There  are  several  reasons why  the 
Eclipse  Equinox  OSGi  implementation  was  chosen.  The  framework  is  very  popular  because  it  is 
closely connected  to  the Eclipse  IDE.  In addition  to  this,  the Eclipse project has a  separate branch 
project which uses Eclipse Equinox  to enable generic application development. This project, called 
Eclipse RCP, is the tool used for all the Java development in the thesis. It has a steep learning curve, 
but  is  quite well  documented  and  has  a  large  user  base.  Eclipse  RCP  enabled  the  creation  of  a 
dynamic, modular application as shown in Figure 29.  
With a plan  for  the modular  framework  in place, some of  the next parameters were given. Eclipse 
and OSGi rely on Java; therefore Java was used as the programming language.  Several XMPP libraries 
were  available  in  Java.  The  chosen  library,  “Smack”  from  Jive  Software was  considered  the most 
mature with  the  right  features  to match  the use cases mentioned  in  the  introductory chapters,  in 







relay  to  forward messages  to  the  loaded  services.  The  services  should  process  the message  and 












areas. A plug‐in defines an extension point  in  its plugin.xml file and registers  it with the underlying 
OSGi framework. Similarly, plug‐ins which would like to receive notification whenever the extension 
point  is  called,  registers  an  extension  for  this  extension  point.  Every  time  the  extension  point  is 
called,  it  relays  the message  to  any  plug‐ins  extending  this  extension  point.  This  feature  is  used 
extensively in the home application.  
The core of the application will receive XMPP messages from the network containing an XML packet 
with  a  specific  starting  tag.  If  the  tag  is  not  targeted  at  the  core  itself,  it  is  sent  to  the 
no.telenor.hscore.PacketHandler  extension  point.  Any  plug‐in  registered  to  extend  the  interface 
IPacketHandler, will  receive  the packet as  shown  in  Figure 30. A  filter  in  the plug‐in  then decides 
whether or not it should interpret or discard the packet. This isolates the core of the application from 
all the plug‐ins. Because the core application does not have a static knowledge about the different 
services,  it  is  very  easy  to  extend  the  application.  It makes  it  possible  to  develop  a  new  plug‐in 
without understanding the internals of the core application. 
3.1.4.4 The plug­ins  
Eclipse  RCP  applications  are  organized  in  plug‐ins,  essentially  normal  Java  jar  files,  which  are 
controlled  by  a  plugin.xml  and  a manifest.MF  configuration.  These  configuration  files  control  the 
lifecycle and dependencies of the plug‐in. In other words, the configuration files controls which plug‐
ins must be  available  for  the  successful  execution  of  the  specific plug‐in.  For  the purpose of  this 





























In  the design of a modular  system,  it was decided  to use an extendible protocol which  takes  into 
account further expansions of the system; therefore the protocol is very simple. Basically, it consists 
of two parts, a service descriptor and its payload. The first tag, called the service descriptor is read by 
the  receiver  in  the  core  application.  If  the  tag matches  that  of  the  core,  it  is  processed  further; 
otherwise it is forwarded to the services. When the service descriptor tag does not match the one for 
the  core,  the payload of  the packet  is not  read by  the  core application. Hence  the  services might 














  <MessageType>BogusService</MessageType> 
  …..Service specific payload…… 
</body> 
As shown here, the MessageType  is “BogusType”. The core application parse this tag, finds out  it  is 
not of type “Communication” and therefore forwards  it to the registered services. The services will 
then have  to  filter out  the <MessageType>  they  are  interested  in.  If one of  the  services uses  the 
“BogusType” message,  the  service  can process  the message  randomly. The payload of  the packet, 
e.g. the part after the ending </MessageType>  tag and before the </body> tag can be constructed 









All  the  three  A’s:  Authentication,  Authorization,  and  Accounting  are  important  when  creating  a 
seamless and user friendly solution. It would ease the planning of a system bootstrap method if the 
business model for the system had already been decided. In all scenarios  it  is  important to create a 
solution which can be adapted to several business models. 









In  scenario where no  central AAA  authority  is established,  all Authentication  and Authorization  is 
performed by the IM server. The server makes sure the users are who they claim to be, but does not 
link this up to a real world person. This design would foster a somewhat more open solution, where 
the  provider  does  not  have  full  control  over  the  users  in  the  system, much  like  other  public  IM 
services.  Accounting  is  not  so  easily managed  in  this  scenario,  since  anyone  can  create  users.  If 
accounting  is needed,  some  additional  information would have  to be  requested when  registering 
users, e.g. credit card  information or address. The difference between this service and a typical  IM 






The  IM server could be  restricted  from adding,  removing or updating users and would simply care 
about the users currently in the database. In this case the owner of the system could create his own 
proprietary  solution  for user  administration. A  simple  solution would be  to have  a member’s  site 
where users would administer their subscription, add new functionality and new devices to their list 
of  friends.  The  site would  connect  to  the  database  and  update  the  information  about  the  user 
without the knowledge of the IM server. A billing solution might connect to the same database and 
charge  the user on behalf of  the number of  subscriptions,  the number of  services or  some other 
scheme.  The  IM  server would  discover  the  database  update  the  next  time  it  accessed  the  user 
information. Creating  this  solution will  take  some more  time and effort  than  the open  suggestion 













































have  functionality  to  access  resources  available  to  the  computer, but  it has no  logic meeting  the 




applications  to  use  the  system  APIs  to  provide  search  functionalities.  Both  applications  support 





Apache  Lucene  [105],  Xapian  [130],  and  Egothor  [131]  are  three  full‐text  indexing  and  searching 
libraries  with  complex  logic  to  support  advanced  information  retrieval.  All  libraries  are  flexible 
enough  to  be  used  in  the  search  service,  and  have  performance matching  the  usability  and  user 
experience we wanted  to  provide  the  users.  To  differ  between  the  libraries,  the  user  group  and 
documentation was examined  closer.  Lucene had  the most active user group and  the  library with 
most and best documentation. There were also many sub projects linked to Lucene, i.e. Apache Tika. 




To provide  the user with as accurate hits as possible,  the analyzer must be modified  to meet our 
needs.  






MSN web messenger  [132] and Google  talk  [133]  are examples of  corporate applications with no 












to  protect  the  user.  JavaScript  does  not  allow  a  web  application  to  access  file  I/O  using  native 
browser  capabilities. Most  NATs  prevent  the web  client  to  access  the  HS  from  outside  the  NAT 
directly, making a URL sent from the HS to the web client with the path to the file of no value. To get 
around  the NAT problem,  the  router must  enable  port  forwarding,  and  the HS must have  a web 
server  integrated  to deploy  the  file  to a web page.  Solutions making  the user  interact with other 
systems than ours makes the system less user friendly, therefore another solution had to be found. 
The Meebo  IM project  [134] was used as an  inspiration  to  solve problems  related  to  file  transfer. 
Meebo provides file transfer between two web clients, no  installation, no port forwarding or other 
interactions to other systems are needed, and it uses only native browser capabilities. Meebo makes 
use  of  the  Amazon  Elastic  Compute  Cloud  (Amazon  EC2)  and  Amazon  Simple  Storage  Service 
(Amazon S3) [135] to provide their users with file transfer through a web based IM network. We used 






NS  client has  a  connection  to  the XMPP  server  and has  access  to  the  file  system of  the Network 











As  described  in  the  previous  paragraphs,  the  search  service  should  be  added  as  a  plug‐in  to  the 
service  platform.  This  is  performed  by  creating  a  set  of  plug‐ins which  can  be  loaded  into HS  at 












This plug‐in provides  the  search service with  the Apache Lucene  library  files necessary  for utilizing 







server,  the  network  server  and  the  web  client  have  been  described.  In  addition,  the  modular 
structure of the Home server has been discussed as well as the service made to show the use of the 










this  thesis have been on a high  level and have mainly  focused on selecting  the  right  technologies. 
XMPP was selected as an open standard with the right properties; XML was selected to provide an 
extensible way  to exchange  information. Eclipse RCP, was  selected as a modular platform  to host 





The Network Server  is  the provider of  the web portal, and a provider of connectivity between  the 
remote device and  the home network. The NS  in  itself  is only a development server which should 
meet  the  requirements  of  the  connectivity  and  the web  portal.  It was  decided  to  focus  on  free 
software with  as  little  configuration needs  as possible  to  contain  focus on  the main  goal. All  the 
entities installed on the NS are free commercial products, except the XMPP client which is developed 
in  this project  to  suit our needs. The  rest of  this chapter  is mostly devoted  to  the web portal and 







The configuration of Apache2  is performed by giving directives  through  textual configuration  files, 
such as the main configuration  file  in apache: apache2.conf. Basic configuration  is not explained  in 





web server must  function as a proxy. The web server  relays all BOSH packets  to  the XMPP server, 
where the packets are processed. To configure Apache2 as a proxy, the Apache module mod_proxy 








LoadModule rewrite_module /usr/lib/apache2/modules/mod_rewrite.so 
 
<Virtualhost *:80>  
 ServerName localhost 
 DocumentRoot /home/pc1/www/ 
 <Directory /home/pc1/www/> 
  Options +Indexes +MultiViews 
 </Directory> 
 AddDefaultCharset UTF-8 
 ProxyRequests Off 
 <Proxy *> 
  Order allow,deny 
  Allow from all 
 </Proxy> 







web portal are HTML, CSS, and  JavaScript;  these  technologies are supported by most desktop and 
later mobile browsers. To avoid all  the  low  level  coding  in XMPP, a  JavaScript  library  called  JSJaC 



























clients,  and  HSs.  Globals.HSRoster  and  globals.webClientRoster  are  arrays  storing  the  rosters  of 
respectively the connected HS, the one in globals.useHS, and the roster used by the web client itself. 
The globals.myJID stores the information of the username of the connected user. 














function doLogin(aForm) { 
if (aForm.username.value != '' && aForm.password.value != ''){ 
try {  
// setup args for contructor 
oArgs = new Object(); 
oArgs.httpbase = "http://129.241.208.209/http-bind/" 
oArgs.timerval = 2000; 
if (typeof(oDbg) != 'undefined') 
oArgs.oDbg = oDbg; 
con = new JSJaCHttpBindingConnection(oArgs); 
setupCon(con); 
 
// setup args for connect method 
oArgs = new Object(); 
oArgs.domain = "129.241.208.209"; 
oArgs.username = aForm.username.value; 
oArgs.resource = 'MRL'; 
oArgs.pass = aForm.password.value; 
oArgs.authtype = 'nonsasl'; 
con.connect(oArgs); 
} catch (e) { 







The  resource  identifier  is  an optional  tertiary  identifier, but with different  resource  identifiers  an 
entity can maintain multiple connected resources simultaneously [85]. This can be an option  in the 
further  development  of  the web  portal,  and  the  resource  identifier  is  therefore  available  in  the 
configuration file. 
The oArgs.httpbase configures the type of connection the client should use to connect to the XMPP 










If  the web  clients  do  not  send  roster management  packets  to  the  server,  roster management  is 
handled  by  the  XMPP  server.  Both  the  web  client  and  the  Home  Server  must  send  roster 






























subscribed.  If  unsubscribed  is  received  the web  client  respond  sending  unsubscribe,  and  the web 










































After  the message  is  sent,  a  response with  presence  stanza  subscribed  from  hs1  is  received  and 
mutual  subscription  is  achieved  between  hs1  and  the  web  client.  The  web  client  presence 

















































































user.  In  addition  to  the  text  field,  a  checkbox  is  used  to  decide  where  to  send  the  query.  The 
checkbox  is  checked  by  default,  and  the message  is  sent  to  all  available  HSs.  If  the  checkbox  is 
unchecked, the query is sent to the connected HS. 
3.2.1.4 Visual web interface, search service 
































A  list  of  available  services  on  the  HS  is  sent  to  the web  client when  the  client  connects  to  the 
respective HS. The message updates the service list in the left section in the web portal, and work as 
a link which can be accessed.  If one of the services is accessed, the respective service should then be 




In  Figure  43,  the  services  in  the  left  section  have  a  list  containing  a  search  service.  If  search  is 
accessed, a function named search is invoked. Below is a snippet of the search function. This function 




 var HS = globals.useHS.split("@"); 
  
 //main content 
 var main = document.getElementById('main'); 
 while(main.hasChildNodes()) { 
  main.removeChild(main.lastChild); 
 } 
 ub main content //s
 var sub_main = document.getElementById('sub_main'); 
 while(sub_main.hasChildNodes()) { 
  sub_main.removeChild(sub_main.lastChild); 
 } 
 //sub_left content 
 var ub_left = document.getElementById('sub_left');  s
 while(sub_left.hasChildNodes()) { 










 // To add a service, a new case with a MessageType and Types 
// must be added according to the protocol 
 switch(MessageType){ 
  case 'Communication':{ 
   if(Type == 'Roster'){ 
    parseHSRoster(xmlDocObject); 
    getWebClientRoster(); 
   }else if(Type == 'Services'){ 
    serviceUpdateMsg(xmlDocObject, 
aJSJaCPacket); 
   } 
   break; 
  } 
  case 'Search':{ 
   if(Type == 'Response'){ 
    displaySearchResponse(xmlDocObject, 
aJSJaCPacket);    
   }else if(Type == 'UserFiles'){ 
    showFiles(xmlDocObject); 
   }else if(Type == 'service-unavailable(503)'){ 
    showFilesUnavailiable(Type, aJSJaCPacket); 
   }else 
   break; 
  } 
  default:{ 
   break; 
  }  
 } 
} 




revealed  below,  showing  the  core  case with MessageType  Communication,  and  search  case with 
MessageType Search. 
 
Before  the  service  is available  to  the users, a  folder with  the  source  files must be  included  in  the 







































After  finishing  the  setup  of  the  server,  the  database  information  can  be  accessed  through  the 












detail, going  into  the  specifics of  the modules of  the  system and  their  relationship. As mentioned 
earlier, the Home server application will consist of several parts, organized as plug‐ins  in an Eclipse 
RCP  framework. The RCP  framework  is  itself organized as plug‐ins, which  results  in a hierarchy of 
plug‐in dependencies.  
The  Hscore  plug‐in  for  example,  rely  on  the  org.eclipse.core.runtime.applications, 






























The  HomeServerView  creates  new  users  in  the  HS  group.  These  can  either  be  self  sufficient,  or 
created  in  the group of  this home  server. The  first home  server  created  should be  self  sufficient, 
while the next ones should have an association with the first home server. This association is created 
by providing the username and password of the first home server. To avoid confusion this  is called 












The most  important classes are the RCPconnect,  IPacketHandler and PacketSwitch. As  illustrated  in 












The  Smack  API  consists  of  four  java  libraries  to  establish  an  XMPP  connection.  The  libraries  are 
separated  into  four  jar  files;  the  smack  jar  contains  the  required parts of  the XMPP protocol. The 
smackx  jar  file contains extensions  to  the protocol. Debug contains debugging classes and smackx‐
jingle  contains  the  library necessary  to enable peer  to peer  file  transfer. The plug‐in  registers  the 































The  purpose  of  the  search  plug‐in  is  twofold.  First  it  is  a  valid  and  useful  implementation  of  an 
Apache Lucene content and metadata search engine. Second, it is included as an example of a service 
which can  tie  into  the service platform created and maintained by  the Hscore plug‐in and  the RCP 
application. The  search plug‐in  contributes  its own perspective  to  the GUI of  the RCP application. 
Inside  this  perspective  is  a  single  view, with  the  possibility  to  alter  the  search  location  and  the 
preferred  language settings of the search.   This  illustrates how a service can be made customizable 
by  the  user.  The  service  contributes  an  extension  to  the  IPacketHandler  extension  point  made 













Whenever a  call  for  the  index  is made,  the application goes  into  the predefined  folder where  the 






indexed  in  different  ways  for  different  uses  and  optimizations.  Because  this  implementation  is 
capable of returning highlighted fragments of the search query, the full‐text content of the document 
must  be  indexed.  Additionally,  the  content  must  be  analyzed  for  keywords.  In  addition  to  the 
contents of  the document,  the  file name  is also  indexed and analyzed. To make  the search  for  file 












Lucene offers  the possibility  to  index documents based on  language  specific optimizations.  It does 
this by taking away the stop words, e.g. and, or, a, etc. making the index smaller and faster. English 
and  Norwegian  analyzers  are  included  as  options  for  this  specific  project.  The 
PositionalPorterStopAnalyzer  and  the  SnowballAnalyzer  is  included  for  English  and  Norwegian 
nguages are available from the Lucene project site. respectively. Other la
Indexing File Types 
The  search  plug‐in  uses  the Apache  Lucene  project  to  index  the  user  files.  This  project  does  not 
provide parsers for different file types; it only includes a parser for text based files like .html and .txt. 














When performing a  search with Lucene,  it  is executed on  the  index. The  index  is created  the  first 
time the search is performed. This may make the first search a bit slow. Once the index is created, it 
is only optimized for each search. This makes sure the search is up to date and relevant. Searching is 










The  functionality utilized  in  the  search plug‐in  is  taken  from  the Apache  Lucene API.  To maintain 
modularity, this API is packaged as its own plug‐in Figure 57 shows an overview of the jars included in 



















05‐25. The  library  can be downloaded  as  source‐only  from  the Tika web  site,  ready  to build with 
Maven2 [141]. The developers use maven2 because it solves all dependencies necessary to run Tika. 
Maven2  downloads  and  includes  all  necessary  dependencies  upon  compilation  of  the  jar. 





















most  efficient,  when  considering  overhead,  and  is  the  protocol  of  choice  between  the  home 
application  and  the  network  server.  The  second  scenario  uses  XMPP  over  HTTP  over  TCP,  as 
described  in BOSH – Bidirectional‐streams over Synchronous HTTP.  It  is used when connecting  the 
web client to the network server.  
Some  controversy  exists  in  the  choice  of  communication  protocol  for  the  different  parts  of  the 
system. Since the system  is meant to relay traffic over slow mobile  links to the web client  it would 
make sense to minimize overhead on this link. However, due to the limitations posed by using a web 
browser on the remote client, this is not possible and the less bandwidth efficient BOSH technology 
has  to  be  used.  The  use  of  a web  browser  as  a  host  for  the  XMPP  client  on  the mobile  client 
implicates  the  use  of  HTTP  as  the  transport  protocol.  The  current  protocol,  called  BOSH    – 
“Bidirectional streams over synchronous HTTP”  is an XMPP extension to allow transport over HTTP 
[91]. The HTTP header in this case adds a substantial amount of overhead to the packet.  
Even  though  the protocol adds extra overhead  to  the connection,  it  is  substantially more efficient 
and provides lower latency than other similar protocols under the Ajax umbrella. BOSH achieves this 
low  latency  by  using  a  technique  called  “long‐polling”  with  multiple  synchronous  HTTP 
request/response pairs. BOSH is also fully compliant with constrained clients relying on HTTP 1.0 and 














• 550  bytes  approximate  HTTP  header.  The  HTTP  header  is  highly  dynamic  and will  differ 
depending  on which  direction  and which message  is  sent  in  addition  to  varying  between 
different browsers and servers 
• 225  bytes  XMPP  XML/content.  The  content  of  the  XML  based  XMPP  header  is  highly 
dynamic. 




however, are dynamic  in  length depending on which type of message  is relayed and should only be 
considered  a  sample  number,  experienced  when  looking  at  arbitrary  packets  in  an  XMPP/HTTP 
stream. A HTTP header from the browser to the server might have a size of as much as 550 bytes, 













In other words, the controversy  is still present; the  link with the  least bandwidth needs  to use the 
protocol with  the most overhead  to  incorporate  the use of a web browser. The drawbacks of  this 
have  to be  valued  against  the benefits of programming  for  the web browser. The bottom  line  is, 
using a web browser as a client interface in an XMPP network utilizing BOSH adds a large overhead of 





extension  to  the XMPP standard, optimized  for mobile use. This has particularly been discussed  in 
the jabber mailing lists after it was known that the new Google Android SDK would not include a pure 
XMPP  library,  but would  rather  use  a  proprietary  solution  to  communicate with  the Google  talk 
servers because of the large overhead [145]. 
3.2.5.1 The core communication protocol 
To  be  able  to manipulate  the  core  part  of  the  application,  a  protocol  has  been  designed  for  the 
purpose,  it  follows  the outline  in  the protocol design chapter where packets are divided  into  two, 
one  for  the  core  application,  with  a  <MessageType>  Communication  and  the  second  with 












  <MessageType>Communication</MessageType> 







  <MessageType>Communication</MessageType> 
  <Type>Roster</Type> 
     <item jid="homeserver@129.241.208.209" name="homeserver" subscription="both"> 
    <group>HS</group> 
     </item> 
     <item jid="larsare@129.241.208.209" name="larsare" subscription="both"> 
          <group>WEB</group> 
     </item> 
</Body> 





  <MessageType>Communication</MessageType> 
  <Type>GetServices</Type> 
</Body> 





  <MessageType>Communication</MessageType> 
  <Type>Services</Type> 
  <Payload> 
   <Service id ="0"> 
    <Name>Search</Name> 
   </Service> 
   <Service id ="1"> 
    <Name>PVR</Name> 
   </Service> 
   <Service id ="n"> 
    <Name>X</Name> 
   </Service> 



















  <MessageType>Search</MessageType> 
  <Type>Request</Type> 
  <Payload> 
   <Query>Query goes here</Query> 
   <FileType>specify filetypes to search in</FileType> 
   <Hits>number of hits to get back</Hits> 







  <MessageType>Search</MessageType> 
  <Type>Response</Type> 
  <Payload> 
   <String id="0"> 
    <FileName></FileName> 
    <Path></Path> 
    <Size></Size> 
    <Fragments><![CDATA[Highlighted Fragment]]></Fragments> 
    <modified>200905031439 date and time</modified> 
   </String>  
              . 
             . 
            . 
   <String id="n"> 
     . 
     . 
   </String>         














  <MessageType>Search</MessageType> 
  <Type>GetFile</Type> 
  <Payload> 
   <Path>D:\MRL\temp\test4.txt</Path> 
  </Payload> 
</Body> 
The home  server  receives  the GetFile packet, A  file  transfer  is  then  initiated  towards  the Network 
Server  client, aka,  the  “NSclient” The  file  transfer  is made possible  through  the XMPP  reliable  file 
transfer extension. The NSclient’s main  responsibility  is  to  listen  for  file  transfer  requests  from  its 
associated users and store received  files  in  folders tagged with  the name of the home server  from 






  <MessageType>Search</MessageType> 
  <Type>*UserFiles</Type> 
  <Payload> 
   <String id="0"> 
    <FileName></FileName> 
   </String>  
              . 
           . 
            . 
   <String id="n"> 
    <FileName></FileName> 
   </String> 







  <MessageType>Search</MessageType> 
























now  connected  to  the NS, but  the  system  is not usable before at  least one web  client account  is 
created and one service is downloaded from the system home page. The creation of a web client is 
performed in almost the same way as the HS account. The user goes to the “New Web Client” view, 










The HS has now registered a new web client, and  the web client can  login with  the newly created 
account  from  a  browser.  If  the  user wants  to  add  services  to  the HS,  the  user must  download  a 
package containing the service from the web portal. The package is extracted to the “plugins” folder 
in  the HS directory. After  restarting  the HS,  the  service  should be available  to  the HS and all web 
clients in the HS roster. To view the new service perspective, click on the “open perspective” button 































The  testing,  conclusion, and  future work are  revealed  in part  four.  It 
explains  the  accomplishments  of  the  thesis,  and  focus  on  future 
development to improve the service platform. Evaluation of cost is also 
revealed  in  this  part  in  order  to  show  the  behavior  of  the  service 
platform  in a real  life environment. Cost examples such as bandwidth 
and  time consumptions, cost  in NOK, and resource consumptions are 



























The  total  cost  of  log  in  and  access  a  HS,  look  at  the  available  services  and  then  log  out  is 
approximately 143 bytes. There are many variables to consider  if an exact cost of using the system 
should be achieved, but most of the variables are small enough to be neglected. I.e. the length of the 
JID  can have at maximum 3071 bytes  in  total  [85], but  the user only have access  to  change 1023 
bytes which indicate the username. Other examples are the size of the roster and available services, 
but in this context these sizes are small enough to neglect, as is the variable JID. 
















GPRS  115 30 ‐ 40 3,75 ‐ 5
EDGE  473 100 ‐ 130 12,5 ‐ 16,3
UMTS‐WCDMA1  2000 220 ‐ 320 27,5 ‐ 40

















Action  GPRS [sec]  EDGE [sec]  WCDMA [sec]  HSDPA [sec] 
Download web portal  34,5 ‐ 25,9 10,4 ‐ 7,9 4,7 ‐ 3,2 2,1 ‐ 0,9 
Log in  2,3 ‐ 1,7 0,7 ‐ 0,5 0,3 ‐ 0,2 0,1 ‐ <0,1 
Connect to a HS  0,8 ‐ 0,6 0,2 ‐ 0,2 <0,1 ‐ <0,1 <0,1 ‐ <0,1 
Quit  0,5 ‐ 0,4 0,2 ‐ 0,1 <0,1 ‐ <0,1 <0,1 ‐ <0,1 





EDGE  [147]  [148],  and  the  difference  in  time  consumed  decreases with more  than  two  hundred 
percent  to  about  11,3  seconds  at  most.  The  user  can  expect,  depending  on  the  technology, 





Many users  think of cost as an  important aspect when deciding  to buy a new device or  try a new 
technology or service. The cost estimated  in this section  is based on subscriptions with a fixed cost 
per megabyte  transferred, and no other  costs. To  give an  indication of  the  cost,  three of  the  top 





























Download web portal  0,13 0,65 1,55 
Log in  <0,01 0,04 0,10 
Connect to a HS  <0,01 0,02 0,04 
Quit  <0,01 0,01 0,02 




time  consumption and  cost, depending on  respectively  the  connection and  subscription  type. The 
previous sections have only estimated cost of basic  interactions with the web portal, and have not 
specified  any  costs  of  using  a  service  deployed  in  the  system.  The  next  chapter  estimates  the 
additional user cost and time consumption when using the search service.  
4.1.4 Cost, idle 
























































































  306  1 4 3,188  797,0
       0  1 4 3,018  754,5















































service.    This  is  also  shown  in  bandwidth  and  NOK  consumptions  in  Table  12  and   
Table 13. 
Table 12 ‐ Total cost, in time consumption, of using the search service 
Action  GPRS [sec]  EDGE [sec]  WCDMA [sec]  HSDPA [sec] 
Basic actions  38,1 ‐ 28,6 11,4 ‐ 8,8 5,2 ‐ 3,6 2,3 ‐ 1,0 
Search service  2,2 ‐ 1,6 0,6 ‐ 0,5 0,3 ‐ 0,2 0,1 ‐ 0,1 









Basic actions  0,14 0,72 1,72 
Search service  0,01 0,04 0,10 









parse all  the documents  into an  index.  It  takes  the  text content out of  the different  file  types and 
stores  it  in  the  index  for search purposes. This  index  is used when searching. This way  the original 
documents are not involved in the search itself. The size of the index is comparable to how much text 
is actually inside a document. Html documents for example, which contain mostly text, will generate 
an  index quite  large  compared  to  the  size of  the  files, while a Microsoft docx document,  like  this 
thesis which consist of some  images  in addition to  the text will generate a smaller  footprint  in the 
index. 
The major benefit of using an indexer is the search speed. The indexer runs through all the files only 
once.  When  the  index  is  made,  it  is  only  optimized  on  each  search.  The  optimization  process 
compares the UID “Unique  Identifier” of the  indexed files with the files  in the file system and skips 
















62MB  15MB  32 s  172 ms  187 ms  All kinds of documents 
62MB  2,6MB  30 s  157 ms  93 ms  docx files comparable to this 
report 
62MB  32MB  22 s  188 ms  281 ms  .html files only 
62MB  5,5 MB  73 s  172 ms  188 ms  .pdf files only 
 
The  time  taken  to  index  the  files depend on what kind of  files, how big and how many. Especially 









Microsoft Office  docx  files,  and  then  the  same  files  has  been  converted  into  Portable Document 
Format (PDF). As expected, the generated index is approximately the same size, as the text contents 
of  the  files  are  the  same  size.  The  indexing  and  search  also  take  close  to  the  same  time.  The 
somewhat difference in time, is too small to be significant with the few files that have been indexed 
here. Observations  are measured by  the Date  function  in  Java, which means  the  accuracy of  the 



















11MB  508 KB  6,9 s  125 ms  109 ms  DOCX documents 



















239 MB  23 KB  1,7 s  141 ms  94 ms  1 album of Mp3’s 
366 MB  32 KB  2,1 s  125 ms  78 ms  2 albums of Mp3’s 








hours  spent on  this  thesis have  consisted of  coding  and  researching  to  get  the prototype up  and 
running.  In other words  this  report  is only one  side of  the  thesis, an  important one; however  the 
development of the prototype has by far been the most time consuming event of this thesis. 
The authors’ knowledge of technologies such as Eclipse RCP, JavaScript, and XMPP was limited, and 
the  learning curve was very steep. Many hours have been spent getting  to know  the  technologies 
and study documentation/RFCs to acquire enough knowledge to make the prototype. 
















solutions  necessary  to  create  and  show  the  functionality  of  the  service  platform  has  been 
implemented. Others were  left  for  future work. The emphasis  throughout  the  thesis has been on 
providing the functionality needed to make a working prototype. 
4.3.1 Developing the core application 
The core part of the home application  is considered to be  in a beta stage. It  is quite functional, but 
still needs some more work before  it can be  left  in the hand of the regular user. Most notably, the 
GUI needs  some  refinement. A help  system  should be  in place and an automatic update  function 





likely  generate  a  separate  system  for  user  administration.  This would  give  full  flexibility when  it 
comes to billing and other forms of payment.  
4.3.3 Security 
The  XMPP  protocol, which  is  used  between  each  of  the  entities  in  this  system,  supports  robust 
security  through  Simple  Authentication  and  Security  Layer  (SASL)  with  the  external  mechanism, 
specified in RFC 4422 [150] and using TLS for channel encryption. Both the Smack library, used in the 
home application and  the Openfire XMPP server supports this security scheme; hence  it should be 
quite  possible  to  implement  strong  security  in  the  system.  To  encourage  the  use  of  secure 
communications,  the XMPP  standards  foundation XSF  runs an  intermediate  certification authority, 




During  the  early  stages  of  the  thesis,  an  SMS  gateway  solution was  discussed.  It was  considered 
interesting  to  be  able  to  search  or  manipulate  the  service  platform  by  the  use  of  simple  text 
messages from a mobile phone. Several solutions were discussed with two different architectures in 
mind. The  first solution was  to connect a GSM dongle  to  the home application, and use  this as an 
interface to send and receive text messages to the user. The user would have a separate subscription 
for the dongle and a private number on which it could be reached. The second solution would utilize 














developed as a plug‐in using  the modular  service platform. The  service platform and  the example 
service were tested using a PC with the search service on one side, and a mobile device using Opera 
Mobile 9.5 on the other. 
The  service  platform  does  not  limit  the  connectivity  to  a  single  network;  it  provides  a  path  to  a 
service  anywhere  in  the  world,  as  long  as  a  relationship  is  established.  The  users  access  the 




OSGi, enables dynamic activation of  services at  runtime and allows development of  services  to be 
created as plug‐ins. 



















The  last  part  of  the  report  consists  of  references  and  appendixes. 






































































































































































































































































































































To  understand  the  basics  of  creating  a  new  service  for  the  home  application  it  is  necessary  to 
understand  the  basic  anatomy  of  the  Eclipse  framework,  as  they  are  essentially  the  same.  As 
described  in earlier chapters, the home application  is built by using the basic building blocks of the 
Eclipse platform and provides the same  functionality to  its components. There are numerous good 
books  covering  the  creation  of  plug‐ins  for  Eclipse  [ref.  building  commercial  quality  plug‐ins  for 
eclipse]. The process of making plug‐ins  for  the home application  follows  the same guidelines and 
best practices as used when developing eclipse plug‐ins. The impact of using a readymade framework 











ins.  The  Home  Application  will  be  distributed  as  a  standalone  application.  The  structure  of  this 











The  following  example  is  demonstrated  to make  it  easier  for  a  plug‐in  developer  to  get  started. 
Previous experience with the Eclipse IDE is preferred. The following example is performed using the 
Sun  Java SE Runtime Environment “JRE 6”[ http://java.sun.com/javase/downloads/index.jsp];  JRE 5 
should also work but  is not  tested. The platform used  is  the “Eclipse  for RCP/Plug‐in Developers”, 
which  can be downloaded  from  the eclipse.org  [http://www.eclipse.org/downloads/] website. The 
current version is the Eclipse Ganymede SR2, (version 3.4.2). It is important to realize that since we 
are developing against  the eclipse platform  itself,  it  is not certain  this  tutorial will be valid  for any 
future release of eclipse, as it is an evolving platform. Even so, the basics are the same.  
6.1.1.4 Creating an example plug­in 
















Two  new  projects  should  now  be  available  in  your  Package  Explorer.  The  custom  libraries  are 
included  in  the  Referenced  Libraries  folders  of  each  project.  The  “API‐smack”  provides  XMPP 
communication functionality, while “no.telenor.hscore” is the base application. It is now possible to 
test run the hscore application without any services. Go  into the project folder, and double click on 
















step  is  to  create  a  new  plug‐in  which  ties  into  the  hscore  plug‐in,  contributing  to  its  GUI  and 




Create  a  name  for  the  new  project.  To  be  detected  as  a  service  in  the  hscore  application,  it  is 
important the new plug‐in conforms to the naming scheme for hscore services. The following  is an 
example  of  a  valid  naming  scheme;  “no.telenor.services.exampleservice”  The  three  first  names 
should  be  kept  static  throughout  all  plug‐ins, while  the  last  name  is  custom.  This  is  because  the 
hscore plug‐in keeps a  list of all plug‐ins conforming  to  this naming scheme and notifies  its clients 
about these services.  If the new plug‐in needs additional new plug‐ins to function, these should be 
given a name conforming to “no.telenor.services.newserviceexample.additionalplugin” These will not 
be  listed  as  services  to  the  clients  and  can be  used  for plug‐in  internal  functions. Make  sure  the 
Target Platform is set to the same as the eclipse you are running (currently 3.4) and click next. On the 











the Package Explorer the new project has popped up. The most  important file  in any plug‐in  is the 
plugin.xml file where most of the configuration tasks are executed; double clicking it will open it up 
on the Overview page.  






The  next  step  is  to  enable  the  new  plug‐in  to  extend  the  PacketHandler  extension  point made 
available by the no.telenor.hscore plug‐in. This will enable the new plug‐in to receive messages sent 















Next,  type  in a class name  for  the new class e.g. ExamplePacketHandler,  then click on  the “class:” 
link. This will produce a new  class wizard. All  the  fields are already made;  the  class name and  its 




As  seen,  the  class has  two  errors;  the  first one  is  solved by  clicking on  the  error  and  adding  the 
no.telenor.hscore.external  package  to  the  imported  packages  list, while  the  second  is  solved  by 
adding  the  unimplemented  method  “incommingPacket”  from  the  implemented  interface 
IPacketHandler defined in no.telenor.hscore.external package. In the below code, some simple print 




 public void incommingPacket(Document arg0, XMPPConnection arg1, Packet arg2) { 
  // TODO Auto-generated method stub 
  System.out.println("*************************************"); 
  System.out.println("ExamplePacketHandler was triggered"); 
  System.out.println("packet came from: "+arg2.getFrom()); 
  System.out.println("this user is: "+arg1.getUser()); 
  System.out.println("The packet content: "+arg2.toXML()); 
  System.out.println("*************************************"); 
 } 
The next step is to run this new plug‐in in the context of the hscore product configuration. To do this, 
go  to  the  Package  Explorer,  open  the  no.telenor.hscore  project  and  double  click  on  the 
no.telenor.hscore.product  file.  In an Eclipse RCP setting, a product  is a collection of plug‐ins which 
constitutes a running application. Go to the Configuration tab, here all the plug‐ins and features for 








Next, click  the Add Required Plug‐ins button. Notice how  the API‐smack plug‐in and more  than 30 
other  plug‐ins  were  added  automatically  because  the  two  plug‐ins  already  added  require  the 
presence of these secondary plug‐ins to operate. Now everything should be ready to do a first build 
and  run of  the application. Go  to  the overview  tab of  the no.telenor.hscore.product  file and  click 







The Hscore  plug‐in  uses  the  XMPP  communications  protocol  to  relay  information  between  users 
registered with the network server. The easiest way to debug and develop our own communications 
on  top of  this  is  to  install a simple XMPP chat client  to which we communicate when creating our 
new  plug‐in.  This  tutorial  uses  the  Open  Source  “Spark  IM  client”  version  2.5.8  from 




responsible  for  the  “Openfire” XMPP  server used  in  this  assignment. The  selection of  IM  client  is 
totally  irrelevant  to  the  task at hand; any XMPP compliant client will do  the  trick.  Install  it on  the 
developer computer before proceeding.  
The next task is to create a couple of users to use when communicating. In the started home server 
app, go  to  the “New Home Server”  tab and create a username and password  to use with  the new 
home server. This will be considered the “Admin” credentials later on when associating new users to 









user 2  to user 1 by  adding  it  to  the  roster, or  friends  list of user 1.  This way of  adding  a user  is 
somewhat different  from a  regular  IM application where user1  interactively accept  the new  friend 

















*                       ** Adding available services **                      * 
****************************************************************************** 
ExtensionPointLabel              : PacketHandler 
contributor name                 : no.telenor.services.exampleservice 
Service added to servicesList    : exampleservice 
***************************Finished adding services*************************** 
+++rosterUpdater 
new roster created:  
rosterCreator, sending rosterGUIupdate 











Once  logged  in, the hscore plug‐in  in the new application sends a message packet to the  logged on 













Now  that  the  communication  is  tested with  the  standard  functionality of  the hscore plug‐in,  let’s 
check how our new exampleservice works. Currently the only feedback programmed into the plug‐in 
is  to  the  eclipse  console.  This  will  trigger  once  it  receives  a  message  which  does  not  have  a 
<MessageType>Communication</MessageType> Notice that because no filters were specified in the 









******Connect's packetlistener has been triggered 
MessageXML:      <message id="WbYbe-24" to="user1@129.241.208.209/MRL" 
from="user2@129.241.208.209/spark" type="chat"><body>&lt;?xml 
version=&quot;1.0&quot;?&gt;&lt;Body&gt;&lt;MessageType&gt;BodusType&lt;/MessageTyp
e&gt;&lt;Payload&gt;This is a bogus 
packet&lt;/Payload&gt;&lt;/Body&gt;</body><thread>a2TEBU</thread><x 
xmlns="jabber:x:event"><offline/><composing/></x></message> 
Message Payload: <?xml 





ExamplePacketHandler was triggered 
packet came from: user2@129.241.208.209/spark 
this user is: user1@129.241.208.209/MRL 
The packet content: <message id="WbYbe-24" to="user1@129.241.208.209/MRL" 
from="user2@129.241.208.209/spark" type="chat"><body>&lt;?xml 
version=&quot;1.0&quot;?&gt;&lt;Body&gt;&lt;MessageType&gt;BodusType&lt;/MessageTyp









Having  the  communication  up  and  running,  stop  the  application  from  eclipse  and  let’s  send 
something back to the client. This is really easy at this point. Go back into the ExamplePacketHandler 
java class that was made earlier  in this tutorial. All the useful utilities  inside the hscore plug‐in has 
been arranged  in a separate package called external.  Inside  the  incommingPacket method,  type  in 
“no.telenor.hscore.external.”  and  press  Ctrl  +  spacebar  for  content  assist.  This  will  show  the 











the  incoming packet. The XMPPConnection  is also quite useful  for use  in  the new plug‐in  itself.  It 





of packet  is  received,  the plug‐in  sends  a bogus  reply back,  this  is not  a  very powerful  behavior. 
Because  the  incoming  packets  are  parsed  as  XML,  it  is  quite  possible  to  read  out  tags  from  the 














This  tutorial  has  shown  how  to  create  a  plug‐in  for  the  hscore  application  and  test  it  inside  the 





the bottom  right  there  is an Export area. Click on number  four,  the Export Wizard.  In  the pop‐up, 
choose a destination for your new plug‐in. Right now, choose a directory since we are going to use it 
right away  to  test  the plug‐in  functionality.  Later on,  it  is easier  to distribute  the plug‐in  in as an 



































its GUI components.  It would be a good  idea  to study  this area before  trying  to create compelling 
graphics for the new plug‐in. 
In  Eclipse,  each  application  has  an  arbitrary  number  of  Perspectives;  each  of  these  perspectives 
contains any number of Views and Editors, organized in a customizable fashion and with the option 










Alter  the  name  and  ID  of  the  new  perspective,  Clicking  on  the  “class*:”  link  will  create  a  new 















































• Windows XP 32 bit and Vista 64 bit OS has been used  in  the development, but should not 
have any impact. 
The code will be included in several setups, for simplicity and readability. 
• The  latest  version  of  all  the  java  projects  has  been  included  in  an  eclipse workspace  file 
structure. This should be used for code review and getting to know the code. 
• For  historic  purposes,  a  dump  of  the  SVN  repository  has  been  included.  This  repository 
includes all the commits to the project, from the start of the coding. The current projects are 
located  in  the  root directory, while old and deprecated projects are  located  in a  separate 
folder  in the repository. The repository dump can be accessed by following the  instructions 











configuration  file  for  the apache2  server,  the httpd.conf  file  is  included. With  this  file  it  should be 
easy  to  set up an apache2  server on any  Linux box,  copy  the httpd.conf  file  to  the  /etc/apache2/ 






The Debian package  for  the Openfire XMPP server has also been  included. The documentation  for 
installing and configuring this can be found at the Jive Software website. The standard configuration 
is  used.  For  scalability  issues,  the  external  database  should  be  used.  For  this  thesis,  the MySQL 
database in Ubuntu has been used. Just set up a standard database in Ubuntu first, then when doing 
the installation of Openfire, give the database parameters and it will fix the rest. 
The  network  server  has  consisted  of  a  computer with Ubuntu  server  8.10, with Ubuntu‐desktop‐
gnome window manager. The GUI has been useful because the network server has been running the 
NSclient, and this has been made with a GUI from Eclipse RCP.  
The NS client has been  included  in the SVN repository which can be found  in the home Application 
directory. 
 
 
 
 
