Objektumok detektálása utcai környezetről LIDAR-ral készített 3D-s pontfelhőn by Léránt, András
           
Eötvös  Loránd  Tudományegyetem 
Informatikai  Kar 











Objektumok  detektálása  utcai  környezetről 
  LIDAR-ral  készített  3D-s  pontfelhőn 
 
 
Dr.  Hajder  Levente 
egyetemi  docens 
Léránt  Mátyás 





















































1.  BEVEZETÉS 1. 
2.  FELHASZNÁLÓI  DOKUMENTÁCIÓ 
2.1.  Megoldott  probléma  rövid  megfogalmazása 
Ϯ.ϭ.ϭ  Bejövő  adatok  kezelése 
Ϯ.ϭ.Ϯ.  Talaj  levágás 
Ϯ.ϭ.ϯ.  OĐĐupaŶĐǇ  grid  elkészítése 
Ϯ.ϭ.ϰ.  Oďjektuŵok  észlelése 
Ϯ.ϭ.ϱ.  Oďjektuŵok  körülhatárolása 
Ϯ.ϭ.ϲ.  Oďjektuŵok  klasszifikálása 
2.2.  Felhasznált  módszerek  rövid  megfogalmazása 
Ϯ.Ϯ.Ϭ.  A  grafikus  proĐesszorral  való  dolgozás  előkészítése 
Ϯ.Ϯ.ϭ.  Adatok  ďeolvasása 
Ϯ.Ϯ.Ϯ.  Talaj  levágás 
         Ϯ.Ϯ.Ϯ.ϭ.  Talaj  síkjáŶak  ŵeghatározása  roďusztus  ŵódszerrel 
         Ϯ.Ϯ.Ϯ.Ϯ.  Talaj  levágás  legkiseďď  ŶégǇzetek  ŵódszerével 
         Ϯ.Ϯ.Ϯ.ϯ.  Talaj  levágás  fiǆ  érték  levoŶásával 
Ϯ.Ϯ.ϯ.  OĐĐupaŶĐǇ  grid  elkészítése 
Ϯ.Ϯ.ϰ.  Oďjektuŵok  észlelése 
         Ϯ.Ϯ.ϰ.ϭ.  A  ͞ kép͟  elŵosása 
         Ϯ.Ϯ.ϰ.Ϯ.  “ajátosságok  detektálása 
         Ϯ.Ϯ.ϰ.ϯ.  Oďjektuŵok  ŵegjelölése 
         Ϯ.Ϯ.ϰ.ϰ.  Oďjektuŵok  elkészítése 
         Ϯ.Ϯ.ϰ.ϱ.  Neŵ  az  oďjektuŵokhoz  tartozó  poŶtok  eltárolása 
Ϯ.Ϯ.ϱ.  Oďjektuŵok  körülhatárolása  és  klasszifikálása 





























3.  FEJLESZTŐI  DOKUMENTÁCIÓ 
3.1.  A  probléma  részletes  specifikációja 
3.2.  A  felhasznált  módszerek  részletes  leírása 
ϯ.Ϯ.Ϭ.  A  grafikus  proĐesszorral  való  dolgozás  előkészítése 
ϯ.Ϯ.ϭ.  Adatok  ďeolvasása 
ϯ.Ϯ.Ϯ.  Talaj  levágás 
         ϯ.Ϯ.Ϯ.ϭ.  Talaj  síkjáŶak  ŵeghatározása  roďusztus  ŵódszerrel 
         ϯ.Ϯ.Ϯ.Ϯ.  Talaj  levágás  legkiseďď  ŶégǇzetek  ŵódszerével 
         ϯ.Ϯ.Ϯ.ϯ.  Talaj  levágás  fiǆ  érték  levoŶásával 
ϯ.Ϯ.ϯ.  OĐĐupaŶĐǇ  grid  elkészítése 
ϯ.Ϯ.ϰ.  Oďjektuŵok  észlelése 
         ϯ.Ϯ.ϰ.ϭ.  A  ͞ kép͟  elŵosása 
         ϯ.Ϯ.ϰ.Ϯ.  “ajátosságok  detektálása 
         ϯ.Ϯ.ϰ.ϯ.  Oďjektuŵok  ŵegjelölése 
         ϯ.Ϯ.ϰ.ϰ.  Oďjektuŵok  elkészítése 
         ϯ.Ϯ.ϰ.ϱ.  Neŵ  az  oďjektuŵokhoz  tartozó  poŶtok  eltárolása 
ϯ.Ϯ.ϱ.  Oďjektuŵok  körülhatárolása  és  klasszifikálása 
3.3.  A  program  logikai  és  fizikai  szerkezetének  leírása 
ϯ.ϯ.ϭ.  Az  NVIDIA  Thrust  köŶǇvtáráŶak  rövid  isŵertetése 
ϯ.ϯ.Ϯ.  A  ŵegoldás  fő  részeit  tartalŵazó  fájl  isŵertetése 
ϯ.ϯ.ϯ.  A  thrust  függvéŶǇeihez  elkészíteƩ  struktúrák 
ϯ.ϯ.ϰ.  A  fájlďól  való  ďeolvasás  és  kiírás  ŵegvalósítása 
ϯ.ϯ.ϱ.  A  végrehajtási  idő  ŵérése 
ϯ.ϯ.ϲ.  A  prograŵot  fuƩató  körŶǇezet 
3.4.  Tesztelési  terv  és  a  tesztelés  eredményei 
ϯ.ϰ.ϭ.  Oďjektuŵ  észlelés  vizsgálata 




























4.  BEFEJEZÉS 72. 
5.  Irodalomjegyzék 73. 
 
1.  BEVEZETÉS 
 
JeleŶleg az autóipar egǇik legfőďď törekvése az öŶvezető autók ďevezetése. EzeŶ           
járŵűvek ŵűködéséhez eleŶgedhetetleŶül szükséges, hogǇ az autók felisŵerjék a         
körŶǇezetüket,  tájékozódŶi  tudjaŶak  aďďaŶ. 
A körŶǇezet felisŵeréséŶek fejlesztése jeleŶleg töďď eszköz felhaszŶálásával zajlik, ezek          
egǇike a LIDAR ;͞Light DeteĐƟoŶ aŶd RaŶgiŶg ,͟ ŵagǇarul lézer alapú távérzékelésŶek           
szokták  fordítaŶiͿ. 
“zakdolgozatoŵ Đélja, hogǇ egǇ autóra szerelt LIDAR ďereŶdezés segítségével készíteƩ          
poŶthalŵazoŶ oďjektuŵokat ;pl. talaj, falak, autókͿ isŵerjek fel. A ŵegoldáshoz olǇaŶ           
algoritŵusokat kell felhaszŶálŶi, ŵelǇek a későďďiekďeŶ esetlegeseŶ valós idejűvé         
fejleszthetőek. 
A LIDAR segítségével a körŶǇezetről egǇ poŶƞelhő reprezeŶtáĐió készíthető. EzeŶ          
poŶthalŵazt úgǇ lehet elképzelŶi, ŵiŶtha a LIDAR leŶŶe a hároŵdiŵeŶziós          
DesĐartes-koordiŶátareŶdszer középpoŶtja, ŵajd az iŶŶeŶ látszó oďjektuŵok felszíŶéŶ        
ŶeŵdeterŵiŶiszƟkusaŶ elhelǇezkedő poŶtokďól állŶa. EzeŶ a poŶƞelhőŶ kell        
oďjektuŵokat  detektálŶi,  ŵajd  azok  ơpusát  ŵeghatározŶi. 
A  dolgozatďaŶ  ďeŵutatoƩ  algoritŵusok  a  következő  feladatokat  oldják  ŵeg: 
- A talajt képező poŶtok azoŶosítása, ŵajd eliŵiŶálása a poŶthalŵazďól, a          
későďďi  gǇorsaďď  és  poŶtosaďď  száŵítások  érdekéďeŶ. 
- A hároŵdiŵeŶziós poŶƞelhő egǇ szeletéŶek egǇ kétdiŵeŶziós foglaltsági ráĐsra         
;a továďďiakďaŶ: oĐĐupaŶĐǇ gridͿ való veơtése, ŵelǇŶek Đellái aŶŶak         
függvéŶǇéďeŶ tartalŵazŶak egǇ-egǇ értéket, hogǇ háŶǇ poŶt esik a területükre          
a  hároŵdiŵeŶziós  tér  vízsziŶtes  síkďa  törtéŶő  veơtésekor.  
- Az oĐĐupaŶĐǇ grid segítségével azoŶ poŶtok ĐsoportjaiŶak ŵeghatározása,        
ŵelǇek  egǇďefüggő  oďjektuŵokat  alkotŶak. 
- A keletkezeƩ oďjektuŵok köré ďefoglaló doďoz illesztése, ŵajd eŶŶek         
segítségével  az  oďjektuŵ  ơpusáŶak  ŵeghatározása. 
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A száŵítási seďesség Ŷövelése érdekéďeŶ ŵost a körŶǇező világŶak Đsak egǇ részére            
fuƩatoŵ  le  az  algoritŵusokat. 
A proďléŵa ŵegoldásához az NVIDIA Thrust Ŷevű köŶǇvtáráŶak segítségét is igéŶǇďe           
veƩeŵ, ŵellǇel C++ ŶǇelveŶ, CUDA-Ŷ párhuzaŵosaŶ fuƩatható kód írható, ŵelǇ utóďďi           
eleŶgedhetetleŶ  a  valós  idejű  futás  szeŵpoŶtjáďól. 
JeleŶ szakdolgozat készítése soráŶ a ďeŵutatoƩ algoritŵusok futási eredŵéŶǇeit egǇ          
IŶtel Core iϱ-ϳϮϬϬ ;Ϯ.ϱGHzͿ proĐesszort és egǇ NVIDIA GeForĐe GTX ϵϱϬM ;ϰGB VRAMͿ             
ơpusú, ϲϰϬ CUDA ŵaggal reŶdelkező videókártǇát tartalŵazó száŵítógépet        
haszŶáltaŵ.  Az  isŵerteteƩ  futási  idők  ŵiŶd  erre  az  arĐhitektúrára  voŶatkozŶak. 
Az iŵéŶt eŵlíteƩ száŵítógép teljesítŵéŶǇe ŶagǇságreŶdekďeŶ kiseďď a jeleŶleg az          
iparďaŶ  haszŶált  száŵítógépekéŶél. 
A  ŵegvalósítást  a  ŵellékelt  DVD-Ŷ  egǇ  töŵöríteƩ  álloŵáŶǇďaŶ  helǇezteŵ  el. 
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2.  FELHASZNÁLÓI  DOKUMENTÁCIÓ 
 
2.1.  Megoldott  probléma  rövid  megfogalmazása 
 
A ŵegvalósítoƩ algoritŵusok Đélja olǇaŶ ŵódszerek ŵegadása, ŵelǇekkel egǇ         
ďeŵeŶeƟ poŶthalŵazoŶ oďjektuŵok észlelhetők és azoŶosíthatók. Első lépéskéŶt a         
ďejövő adatokat kell eltárolŶi. Ez utáŶ a ŵeŵóriáďaŶ egǇ kétdiŵeŶziós képet készítüŶk            
a vizsgált tér ŵegfelelő részéről ;a továďďiakďaŶ: oĐĐupaŶĐǇ gridͿ. EzeŶ a képeŶ tuduŶk             
- ŵegfelelő képeleŵzési eljárások segítségével - egǇďefüggő oďjektuŵokat detektálŶi.         
Az ígǇ ŵeghatározoƩ oďjektuŵok köré ďefoglaló test írható, ŵelǇ végül az oďjektuŵok            
ơpusáŶak  ŵeghatározásáďaŶ  is  segítségüŶkre  lesz. 
ÍgǇ  a  ŵegoldaŶdó  feladat  az  aláďďi  részfeladatokra  ďoŵlik  fel: 
- Bejövő  adatok  kezelése 
- Talajlevágás 
- OĐĐupaŶĐǇ  grid  elkészítése 
- Oďjektuŵok  észlelése 
- Oďjektuŵok  körülhatárolása 
- Oďjektuŵok  klasszifikálása 
A  felhaszŶált  ŵódszerek  alapját  az  [ϭ]  hivatkozás  képezi. 
 
2.1.1.  Bejövő  adatok  kezelése 
A LIDAR Ŷevű eszköz úgǇ készít adatokat, hogǇ a ŶézőpoŶt ŵiŶt középpoŶt körül a              
vízsziŶtes sík ŵeŶtéŶ körďefordulva az eszköz kaŵerája rögzíƟ, ŵagától ŵilǇeŶ          
távolságra levő poŶtokďaŶ lát szilárd felszíŶt. A szerkezet által készíteƩ fájlok ŵiŶdig            
egǇ-egǇ teljes körďefordulás eredŵéŶǇét tárolják, ezért az algoritŵusokat egǇŵás utáŶ          
sorďaŶ  ezekre  a  fájlokra  fuƩatoŵ  le. 
A poŶthalŵazŶak a körŶǇezet ŵérésekor keletkező hiďáit ŵost Ŷeŵ tudjuk észlelŶi,           
javítaŶi,  ehhez  egǇéď  ďejövő  adatokra  leŶŶe  szükségüŶk  ;ld.  Ǉaǁ,  roll,  pitĐh,  gǇorsulásͿ. 
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2.1.2.  Talajlevágás 
A talajlevágás feladata, hogǇ a ďejövő poŶthalŵaz azoŶ eleŵeitől ŵegszaďaduljuŶk,          
ŵelǇek a valóságďaŶ a talajt képezik, ígǇ elősegítve a továďďiakďaŶ a gǇorsaďď            
száŵolást  és  az  oďjektuŵok  egǇŵástól  való  elkülöŶítését. 
E lépés soráŶ egǇéď haszŶos iŶforŵáĐiót is szerezhetüŶk, ŵelǇet a későďďiekďeŶ lehet            
felhaszŶálŶi. Például az épület falak a síkra ŵerőlegesek, ez a feltétel pedig            
ĐsökkeŶtheƟ a száŵítás igéŶǇt - haďár ezt a tulajdoŶságot Ŷeŵ haszŶáltaŵ fel a             
ŵegvalósítoƩ  algoritŵusokďaŶ. 
 
2.1.3.  Occupancy  grid  elkészítése 
MiutáŶ ŵegszaďadultuŶk a száŵuŶkra fölösleges poŶtoktól, elkészíthetjük az adoƩ         
térrész képét az oĐĐupaŶĐǇ grid-ďeŶ. Az oĐĐupaŶĐǇ grid Đellákďól ;ŵiŶt fekete-fehér           
piǆelekďőlͿ  áll.  KezdetďeŶ  ŵiŶdeŶ  Đella  értéke  Ϭ. 
A ďeŵutatoƩ algoritŵus a poŶthalŵaz összes eleŵét hozzáreŶdeli egǇ-egǇ Đellához -           
ŵiŶtha leveơteŶé a poŶthalŵazt hároŵdiŵeŶzióďaŶ egǇ síkra. Az ígǇ keletkező          
száŵossági értékekkel - háŶǇ poŶt veơteƩ képe esik egǇ-egǇ Đellára - frissítjük a Đellák              
értékeit. 
 
2.1.4.  Objektumok  észlelése 
Az oĐĐupaŶĐǇ grid-eŶ tárolt kétdiŵeŶziós képeŶ ŵegfelelő képfeldolgozási        
algoritŵusok  segítségével  észleljük  az  egǇďe  tartozó  poŶtokat. 
Az algoritŵus ŵűködéséŶek az képezi az alapját, hogǇ haďár hároŵdiŵeŶzióďaŶ a           
poŶtok az összes töďďi poŶƩól legaláďď egǇ adoƩ távolságra helǇezkedŶek el ;ezt a             
LIDAR ďiztosítjaͿ, a leveơtés utáŶ ŵegszűŶik ez az állítás, az oďjektuŵok helǇéŶ            
͞töŵörülŶek͟  a  poŶtok,  ŶagǇoďďak  a  Đellák  értékei,  ŵiŶt  ŵáshol. 
Ezeket a ͞töŵörüléseket͟ észlelve ŵeghatározhatjuk a körŶǇezetďeli oďjektuŵokat, a         
poŶtjaikkal  reprezeŶtálva. 
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2.1.5.  Objektumok  körülhatárolása 
Az előző lépésďeŶ ŵeghatározoƩ egǇďefüggő oďjektuŵok köré egǇ, a vízsziŶtes síkkal           
párhuzaŵos ͞aljú͟ és ͞tetejű͟ ďouŶdiŶg ďoǆ-ot illesztüŶk, ŵelǇ aszeriŶt vaŶ elforgatva,           
ŵilǇeŶ  iráŶǇultságú  az  oďjektuŵuŶk. 
 
2.1.6.  Objektumok  klasszifikálása 
Az oďjektuŵokat körülhatároló ďouŶdiŶg ďoǆ oldal hosszaiŶak függvéŶǇéďeŶ        
ŵegƟppelhetjük, ŵilǇeŶ ơpusú az adoƩ oďjektuŵ ;házfal, gǇalogos, autó, stď.Ϳ, viszoŶt           
ez  Đsak  egǇ  közelítő  ŵódszer  a  proďléŵa  ŵegoldására. 
EzeŶ a téreŶ száŵoƩevő javulás leŶŶe elérhető egǇ úŶ. “VM ;“upport VeĐtor MaĐhiŶeͿ             
iŵpleŵeŶtálásával, viszoŶt eŶŶek ͞ďetaŶításához͟ a reŶdelkezésre álló adatŵeŶŶǇiség        




2.2.  Felhasznált  módszerek  rövid  megfogalmazása 
 
A  feŶteďď  eŵlíteƩ  ŵódszerek  ŵegvalósítása  a  következő  főďď  tevékeŶǇségekre  ďoŵlik: 
- Előkészítjük  a  kapĐsolatot  a  grafikus  proĐesszorral. 
- Beolvassuk  a  fájlokďa  leŵeŶteƩ  adatokat  a  ŵegfelelő  adaƩárolókďa. 
- Meghatározzuk, a valóságďaŶ ŵelǇ poŶtok tartozhaƩak a talajhoz, ŵajd         
eliŵiŶáljuk  ezeket. 
- Elkészítjük  a  vizsgált  térrész  képét  az  oĐĐupaŶĐǇ  grid-ďeŶ. 
- Az oĐĐupaŶĐǇ grid segítségével ŵeghatározzuk azoŶ poŶt Đsoportokat, ŵelǇek         
egǇ-egǇ  egǇďefüggő  oďjektuŵhoz  tartozŶak. 
- A ŵeghatározoƩ poŶtokďól álló oďjektuŵok köré egǇ ďouŶdiŶg ďoǆ-ot         
illesztüŶk, ŵajd eŶŶek oldalhosszaiŶak segítségével ŵeghatározzuk az       
oďjektuŵ  ơpusát. 
 
2.2.0.  A  grafikus  processzorral  való  dolgozás  elĘkészítése 
A videókártǇa CUDA plaƞorŵjáŶ törtéŶő száŵítások előƩ haszŶos a CUDA felé           
elküldeŶi egǇ kevés adatot ͞ďeŵelegítés jelleggel ,͟ ŵivel adoƩ prograŵ első hívásáŶak           
végrehajtása  ŵiŶdig  töďď  időt  vesz  igéŶǇďe,  ŵiŶt  az  azt  követők. 
Azért tesszük ezt ŵeg a ŵuŶka ŵegkezdése előƩ, ŵert Ŷeŵ szeretŶéŶk, ha az első              
lefutás  lassaŶ  törtéŶŶe. 
 
2.2.1.  Adatok  beolvasása 
A poŶthalŵazokat tartalŵazó fájlokat egǇŵás utáŶ sorďaŶ olvassuk ďe, hajtjuk végre           
rajtuk  a  száŵításokat. 
 
2.2.2.  Talajlevágás 
Az oďjektuŵok észleléséŶek első lépésekéŶt a talajt reprezeŶtáló poŶtokat szeretŶéŶk          
detektálŶi, hogǇ a továďďi száŵításokďaŶ ezeŶ poŶtokat figǇelŵeŶ kívül hagǇhassuk,          
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illetve a hozzájuk kapĐsolódó adatokat esetlegeseŶ felhaszŶáljuk egǇéď proďléŵák         
ŵegoldására,  vagǇ  ŵegoldásáŶak  köŶŶǇítésére,  gǇorsítására. 
EŶŶek  a  lépésŶek  hároŵ  lehetséges  ŵegoldását  vázoloŵ  fel: 
ϭ. Talajlevágás  roďusztus  ŵódszerrel 
Ϯ. Talajlevágás  legkiseďď  ŶégǇzetek  ŵódszerével 
ϯ. Talajlevágás  fiǆ  érték  levoŶásával 
Az első két ŵódszer esetéŶ egǇ-egǇ síkot keresüŶk a hároŵdiŵeŶziós térďeŶ, ŵajd            
pedig eŶŶek a síkŶak a körŶǇezetéďeŶ, illetve az alaƩa elhelǇezkedő poŶtokat           
szeretŶéŶk  eliŵiŶálŶi. 
Az első két ŵódszer sokkal időigéŶǇeseďď a harŵadikŶál, ŵivel ezekŶél a levágást az             
oĐĐupaŶĐǇ grid feltöltése előƩ hajtjuk végre, ŵíg az utolsóŶál Đsak utáŶa - ígǇ az              
oĐĐupaŶĐǇ grid feltöltése keveseďď poŶƩal törtéŶik; továďďá az első keƩő ŵódszer           
száŵítás  igéŶǇe  is  jeleŶtőseŶ  ŶagǇoďď  az  utolsóéŶál. 
A roďusztus és a fiǆ érték levoŶása ŵódszerek jól párhuzaŵosíthatók, ŵíg a legkiseďď             
ŶégǇzetek  ŵódszere  Đsak  gǇeŶgéŶ  az. 
Az első keƩő ŵódszerŶek a harŵadikkal szeŵďeŶi továďďi ŶagǇ előŶǇe, hogǇ Ŷeŵ            
ĐsökkeŶƟ az oĐĐupaŶĐǇ grid-eŶ az azoŶosítaŶdó oďjektuŵokat ŵeghatározó Đellák         
értékét ;͞erősségét͟Ϳ, illetve a velük ŵegkapoƩ síkot későďď fel lehet haszŶálŶi ;pl.:            
falak  detektálásaͿ. 
 
2.0.1.)  Talajlevágás  egy  sík-  (piros  vonal),  illetve  a  sík  környezetének  felső  határa  (kék 
szaggatott  vonal)  alatt. 
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2.0.2.)  Talajlevágás  fix  érték  levonásával.  Fekete  számokkal  vannak  jelölve  az  eredeti 
számosságok,  pirossal  a  levágás  utáni  számosságok  adott  oszlopra  nézve. 
Jelen  esetben  3  a  levágási  érték. 
 
2.2.2.1.  Talaj  síkjának  meghatározása  robusztus  módszerrel 
A roďusztus ŵódszerek léŶǇege, hogǇ véletleŶszerűeŶ geŶeráluŶk eseteket, ezeŶ         
esetek ;végesͿ sorozatáďól pedig egǇ adoƩ kiértékelő függvéŶǇŶek ŵegfelelőeŶ a          
legjoďďat  választjuk  ki.  JeleŶ  esetďeŶ  egǇ  sík  egǇeŶletét  keressük. 
A ŵódszer ŵegvalósítását iteráĐióďa szervezzük, ŵelǇŶek ŵegállási feltétele, hogǇ az          
előre ŵegadoƩ száŵú iteráĐiós lépés óta Ŷe találjoŶ a prograŵ az addigi legjoďďŶál             
joďď ŵegoldást. MiŶdeŶ iteráĐiós lépésďeŶ véletleŶszerűeŶ kiválasztuŶk hároŵ        
poŶtot, ezekre egǇ síkot illesztüŶk, ŵajd erre a síkra ŵegszáŵoljuk, hogǇ egǇ előre             
ŵegadoƩ értékŶél háŶǇ poŶt esik közeleďď hozzá. AŶŶál joďď egǇ sík, ŵiŶél ŶagǇoďď             
ezeŶ  hozzá  tartozó  száŵosság. 
A roďusztus ŵódszer hátráŶǇa, hogǇ Ŷeŵ garaŶtál opƟŵális ŵegoldást, illetve ŵagas           
futási  idővel  is  reŶdelkezik,   elleŶďeŶ  köŶŶǇű  a  ŵegvalósítása. 
Ahhoz, hogǇ a roďusztus ŵódszer valószíŶűsíthetőleg jó ŵegoldást találjoŶ, ďizoŶǇos          
ŵeŶŶǇiségű futás száŵra leŶŶe szükség, az iŶlierek ;adoƩ feltételŶek - például síkhoz            
elég közel eső poŶtok - ŵegfelelő poŶtokͿ és outlierek ;az összes poŶt aŵi Ŷeŵ iŶlierͿ               
száŵáŶak függvéŶǇéďeŶ, viszoŶt jeleŶ esetďeŶ - ŶagǇoŶ sok poŶtról vaŶ szó - ez Ŷeŵ              
lehetséges  várható  időŶ  ďelül.  EŵiaƩ  haszŶáltuk  a  feŶteďď  leírt  ŵegállási  feltételt. 
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2.1.)  A  robusztus  módszer  által  előállított  három  véletlen  pozíciójú  sík.  Mivel  a  kék  sík 
környezetében  található  a  legtöbb  pont  (11  db),  ezért  az  ez  alatt  a  sík  alatti 
pontokat  vágjuk  le. 
 
2.2.2.2.  Talajlevágás  legkisebb  négyzetek  módszerével 
A legkiseďď ŶégǇzetek ŵódszerével azt a síkot keressük, ŵelǇŶek a poŶthalŵazďaŶ           
szereplő  poŶtoktól  veƩ  valódi  távolsága  a  legkiseďď. 
A feladat az adoƩ feltételekŶek ŵegfelelő opƟŵális ŵegoldást garaŶtál, viszoŶt a           
feltétel Ŷeŵ a talaj síkjáŶak ŵegtalálása - Đsak ŶégǇzeteseŶ legjoďďaŶ illeszkedő sík            
ŵegtalálása - , ezért elképzelhető olǇaŶ eset, ŵikor a ŵegvalósítoƩ algoritŵus           
poŶtatlaŶ  ŵegoldást  ad. 
A ŵódszer ŵegvalósítása soráŶ egǇ egǇeŶletreŶdszert olduŶk ŵeg, ŵelǇŶek alapját a           
sík  és  poŶt  valódi  távolságát  leíró  egǇeŶlet  képezi. 
Ezt  az  egǇeŶletreŶdszert  ŵiŶiŵalizáljuk  -  pár  későďď  tárgǇalt  feltétel  ŵelleƩ. 
A  proďléŵa  ŵegoldása  az  ígǇ  előálló  sík  egǇeŶlete. 
A ŵegoldó algoritŵust Đsak ŵiŶdeŶ ötödik futásŶál hajtjuk végre - a sík            
kiszáŵolásáŶak az idő igéŶǇe észrevehető ŵértékďeŶ Ŷöveli a prograŵ futási idejét,           




2.2.)  A  négyzetesen  legjobban  közelítő  egyenes  kétdimenzióban  szemléltetve  -  a  pontok  és  az 
egyenes  valódi  távolsága  szerint.  (Az  ábrán  látható  piros  egyenesre  merőlegesek  a  kék 
szakaszok.)  A  sík  illesztése  a  háromdimenziós  ponthalmazra  hasonló  módon  történik 
 
2.2.2.3.  Talajlevágás  fix  érték  levonásával 
A hároŵ ďeŵutatoƩ ŵódszer közül ez a legköŶǇeďďeŶ iŵpleŵeŶtálható: AŵiŶt          
elkészült az oĐĐupaŶĐǇ grid, az összes ĐellájáŶak értékét ĐsökkeŶtjük egǇ fiǆ értékkel ;és             
az  ígǇ  kapoƩ  érték  és  a  Ŷulla  közül  a  ŶagǇoďď  lesz  a  Đellához  tartozó  új  értékͿ. 
Az első két ŵódszer helǇeƩ eŶŶek a ŵódszerŶek a haszŶálata viszoŶt lassíthatja az             
oĐĐupaŶĐǇ grid elkészítését, ŵivel ígǇ töďď poŶtot kell aďďa ďeleteŶŶüŶk - ďár ez a              
lassulás  Ŷeŵ  száŵoƩevő. 
Továďďá hátráŶǇa ŵég, hogǇ túl ŶagǇ érték levoŶásáŶál sérülhet az egǇďefüggő           










2.2.5.  Objektumok  körülhatárolása  és  klasszifikálása 
MiutáŶ ŵeghatároztuk az oďjektuŵokhoz tartozó poŶthalŵazokat, azok köré        
elkészíthetők a ďefoglaló oďjektuŵok - ez töďď lépésďeŶ törtéŶik. Először az oďjektuŵ            
vízsziŶtes síkra veơteƩ poŶtjaiŶak iráŶǇultságát határozzuk ŵeg, ŵajd az oďjektuŵ          
poŶtjaiŶ az iráŶǇultságáŶak ŵegfelelőeŶ elforgatoƩ ;kétdiŵeŶziósͿ      
koordiŶátareŶdszerďeŶ keresüŶk az ǆ- és Ǉ-teŶgelǇek ŵeŶtéŶ ŵiŶiŵuŵot, illetve         
ŵaǆiŵuŵot. EzeŶ értékek egǇértelŵűeŶ ŵeghatározzák a körülíró doďoz ;ďouŶdiŶg         
ďoǆͿ alapját. A ďouŶdiŶg ďoǆ ŵagasságát a z-teŶgelǇ ŵeŶtéŶ törtéŶő ŵiŶiŵuŵ- illetve            
ŵaǆiŵuŵ  kereséssel  határozzuk  ŵeg. 
Az első lépést kéƞéle ŵódoŶ is kivitelezteŵ: Ellipszis illesztéssel, illetve a száŵítógépes            
látás  köréďeŶ  elterjedteŶ  haszŶált  kovariaŶĐia  ŵátriǆ  haszŶálatával. 
A ŵódszer - későďď tárgǇalt okokďól - Ŷeŵ ďiztosít legjoďďaŶ illeszkedő, azaz ŵiŶiŵális             
területű  ďouŶdiŶg  ďoǆ-ot. 
Az  oďjektuŵokat  az  ígǇ  kapoƩ  ďefoglaló  oďjektuŵuk  szeriŶt  osztálǇozzuk. 
 
5.)  A  detektált  objektumok  köré  bounding  box-okat  készítünk 
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Ϯ.ϯ.  A  prograŵ  haszŶálatához  szükséges  iŶforŵáĐiók 
 
A  prograŵ  haszŶálatához  szükséges: 
- WiŶdoǁs  ϭϬ  ajáŶloƩ 
- CUDA  egǇséggel  reŶdelkező,  CUDA  ϴ.Ϭ-ás  verzióval  koŵpaƟďilis  videókártǇa 
- Az  NVIDIA  által  kiadoƩ  CUDA  Toolkit  Ŷevű  köŶǇvtár  ŵegléte 
- Az  NVIDIA  által  kiadoƩ  Thrust  Ŷevű  köŶǇvtár  ŵegléte 
- A  Đsatolt  DVD-Ŷ  is  ŵellékelt  OGLPaĐk  és  O“GPaĐk  álloŵáŶǇok 
- MiĐrosoŌ Visual “tudio ;legaláďď ϮϬϭϱ-ös verzió, ͞vϭϰϬ͟-es Plaƞorŵ Toolset         
ajáŶloƩͿ 
Első  üzeŵďe  helǇezés: 
- A  “szakdolgozat.zip”  álloŵáŶǇt  ki  kell  ďoŶtaŶi. 
- A kiďoŶtoƩ álloŵáŶǇokat ; “szakdolgozat” ,  “OGLPack” ,  “OSGPack” Ϳ a       
͞ C:\ ͟ ŵeghajtóŶ  kell  elhelǇezŶi,  külöŶďeŶ  a  prograŵ  Ŷeŵ  fog  ŵűködŶi. 
- A ͞ C:\ ͟ ŵeghajtót el kell ŶevezŶi ͞ T:\ ͟ ŵeghajtóŶak. ;pl. a paraŶĐssorďaŶ           
kiadoƩ  ͞ suďst  t:  Đ:\͟  paraŶĐĐsalͿ. 
A  prograŵ  haszŶálata: 
- A  Visual  “tudio-ďaŶ  ez  utáŶ  ŵár  fuƩatható  a  fuƩató  körŶǇezet. 
- A  prograŵ  által  készíteƩ  fájlok  a  következő  helǇekeŶ  találhatók: 
- “szakdolgozat\results\bounding_boxes\” :  a  ďefoglaló  testek 
- “szakdolgozat\results\outputs\” :  a  szíŶezeƩ  poŶƞelhő 
- “szakdolgozat\results\rendered_images\” :  az  elkészíteƩ  képek 
- “szakdolgozat\results\times\” :  a  ŵért  idők 
AŵeŶŶǇiďeŶ a fő tartalŵazó ŵappa ; “szakdolgozat” ŵappaͿ Ŷeŵ a  “C:\” ŵeghajtóŶ           
található, a fuƩatáshoz át kell írŶi a ŵegfelelő helǇekeŶ az elérési utakat ;a  “main.cu” ,              
“my_io.hpp”  és  a  “MyApp.cpp”  fájlokďaŶͿ. 
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3.  FEJLESZTŐI  DOKUMENTÁCIÓ 
 
3.1.  A  probléma  részletes  specifikációja 
 
AdoƩ egǇ ϯD-s poŶtokat koordiŶátáikkal tartalŵazó fájlok sorozata, ŵelǇeket LIDAR          
ďereŶdezés készíteƩ - ŵásodperĐeŶkéŶt ϱ - ϮϬ daraďot, ďeállítástól függőeŶ, ígǇ a valós             
idejű ŵűködéshez legfeljeďď Ϭ.Ϯ - Ϭ.Ϭϱ ŵásodperĐig tarthat ŵiŶdeŶ egǇes ilǇeŶ fájl            
feldolgozása. 
;Valós alkalŵazás esetéŶ Ŷeŵ leŶŶe feltétleŶül szükséges az adatok fájlďa írása, rögtöŶ            
az  alkalŵazás  által  is  elérhető  ŵeŵória  területre  lehetŶe  írŶi.Ϳ 
A ďeolvasoƩ fájlok reŶdre a  “/data/0.xyz”, “/data/1.xyz”,  stď. fájlokďaŶ találhatók. Az           
ígǇ kapoƩ poŶthalŵazok eleŵeiŶek sorreŶdje ŶagǇoŶ kevés iŶforŵáĐió tartaloŵŵal         
ďír,  Ŷeŵ  haszŶálható  az  oďjektuŵok  detektálására. 
A ŵegoldaŶdó feladat a poŶthalŵaz eleŵeiŶ egǇďefüggő oďjektuŵok detektálása,         
ďefoglaló oďjektuŵďa - ďouŶdiŶg ďoǆ - foglalása, ŵajd az oďjektuŵok ơpusáŶak           
ŵeghatározása. 





A poŶthalŵaz poŶtjai közöƫ összefüggőségi kapĐsolat Ŷeŵ egǇértelŵű, a felhaszŶált          
ŵódszer  Ŷeŵ  tökéletes,  viszoŶt  egǇ  -  esetüŶkďeŶ  ŵegfelelőeŶ  -  jó  közelítést  ad. 
A proďléŵa ŵegoldását ŵegadó algoritŵusok végrehajtása a proĐesszor és a CUDA           
száŵítási  egǇség  felhaszŶálásával  törtéŶik. 
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3.2.  A  felhasznált  módszerek  részletes  leírása 
 
3.2.0.  A  grafikus  processzorral  való  dolgozás  elĘkészítése 
FELADAT: 
A CUDA-val való száŵítások végzése előƩ haszŶos egǇ hívást küldeŶi a proĐesszortól a             
grafikus  proĐesszor  felé,  hogǇ  felvegǇük  vele  a  kapĐsolatot. 
MEGOLDÁ“  MENETE: 
A  “main.cpp” fájlďaŶ az algoritŵusok végrehajtásáŶak elkezdése előƩ a CUDA felé           
elküldüŶk  egǇ  ŵeŵória  foglalási  kérést. 
Az első hívásŶak adoƩ prograŵďól ŵiŶdig plusz időďe telik a végrahajtása a továďďi             
hívásokhoz  képest. 
Azért hajtjuk ezt a hívást végre, hogǇ ez a ŵegŶövekedeƩ száŵítási időigéŶǇ Ŷe a              
későďďi,  foŶtos  száŵításokŶál  jeleŶtkezzeŶ. 
 
3.2.1.  Adatok  beolvasása 
AdoƩ hároŵ tároló - az ǆ-, Ǉ- és z koordiŶáták tárolására való proĐesszor oldali              
tárhelǇek - , az oĐĐupaŶĐǇ grid szélességéŶek fele, egǇ logikai változó arra voŶatkozóaŶ,             
hogǇ először hajtjuk-e végre az algoritŵusokat, illetve egǇ struktúra a talaj síkjáŶak            
ďeolvasására,  arra  az  esetre,  ha  az  adoƩ  lépésďeŶ  azt  Ŷeŵ  szeretŶéŶk  újra  kiszáŵítaŶi. 
FELADAT: 
Adatok  fájlokďól  való  ďeolvasása,  ŵajd  az  olvasás  sorszáŵával  való  visszatérés. 
MEGOLDÁ“  MENETE: 
Az  “init.txt” fájlďól ďeolvassuk, hogǇ háŶǇadik futásŶál tartuŶk éppeŶ, ezzel az értékkel            
fog visszatérŶi a függvéŶǇ, ŵelǇet a későďďiekďeŶ arra haszŶáluŶk, hogǇ ŵiŶdig a            



















ϭϬ-es értéket találuŶk, akkor viszoŶt hozzáadjuk az adoƩ ĐelláŶak az eredeƟ világ XY             
síkjáďa vissza traŶszforŵált helǇét a ͞grid_ǆ_oďjeĐts_list͟-ďe, illetve       
͞grid_Ǉ_oďjeĐts_list͟-ďe  ďeszúraŶdó  tárolókhoz  ;͞grid_ǆ_oďjeĐts͟  és  grid_Ǉ_oďjeĐts͟Ϳ. 
Ezek utáŶ az oĐĐupaŶĐǇ grid értékét felülírjuk az aktuálisaŶ észlelt oďjektuŵ           
sorszáŵával. 
Végül a rekurziót hajtjuk végre: A függvéŶǇ sorďaŶ ŵeghívja öŶŵagát a feleƩe, joďďra,             
alaƩa illetve ďalra lévő ͞piǆelekre ,͟ aŵeŶŶǇiďeŶ azok értéke ŶagǇoďď, ŵiŶt Ŷulla - tehát             
ígǇ  Đsak  ϮϬ-as  és  ϭϬ-es  értékű  Đellákra  léphet  továďď  a  rekurzió. 
 
 
4.3.)  A  megvalósított  “flood  fill”  algoritmus  működése.  Az  így  azonosított  cellák  értéke  mind 
ugyanaz  lesz  -  az  aktuális  objektum  sorszáma. 
A feladat ŵegvalósítása a  “detect_object()” függvéŶŶǇel törtéŶik, ŵelǇ a         
“my_point_lib.hpp”  fájlďaŶ  található. 
 
3.2.4.4.  Objektumok  elkészítése 
Az előző lépésďeŶ láthaƩuk, hogǇ ŵiŶdeŶ oďjektuŵŶak az oĐĐupaŶĐǇ grid-eŶ          
elkészíteƩ képe azoŶ terület, ŵelǇ a rá jelleŵző sorszáŵŵal vaŶ feltüŶtetve. EŶŶek            
tudatáďaŶ az eredeƟ poŶthalŵaz ŵegfelelő eleŵeit hozzá tudjuk reŶdeli az éppeŶ           
vizsgált  oďjektuŵhoz. 
AdoƩak reŶdre az oĐĐupaŶĐǇ grid-eŶ észlelt oďjektuŵok poŶtjaiŶak tárolására való          
grafikus proĐesszor oldali tárolók, az oďjektuŵok száŵát tároló változó, az oĐĐupaŶĐǇ           
grid-et tartalŵazó grafikus proĐesszor oldali tároló, a poŶthalŵazt tároló proĐesszor          
oldali tárolók, illetve a poŶthalŵaz eleŵeiŶek az oĐĐupaŶĐǇ grid-re veơteƩ ͞képe͟           




Ahol  az  ͞ [oďjeĐt_tǇpe]͟  a  következő  halŵazt  jelöli: 
{  NEUTRAL_OBJ,  DETECTED_OBJ,  WALL,  PEDE“TRIAN,  CAR,  TRAM  } 
FELADAT: 
MiŶdeŶ oďjektuŵhoz ŵeghatározŶi egǇ ďefoglaló doďozt ;͞ďouŶdiŶg ďoǆ͟-otͿ, ŵelǇ         
lehetőleg ŵiŶél kiseďď területű - ŵás szóval ŵiŶél joďďaŶ illeszkedik az adoƩ oďjektuŵ             
poŶtjaira, ŵajd pedig az oďjektuŵ ơpusáŶak ŵeghatározása a ďouŶdiŶg ďoǆ          
ŵéreteiŶek  függvéŶǇéďeŶ. 
MEGOLDÁ“  MENETE: 
EgǇ Điklussal sorďaŶ vesszük az oďjektuŵokat, ŵelǇekre a következő algoritŵusok          
futŶak  le: 
- Kiszáŵoljuk az oďjektuŵ poŶtjaiŶak iráŶǇultságát. EgǇ szöget keresüŶk, aŵivel         
ha elforgatjuk a koordiŶátareŶdszert, azoŶ ŵár köŶŶǇeŶ tuduŶk ďouŶdiŶg         
ďoǆ-ot  írŶi  az  oďjektuŵ  köré. 
A  részfeladat  ŵegoldásáŶak  két  ŵódja  is  ŵegvalósításra  került: 
- Ellipszis  illesztés  ;a  “angle_from_best_fitting_ellipse_2D()”  függvéŶŶǇelͿ 
- KovariaŶĐia  ŵátriǆ  haszŶálata  ; “angle_from_covariance_matrix()” Ϳ 
;A  két  ŵódszer  közül  a  futás  soráŶ  a  ŵásodik  került  haszŶálatra.Ϳ 
- Kiszáŵoljuk a kapoƩ szöggel elforgatoƩ koordiŶátareŶdszerďeŶ a       
koordiŶátateŶgelǇekkel párhuzaŵos oldalú ďefoglaló téglalap ĐsúĐsaiŶak helǇét       
az  eredeƟ  koordiŶátareŶdszerďeŶ  ; “bounding_box_base_points()” Ϳ. 
- Elkészítjük a ďouŶdiŶg ďoǆ-ot a téglalap ĐsúĐsai és az adoƩ oďjektuŵ           
legŵagasaďďaŶ és legalaĐsoŶǇaďďaŶ elhelǇezkedő poŶtjaiŶak függvéŶǇéďeŶ      
; “create_bounding_box()” Ϳ. 
- Az ͞oďjeĐt_Ƌs͟-ďa az éppeŶ vizsgált oďjektuŵ iŶdeǆe által ŵutatoƩ helǇre          
kiszáŵoljuk a ďouŶdiŶg ďoǆ alapját képező téglalap oldalhosszaiŶak aráŶǇát         
; “get_bounding_box_q()” Ϳ. 
- Meghatározzuk az oďjektuŵ ơpusát a ďouŶdiŶg ďoǆ hosszáŶak, szélességéŶek,         
illetve  ŵagasságáŶak  függvéŶǇéďeŶ  ; “classify_object()” Ϳ. 
AŵeŶŶǇiďeŶ az éppeŶ vizsgált oďjektuŵŶak az oĐĐupaŶĐǇ grid-re képezeƩ ͞képe͟          
keveseďď, ŵiŶt ϲ poŶtďól áll, átugorjuk az éppeŶ soroŶ jövő iteráĐiós lépést, ŵivel az              
ellipszis  illesztéshez  ŵiŶiŵuŵ  ϲ  poŶtra  leŶŶe  szükségüŶk. 
A feladat ŵegvalósítása a  “generate_bounding_objects()” függvéŶǇ segítségével       


















3.3.  A  program  logikai  és  fizikai  szerkezetének  leírása 
 
Az algoritmusok működéséhez szükséges egyéb kódok, a futtató környezet, illetve a           
teszteléshez  szükséges,  idő  mérésére  szolgáló  eszköz  bemutatása. 
 
3.3.1.  Az  NVIDIA  Thrust  könyvtárának  rövid  ismertetése 
A prograŵ ŵegvalósításakor a párhuzaŵosítható futású kódok, illetve az ezek          
haszŶálatához szükséges tárolók az NVIDIA Thrust köŶǇvtáráŶak felhaszŶálásával        
készültek el. Az NVIDIA Thrust köŶǇvtára C++ ŶǇelveŶ, párhuzaŵos futásra készíteƩ,           
ŵagas sziŶtű algoritŵusokat és struktúrákat tartalŵaz, ŵiŶd proĐesszor oldali-, ŵiŶd          
grafikus  proĐesszor  oldali  száŵítások  elvégzésére. 
A köŶǇvtár segítségével aŶélkül írható grafikus proĐesszoroŶ fuƩatható kód, hogǇ a           
grafikus proĐesszor ŵeŵóriájáŶak kezelését részleteseŶ ŵeg kelleŶe oldaŶi - erről          
goŶdoskodik  a  köŶǇvtár  -  ,  ígǇ  gǇorsítva  a  prograŵok  fejlesztést. 
Jól párhuzaŵosítható feladatok esetéďeŶ a grafikus proĐesszoroŶ fuƩatoƩ kód         
ŶagǇságreŶdekkel gǇorsaďď lehet, ŵiŶt ďárŵilǇeŶ töďď ŵagos hagǇoŵáŶǇos        
proĐesszor  esetéŶ. 























EgǇ proĐesszor oldali tároló, ŵelǇ haszŶálat szeŵpoŶtjáďól ŶagǇ ŵértékďeŶ         
hasoŶlít  a  staŶdard  C++  köŶǇvtárďaŶ  szereplő  “vector<>” -éhoz. 
“device_vector<>”: 
UgǇaŶazok az állítások feŶŶ állŶak erre a tárolóra is, ŵiŶt a  “host_vector<>” -ra,            
viszoŶt  jeleŶ  esetďeŶ  egǇ  grafikus  proĐesszor  oldali  tárolóról  vaŶ  szó. 
“device_ptr<>”: 




EgǇ  iterátort  készít,  ŵelǇ  a  paraŵéterďeŶ  ŵegadoƩ  eleŵre  ŵutat. 
“make_tuple()”: 
EgǇ a staŶdard C++ köŶǇvtárďaŶ is haszŶált  “tuple” -höz hasoŶló haszŶálatú          
adatszerkezet. 
“count()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟          
iterátorokat, illetve egǇ értéket vár ;ŵelǇ ơpusa ŵegegǇezik a tárolóďaŶ szereplő           
értékek  ơpusávalͿ. 
Az algoritŵus egǇ egész száŵŵal tér vissza, ŵelǇ az adoƩ tárolóďaŶ fellelhető            
adoƩ  értékű  eleŵek  száŵával  egǇeŶlő. 
“count_if()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟          
iterátorokat, illetve egǇ, a tároló eleŵeivel koŵpaƟďilis, uŶáris operátorkéŶt         
haszŶálható  struktúrát  vár,  ŵelǇŶek  visszatérési  értéke  logikai  érték. 
Az algoritŵus a tároló összes eleŵére végrehajtja az operátort, ŵajd azzal az            
egész  száŵŵal  tér  vissza,  aháŶǇ  eleŵre  igaz  értéket  adoƩ  az  operátor. 
“remove_if()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟          
iterátorokat, illetve egǇ, a tároló eleŵeivel koŵpaƟďilis, uŶáris operátorkéŶt         
haszŶálható  struktúrát  vár,  ŵelǇŶek  visszatérési  értéke  logikai  érték. 
Az algoritŵus ͞kiválogatja͟ azoŶ eleŵeket, ŵelǇekre az operátor értéke igaz,          
ezek az eleŵek a tároló elejére kerülŶek, a töďďi eleŵ - tehát ŵelǇekre az operátor               
értéke  haŵis  -  a  tároló  végére  kerülŶek. 
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“copy()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ forrás tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟           
iterátorokat,  illetve  egǇ  Đél  tárolóhoz  tartozó  ͞ ďegiŶ͟  iterátort  vár. 
Az  algoritŵus  a  forrás  tároló  értékeit  átŵásolja  a  Đél  tárolóďa. 
“copy_if()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ forrás tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟           
iterátorokat, egǇ ͞steŶĐil͟ tárolóhoz tartozó ͞ďegiŶ͟ iterátort, egǇ Đél tárolóhoz tartozó           
͞ďegiŶ͟  iterátort,  illetve  egǇ  uŶáris  operátorkéŶt  haszŶálható  struktúrát  vár. 
Az algoritŵus végighalad a forrás tároló azoŶ eleŵeiŶ, ahol a ͞steŶĐil͟ tároló            
igaz értéket tartalŵaz, ŵajd ha az operátor igaz értéket ad vissza a forrás tároló adoƩ               
eleŵére,  akkor  átŵásolja  azt  a  Đél  tárolóďa. 
“for_each()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟          
iterátorokat,  illetve  egǇ  operátorkéŶt  haszŶálható  struktúrát  vár. 
Az  algoritŵus  a  tároló  összes  eleŵére  végrehajtja  a  struktúrát. 
“transform()”: 
ϭ.Ϳ Az egǇik haszŶált verzió ďeŵeŶetkéŶt egǇ forrás tárolóhoz tartozó         
͞ďegiŶ͟ és ͞eŶd͟ iterátorokat, egǇ Đél tárolóhoz tartozó ͞ďegiŶ͟ iterátort, illetve egǇ            
uŶáris  operátorkéŶt  haszŶálható  struktúrát  vár. 
Az algoritŵus a forrás tároló összes eleŵére végrehajtja a struktúrát,          
ŵajd  pedig  az  ígǇ  kapoƩ  eredŵéŶǇekkel  feltölƟ  a  Đél  tárolót. 
Ϯ.Ϳ A ŵásik haszŶált verzió ďeŵeŶetkéŶt egǇ elsődleges forrás tárolóhoz         
tartozó ͞ďegiŶ͟ és ͞eŶd͟ iterátorokat, egǇ ŵásodlagos forrás tárolóhoz tartozó ͞ďegiŶ͟           
iterátort, egǇ Đél tárolóhoz tartozó ͞ďegiŶ͟ iterátort, illetve egǇ ďiŶáris operátorkéŶt           
haszŶálható  struktúrát  vár. 
Az algoritŵus az elsődleges- és ŵásodlagos forrás tárolók összes         
eleŵére végrehajtja a struktúrát, ŵajd pedig az ígǇ kapoƩ eredŵéŶǇekkel feltölƟ a Đél             
tárolót. 
“transform_if()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ forrás tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟           
iterátorokat, egǇ ͞steŶĐil͟ tárolóhoz tartozó ͞ďegiŶ͟ iterátort, egǇ Đél tárolóhoz tartozó           
͞ďegiŶ͟  iterátort,  illetve  két  uŶáris  operátorkéŶt  haszŶálható  struktúrát  vár. 
Az algoritŵus végighalad a Đél tároló összes olǇaŶ eleŵéŶ, ŵelǇre a ͞steŶĐil͟            
tároló igaz értéket tartalŵaz, ŵajd ha a ŵásodik operátor az aktuálisaŶ vizsgált eleŵre             







A haszŶált verzió ďeŵeŶetkéŶt egǇ tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟          
iterátorokat,  illetve  egǇ,  a  tároló  eleŵeiŶek  ơpusával  ŵegegǇező  ơpusú  értéket  vár. 
Az algoritŵus ŵegkeresi és visszaadja az első olǇaŶ helǇet, ahol a tárolóďaŶ a             
kereseƩ érték található. AŵeŶŶǇiďeŶ a tárolóďaŶ Ŷeŵ található a kereseƩ érték, az            
͞eŶd͟  iterátorral  tér  vissza. 
“reduce()”: 
ϭ.Ϳ Az egǇik haszŶált verzió ďeŵeŶetkéŶt egǇ tárolóhoz tartozó ͞ďegiŶ͟ és          
͞eŶd͟  iterátorokat  vár. 
Az algoritŵus a tároló eleŵeiŶ végighaladva összeadja azokat, ŵajd         
visszatér  az  ígǇ  kapoƩ  száŵŵal. 
Ϯ.Ϳ A ŵásik haszŶált verzió ďeŵeŶetkéŶt egǇ tárolóhoz tartozó ͞ďegiŶ͟ és          
͞eŶd͟  iterátorokat,  egǇ  kezdeƟ  értéket  és  egǇ  ďiŶáris  operátort  vár. 
Az algoritŵus a tároló eleŵeiŶ végighaladva - egǇszerre ŵiŶdig keƩőt          
Ŷézve, legelső lépésďeŶ a kezdeƟ értéket és a legelső eleŵet Ŷézve - végrehajtja az              
éppeŶ  látoƩ  keƩő  eleŵre  az  operátort,  végül  az  ígǇ  kapoƩ  értékkel  tér  vissza. 
“max_element()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ forrás tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟           
iterátorokat  vár. 
Az algoritŵus ŵegkeresi a tárolóďaŶ található legŶagǇoďď eleŵet, ŵajd egǇ          
erre  az  eleŵre  ŵutató  poiŶterrel  tér  vissza. 
“min_element()”: 
A haszŶált verzió ďeŵeŶetkéŶt egǇ forrás tárolóhoz tartozó ͞ďegiŶ͟ és ͞eŶd͟           
iterátorokat  vár. 
Az algoritŵus ŵegkeresi a tárolóďaŶ található legkiseďď eleŵet, ŵajd egǇ erre           









A  “greater_than_or_equal()”  struktúra 
ADATTAGOK: 
EgǇ  saďloŶ  ơpussal  ŵegadható  ơpusú  ŵiŶiŵuŵ  érték. 
KON“TRUKTOR: 
Az  adaƩagok  iŶiĐializálását  végzi. 
OPERÁTOR: 
Csak  grafikus  proĐesszor  oldali  alkalŵazásra  haszŶálható. 
BeŵeŶeƟ paraŵéterkéŶt a saďloŶŶak ŵegfelelő ơpusú változót vár; visszatérési értéke          
egǇ  logikai  változó. 
A saďloŶ által ŵegadoƩ ơpusú értékek közöƫ ͞>͟ operátorral ŵegvizsgálja a ďejövő            
paraŵéter és a ŵiŶiŵuŵ érték kapĐsolatát, ŵajd az ígǇ visszaadoƩ logikai értékkel tér             
vissza. 
 
A  “detect_features_by_min()”  struktúra 
ADATTAGOK: 
EgǇ  saďloŶ  ơpussal  ŵegadható  ơpusú  ŵiŶiŵuŵ  érték. 
KON“TRUKTOR: 
Az  adaƩagok  iŶiĐializálását  végzi. 
OPERÁTOR: 
Csak  grafikus  proĐesszor  oldali  alkalŵazásra  haszŶálható. 
BeŵeŶeƟ paraŵéterkéŶt a saďloŶŶak ŵegfelelő ơpusú változókďól álló kileŶĐest vár;          
visszatérési  értéke  egǇ  a  saďloŶ  által  ŵeghatározoƩ  ơpusú  változó. 
EgǇ, a saďloŶ által ŵeghatározoƩ ơpusú változóďa kiszáŵolja, a kileŶĐ ďejövő           
paraŵéter közül háŶǇra teljesül a saďloŶ által ŵeghatározoƩ értékek közöƩ értelŵezeƩ           
͞>=͟ operátorral a ŵiŶiŵuŵ értékre elvégzeƩ ŵűvelet igaz értékkel, ŵajd aszeriŶt tér            
vissza ͞ϮϬ͟-as vagǇ ͞ϭϬ͟-es értékkel, hogǇ hat, vagǇ töďď, illetve hogǇ hatŶál keveseďď             






3.3.4.  A  fájlból  való  beolvasás  és  kiírás  megvalósítása:  “my_io.hpp” 
 
A  “read_data()”  függvéŶǇ: 
A függvéŶǇ a először az  “init.txt” fájlďól ďeolvassa, háŶǇadik futásŶál tartuŶk - ezzel az              
értékkel tér vissza a futása végeztével - , ŵajd aŵeŶŶǇiďeŶ Ŷeŵ a Ŷulladik futásŶál              
tartuŶk, ďeolvassa a talajlevágására haszŶált sík egǇeŶletéŶek paraŵétereit a         
ŵegfelelő  forŵáďaŶ. 
Ez utáŶ a poŶthalŵazt tároló éppeŶ aktuális  “.xyz” fájlt ; “0.xyz” ,  “1.xyz” , stď.Ϳ olvassuk             
ďe,  töltjük  fel  vele  a  proĐesszor  oldali  ŵegfelelő  tárolókat. 
 
A  “write_data()”  függvéŶǇ: 
A  függvéŶǇ  először  a  “results\times\”  ŵappáďaŶ  található  aktuális  “.txt”  fájlďa  ; “0.txt” , 
“1.txt” ,  stď.Ϳ  sorďaŶ  egǇŵás  utáŶ  ďeleírja  a  ŵért  futási  időket. 
Ezt követőeŶ a  “results\outputs\” ŵappáďaŶ található aktuális  “.txt" fájlďa ; “0.txt” ,          
“1.txt” , stď.Ϳ először ďeleírja a detektált oďjektuŵokhoz tartozó poŶtokat - ǆ, Ǉ, z             
koordiŶáták és r, g, ď szíŶértékek, az oďjektuŵ ơpusáŶak ŵegfelelőeŶ ;ld. ͞A prograŵot             
fuƩató körŶǇezet͟Ϳ, illetve Ŷeŵ detektált ơpusú oďjektuŵ esetéŶ a  “rgb_from_q()”          
függvéŶǇ által visszaadoƩ szíŶértékkel - , ŵajd pedig az oďjektuŵokhoz Ŷeŵ reŶdelt            
poŶtokat  is  ďeleírja,  világos  szürke  szíŶértékkel. 
Végül a  “results\bounding_boxes\” ŵappáďaŶ található aktuális  “.txt” fájlďa ; “0.txt” ,         
“1.txt” , stď.Ϳ ďeleírja a ďouŶdiŶg ďoǆ-ok élei ŵegjeleŶítéséhez szükséges poŶtokat -           
azoŶosítoƩ ơpusú oďjektuŵ esetéŶ világoszöld, Ŷeŵ azoŶosítoƩ ơpusú oďjektuŵok         
esetéŶ  sötétzöld  szíŶértékkel. 
 
Az  “rgb_from_q()”  függvéŶǇ: 
A függvéŶǇ ďeŵeŶeƟ paraŵéterkéŶt egǇ ͞Ƌ ,͟ Ŷulla és egǇ közöƫ értéket vár, ŵajd egǇ              
eszeriŶt a sötét ;középerősͿ piros- és sötét ;középerősͿ kék szíŶértékek közöƩ liŶeárisaŶ            




A  “make_image_of_grid()”  függvéŶǇ: 
A függvéŶǇ a ďeŵeŶeƟ paraŵéterkéŶt érkező oĐĐupaŶĐǇ grid-ről készít egǇ .͞ďŵp͟           
kiterjesztésű  képet. 
A készíteƩ kép piǆelei aszeriŶt kapŶak szürke árŶǇalatos szíŶt, hogǇ ŵilǇeŶ érték            
szerepel az oĐĐupaŶĐǇ grid ŵegfelelő ĐellájáďaŶ ;Ϭ, ϭ, stď.Ϳ - ezt az értéket ŵég              
ŵegszorozzuk a ďeŵeŶeƟ ͞streŶgth͟ változó értékével aŶŶak érdekéďeŶ, hogǇ a kép           
͞ďeszédeseďď͟  legǇeŶ. 
AŵeŶŶǇiďeŶ az adoƩ piǆelhez tartozó oĐĐupaŶĐǇ grid-ďeli Đella értéke Ŷegaơv száŵ -            




3.3.5.  A  végrehajtási  idĘ  mérése:  “my_timer.h” 
 
Az  idő  ŵéréséhez  a  C++  std::ĐhroŶo  köŶǇvtárát  haszŶáltaŵ  fel. 
LétrehozuŶk  két  gloďális  időpoŶt  tárolót  ;͞t_ϭ ,͟  ͞ t_Ϯ͟Ϳ. 
EzeŶ  tárolók  ŵódosítására  két  lehetőség  ;két  függvéŶǇͿ  vaŶ: 
- “t_start()” : 
ElŵeŶƟ  az  éppeŶ  aktuális  időpoŶtot  a  ͞ t_ϭ͟  változóďa. 
- “t_end()” : 
A  ͞ t_Ϯ͟  változóďa  elŵeŶƟ  az  éppeŶ  aktuális  időt,  ŵajd  kiszáŵolja,  
ŵeŶŶǇi  idő  telt  el  ͞ t_ϭ͟  és  ͞ t_Ϯ͟  közöƩ,  ŵajd  az  eďďől  száŵolt  
ŵásodperĐ  értékkel  tér  vissza. 
 
3.3.6.  A  programot  futtató  környezet 
 
A ŵegvalósítoƩ algoritŵusokat tartalŵazó prograŵot egǇ fuƩató körŶǇezetďeŶ hajtjuk         
végre  a  tesztelés  Đéljáďól. 
A  fuƩató  körŶǇezet  OPENGL-t  és  “DL-t  haszŶál  a  ŵegjeleŶítésre. 
A  körŶǇezet  a  következő  fájlokat  tartalŵazza: 
- “object_detection.sln” : 
A  fuƩató  körŶǇezet  eliŶdításához  szükséges  fájl. 
- “main.cpp” : 
Az “DL koŶteǆtust iŶiĐializálja, ďeállítja, ŵajd pedig a ŵegjeleŶítéshez         
haszŶált főĐiklust tartalŵazza, ŵelǇ a  “MyApp.h” fájlďaŶ található  “CMyApp”         
oďjektuŵ segítségével lekezeli a ďejövő ͞eveŶt-eket ,͟ frissíƟ aŶŶak állapotát         
; “Update()” függvéŶǇͿ, ŵajd pedig elkészíƟ az aktuális állapothoz tartozó képet          
; “Render()”  függvéŶǇͿ.  Végül  elvégzi  a  lefoglalt  erőforrások  felszaďadítását. 
- “MyApp.h” : 
A ŵegjeleŶítéshez haszŶált oďjektuŵ, tartalŵazza a  “main.cpp”       
leírásáďaŶ is eŵlíteƩ függvéŶǇek defiŶíĐióját, továďďá a ŵegjeleŶítéshez        
szükséges változókat és függvéŶǇt, a fuƩatŶi kíváŶt fájl kezeléséhez szükséges          
változókat, valaŵiŶt a fuƩatoƩ prograŵ által ŵegadoƩ részfeladatok fuƩatási         
idejéŶek  kiírásához  szükséges  változókat  és  adatokat. 
- “MyApp.cpp” : 
A  “MyApp.h” -ďaŶ  található  függvéŶǇek  ŵegvalósítását  tartalŵazza. 
- “myVert.vert” : 
A  ŵegjeleŶítéshez  haszŶált  ͞ verteǆ  shader .͟ 
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- “myFrag.frag” : 
A  ŵegjeleŶítéshez  haszŶált  ͞ fragŵeŶt  shader .͟ 
- “GLUtils.hpp” : 
A  “MyApp.cpp” -ďeŶ  haszŶált  shader  ďetöltési  függvéŶǇt  tartalŵaz. 
A körŶǇezet futás közďeŶ folǇaŵatosaŶ ŵegjeleŶíƟ az éppeŶ aktuális fájlra lefuƩatoƩ           
algoritŵusok futási idejét - aŵeŶŶǇiďeŶ az aktuális lépésďeŶ Ŷeŵ hajtódoƩ végre az            
adoƩ  algoritŵus,  akkor  ͞ -ϭ͟-et  ír  ki. 
Továďďá az aktuális futási sorszáŵ segítségével elŶevezeƩ .͞tga͟ kiterjesztésű képfájlďa          
elŵeŶƟ az aktuálisaŶ elkészíteƩ képet az ͞results\reŶdered_iŵages\͟ ŵappáďa - a kép           
ŵeŶtésére  felhaszŶált  algoritŵus  a  [ϴ]  hivatkozásról  szárŵazik. 
A  létrehozoƩ  kép  felülről  Ŷézve  készült,   a  következő  dolgok  láthatók  rajta: 
- világoszöld  ďouŶdiŶg  ďoǆ-ďaŶ  fehér  poŶtok: 
észlelt  gǇalogos 
- világoszöld  ďouŶdiŶg  ďoǆ-ďaŶ  kék  poŶtok: 
észlelt  autó 
- világoszöld  ďouŶdiŶg  ďoǆ-ďaŶ  piros  poŶtok: 
észlelt  fal 
- világoszöld  ďouŶdiŶg  ďoǆ-ďaŶ  sárga  poŶtok: 
észlelt  villaŵos 
- sötétzöld  ďouŶdiŶg  ďoǆ-ďaŶ  levő  poŶtok: 
Ŷeŵ azoŶosítoƩ ơpusú oďjektuŵ - a ďouŶdiŶg ďoǆ alapját képező          
téglalap oldalhosszaiŶak aráŶǇáďaŶ sötétkék és sötétpiros közöƫ szíŶértékkel        
reŶdelkezŶek  a  ďouŶdiŶg  ďoǆ-oŶ  ďelüli  poŶtok 
- világos  szürke  poŶtok: 
észlelt  oďjektuŵhoz  Ŷeŵ  tartozó  poŶtok 
 
 
6.)  Egy  elkészített  kép,  utólag  feltüntetve  egy  észlelt  autót,  egy  észlelt  gyalogost  és  egy  észlelt 
falat.  A  LIDAR  helye  utólagosan  egy  fehér  X-szel  van  jelölve.. 
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3.4.  Tesztelési  terv  és  a  tesztelés  eredményei 
 
A tesztelésre fekete doďoz tesztelést haszŶáltaŵ: A ďeŵeŶeƟ adatokďól az          
algoritŵusok által előállítoƩ adatokat vizsgáltaŵ - jeleŶ esetďeŶ ez a következők           
vizsgálatát  jeleŶƟ: 
- Oďjektuŵ  észlelés  vizsgálata 
- Futási  idők  vizsgálata 
 
3.4.1.  Objektum  észlelés  vizsgálata 
A LIDAR-ral felszerelt autóŶ hat kaŵerát helǇeztek el - az általuk készíteƩ képek             
segíteƩek a vizsgálatďaŶ. ;A képekeŶ látható piros téglalapok és ŶǇilak utólag, kézzel            
leƩek  elhelǇezve,  szeŵléltetés  Đéljáďól.Ϳ 
Mivel ŶagǇoŶ ŶagǇ ŵéretű a ďeŵeŶeƟ adatálloŵáŶǇ, ezért Đsak szúrópróďa szerűeŶ           
vizsgáltaŵ  ŵeg  az  adatokat,  eďďől  pár  vizsgálat  eredŵéŶǇét  ŵellékeleŵ: 
1. 
 
3.4.1.1.) (A 72. felvétel alapján.) A jobb felső képen az egyik hátrafelé néző-, az alsó képen a bal                  
oldalra néző kamera képének egy-egy részlete látható. A bal felső képen az algoritmusok             
eredményének egy részlete látható: Az alsó képen látható két járműhöz tartozó objektumok            
pontjaira illesztett bounding box jól illeszkedik a valóságban jelen levő járművek alakjához, míg             
a jobb felső képen látható személygépkocsihoz tartozó objektum nem illeszkedik tökéletesen a            




3.4.1.2.) (A 121. felvétel alapján.) A bal alsó képen a bal oldali-, a jobb alsó képen a jobb oldali                   
kamerával készített kép egy részlete látható. A felső képen az algoritmusok eredményének egy             
részlete látható: Mind a bal oldali oszlopok, mind a jobb oldali járókelők ugyanabba a kézzel               
megadott méretű objektum osztályba esnek. Az adott lépésben a két gyalogost az algoritmus             
egy objektumként azonosította - ennek oka az occupancy grid-en történő elmosásnak az adott             
esethez  nem  megfelelő  paraméterezése. 
3. 
 
3.4.1.3.) (A 851. felvétel alapján.) A bal felső képen a jobb hátsó kamera képének részlete, a                
jobb alsó képen a jobb hátsó kamera képének részlete, a bal alsó képen pedig a jobb oldali                 
kamera képének részlete látható. A jobb felső képen az algoritmusok eredményének egy            
részlete látható: A jobb alsó képen egy gyalogos látható - a hozzá tartozó ponthalmaz által               
reprezentált objektum köré írt befoglaló doboz ebben az esetben pontosan beazonosította az            
objektum típusát. Továbbá a bal alsó képen egy házfal is látható - a program sikeresen               




3.4.1.4.) (Az 1734. felvétel alapján.) A jobb felső képen a bal első-, a bal felső képen a bal                  
oldali-, a bal alsó képen pedig a bal hátsó kamera által készített kép egy-egy részlete látható.                
Ezen képek alapján egyértelmű, hogy az adott területeken nem helyezkedik el objektum, az             
algoritmusok által készített kép mégis objektumokat mutat. Ennek oka a talajlevágásban rejlik:            
Csak minden ötödik lépéskor számoljuk újra a talaj síkját - a teljesítmény növelése érdekében - ,                
ami viszont gyorsításkor és lassításkor - az autó kasznija, amire a LIDAR rögzítve van, a talajhoz                
képest  “megdől”  -  a  talaj  bizonyos  pontjainak  a  vágósík  fölé  kerülését  eredményezi. 
5. 
 
3.4.1.5.) (A 326. felvétel alapján) A jobb oldali képen a bal oldali kamera által készített kép                
részlete, a bal oldali képen az algoritmusok által készített kép részlete látható. A fák lombjait               
egy-egy egybefüggő objektumként detektálta a program, majd - a bounding box oldalhosszai            
alapján  a  kézzel  megadott  értékek  szerint  -  autóként  azonosította  őket. 
Fontos itt megjegyezni, hogy mivel az  occupancy grid-et mint kétdimenziós “képet”           
kezeltük, ezért a függőleges irány mentén (egymás alatt és felett) elhelyezkedő           
objektumokat az algoritmusok könnyen egy összefüggő objektumként észlelik. Ilyen         
eset  lehet  például,  mikor  egy  autó  egy  fa  lombja  alatt  áll. 
Az occupancy grid könnyen kiterjeszthető lenne háromdimenzióba, viszont az         




3.4.1.6.) (A 2543. felvétel alapján) A bal oldali kép a bal oldali kamera által készített               
kép egy részletét, a jobb oldali kép a program által készített kép egy részletét mutatja.               
Az algoritmusok helyesen detektálták a járműhöz tartozó pontokat, jól illesztettek köré           
bounding  box-ot,  majd  pedig  helyesen  határozták  meg  az  objektum  típusát  is. 
7. 
 
3.4.1.7.) (A 4. felvétel alapján) A jobb felső képen az autóra szerelt bal oldali kamera               
által készített kép egy részlete, az alsó képen az autóra szerelt bal hátsó kamera által               
készített kép egy részlete, a bal felső képen az algoritmusok által készített kép egy              
részlete látható. A bal oldali kamera által készített képen látható autót helyesen            
foglalta a program bounding box-ba, továbbá helyes azonosította a típusát, míg az            
alsó képen levő két autót egy objektumként érzékelte. Ennek oka mind az occupancy             




Az eredŵéŶǇekről készíteƩ videó a  “video0000-3929.avi” fájlďaŶ található. ;A videó          
fraŵe  rate  értéke  ϭϬ.Ϳ 
Az oďjektuŵok ơpusáŶak észlelése szeŵpoŶtjáďól foŶtos ŵegjegǇezŶi, hogǇ a kézzel          
ŵegadoƩ értékek, ŵelǇek szeriŶt az oďjektuŵok ơpusát ŵeghatározzuk, Ŷeŵ         
garaŶtálŶak  poŶtos  ơpus  ŵeghatározást. 
3.4.2.  Futási  idők  vizsgálata 
Az időigéŶǇ szeŵpoŶtjáďól a tesztelés azt ŵutatja, hogǇ az algoritŵusok akár valós            
idejű futásra is képesek lehetŶek, aŵeŶŶǇiďeŶ az ͞A proďléŵa részletes speĐifikáĐiója͟           
Đíŵű  részďeŶ  eŵlíteƩ  ŵásodperĐeŶkéŶƟ  felvételszáŵ  a  ŵegfelelőképpeŶ  vaŶ  ďeállítva. 
A  mért  futási  idők 
 MiŶiŵuŵ Átlag Maǆiŵuŵ 
Ϭ.  A  grafikus  proĐesszorral  való  dolgozás 
előkészítése Ϭ.Ϯϱϳϲϰϴ Ϭ.ϯϬϭϱϮϳ Ϭ.ϯϵϮϵϱ 
ϭ.  Adatok  ďeolvasása Ϭ.ϭϴϲϲϭϭ Ϭ.Ϯϴϭϯϱϰϭ Ϭ.ϯϲϲϵϳϭ 
Ϯ.ϭ.  Talaj  síkjáŶak  ŵeghatározása 
roďusztus  ŵódszerrel ϭ.Ϭϲϰϭϭ ϭ.ϭϮϬϴϱϮϳ ϭ.Ϯϯϱϰϭ 
Ϯ.Ϯ.  Talajlevágás  legkiseďď  ŶégǇzetek 
ŵódszerével Ϭ.ϬϬϲϯϮϰ Ϭ.ϬϮϱϳϮϲϯ Ϭ.ϬϳϱϮϯϲϳ 
ϯ.  OĐĐupaŶĐǇ  grid  elkészítése Ϭ.ϬϬϬϮϳϰ Ϭ.ϬϬϬϴϳϮϬϭ Ϭ.ϬϬϮϬϲϱϮϯ 
Ϯ.ϯ.  Talajlevágás  fiǆ  érték  levoŶásával Ϭ.ϬϬϬϬϱ Ϭ.ϬϬϬϬϲ Ϭ.ϬϬϬϬϴ 
ϰ.ϭ.  A  ͞ kép͟  elŵosása Ϭ.ϬϬϬϰϯϮ Ϭ.ϬϬϬϱϮϯϴϰ Ϭ.ϬϬϬϲϱϭϯϯϵ 
ϰ.Ϯ.  “ajátosságok  detektálása Ϭ.ϬϬϬϭϱϳ Ϭ.ϬϬϭϭϬϮϴϯ Ϭ.ϬϬϭϯϴϭϱϮ 
ϰ.ϯ.  Oďjektuŵok  ŵegjelölése Ϭ.ϬϬϲϲϮϭ Ϭ.ϬϮϰϬϱϯϭ Ϭ.ϬϮϵϭϱϰϲ 
ϰ.ϰ.  Oďjektuŵok  elkészítése Ϭ.ϬϬϰϬϰϭ Ϭ.ϬϭϭϮϱϲϵϭ Ϭ.Ϭϭϰϴϭϵϱ 
ϱ.  Oďjektuŵok  körülhatárolása  és 
klasszifikálása Ϭ.ϬϭϮϬϰϵ Ϭ.ϬϯϮϬϮϴϬϯ Ϭ.Ϭϰϰϱϲϰϰ 
“UM  ;Ϯ.Ϯ.,  ϯ.,  ϰ.ϭ.,  ϰ.Ϯ.,  ϰ.ϯ.,  ϰ.ϰ.,  ϱ.Ϳ Ϭ.ϬϮϵϴϵϴ Ϭ.ϬϵϱϱϲϯϬϮ Ϭ.ϭϲϳϴϳϯϮϴϵ 
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4.  BEFEJEZÉS 
 
A szakdolgozat során elkészített program teljesítette a kiírásban szereplő         
követelményeket. Láthattuk, hogy az elkészített algoritmusok képesek a LIDAR         
által készített pontfelhőn objektumok észlelésére, majd pedig azok típusának         
meghatározására  -  akár  valós  időben  is. 
A megvalósítás menete a következő volt: Az adatok beolvasása és eltárolása           
után először a talaj pontjaitól kellett megszabadulnunk. Ezt követően a maradék           
pontokról egy képet készítettünk, ennek segítségével tudtuk megállapítani, a         
pontok mely csoportjai alkotnak egy-egy objektumot. Végül az így észlelt és           
elkülönített objektumoknak egy-egy befoglaló test segítségével a típusát is         
meghatároztuk. 
A program során az NVIDIA Thrust könyvtárát használtuk, a program C++           
nyelven íródott. A tesztelő környezet a Visual Studio 2015 segítségével készült           
el,  szintén  C++  nyelven. 
A bemutatott módszerek eredményei még tovább javíthatók, amennyiben        
megfelelően változtatjuk a paramétereiket (pl. elmosás paraméterei, occupancy        
grid  felbontása,  stb.). 
Továbbá az objektumok típusa felismerésének sikerességében jelentős       
mértékű fejlődés lenne elérhető például egy SVM (Support Vector Machine)          
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