Every surface in the Euclidean space R 3 admits a canonical Riemannian metric that has constant Gaussian curvature and is conformal to the original metric. Similarly, 3-manifolds can be decomposed into pieces that admit canonical metrics. Such metrics not only have theoretical significance in 3-manifold geometry and topology, but also have potential applications to practical problems in engineering fields such as shape classification.
Every surface in the Euclidean space R 3 admits a canonical Riemannian metric that has constant Gaussian curvature and is conformal to the original metric. Similarly, 3-manifolds can be decomposed into pieces that admit canonical metrics. Such metrics not only have theoretical significance in 3-manifold geometry and topology, but also have potential applications to practical problems in engineering fields such as shape classification.
In this paper we present an algorithm that is based on a discrete curvature flow to compute constant curvature metrics on 3-manifolds that are hyperbolic and have boundaries of a certain type. We also provide an approach to visualize such a metric by embedding the fundamental domain and universal covering in the hyperbolic space H 3 . Some experimental results are given for both algorithms.
Furthermore, we propose an algorithm to automatically construct truncated tetrahedral meshes for 3-manifolds with boundaries. It can not only generate inputs to the curvature flow algorithm, but could also serve as an automatic tool for geometers and topologists to build simple models for complicated 3-manifolds, and therefore facilitate 1. Introduction
Motivations
In geometric modeling, many problems can be reduced to designing metrics with constant curvature. For example, a common task in surface parameterization ( 22, 23 ) aims to find a flat 2D domain for the given surface, which is equivalent to computing a metric with zero curvature in its interior. According to the famous Uniformization Theorem, every compact 2-manifold (i.e. surface) admits a constant curvature metric, and the constant is one of +1, 0 and -1, which induces the spherical, Euclidean and hyperbolic geometry on surfaces respectively.
3-manifolds, according to Thurston's geometrization conjecture, can be decomposed into pieces that admit canonical geometries. There are eight canonical geometries, and three of them have constant sectional curvatures +1, 0 or -1. How to compute constant curvature metrics for such 3-manifolds are therefore becoming a natural question to ask.
An effective way to design such metrics is by curvature flows; such flows deform a given Riemannian metric according to its curvature. In certain circumstances, a curvature flow can lead to a constant curvature metric. In the mathematical society, there is some work along this line. For example, in a seminal paper 1 Hamilton introduced the Ricci flow for Riemannian manifolds of any dimension. And this flow has been applied in the proof of the Poincaré conjecture ( 7, 8, 9 ). In particular, some works are dedicated to surfaces, such as 5, 6, 2, 10, 14, 11, 15, 12, 13 , either in smooth settings or in discrete settings. Some theoretical results in there have also been successfully introduced into the computer graphics and geometric modeling society in 19, 20, 21 and etc. For 3-manifolds, there is a series of work ( 17, 18, 16 and etc) on hyperbolic 3-manifolds with complete geodesic boundaries. They provided some important theoretical results on the geometry of such manifolds in a combinatorial setting. In engineering fields, however, to the best knowledge of the authors there has been no work to compute or apply the constant curvature metric for 3-manifolds yet. Although there are some works on volumetric parameterizations (such as 27, 28, 29 ), they do not impose any requirement on the curvature.
Motivated by the above situation in engineering fields, this work serves as an initial attempt to extend the application of constant curvature metrics from surfaces to 3-manifolds. We believe that such techniques will benefit various applications such as shape classification and etc. On the other hand, it also provides to geometers and topologists a numerical approach that would potentially facilitate their study on 3-manifolds at least in a discrete setting.
Contributions
In this work we focus on a special type of 3-manifolds that have boundaries and satisfy the following two conditions:
(1) The boundary is a closed surface of genus g (g > 1).
(2) For any loop on the boundary surface, if it cannot shrink to a point on the boundary, then it cannot shrink to a point through the interior of the volume.
Note that such 3-manifolds admit hyperbolic metrics, which have constant sectional curvature of -1, and could therefore be called hyperbolic 3-manifolds. One of such examples is Thurston's knotted Y-shape (figure 1) constructed from a solid ball with three entangled tunnels removed. Since we are working in a discrete setting, any given 3-manifold should be represented by a discrete approximation, such as a volumetric mesh. Our curvature flow algorithm requires a special mesh consisting of a set of truncated tetrahedra (figure 2). This representation has been widely used in the study of 3-manifold since its introduction by Thurston 5 . It can model 3-manifolds with boundary surfaces of arbitrary genus, including but not limited to those mentioned above that have high genus boundary surfaces.
However such a representation hardly found its place in engineering applications, where one of the most commonly used representations is the tetrahedral mesh. The later can be built from a triangular mesh of the boundary surface easily by tools like tetgen 30 , and there are various ways to remesh it, such as 25, 26 . To bridge this gap, we proposed an algorithm to build a truncated tetrahedral mesh from a tetrahedral mesh that is much easier to acquire. It can be used to model 3-manifolds with various boundary surfaces, including those with high genus boundary surfaces that are not easy to handle using other tools such as SnapPea or Regina. The process preserves topological invariants, and is totally automatic. With such a tool, one is able to construct simple representations for complicated Fig. 2 . A truncated tetrahedron (c) resulting from a tetrahedron (a) with four corners trimmed off (b). The truncated tetrahedron has 4 hexagonal faces f 1 -f 4 and 4 triangular facesf 1 -f 4 ; in a truncated tetrahedral mesh, all f j should be in the interior while allf j should be on the boundary.
3-manifolds (with boundaries) easily, which is otherwise a much more difficult task that usually requires strong intuitions or long time training. Once a truncated tetrahedral mesh is built, we use a numerical method to compute the constant curvature metric based on a discrete curvature flow proposed by Luo ( 16 ) . This flow deforms edge lengths of the truncated tetrahedra by simulating a heat diffusion process; the convergence of the flow and the uniqueness of the solution is guaranteed by 16 for the hyperbolic 3-manifolds that we are handling. We did experiments on over 150 3-manifolds whose canonical metrics are known, and the results from our algorithm conformed very well to those obtained by algebraic approaches, with a numerical error no more than 1e −6 . Furthermore, in order to visualize the constant curvature metric, a third algorithm is provided to realize it in the hyperbolic space H 3 . Using this algorithm the metric can be visualized either by a single period (i.e. the fundamental domain) or by multiple periods (i.e. a finite portion of the universal covering).
As a brief summary, this paper has the following contributions:
(1) We proposed an combinatorial algorithm to convert a tetrahedral mesh to a truncated tetrahedral mesh for general 3-manifolds with various kinds of boundaries, plus a common data structure that guarantees a smooth conversion. This algorithm can not only generates the inputs for the discrete curvature flow algorithm, but also provides a computational tool for researchers to facilitate other tasks that may require such a construction. (2) We proposed a numerical algorithm to compute constant curvature metrics for a special kind of hyperbolic 3-manifolds based on a discrete curvature flow. Experiments are carried out to validate the correctness and effectiveness of the algorithm. (3) We proposed an algorithm to realize the input 3-manifold in the hyperbolic space, which paved a way to visualize the constant curvature metric that is just computed.
The rest of the paper is organized as follows. We first present the algorithm of constructing truncated tetrahedral meshes in section 2, together with a discussion about the underlying data structure. Section 3 is dedicated to the algorithm on discrete curvature flow, including some necessary backgrounds and experimental results. The visualization method is shown in section 4, followed by a brief conclusion in section 5.
Truncated Tetrahedral Meshes
This section is dedicated to an algorithm that generates a truncated tetrahedral mesh for a 3-manifold (with boundaries) that is given as a tetrahedral mesh. Before getting there, we first present the data structure used to represent a (truncated) tetrahedral mesh in computer.
Data Structures
In general, a tetrahedral mesh consists of a set of tetrahedra ( figure 2(a) ) and the connectivity (adjacency) among them. The constitution of a truncated tetrahedral mesh is similar, except for that it uses truncated tetrahedra (figure 2(c)) as building blocks. Actually with careful design, a representation for the former can be converted to the later smoothly with just minor modifications. In the follows we show such a consistent design for both tetrahedral meshes (section 2.1.1) and truncated tetrahedral meshes (section 2.1.2).
Tetrahedral Meshes
To represent a tetrahedral mesh, one of the data structures that are commonly used in geometric modeling is vertex-oriented. Namely, it starts from a given set of vertices {v 1 , v 2 , · · · } plus their coordinates (embedding) in the Euclidean space R 3 , and then defines each tetrahedron by four vertices different to one another. In such a data structure, two tetrahedra can only be glued along at most one face. Consequently it cannot model certain complicated inner structures that would occur in our algorithm.
In this work, we need a data structure that is more flexible. It should, for example, allow two tetrahedra to be identified at more than one face, and therefore allow multiple vertices (edges) of a single tetrahedron to be identified. For this purpose we designed a tetrahedral mesh that is tetrahedron-oriented, where we start with a set of tetrahedra and then define everything else from them. This construction is more general than the vertex-oriented one; actually the later is only a special case of the former, meaning that any vertex-oriented mesh can be converted into a tetrahedron-oriented one smoothly, but not vice versa.
Let nt be the number of tetrahedra in the mesh; the set of tetrahedra is denoted as T = {t 1 , · · · , t nt }. Comparatively, faces, edges and vertices can be defined both locally and globally, depending on how we treat each tetrahedron in the mesh. 
The local definition arises when we treat the tetrahedra in the mesh as separate entities. For an arbitrary tetrahedron t i , its vertices can be denoted as
Similarly, we can define the set of t-edges as T E i = {e . The set of t-faces can be denoted as
In a global sense, on the other hand, all the tetrahedra are glued together by identifying certain t-faces. To be specific, if two tetrahedra t i1 and t i2 are glued along t-faces f i1 j1 and f i2 j2 , it will give rise to a global face (or face for short) f k consisting of these two t-faces. And all the global faces constitute the face set F = {f 1 , · · · , f nf }, where nf is the total number of global faces in the mesh. The gluing among t-faces is be represented by an identifying function (or gluing function)
Note that the number of pre-images |ϕ −1 f (f k )| for a face should be no less than 1 and no more than 2.
Furthermore, the gluing function on t-faces induces a gluing function on t-edges:
where E = {e 1 , · · · , e ne } is the set of global edges (or edges for short). Again, given an edge e k ∈ E, its pre-images are denoted as ϕ . Global entities (facef , edgeē, vertexv) by identifying local entities (t-faces f i j , t-edges e i j , t-vertices v i j ) from a couple of tetrahedra {t i |i = 1, 2, · · · } using gluing functions (ϕ f , ϕe, ϕv). Note that each facef has at most 2 pre-images, while an edgeē or a vertexv could have more than 2 pre-images.
Similarly, we can define the set of global vertices (or vertices for short) V = {v 1 , · · · , v nv } and the vertex gluing function
under which the number of pre-images for an arbitrary vertex v k ∈ V satisfies |ϕ
Note that the local entities (t-vertices, t-edges and t-faces) can be looked as part of a tetrahedron. For example, we say a tetrahedron t i contains a t-vertex v i j if v i j ∈ T V i ; the containment of t-edges or t-faces is defined similarly. Meanwhile, these local entities are also part of the corresponding global entities. For example,
The global entities, however, are not belonging to any tetrahedron nor local entity. In this sense, we will say a tetrahedron t i is incident to a vertex v k if t i contains a t-vertex t i j whose image is v k under map ϕ v . The incident relation between tetrahedra and edges or faces are defined similarly. Two vertices are adjacent if each of them contains a t-vertex, such that these two t-vertices are in the same tetrahedron and are therefore connected by some t-edge.
Truncated Tetrahedral Meshes
Given a tetrahedron, if one trims four smaller tetrahedra from its four vertex corners ( figure 2(b) ), the remaining object is called a truncated tetrahedron (figure 2(c)), spanning 12 vertices, bounded by 4 triangular faces and 4 hexagonal faces. Multiple truncated tetrahedra can be glued together along hexagonal faces to form a truncated tetrahedral mesh.
The data structure we used to represent a truncated tetrahedral mesh is similar to that for a tetrahedral mesh, with slight changes. It contains a set of truncated tetrahedra T = {t 1 , · · · , t nt }. Each t i has 4 hexagonal t-faces T F i = {f i j |1 j 4}, 6 t-edges T E i = {e i j |1 j 6}; instead of having 4 t-vertices, it has 4 triangular t-facesT F i = {f i j |1 j 4}. The gluing functions are defined as:
where F , E are the sets of (global) hexagonal faces and (global) edges. One thing different to tetrahedral meshes is that, the number of pre-images for an arbitrary face f k ∈ F should be exactly 2, and that for an arbitrary edge e k ∈ E should be no less than 2. This fact implies that every hexagonal t-face should be identified with some one else and is therefore in the interior of the volume, and the same to each t-edges. Another difference is that there is no gluing function defined for triangular t-faces, which means that such faces should not be identified with any one else and should therefore be on the boundary.
The data structure introduced above is purely topological in its own right, but allows geometric information to be assigned later; for example, in the discrete curvature flow (see section 3), certain geometric information will be assigned, such as dihedral angle, edge length, edge curvature and etc. However, the (truncated) tetrahedral mesh itself does not necessarily rely on geometry.
Algorithms
In this section we introduce the algorithm that takes a tetrahedral mesh as input and produces a truncated tetrahedral mesh of the given 3-manifold. Note that both meshes should be represented using the data structure discussed in above.
A basic operation in this conversion is called vertex merge (figure 6), which merges one vertex into another one that is adjacent to the first one; during the merge, some tetrahedra around these two vertices need to be removed or adjusted. To be specific, suppose we want to merge vertex v 2 into vertex v 1 , or make a v 2 -to-v 1 merge, four sets of tetrahedra will be affected (figure 5).
One set is T II , consisting of all the tetrahedra that are incident to both v 1 and v 2 . All such tetrahedra will be removed from the mesh after this merge.
Another set is T I , consisting of all the tetrahedra {t i } such that t i is incident to vertex v 1 but not incident to v 2 , and has a t-face f i j that was identified with some t-face from T II . After the merge, the t-face f i j will be identified by another t-face from T III (see below), but its image under ϕ f remains unchanged.
A third set is T III , consisting of all the tetrahedra {t i } such that t i is incident to vertex v 2 but not incident to v 1 , and has a t-face f i j that was identified with I. hosting tet II. deleted tet III. deformed tet IV. deformed tet Fig. 5 . Four types of tetrahedra affected by a vertex merge, shown in the top row (before the shrinking) and the bottom row (after the shrinking). The type-II tetrahedra will be deleted, the type-III and type-IV tetrahedra will be deformed to meet the type-I tetrahedra by faces (and therefore by edges and vertices) and by vertices only respectively.
some t-face from T II . After the merge, the t-face f i j will be identified to another t-face from T I , and its image under ϕ f will change accordingly. Consequently, the gluing image of some t-edges and t-vertices in t i will also be changed.
The last set is T IV , consisting of all the tetrahedra {t i } such that t i is incident to vertex v 2 but not incident to v 1 , and does not have any t-face that was identified with any t-face from T II . After the merge, one of its t-vertices that was belonging to v 2 will now belong to v 1 , and the images of the surrounding t-edges will also be changed accordingly.
The conversion algorithm could be divided into several steps.
(1) Using vertex merge, remove all the vertices that are in the interior of the mesh, together with all the type-II tetrahedra getting involved in each merge. After this step, the mesh is reduced to a smaller set of tetrahedra, with all the vertices on the boundary. (2) For each face f i on the mesh boundary, create a tetrahedron t i that identifies one of its t-faces f i j with f i and leaves only one t-vertex v i j out side of the original mesh. All the newly created tetrahedra {t i } are glued together nicely according to the connectivity between their underlying faces {f i }. Also, for all the tetrahedra that sit on the same component of the boundary surface, identify their only t-vertices that stick out of the original volume. This will give rise to a set of new vertices, the number of them equals to the number of boundary components of the original volume. Now the mesh is converted to a closed tetrahedral mesh. (3) Use vertex merge again to remove all the vertices in the closed mesh except for those that are newly created in the previous step. Now all the vertices from the original tetrahedral mesh have been removed. (4) For each tetrahedra remaining in the mesh, turn it into a truncated one by trimming off a small tetrahedron from each of its t-vertices. Consequently all the hexagonal faces are kept inside the resulting mesh, while all the triangular faces are exposed on the boundary. The original tetrahedral mesh is now converted to a truncated tetrahedral mesh.
The above algorithm is topology-preserving; in another word, it does not change the fundamental group of the input 3-manifold. Actually this is a very important property that is required for the computation of constant curvature metric on 3-manifolds. Due to the so called Mostow rigidity ( 31 ), the geometry of a finite volume hyperbolic 3-manifold is totally determined by its fundamental group. Different 3-manifolds have equivalent constant curvature metrics if they have the same topology. As a consequence, different triangulations and different ways to transform the mesh will not affect the computational results of the discrete curvature flow, so long as the fundamental group of the 3-manifold is preserved during the transformation.
Experiments
The algorithm constructing truncated tetrahedral meshes has been tested and validated by experiments on various 3-manifolds with different kinds of boundary surfaces, including those with a boundary of sphere (genus 0), 1-hole torus (genus One of the examples is the knotted Y-shape (figure 1) that is given as a tetrahedral mesh with 16,374 vertices and 83,622 tetrahedra. It can be converted to a truncated tetrahedral mesh with only two truncated tetrahedra {t 1 , t 2 } (figure 7a) glued together by the pattern shown in figure 7(b) . To change the notations, for each t i , let {A i , B i , C i , D i } be its four hexagon faces, let {a i , b i , c i , d i } be the truncated vertices. The gluing pattern is given as follows, where the arrow → means to identify the identity on the left and that on the right:
Computing Hyperbolic Metrics
In this section we introduce the algorithm to compute hyperbolic metrics that have constant curvature -1 for the hyperbolic 3-manifolds defined in section 1.2. The input to the algorithm is a truncated tetrahedral mesh computed from section 2, but assigned with a hyperbolic metric (section 3.1). On such a mesh with geometric information, one can define discrete curvatures (section 3.2) and then simulate a discrete curvature flow on the mesh (section 3.3). The algorithm has been validated by experiments (section 3.4).
Hyperbolic Truncated Tetrahedra
A (truncated) tetrahedron assigned with a hyperbolic metric is called a hyperbolic (truncated) tetrahedron. In figure 8 , for example, the left frame shows a hyperbolic tetrahedron, where each face f i is a hyperbolic triangle, each edge e ij is a hyperbolic line segment. The right frame shows a hyperbolic truncated tetrahedron, where each triangular facef i is a hyperbolic triangle that is perpendicular to edges e ij , e ik , e il , each hexagonal face f i is a right-angled hyperbolic hexagon. Hyperbolic triangles and right angled hyperbolic hexagons satisfy special cosine laws (figure 9). Given a hyperbolic triangle with edge length {y i , y j , y k } and inner angles {θ i , θ j , θ k }, where θ i is against y i , we have the following hyperbolic cosine laws
Given a hyperbolic hexagon as shown in figure 9 with right inner angles and edge length {x i , x j , x k } ∪ {y i , y j , y k }, where x i is against y i , the following cosine law holds:
The geometry of the truncated tetrahedron is determined by the dihedral angles {θ 1 , θ 2 , · · · , θ 6 } as shown in Figure 8 . For example, the hyperbolic triangle at v 2 has inner angles θ 3 , θ 4 , θ 5 , its edge lengths can be determined using formula 2. For face f 4 , the edge length e 12 , e 23 , e 31 can be determined by the hyperbolic triangles at v 1 , v 2 , v 3 using the right-angled hyperbolic hexagon cosine law 4.
On the other hand, the geometry of a hyperbolic truncated tetrahedron is determined by the length of edges e 12 , e 13 , e 14 , e 23 , e 34 , e 42 . Due to the fact that each face f i is a right angled hexagon, the above six edge lengths will determine the edge length of each hyperbolic triangular facef j , and therefore determines its three inner angles, which equal to the corresponding dihedral angles of the hyperbolic truncated tetrahedron.
The Discrete Curvature
For surface meshes, the discrete (vertex) curvature is represented as the angle deficit. For an interior vertex, the curvature is 2π minus the surrounding corner angles
for a boundary vertex, the curvature is π minus the surrounding corner angles. In a tetrahedral mesh for a 3-manifold, one can also define vertex curvature; as shown in figure 10 
if the vertex is on the boundary, the vertex curvature is defined as
Besides vertex curvature, tetrahedral meshes also present another type of discrete curvature, edge curvature. Suppose [v i , v j , v k , v l ] is a tetrahedron, the dihedral angle on edge e ij is β kl ij . If edge e ij is an interior edge ( i.e. e ij is not on the boundary), the edge curvature is defined as
If e ij is on the boundary, the edge curvature is defined as
The two types of discrete curvatures are actually closely related. Edge curvature determines vertex curvature, j K(e ij ) = K(v i ), and is therefore more essential than the later.
Discrete Curvature Flow
Given a hyperbolic tetrahedron with edge lengths l ij and dihedral angles θ ij , the volume of the tetrahedron V is a function of the dihedral angles V = V (θ 12 , θ 13 , θ 14 , θ 23 , θ 24 , θ 34 ), and the Schlaefli formula can be expressed as
namely, the differential 1-form dV is
It is proved in 16 that the volume of a hyperbolic truncated tetrahedron is a strictly concave function of the dihedral angles.
Given a 3-manifold represented as truncated tetrahedral mesh, we can define the discrete metric function as x : E → R + , where E is the set of edges that are along the hexagonal faces but not along the triangular faces. The discrete curvature function can be defined as K : E → R. Given an edge e ij ∈ E, its edge length and edge curvature can be represented as x ij and K ij respectively. From the discussion in above, the edge curvature can be determined by the dihedral angles, which in turn is a function of edge length. Therefore, the set {K ij } can be calculated from {x ij }. The discrete curvature flow is then defined as
From this differential equation, the deformation of the metric is driven by the edge curvature, and the whole process is like a heat diffusion. Any numerical method for solving the discrete heat diffusion problem can be applied to solve the curvature flow equation. And in the current implementation, we simply use a gradient descent method, with initial edge length set to x ij = 1.
During the flow, the total edge curvature ij K 2 ij is strictly decreasing. When the flow reaches the equilibrium state, both the edge curvature and the vertex curvature vanish (see proof in 16 ). The boundary surface will become a hyperbolic geodesic, while all the curvature (which is negative) is uniformly distributed within each truncated hyperbolic tetrahedron. Due to the fact the total curvature is negative, the resulting metric is a hyperbolic one.
Experimental Results
The algorithm has been tested on 151 hyperbolic 3-manifolds that can be constructed by three truncated tetrahedra glued with different patterns. The constant curvature metrics (in terms of dihedral angles) for these manifolds have been reported in 32 ; we compared our results with theirs, finding that the difference in between was never above 1e −6 . The running time is less than a second for each 3-manifold.
We also tested the algorithm on the knotted Y-shape, which is represented as a mesh of two truncated tetrahedra. The resulting dihedral angles are {0.523599, 0.523599, 0.523599, 0.523599, 0.523599, 0.523599} for both truncated tetrahedra.
Visualization by Hyperbolic Embedding
Once the canonical hyperbolic metric is computed, one is ready to realize it in the hyperbolic space H 3 . There are two ways to realize the metric. The first one is a single period representation (figure 13), which is a union of multiple truncated hyperbolic tetrahedra. The second is a multiple period representation (figure 14), which consists of multiple copies of the single period representation. We will first introduce the hyperbolic space models we used here (section 4.1), then the embedding algorithm for one truncated tetrahedron (section 4. 
Hyperbolic Space Model
During the hyperbolic embedding, we will work in both 2D and 3D hyperbolic spaces. For 2D hyperbolic space H 2 , we use the upper half plane model H 2 = {(x, y) ∈ R 2 |y > 0} (figure 11), with Riemannian metric
In H 2 , hyperbolic lines are circular arcs perpendicular to and centered on the x-axis or straight lines orthogonal to and ending at x-axis. The rigid motion is given by the so-called Möbius transformation
where z = x + iy is the complex number to be transformed. For 3D hyperbolic space H 3 , we use the upper half space model H 3 = {(x, y, z) ∈ R 3 |z > 0} (figure 12), with Riemannian metric
In H 3 , the hyperbolic planes are hemispheres whose equators are on the xy-plane or vertical planes perpendicular to and ending at the xy-plane. The xy-plane represents all the infinity points in H 3 . The rigid motion in H 3 is determined by its restriction on the xy-plane, which is a Möbius transformation on the complex plane in the form of Given the edge length of a hyperbolic truncated tetrahedron, its dihedral angles are uniquely determined so that the truncated tetrahedron can be embedded in H 3 uniquely up to rigid motion. To be specific, its embedding is determined by the position of its four right-angled hexagonal faces {f 1 , f 2 , f 3 , f 4 } and that of its four triangular faces {f 1 ,f 2 ,f 3 ,f 4 }. Each of these faces is a hyperbolic plane (i.e. semi-sphere shown in figure 12(b) ), separating H 3 into two half spaces. By choosing the right half space for each face and taking the intersection of all these chosen half spaces, one will get an embedding of the hyperbolic truncated tetrahedron ( figure  12(c) ).
Embedding One Truncated Tetrahedron
To compute the position of each hyperbolic plane, let's consider its intersection with the infinity plane z = 0, which is a Euclidean circle ( figure 12(a) ). Here we reuse the symbol f i andf j to represent the intersection circle by the hyperbolic plane f i andf j respectively. As shown in figure 12(a) , all the circles can be computed explicitly, such that circle f i and circle f j intersect at the given dihedral angle θ k , while circlef i is orthogonal to circles {f j , f k , f l }. In order to remove the ambiguity caused by rigid motion, we fix circle f 1 to be line y = 0, f 2 to be line y = tan θ 1 x, and normalize the circle f 3 to have radius 1.
Once the intersection circles are computed, we can directly construct hemispheres (i.e. hyperbolic planes) whose equators are those circles. By choosing the right half space for each hemisphere and using CSG operations to compute the intersection of these half spaces, we get an embedding of a single hyperbolic truncated tetrahedron as shown in figure 12 (c). A single period representation of the given 3-manifold with canonical hyperbolic metric is a union of all the constituting hyperbolic truncated tetrahedra. It is constructed as follows. First, embed one truncated tetrahedron t 0 as explained above. Then pick another not-embedded truncated tetrahedron t 1 , which is neighboring to t 0 by identifying hexagonal t-face f 1 ∈ t 1 with f 0 ∈ T 0 . Compute a Möbius transformation in H 3 that rigidly moves t 1 to a position such that f 1 ∈ t 1 can be perfectly glued to f 0 ∈ t 0 . Now we get a partially embedded volume. Repeat the process of picking, moving and gluing for other truncated tetrahedra until the whole volume is embedded.
Embedding a Single Period
The above algorithm is essentially a bread-first-search (BFS) in the given 3-manifold; it results in a tree spanning all the truncated tetrahedra in the mesh. Due to the nature of the constant curvature metric, such gluing (or spanning) operation can be carried out seamlessly, until finally all the truncated tetrahedra are glued together nicely into a simply connected domain, which is a topological ball. Such a single period representation is usually called the fundamental domain for the original volume (see 24 ). Figure 13 visualizes the embedded fundamental domain for the knotted Y-shape.
Embedding Multiple Periods
A multiple period representation of the hyperbolic metric is a union of multiple copies of the fundamental domain, which is essentially a universal covering space (UCS) of the original 3-manifolds (see 24 ) . UCS is also a simply connected topological ball. Similar to the embedding of a fundamental domain, the UCS can also be constructed through a sequence of gluing operations; the difference is, the primitive construction blocks are copies of the embedded fundamental domain rather than the truncated tetrahedra. Recall the algorithm for embedding a fundamental domain, any two hyperbolic truncated tetrahedra are glued to each other via a pair of hexagonal t-faces. Besides those t-faces, there will be some other hexagonal t-faces left open, glued to nothing else. This is natural because otherwise the fundamental domain will not be simply connected. All the open hexagonal t-faces are grouped into several connected components, each component constitutes a gluable face for the whole fundamental domain. All the gluable faces can be coupled nicely as follows. For each gluable face, there exists another gluable face uniquely in the same fundamental domain such that they are able to glue to each other nicely. Actually, the fundamental domain can be viewed as a result of cutting the original mesh open along these gluable faces that can be coupled by pairs. And two copies of the fundamental domain can be glued together along a pair of gluable faces.
Different to the construction of a single fundamental domain, the gluing operation among multiple copies of the fundamental domain can be repeated infinitely, having infinitely many copies involved in the UCS. In practice, we only construct a finite portion of the UCS, as the one visualized in figure 14.
Conclusion
In this work we proposed a numerical method to compute and visualize constant curvature metrics for hyperbolic 3-manifolds with high genus boundary surfaces. The computation is directly based on a discrete curvature flow. We also provided an automatic tool to build truncated tetrahedral meshes for 3-manifolds with bound-aries. The algorithms and tools will potentially facilitate geometers and topologists in their study on 3-manifolds. Also, they pave the way to bring constant curvature metrics into the engineering fields, and it is a very interesting future research direction as for how to apply our algorithms to real applications. Meanwhile, it is also a challenging research topic to extend the current framework to other types of 3-manifolds.
