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本稿では，USBフラッシュメモリなどにすべてのデータを記録するポータブルタイプ
の学生向け学習ソフトにおいて，学習結果を示す成績ファイルの改ざんを容易に検出す
る手法を提案する。
具体的には，学生向け学習ソフトが生成する成績ファイルに対して，暗号学的ハッ
シュ関数のひとつSHA-1を適用して160ビットのハッシュ値を求め，成績ファイルの
ファイル名および設定ファイルの内容にそれらを記録する。これにより，成績ファイル
そのものは読み書きが容易なプレーンテキスト形式のまま，学習ソフトや成績管理ソフ
トの側で成績ファイルの改ざんを検出することができ，成績ファイルの不正な書き換え
を防止する効果が期待できる。
1 ．はじめに
本学の情報基礎Ⅰ（全学科 1 年生の春学期必修科目）では，手元を見ないでキーボー
ド操作を行なうタッチタイピングを習得するための学習ソフトとして，2005年度より
「美佳のタイプトレーナ」［ 1 ］を利用している（図 1 ）。以下では，このソフトを略称
である「ミカタイプ」と表記する。
ミカタイプは多くの教育機関で利用実績のある優れたタッチタイピング習得ソフトで
ある。また，インストール作業が不要でUSBフラッシュメモリから直接起動できるため，
学生や教員などの一般ユーザーがインストール作業を行なえない本学のPC環境にも適
していると言える。
しかし，ミカタイプが自動的に記録する成績ファイル（mikatype.log, mikatype.sei, 
mikatype.spdの 3 つ）は，いずれも読み書きが容易なプレーンテキストであるため，以
下の問題点が存在する。
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・メモ帳などで内容を容易に書き換えられる（改ざんできる）こと
・改ざんを検出することが困難であること
・他人の成績ファイルの流用を防ぐことが困難であること
ミカタイプの初期設計がMS-DOSの時代である 1 ）ことを考慮すると，シングルユー
ザーでネットワークを考慮していないOSにおいて，読み書きが容易なプレーンテキス
トを成績ファイルとして利用することはむしろ当然であったと言える。
しかし，上記の問題点を解決しないまま，現在の教育機関でミカタイプを利用するこ
とは，学生の学習状況を正確に把握するには不適切であり，成績ファイルの改ざんを検
出する何らかの手法を導入することが必須である。
実際に，ミカタイプの課題として提示した練習時間や入力速度を満足させるため，学
生が成績ファイルを改ざんして提出したケースをいくつか発見している。これらは，
「同じ日時の練習記録が複数存在する」，「練習記録のない日時に入力速度のハイスコア
が記録されている」などの不自然な改ざんを行なったために，目視によるチェックで見
つけることができた。言い換えると，注意深く内容を改ざんした成績ファイルを目視に
よるチェックで見付けることはきわめて困難であると言える。
なお，ミカタイプの初期設計が古いことは，成績ファイル以外にもいくつかの問題を
生じさせている。たとえば，練習内容に「MSDOSコマンド練習」や「BASIC練習」な
図 1  タッチタイピング習得ソフト「美佳のタイプトレーナ（ミカタイプ）」
1 ）MS-DOS版ミカタイプは1992年に公開された
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どの，現在では必要性の低い項目が含まれることや，ローマ字単語練習が単語ごとに空
白キーを押す（すなわち漢字変換を単語ごとに細切れに行なう）形式になっていること
などだ。
筆者は，ミカタイプにおけるこうした問題点を解消するため，独自のタッチタイピン
グ習得ソフト「TypingPrototype」（図 2 ）を設計・開発し，2013年度から筆者の担当
する情報基礎Ⅰのクラス（龍ヶ崎キャンパス 2 クラス，新松戸キャンパス 2 クラスの計
4 クラス）において試験運用を行なっている。
本稿では，TypingPrototypeに導入した成績ファイルの改ざんを検出する仕組みと実
装について述べ，TypingPrototypeそのものの詳細については別の機会に紹介すること
としたい。
2 ．学生向け学習ソフトに対する要件
2014年現在，本学の授業用PC環境において，学生・教員を含む一般ユーザーは管理
者権限を必要とするインストール作業を行なえない。また，一般ユーザーがデータを記
録できるのは，USBフラッシュメモリかGoogleドライブの内部に限定され，それ以外の
場所（マイドキュメントなど）に保存したファイルやレジストリに記録したデータは，
次のPC起動時に自動的に消去されてしまう。
このため，本学で使用する学生向け学習ソフトは，実行ファイルそのものはもちろん，
図 2 　タッチタイピング習得ソフト「TypingPrototype」
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成績や設定に関するデータも含めて，すべての情報をUSBフラッシュメモリかGoogleド
ライブに保存する形式，いわゆるポータブルタイプである必要がある。
なお，本学の授業用PC環境でGoogleドライブを利用するには，Googleへのログイン
操作を毎回行なう必要がある。通常，Googleドライブは，初回ログイン時のアカウント
情報をレジストリに保存し， 2 回目以降はそれを自動的に使うよう設計されているのだ
が，本節冒頭で述べたように本学の授業用PC環境ではレジストリが起動時に消去され
るからだ。このことは，学生のGoogleドライブの利用率が低い原因にもなっている。
さて，ポータブルタイプの学生向け学習ソフトが学習時間や学習結果を記録するため
に生成する成績ファイルは，以下の要件を満たす必要があると考えられる。
（ 1 ）転送や解読が容易なプレーンテキスト形式であること
成績ファイルはネットワーク透過性が高く，特定のOSやプログラミング言語に依存
しないプレーンテキスト形式であることが求められる。学習ソフト自身が利用するだけ
でなく，学生からメールなどを使って送られてくる成績ファイルに基づいて担当教員が
評価を行なったり，ランキング作成などを目的にサーバーにアップロードしたりするた
めに使われることが予想されるためだ。
（ 2 ）改ざんされたことを機械的に検出できること
成績ファイルの内容をユーザーが不正に変更・追加・削除した場合，それを学習ソフ
トや成績管理ソフトが機械的に検出できる必要がある。その際，学習ソフトの側では，
成績ファイル以外のデータを併用し，高い精度で改ざんを検出する必要がある。いっぽ
う，成績管理ソフトの側は，学生から提出された成績ファイル単独で改ざんを検出する
必要がある。
（ 3 ）他人の成績ファイルの流用が困難であること
他人の成績ファイルをそのまま提出したり，他人の成績ファイルを基に本人が少しだ
け学習結果を追加したりすることを防ぐため，成績ファイルには学生本人の学生番号
（ID）や名前（の一部）など，個人識別情報を含める必要がある。
ファイルの内容が改ざんされたことを機械的に検出するには，元の内容のファイルの
ハッシュ値を記録しておき，実際のファイルのハッシュ値と比較する方法がもっとも簡
単だ。以下では，さまざまな暗号学的ハッシュ関数のうちどれを採用するかを検討した
上で，上記の要件を満たす手法を提案する。
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3 ．暗号学的ハッシュ関数の選択
任意サイズのデータ（メッセージ）を入力とし，短い固定長データ（ハッシュ値）に
写像するハッシュ関数のうち，データの改ざん検出を目的とし，メッセージをわずか
に変更しただけでもハッシュ値が大きく異なるように設計されたものを「暗号学的ハッ
シュ関数」と呼ぶ。
代表的な暗号学的ハッシュ関数として，RSA公開鍵暗号の考案者の一人であるロン・
リヴェストが開発したMD5［ 2 ］や，米国の国立標準技術研究所（NIST）が連邦情報
処理標準（FIPS）に採用したSHA-1［ 3 ］，その改良版であるSHA-2［ 3 ］が挙げられ
る（表 1 ）。また，これらとは根本的にアルゴリズムの異なるSHA-3が公募を経て現在
策定中であり，2014年 4 月にその草稿が公開された［ 4 ］。
表 1 　代表的な暗号学的ハッシュ関数
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(Ϗοτ) (Ϗοτ) δ௕ (Ϗοτ) (ճ)
MD5 128 512 264 − 1 64
SHA-1 150 512 264 − 1 80
SHA-2 (SHA-256) 256 512 264 − 1 64
SHA-2 (SHA-512) 512 1024 2128 − 1 80
SHA-3 (SHA3-256) 256 1600 ∞ 24
SHA-3 (SHA3-512) 512 1600 ∞ 24
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暗号学的ハッシュ関数H（x）には，以下の 3 つの特性が求められる。
・原像困難性（Pre-image resistance）
与えられたハッシュ値 h に対して，それに対応するメッセージ（原像）mを探すこ
とが困難でなければならない。すなわち，与えられた h から，h＝H（m）となるような 
mを求めることが困難であることが求められる。
・第二原像困難性（Second pre-image resistance）
与えられたメッセージm1に対して，同じハッシュ値を持つ別のメッセージ（第二原
像）m2を探すことが困難でなければならない。すなわち，与えられたm1から，H（m1）＝
H（m2）となるようなm2（ただしm1≠m2）を求めることが困難であることが求められる。
・衝突困難性（Collision resistance）
同じハッシュ値を持つ，つまり「衝突」（collision）する任意のメッセージm1，m2の
組み合わせを探すことが困難でなければならない。すなわち，H（m1）=H（m2）となる
ような任意のm1，m2 （ただしm1≠m2）を見付けることが困難であることが求められる。
理想的な暗号学的ハッシュ関数では，衝突は総当たり方式（ブルートフォース）によ
る攻撃でしか見つけられない。この場合，ハッシュ長（ハッシュ値のビット単位サイ
ズ）をLビットとすると，原像困難性および第二原像困難性に対する攻撃（原像攻撃）
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に要する計算量は 2L，衝突困難性に対する攻撃（衝突攻撃）に要する計算量は2L/2とな
る。このように，衝突攻撃に要する計算量のほうが少ないため，暗号学的ハッシュ関数
の耐性に関する議論では衝突攻撃について論じられることが多い。
実際には，MD5やSHA-1の衝突困難性は，脆弱性が発見されたことで理想値よりも
低下している。たとえば，ハッシュ長128ビットであるMD5の衝突攻撃に要する計算量
は，理想値 2 64に比べて 2 20.96まで低下しており［ 5 ］，これは現在の一般的なPCを使え
ば 1 秒未満で衝突を発見できる計算量だ。
いっぽう，ハッシュ長160ビットであるSHA-1については，理想値 2 80に対して 2 51で
衝突を発見できる理論的な手法［ 6 ］が報告されているものの，実際に衝突が見つかっ
ているわけではない。このため，筆者が開発している学習ソフトTypingPrototypeで
は，暗号学的ハッシュ関数SHA-1を採用する。SHA-1の詳細なアルゴリズムについては，
Appendix Aを参照されたい。
4 ．提案手法
4 ． 1 　成績ファイルの形式の検討
第 2 節で述べた，学生向け学習ソフトの成績ファイルに対する要件を満たすために，
以下の方針で成績ファイルの形式を定めることとする。
（ 1 ）プレーンテキスト形式のファイルにJSONで記録
成績ファイルのファイル形式はプレーンテキスト形式とし，「JavaScript Object 
Notation」（以下JSONと記述）［ 7 ］を利用して成績データなどを記録する（図 3 ）。
JSONは，JavaScriptのオブジェクト表記をベースに作成された軽量なデータ記述言語
で，JavaScript以外の多くのプログラミング言語でも利用できることが採用の理由だ。
（ 2 ）改ざん検出に暗号学的ハッシュ関数SHA-1を利用
成績ファイルの改ざん検出には，暗号学的ハッシュ関数SHA-1を利用し，成績ファイ
ル全体をメッセージとして160ビット（20バイト）のハッシュ値を求める。実際に記録
するのは，ハッシュ値を16進表記した文字列で，このハッシュ文字列は40文字になる。
（ 3 ）成績ファイルに学生番号と学生氏名を含める
成績ファイルの内容には学生番号（ID）と学生氏名を含める。これにより，学生番
号や学生氏名の書き換えが行なわれた場合，成績データの改ざんと同様にハッシュ値に
よる検出が可能だ。なお，学生番号と学生氏名は，学習ソフトの初回起動時に設定する
ことを必須とし，学習ソフトが自動的に生成する設定ファイルにも保存するものとする。
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4 ． 2 　ハッシュ値の保存場所の検討
成績ファイルのハッシュ値は，本来ならばユーザーが容易に読み書きできない場所に
保存すべきである。ユーザーが成績ファイルとハッシュ値を同時に書き換えられるので
あれば，ハッシュ値が一致したからといって改ざんが行なわれていないとは言えなくな
るからだ。
この条件を満足する場所としては，成績管理用サーバーのデータベースや，読み書き
の権限を厳密に管理できるレジストリなどが考えられる。しかし，学生向け学習ソフト
がUSBフラッシュメモリに格納されて持ち運ばれることを考慮すると，ソフトを実行し
たPCに情報が固定されるレジストリは利用できない。また，試験運用の段階から成績
管理用サーバーを用意してデータベースを運用し，本人認証を含めたセキュアなデータ
の送受信を行なうことも現実的ではない。
次に，Windows標準のファイルシステムであるNTFSで利用可能な「代替データスト
リーム」（ADS）の利用について検討した。メタデータである代替データストリームを
利用すれば，通常のファイル操作ではユーザーに見えない形で，成績データが記録され
るメインデータストリームとは別に，同一のファイルにハッシュ値を記録することが可
能になる。NTFSを利用した内蔵・外付け型ハードディスクや，代替データストリーム
に対応したネットワークドライブ（Sambaバージョン4以降など）では，代替データス
トリームにハッシュ値を記録することは有用であろう。
しかし，USBフラッシュメモリのファイルシステムは，旧来のファイルシステムで
あるFAT32を利用することが現在でも一般的だ。代替データストリームはFAT32では
利用できず，ファイルをFAT32のメディアにコピーした時点で自動的に取り除かれる。
このため，大部分の学生がUSBフラッシュメモリを利用している現状では，代替データ
ਤ 2 λονλΠϐϯάशಘιϑτʮTypingPrototypeʯ
{
"entries":[
{"charCount":161,"course":null,"elapsedTime":0,"evalTime":0,"genre":null,
"hash":"6ae4cf8","keyCount":276,"missCount":4,"rank":"SA",
"started_at":"2013-04-16 10:24:11Z",
"title":"ྲྀܦେ جຊ໰୊","type":"tanbun"},
{"charCount":155,"course":null,"elapsedTime":0,"evalTime":0,"genre":null,
"hash":"6ae4cf8","keyCount":271,"missCount":5,"rank":"SB",
"started_at":"2013-04-16 10:25:14Z",
"title":"ྲྀܦେ جຊ໰୊","type":"tanbun"},],
"userID":"9011010",
"userName":"େ஑ߒҰ",
"userYomigana":"͓͓͍͚͜͏͍ͪ",
"version":"1.0"
}
ਤ 3 JSONʹΑΔ੒੷ϑΝΠϧͷྫ (࣮ࡍͷσʔλ͸ࣈԼ͛΍վߦΛؚ·ͳ͍)
3
図 3 　JSONによる成績ファイルの例（実際のデータは字下げや改行を含まない）
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ストリームの利用は不適当であると判断した。
そこで，今回提案する手法では，成績ファイルのハッシュ値を16進表記した文字列を，
学習ソフトの各種設定を保存する設定ファイルの内部に記録する（図 4 ）。学習ソフト
の起動時に，成績ファイルの実際のハッシュ値を計算し，設定ファイルに記録された
ハッシュ値と比較する。両者が食い違う場合には改ざんが行なわれたと判断し，学習ソ
フト側で警告を表示し，それまでの成績データを消去するといった処置を取ることにす
る。
設定ファイルは，学生向け学習ソフト本体や成績ファイルと同様に，USBフラッシュ
メモリに記録される。このため，ユーザーが成績ファイルを改ざんすると同時に，設定
ファイルに記録された成績ファイルのハッシュ値も書き換える可能性がある。
これを防ぐために，設定ファイルについてもハッシュ値を記録する。具体的には，設
定ファイルの内容のうち，個人識別情報（学生番号と学生氏名）と成績ファイルのハッ
シュ値だけを対象として新たにハッシュ値を計算し，それを16進表記したハッシュ文字
列の一部（先頭から7文字）を，設定ファイルのファイル名自体に追加する。すなわち，
設定ファイルのファイル名を，「config- YYYYYYY .json」（ YYYYYYY は16進表記の文
字列）という形式とする。これにより，成績ファイルと設定ファイルを同時に改ざんし
た場合でも，設定ファイルのファイル名に含まれるハッシュ値（の一部）によって改ざ
ん検出が可能になる。
さらに，成績ファイル単独での改ざん検出を可能とするために，成績ファイルのハッ
シュ値を16進表記した文字列の一部（先頭から 7 文字）を，成績ファイルのファイル名
{
"fanfareSE":false,
"keyboardID":0,
"positionFormHeight":480,
"positionFormMaximized":false,
"positionFormWidth":795,
"romajiFormHeight":480,
"romajiFormMaximized":false,
"romajiFormWidth":795,
"scoreHash":"5067f83831dea62f7573a35d8670c25bf5a328c2",
"selectionSE":true,
"tanbunFormHeight":211,
"tanbunFormMaximized":false,
"tanbunFormWidth":795,
"typingSE":true,
"userID":"9011010",
"userName":"େ஑ߒҰ",
"userYomigana":"͓͓͍͚͜͏͍ͪ",
"version":"1.0"
}
ਤ 4 JSONΛར༻ͨ͠ઃఆϑΝΠϧͷྫ (࣮ࡍͷσʔλ͸ࣈԼ͛΍վߦΛؚ·ͳ͍)
4
図 4 　JSONを利用した設定ファイルの例（実際のデータは字下げや改行を含まない）
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自体に追加する。すなわち，成績ファイルのファイル名を，「score- XXXXXXX .json」
（ XXXXXXX は16進表記の文字列）という形式とする。これにより，提出する直前に成
績ファイルを改ざんすることで学習ソフトのチェックを逃れた場合でも，担当教員が利
用する成績管理ソフトの側でファイル名を利用した改ざん検出が可能になる。
もちろん，ハッシュ値を16進表記した先頭 7 文字だけを利用することで，ハッシュ値
全体を比較する場合に比べて改ざんを検出する精度は下がる。しかし，ハッシュ値全体
（20バイト）を16進表記すると40文字になり，これをファイル名に付加するとファイル
名全体では51文字になる。こうした長いファイル名のファイルを利用すると問題が起き
るメールシステムやコンテンツマネージメントシステムが存在するため，あえてファイ
ル名を短くしている。なお，本学で利用しているGmailや授業用e-deskでは，長いファ
イル名でも問題ないことを確認済みだ。
4 ． 3 　成績ファイルの保存・読み込み手順
本手法で成績ファイルを保存する際の手順を以下に示す。なお，説明中の「ハッシュ
文字列」は，SHA-1ハッシュ値を16進表記した文字列を指す。
1 ．成績ファイルを一時的なファイル名で作成し，成績データと個人識別情報をJSON
形式で記録する
2 ．成績ファイル全体のハッシュ文字列Hsを求める
3 ．Hsの先頭から 7 文字を含む「score- XXXXXXX .json」に，成績ファイルのファイル
名を変更する
4 ．設定ファイルにHsすべてを記録する
5 ．設定ファイルの一部（Hsや個人識別情報）について，ハッシュ文字列Hcを求める
6 ．Hcの先頭から 7 文字を含む「config- YYYYYYY .json」に，設定ファイルのファイ
ル名を変更する
いっぽう，成績ファイルを読み込む際の手順は，以下のようになる。
1 ．設定ファイルにマッチするパターン「config-*.json」を指定して設定ファイルを読
み込む
2 ．設定ファイルの一部（Hsや個人識別情報）についてハッシュ文字列Hcを求める
3 ．Hcの先頭から 7 文字と，読み込んだ設定ファイル名に付加された 7 文字が一致し
なければ，以下の処理をスキップして成績を初期化する
4 ．設定ファイルに保存された成績ファイルのハッシュ文字列の先頭から 7 文字を含む
「score- XXXXXXX .json」を指定して成績ファイルを読み込む
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5 ．成績ファイルの内容全体についてハッシュ文字列Hsを求める
6 ．Hsと，設定ファイルに保存されたハッシュ文字列が一致しなければ，成績を初期化
する
提案手法の実装は，Windows 7で動作するVisual Studio 2012のC#で行ない，SHA-1
ハッシュ値の計算処理も含め，フレームワークとして.net Framework 3.5を利用した。
実装部分のコードの一部をAppendix Bに記す。
5 ．成績ファイルの改ざんに対する検討
本手法に対して，成績ファイルを改ざんしようと試みる場合，学生向け学習ソフトが
改ざんされた成績ファイルを受け入れるには，以下の手順が必要になる。
1 ．成績ファイルの内容を書き換える・追加する
2 ．改ざん後の成績ファイルの内容全体のハッシュ文字列Hs'を求める
3 ．成績ファイルのファイル名を，Hs'の先頭から 7 文字を付加した「score- UUUUUUU
.json」に変更する
4 ．設定ファイルに記録された成績ファイルのハッシュ文字列をHs'で置換する
5 ．設定ファイルの一部（Hs'や個人識別情報）について，ハッシュ文字列Hc'を求める
6 ．設定ファイルのファイル名を，Hc'の先頭から 7 文字を付加した「config- VVVVVVV
.json」に変更する
成績ファイルの改ざんをもくろむユーザーが，改ざん検出にSHA-1のハッシュ値が使
われていることを知っていれば， 1 － 3 の手順で成績ファイルを改ざんすることは比
較的容易だ。というのも，ファイルの内容全体に対して各種ハッシュ値（MD5, SHA-1, 
SHA-256など）を計算して提示するソフトは，インターネットから比較的容易に無料で
入手できるからだ。
しかし，その後の 4 － 6 の手順では，設定ファイルの一部のデータに対してのみハッ
シュ値を求める必要がある。上に述べたようなソフトでは，ファイルの内容の一部だ
けに対してハッシュ値を求めることはできない。また，設定ファイルに記録されたどの
データがハッシュ値を算出する対象になっているかを判断する必要もあるので，より難
易度が高いと言える。
1 － 6 の手順をすべて完了するまでは，学生向け学習ソフトが改ざんされた成績ファ
イルを受け入れることはないため，暗号学的ハッシュ関数に関する知識をそれほど持っ
ていないユーザーに対しては，提案手法を利用した改ざん検出は，改ざんを防止するの
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に十分な効果を持っていると言えよう。
いっぽう，改ざんした成績ファイルを学生向け学習ソフトで利用することを考慮しな
ければ， 1 － 3 までの手順で改ざんが可能だ。成績ファイルのみを担当教員に提出する
場合，担当教員が成績管理ソフトでチェックしても，成績ファイルのハッシュ値とファ
イル名に含まれるハッシュ値が一致するために改ざんを検出できない。
この問題への対策として，成績ファイルのハッシュ値を求める際に，ファイル全体の
内容に加えて「ソルト」を付与することを考えている。ソルトとは，ハッシュ値を求め
る際に追加するデータのことで，ハッシュ値と元データの対応表（レインボーテーブ
ル）で解析されることを防止する目的がある。ソルトに利用するデータは任意だが，今
回は成績ファイルにソルトを保存する必要がある。
そこで，ソルトとして学生番号（ID）と学生氏名を利用する。理由は，一度も練習
を行なっていない場合でも，成績ファイルに学生番号と学生氏名は必ず記録されるため
だ。このようにソルトを利用することで，成績ファイルの改ざん検出に使われるハッ
シュ値は，成績ファイルの内容全体のハッシュ値とは大きく異なるものになるため，上
記のハッシュ値計算ソフトを利用した改ざんを防止することが期待できる。
6 ．おわりに
本稿では，USBフラッシュメモリにすべてを記録するポータブルタイプの学生向け学
習ソフトにおいて，学習結果を示す成績ファイルの改ざんを検出する方法を提案した。
具体的には，タッチタイピング習得ソフトTypingPrototypeが生成する成績ファイル
全体に対して，暗号学的ハッシュ関数SHA-1を利用してハッシュ値を求め，成績ファイ
ルのファイル名にその一部，設定ファイルの内容にその全部を記録する。これにより，
成績ファイルそのものは読み書きが容易なプレーンテキストのまま，学習ソフトや成績
管理ソフトの側で成績ファイルの改ざんを検出する手段を確保できた。
今後は，成績ファイルのハッシュ値へのソルトの導入や，暗号学的ハッシュ関数をよ
り強度の高いSHA-2やSHA-3に変更することを検討している。さらに，ハッシュ値や成
績をデータベースで管理するサーバーの構築や，Gmailによる認証を利用した成績ファ
イルのアップロードなど，タッチタイピング習得ソフトを中心とするシステムの実現に
も努力したい。
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Appendix A　SHA-1のアルゴリズム
以下に示す疑似コードは，FIPS PUB-180-4［ 3 ］の記述に基づく。計算には32ビッ
トを 1 ワードとする非負の整数が用いられる。
（ 1 ）ハッシュ値の初期化
ハッシュ値（160ビット長）を， 5 個の32ビットワードに分割してH0～H4と表記する。
それぞれの初期値を以下のように設定する。
H0 ← 0x67452301
H1 ← 0xefcdab89
H2 ← 0x98badcfe （ 1 ）
H3 ← 0x10325476
H4 ← 0xc3d2e1f0
（ 2 ）ラウンド定数の初期化
ハッシュ値の計算に使われる80個のラウンド定数
Kt（ 0 ≤ t ≤ 79）
を以下のように設定する。
0x5a827999（ 0 ≤ t ≤ 19）
Kt ← ｛0x6ed9eba1（20 ≤ t ≤ 39） （ 2 ）0x8f1bbcdc（40 ≤ t ≤ 59）0xca62c1d6（60 ≤ t ≤ 79）
（ 3 ）メッセージのパディング処理
任意ビット長のメッセージを，512ビットの整数倍のビット長にするためにパディン
グ処理を行なう。
具体的には， l ビット長のメッセージMの後ろに， 1 個の「 1 」のビットと， k 個の
「 0 」のビットを付加して，合計ビット長の512ビットモジュロが448ビットになるよう
に調整する。このとき， k は，
（ l + 1 + k ）mod 512≡448 （ 3 ）
となる最小値を選ぶ。続いて，末尾にメッセージMの長さ l を 2 進表現した64ビット値
を付加する。
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（ 4 ）メッセージのパース
パディング後のメッセージを，N 個の512ビット長のメッセージブロック
M（ 1 ），M（ 2 ），…， M（N）
に分割する。さらに，それぞれのメッセージブロックを，16個の32ビット長ワード
M0
（i），M1
（i），…， M15
（i）
に分割する。
（ 5 ）メッセージブロックごとの繰り返し処理
N個のメッセージブロックに対して，インデックス i の小さい順に以下に示す処理を
繰り返し行なう。
（ 5 － 1 ）メッセージスケジュールの準備
まず， n ビットの左ローテート（回転）処理を行なう関数を，
ROTLn（x）＝（ x ≪ n ）∨（ x ≫（32－ n ）） （ 4 ）
と定義する。ここで，∨はビット単位の論理和（OR），≪と≫はそれぞれビット単位の
左・右シフト処理を意味する記号とする。
この関数を利用して，80個のメッセージスケジュール
Wt（ 0 ≤ t ≤ 79）
を，以下のように設定する。ここで，⊕はビット単位の排他的論理和（XOR）を意味
する記号とする。
Wt ｛Mt
（i）（ 0 ≤ t ≤ 15）
ROTL1（Wt－3⊕Wt－8⊕Wt－14⊕Wt－16⊕（16 ≤ t ≤ 79）　（ 5 ）
（ 5 － 2 ）作業変数の初期化
5 個の作業変数 a ，b ，c ，d ，e に対して，直前のメッセージブロックの処理で求めら
れたハッシュ値H0～ H4（最初のメッセージブロックの場合は，ハッシュ値の初期値）
を設定する。
a  ← H0
b  ← H1
c  ← H2
d  ← H3
e  ← H4
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（ 5 － 3 ）圧縮関数の繰り返し処理
繰り返し用のパラメーター t を 0 から79まで変化させ，ラウンド定数Ktと，メッセー
ジスケジュールWtを切り替えながら，以下に示す処理を繰り返す。
まず，一時変数Tを以下のように設定する。なお，ft は，パラメーター t の範囲に応
じて， 4 つの関数からひとつが選択される。ここで，∧はビット単位の論理積（AND），
￢はビット単位の否定（NOT）を意味する記号とする（⊕は（ 5 － 1 ）で既出）。
T ← ROTL5（a）＋ft（b, c, d）＋e＋Kt＋Wt （ 7 ）
ft（x, y, z）＝｛
（ x ∧ y ）⊕（￢ x ∧ z ）　　　　　（ 0 ≤ t ≤ 19）
　（ 8 ）
　　　　　　 x ⊕ y ⊕ z 　　　　　　　　　　（20 ≤ t ≤ 39）
　　　　　　（ x ∧ y ）⊕（ x ∧ z ）⊕（ y ∧ z ）　（40 ≤ t ≤ 59）
　　　　　　 x ⊕ y ⊕ z 　　　　　　　　　　（60 ≤ t ≤ 79）
一時変数Tを利用して，作業変数 a ～ e を以下に示す順番で更新する。
e ← d
d ← c
c ← ROTL30（b） （ 9 ）
b ← a
a ← T
（ 5 － 4 ）ハッシュ値の更新
（ 5 － 3 ）の繰り返し処理が終了した時点での作業変数 a ～ e の値を，それまでの
ハッシュ値H0～H4に加算し，このメッセージブロックにおけるハッシュ値とする。
H0 ← H0＋a
H1 ← H1＋b
H2 ← H2＋c （10）
H3 ← H3＋d
H4 ← H4＋e
（ 6 ）最終的なSHA-1ハッシュ値の生成
最後のメッセージブロックM（N）に対する処理で求められた 5 個の32ビットハッシュ
値H0～H4を，上位ビットから順に（ビッグエンディアンで）接続すれば，最終的な160
ビット長のSHA-1ハッシュ値が得られる。
H0∥H1∥H2∥H3∥H4 （11）
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Appendix B　C#による実装コード（一部抜粋）4 ιʔείʔυ
ιʔείʔυ 1 ੒੷ϑΝΠϧͷಡΈࠐΈ෦෼
public void Load(string hash)
{
IsLoaded = false;
if (hash == null) {
return;
}
// ઃఆϑΝΠϧʹه࿥͞Εͨϋογϡจࣈྻͷઌ಄͔Β7จࣈΛऔΓग़͢
var hashHead = (hash.Length < 7) ? hash : hash.Substring(0, 7);
// ੒੷ϑΝΠϧͷϑΝΠϧ໊Λੜ੒
var scoreFile = Path.Combine(_scoreFolder ,
String.Format(ScoreFileFormat , hashHead));
if (!File.Exists(scoreFile)) {
return;
}
// ੒੷ϑΝΠϧͷ಺༰શମʹର͢Δ S H Aϋογϡ஋ͷ 1 6ਐදهจࣈྻΛಘΔ
WholeHash = GetSha1Hash(scoreFile);
// ੒੷ϑΝΠϧͷ಺༰Λ J S O NγϦΞϥΠβʔΛར༻ͯ͠ಡΈࠐΉ
var serializer = new DataContractJsonSerializer(typeof(ScoreInfo));
using (var stream = new FileStream(scoreFile , FileMode.Open, FileAccess.Read)) {
var scoreInfo = serializer.ReadObject(stream) as ScoreInfo;
if (scoreInfo == null) {
return;
}
Info = scoreInfo;
IsLoaded = true;
}
}
ιʔείʔυ 2 ઃఆϑΝΠϧͱ੒੷ϑΝΠϧͷνΣοΫ
private void LoadSettingsAndScore()
{
UserSettings.Current.Load();
if (UserSettings.Current.IsFirstTime) { // ॳճىಈ࣌
// νΣοΫ͠ͳ͍
} else if (!UserSettings.Current.IsValid) { // ઃఆϑΝΠϧ͕վ͟Μ͞Εͨ
MessageBox.Show(this,
String.Format("ઃఆϑΝΠϧͷ಺༰ͷҰ෦͕վ͟Μ͞Ε͍ͯ·͢ɻ\n" +
"͜Ε͸໌Β͔ͳෆਖ਼ͳͷͰɼݱࡏͷ੒੷ϑΝΠϧΛ࡟আ͠·͢ɻ"),
@"֬ೝ - ϝΠϯ ",
MessageBoxButtons.OK, MessageBoxIcon.Exclamation);
// ੒੷ͷফڈ
_score.ClearTrainingInfo();
} else {
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// ੒੷ϑΝΠϧͷಡΈࠐΈ
_score.Load(UserSettings.Current.Info.ScoreHash);
if (_score.IsLoaded &&
_score.WholeHash != UserSettings.Current.Info.ScoreHash) {
// ઃఆϑΝΠϧͷϋογϡͱه࿥͞Εͨϋογϡ͕৯͍ҧ͍ͬͯΔ
MessageBox.Show(this,
String.Format("੒੷ϑΝΠϧͷ಺༰͕վ͟Μ͞Ε͍ͯ·͢ɻ\n" +
"͜Ε͸໌Β͔ͳෆਖ਼ͳͷͰɼݱࡏͷ੒੷ϑΝΠϧΛ࡟আ͠·͢ɻ"),
@"֬ೝ - ϝΠϯ ",
MessageBoxButtons.OK, MessageBoxIcon.Exclamation);
// ੒੷ͷফڈ
_score.ClearTrainingInfo();
}
}
// είΞ৘ใʹɼઃఆϑΝΠϧͷར༻ऀ৘ใΛసه
_score.RegisterUserInfo(UserSettings.Current.Info.Name,
UserSettings.Current.Info.Yomigana, UserSettings.Current.Info.Id);
}
ιʔείʔυ 3 ੒੷ϑΝΠϧͷॻ͖ࠐΈ෦෼
public void SaveAndRename()
{
// είΞϑΥϧμʔ͕·ͩͳ͚Ε͹࡞Δ
MakeScoreFolder(_scoreFolder);
// είΞϑΥϧμʔʹ࡞੒͢ΔҰ࣌ϑΝΠϧͷ໊લΛੜ੒
var tmpFile = Path.Combine(_scoreFolder , Path.GetRandomFileName());
using (var stream = new FileStream(tmpFile, FileMode.Create, FileAccess.Write)) {
// είΞ৘ใΛ J S O NγϦΞϥΠβʔΛར༻ͯ͠อଘ
var serializer = new DataContractJsonSerializer(typeof (ScoreInfo));
serializer.WriteObject(stream, Info);
}
// Ҏલͷ੒੷ϑΝΠϧ΋ؚΊɼείΞϑΥϧμʔͷϑΝΠϧΛҰ࣌ϑΝΠϧҎ֎͸࡟আ
foreach (var file in
Directory.GetFiles(_scoreFolder).Where(file => file != tmpFile)) {
File.Delete(file);
}
// Ұ࣌ϑΝΠϧͷ಺༰શମʹର͢Δ SHA-1ϋογϡ஋ͷ16ਐදهจࣈྻΛಘΔ
WholeHash = GetSha1Hash(tmpFile);
// ੒੷ϑΝΠϧͷਖ਼໊ࣜΛಘΔ(ϋογϡจࣈྻͷઌ಄͔Β7จࣈΛؚΉ)
var scoreFile = Path.Combine(_scoreFolder ,
String.Format(ScoreFileFormat ,
WholeHash.Substring(0, 7)));
// Ұ࣌ϑΝΠϧͷ໊લΛਖ਼ࣜͳ੒੷ϑΝΠϧ໊ʹมߋ
File.Move(tmpFile, scoreFile);
}
8
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// ੒੷ϑΝΠϧͷಡΈࠐΈ
_score.Load(UserSettings.Current.Info.ScoreHash);
if (_score.IsLoaded &&
_score.WholeHash != UserSettings.Current.Info.ScoreHash) {
// ઃఆϑΝΠϧͷϋογϡͱه࿥͞Εͨϋογϡ͕৯͍ҧ͍ͬͯΔ
MessageBox.Show(this,
String.Format("੒੷ϑΝΠϧͷ಺༰͕վ͟Μ͞Ε͍ͯ·͢ɻ\n" +
"͜Ε͸໌Β͔ͳෆਖ਼ͳͷͰɼݱࡏͷ੒੷ϑΝΠϧΛ࡟আ͠·͢ɻ"),
@"֬ೝ - ϝΠϯ ",
MessageBoxButtons.OK, MessageBoxIcon.Exclamation);
// ੒੷ͷফڈ
_score.ClearTrainingInfo();
}
}
// είΞ৘ใʹɼઃఆϑΝΠϧͷར༻ऀ৘ใΛసه
_score.RegisterUserInfo(UserSettings.Current.Info.Name,
UserSettings.Current.Info.Yomigana, UserSettings.Current.Info.Id);
}
ιʔείʔυ 3 ੒੷ϑΝΠϧͷॻ͖ࠐΈ෦෼
public void SaveAndRename()
{
// είΞϑΥϧμʔ͕·ͩͳ͚Ε͹࡞Δ
MakeScoreFolder(_scoreFolder);
// είΞϑΥϧμʔʹ࡞੒͢ΔҰ࣌ϑΝΠϧͷ໊લΛੜ੒
var tmpFile = Path.Combine(_scoreFolder , Path.GetRandomFileName());
using (var stream = new FileStream(tmpFile, FileMode.Create, FileAccess.Write)) {
// είΞ৘ใΛ J S O NγϦΞϥΠβʔΛར༻ͯ͠อଘ
var serializer = new DataContractJsonSerializer(typeof (ScoreInfo));
serializer.WriteObject(stream, Info);
}
// Ҏલͷ੒੷ϑΝΠϧ΋ؚΊɼείΞϑΥϧμʔͷϑΝΠϧΛҰ࣌ϑΝΠϧҎ֎͸࡟আ
foreach (var file in
Directory.GetFiles(_scoreFolder).Where(file => file != tmpFile)) {
File.Delete(file);
}
// Ұ࣌ϑΝΠϧͷ಺༰શମʹର͢Δ SHA-1ϋογϡ஋ͷ16ਐදهจࣈྻΛಘΔ
WholeHash = GetSha1Hash(tmpFile);
// ੒੷ϑΝΠϧͷਖ਼໊ࣜΛಘΔ(ϋογϡจࣈྻͷઌ಄͔Β7จࣈΛؚΉ)
var scoreFile = Path.Combine(_scoreFolder ,
String.Format(ScoreFileFormat ,
WholeHash.Substring(0, 7)));
// Ұ࣌ϑΝΠϧͷ໊લΛਖ਼ࣜͳ੒੷ϑΝΠϧ໊ʹมߋ
File.Move(tmpFile, scoreFile);
}
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ιʔείʔυ 4 ϑΝΠϧͷ಺༰શମʹର͢Δ SHA-1ϋογϡจࣈྻͷऔಘ
private static string GetSha1Hash(string filePath)
{
if (!File.Exists(filePath)) {
return String.Empty;
}
using (var stream = new FileStream(filePath, FileMode.Open, FileAccess.Read)) {
var sha1 = SHA1.Create();
// ϑΝΠϧͷ಺༰શମΛಡΈࠐΜͰɺ SHA-1ϋογϡ஋160Ϗοτ(20όΠτ)ΛಘΔ
var bytes = sha1.ComputeHash(stream);
// ϋογϡ஋Λ16ਐදهจࣈྻʹม׵
return bytes.Aggregate(new StringBuilder(),
(sb, x) => sb.Append(x.ToString("x2")), sb => sb.ToString());
}
}
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