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Abstract 
In service-oriented systems, context information can be used to select a variety of services 
to support the execution of processes. Yet, context information causes interdependencies 
between services, in the sense that they are evaluated differently – regarding their utility 
and feasibility - when being composed with other services. Such context 
interdependencies have not been sufficiently addressed by research so far, as approaches 
either disregard them or propose exact solutions which are hardly applicable due to high 
time complexity of the selection problem. To alleviate this drawback, we present a 
heuristic technique considering context interdependencies. In particular, this technique 
consists of an approach to decompose end-to-end constraints together with a local 
selection approach. Our evaluation, by means of a real-world data, shows that this 
technique achieves close to optimal selection results at a fraction of the computation time 
of an exact solution and thus contributes to an efficient decision support.  
Keywords:  Context-aware, context interdependencies, service selection, decomposition 
of constraints, local selection 
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Introduction 
Context information is one of the key factors that heavily influences most real-world processes (cf. Hu et al. 
2012; Wang et al. 2012; Zhou et al. 2011). According to Dey (2001), context information can be defined as 
“any information that can be used to characterize the situation of an entity. An entity is a person, place, or 
object that is considered relevant to the interaction between a user and an application, including the user 
and application themselves”. Emerging technologies such as mobile devices (e.g., smart phones, wearables 
and tablets) further reinforce the influence of context information on processes, as they allow us to capture 
and to process context information in a convenient way. As a result, more and more context information is 
available, that can be used to adapt processes to the current needs and situations of a conducting entity.  
An architectural paradigm that allows for a flexible adaption of processes to changing environmental needs 
or business challenges is the one of a service-oriented architecture (cf. Papazoglou 2012; Serrano et al. 
2014). Here, the execution of processes can be supported by composing a number of loosely coupled services 
together (i.e., service composition). A widely discussed problem in this regard concerns the selection of the 
best services from a set of functionally equivalent services – referred to as a service class – for each process 
action. Decision support for this problem is provided by means of QoS-aware service selection approaches 
(cf. Alrifai et al. 2012; Ardagna and Pernici 2007; Yu et al. 2007; Zeng et al. 2004). These approaches 
basically map the different non-functional properties (NFP) of services – represented by QoS attributes 
(e.g., price, response time, availability) – onto a single utility value and maximize this value under the 
consideration of end-to-end constraints comprising user-defined requirements (e.g., an upper price limit 
for the entire process). Zeng et al. (2004) and Yu et al. (2007), for instance, regarding the QoS-aware service 
selection problem as a multi-choice, multi-dimensional knapsack problem (MMKP) which is known to be 
NP-hard (cf. Hwang and Yoon 1981) in the strong sense. As a result, every exact solution to this problem is 
expected to have an exponential time complexity with respect to the problem size (cf. Alrifai et al. 2012). 
Here, the main influencing factor, besides the number of service classes and the number of end-to-end 
constrains, is the number of functionally equivalent services available for each service class. 
With the consideration of context information in service selection (cf. Yu and Reiff-Marganiec 2009a; Yuan 
et al. 2013; Zhang et al. 2013), the time complexity of an exact solution is even increased. In detail, this can 
be accounted for by the two following aspects. The first one is the existence of context-aware attributes of 
a service (cf. Cuddy et al. 2005; Heinrich and Lewerenz 2015; Lin et al. 2012). These attributes are 
characterized by the fact that their quantified values are not fixed and given, but rather are dependent on 
the composition in which the corresponding service is participating as well as on the context information 
that arises from this particular composition. To give an example: the response time of a service can differ 
depending on the physical distance to a previously selected service (see e.g., Lin et al. 2012). Thus to 
quantify this value, we first need to know where the preceding service is located which is context 
information (e.g., GPS position). Then, this information can be used to calculate the distance to a succeeding 
service and consequently to quantify the response time (e.g., the lower the distance, the lower the response 
time and vice versa). The second aspect is the dynamic characteristic of context information (cf. Gu et al. 
2005; Henricksen et al. 2002), which is the cause for the following three effects (cf. Heinrich and Lewerenz 
2015): 
 Context information is dependent on the previously selected services, whereas the quantified values 
of context-aware attributes themselves depend on context information. The context information 
GPS position, for instance, strongly depends on the GPS position of the previously selected service. 
As a consequence, different context information can be determined subject to the considered 
service composition. 
 As a result of , the quantified values and thus the utility of the same service may be a different for 
each possible service composition.  
 The selection of a service can lead to context information in which some or all succeeding services 
are not feasible with respect to the end-to-end constraints. 
In the following - are denoted as the effects of context interdependencies. As a result, time complexity 
of an exact solution for the context-aware service selection is increased as the problem size is additionally 
increased due to the potentially huge number of possible context information (cf. ). Because of the latter, 
a service no longer has a fixed single utility value (cf. QoS-aware service selection), but rather multiple ones, 
depending on the service composition which it is part of. The same applies to the feasibility of services 
 Heuristic Technique for Context-aware Service Selection 
  
 Thirty Sixth International Conference on Information Systems, Fort Worth 2015 3 
regarding the end-to-end constraints. It is obvious that the effects of context interdependencies need to be 
considered within a service selection approach, as they directly influence the utility and feasibility of a 
service composition. 
Even though research has dealt with the usage of context information for the selection of services, most 
approaches either disregard the effects of context interdependencies (cf. Cuddy et al. 2005; Kirsch-Pinheiro 
et al. 2008; Madkour et al. 2013; Sensoy et al. 2009; Vanrompay et al. 2009; Zhang et al. 2013), leave end-
to-end constraints unconsidered (cf. Yu and Reiff-Marganiec 2009b; Yuan et al. 2013), or are expected to  
be confronted with scalability issues (cf. Heinrich and Lewerenz 2015; Wu and Zhu 2013). We will therefore 
address the following research question in this paper: 
How to design a heuristic technique for the context-aware service selection that provides an efficient 
decision support by taking into account the effects of context interdependencies, end-to-end constraints 
and provides a good scalability.  
The remainder of this paper is organized as follows: in the next section, we discuss the related literature 
and our contribution with regard to the identified research gap. In addition to that, we present our model 
setup. In the third section, we present our novel heuristic technique that is meant to address the research 
question of this paper. In the fourth section, we provide an evaluation of our heuristic technique with 
respect to its correctness and its ability to contribute to the stated research question. Finally, we conclude 
our paper with a short discussion on important limitations and outlook on future research.  
Background 
The following subsections provide an overview of the literature related to our research and a discussion of 
our contribution to it, ensued by the presentation of the model setup for context-aware service selection.  
Related Work 
Our research is related to the literature on QoS-aware service selection and directly contributes to the 
literature on context-aware service selection. We start by discussing the literature on QoS-aware service 
selection. 
As already described in the introduction, every exact solution to the QoS-aware service selection problem 
has an exponential time complexity, when being modeled as an MMKP due to the NP-hardness of the 
problem (cf. Hwang and Yoon 1981). Within the last decade, a number of heuristic techniques (cf. Berbner 
et al. 2006; Canfora et al. 2008; Li and Yan-xiang 2012; Wang et al. 2010; Yu et al. 2007; Zeng et al. 2004) 
have been proposed to address this time complexity. Here, it became clear that approaches which use local 
selection (e.g., Zeng et al. 2004) usually have a superior performance – with regard to computation 
time – than heuristic techniques such as genetic algorithms (e.g., Canfora et al. 2005) or ant colony 
optimization (e.g., Li and Yan-xiang 2012). The reason for this is low time complexity of the local selection 
of O(j), where j is the number of services available for a service class. However, end-to-end constraints 
cannot be taken into account with local selection. To resolve this issue, several works (cf. Alrifai et al. 2012; 
Sun and Zhao 2012; Surianarayanan et al. 2014) present approaches to decompose the end-to-end 
constraints into local constraints. Alrifai et al. (2012), for instance, model their decomposition approach as 
a MMKP. They specify a number of quality levels (e.g., value of a specific NFP) for each service class and 
attribute and assign a utility value to each of them. Subject to the end-to-end constraint the accumulated 
utility of the quality levels is maximized. According to the authors, the problem size of their decomposition 
approach is determined by the number of service classes, the number of quality levels and the number of 
end-to-end constraints and thus is independent of the number of services. Consequently, this approach is 
usually more scalable than every approach aiming at an exact solution (e.g., Zeng et al. 2004).  
Based on the evolution of QoS-aware service selection approaches over the last decade, we argue that the 
idea of using local selection in combination with an approach to decompose the end-to-end constraints also 
seems like a promising way to reduce the time complexity in context-aware service selection. However, as 
no consideration of context information and thus no consideration of the effects of context 
interdependencies (cf. -) takes place, these approaches would need to be extended to fit to the context-
aware service selection in an appropriate way.  
 Heuristic Technique for Context-aware Service Selection 
  
 Thirty Sixth International Conference on Information Systems, Fort Worth 2015 4 
In the following, we discuss current context-aware service selection works according to the applied 
approach, namely local selection, global optimization and heuristic technique. 
Local selection: the basic idea of local selection is to select the best services for each service class individually 
while considering the context information available for this service class. Here, several approaches (cf. 
Cuddy et al. 2005; Kirsch-Pinheiro et al. 2008; Madkour et al. 2013; Sensoy et al. 2009; Vanrompay et al. 
2009) can be found, which, however, do not take context interdependencies between services into account. 
In contrast to that is the backwards composition context based service selection (BCCbSS) approach by Yu 
and Reiff-Marganiec (2009a). Before executing the next action, the BCCbSS approach additionally selects 
the optimal service for the action after the next action while taking the corresponding context information 
into account. Then, the selection of services in the next action is reconsidered. The goal is to determine 
alternative context information potentially resulting in a higher utility of the selected services for the two 
considered activities. If this is the case, a re-selection is performed. Otherwise the initial selection is 
maintained.  
For the context-aware service selection, local selection definitely has its advantages regarding scalability as 
time complexity is very low. However, with local selection end-to-end constraints cannot be considered. 
Global optimization: it is used in scenarios where an exact solution (i.e., optimal service composition) is 
required. Heinrich and Lewerenz (2015) use the concept of states to model and organize context 
information. This allows for a determination of feasible context information regarding a service 
composition even at planning time. Several quantification functions and context-aware attributes are 
proposed. The optimal service composition is determined by using integer programming while considering 
the effects of context interdependencies as well as end-to-end constraints.  
For the context-aware service selection, global optimization has its advantages. Particularly regarding the 
consideration of the effects of context interdependencies as well as end-to-end constraints. However, due 
to the high time complexity of the exact solution, global optimization is only applicable for very small 
problem instances. Hence, fast decision support for many real-world problems is not possible with global 
optimization. 
Heuristic Techniques: several approaches (cf. Wu and Zhu 2013; Yuan et al. 2013; Zhang et al. 2013) can 
be found that address the high time complexity of an exact solution by presenting a number of heuristic 
techniques. Rather than modelling context information and quantifying context-aware attributes, Zhang et 
al. (2013) use process mining to determine existing context interdependencies between services in a specific 
pattern of the process. For each pattern, they determine the service composition with the highest utility by 
creating a feasible solution and then improve this solution by allowing infeasible upgrades followed by 
feasible downgrades. Yuan et al. (2013) use a genetic algorithm to determine the service composition with 
the highest utility. Here, context information is used to provide information about, for instance, price 
discounts in case certain services are composed together. Yet, the quantification of context-aware attributes 
is not taken into account. For a single action of the process and the corresponding services, the authors use 
a matrix to represent different, already quantified values of a single attribute that can emerge due to all 
possible service selections in the preceding action. Moreover, the authors leave end-to-end constraints 
unconsidered. Wu and Zhu (2013) propose an approach based on ant colony optimization. Here, the utility 
of a service composition is determined based on the NFP and transactional properties (i.e., compensatable, 
retriable, pivot and compensatable & retriable) of the participating services. Context interdependencies 
between services are considered in a sense that the quantified values of the transactional properties can 
differ according to the previous selected services. Additionally, the approach takes end-to-end constraints 
into account.  
Research Gap and Contribution to Research  
Existing context-aware service selection approaches mainly address the high time complexity of an exact 
solution, as heuristic or local selection approaches have been widely proposed (cf. Cuddy et al. 2005; Kirsch-
Pinheiro et al. 2008; Madkour et al. 2013; Sensoy et al. 2009; Vanrompay et al. 2009, Wu and Zhu 2013, 
2013; Yu and Reiff-Marganiec 2009b; Yuan et al. 2013; Zhang et al. 2013). Yet, none of these works offer 
an approach that takes into account the effects of context interdependencies (cf. -) and end-to-end 
constraints. The only exceptions are the approaches of Heinrich and Lewerenz (2015) and Wu and Zhu 
(2013). However, these two approaches are usually confronted with scalability issues. For Heinrich and 
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Lewerenz (2015), this is due to the fact that they use global optimization which has high time complexity. 
For Wu and Zhu (2013) it can be accounted for by the usage of ant colony optimization which is based on a 
directed acyclic graph (cf. Dorigo and Caro 1999). For the context-aware service selection, the number of 
nodes and edges in this graph can be very large (i.e., due to existing context interdependencies) even for 
small problem instances. Thus, we expect a high time consumption to achieve close to optimal selection 
results. To conclude, to the best of our knowledge not a single context-aware service selection approach 
exists that is capable of considering the effects of context interdependencies and end-to-end constraints 
which at the same time provides a good scalability and thus is able to provide an efficient decision support.  
Against this backdrop, we aim at designing an efficient heuristic technique for the context-aware service 
selection that is based on local selection in combination with a decomposition approach. We thereby 
contribute to the current body of knowledge in context-aware service selection in two ways: first, we 
illustrate how the effects of context interdependencies can be considered in a well-founded way for the 
decomposition of end-to-end constraints. Second, we present a selection approach that makes use of the 
low time complexity of local selection but at the same time is able to take end-to-end constraints into 
account. We further show how the idea of local selection can be combined with an efficient re-selection 
approach to consider the effects of context interdependencies during selection. To sum up, we not only 
extend current context-aware service selection approaches but also propose a first approach that is able to 
consider the effects of context interdependencies as well as end-to-end constraints at a very low time 
complexity.  
Model Setup  
In the following, we introduce our model setup in line with existing works, which means that we use those 
definitions and modeling elements that are considered to be a common knowledge base. 
In our model, we consider a process that consists of a number of actions i (with i = 1 to I) that contribute to 
achieving the intended goal of the process. A service class 𝑆𝑖 includes all services 𝑠𝑖𝑗  (with i = 1 to I, j = 1 to 
𝐽𝑖) that provide an equivalent functionality to implement action i, but who differ in their values of the NFP. 
Moreover, we take the following three elementary workflow constructs into account: sequential (cf. Cui et 
al. 2011; Zeng et al. 2004), pick (cf. Wan et al. 2008; Yu et al. 2007) and conditional (cf. Alrifai et al. 2012; 
Yu et al. 2007). To consider these workflow constructs during service selection, we use the idea of execution 
routes (cf. Alrifai et al. 2012; Ardagna and Pernici 2007; Yu et al. 2007; Zeng et al. 2004). An execution 
route Γ is defined as a path of service classes 𝑆𝑖 from the start to the end of the process that includes only 
one branch of each pick and conditional construct. 
We further focus on a number of attributes n (with n = 1 to N) describing the quantified NFP values of a 
service. Thus, we introduce 𝑝𝑖𝑗 = [𝑝𝑖𝑗
1 , … , 𝑝𝑖𝑗
𝑁] as the quantified NFP vector for service 𝑠𝑖𝑗  that consists of the 
quantified values for each single attribute n. Please note that this vector integrates the quantified values of 
both non-context-aware attributes M (with m = 1 to M) as well as context-aware attributes O (with o = 1 to 
O) so that 𝑀 ∪ 𝑂 = 𝑁 and 𝑀 ∩ 𝑂 = ∅ hold.  
To quantify the value of context-aware attributes, we use the following type-based quantification functions 
(cf. Shen et al. 2012; Yu and Reiff-Marganiec 2009b) (cf. Table 1): 
Table 1. Type-based quantification functions 
Type Function 
Boolean 𝜏𝐵 = {
1 𝑖𝑓 𝑝𝑖𝑗
𝑜  𝑠𝑎𝑡𝑖𝑠𝑓𝑖𝑒𝑠 𝑐𝑟𝑖𝑡𝑒𝑟𝑖𝑜𝑛 𝐺 
0 𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒                               
 
Discount 𝜏𝐶𝐶 = 𝑝𝑖𝑗
𝑜 ∗ 𝑑𝑐 𝑤𝑖𝑡ℎ  𝑑𝑐 𝑎𝑠 𝑎 𝑑𝑖𝑠𝑐𝑜𝑢𝑛𝑡 𝑓𝑎𝑐𝑡𝑜𝑟 {
0 < 𝑑𝑐 < 1 𝑖𝑓 𝜏𝐵 = 1 
𝑑𝑐 = 1        𝑖𝑓 𝜏𝐵 = 0
 
Distance 
𝜏𝐷 = {
𝑅 ∗ 𝑐                      𝑖𝑓 𝑐 ≥ 1
𝑅 ∗ 𝑐 ∗ arcsin (1) 𝑖𝑓 𝑐 < 1
; 𝑤𝑖𝑡ℎ 𝑅 = 6371 𝑘𝑚 
𝑎𝑛𝑑 𝑐 = 2 ∗ arcsin (𝑠𝑖𝑛2(|𝐿2(𝑝𝑖𝑗
𝑜 ) − 𝐿1(𝑝𝑖𝑗
𝑜 )| ∗ 0.5) + cos(𝐿1(𝑝𝑖𝑗
𝑜 )) ∗ cos(𝐿2(𝑝𝑖𝑗
𝑜 )) ∗ 𝑠𝑖𝑛2(|G2(𝑝𝑖𝑗
𝑜 ) − G1(𝑝𝑖𝑗
𝑜 )|) ∗ 0.5)0.5 
Favorite 𝜏𝐹 = 𝑝𝑖𝑗
𝑂 − (𝑎𝑐)
𝑒 𝑤𝑖𝑡ℎ 0 < 𝑒 < 1; 𝑎𝑐 ∈ ℕ 
For each context-aware attribute 𝑝𝑖𝑗
𝑜 , a quantification function and a context information (i.e., G, A, or  
location represented by latitude 𝐿(𝑝𝑖𝑗
𝑂 )  and longitude 𝐺(𝑝𝑖𝑗
𝑂 ), whereas the index 1 and 2 represent two 
succeeding services) is needed. Based on these two pieces of information, the value of a context-aware 
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attribute can be quantified. In the following, the presented types are illustrated by a short example of the 
favorite type. Let us consider a user who evaluates the category X with 4, the category Y with 3 and the 
category Z with 2 so that 𝑝𝑖𝑗
𝑂 = [4,3,3]. For the corresponding context information, we define 𝐴 = [𝑎1, … , 𝑎𝐶] 
as a tally vector including a value for each single category c (with c = 1 to C) that indicates how often the 
corresponding category has been selected so far. Consequently, for the example A is given by 𝐴 = [2,0,0]. If 
e is set to 0.2, then the value of the context-aware attribute will be quantified with 4 − 20.2 = 2.85 if 𝑝𝑖𝑗
𝑂  
equals category X or 3 − 00.2 = 3 if 𝑝𝑖𝑗
𝑂  equals category Y or Z. A detailed discussion on the other type-based 
quantification functions can be found in Shen et al. (2012) or Yu and Reiff-Marganiec (2009b). 
To model context information, we use the concept of states and in particular belief and world states (cf. 
Heinrich and Lewerenz 2015). A belief state 𝐵𝑆𝑖  is defined as a set of belief state tuples 𝑏𝑖𝑘 (with k as the 
number of tuples and i as the number of the corresponding service class) with 𝑏𝑖𝑘 ≔ (𝑣(𝑏𝑖𝑘), 𝑟(𝑏𝑖𝑘)) where 
𝑣(𝑏𝑖𝑘) is a state variable and the restriction 𝑟(𝑏𝑖𝑘) is a subset of the predefined domain 𝑑𝑜𝑚(𝑏𝑖𝑘). 𝑤𝑠𝑖𝑘 ⊆ 𝑏𝑖𝑘  
is a world state tuple where ∀ 𝑣(𝑏𝑖𝑘) ∈ 𝑏𝑖𝑘    |𝑟(𝑏𝑖𝑘)| = 1  (cf. Ghallab et al. 2004; Heinrich et al. 2009; 
Heinrich and Schön 2015). Thus, each context information and its corresponding value is represented by 
exactly one state variable 𝑣(𝑏𝑖𝑘)  in 𝑤𝑠𝑖𝑘 . Further, 𝐵𝑆1  is defined as the initial state and 𝐵𝑆𝐼+1  as the 
respective goal state.  
At planning time and for an execution route Γ, we use the state creation algorithm of Heinrich and Lewerenz 
(2015) to determine the possible context information with respect to a certain service composition. The 
algorithm starts at the initial state 𝐵𝑆1  and from there determines 𝐵𝑆𝑖+1  with the corresponding world 
states 𝑤𝑠(𝑖+1)𝑘  for 𝑆𝑖+1  and subsequently for all service classes by imitating the selection of each 𝑠𝑖𝑗 ∈ 𝑆𝑖 
(state-transition). For the state creation, we differentiate between two different types of state variables. 
State variables where the new value of the corresponding context information is only dependent on the last 
selected service 𝑠𝑖𝑗  (e.g., GPS position) are called non-consecutive. State variables where the value of the 
corresponding context information is dependent on the last selected service 𝑠𝑖𝑗  as well as on the last 
considered world state 𝑤𝑠𝑖𝑘, such that 𝑊: 𝑤𝑠𝑖𝑘 × 𝑠𝑖𝑗 → 𝑤𝑠𝑖′𝑘 hold (e.g., daytime) are called consecutive.  
For the selection of services, in which multiple attributes have to be considered, we use, in line with the 
existing literature (cf. Alrifai et al. 2012; Ardagna and Mirandola 2010; Ardagna and Pernici 2007; Zeng et 
al. 2004), a utility function. We consider attributes 𝑛+ (𝑤𝑖𝑡ℎ 𝑛+ = 1 𝑡𝑜 𝑁+) where the corresponding NFP 
values need to be maximized and attributes 𝑛− (𝑤𝑖𝑡ℎ 𝑛− = 1 𝑡𝑜 𝑁−) where the corresponding NFP values 
need to be minimized. To determine the utility value of a service, without loss of any generality (w.l.o.g), we 
apply simple additive weighting (SAW). In a first step, the values of the NFP of the services are normalized 
in the interval [0; 1] to ensure comparability between the differently scaled NFP values. Similar to Alrifai et 
al. (2012), this is achieved by using the aggregated maximum and minimum NFP values over all service 
classes 𝑆𝑖. For the attributes 𝑛 the aggregated values are defined as follows: 
 𝑃𝑚𝑖𝑛(𝑛) =  ∑ (𝑃𝑚𝑖𝑛(𝑖, 𝑛))𝐼𝑖=1 ;  𝑃𝑚𝑖𝑛(𝑖, 𝑛) = min
𝑠𝑖𝑗∈𝑆𝑖
𝑝𝑖𝑗
𝑛  (1) 
 𝑃𝑚𝑎𝑥(𝑛) =  ∑ (𝑃𝑚𝑎𝑥(𝑖, 𝑛))𝐼𝑖=1 ;  𝑃𝑚𝑎𝑥(𝑖, 𝑛) = max
𝑠𝑖𝑗∈𝑆𝑖
𝑝𝑖𝑗
𝑛  (2) 
In a second step, the normalized NFP values of the attributes are weighted with the preferences of the user. 
Hence, the utility 𝑈𝑖𝑗  of a service 𝑠𝑖𝑗  is defined as follows: 
 𝑈𝑖𝑗 = ∑ (
𝑃𝑚𝑎𝑥(𝑖,𝑛−)−𝑝𝑖𝑗
𝑛−
𝑃𝑚𝑎𝑥(𝑛−)−𝑃𝑚𝑖𝑛(𝑛−)
)𝑁
−
𝑛−=1 ∗ 𝑤
𝑛− + ∑ (
𝑝𝑖𝑗
𝑛+−𝑃𝑚𝑖𝑛(𝑖,𝑛+)
𝑃𝑚𝑎𝑥(𝑛+)−𝑃𝑚𝑖𝑛(𝑛+)
) ∗ 𝑤𝑛
+𝑁+
𝑛+=1  (3) 
Concerning 𝑈𝑖𝑗 , 𝑝𝑖𝑗
𝑛−and 𝑝𝑖𝑗
𝑛+ are the NFP values for each single attribute 𝑛 of the NFP vector of service 𝑠𝑖𝑗 . 
The user can set up preferences (i.e., 𝑤𝑛
−
, 𝑤𝑛
+
) for each attribute 𝑛 , where 0 < 𝑤𝑛
−
, 𝑤𝑛
+
< 1  and 
∑ 𝑤𝑛
−𝑁−
𝑛−=1 + ∑ 𝑤
𝑛+ = 1𝑁
+
𝑛+=1  hold. Based on this, the utility of a service composition can be computed by 
aggregating the utility of the selected services. To represent the user’s requirements regarding the different 
aggregated NFP values of a service composition, we introduce the end-to-end constraints vector 𝑄𝑐 =
[𝑄𝑐
1, … , 𝑄𝑐
𝑁] containing a value for each attribute n. 
Thus, using the notation presented above our optimization model is defined as: 
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max
𝑥𝑖𝑗;𝑦𝑖𝑘
 ∑ ∑ ∑ 𝑈(𝑠𝑖𝑗 , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘)) ∗ 𝑥𝑖𝑗 ∗ 𝑦𝑖𝑘
𝑤𝑠𝑖𝑘∈𝐵𝑆𝑖𝑠𝑖𝑗∈𝑆𝑖𝑆𝑖∈Γ
                                                          (4) 
𝑆𝑢𝑏𝑗𝑒𝑐𝑡 𝑡𝑜:  ∑ 𝑥𝑖𝑗 = 1
𝑠𝑖𝑗∈𝑆𝑖
∀𝑆𝑖 ∈  Γ;  𝑤𝑖𝑡ℎ 𝑥𝑖𝑗 ∈ {0,1}                                                                      (5) 
∑ 𝑦𝑖𝑘 = 1 ∀𝐵𝑆𝑖 ∈ Γ;
𝑤𝑠𝑖𝑘∈𝐵𝑆𝑖
 𝑤𝑖𝑡ℎ 𝑦𝑖𝑘 ∈ {0,1}                                                               (6) 
∑ 𝑦𝑖𝑘 ∗ ∑ (𝑥(𝑖−1)𝑗 ∗ 𝑦(𝑖−1)𝑘′)
(𝑠(𝑖−1)𝑗,𝑤𝑠(𝑖−1)𝑘′)∈𝛩𝑖𝑘
𝑤𝑠𝑖𝑘∈𝐵𝑆𝑖
= 1 𝑤𝑖𝑡ℎ 𝑖 ∈ [2; 𝐼]            (7)1 
∑ ∑ 𝑝𝑖𝑗
𝑚 ∗ 𝑥𝑖𝑗
𝑠𝑖𝑗∈𝑆𝑖
≤
𝑆𝑖∈Γ
𝑄𝑐
𝑛 ∀𝑚 = 1, … , 𝑀;  𝑀 ⊆ 𝑁                                                     (8) 
∑ ∑ ∑ 𝑝𝑖𝑗
𝑜 (𝑤𝑠𝑖𝑘) ∗ 𝑥𝑖𝑗 ∗ 𝑦𝑖𝑘
𝑤𝑠𝑖𝑘∈𝐵𝑆𝑖
≤ 𝑄𝑐
𝑛
𝑠𝑖𝑗∈𝑆𝑖𝑆𝑖∈Γ
 ∀𝑜 = 1, … , 𝑂;  𝑂 ⊆ 𝑁                   (9) 
Considering the service classes 𝑆𝑖 and belief states 𝐵𝑆𝑖 in execution route Γ as well as the respective services 
𝑠𝑖𝑗 ∈ 𝑆𝑖  and world states 𝑤𝑠𝑖𝑘 ∈ 𝐵𝑆𝑖 , the optimization model determines the decision variables (𝑥𝑖𝑗 = 1 
indicates that service 𝑠𝑖𝑗  is selected; 𝑥𝑖𝑗= 0 that it is not and 𝑦𝑖𝑗=1 indicates that world state 𝑤𝑠𝑖𝑘 is selected 
to quantify the values of the context-aware attributes of 𝑠𝑖𝑗 ; 𝑦𝑖𝑗 =0 that it is not) to maximize the 
accumulated utility of the selected services based on the selected world states (cf. term (4)). For each service 
class 𝑆𝑖 and for each belief state 𝐵𝑆𝑖 exactly one service 𝑠𝑖𝑗  and one world state 𝑤𝑠𝑖𝑘, respectively have to be 
selected (cf. terms (5 - 6)). Further, term (7) assures that only world states are considered which are feasible 
with respect to at least one selected service world state combination in the preceding service class. Here, 
𝛩𝑖𝑘  contains all possible combinations (i.e., (𝑠(𝑖−1)𝑗 , 𝑤𝑠(𝑖−1)𝑘′)) that participate in the creation of the world 
state 𝑤𝑠𝑖𝑘 . At the same time the aggregated quantified NFP values of the service composition need to satisfy 
the end-to-end constraints 𝑄𝑐
𝑛  for each attribute m and o (cf. terms (8 - 9))2. Please note, that in case 
functional equivalent routes exist, the services of the execution route creating the highest accumulated 
utility among all functional equivalent execution routes have to be selected for the execution of the process. 
A Heuristic Technique for the Context-aware Service Selection  
Based on the Model Setup, we present our heuristic technique and thus the contribution of the paper in this 
section. 
In contrast to the size of a QoS-aware service selection problem (cf. Background), the size of a context-
aware service selection problem needs to take another additional factor into account, which is the number 
of feasible world states 𝐾𝑖 per belief state 𝐵𝑆𝑖 (cf. 𝑦𝑖𝑘 term (4)). Hence, its problem size is determined as 𝐼 ∗
𝐽𝑖 ∗ 𝐾𝑖 ∗ 𝑁3. As a result, we expect every exact solution to the context-aware service selection problem to 
scale poorly with respect to the problem size. Addressing this challenge, we present our heuristic technique 
in the following. To design this technique, we use local selection, due to its low time complexity, and 
combine it with a decomposition approach (cf. Alrifai et al. 2012; Sun and Zhao 2012; Surianarayanan et 
al. 2014) to allow for a consideration of end-to-end constraints. Thus, our heuristic technique presented 
hereafter consists of the two major steps decomposition and local selection. For both steps, we further show 
how the effects of context interdependencies can be taken into account in a well-founded way. By doing so, 
we aim at achieving close to optimal selection results. 
                                                             
1 Please note, that this constraint is mandatory as soon as consecutive context information is considered. In case that 
only non-consecutive context information is taken into account the following constraint is used instead: ∑ 𝑦𝑖𝑘𝑤𝑠𝑖𝑘∈𝐵𝑆𝑖 ∗
∑ 𝑥(𝑖−1)𝑗𝑠(𝑖−1)𝑗∈Θ𝑖𝑘 = 1 𝑤𝑖𝑡ℎ 𝑖 ∈ [2; 𝐼] where Θ𝑖𝑘 is a set of services which are involved in the creation of 𝑤𝑠𝑖𝑘. 
2 Please note that for attributes 𝑛+, the corresponding constraint has to be multiplied by -1 so that it holds that the 
aggregated NFP value is less than the given constraint. 
3For simplicity reasons, we assume the same number of world states Ki for every belief state I as well as the same number 
of services Ji for very service class of the process considered. 
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A Context-aware Decomposition Approach  
In order to make the consideration of end-to-end constraints by means of local selection possible, we first 
need to decompose them into local constraints. This is the idea of the decomposition step of our heuristic 
technique. For this purpose, we introduce 𝐿𝑄𝑖 = [𝐿𝑄𝑖
1 , … , 𝐿𝑄𝑖
𝑁] as the local constraint vector for a service 
class 𝑆𝑖  that includes a local constraint value for each attribute n. To determine 𝐿𝑄𝑖  in an efficient manner, 
we apply two different procedures, where one is based on bounds and the other one is based on global 
optimization. 
Indeed, situations for the context-aware service selection can exist, where the given end-to-end constraints 
do not have any effect on the solution space of a particular attribute n. For an attribute 𝑛−, these situations 
can be characterized by the fact that the maximum NFP value, aggregated over all service classes, is less 
than the given end-to-end constraint and for an attribute 𝑛+ it is the other way round. Formally speaking, 
these situations occur when the following conditions hold: Pmax(n-) < 𝑄𝑐
𝑛−  and Pmin(n+) > 𝑄𝑐
𝑛+ , 
respectively. To deal with these situations in an efficient manner our first procedure bounds is used. 
Procedure bounds: this procedure is applied for attributes n- or n+ where the corresponding condition 
Pmax(n-)  < 𝑄𝑐
𝑛−  or Pmin(n+) > 𝑄𝑐
𝑛+  is satisfied. More precisely, we determine 𝐿𝑄𝑖
𝑛   for every 𝑆𝑖 ∈  Γ  by 
using Pmax(i, n) for an attribute 𝑛− and Pmin(i, n) for an attribute 𝑛+, respectively. In doing so, we are able 
to determine the local constraints for an attribute n not only very fast but can additionally assure that the 
end-to-end constraints are decomposed in an optimal way.  
Procedure global optimization: this procedure is applied for attributes n- or n+ where the corresponding 
condition Pmax(n-) < 𝑄𝑐
𝑛− or Pmin(n+) > 𝑄𝑐
𝑛+ is violated. To assure an optimal decomposition of the end-
to-end constraints, we model the decomposition problem as a MMKP, which is pretty similar to the one of 
a QoS-aware service selection problem. At first, we determine a number of quantified NFP values for each 
service class i and every attribute n (Step 1). These values represent candidates for being used as a local 
constraint during the local selection later on. Subsequently, we assign a benefit to each local constraint 
candidate which reflects its capability to serve as a local constraint (Step 2). Finally, we maximize the benefit 
of the local constraint candidates while satisfying the end-to-end constraints (Step 3). In the following these 
steps are described in greater detail. 
Step 1: in our approach the local constraint candidates for a service class 𝑆𝑖  are represented by the quantified 
NFP values 𝑝𝑖𝑗 that can emerge due to the possible combinations of 𝑠𝑖𝑗 ∈ 𝑆𝑖   and 𝑤𝑖𝑘 ∈ 𝐵𝑆𝑖 . We use these 
values because they have a direct influence on the feasibility of a service composition (cf. term (8 - 9)). 
Therefore, we introduce the quantified NFP vector 𝑆𝑃𝑖𝑛 = [𝑠𝑝𝑖𝑛
1 , … , 𝑠𝑝𝑖𝑛
𝑉 ] (𝑤𝑖𝑡ℎ 𝑉 = 𝐾𝑖 ∗ 𝐽𝑖) for service class 
𝑆𝑖  that includes all quantified values of attribute n, sorted in ascending order. Based on this vector, we 
determine for each 𝑆𝑖 ∈  Γ and attribute n, a number Υ (Υ ∈ ℕ) of local constraint candidates which are 
denoted as 𝑙𝑐𝑐𝑖𝑛
𝜑
 (𝑤𝑖𝑡ℎ 𝜑 = 1 𝑡𝑜  Υ) in the following. The procedure for this is as follows: 
I. The first two local constraint candidates are determined by using the minimum and maximum 
quantified NFP values of an attribute. Consequently, 𝑙𝑐𝑐𝑖𝑛
1 = 𝑠𝑝𝑖𝑛
1  (𝑤𝑖𝑡ℎ 𝑠𝑝𝑖𝑛
1 ∈ 𝑆𝑃𝑖𝑛)  for the 
minimum value and 𝑙𝑐𝑐𝑖𝑛
Υ = 𝑠𝑝𝑖𝑛
𝑉  (𝑤𝑖𝑡ℎ 𝑠𝑝𝑖𝑛
𝑉 ∈ 𝑆𝑃𝑖𝑛) for the maximum value.  
II. The remaining values of 𝑆𝑃𝑖𝑛  are divided in Υ − 2 equal subsets.  
III. For each subset a quantified NFP value is randomly selected and used as a local constraint 
candidate. 
Step 2: for an attribute n and a service class 𝑆𝑖, we now have to decide which local constraint candidate 
should serve as a local constraint. For this purpose, we assign a benefit to each local constraint candidate. 
Without considering any context interdependencies in the first place, this benefit should reflect the 
capability of the local constraint candidate to allow for close to optimal selection results in each service class 
during the local selection. Thus, we define the benefit 𝐵(𝑙𝑐𝑐𝑖𝑛
𝜑
) of 𝑙𝑐𝑐𝑖𝑛
𝜑
 initially as: 
 𝐵(𝑙𝑐𝑐𝑖𝑛
𝜑
) =
𝑈𝑚𝑎𝑥(𝑙𝑐𝑐𝑖𝑛
𝜑
)
𝑈𝑚𝑎𝑥(𝑖)
 (10) 
Concerning 𝐵(𝑙𝑐𝑐𝑖𝑛
𝜑
),  ?̂?𝑚𝑎𝑥(𝑙𝑐𝑐𝑖𝑛
𝜑
) is the maximum utility that can be achieved if 𝑙𝑐𝑐𝑖𝑛
𝜑
 is used as a local 
constraint in 𝑆𝑖. This utility is considered in relation to 𝑈𝑚𝑎𝑥(𝑖) that is the maximum utility in 𝑆𝑖. 
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For the context-aware service selection this, however, is not sufficient. Setting a local constraint in a service 
class also affects the utility and the feasibility of services in the succeeding service class. The reason for this 
can be found in the effects of context interdependencies. More precisely, services contribute to the creation 
of world states (cf. Model Setup) for a succeeding service class. Excluding services due to a local constraint 
thus automatically reduces the number of feasible world states that can be taken into account during local 
selection (cf. line 6, Table 2). However, as the quantified values of context-aware attributes and thus the 
utility of a service dependents on the considered world state (cf. term (4)), setting a local constraint in a 
service class consequently affects the capability of the local selection to achieve close to optimal selection 
results in the succeeding service class. Therefore it is obvious that the effects of context interdependencies 
should already be taken into account during the decomposition. Hence, we extend the benefit of a local 
constraint candidate (cf. term (10)) in the following way:  
 𝐵(𝑙𝑐𝑐𝑖𝑛
𝜑
) =
𝑈𝑚𝑎𝑥(𝑙𝑐𝑐𝑖𝑛
𝜑
)
𝑈𝑚𝑎𝑥(𝑖)
∗
𝐴𝑎𝑏𝑠(𝑆𝑃𝑖𝑛,𝑙𝑐𝑐𝑖𝑛
𝜑
)
𝐴𝑎𝑏𝑠(𝑆𝑃𝑖𝑛)
∗
?̂?𝑎𝑏𝑠(𝐵𝑆𝑖+1,𝑙𝑐𝑐𝑖𝑛
𝜑
)
𝐾𝑎𝑏𝑠(𝐵𝑆𝑖+1)
∗
𝑈𝑚𝑎𝑥(𝑖+1)
𝑈𝑚𝑎𝑥(𝑖+1)
 (11) 
Concerning 𝐵(𝑙𝑐𝑐𝑖𝑛
𝜑
), ?̂?𝑎𝑏𝑠(𝑆𝑃𝑖𝑛 , 𝑙𝑐𝑐𝑖𝑛
𝜑
) is the number of quantified NFP values in 𝑆𝑃𝑖𝑛 that would qualify if 
𝑙𝑐𝑐𝑖𝑛
𝜑
 is used as a local constraint in 𝑆𝑖 . This number is considered in relation to 𝐴𝑎𝑏𝑠(𝑆𝑃𝑖𝑛) that is the 
absolute number of quantified NFP values in 𝑆𝑃𝑖𝑛 . With this factor we aim to increase the number of 
quantified NFP values (i.e., services) available for the local selection. Moreover, the third factor is used to 
increase to number of feasible world states in the succeeding service class. Here, 𝐾𝑎𝑏𝑠(𝐵𝑆𝑖+1, 𝑙𝑐𝑐𝑖𝑛
𝜑
) is the 
number of world states in 𝐵𝑆𝑖+1 that are feasible if 𝑙𝑐𝑐𝑖𝑛
𝜑
 is used as a local constraint in 𝑆𝑖. This number is 
considered in relation to 𝐾𝑎𝑏𝑠(𝐵𝑆𝑖+1)  that is the absolute number of world states in 𝐵𝑆𝑖+1 . Finally, 
?̂?𝑚𝑎𝑥(𝑖 + 1) is the maximum utility that can be achieved in 𝑆𝑖+1 with respect to the feasible world states in 
𝐵𝑆𝑖+1. Again, this utility is considered in relation to 𝑈𝑚𝑎𝑥(𝑖 + 1) that is the maximum utility that can be 
achieved in 𝑆𝑖+1 based on all world states in 𝐵𝑆𝑖+1. Please note that for the last service class of the process 
considered, the usage of term (10) is sufficient, as no further dependencies to a succeeding service class can 
exist. After defining the benefit of local constraint candidates (cf. term (11)), we can now proceed with the 
decomposition of the end-to-end constraint.  
Step 3: based on the notation presented above, our optimization model is defined as follows: 
max
𝑥
𝑖𝑛
𝜑
∑ ∑ ∑ 𝐵(𝑙𝑐𝑐𝑖𝑛
𝜑
)
Υ
𝜑=1
∗ 𝑥𝑖𝑛
𝜑
𝑁
𝑛=1
                                                                   (12)
𝑆𝑖∈Γ
 
𝑆𝑢𝑏𝑗𝑒𝑐𝑡 𝑡𝑜: ∑ ∑ 𝑙𝑐𝑐𝑖𝑛
𝜑
∗ 𝑥𝑖𝑛
𝜑
Υ
𝜑=1𝑆𝑖∈Γ
≤ 𝑄𝑐
𝑛 ∀𝑛 = 1, . . , 𝑁                                             (13) 
∑ 𝑥𝑖𝑛
𝜑
= 1 𝑤𝑖𝑡ℎ 𝑥𝑖𝑛
𝜑
∈ {0,1}  ∀ 𝑆𝑖 ∈ Γ; ∀𝑛 = 1, . . , 𝑁                 (14)
Υ
𝜑=1
 
Considering the service classes 𝑆𝑖 included in the execution route Γ as well as the corresponding attributes 
N and local constraints candidates Υ, the optimization model determines the decision variables 𝑥𝑖𝑛
𝜑
 (𝑥𝑖𝑛
𝜑
= 1 
indicates that local constraint candidate 𝑙𝑐𝑐𝑖𝑛
𝜑
 is selected; 𝑥𝑖𝑛
𝜑
= 0 that it is not) to maximize the accumulated 
benefit of the selected local constraint candidates (cf. term (12)). For each service class 𝑆𝑖  and for each 
attribute n exactly one local constraint candidate 𝑙𝑐𝑐𝑖𝑛
𝜑
 has to be selected (cf. term (14)). At the same time, 
the aggregated quantified NFP values of the local constraint candidates need to satisfy the end-to-end 
constraints 𝑄𝑐
𝑛 4 for each attribute n (cf. term (13)). The result is a set of local constraints for each service 
class 𝑆𝑖 ∈ Γ and attribute n, which is used during the local selection later on.  
The resulting problem size of the decomposition problem (cf. term (12 – 14)) is determined by 𝑆𝑖 ∗ 𝑁 ∗  Υ 
and thus independent of the number of services 𝐽𝑖 as well as the number of world states 𝐾𝑖. As a result, we 
                                                             
4 For attributes that have to be maximized the corresponding constraint has to be multiplied with minus one so that it 
holds that the aggregated quantified values of local constraint candidates are less than the given end-to-end constraints. 
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expect our decomposition procedure global optimization to be very scalable regarding the problem size of 
a context-aware service selection problem.  
To conclude, in this subsection we presented two decomposition procedures that can be used to decompose 
the end-to-end constraints into local ones. The procedure bounds is not only expected to improve 
performance. It also prevents the optimization model in the procedure global optimization from being 
biased by attributes for which the solution space is not limited by the end-to-end constraints. Considering 
these attributes in the optimization can lead to inferior selection results. This would consequently affect our 
local selection in a negative way, regarding its capabilities of finding a feasible as well as close to optimal 
solution.  
Local Selection 
With the local constraints on hand, we can now proceed to select services by means of local selection. 
Besides its low time complexity, local selection comes with another important capability that helps to 
prevent an unnecessary increase of the problem size. So far, for the creation of world states (cf. Model Setup) 
it was assumed that context information is changed for every considered service (e.g., the GPS position), 
which we refer to as continuous context information. However, in real life there is context information (e.g., 
context information A cf. Model Setup, p. 5) where this assumption partially holds. Consequently, we refer 
to it as discontinuous context information. As a result, the representation of discontinuous context 
information via states (i.e., belief and world states) is still feasible, but comes with the following challenge 
for the problem size that can be illustrated with a simple example. We consider a sequential process with I 
service classes and J services for each service class. As context-aware attributes, we use one, represented by 
the distance type (e.g., GPS position), which is of relevance for each service class. The other is represented 
by the Boolean type, which we require to be of relevance only for a few, say v, of the I service classes. The 
GPS position is represented using a non-consecutive state variable (cf. Model Setup), whereas the Boolean 
type attribute must be represented using a consecutive state variable. Hence, in each existing world state 
the GPS attribute is simply updated, resulting in no additional world states. For the Boolean type attribute, 
however, two world states are created from each preceding state. One for each value true and false, although 
the information carried along in the world state is not necessarily needed for every service class. After using 
the Boolean type attribute for the v-th service class, we have created 2*v times as many world states as 
without the attribute, according to all possible combinations of true and false in the preceding service 
classes. For a context-aware attribute taking m different values instead of 2, one would create v*m times 
more world states than actually necessary. As a result, the number of decision variables (i.e., 𝐾𝑖) in the 
optimization model (cf. term (4)) would be increased by v*m which influence the computation time of any 
selection approach in a negative way. For instance, it would be more useful to consider discontinuous 
context information right during the selection procedure rather than representing it via states. Local 
selection offers the needed capabilities for this, as it allows firstly to track emerging context information 
(e.g., for context information A  - how many times has a category been selected so far) and secondly for a 
quantification of the corresponding context-aware attributes right before the actual selection of services.  
For context-aware service selection, the basic idea of using local selection is to determine for each 𝑆𝑖 ∈  Γ 
the world state 𝑤𝑠𝑖𝑘
∗  service 𝑠𝑖𝑗
∗  combination (here “*” symbolizes that a world state or service has been 
selected) that creates the highest utility 𝑈(𝑠𝑖𝑗
∗ , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘
∗ )) and which is feasible subject to the local constraints 
𝐿𝑄𝑖  ∀ 𝑛 = 1, … , 𝑁 . However, selecting services for each service class individually neglects the effects of 
context interdependencies. We contribute to this challenge by presenting a re-selection routine that tries to 
improve the utility of the service composition by reconsidering the initial selected solution for each service 
class subject to the feasible context information (i.e., world states). Finally, we illustrate how discontinuous 
context information can be considered within the local selection. For the latter and w.l.o.g., we use the 
context information A (cf. Model Setup).  
In the following, the procedure of the local selection and the re-selection routine are discussed in general 
and illustrated by means of an example (cf. Figure 1). For reasons of comprehensibility, we focus on the 
GPS position as the only context-aware attribute as well as on the utility of a service 𝑠𝑖𝑗 . Moreover, as the 
GPS position is the only attribute considered, we leave out the normalization in the utility function provided 
in term (3). Nevertheless, local selection can be conducted in the similar way for other non-context-aware 
and context-aware attributes. The path with the solid black line in Figure 1 represents the feasible result of 
the local selection so far. An algorithm of the local selection is presented in Table 2.  
 Heuristic Technique for Context-aware Service Selection 
  
 Thirty Sixth International Conference on Information Systems, Fort Worth 2015 11 
Table 2. Local selection 
Input Local constraint vector 𝐿𝑄𝑖 for each service class 𝑆𝑖  
 Tally vector 𝐴 
Output Service composition 
1 For i = 1 to I  
2 If i = 1 
3 
Then select the world state  𝑤𝑠𝑖𝑘
∗  (∀𝑘 = 1, … , 𝐾𝑖)  service 𝑠𝑖𝑗
∗  combination resulting in the highest utility 
𝑈(𝑠𝑖𝑗
∗ , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘
∗ )) and which is feasible subject to 𝐿𝑄𝑖
𝑛  ∀𝑛 = 1, … , 𝑁  
4 Update A considering c of 𝑠𝑖𝑗
∗  
5 Update utility of every 𝑠𝑖𝑗 ∈ 𝑆𝑖+1 taking 𝐴 into account 
6 
Else select the world state 𝑤𝑠𝑖𝑘
∗  (𝑊: 𝑤𝑠(𝑖−1)𝑘
∗ × 𝑠(𝑖−1)𝑗
∗ → 𝑤𝑠𝑖𝑘
∗ )  service 𝑠𝑖𝑗
∗  combination resulting in the highest 
utility 𝑈(𝑠𝑖𝑗
∗ , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘
∗ )) and which is feasible subject to 𝐿𝑄𝑖
𝑛  ∀𝑛 = 1, … , 𝑁  
7 Update A considering c of 𝑠𝑖𝑗
∗  
8 Update utility of every 𝑠𝑖𝑗 ∈ 𝑆𝑖+1 taking 𝐴 into account 
9 Trigger Re-selection routine (cf. Table 3) 
10 If re-selection was successfully 
11 
Then replace the already selected service 𝑠(𝑖−1)𝑗
∗  and world state 𝑤𝑠𝑖𝑘
∗  with substitute service 𝑠(𝑖−1)𝑗 and world 
state 𝑤𝑠𝑖𝑘 determined by the re-selection routine  
12 Else keep the selected service 𝑠(𝑖−1)𝑗
∗  and world state 𝑤𝑠𝑖𝑘
∗  
13 End If 
14 End If 
15 End For 
16 Return service composition  
Starting with the initial state and the first service class, the algorithm selects the service 𝑠𝑖𝑗
∗   resulting in the 
highest utility (cf. line 3 in Table 2). In the illustrating example, this is 𝑤𝑠11
∗  and 𝑠11
∗  with a utility of 
𝑈(𝑠11
∗  , 𝑝11(𝑤𝑠11
∗ )) = −300. Update routines are triggered after each selection step (cf. line 4, 5 and 7, 8 in 
Table 2) to consider discontinuous context information. The first routine (cf. line 4, 7) is meant to update 
the tally vector A under the consideration of the category c of 𝑠𝑖𝑗
∗ . The second routine (cf. line 5, 8) is meant 
to update the utility values of all services in the succeeding service class while taking context information A 
into account. It is obvious that the update routines are unnecessary if context-aware attributes are not 
affected by the corresponding context information or in case the last service class is considered. 
 
Figure 1. Illustrating Example of the Local Selection 
In line 6, 𝑊: 𝑤𝑠(𝑖−1)𝑘
∗ × 𝑠(𝑖−1)𝑗
∗ → 𝑤𝑠𝑖𝑘
∗  assures that only the world state is taken into account, which is 
feasible (cf. Model Setup, p. 5) with respect to the already selected world state 𝑤𝑠(𝑖−1)𝑘
∗  service 𝑠(𝑖−1)𝑗
∗  
combination. In the example above, this is world state 𝑤𝑠21
∗  due to the initial selected world state service 
combination in 𝑆1. Based on this, the local selection selects service 𝑠21
∗  in 𝑆2 and subsequently 𝑠31
∗  in 𝑆3 (cf. 
line 6 in Table 2), as those are the services which result in the highest utility (i.e., 𝑈(𝑠21
∗  , 𝑝21(𝑤𝑠21
∗ )) = −200 
and 𝑈(𝑠31
∗  , 𝑝31(𝑤𝑠31
∗ )) = −700) after considering the feasible world states 𝑤𝑠21
∗  and 𝑤𝑠31
∗ . However, due to 
the effects of context interdependencies, we cannot assure that the local selection is able to select the world 
state service combination within a service class having the highest utility. For instance, in our illustrating 
example above, the selection of service 𝑠31
∗  in combination with 𝑤𝑠33 would result in a higher utility (i.e., 
𝑈(𝑠31
∗ , 𝑝31(𝑤𝑠33)) = −200). Hence, to take the effects of context interdependencies into account, it would be 
useful for the local selection to reconsider if the initial selected service 𝑠31
∗  results in a higher utility when 
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being combined with an alternative world state 𝑤𝑠𝑖𝑘  (𝑤𝑠𝑖𝑘 ≠ 𝑤𝑠𝑖𝑘
∗ ). To reach an alternative world state in 
𝐵𝑆3 (e.g., 𝑤𝑠32 or 𝑤𝑠33) a re-selection of 𝑠21
∗  is required. Hence, the question arises if a re-selection of 𝑤𝑠21
∗  
should take place to potentially achieve even a higher utility for service classes 𝑆2. These recursive extension 
can be continued until the initial state is reached. The resulting size of such a re-selection problem is given 
by 𝐼 ∗ 𝐽𝑖 ∗ 𝐾𝑖 ∗ 𝑁. As the re-selection is triggered after every service class, we argue that re-considering the 
entire initial selected solution (i.e., service composition) is not reasonable with respect to the computation 
time. Furthermore, in dependence of the considered type of context information most of the context 
interdependencies mainly occur between two succeeding service classes. For context information, where 
the corresponding value is represented by non-consecutive state variables, context interdependencies exist 
only with respect to the last selected service 𝑠(𝑖−1)𝑗
∗ . For context information, where the corresponding value 
is represented by consecutive state variables, context interdependencies exist with respect to the last 
selected service 𝑠(𝑖−1)𝑗
∗  and the last selected world state 𝑤𝑠(𝑖−1)𝑘
∗ . A re-selection of 𝑤𝑠(𝑖−1)𝑘
∗  is, however, with 
respect to the computation time not useful, as the discussion above shows.  
Consequently, we fix the already selected service 𝑠31
∗  (i.e., 𝑠𝑖𝑗
∗ ) and world state 𝑤𝑠21
∗  (i.e., 𝑤𝑠(𝑖−1)𝑘
∗ ), and under 
these conditions try to improve the initial utility of the service composition by re-selecting 𝑠21
∗  (i.e., 𝑠(𝑖−1)𝑗
∗ ) 
and 𝑤𝑠31
∗  (i.e., 𝑤𝑠𝑖𝑘
∗ ). This is the idea of the re-selection routine (cf. Table 3).  
Table 3. Re-Selection Routine 
Input selected services 𝑠𝑖𝑗
∗ , 𝑠(𝑖−1)𝑗
∗  and world states 𝑤𝑠𝑖𝑘
∗ , 𝑤𝑠(𝑖−1)𝑘
∗  ;  𝑢𝑐𝑢𝑟 ←  𝑈(𝑠(𝑖−1)𝑗
∗ , 𝑝(𝑖−1)𝑗(𝑤𝑠(𝑖−1)𝑘
∗ )) + 𝑈(𝑠𝑖𝑗
∗  , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘
∗ )) 
Output true; false  
1 s𝑤𝑠 ← feasible substitute world states 
2 ℎ𝑖𝑔ℎ𝑒𝑟_𝑢𝑡𝑖𝑙𝑖𝑡𝑦_𝑓𝑜𝑢𝑛𝑑 ← 𝑓𝑎𝑙𝑠𝑒 
3 If 𝑠𝑤𝑠 ≠ ∅ 
4 Then  
5 For each 𝑤𝑠𝑖𝑘 ∈ 𝑠𝑤𝑠 
6 If 𝑈(𝑠(𝑖−1)𝑗 , 𝑝(𝑖−1)𝑗(𝑤𝑠(𝑖−1)𝑘
∗ )) + 𝑈(𝑠𝑖𝑗
∗  , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘)) > 𝑢𝑐𝑢𝑟 
7 Then 𝑢𝑐𝑢𝑟 ←  𝑈(𝑠(𝑖−1)𝑗 , 𝑝(𝑖−1)𝑗(𝑤𝑠(𝑖−1)𝑘
∗ )) + 𝑈(𝑠𝑖𝑗
∗  , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘)); ℎ𝑖𝑔ℎ𝑒𝑟_𝑢𝑡𝑖𝑙𝑖𝑡𝑦_𝑓𝑜𝑢𝑛𝑑 ← 𝑡𝑟𝑢𝑒 
8 End If 
9 End For 
10 End If 
11 Return ℎ𝑖𝑔ℎ𝑒𝑟_𝑢𝑡𝑖𝑙𝑖𝑡𝑦_𝑓𝑜𝑢𝑛𝑑 
The algorithm starts by determining all world states 𝑤𝑠𝑖𝑘  (𝑤𝑠𝑖𝑘 ≠ 𝑤𝑠𝑖𝑘
∗ ), which can serve as a substitute for 
𝑤𝑠𝑖𝑘
∗  (cf. line 1 in Table 3). For this purpose, world states need to satisfy all of the following three conditions:  
a. First, they must be feasible with respect to at least one combination of 𝑤𝑠(𝑖−1)𝑘
∗  and 𝑠(𝑖−1)𝑗  ( 𝑠(𝑖−1)𝑗 ≠
𝑠(𝑖−1)𝑗
∗ ), whereas the quantified values that emerge due to this combination must be feasible with 
respect to 𝐿𝑄(𝑖−1) as well. 
b. Second, the quantified values of 𝑠𝑖𝑗
∗  that emerge in combination with the substitute world state 𝑤𝑠𝑖𝑘  
must be feasible with respect to 𝐿𝑄𝑖.  
c. Third, the utility of the new world state 𝑤𝑠𝑖𝑘  service 𝑠𝑖𝑗
∗  combination must be greater than the initial 
one 𝑈(𝑠𝑖𝑗
∗  , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘)) > 𝑈(𝑠𝑖𝑗
∗  , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘
∗ )).  
In our illustrating example above, both of the substitute world states 𝑤𝑠32 and 𝑤𝑠33 would satisfy condition 
a., as world state 𝑤𝑠32 is feasible with respect to the combination of 𝑤𝑠21
∗  with 𝑠22, and world state 𝑤𝑠33 is 
feasible with respect to the combination of 𝑤𝑠21
∗  with 𝑠23. Moreover, if 𝐿𝑄2
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 is given by 600 m, both 
world states also satisfy the second part of condition a., as 𝑝22(𝑤𝑠21
∗ ) = 500 𝑚 and 𝑝23(𝑤𝑠21
∗ ) = 400 𝑚. In a 
similar way condition b. can be evaluated, where we assume that both world states qualify. However, world 
state 𝑤𝑠33  violates condition c., as 𝑈(𝑠31
∗  , 𝑝31(𝑤𝑠32)) = −800 is inferior against the utility of the already 
selected combination 𝑈(𝑠31
∗  , 𝑝31(𝑤𝑠31
∗ )) = −700. Consequently, it is not added to 𝑠𝑤𝑠. In contrast to that, 
𝑤𝑠33 qualifies and thus is added to 𝑠𝑤𝑠. In case no world state is found that satisfies these conditions, the 
algorithm returns false (cf. line 2, 3 and 11 in Table 3).  
In case the condition 𝑠𝑤𝑠 ≠ ∅ is satisfied, the re-selection routine tries for each 𝑤𝑠𝑖𝑘 ∈ 𝑠𝑤𝑠 to improve 𝑢𝑐𝑢𝑟 
(i.e., 𝑈(𝑠(𝑖−1)𝑗
∗ , 𝑝(𝑖−1)𝑗(𝑤𝑠(𝑖−1)𝑘
∗ )) + 𝑈(𝑠𝑖𝑗
∗  , 𝑝𝑖𝑗(𝑤𝑠𝑖𝑘
∗ )) ) by re-selecting 𝑠(𝑖−1)𝑗
∗ . In our illustrating example 
above, the only feasible alternative for 𝑤𝑠31
∗  is 𝑤𝑠33. With the usage of 𝑤𝑠33 in combination with 𝑠23 the re-
selection routine is able to find an alternative world state service combination that improves the current 
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utility 𝑢𝑐𝑢𝑟  (i.e., before 𝑢𝑐𝑢𝑟 = 𝑈(𝑠21
∗ , 𝑝21(𝑤𝑠21
∗ )) + 𝑈(𝑠31
∗  , 𝑝31(𝑤𝑠31
∗ )) = −900 ; after re-selection 
𝑈(𝑠23, 𝑝23(𝑤𝑠21
∗ )) +  𝑈(𝑠31
∗  , 𝑝31(𝑤𝑠33)) = −600 ). Consequently, the local selection replaces the initially 
selected world state service combination with the alternative one and proceeds by taking the next service 
class into account. After the last service class the local selection returns the selected service composition 
(cf. line 16 in Table 2). 
Evaluation 
In this section, we evaluate the contribution of the proposed heuristic technique to the research question of 
this paper. We therefore validate in a first step (i) the feasibility of the hybrid decomposition approach as 
well as the local selection algorithm. Then, we evaluate (ii) the influence of the number of local constraint 
candidates on the efficiency (i.e., scalability and solution quality) of the heuristic technique. Finally, we 
evaluate (iii) the efficiency of our heuristic technique.  
Feasibility of the Decomposition Approach and Local Selection (i) 
We prototypically implemented the proposed hybrid decomposition approach and the algorithm for the 
local selection. We ensured the validity of our heuristic technique by making a series of tests using the JUnit 
Framework, including runs with extreme values, regression tests and unit tests. We thereby checked the 
decomposed end-to-end constraints as well as the selected services and world states in detail for different 
constellations of non-context-aware and context-aware attributes, different numbers of local constraint 
candidates as well as different constraint values. Furthermore, persons others than programmers validated 
the source code via structured walk through. The implemented algorithm did not show any defects at the 
end of this test phase. 
Evaluation Methodology for Step (ii) and (iii) 
To evaluate (ii) the influence of the number of local constraint candidates on the efficiency as well as (iii) 
the efficiency of our proposed heuristic technique, we conducted numerous simulations which are described 
in the following. 
Datasets: we used two different datasets, an artificial one (AD) and a real-world data set (RD) which 
originates from the tourism domain. Here, we used Google Places5 to determine suitable services6 as well 
as the values for the NFP (which are described in the following). In total the real-world data set comprises 
1,400 services.  
Non-functional properties: for both datasets, we used the duration and the recommendation value as non-
context-aware attributes, whereas price (discount type), business hours (Boolean type) and GPS position 
(distance type) are used as context-aware attributes7.  
Selection approaches: to resolve the optimization model given in terms (4 – 9), we used three different 
selection approaches which are described in the following: 
 EXACT: this is a global optimization approach (cf. Heinrich and Lewerenz 2015) which is based on 
integer programming. The selection approach returns the optimal service composition under the 
consideration of the effects of context interdependencies as well as end-to-end constraints and thus 
serves as a benchmark against which the other selection approaches are evaluated. 
 HT: this is our heuristic technique that is presented throughout this paper and is expected to enable 
an efficient context-aware service selection while taking the effects of context interdependencies 
and end-to-end constraints into account.  
                                                             
5 http://www.programmableweb.com/api/google-places, accessed September 2015 
6 Please note that the services provided by Google Places have to be understood as an information/service object (cf. 
Hinkelmann et al. (2013); Dannewitz et al. (2008)) representing a real-life entity. Those service objects can be further 
denoted by NFP (e.g., GPS position) of the real life entity (for further information, we kindly refer to Heinrich and 
Lewerenz (2015)). All used service objects (e.g., “Die Pinakotheken”, “Deutsches Musuem”, “Hofbräuhaus”, etc.) 
originate from the city of Munich, Germany.  
7 The corresponding services and their NFP can be made available upon request. 
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 ACO: this is a heuristic technique which is based on ant colony optimization (cf. Dorigo and Caro 
1999) and proposed by Wu and Zhu (2013). It is capable of considering the effects of context 
interdependencies and end-to-end constraints.  
Parameterization of heuristics: both heuristic techniques (HT, ACO) need certain input parameters. In our 
evaluation we used the following parameterization: 
 HT: the only parameter our heuristic technique needs is the number of local constraints candidates 
Υ . For the evaluation, we set this parameter to Υ = 10 . Please note that the influence of this 
parameter on the efficiency is evaluated separately (cf. step (ii)).  
 ACO: for the parameterization of this heuristic technique, we used values of existing literature (cf. 
Li and Yan-xiang 2012; Qiqing et al. 2009; Wu and Zhu 2013). Consequently, we set alpha = 1.0; 
beta = 1.0; dilution = 0.3; iterations = 100 and the number of ants a = 40.  
Efficiency: the efficiency of the heuristic techniques (HT, ACO) is evaluated by means of their optimality 
and time usage which are defined in the following. The aim of the optimality is to evaluate the capability of 
HT and ACO to determine close to or even optimal solutions (i.e., optimal service composition). Therefore, 
it is defined as follows: 
𝑂𝑝𝑡𝑖𝑚𝑎𝑙𝑖𝑡𝑦𝐻𝑇 =
(𝑈𝐻𝑇 − 𝑈𝑚𝑖𝑛
𝐸𝑋𝐴𝐶𝑇)
(𝑈𝑚𝑎𝑥𝐸𝑋𝐴𝐶𝑇 − 𝑈𝑚𝑖𝑛
𝐸𝑋𝐴𝐶𝑇)
;  𝑂𝑝𝑡𝑖𝑚𝑎𝑙𝑖𝑡𝑦𝐴𝐶𝑂 =
(𝑈𝐴𝐶𝑂 − 𝑈𝑚𝑖𝑛
𝐸𝑋𝐴𝐶𝑇)
(𝑈𝑚𝑎𝑥𝐸𝑋𝐴𝐶𝑇 − 𝑈𝑚𝑖𝑛
𝐸𝑋𝐴𝐶𝑇)
                                  (15) 
Concerning term (15), 𝑈𝑚𝑎𝑥
𝐸𝑋𝐴𝐶𝑇  is the utility of the optimal service composition, whereas 𝑈𝑚𝑖𝑛
𝐸𝑋𝐴𝐶𝑇  is the utility 
of the worst-case service composition that can be determined when the objective given in term (4) is 
minimized while satisfying the constraints given in terms (5 - 9). The denominator (i.e., the distance 
between the optimal and the worst utility) is used to normalize the utility determined by the two heuristics 
(𝑈𝐻𝑇, 𝑈𝐴𝐶𝑂). Thus, the optimality equals “1”, when the heuristic techniques determine the optimal service 
composition and equals “0” when the heuristic techniques determine the worst-case service composition. 
The aim of the time usage is to determine the proportion of time needed by the two heuristic techniques to 
resolve the optimization model given in terms (4 – 9) as compared to the time needed for the EXACT 
approach. Hence, the time usage is defined as: 
𝑡𝑖𝑚𝑒 𝑢𝑠𝑎𝑔𝑒𝐻𝑇 =
𝐶𝑇𝐻𝑇
𝐶𝑇𝐸𝑋𝐴𝐶𝑇
;  𝑡𝑖𝑚𝑒 𝑢𝑠𝑎𝑔𝑒𝐴𝐶𝑂 =
𝐶𝑇𝐴𝐶𝑂
𝐶𝑇𝐸𝑋𝐴𝐶𝑇
                                                    (16) 
Concerning term (16), 𝐶𝑇𝐻𝑇 , 𝐶𝑇𝐸𝑋𝐴𝐶𝑇  and 𝐶𝑇𝑀𝑂𝐴𝐶𝑂  are the computation times of the different selection 
approaches.  
Scenarios: we used three different scenarios, in which we changed one parameter of the problem size while 
keeping all other parameters constant (ceteris paribus). All scenarios are based on a sequential process. The 
first scenario is used to evaluate the influence of the number of local constraint candidates Υ  on the 
efficiency (cf. step (ii)) whereas the next two scenarios are used to evaluate efficiency (cf. step (iii)). 
I In the first scenario, the number of service classes I is 5, the number of services 𝐽𝑖  is 50 and Υ is 
increased in steps of 5 from 5 to 25. 
II In the second scenario, the number of service classes I is 10 and the number of services 𝐽𝑖 is 
increased in steps of 10 from 10 to 100. 
III In the third scenario, the number of services 𝐽𝑖 is 10 and the number of service classes is increased 
in steps of 3 from 3 to 30. 
For all three scenarios, we used the artificial (AD) as well as the real-world data set (RD). We further used 
a vector containing five randomly created values to represent the end-to-end constraints regarding the 
attributes specified above. To determine possible context information regarding a service composition, we 
used the state creation algorithm presented in Heinrich and Lewerenz (2015). This result serves as a basis 
upon which the different selection approaches (EXACT, HT and ACO) are applied. Please note that as with 
the method of integer programming the consideration of discontinuous context information is not possible 
during the selection procedure, we decided to leave them unconsidered in order to achieve comparability 
between the selection approaches. We simulated each scenario 100 times and determined the average time 
usage as well as the average optimality. All analyses were conducted on a machine with an Intel Core I7 
processor with 3.6 GHz, 32 GB RAM, Java 1.8, and Gurobi 6.0.  
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(ii) Influence of the Number of Local Constraints Candidates on the Efficiency 
Based on the optimization model given in terms (12 – 14), we expect the number of local constraint 
candidates (Υ) to influence the optimality and time usage of our heuristic technique in two ways. First, with 
growing number of Υ  the chances to achieve close to optimal selection results (i.e., optimality) are 
increased. This is due to the fact that with a higher number of Υ a better consideration of the effects of 
context interdependencies can be achieved during the decomposition of the end-to-end constraints. 
Second, with a growing number of Υ, the computation time and thus the time usage of HT will increase. 
The reason for that can be found in the increased number of decision variables (i.e., 𝑥𝑖𝑛
𝜑
) in the optimization 
model. Consequently, solving the optimization model will usually take longer. Indeed, the results of our 
simulation experiment for scenario I (cf. Figure 2) confirm these reflections. With a growing number of Υ, 
the optimality but also the time usage increase. Thus, there is a trade-off between optimality and time usage 
that needs to be considered when setting Υ.  
 
Figure 2. Efficiency of HT in Dependence of the Number of Local Constraints Candidates  
(iii) Efficiency of the Heuristic Technique 
We start by discussing the results on time usage (cf. Figure 3 b, d): the first thing that can be noticed, is that 
our heuristic technique HT achieves superior results in comparison with ACO with regard to the time usage. 
This could be found for scenario II as well as for scenario III. With a value of at most 8% at the beginning, 
the time usage decreases very quickly to a value under 1% as the process size is increased. For ACO, the 
results are different. Here, the graphs show that for small process sizes the computation time of ACO is even 
higher than the one of EXACT (i.e., time usage > 100%). Yet, when the process size is increased the time 
usage of ACO steadily decreases, ending up with a value of at most 48%. The differences between HT and 
ACO may be accounted for by the following. ACO is based on a directed acyclic graph (cf. Background) that 
represents the entire solution space. Thus, searching through the entire solution space even with just a 
limited number of ants maybe very time consuming (cf. Table 4 in Appendix). As opposed to that, our HT 
benefits from the low time complexity of local selection combined with an efficient re-selection routine to 
consider the effects of context interdependencies. Here, the results show that our idea to consider just a 
single service class for re-selection works properly with regard to the time usage of HT (effects on 
optimality will be discussed later). Indeed, this is also reflected in the absolute numbers of the computation 
time of the three selection approaches (cf. Table 4 in Appendix). Here, it shows that the computation time 
of our approach (HT) grows in a moderate way in case the problem size is increased. Even for larger problem 
sizes our approach only took at most 0.23 sec to determine a result. Thus, the results provide evidence that 
our heuristic technique is able to scale properly with the process size. Opposed to that, the computation 
time of EXACT increases in an over-proportional fashion in case the problem size is increased. In the worst 
case scenario, EXACT took on average over 26 min. (cf. scenario II – artificial data set in Table 4) to 
determine the optimal service composition.  
Next, we discuss the results on optimality (cf. Figure 3 a, c): In particular, ACO is able to consider the effects 
of context interdependencies by the usage of a number of ants that traverse the graph from the start to the 
end node. Hence, we expect ACO to achieve good selection results for small process sizes. However, when 
the process size is increased, we expect that ACO loses its ability to achieve close to optimal selection results. 
One reason for this is that the capability of the approach to find existing context interdependencies is 
decreased when the solution space is increased (due to an increased process size). As opposed to that, with 
the usage of the re-selection routine, our heuristic technique is able to consider all existing context 
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interdependencies between two service classes. Hence, we expect that HT will achieve close to optimal 
selection results even for bigger process sizes. Indeed, the results of our simulation experiment confirm 
these ideas. It shows that for small process sizes, ACO is able to determine superior results in comparison 
to our heuristic technique HT. However, these results come with a time usage > 100% (cf. Figure 3 b, d) 
which contradicts the basic idea of a heuristic. With increasing problem size, our heuristic technique HT is 
able to achieve superior results in comparison to ACO. Even for the biggest process sizes with many existing 
context interdependencies its achieved optimality is on average above 98%. As opposed to that, the achieved 
optimality of ACO decreases as the process size increases. These results clearly illustrate that our idea of 
considering the effects of context interdependencies, by means of our re-selection routine, is not only very 
fast with respect to the time usage but also works appropriately with regard to the optimality. 
To conclude, the results of our simulation experiment show that our heuristic technique can contribute to 
the research question of this paper. Besides the consideration of end-to-end constraints, it achieves close to 
optimal selection results (optimality > 98%) by taking into account the effects of context interdependencies 
at a fraction of computation time of an exact solution (time usage < 1%). Thus, it can serve as an efficient 
decision support in context-aware service selection.  
 
Figure 3. Time Usage and Optimality Heuristic Technique 
 
Conclusion, Limitations and Future Research  
In this paper, we presented a heuristic technique that is able to solve the context-aware service selection 
problem which is known to be NP hard. This technique determines close to optimal selection results at a 
low computation time while taking the effects of context interdependencies as well as end-to-end 
constraints into account. Here, existing context-aware service selection approaches do not aim at 
addressing such a decision support, as they either disregard the effects of context interdependencies, leave 
end-to-end constraints unconsidered, or provide exact solutions, which are hardly applicable due to their 
high time complexity.  
We address this research gap in this paper. To do so, we designed a heuristic technique that consists of the 
two steps decomposition and local selection. For step one, we presented a hybrid decomposition approach 
based on the procedures bounds and global optimization that aims at decomposing the end-to-end into 
local constraints. We thereby showed how the effects of context interdependencies can be considered in a 
well-founded way. For step two, we proposed a local selection approach which uses the decomposed end-
to-end constraints as well as a re-selection routine to consider the effects of context interdependencies. 
Based on that, we feel confident that our approach contributes to an efficient decision support in context-
aware service selection. This was also reinforced by our evaluation, where we could illustrate by means of a 
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real-world data that our heuristic technique is able to determine close to optimal selection results (i.e., 
optimality > 98%) at a fraction of the computation time of an exact solution (i.e., time usage < 1%).  
Moreover, our results also provide important practical implications. As the effects of context 
interdependencies have a direct influence on the resources (e.g., time and money) used for the execution of 
processes (cf. Heinrich and Lewerenz 2015), their consideration within a context-aware service selection 
approach is crucial to avoid an unnecessary resource consumption. In particular, for bigger process sizes, 
determining the optimal service composition by means of an exact solution can be very time consuming (cf. 
Evaluation). This may not be feasible for many real-world processes, such as travel booking processes (cf. 
Dai et al. 2009; Hwang et al. 2008; Li et al. 2011; Yang et al. 2009; Zeng et al. 2008). On the one hand, 
travel agencies want to optimize the use of their resources (e.g., money spent for the execution of the process 
equivalent to the end-to-end price of the service composition). On the other hand, customers are usually 
not willing to wait several minutes (i.e., time needed to determine the optimal service composition) before 
the execution of the travel booking process has been initiated. Overall, our heuristic technique is expected 
to contribute to such challenges. With an average optimality of 98% (in the observed cases), it avoids an 
unnecessary resource consumption (e.g., money) by considering the effects of context interdependencies. 
This is especially important if a process and thus the service composition is executed many times. At the 
same time, it also allows for a fast decision support (i.e., computation time < 0.3 sec. in the observed cases) 
and scales very efficiently with the process size.  
Besides the highlighted contribution, our approach is also subject to limitations. First, our evaluation has 
shown that the number of local constraint candidates (Υ) can have an influence on the optimality and time 
usage of our heuristic technique. Determining the right value of this parameter thus may be crucial for its 
efficiency. Due to the very low computation time of our heuristic technique (cf. Table 4 in Appendix), a 
possible solution to this challenge could be to run different instances of the heuristic technique with 
different number of Υ at the same time. However, further research is needed to clarify how the user can be 
supported in setting the value of local constraint candidates in a well-founded way. Second, so far our 
heuristic technique is only able to consider context information that is directly influenced by the considered 
services of a service composition. As our evaluation of the real-world data illustrates, this is sufficient to 
provide an efficient decision support. However, endogenous context information (e.g., power failure, 
network errors or the weather) can exist which is not dependent on services, yet could influence the 
execution of the process in a negative way. Here, further research is necessary to see how such endogenous 
context information may be considered within our heuristic technique. This could be achieved either during 
planning or during runtime. At planning time, methods of simulation (cf. Meredith et al. 1989) could be 
used to select the optimal service composition based on an expected utility calculus (cf. Heinrich et al. 2015). 
During runtime, the service composition could be adapted dynamically to endogenous context information 
by means of re-selection approaches (cf. Canfora et al. 2008; Lin et al. 2010). In case the conduction of the 
process is support by a mobile device, the logical and physical sensors of these devices (cf. Baldauf et al. 
2007) can be used to support such adaptions.  
Overall, our research constitutes a first but important step in providing an efficient decision support in 
context-aware service selection. Beyond that, we hope that it will open doors for further research in this 
exciting research area.  
Appendix 
Table 4. Absolute Computation Times in [sec] – EXACT, HT and ACO 
Scenario II Scenario III 
 Artificial Data Set Real-World Data Set  Artificial Data Set Real-World Data Set 
sij EXACT HT ACO EXACT HT ACO Si EXACT HT ACO EXACT HT ACO 
10 1.520 0.004 2.456 0.542 0.006 1.879 3 0.029 0.002 0.209 0.020 0.002 0.186 
20 12.875 0.008 4.684 1.921 0.011 3.877 6 0.298 0.002 0.854 0.092 0.002 0.730 
30 39.448 0.014 6.875 4.669 0.023 5.860 9 1.050 0.003 1.952 0.376 0.003 1.630 
40 89.988 0.022 9.191 9.436 0.045 7.891 12 3.139 0.004 3.484 0.966 0.004 2.877 
50 210.121 0.036 11.740 21.353 0.069 9.993 15 10.143 0.005 5.347 1.907 0.006 4.448 
60 374.620 0.048 14.317 37.635 0.100 12.077 18 22.880 0.006 7.660 3.835 0.007 6.593 
70 535.334 0.066 16.754 65.050 0.130 14.140 21 58.095 0.009 10.377 6.992 0.011 8.879 
80 713.984 0.094 18.986 90.147 0.174 16.278 24 107.362 0.010 13.474 12.987 0.012 11.757 
90 1366.604 0.103 21.693 139.644 0.207 18.382 27 174.950 0.012 17.119 20.117 0.015 14.789 
100 1596.126 0.124 24.117 229.510 0.239 20.641 30 415.964 0.014 21.081 35.644 0.017 17.396 
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