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Palavras-chave 
 
Sinais vitais, ECG, oximetro, temperatura corporal, Nintendo DS Lite, 
diagnóstico, wireless, instrumentação médica, sensores, biosensores. 
Resumo 
 
A área da medicina é sem dúvida umas das áreas com maior crescimento 
a nível tecnológico. Toda esta tecnologia vem revolucionando os métodos 
de diagnóstico, surgindo em larga escala novos aparelhos, que vem 
facilitar e melhorar o trabalho dos profissionais de saúde. No entanto toda 
esta tecnologia é dispendiosa e não se adequa a países pobres ou a países 
que estão em guerra onde as condições básicas hospitalares e os recursos 
monetários muitas vezes não existem. Assim surgiu a ideia de construir 
um sistema capaz de medir sinais vitais, que seja robusto, leve, de baixo 
consumo energético e economicamente acessível.  
Para concretizar a ideia, a unidade de visualização dos sinais vitais 
escolhida, foi a consola de jogos Nintendo DS lite. Ela possui 2 ecrãs, em 
que um deles é táctil, é robusta, tem uma boa autonomia e é barata. 
Adicionalmente o sistema é composto por uma placa de aquisição de 
sinais vitais, e uma outra que recebe os sinais e efectua a interface com a 
Nintendo. As placas comunicam entre si usando tecnologia wireless para 
transmissão de dados, proporcionando uma maior mobilidade ao 
utilizador. A programação da interface gráfica foi elaborada na 
linguagem c++, possibilitando uma programação orientada por objectos. 
Todo o sistema foi testado e avaliado em diversas condições, 
proporcionando resultados muito satisfatórios. 
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Abstract 
 
The medical field is without doubt an area showing significant advances 
at a technological level. Much of this technology is revolutionizing the 
diagnosis methods.  New diagnosis instruments appear every year to 
make the work of health professionals easier. However all this 
technology is costly and inadequate to poor countries. Thus to circumvent 
these issues come out the idea of  building a system capable to measure 
vital signs that while being robust and energy efficient, is also 
economically accessible. 
 To achieve the required low cost, a Nintendo DS lite game console was 
chosen as the display unit. It has two screens, which one of them is a 
touch screen, it is robust, has a good autonomy and it is low-priced. In 
addition the system comprises a custom designed vital sign’s acquisition 
board and an interface board to the Nintendo that also receives wirelessly 
the vital sign’s information from the first board. The graphic interface 
program was written in the c++ language, making possible an object 
oriented programming. The system as a whole was tested and evaluated 
in several conditions, providing very satisfactory results. 
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Capítulo 1
Introdução
A primeira pessoa a usar a palavra diagnóstico foi Hipócrates, do latim diagnosticu
com o prefixo dia (durante, através de) que conciliado com gnosticu (alusivo ao con-
hecimento de) irá dar origem á frase através do conhecimento[22]. Antigamente um
médico não possuía mais do que os sentidos para efectuar um diagnóstico, usava o tacto
para medir a pulsação, a audição para ouvir um ruído característico e o olfacto para
cheirar odores específicos[23].
Hoje em dia a medicina é uma das áreas científicas, que num curto espaço de tempo
apresentou um dos maiores níveis de progresso tecnológico. O diagnóstico do paciente
torna-se cada vez mais completo e eficaz, trazendo maior segurança e conforto, não
só ao paciente, mas também ao médico que o examina[24]. A medicina encontra-se
cada vez mais ligada às novas tecnologias: robots servem de assistentes a médicos,
surgem sofisticados programas de diagnóstico, cirurgias e pacientes são monitorizados
à distância, etc. Este fenómeno não só acaba por criar novos empregos, como os
profissionais de saúde são sujeitos a formação contínua e especialistas de outras áreas
acabam mesmo por vir actuar num ramo que nunca imaginariam trabalhar. Devido a
todo este avanço tecnológico acaba por surgir uma nova área, a engenharia biomédica.
Esta engenharia dedica-se essencialmente ao desenvolvimento de novas tecnologias de
prevenção, diagnóstico e terapia de doenças, e vem revolucionar totalmente a medicina.
Infelizmente esta tecnologia não chega a todas as partes parte do mundo, e em países
pobres ou em países que estão em guerra, as condições básicas hospitalares muitas
vezes não existem, seja por falta de recursos humanos, medicamentos, equipamento
hospitalar básico como instrumentos de medição de sinais vitais. Em ambientes de
guerra estes problemas são ainda mais agravados.
Hoje em dia grande parte dos equipamentos de diagnóstico são demasiado pesados
e volumosos ou necessitam de estar ligados a uma rede eléctrica[21]. Acresce ainda que
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são tipicamente caros e necessitam de uma troca constante de baterias proprietárias de
custos elevado. Assim surgiu a ideia de construir um monitor de sinais vitais que fosse
robusto, económico, versátil, capaz de funcionar nas condições mais duras. Decidiu-se
então utilizar uma consola de jogos portátil como unidade de processamento e visual-
ização dos sinais vitais, escolha que se deve ao facto das consolas de jogos portáteis
terem um preço acessível e serem extremamente robustas. Tendo em conta que se trata
de um produto direccionado para crianças pode afirmar-se que estão bem preparadas
para quedas e maus tratos. A consola escolhida foi a Nintendo DS pois trata-se de uma
consola económica, de pequenas dimensões, que possuí uma autonomia de 18 horas e
dois ecrãs sendo um deles táctil. Embora existam soluções baseadas em PDAs (Per-
sonnal Digital Assistants) consideramos que a Nintendo DS se encontra mais adequada
ao meio no qual se pretende utilizar este sistema. Este projecto dá continuidade ao
trabalho anteriormente desenvolvido[21].
O sistema é composto por dois componentes, o monitor onde é possível visu-
alizar os sinais vitais, e a placa de aquisição dos sinais. No trabalho anteriormente
desenvolvido[21] os dois componentes interagiam através de fios eléctricos, e apresen-
tavam problemas de comunicação. Era necessário reiniciar várias vezes a Nintendo
para carregar o software, e também era necessário reiniciar a placa dos sinais vitais
para que as placas comunicassem entre si. Para resolver o problema da comunicação
entre as placas foram criadas duas placas novas, em que toda a comunicação entre elas
era feita através de tecnologia wireless. O facto de a comunicação ser wireless traz
ao sistema uma maior mobilidade. Para o problema do carregamento do software foi
necessário criar uma interface física que simulasse o barramento de um cartão R4[25].
Foi também introduzido um oxímetro tendo em conta que seria um dos sinais vitais
mais importante para o diagnóstico/monitorização de um paciente. Toda programação
e a interface gráfica foram melhoradas, tornando a interface mais simples e intuitiva.
Foi também implementada a possibilidade de inserção de dados sobre o paciente em
questão, que poderão ser gravados num ficheiro de texto para uma análise posterior.
Neste projecto procurou-se, normalizar a placa de aquisição dos sinais vitais para
facilitar a manutenção dos sensores por parte dos utilizadores, nomeadamente o sensor
de temperatura que inicialmente não passava de um sensor feito de uma maneira arte-
sanal, o que tornava a sua troca, no caso de avaria, impossível para quem não tivesse
qualquer conhecimento na área de electrónica. O Electrocardiógrafo anteriormente de-
senvolvido também possuía alguns problemas de ruído. Se o referido sistema estivesse
num ambiente com algum ruído o sinal que se visualizava na Nintendo confundia-se
com o próprio ruído (50Hz), para isso foram melhorados os filtros e trocados os cabos
do electrocardiógrafo que, mais uma vez, eram feitos de um modo artesanal o que não
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os tornava imunes ao ruído existente.
1.1 Evolução nos métodos de diagnóstico
1.1.1 Primeiros aparelhos de diagnóstico
O principal objectivo de um médico é conhecer o corpo humano e quais suas funções
em funcionamento normal. Existem quatro campos de diagnóstico médico: anatomia,
psicologia, fisiologia e patologia. Qualquer que seja o campo escolhido, para efectuar um
diagnóstico é necessário saber qual o funcionamento normal do corpo humano para que
através dessas normas se possa detectar alguma anomalia. Inicialmente o diagnóstico
era feito através dos sentidos, mas com o passar do tempo os métodos foram evoluindo,
assim surgiram aparelhos que pudessem auxiliar o diagnóstico. Um dos órgãos mais
importantes do nosso corpo é o coração; é um órgão muscular que bombeia o sangue
para que o nosso organismo funcione, sendo imperativo efectuar uma monotorização
constante a esse órgão. Na figura 1.1 podemos ver o primeiro electrocardiograma
produzido por Augustus Waller usando um Lippmann capillary electrometer ligado
directamente a um projector. Com este aparelho foi registado, pela primeira vez, o
batimento cardíaco de um coração em tempo real[1]. Mais tarde Willem Einthoven
inventou o electrocardiógrafo (fig.1.2).
Figura 1.1: Lippmann capillary electrometer[1]
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Figura 1.2: electrocardiógrafo de Willem Einthoven [2]
A temperatura corporal é, por definição, a temperatura do corpo humano resul-
tante do equilíbrio entre a produção e o gasto de calor, que é controlada com precisão
por uma pequena área na base do cérebro (hipotálamo). A produção de calor deriva
maioritariamente de actividades vitais, tais como a respiração, contracções cardíacas,
circulação, secreções ou então de exercícios musculares[26]. Estas razões tornam a
temperatura corporal um factor importantíssimo num diagnóstico. Assim no final do
século XVI, surgia o termoscópio a ar (fig.1.3) que era composto por uma esfera oca de
vidro, à qual estava conectado um tubo de vidro. Este foi o primeiro aparelho a medir
de um forma qualitativa a temperatura corporal.
Em 1935, Matthes desenvolveu o primeiro medidor de saturação de O2. A monitor-
ização da percentagem de oxigénio no sangue é a medida que indica a quantidade de
oxigénio que o nosso corpo consome, e é normalmente usado em pacientes que se encon-
tram em tratamentos relacionados com o coração ou com os pulmões. Desta maneira
é possível saber a quantidade de oxigénio que o paciente necessita para se manter
saudável durante o tratamento. Actualmente é um dos sinais vitais imprescindiveis no
acompanhamento hospitalar de um paciente (fig.1.4).
Figura 1.3: termoscópio[3]
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Figura 1.4: SPO2 probe[4]
1.1.2 Aparelhos de Diagnóstico actuais
Com a evolução das novas tecnologias, surgem novos aparelhos de diagnóstico com
todo um conjunto de inovações. Na figura 1.5 podemos vizualizar um medidor de
ritmo cardíaco Omron HeartScan HCG-801. Este aparelho apresenta-se como sendo
portátil, leve, sem fios e compacto, é simples de trabalhar, possui um LCD gráfico, um
cartão de memória SD e é alimentado com 2 pilhas AAA, no entanto, pelo facto de só
medir um sinal vital, o seu preço não se justifica (cerca de 300 euros).
O eletrocardiógrafo ECG-6 da Biomaster (fig.1.6) possui 1 canal, 7 derivações
padrão, impressão do electrocardiograma (ECG), um indicador digital da frequência
cardíaca e é alimentado ou pela rede eléctrica ou por uma bateria recarregável ECG 6B.
Trata-se de um aparelho bastante completo, mas novamente caro (cerca de 850 euros),
e embora seja um aparelho portátil, não se adequa muito bem a ambientes onde as
condições são extremas, devido ao peso excessivo (cerca de 4KG sem bateria).
Uma das qualidades mais importantes do oxímetro portátil OxiMax®N-65 (fig.1.7
) é facto de ser robusto e estar adequado a ambientes hostís, é leve e é compativel com
a maior parte dos sensores de SPO2 existentes, mas mais uma vez deparamo-nos com
problema do preço que continua elevado (cerca de 500 euros).
Na (fig.1.8 ) podemos visualizar ummonitor de sinais vitais portátil da A ICORMEL.
Este monitor mede o ritmo cardíaco, SPO2 e temperatura, e pode até detectar aritmias.
Trata-se de um aparelho bastante completo, no entanto caro (cerca de 1700 euros) e
com uma autonomia de apenas 3 horas, além de possuir um peso de 5kg, o que não vai
de encontro ao nosso objectivo, pois não é de todo indicado para ambientes hostís.
12 CAPÍTULO 1. INTRODUÇÃO
Figura 1.5: Omron HeartScan HCG-801 [5]
Figura 1.6: Eletrocardiógrafo ECG-6 da Biomaster[6]
Figura 1.7: OxiMax® N-65[7]
Figura 1.8: Monito sinais vitais da A ICORMEL[8]
Podemos então concluir que existem diversos aparelhos no mercado que realizam
algumas das funções desejadas, no entanto, não se consegue encontrar um aparelho
que possua todas as características necessárias (pouco robustos, pesados, com pouca
autonomia ou demasiado caros).
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1.2 Sinais Vitais Implementados
1.2.1 Electrocardiograma (ECG)
O electrocardiograma é um exame médico na área de cardiologia onde é feito o registo da
variação dos potenciais eléctricos gerados pela actividade eléctrica do coração. Assim,
com a colocação de eléctrodos no corpo, podemos gravar as variações de ondas eléctricas
emitidas pelas contracções do coração. O registo dessas ondas pode ser feito numa tira
de papel ou num monitor e é chamado de ECG.
A detecção das ondas que formam o ECG baseia-se na despolarização e repolar-
ização da célula miocárdica. A célula miocárdica que se encontra em repouso, ou seja
polarizada, contém uma elevada concentração de potássio, representando um pólo neg-
ativo em relação ao seu exterior, que contem uma elevada concentração de sódio, assim
que vão ocorrendo trocas de iões há uma tendência da célula para se tornar positiva.
Como o meio extra celular tenderá a ser negativo, a célula miocárdica que está total-
mente despolarizada fica com a sua polaridade invertida. A repolarização fará com que
a célula volte às condições iniciais. Uma onda de despolarização progressiva é consid-
erada como uma onda em movimento com cargas positivas. Quando a onda positiva se
move em direcção a um eléctrodo positivo, é registada no ECG e corresponde a uma
deflexão positiva. Quando a onda vier no sentido contrário, verifica-se uma deflexão
negativa. O estímulo de despolarização cardíaca tem origem no nódulo sinusal local-
izado na aurícula direita, quando o impulso se espalha por ambas as aurículas, em todas
as direcções forma-se a onda P. A onda de despolarização dirige-se no sentido do nódulo
auriculoventricular, onde ocorre uma pequena pausa, antes de se iniciar um impulso
que estimula o nódulo, permitindo a entrada de sangue nos ventrículos, este intervalo
corresponde ao segmento P-R (fig.1.9). Após uma pausa o impulso atinge o nódulo
auriculoventricular, causando a contracção dos ventrículos e dando origem ao chamado
complexo QRS (fig.1.9). Existe uma pausa que precede o complexo QRS representado
pelo segmento ST (fig.1.9) que é importante para a identificação de isquemias, logo a
seguir a essa pequena pausa, sucede uma repolarização do ventrículo, seguido de um
relaxamento ventricular, gerando a onda T (fig.1.9)[27].
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Figura 1.9: sinal típico de um ECG[9]
O número mínimo de eléctrodos necessários para a obtenção de um sinal de ECG
é de três dispostos em triângulo. O primeiro eléctrodo é colocado na perna esquerda
e funciona como referência, os outro dois eléctrodos são colocados no braço esquerdo
e no braço direito formando assim um triângulo (fig.1.10). Este triângulo é chamado
de triângulo de Einthoven. Einthoven imaginou o coração localizado no centro de
um triângulo equilátero cujos vértices estariam representados pelo braço direito, braço
esquerdo, e perna esquerda. Estas derivações foram baseadas na Segunda Lei de Kir-
choff que diz que num circuito fechado, a soma das diferenças de potencial é igual
a zero.Muitas alterações cardíacas determinam uma modificação da onda eletrocar-
diográfica normal, de modo que o electrocardiograma representa um precioso meio
de diagnóstico. O sinal ECG é medido sob forma de diferenças de potencial (campo
eléctrico). As correntes necessárias para a medição das diferenças de potenciais são
pequenas, mas não nulas, pelo que são necessários eléctrodos para fazer a interface
entre a corrente do corpo e a corrente dos condutores eléctricos[28].
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Figura 1.10: Triângulo de Einthoven[10]
1.2.2 Oximetria
A oximetria resulta na combinação dos princípios da pletismografia com os princípios da
espectrofotometria para determinar os níveis de oxigénio no sangue. Pletismografia usa
a tecnologia de absorção da luz para reproduzir ondas geradas pelo pulsar do sangue,
já a espectrofotometria usa vários comprimentos de onda de luz para efectuar uma
medição quantitativa sobre a absorção da luz em diferentes materiais. Tirando partido
das propriedades ópticas do nosso sangue verifica-se que o seu estudo espectral depende
do nível de oxigénio. Assim, um oxímetro de pulso é tipicamente caracterizado pelo
uso de dois díodos emissores de luz, um com luz visível e outro com luz infravermelho.
O facto de o nosso sangue possuir uma cor mais ou menos vermelha indica uma maior
ou menor taxa de oxigenação. Existem dois modos de funcionamento de um oxímetro
(fig.1.11): o modo emissor em que os díodos emissores/receptor se encontram frente a
frente, e o modo reflector em que estão dispostos lado a lado[29][30]. O modo utilizado
foi o emissor, em que os dois díodos emissores são colocados a emitirem um de cada vez.
A luz emitida pelos díodos emissores é recebida pelo díodo/fototransístor receptor. O
sinal recebido pelo díodo/fototransístor receptor possibilita a obtenção da razão entre a
luz visível e a luz infravermelha, permitindo o cálculo da oxigenação do sangue usando
um gráfico de calibração fornecido pelo fabricante (fig.1.12). Tendo em conta que
os díodos usados nos sensores de oxigénio diferem de fabricante em fabricante (têm
comprimentos de onda diferentes), as curvas de calibração variam.
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Figura 1.11: Modos de transmissao dos leds[11]
Figura 1.12: gráfico de calibração (exemplo)
1.2.3 Temperatura corporal
A temperatura corporal resulta do equilíbrio entre a produção e o gasto de calor e
é regulada pelo (hipotálamo) que se situa no nosso cérebro, e que funciona de forma
semelhante a um termóstato. Quando se verifica um aumento de temperatura exterior,
a temperatura corporal é mantida recorrendo a mecanismos como a vasodilatação (os
capilares aproximam-se da superfície cutânea, havendo uma transferência de energia
para o exterior) e produção de suor. Quando a temperatura exterior diminui, o calor
no corpo humano é conservado recorrendo a mecanismos como a vasoconstrição (con-
tracção de pequenas artérias que fornecem sangue a capilares que se encontram perto da
superfície da pele, este processo reduz a fluxo de sangue nos capilares, controlando assim
perda de calor) e aumento da produção de energia através da respiração aeróbia[26].
Normalmente a temperatura corporal não se altera consideravelmente durante o dia
pelo que, quando existir um aumento brusco para valores superiores a 37.8 Cº, pode
indicar uma possível infecção ou doença. Por outro lado se a temperatura corporal de-
scer abaixo dos 35 C° significa que podemos estar a entrar num estado de hipotermia,
este fenómeno pode acontecer por várias razões, estado de alcoolémia, razões ambien-
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tais, sedativos, etc. Todos estes factores levam a que uma das primeiras preocupações
de um médico seja a medição da temperatura corporal[31]. Para a medição deste sinal
vital é usado um termómetro. Actualmente existem vários tipos de termómetros, o
termómetro bimetálico, digital ou de mercúrio (fig.1.13). Os termómetros usados nos
hospitais medem a temperatura através de uma sonda que contêm um sensor de tem-
peratura na extremidade. Existem vários tipos de sondas e de sensores de temperatura
usados na medicina, existem sondas rectais, sondas para a superfície da pele e mesmo
sondas que são introduzidas por baixo da pele como uma espécie de agulha. Quanto
aos sensores podemos encontrar termopares ou termístores. Neste sistema foi utilizado
uma sonda de superfície e o sensor usado foi um termístor. Um termístor consiste
numa resistência que varia consoante a temperatura à qual se encontra (fig.1.14). No
capitulo 3 é explicado com maior detalhe as características e o modo de funcionamento
deste tipo de sensor.
Figura 1.13: A-Termómetro digital[12]; B-Termómetro bimetálico[13]; C- Termómetro
de mercúrio[14]
Figura 1.14: termístores[15]
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1.3 Organização da tese
Depois desta fase introdutória correspondente ao capítulo 1, a tese está organizada da
seguinte modo:
 No capitulo 2 é abordado o sistema implementado de uma forma geral, passando
por uma breve explicação dos vários componentes que o constituem e quais as
suas funções.
 No capítulo 3, é feito uma descrição de todo o hardware implementado, passando
pela instrumentação electrónica projectada para cada um dos de sinais vitais,
circuitos de alimentação e a comunicação com a Nintendo.
 No capitulo 4, é efectuada uma analise geral sobre os processadores ARM ex-
istentes quais as suas características e aplicações, dando especial atenção aos
processadores usados na Nintendo (ARM7TDMI e ARM9E).
 No capítulo 5, é descrito todo o software desenvolvido no projecto, nomeadamente
o software para o microncontrolador que efectua a gestão da aquisição dos sinais
vitais, e o software da interface gráfica da Nintendo.
 No capitulo 6, é feito uma análise global sobre os resultados obtidos e quais as
conclusões que se tiraram deste trabalho, passando por uma breve reflexão sobre
o trabalho a realizar no futuro.
Capítulo 2
Sistema Implementado
2.1 Diagrama de blocos do sistema implementado
O sistema é composto por duas placas, que designamos por placa 1 e placa 2 (fig.2.1).
Na placa 1 é feita a aquisição dos sinais vitais, o tratamento e o envio, por wireless,
para a placa 2. A placa 2 possibilita a interacção entre a placa 1 e a Nintendo, onde
o módulo wireless recebe os sinais da placa 1 e os encaminha para a Nintendo. Na
Nintendo é possível visualizar todos os sinais vitais fazendo uso a uma aplicação gráfica
desenvolvida. Na aplicação gráfica é possível ainda inserir dados sobre pacientes, que
serão gravados em ficheiro de texto e que poderá ser transferido para um computador,
fazendo uso ao cartão de memória SD que se encontra na placa 2.
Figura 2.1: Diagrama de blocos do sistema
19
20 CAPÍTULO 2. SISTEMA IMPLEMENTADO
2.1.1 Placa de aquisição dos sinais vitais
A placa de aquisição dos sinais vitais (fig.2.2) contém toda a instrumentação electrónica
necessária para a recolha e tratamento dos sinais vitais. Ela contém um sensor de tem-
peratura corporal, um sensor de oxigénio e um electrocardiógrafo. Os sinais são adquiri-
dos pelos sensores e depois enviados para a unidade de processamento. A unidade de
processamento escolhida foi um microcontrolador da MICROCHIP pic18lf258. Todo o
tratamento de dados é feito no microcontrolador e posteriormente enviados por wireless
para a placa2 usando um WirelessUSB LR Radio Module (Cypress). A comunicação
entre o pic18lf258 e o modulo wireless é feita através do protocolo SPI (Anexo A). É
possível também efectuar uma comunicação serie entre a placa e o computador, usando
uma interface RS232 para possíveis alterações no software do microcontrolador.
Figura 2.2: Placa de aquisição dos sinais vitais
2.1.2 Sensores
Um dos sensores utilizados é o sensor de temperatura (fig.2.3 ). O sensor usado foi
um termístor, que se encontra inserido numa sonda de superfície. Este tipo de sensor
(clone de um sensor do tipo YSI400SeriesProbesRvsT) é frequentemente utilizado na
medicina e oferece medidas estáveis e precisas.
O ritmo cardíaco é medido usando eléctrodos externos ou metal plate (3M Red
Dot), para sinais bio-eléctricos (fig.2.4). Os eléctrodos encontram-se presos na ex-
tremidade de um cabo que está ligado à placa (fig.2.5 ). Os eléctrodos captam os sinais
eléctricos através de um processo químico chamado electrolise (reacção de oxi-redução
não espontânea produzida pela passagem de corrente eléctrica)[32].
A percentagem de oxigénio no sangue é medida através de um sensor de SPO2(clone
de um Nellcor DS-100A) que se coloca no dedo (fig.2.6 ). Este tipo de sensor é geral-
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mente anexado a um monitor, onde é possível vizualizar a percentagem de oxigenação
no sangue.
Figura 2.3: Sensor de temperatura
Figura 2.4: Eléctrodos externos ou metal plate
Figura 2.5: Cabo ECG
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Figura 2.6: Sensor SPO2
2.1.3 Comunicação Wireless
Toda a comunicação wireless é feita usando uns WirelessUSB LR Radio Modules da
Cypress (fig.2.7). Na placa 1 o módulo é controlado pelo microcontrolador PIC 18LF258
através de uma comunicação SPI, o mesmo acontece na placa 2 em que a unidade de
controlo do módulo passa a ser a Nintendo. Na figura 2.8 é possivel visualizar uma
transfêrencia de dados SPI entre a Nintendo e o módulo wireless. Estes módulos são
bastante acessíveis pois são de baixo custo, o consumo energético é baixo, e trabalham
na frequência 2.4 GHz que é amplamente utilizada na área da saúde. Além disso,
possuem um alcance até 50 metros, com a possibilidade de amplificação de sinal, sem
esquecer a capacidade de escolha entre 78 canais de transmissão, e efectuar o estudo de
ruído de cada canal antes de iniciar a transmissão. Todas estas características tornam
este módulos ideais para o sistema. Ambos os módulos funcionam como slaves. A placa
de aquisição dos sinais vitais e a Nintendo funcionam como os respectivos masters.
Figura 2.7: WirelessUSB LR Radio Module da Cypress
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Figura 2.8: Transferencia SPI no modulo wireless
2.1.4 Nintendo DS
Os dados da placa 1 são enviados por wireless para a placa 2 (fig.2.9) que está di-
rectamente ligada à Nintendo DS. O módulo wireless da placa 2 encaminha os dados
recebidos para a Nintendo novamente através de um barramento SPI (anexo A). Toda
a programação para a interface gráfica, para o condicionamento do sinal e para a co-
municação entre a Nintendo e o módulo wireless encontra-se num cartão R4 (fig.2.10).
O cartão R4 é um cartão especialmente concebido para o desenvolvimento e armazena-
mento de aplicações feitas para a Nintendo DS, por programadores de tempos livres
(homebrew video games)[33]. O cartão R4 possui um pequeno cartão de memória SD,
onde é possível gravar, em formato txt, informações sobre o paciente para uma análise
posterior.
Figura 2.9: Placa de Interface com a Nintendo
Figura 2.10: cartão R4
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Capítulo 3
Hardware implementado
3.1 Microcontrolador e alimentações
Para efectuar o controlo e a gestão da placa de aquisição de sinais vitais, foi utilizado
um microcontrolador cujo circuito foi necessario projectar. Este sistema foi pensado
para possuir um baixo consumo de energia. Como os módulos wireless escolhidos ne-
cessitavam de uma tensão mínima de 3.3v optou-se por usar essa tensão em todas as al-
imentações necessárias. Deste modo foi escolhido um microcontrolador que mantivesse
um bom funcionamento com essa tensão; a escolha recaiu sobre o microcontrolador da
MICROCHIP pic18LF258 (fig.3.1) . Este microcontrolador possui todos os requisitos
necessários para efectuar uma boa gestão da placa, uma vez que possui uma interface
SPI, RS232, um módulo A/D com quatro canais, uma boa escolha de portos I/O e
quatro timers disponíveis[34]. O cristal utilizado foi de 20Mhz. Também foi projec-
tado um circuito para poder efectuar alterações no firmware usando a interface RS232
do microcontrolador.
Figura 3.1: PIC[16]
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Para obter a tensão 3.3V usou-se um regulador LM2937 3.3V[35]. A partir da
tensão 3.3V gerada pelo regulador criou-se uma tensão de referência VREF (fig.3.2)
com um valor de 3.3
2
V.
Figura 3.2: Circuito VREF
3.2 Instrumentação electrónica para o ECG
Na figura 3.3 está representado o diagrama de blocos do electrocárdiografo. A aquisição
é feita de eléctrodos externos ou metal plate (3M Red Dot) colocados no braço es-
querdo (LA), no braço direito (RA) e na perna esquerda (LL) . O sinal segue então
através de um cabo ECG (HP 14317NA) para o primeiros bloco.
Figura 3.3: Diagrama de blocos ECG
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No primeiro bloco cujo o circuito é apresentado na figura 3.4 temos à entrada, uma
filtragem da componente DC(em que esta componente poderá ter origem no contacto
do eléctrodo com a pele). A filtragem efectuada é composta por dois filtros passa
alto(um para cada entrada), com uma frequência de corte de igual valor. A frequência
de corte é dada por Fc = 1
2×pi×R1,2×C1,2 . Em segundo lugar foi elaborado uma pro-
tecção contra sobretensões de forma a proteger a integridade física do paciente em que
o circuito é composto por quatro diodos 1N4007, que garantem que as tensão LA-LL
e RA-LL, sejam em qualquer caso, inferior a 0.7V. Em terceiro lugar temos o primeiro
andar de amplificação. Esta amplificação é necessária pois os sinais captados pelos
eléctrodos são de amplitude reduzida, tipicamente entre 500uV e 1.2mv. É utilizado
aqui um amplificador de instrumentação com elevado CMMR (Commom Mode Re-
jection Ratio), o que garante uma boa precisão em termos de ganho e desempenho
DC, simultaneamente proporcionando imunidade ao ruído de modo comum. Para esse
efeito foi escolhido o amplificador da Analog Devices AD623. O cálculo do ganho para
este amplificador é dado por G = 1+100k
RG
[36]. O valor escolhido para a resistência RG
foi de 2200Ω o que perfaz um ganho de 46.45 V
V
. O AD623 é alimentado com 3.3V em
+V e a massa (ground) em V, e com uma tensão de referencia +VREF, que irá servir
para cancelar algum offset causado pela diferença entre (+V) e (V).
Figura 3.4: Primeiro andar de amplificação
O segundo bloco contém a filtragem do sinal bem como um segundo andar de
amplificação (fig.3.5). Tendo em conta que a largura de banda de um ECG clínico
situa-se entre 50mhz e 100hz , foram dimensionados dois filtros para essa banda, um
filtro passa baixo com frequência de corte em 100hz e um filtro passa alto com a
frequência de corte a 0.05hz (Fc = 1
2×pi×R4×C17 ). Neste andar de amplificação foi usado
um amplificador MCP604 e aproveitando as resistências de filtragem, foi dimensionado
um ganho de 26.8V
V
(G = R7
R4
) [37]. Por fim o sinal proveniente do ultimo andar é
enviado para o canal 0 do módulo A/D do microcontrolador. No anexo B encontra-se
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todos os valores dos componentes utilizados na projecção da instrumentação electrónica
do electrocárdiografo.
Figura 3.5: Último andar de amplificação e filtragem
Ao longo da elaboração do Electrocardiógrafo foram surgindo problemas relaciona-
dos com ruído de 50Hz(rede eléctrica). Na primeira implementação da placa de aquisição
dos sinais vitais, os componentes estavam demasiado afastados uns dos outros, e es-
tavm ligados por pistas de circuito impresso demasiado longas, o que não beneficiava
a imunidade ao ruído. Na segunda implementação da placa foi corrigido o problema
anterior, colocando-se todos os componentes o mais próximo possível uns dos outros e
blindando electromagneticamente, por uma caixa metálica (fig.3.6).
Figura 3.6: Placa de aquisição de sinais vitais com placa metálica
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3.3 Instrumentação electrónica para o sensor de SPO2
Tal como vimos, o sensor de oxigénio utilizado, foi um clone de um sensor do tipo
YSI400SeriesProbesRvsT. Ele é composto por 2 leds emissores red/ir e um fototran-
sistor receptor.Na figura 3.7, está representado um diagrama de blocos, onde possivel
visualizar um resumo de todos os passos necessários para projectar a electrónica de um
medidor de SPO2.
Figura 3.7: Diagrama de blocos SPO2
O primeiro bloco representa o sensor de oxigénio, que contém os leds emissores
red/ir e o fototransistor. No lado oposto ao sensor encontra-se um ficha DB9 que
possibilita o acesso aos leds e ao foto transístor (fig.3.8).
Figura 3.8: Ficha DB9-pinos
No segundo bloco está representado o pulsar dos leds emissores red/ir pelo mi-
crocontrolador. O tempo que os leds demoram a ligar ou a desligar é da ordem das
centenas de nanosegundos. Esse valor é muito menor do que o necessário, pois a forma
30 CAPÍTULO 3. HARDWARE IMPLEMENTADO
de onda gerada pelo a pulsação arterial encontra-se na ordem de 1Hz. Foi então ger-
ado pelo microcontrolador um sinal com uma frequência de 1.22kHz, que se encontra
bem dentro das capacidades de switching dos leds[30]. Este é ligado ao ânodo do led
Ir. No cátodo do led Ir é ligado um pino de saída do microcontrolador que activa ou
desactiva consoante o led que se pretende ligar. No ânodo do led Red foi colocado uma
resistência com um valor igual a 470Ω, para polarizar ambos os leds. O cátodo do foto
transístor, foi ligado a 3.3V (fig.3.9).
Figura 3.9: Ligações ao DB9
No terceiro bloco temos a recepção do sinal no foto transístor(fig.3.10). O fototran-
sistor é alimentado com uma tensão de 3.3V e é polarizado com uma corrente gerada
por uma resistência de valor igual a 220KΩ (R10). A seguir á recepção do sinal vem o
bloco 4 que contem uma filtragem e uma amplificação do sinal. A amplificação do sinal
é feita usando um amplificador MCP604[37]. Depois de efectuar vários teste verificou-
se que para diferentes tons de pele o sinal varia bastante. Tendo em conta que um
dos objectivos deste sistema é ser versátil de modo a permitir uma utilização global,
resolveu colocar-se um ganho variável. Colocando as entradas das resistencias R12 e
R11 à massa (ground) ou em alta impedancia (circuito aberto), é possivel aumentar ou
diminuir o ganho consoante a tonalidade da pele do paciente. O ganho deste andar é
dado por (G = 1 + R14
R11||R12||R13 ).
Para filtrar a componente DC do sinal, foi projectado um filtro passa alto. No
cálculo da frequência de corte usou-se a fórmula (Fc = 1
2×pi×R15×C14 ). O sinal na saída
deste filtro é enviado para o canal 3 do módulo A/D do microcontrolador. No anexo
B encontra-se todos os valores dos componentes utilizados na projecção da instrumen-
tação electrónica para o sensor de SPO2.
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Figura 3.10: Amplificação e filtragem SPO2
3.4 Instrumentação electrónica para o sensor de tem-
peratura
O sensor de temperatura consiste num termístor inserido numa sonda de superfície
(Clone de um sensor do tipo YSI400SeriesProbesRvsT). Um termístor é uma resistência
que varia consoante a temperatura. Existem dois tipos de termístores os NTC (Negative
Temperature Coefficient) e os PTC (Positive Temperature Coefficient)[38]. Os NTC são
termístores cujo coeficiente de variação da resistência é negativo, ou seja a resistência
diminui com o aumento da temperatura, os PTC possuem um coeficiente positivo, a
resistência aumenta com o aumento da temperatura[38]. Desta forma é possível obter a
variação de uma grandeza eléctrica em função da temperatura. Assim foi projectado um
circuito para polarizar essa resistência de modo a gerar uma tensão DC que pudesse
ser convertida por um dos canais do módulo A/D do microncontrolador. Devido a
existência de vários tipos de termistores decidiu-se introduzir uma fonte de corrente
constante (fig.3.11) com dois valores possíveis, em que esses valores são dados pelas
resistências R16 e R8. Estando a última ligada a um pino do microcontrolador é possível
aumentar ou diminuir a corrente necessária colocando o pino ao valor lógico 1 (3.3V)
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ou ao valor lógico 0 (ground). Tendo em conta a existência de outros tipos de sensores
no mercado, como por exemplo os termopares, foi projectado um circuito amplificador
com ganho variável (fig.3.11), pois estes requerem um ganho mais elevado. Para variar o
ganho foi ligado a resistência R21 a um pino do microcontrolador, podendo assim alterar
o valor de entrada da resistência entre o +V- (Ground) e alta impedância (circuito
aberto). O ganho do amplificador é dado pela seguinte fórmula: (G = 1 + R19
R21||R20 ).
No anexo B encontra-se todos os valores dos componentes utilizados na projecção da
instrumentação electrónica para o sensor de temperatura corporal.
Figura 3.11: Circuito sensor temperatura
3.5 Comunicação com a Nintendo DS
Toda a comunicação entre a placa de aquisição dos sinais vitais a Nintendo DS é feita
usando dois WirelessUSB LR Radio Module da Cypress, no entanto, para que isso
fosse possível, foi necessário ter acesso ao barramento SPI existente na Nintendo. No
trabalho anteriormente desenvolvido a comunicação entre a Nintendo e o exterior não
funcionava a 100%, pois por vezes a Nintendo não carregava o software. Para resolver
esse problema foi projectada uma placa que pudesse simular o barramento de um cartão
R4 e que tornasse o acesso ao barramento SPI relativamente simples (fig.3.12) .
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Figura 3.12: Barramento NDS
No entanto, depois de ter acesso ao barramento surgiu outro problema; a inter-
face SPI da Nintendo apenas possuí um modo de funcionamento. De facto enquanto
que no microcontrolador é possível alterar o modo de funcionamento da interface SPI,
nomeadamente a polaridade e a fase do CLK , na Nintendo não é possível alterar esses
parâmetros. O mesmo acontece com os módulos wireless. Como o modo de funciona-
mento da interface SPI na Nintendo não é compatível com o do Modulo wireless, foi
necessário inserir lógica adicional para resolver esse problema. Desta maneira optou-se
por adicionar um HEX inverter 74HC04, para que fosse possível inverter o sinal de
relógio e resolver o problema da polaridade. Por outro lado ao introduzir um atraso
colocando diversas portas lógicas em cascata, resolveu-se o problema da fase (fig.3.14).
O condensador C7 é necessário para um bom funcionamento do módulo e possui um
valor igual a 100nF. Os valores de V+ e V- que corresponde a 3.3V e à massa (ground)
respectivamente (fig.3.13), alimentam o módulo wireless e são gerados pela Nintendo.
Figura 3.13: Módulo wireless-NDS
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Figura 3.14: Diagrama SPI antes e depois do 74HC04
Capítulo 4
Processadores ARM
A arquitectura ARM é uma arquitectura de um processador 32-bit RISC desenvolvida
pela ARM Limited que é amplamente utilizado em sistemas embutidos. Os CPUs ARM
são dominantes no mercado da electrónica móvel. A partir de 2007, cerca de 98 % dos
mais de mil milhões de telemóveis vendidos anualmente usam pelo menos uma CPU
ARM. Segundo o fabricante, A família ARM representa cerca de 90% de todos os CPUs
32-bit RISC embutido. Os CPUs ARM são encontrados em quase todas as vertentes
da electrónica de consumo, desde de dispositivos portáteis (PDAs, telemóveis, iPods ,
jogos unidades portáteis, e calculadoras ) ao computador (discos rígidos, routers). A
arquitectura ARM usada em processadores 32-bit RISC é a mais utilizada do mundo.
A arquitectura ARM é utilizada em cerca de 3
4
de todos os processadores 32 bits
vendidos[39, 40].
4.1 Núcleos ARM existentes
Existem várias famílias de processadores ARM. Cada famillia possuem diferentes nú-
cleos com diferentes características. Uns possuem maior velocidade de processamento,
outros mais memoria cache, outros possuem mais instruções. Todos eles diferem nestas
características para poderem ser utilizados em diferentes aplicações. Mais em baixo é
possível ver uma tabela (fig.4.1) das famílias existentes quais os diferentes núcleos que
possuem, as suas características e aplicações.
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Figura 4.1: Processadores ARM[17]
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4.2 ARM7TDMI
O ARM7TDMI usa um pipeline de 3 fases e um processador RISC de 32-bits. A
arquitectura do processador é do tipo Von Neumann load/store, que é caracterizada
por um único barramento de dados e de endereços. Os dados podem ser palavras de 8-
bit bytes, 16 bits ou 32 bits. O processador central tem sete modos de operação. Cada
modo possui bank registers para a manipulação de excepções rápidas. O processador
tem 32 registos de um total de 37, incluindo 6 registos do status. O processador
ARM7TDMI utiliza uma arquitectura original conhecida por arquitectura thumb, que
a torna ideal para aplicações high-volume com limitações da memória ou em aplicações
onde a densidade do código é um problema. A ideia por detrás desta arquitectura é o
facto de ter um conjunto de instruções reduzido[18]. Nomeadamente dois conjuntos de
instruções:
 O conjunto de instruções 32-bit ARM no estado ARM.
 O conjunto de instruções 16-bit Thumb no estado Thumb.
Figura 4.2: Diagrama de blocos da arquitectura ARM7TDMI[18]
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4.3 ARM9E
O núcleo ARM9E usa um pipeline para aumentar a velocidade do fluxo de instruções
do processador. Isso permite que várias operações se realizem em simultâneo, e per-
mite que o processamento dos sistemas de memória funcione continuamente. O núcleo
ARM9E possui uma arquitectura Harvard. Esta característica faz a separação de bar-
ramentos de endereços e de dados, para interfaces de instruções de 32 bits e interface
de dados de 32 bits. Este realiza uma diminuição significativa nos ciclos por instrução
(CPI), permitindo que os acessos às instruções e aos dados sejam executados simul-
taneamente. Apenas instruções do tipo load, store, swap podem aceder aos dados da
memória. Os dados podem ser palavras de 8-bit, 16 bits ou 32 bits. As palavras devem
ser alinhada com limites até 4-byte. Por causa do pipeline ter 5 fases, é possível que um
valor seja pedido antes de ser colocado no register bank pelas acções de uma instrução
mais adiantada. A lógica de controlo do ARM9E detecta automaticamente estes casos
e empata o núcleo e faz forwarding de dados com sendo aplicações, o que evita esses
perigos. Nestes casos não é necessário nenhuma intervenção por parte do software. No
entanto é possível melhorar o seu desempenho através do software[19]. O processador
ARM9E tem dois conjuntos de instruções:
 O conjunto de instruções 32-bit ARM no estado ARM.
 O conjunto de instruções 16-bit Thumb no estado Thumb.
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Figura 4.3: Diagrama de blocos da arquitectura ARM9E[19]
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Capítulo 5
Software
5.1 Software do microcontrolador
Para efectuar a gestão da placa de aquisição dos sinais vitais, foi necessário progra-
mar o microcontrolador, nomeadamente a configuração dos registos do módulo A/D,
do protocolo SPI (anexo A) e dos módulos wireless. Também foi essencial efectuar
alguns cálculos ao longo do programa, particularmente para o cálculo do rácio (Red
Ir
)
para determinação do oxigénio no sangue, e para a implementação do filtro digital.
Mais a baixo é possível ver o diagrama de blocos do software implementado para o
microcontrolador.
Figura 5.1: Diagrama de blocos software microcontrolador
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No primeiro bloco é efectuado todas as inicializações e configurações necessárias,
nomeadamente as configuração do protocolo SPI, do módulo A/D, dos módulos wireless
e da interrupção. O bloco 2 representa a rotina de interrupção é executada com uma
frequência de 19K5Hz. Dentro da rotina surge o bloco 3, 4 e 5. O terceiro bloco
representa a filtragem de ruído (50Hz) digital. O ruído de 50Hz provém da rede eléctrica
e é considerado um ruído comum em sinais biomédicos. Para remover esse ruído foi
projectado um filtro FIR (fig.5.2) rejeita banda de 50hz[41][42]. Sendo a frequência de
amostragem de valor fixo igual a 19K5Hz, calculou-se a frequência que define os zeros
complexos fazendo uso a seguinte formula: ω0 = 2×pi× f0fs . Assim usando a frequência
anteriormente calculada é possível identificar a posição dos zeros complexos usando as
seguintes formulas: z1 = cosω0 + j sinω0; z2 = cosω0 − j sinω0.
Figura 5.2: Diagrama de blocos filtro FIR[20]
Figura 5.3: Plano Z[20]
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Através da função transferência do filtro calculou-se os coeficientes:
H(z) = Y (z)
X(z)
= (z−z1)(z−z2)
z2
≡ H(z) = 1 + z−1 × (−2 cos(ω0)) + z−2.
Transformando a expressão anterior na equação diferença obtém-se:
y(n) = x(n) + x(n− 1) ∗B + x(n− 2).
Para determinar a resposta em frequência do filtro, efectuou-se uma simulação no
programa MATLAB (fig.5.4).
Figura 5.4: Resposta do filtro
O quarto bloco representa a determinação do rácio (Red
Ir
) necessário para o cálculo
da percentagem de oxigénio no sangue. Ambos os leds são pulsados alternadamente.
Ao analisar os sinais recebidos de cada um dos leds, reparou-se que estes antes de
atingirem uma zona de estabilidade possuíam um pico. Assim resolveu-se detectar esse
pico para facilitar a leitura dos valores que se encontravam na zona de estabilidade
(fig.5.5). A partir desses valores é fectuada uma media e é calculado o rácio (Red
Ir
).
No quinto bloco são enviados por wireless todos os dados recolhidos.
Figura 5.5: Sinal do SPO2
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5.2 Software desenvolvido para a Nintendo
5.2.1 Enquadramento
No software anteriormente desenvolvido é possível identificar vários problemas[21]. A
estrutura do código desenvolvido fazia pouco uso de funções, e as decisões mais im-
portantes eram decididas com saltos condicionais. Desta forma o código tornava-se
demasiado difícil de analisar, de optimizar e não possuía qualquer versatilidade, o que
tornava quase impossível uma actualização ou uma manutenção do código. Perante
este problema efectuou-se um estudo sobre os parâmetros de qualidade que um soft-
ware deve seguir.
A qualidade de um software deve ter em conta vários factores, designadamente
a reutilizabilidade e a extensibilidade. À medida que o código de um programa vai
crescendo em tamanho e em complexidade é necessário reflectir sobre várias questões.
Sobre o seu funcionamento externo, e a sua estrutura interna[43, 44]. No caso de haver
outros programadores a trabalhar no código é vantajoso que este se torne facilmente
compreensível. A comunicação entre programadores é cada vez mais um aspecto a ter
em conta no desenvolvimento de software. Uma das razões está relacionada com as
possíveis actualizações que o software possa sofrer, ao passar por vários programadores.
É então necessário estruturar o código de maneira a facilitar a manutenção e eventuais
actualizações. Uma solução para aplicar os conceitos anteriores está no uso de uma
programação orientada por objectos, que confere ao código uma característica modular.
A programação modular é um paradigma da programação que consiste na elabo-
ração de rotinas de programação feita através de módulos. Os módulos são considerados
partes do programas que podem ser analisados e testados independentemente e com
os quais se podem construir novos programas. O que possibilita a atribuição de uma
entidade diferente a cada módulo. A programação modular também permite reduzir a
complexidade de um programa proporcionando maior facilidade na implementação de
mecanismos de abstracção para facilitar tarefas. Outra vantagem será a possibilidade
de reutilização do código.
Assim optou-se por utilizar uma nova linguagem de programação. A linguagem de
programação escolhida foi o C++, uma vez que o compilador e as bibliotecas eram
compatíveis com essa linguagem. Assim é possivel usar uma programação orientada
por objectos o que vem facilitar a tarefa da estruturação do código, nomeadamente
a utilização de uma programação modular. Para o desenvolvimento do código foi
usado o DevKitpro, que consiste num ambiente muito usado no desenvolvimento de
aplicações gráficas em consolas de jogos[45]. Foram também usadas uma série de
5.2. SOFTWARE DESENVOLVIDO PARA A NINTENDO 45
bibliotecas especialmente criadas para aplicações gráficas na Nintendo[45]. Em vez de
se usar a linha de comandos para programar, configurou-se o programaMicrosoft Visual
C++ 2008 Express Edition[46], tornando o ambiente de programação mais simples de
trabalhar.
5.2.2 Estrutura
Tendo em conta as propriedades pretendidas para a estrutura do código, foi necessário
reflectir sobre vários aspectos importantes, nomeadamente a recolha de informação dos
sensores externos, o processamento dessa informação, a visualização da informação
e o controlo da interface por parte do utilizador. Tomando esses aspectos por base
resolveu-se utilizar uma programação orientada a eventos, permitindo o controlo do
fluxo do programa por eventos externos ou internos. Foi então inevitável criar um
conceito de uma acção que fosse despoletada por um evento. No entanto, como uma
acção pode ser qualquer coisa, optou-se por usar uma das características da progra-
mação orientada por objectos, nomeadamente o polimorfismo. O polimorfismo permite
que classes abstractas possam representar o comportamento de classes concretas, o que
possibilita uma separação entre a definição de uma interface e suas múltiplas imple-
mentaçõese/concretizações. Assim definiu-se uma class action, em que o membro que
representa a execução de uma acção, é polifórmico. O nome escolhido para esse membro
foi do_it, assim sempre que for necessário executar o do_it não se terá a preocupação
de saber qual o tipo de objecto com o qual é chamado.
Para permitir a separação entre a entidade que gera a acção e a entidade que
processa a acção, foi criado uma fila de acções, o que proporciona uma boa flexibilidade
e permite que o sistema possa ter um comportamento assíncrono.
Tendo em conta que o utilizador é visto como uma das possíveis fontes de even-
tos externos, foi necessário criar uma entidade que gerisse esses eventos. A solução
encontrada foi a criação de uma classe widget (componente de uma interface gráfica,
como por exemplo botões, menus, ícones, barras de ferramentas etc) e de uma classe
widget_list . As várias classes acima referidas representam os vários módulos que
constituem a estrutura do software (fig.5.6).
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Figura 5.6: Diagrama da estrutura do software
5.2.3 Implementação
5.2.3.1 Ambiente de Programação da Nintendo
Toda a programação da Nintendo foi feita usando um conjunto de bibliotecas des-
ignadas por PALIB [45]. Com elas é possível manipular todo o ambiente gráfico, e
explorar também algumas funções do hardware da Nintendo, como por exemplo o som
ou o ecrã táctil. No entanto o uso dessas bibliotecas condicionam a programação. As
próprias bibliotecas é que fazem a gestão dos processadores ARM e consequentemente
a aquisição de dados, é restringida ao uso do método de polling [47]. Desta forma,
ao longo do programa, é possível verificar os efeitos desses condicionamentos, como
por exemplo a existência de vários ciclos onde o estado de uma determinada enti-
dade é constantemente verificado, e a impossibilidade de escolher qual o processador
que se pretende usar para um determinado módulo do programa. A utilização destas
bibliotecas tem como vantagem a sua fácil implementação, por outro lado existe uma
monopolização dos recursos da Nintendo o que pode ser considerado uma desvantagem.
Depois de se ter em conta todos estes condicionamentos e tomando por base a estrutura
definida na secção anterior, foram implementados os vários módulos que a constituem.
Na figura 5.7 é possível visualizar um diagrama de blocos do software que mostra a sua
implementação.
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Figura 5.7: Diagrama de blocos do software Nintendo DS
5.2.3.2 Acções
É considerado uma acção uma operação efectuada por uma determinada entidade. Por
exemplo quando é iniciado a interface, o primeiro menu que surge é considerado uma
acção, e quando é carregado o botão start desse menu é executada outra acção. Como já
foi dito anteriormente, a classe Action possui um membro polimórfico (do_it) , ou seja,
é possível atribuir qualquer tipo de acção ao membro do_it. Esta característica permite
que possam ser criadas um elevado número de acções distintas, sem ser necessário
modificar a estrutura base do programa. Para o sistema final foram criadas sete acções
possíveis, elas são:
 start_action: É a primeira a ser iniciada. Ela representa o menu de entrada .
 menu_action: Representa o menu principal, onde é possível escolher opções como,
a inserção de um paciente ou a vizualização do ECG.
 ecg_action: visualização do sinal ECG.
 oxim_action: visualização da percentagem de oxigénio no sangue.
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 temp_action: visualização da temperatura corporal.
 pacient_action: Representa o menu onde é possível escolher entre a inserção
de um novo paciente ou a alteração de dados sobre um paciente já existente.
 patient_data_action: Inserção e visualização de dados sobre os pacientes.
5.2.3.3 Fila de acções
Uma fila é um exemplo de uma estrutura linear de dados[43]. As filas são muito usadas
na área da informática, transportes e na gestão de recursos humanos em que várias
entidades, tais como dados, objectos, pessoas ou eventos são armazenados para ser
processado posteriormente. Nestes contextos, a fila exerce a função de um tampão.
O tipo de fila escolhida para o manejamento das acções foi uma First-In-First-Out
(FIFO). Numa estrutura de dados do tipo FIFO o primeiro elemento acrescentado à
fila será o primeiro a ser removido. Esta estrutura de dados permite ordenar eficazmente
e executar as acções. Desta forma Foi criado uma classe com o nome ACTION_QUEUE,
esta possui vários membros que efectuam a sua gestão, como por exemplo o membro in
que serve para inserir as acções na fila. O membro out, serve para retirar as acções da
fila. Também existe os membros isEmpty e isFull, que servem para verificar se a fila
está vazia ou se está cheia. O tamanho da fila é determinado pelo programador, mas
pode no entanto ser alterado, definindo a variável MAX_NUM_ACTIONS com o numero que
se pretende.
5.2.3.4 Wigets
Um widget é um componente de uma interface gráfica do utilizador, como por exemplo
botões, menus, ícones, barras de ferramentas etc. Os widgets podem ser considera-
dos como um elo de ligação entre eventos externos e acções. Por exemplo quando se
pretende visualizar a temperatura corporal, basta carregar no widget correspondente
à acção da temperatura. A classe widget_list possui uma estrutura semelhante a
uma fila do tipo FIFO. Considerou-se que ter uma lista de widgets com uma estrutura
do tipo FIFO, seria uma boa maneira de gerir os widgets. A classe widget_list é
composta por vários membros:
 in: insere os widgets criados na lista.
 Press: indica que o widget foi activo.
 is_pressed: verifica se o widget foi carregado (no caso de ser um botão).
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 get_order: devolve a ordem do widget.
 widgetActive: verifica se o widget está activo.
A classe widget possui membros semelhantes á widget_list, como por exemplo
o ispressed, getorder e press. Estes são usados na gestão da widget_list. A classe
widget também contém mais dois membros importantes, o membro widget e o membro
is_break. O membro widget possui as informações necessárias para testar a sua
natureza , quer seja um botão virtual ou um botão físico (fig.5.8). O membro is_break
serve para identificar se o widget está activo, isto é, um botão físico existe sempre, no
entanto pode não ser usado numa determinada acção, desta forma é possível identificar
quais os botões que estão activos para uma determinada acção. Isto também permite
que um widget possa ser usado mais do que uma vez em acções diferentes.
Figura 5.8: Botões fisicos e botões virtuais
5.2.3.5 SPI na Nintendo
Para receber dados por wireless foram criados, os device drivers necessários. Uma
vez que os módulos utilizados funcionam com o protocolo SPI, foram desenvolvidas 2
funções para essa comunicação. As funções criadas foram:
 cardSpiWriteBuffer : Escrever no barramento SPI um buffer do tamanho de-
sejado.
 cardSpiTransferBuffer: Recebe do barramento SPI um buffer do tamanho
desejado.
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Estas funções foram desenvolvidas a partir de funções já existentes criadas por Alexei
Karpenko em 2007[45]. Para que ambas funcionassem correctamente foi necessário
efectuar algumas inicializações. Nomeadamente a inicialização do modo SPI (anexo A)
na Nintendo, e as configurações dos módulos wireless. Todas as inicializações efectuadas
podem ser vistas no anexo C.
5.2.3.6 Interface gráfica
A execução do programa começa com a acção start_action (fig.5.10A). Esta é a
primeira a ser inserida na fila e a ser executada. De seguida ao pressionar o botão start
(físico ou virtual), é inserido na fila a acção menu_action (fig.5.10B). Nesta acção é
possível escolher entre a visualização do ECG, da temperatura corporal, da percent-
agem de oxigénio no sangue e inserção de dados sobre o paciente (fig.5.10C), e cada uma
dessas opções correspondem a uma acção a ser inserida na fila. Se for escolhido a opção
da inserção de dados sobre o paciente, é possível inserir um novo paciente ou alterar
um paciente já existente. Ao inserir um novo paciente é criado um ficheiro de texto
que irá ser gravado no cartão de memória. Na visualização do ecg, o sinal é impresso
ao longo do ecrã de cima. Quando a impressão do sinal atinge o seu limite, o ecrã é
limpo recomeçando uma nova impressão. No ecrã táctil é possível visualizar o tempo
que o sinal demora a percorrer o ecrã em segundos. Na visualização da temperatura
corporal ou da percentagem de oxigénio no sangue apenas são apresentados no ecrã os
valores recebidos pelo módulo wireless. Todas as imagens usadas na interface tiveram
que ser convertidas em código. Isso foi feito um programa chamado PAGC (fig.5.9),
este programa efectua a conversão de uma imagem para código. Toda a programação
desenvolvida para a aplicação gráfica pode ser encontrada no anexo C.
Figura 5.9: Programa PAGC
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Figura 5.10: Interface gráfica
5.2.3.7 Percurso dos dados enviados pelos sensores
Cada sensor envia os seus dados em canais diferentes para a Nintendo. Na figura 5.11
é possível visualizar como é gerido o percurso desses dados.
Figura 5.11: Diagrama de blocos do percurso de dados
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Consoante a acção despoletada, quer seja a temperatura, a percentagem de oxigénio
no sangue ou o sinal de ECG, o modulo wireless é configurado para a recepção de
dados num respectivo canal. Uma vez o canal seleccionado, os dados são recebidos
pelo módulo wireless colocados numa fila interna e retirados por ordem de chegada.
Na visualização da temperatura e da percentagem de oxigénio no sangue os valores
recebidos são retirados da fila e são apresentados no ecrã. Apenas é apresentado um
valor de cada vez actualizando sempre o valor anterior. Na visualização do sinal ECG,
os dados são tratados de maneira diferente. Cada valor recebido é traduzido num
pixel, que por sua vez é impresso no ecrã. A excepção do primeiro pixel impresso, o
pixel seguinte é ligado através de uma linha recta ao pixel anterior imprimindo assim
o gráfico do sinal ECG ao longo do tempo. Quando o sinal atinge um fim a margem
do ecrã, o sinal é apagado voltando ao principio. Este processo é repetido até que o
utilizador decida o contrário.
Capítulo 6
Resultados e conclusões
6.1 Desenvolvimento das placas
Como já foi referido anteriormente foram elaboradas duas placas para o sistema. Uma
placa de aquisição dos sinais vitais e uma placa para a recepção do sinal wireless
e comunicação com a Nintendo. Estas placas foram desenvolvidas com o programa
EAGLE 5.4.0. nas figuras 6.1 e 6.2 podemos visualizar as placas finais.
Figura 6.1: Placa dos sinais vitais final
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Figura 6.2: Placa Nintendo final
6.2 Sinais vitais na Nintendo
Na figura 6.3 é possível ver o sinal de ECG na Nintendo. O filtro digital projectado para
eliminar o ruído de 50hz, melhorou o sinal em relação ao filtro projectado anteriormente
(fig.6.4), no entanto como se pode ver o sinal não está ainda perfeito. Uma possível
solução para eliminar o ruído 50 hz, seria conseguir criar uma fonte de ruído 50hz
com a mesma fase e amplitude do ruído existente no sinal, ou então conseguir isolar
ruído 50hz existente no sinal ECG. Obtendo um sinal de ruído 50hz isolado, bastava
subtrai-lo directamente ao sinal ECG eliminando-o por completo (fig.6.5). Embora
essa solução tenha sido pensada, não foi implementada devido a escassez de tempo,
pois necessitava ou de hardware adicional ou de uma reestruturação do código.
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Figura 6.3: Sinal ECG
Figura 6.4: Sinal ECG no trabalho anterior[21]
Figura 6.5: Diagrama de blocos da subtracção do ruído
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Na figura 6.6 é possível ver um valor de SPO2proveniente do sensor. Uma vez
que não existe nenhum tipo de documento técnico ou tabela de calibração para o
sensor de oxigénio, não foi possível efectuar a calibração de uma forma correcta. Para
tal precisava-se de ter um oximetro calibrado e um paciente com valores de SPO2,
normalmente baixos, o que só se encontra em hospitais, no entanto, considerou-se que
qualquer valor no intervalo de 96% a 98% de oxigénio no sangue, correspondem a valores
de pessoas saudáveis. Tomando essas considerações por base, efectuou-se medida em
10 pessoas consideradas saudáveis. Como o rácio Red
Ir
é inversamente proporcional
a percentagem de oxigénio no sangue, consideramos que o valor mais alto de rácio
Red
Ir
obtido nas medidas correspondia a 96% , o valor mais baixo a 98% e um valor
intermédio a 97%. recorrendo aos valores registados na tabela da figura 6.7, efectuou-
se uma regressão linear, obtendo a equação y = −0.1419×x+116.63 que permite obter
a percentagem de oxigénio no sangue a partir dos valores do rácio Red
Ir
provenientes do
módulo A/D.
Figura 6.6: Valor correspondente ao rácio (Red
Ir
)
Figura 6.7: Tabel de calibração para o sensor de oxigénio
Na figura 6.8 é possível ver um valor de temperatura proveniente do sensor. Em-
bora o sensor utilizado seja um clone de um sensor do tipo YSI400SeriesProbesRvsT,
verificou-se que as tabelas de calibração existentes nos documentos técnicos associa-
dos, não se encontravam de acordo com os valores obtidos de variação da resistência
com a temperatura. Assim sendo a calibração foi efectuada fazendo uso a uma manta
de aquecimento, um recipiente com água e um termómetro calibrado. Ao efectuar a
calibração foram registados vários valores de temperatura na tabela da figura6.9. Us-
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ando os valores da tabela (fig.6.9) efectuou-se uma regressão linear, obtendo a equação
y = −0.2283× x+ 164.57 que permite obter a temperatura a partir dos valores prove-
nientes do módulo A/D.
Figura 6.8: Valor correspondente a conversão da temperatura pelo módulo A/D
Figura 6.9: Tabela de calibração para o sensor de temperatura
58 CAPÍTULO 6. RESULTADOS E CONCLUSÕES
6.3 Aplicação gráfica
O ambiente gráfico foi desenvolvido de forma a proporcionar ao utilizador uma interface
do tipo user friendly para facilitar a sua utilização. Nas figuras 6.10 e 6.11 é possível
visualizar identificar os vários caminhos possíveis que o utilizador pode tomar. Quando
é iniciada a aplicação gráfica surge no ecrã o painel introdutório (fig.6.10). Ao carregar
no botão virtual START que se encontra no ecrã táctil ou no botão físico START que
se encontra no centro da consola, a aplicação avança para o menu principal (fig.6.10).
No menu principal é possível escolher entre 4 opções: Press L to insert pacient Data;
Electrocardiogram; Body Temperature; Oximeter.
A primeira opção a ser escolhida deve ser a Press L to insert pacient Data, que
permite inserir vários dados sobre o paciente, nomeadamente o nome, a idade, a morada,
e eventuais notas sobre o seu estado clínico (fig.6.10). No final da inserção de dados
sobre o paciente o utilizador pode escolher entre voltar ao menu principal e inserir
novo paciente. Ao voltar para o menu principal, o utilizador deve escolher qual o sinal
vital que pretende diagnosticar. Ao escolher a opção Electrocardiogram irá aparecer
o sinal de ECG do paciente no ecrã de cima (fig.6.11). No ecrã de baixo o utilizador
pode ver o tempo que o sinal demora a percorrer o ecrã, uma opção que permite ao
utilizar pausar a aquisição do sinal (botão físico x), a data e hora (fig.6.11). Quando o
utilizador quiser voltar ao menu principal terá que carregar uma vez no botão físico x
para pausar a aquisição do sinal, e uma segunda vez para voltar ao menu principal. Se o
utilizador escolher a opção Body Temperature, aparecerá a temperatura corporal no
ecrã de cima (fig.6.11). Para voltar ao menu principal, terá que seguir o procedimento
utilizado na visualização no sinal ECG. Ao escolher a opção Oximeter o utilizador irá
visualizar a percentagem de oxigénio no sangue do paciente no ecrã de cima (fig.6.11).
Se por algum motivo o paciente retirar o sensor de oxigénio do dedo, a aplicação irá
detectar esse acontecimento e colocar automaticamente o valor 0 no ecrã, indicando
que não está a receber valores correctos. Para voltar ao menu principal mais basta
seguir o mesmo procedimento utilizado na visualização do ECG e da temperatura.
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Figura 6.10: Diagrama de blocos da aplicação gráfica (parte 1).
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Figura 6.11: Diagrama de blocos da aplicação gráfica (parte 2).
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6.4 Consumo energético do sistema
Uma das características desejada para o nosso sistema, é o seu baixo consumo. Tendo
essa característica em conta, todos os circuitos foram projectados com componentes
de baixo consumo. O módulo de aquisição dos sinais vitais, que é composto apenas
pela placa 1 apresenta um consumo de corrente de 40mA. Por outro lado, o módulo
da visualização dos sinais vitais, que é composto pela Nintendo e pela placa 2 tem um
consumo médio de 60mA. De notar que este valor está fortemente condicionado por
factores como o brilho do display, software, periféricos utilizados (por exemplo uso ou
não de som). Tendo em conta um valor total de 100mA, o sistema pode ser alimentado
por um pequeno painel solar(fig.6.12). Por razões de custo, foi utilizado um painel de
12V/100mA, mesmo que a exigência em termos de tensão fosse mais baixa. Mesmo
no caso de falta de sol, a bateria da Nintendo providência uma autononomia de 18
horas, valor semelhante ao que 4 pilhas NiMH recarregáveis AAA (capacidade típica
850mAh) oferecem para a placa de aquisição.
Efectuando uma visão geral ao nível do consumo, conclui-se que se trata de um
sistema de baixo consumo capaz se adaptar a vários tipos de ambientes, manter uma
boa autonomia e tirar proveito de fontes de energia renováveis (sol).
Figura 6.12: Painel Solar
6.5 Orçamento do sistema
Um dos objectivos do sistema era que este fosse economicamente acessível. Depois
de efectuar um orçamento de todo o material utilizado, verificou-se que o sistema
é efectivamente muito mais económico, comparado com alguns dos aparelhos que se
encontram actualmente no mercado (fig.6.13). No anexo B é possível verificar com
maior detalhe todo o material utilizado, bem como o custo monetário correspondente.
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Figura 6.13: Tabela de preços para vários monitores de sinais vitais
6.6 Conclusão e Trabalho futuro
Os objectivos gerais deste trabalho consistiam na elaboração de um sistema de moni-
torização de sinais vitais que fosse economicamente viável, robusto, de baixo consumo
energético e versátil. Este projecto surgiu no âmbito da continuação do trabalho an-
teriormente desenvolvido e cujo objectivo foi um estudo preliminar da viabilidade do
projecto, bem como a construção do esboço do sistema.
Tendo em conta que o sistema interiormente desenvolvido não passava de um esboço
do que poderia vir a ser feito, foi necessário fazer muitos melhoramentos, nomeadamente
ao nível da qualidade do sinal ECG, sensores utilizados, comunicação entre placas e
software. Assim sendo, surgiu a necessidade de re-projectar os circuitos electrónicos;
foi adicionada a monitorização de um novo sinal vital (percentagem de oxigénio no
sangue); os cabos para o ECG e o sensor de temperatura foram actualizados; foram
integrados com sucesso módulos wireless para que a comunicação entre a placa de
aquisição dos sinais vitais e a Nintendo fosse sem fios; e foi elaborado uma nova apli-
cação gráfica usando uma programação orientada por objectos, o que veio melhorar
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significativamente a qualidade do software.
Olhando para o sistema final é possível ver que os objectivos propostos foram, a
um nível geral, atingidos. Toda a parte de hardware bem como a comunicação wireless
encontra-se estável e em bom funcionamento, o sistema possui um baixo consumo
energético, podendo mesmo ser alimentado por um pequeno painel solar, e quanto
ao seu custo monetário depois de se ter efectuado o seu orçamento verificou-se que é
bastante barato quando comparado com outros sistemas existentes no mercado.
O tempo inicialmente previsto para o hardware não contemplou a necessidade do
projecto e construção de novas placas do sistema. Devido a esse tempo extra dis-
pendido no hardware, não foi possível dedicar ao software (interface gráfica) todo o
tempo necessário para cumprir os objectivos inicialmente propostos. Ainda assim, a
remodelação total do software (interface gráfica) introduzida permitiu a criação de uma
boa estrutura base para uma possível continuação/actualização.
Em relação ao trabalho futuro, é possível identificar vários caminhos. Um deles
seria a continuação/actualização do software no sentido de melhorar a interface com
o utilizador, por exemplo, para ser orientada para a área da medicina pediátrica ou
mesmo veterinária, como já tinha sido proposto[21]. A imunidade ao ruído poderia
ser melhorada implementado a solução proposta no capítulo anterior. A possibilidade
do acesso a uma camada mais baixa (ao nível dos processadores) do software da Nin-
tendo, permitiria, entre outras opções, o controlo mais eficiente do hardware da consola.
Por último, é imperativo reduzir o tamanho das placas aqui apresentadas, o que não
será muito dificil, bastando implementar os mesmos circuitos com componentes SMD
(surface mount devices).
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Anexo A 
 
SPI (Serial Peripheral Interface Bus) 
 
A tecnologia SPI foi desenvolvida pela Motorola e consiste num barramento serie 
síncrono para troca de dados em que os dispositivos comunicam entre si em modo 
master slave. O barramento contém quatro sinais lógicos, os sinais SCLK (serial 
clock), MOSI/SIMO (master outuput, slave input) e SS (slave select), que 
representam todas saídas do master, e o sinal MISO/SOMI (master input, slave 
output), que representa uma saída do slave (fig.1). 
 
 
 
 
 
 
 
 
Estes sinais podem ter outras designações: 
• SCLK: (SCK, CLK)  
• MOSI/SIMO: (SDI, DI, SI) 
• MISO/SOMI: (SDO, DO, SO) 
• SS: (nCS, CS, nSS, STE) 
 
Esta tecnologia pode funcionar com um master e um ou mais slaves. Para iniciar a 
comunicação o master deve ser configurado com uma frequência maior ou pelo 
menos igual à dos slaves, de seguida o master seleciona o slave com qual quer 
comunicar, através do sinal SS. Durante um ciclo de clock SPI a transferência de 
dados é bilateral, o master envia um byte com o MOSI e o slave responde com 
outro byte no MISO. O envio de dados também requer outras configurações 
adicionais para a transferência de dados, são elas a polaridade (CPOL) e a fase do 
clock (CHPA) (fig.2).  
Figura 1 
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As grandes vantagens desta tecnologia são: implementação de hardware muito 
simples, baixo consumo de energia, não são necessários transceivers, os slaves 
não precisam de um único endereço ao contrário do I2C, os slaves usam o clock 
do master não necessitando de oscilador de precisão; uma comunicação bilateral e 
muitas mais. Por outro lado também possui as suas desvantagens: necessita de 
mais pinos que o I2C, não existe um acknowledgment nos salves (o master 
poderia estar a comunicar com ninguém sem o saber), apenas suporta um master, 
e apenas pode ser utilizado para curtas distancias. 
 
Figura 2 
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Placa da interface com a Nintendo 
 
 
 
Orçamento detalhado do sistema 
 
Nintendo DS 150 € 
BioSensores  80 € 
Componentes electrónicos 66 € 
Cartão de memória 4 € 
Painel Solar 20 € 
Pack de pilhas AAA 4 € 
Mão-de-obra associada 70€ 
Total de 394 €/Ud. 
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Anexo C 
 
Código para a aplicação gráfica da Nintendo 
 
Main.cpp 
// PALib Template Application 
// Includes 
#include <stdlib.h>  
#include <stdio.h> 
#include <fat.h>//escrever no cartao sd 
#include <string.h> 
#include <PA9.h> // Include for PA_Lib 
#include "Text_action.h" 
#include "menu_action.h" 
#include "start_action.h" 
#include "pacient_data_action.h" 
#include "Action.h" 
#include "actionQueue.h" 
#include "sprites.h" 
#define MAX_NUM_ACTIONS 1000 
 
int main() 
{ 
  
  
 //inicializaçoes 
 PA_Init();   // Initializes PA_Lib 
 PA_InitVBL(); // Initializes a standard VBL 
 PA_InitText(1, 2);//Initializes text 
    
 //criaçao de uma fila de acçoes 
 ACTION_QUEUE *actionqueue = new ACTION_QUEUE(MAX_NUM_ACTIONS); 
  
    
  actionqueue->in(new start_action()); 
  
   
 while (1) 
 {  
   
  //loop para retirar acçoes da fila 
  while (!actionqueue->isEmpty()) 
  { 
    actionqueue->out()->do_it(actionqueue); 
  } 
  
 
 PA_WaitForVBL(); 
   
 
 } 
  
 return 0; 
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} 
 
 
 
 
Action.h 
#ifndef MODULE_ACTION 
#define MODULE_ACTION 
#include"widget_list.h" 
#include "actionQueue.h" 
class ACTION 
{ 
public: 
 virtual ~ACTION() {}; 
 virtual void do_it(ACTION_QUEUE *actionqueue) = 0; 
protected://filhos podem aceder mas entidades externas nao 
 
 WIDGET_LIST *widgetlist; 
  
 int id; 
 
 
}; 
 
 
 
#endif 
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actionQueue.cpp 
// Includes 
#include <stdio.h> 
#include <string.h> 
#include <PA9.h>       // Include for PA_Lib 
#include "Text_action.h" 
#include "menu_action.h" 
#include "start_action.h" 
#include "pacient_action.h" 
#include "temp_action.h" 
#include "pacient_data_action.h" 
#include "ecg_action.h" 
#include "oxim_action.h" 
#include "Action.h" 
#include "actionQueue.h" 
#include <assert.h> 
 
ACTION_QUEUE::ACTION_QUEUE(int n) 
{ 
 max=n; 
 dim = 0; 
 pin=pout=0; 
 array_1 = (ACTION**) malloc(sizeof(ACTION*) * max); 
 
 assert(array_1 != NULL); 
} 
 
void ACTION_QUEUE::in(ACTION *a) 
{ 
 assert(!isFull()); 
 
 array_1[pin]=a; 
 pin++; 
 dim++; 
} 
 
ACTION *ACTION_QUEUE::out() 
{ 
 assert (!isEmpty()); 
 
 dim--; 
 return(array_1[pout++]); 
} 
 
int ACTION_QUEUE::isEmpty() 
{ 
 return dim == 0; 
} 
 
int ACTION_QUEUE::isFull() 
{ 
 return dim == max; 
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} 
 
 
actionQueue.h 
#ifndef MODULE_ACTION_QUEUE 
#define MODULE_ACTION_QUEUE 
 
#include "Action.h" 
 
class ACTION; 
 
class ACTION_QUEUE 
{ 
public: 
  ACTION_QUEUE(int n); 
  void in(ACTION *a); 
  ACTION* out(void); 
  int isEmpty(void); 
  int isFull(void); 
  
  
private: 
 int pin,pout,dim,max; 
 ACTION **array_1; 
}; 
 
 
 
#endif 
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Card_spi.c 
 
#include "card_spi.h" 
#include <nds.h> 
#include <stdio.h> 
 
static CARD_SPI_SETTINGS card_spi_settings; 
 
/*-----------------------------------------------------------------------
--------*/ 
bool cardSpiBusy() { 
/*-----------------------------------------------------------------------
--------*/ 
 return CARD_CR1 & CR1_BUSY; 
} 
 
void cardSpiStart(bool hold) { 
 /* disable IRQ because it's start of a critical section */ 
 CARD_CR1 = card_spi_settings.clock | (hold ? CR1_HOLD_CS : 0) | 
CR1_CE | /* card_spi_settings.enable_irq | */ CR1_ENABLE_SLOT; 
} 
 
void cardSpiStop() { 
 /* re-enable IRQ if they should be re-enabled to end critical 
section */ 
 CARD_CR1 = card_spi_settings.clock | card_spi_settings.enable_irq; 
} 
 
/*-----------------------------------------------------------------------
--------*/ 
void cardSpiInit(CARD_SPI_CLOCK clock) { 
/*-----------------------------------------------------------------------
--------*/ 
 card_spi_settings.clock = clock; 
 card_spi_settings.enable_irq = 0; 
 
 // nas linhas seguintes eu alterei WAIT_CR para REG_EXMEMCNT 
 // e alterei ARM9_OWNS_CARD para ARM7_OWNS_CARD 
 // http://forum.dev-
scene.com/viewtopic.php?t=245&highlight=&sid=e5cc6aea456d13056665b707d893
bf02 
#ifdef ARM9 
 REG_EXMEMCNT &= ~ARM7_OWNS_CARD; /* NDS Slot Access Rights(0=ARM9, 
1=ARM7) */ 
#else 
 REG_EXMEMCNT |= ARM7_OWNS_CARD; 
#endif 
 cardSpiSetHandler(NULL); 
 cardSpiStop(); 
} 
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/*-----------------------------------------------------------------------
--------*/ 
void cardSpiSetHandler(void (*irqHandler)(void)) { 
/*-----------------------------------------------------------------------
--------*/ 
 card_spi_settings.enable_irq = irqHandler == NULL ? 0 : 
CR1_ENABLE_IRQ; 
 irqSet(IRQ_CARD_LINE, irqHandler); 
 cardSpiStop();   /* update CR1 register */ 
} 
 
/*-----------------------------------------------------------------------
--------*/ 
char cardSpiTransfer(char c) { 
/*-----------------------------------------------------------------------
--------*/ 
        cardSpiStart(false);   /* enable card SPI */ 
 
        CARD_EEPDATA = c;    /* send charactr */ 
        while(cardSpiBusy());   /* busy wait */ 
 
        cardSpiStop();     /* disable card SPI */ 
 
#ifdef ARM9 
        swiDelay(24); 
#else 
        swiDelay(12); 
#endif 
 
        return CARD_EEPDATA; 
} 
 
 
 
void escrever_reg(byte registo,byte dados) 
 
{ 
            char escrever; 
            escrever=0x80+registo; 
   //cardSpiStart(false); 
   //cardSpiTransfer(escrever,dados); 
               //cardSpiStop(); 
} 
 
 
 
 
// fui eu que adicionei esta função  
unsigned char cardSpiRecieve(unsigned char ch_adc) 
{  
unsigned char c; 
 
 cardSpiStart(false);  /* enable card SPI */ 
  
 CARD_EEPDATA = ch_adc;  //ecreve no registo o canal a seleccionar 
na adc e  para ligar o clock 
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 while(cardSpiBusy()); 
 c = CARD_EEPDATA; 
  
   /* busy wait */ 
 cardSpiStop(); 
 return c; 
 
} 
int16 ler_reg(byte registo)     //Função para ler um registo  
 
{ 
    int16 data=0; 
 
             
            return data; 
} 
 
 
void cardSpiWriteBuffer(char b1,char b2, uint16 count) { 
/*-----------------------------------------------------------------------
--------*/ 
        uint16 i; 
 
       
 
        /* enable card SPI with CS hold */ 
        cardSpiStart(true); 
 
        for ( i = 0; i < count-1; i++ ) { 
                CARD_EEPDATA = b1+0x80;  /* send character */ 
                while(cardSpiBusy());  /* busy wait */ 
        } 
 
        /* last character has to be transferred with chip select hold 
disabled */ 
        cardSpiStart(false); 
 
        CARD_EEPDATA = b2; /* send last character */ 
        while(cardSpiBusy());   /* busy wait */ 
 
        /* disable card SPI */ 
        cardSpiStop(); 
 
#ifdef ARM9 
        swiDelay(24); 
#else 
        swiDelay(12); 
#endif 
} 
 
 
/*-----------------------------------------------------------------------
--------*/ 
char cardSpiTransferBuffer(char out, uint16 count) { 
/*-----------------------------------------------------------------------
--------*/ 
        uint16 i; 
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  char c; 
 
 
        /* enable card SPI with CS hold */ 
        cardSpiStart(true); 
 
        for ( i = 0; i < count-1; i++ ) { 
                CARD_EEPDATA = out;  /* send character */ 
                while(cardSpiBusy());  /* busy wait */ 
                //c = CARD_EEPDATA;  /* receive character */ 
        } 
 
        /* last character has to be transferred with chip select hold 
disabled */ 
        cardSpiStart(false); 
 
        CARD_EEPDATA = 0; /* send last character */ 
        while(cardSpiBusy());   /* busy wait */ 
        c = CARD_EEPDATA;  /* receive character */ 
 
        /* disable card SPI */ 
        cardSpiStop(); 
return c; 
#ifdef ARM9 
        swiDelay(24); 
#else 
        swiDelay(12); 
#endif 
} 
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Card_spi.h 
 
#ifndef CARD_SPI_H 
#define CARD_SPI_H 
 
#include <nds.h> 
 
#define CR1_HOLD_CS  (1<<6) 
#define CR1_BUSY  (1<<7) 
#define CR1_CE   (1<<13) 
#define CR1_ENABLE_IRQ (1<<14) 
#define CR1_ENABLE_SLOT (1<<15) 
//#define CR1_RESET  (1<<4) 
 
 
typedef enum { 
  CLOCK_4MHZ = 0, 
  CLOCK_2MHZ = 1, 
  CLOCK_1MHZ = 2, 
  CLOCK_512KHZ = 3 
} CARD_SPI_CLOCK; 
 
typedef struct { 
 CARD_SPI_CLOCK clock; 
 uint16 enable_irq; 
} CARD_SPI_SETTINGS; 
 
 
#ifdef __cplusplus 
extern "C" { 
#endif 
 
 inline bool cardSpiBusy(); 
 void cardSpiInit(CARD_SPI_CLOCK clock); 
 void cardSpiSetHandler(void (*irqHandler)(void)); 
  
 
 inline void cardSpiStart(bool hold);  
 inline void cardSpiStop(); 
 // RESET(); 
 void cardSpiWriteBuffer(char b1,char b2, uint16 count); 
 char cardSpiTransfer(char c); 
 void escrever_reg(byte registo,byte dados); 
 unsigned char cardSpiRecieve(unsigned char registo); 
 int16 ler_reg(byte registo);     
 char cardSpiTransferBuffer(char out, uint16 count); 
 
// void cardSpiWriteBuffer(char *out, uint16 count); 
 
#ifdef __cplusplus 
}; 
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#endif 
 
#endif // CARD_SPI_H 
 
 
 
Fat.h 
#ifndef _LIBFAT_H 
#define _LIBFAT_H 
 
#ifdef __cplusplus 
extern "C" { 
#endif 
 
// When compiling for NDS, make sure NDS is defined 
#ifndef NDS 
  #define NDS 
#endif 
 
#include <nds/jtypes.h> 
 
typedef enum {PI_DEFAULT, PI_SLOT_1, PI_SLOT_2, PI_CUSTOM} 
PARTITION_INTERFACE; 
 
struct IO_INTERFACE_STRUCT ; 
 
/* 
Initialise any inserted block-devices. 
Add the fat device driver to the devoptab, making it available for 
standard file functions. 
cacheSize: The number of pages to allocate for each inserted block-device 
setAsDefaultDevice: if true, make this the default device driver for file 
operations 
*/ 
bool fatInit (u32 cacheSize, bool setAsDefaultDevice); 
 
/* 
Calls fatInit with setAsDefaultDevice = true and cacheSize optimised for 
the host system. 
*/ 
bool fatInitDefault (void); 
 
/* 
Mount the device specified by partitionNumber 
PD_DEFAULT is not allowed, use _FAT_partition_setDefaultDevice 
PD_CUSTOM is not allowed, use _FAT_partition_mountCustomDevice 
*/ 
bool fatMountNormalInterface (PARTITION_INTERFACE partitionNumber, u32 
cacheSize); 
 
/* 
Mount a partition on a custom device 
*/ 
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bool fatMountCustomInterface (struct IO_INTERFACE_STRUCT* device, u32 
cacheSize); 
 
/* 
Unmount the partition specified by partitionNumber 
If there are open files, it will fail 
*/ 
bool fatUnmount (PARTITION_INTERFACE partitionNumber); 
 
 
/* 
Forcibly unmount the partition specified by partitionNumber 
Any open files on the partition will become invalid 
The cache will be invalidated, and any unflushed writes will be lost 
*/ 
bool fatUnsafeUnmount (PARTITION_INTERFACE partitionNumber); 
 
/* 
Set the default device for access by fat: and fat0: 
PD_DEFAULT is unallowed.  
Doesn't do anything useful on GBA, since there is only one device 
*/ 
bool fatSetDefaultInterface (PARTITION_INTERFACE partitionNumber); 
 
#ifdef __cplusplus 
} 
#endif 
 
#endif // _LIBFAT_H 
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Extra.c 
#include <PA9.h>   
#include "extra.h" 
#include <nds.h> 
#include "graf.h"  
#include "card_spi.h"  
 
 
void keyboardRead (int screen, u16 x, u16 y, char *text) 
{ 
char letter=' '; 
s32 nletter=0; 
  
 while(letter != '\n') 
 { 
  letter = PA_CheckKeyboard(); 
 
  if (letter > 31) 
  { 
   text[nletter]=letter; 
   nletter++; 
  } 
  else if ( letter == PA_TAB) 
  { 
   u8 n; 
   for ( n=0; n<4; n++) 
   { 
    text[nletter]= ' '; 
    nletter++; 
   } 
 
  } 
  else if ((letter ==PA_BACKSPACE) && nletter) 
  { 
   nletter--; 
   text[nletter]=' '; 
  }  
 PA_OutputSimpleText(screen,x,y,text); 
 PA_WaitForVBL(); 
 } 
 } 
 
char recebe(void){ 
 int16 portadora; 
 char x2=0; 
 swiDelay(10); 
  
 portadora=cardSpiTransferBuffer(0x08,2); 
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 if (portadora==11) 
  { 
   x2=cardSpiTransferBuffer(0x09,2); 
   portadora=1; 
     } 
return x2; 
} 
Extra.h 
#ifndef EXTRA 
#define EXTRA 
 
 
 
#ifdef __cplusplus 
extern "C" { 
#endif 
 
void keyboardRead (int screen, u16 x, u16 y, char *text); 
char recebe(void); 
 
#ifdef __cplusplus 
}; 
#endif 
 
#endif 
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Graf.c 
#include <PA9.h> 
#include "graf.h" 
#include "card_spi.h" 
#include <nds.h> 
 
 
/*Põe no screen 1 os pixeis correspondentes ao array dados*/ 
void PA_DrawGraphic(char * dados, char pal_col) 
{ 
 int i; 
 /* 
 PA_Init8bitBg(1, 0); 
 PA_SetBgPalCol(1, 0, PA_RGB(0, 0, 0)); // define a cor do 
Background 
 PA_SetBgPalCol(1, 9, PA_RGB(0,31,0));  // define a cor do Pixel 
*/ 
  
 for(i=0; i<256;i++) 
 { 
  PA_Put8bitPixel(1,i,-(dados[i]-210),pal_col); 
 } 
  
 //PA_Clear8bitBg(1); 
} 
 
/* "apaga" do screen 1 os pixeis correspondentes ao array dados*/ 
void PA_ClearOldLine( char *dados) 
{ 
  
int i; 
 for(i=0; i<255;i++) 
 { 
  PA_Put8bitPixel(1,i,-(dados[i]-192),0); 
 } 
} 
 
void PA_DisplaySignal(bool stop,unsigned char ch_adc)  
{ 
char a[255],b[255]; 
int i,x,u; 
 
 PA_Init8bitBg(1, 0);                   //  
 PA_SetBgPalCol(1, 0, PA_RGB(0, 0, 0)); // define a cor do 
Background 
 PA_SetBgPalCol(1, 9, PA_RGB(0,31,0));  // define a cor do Pixel 
 
 cardSpiInit(CLOCK_512KHZ); // Incicializa o SPI 
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 for(u = 0; u<255; u++) 
 { 
  a[u]=100; 
 } 
 while(1) 
 { 
  for(x=0;x<256;x++) 
  { 
   b[x]=a[x]; 
   a[x]=a[x+1];    
  } 
 
  a[255] = cardSpiRecieve(ch_adc); 
  PA_DrawGraphic(a,9); 
  for(i=0;i<50;i++) 
  { 
   PA_OutputText(0,0,0,"Display Graf"); 
  } 
  PA_ClearOldLine(b); 
  
 } 
} 
 
void PA_DrawLine(u8 screen, u16 x1, u16 y1, u16 x2, u16 y2, u8 color) 
{ 
  int i,dx,dy,sdx,sdy,dxabs,dyabs,x,y,px,py; 
 
  dx=x2-x1;      /* the horizontal distance of the line */ 
  dy=y2-y1;      /* the vertical distance of the line */ 
  dxabs = dx; 
  sdx = 1; 
   
  if (dx < 0)  
  { 
   dxabs = -dx; 
   sdx = -1; 
  } 
   
  dyabs = dy; 
  sdy = 1; 
  if (dy < 0)  
  { 
   dyabs = -dy; 
   sdy = -1; 
  } 
 
  x=dyabs>>1; 
  y=dxabs>>1; 
  px=x1; 
  py=y1; 
   
 PA_Put8bitPixel(screen, px, py, color); 
 
 
  if (dxabs>=dyabs)  
  { 
    for(i=0;i<dxabs;i++)   
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 { 
      y+=dyabs; 
      if (y>=dxabs)   
   { 
        y-=dxabs; 
        py+=sdy; 
      } 
      px+=sdx; 
      PA_Put8bitPixel(screen, px, py, color); 
    } 
  } 
  else { 
    for(i=0;i<dyabs;i++)  
 { 
      x+=dxabs; 
      if (x>=dyabs)   
   { 
        x-=dyabs; 
        px+=sdx; 
      } 
      py+=sdy; 
      PA_Put8bitPixel(screen, px, py, color); 
    } 
  } 
} 
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Graf.h 
#ifndef GRAF 
#define GRAF 
 
 
 
#ifdef __cplusplus 
extern "C" { 
#endif 
 
/*Põe no screen 1 os pixeis correspondentes ao array dados*/ 
void PA_DrawGraphic(char * dados,char pal_col); 
 
/* "apaga" do screen 1 os pixeis correspondentes ao array dados*/ 
void PA_ClearOldLine( char *dados); 
 
/* faz o display do sinal no screen seleccionado */ 
void PA_DisplaySignal(bool stop,unsigned char ch_adc); 
 
/* desenha um linha entre dois pontos */ 
void PA_DrawLine(u8 screen, u16 x1, u16 y1, u16 x2, u16 y2, u8 color); 
 
 
#ifdef __cplusplus 
}; 
#endif 
 
#endif 
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Widget.cpp 
#include <PA9.h>       // Include for PA_Lib 
#include "widget.h" 
 
 
widget::widget(int n,bool s){ 
 stop=s; 
 order=-1; 
 number=n; 
 pressed=false; 
} 
 
 
void widget::press(int ord){     
 
  order=ord; 
  pressed=true; 
 
} 
bool widget::ispressed(void){     
 
 return pressed;   
 
} 
int widget::getorder(void){ 
 
 return order; 
} 
 
bool widget::isBreak() 
{ 
 return stop; 
 
} 
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Widget.h 
#ifndef MODULE_WIDGET 
#define MODULE_WIDGET 
 
class widget 
{ 
 public: 
  widget(int n,bool s); 
  bool ispressed(void); 
  void press(int order); 
  int getorder(void); 
  bool isBreak(void); 
   
 private: 
  
  int number,order; 
  bool pressed; 
  bool stop; 
 
}; 
 
#endif 
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Widget_list.cpp 
 
#include <string.h> 
#include <PA9.h>       // Include for PA_Lib 
#include <assert.h> 
#include "widget.h" 
#include "widget_list.h" 
 
   
WIDGET_LIST::WIDGET_LIST(int dimen) 
{ 
 dim = dimen; 
 start_active=false; 
 L_active=false; 
 A_active=false; 
 X_active=false; 
 Y_active=false; 
 sprite_active=false; 
 order=0; 
 array_1 = (widget**) malloc(sizeof(widget*) * dim); 
 assert(array_1 != NULL); 
} 
 
void WIDGET_LIST::in(int n,bool s,int x) 
{ 
 widget *aux=new widget(n,s); 
 array_1[n]=aux; 
  
 if(x==1) 
  sprite=0; 
  sprite_active=n; 
  
 if(x==2){ 
   start=n; 
   start_active=s; 
   } 
 if(x==3){ 
   L=n ; 
   L_active=s; 
  } 
 if(x==4){ 
   A=n ; 
   A_active=s; 
  } 
 if(x==5){ 
   X=n ; 
   X_active=s; 
  } 
 if(x==6){ 
   Y=n ; 
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   Y_active=s; 
  } 
} 
 
 
bool WIDGET_LIST::is_pressed(int n) 
{ 
 return (array_1[n]->ispressed()); 
} 
 
int WIDGET_LIST:: press(int n) 
{ 
 if (array_1[n]->ispressed()) 
  return -1; 
 else 
 { 
  array_1[n]->press(order); 
  order++; 
  return 0; 
 } 
} 
int WIDGET_LIST::get_order(int n) 
{ 
 return (array_1[n]->getorder()); 
 
} 
 
 
int WIDGET_LIST::widgetActive(void){ 
 int i=0; 
   
 while(1){ 
   
 PA_WaitFor(Stylus.Newpress|Pad.Newpress.Start|Pad.Newpress.L|Pad.Ne
wpress.A|Pad.Newpress.X|Pad.Newpress.Y); 
    for (i=0;i<dim;i++) 
    { 
     if ((PA_SpriteTouched(i)& 
sprite_active==true)) 
      { 
      press(i);//botao  
      
      return i; 
      } 
     if ((Pad.Newpress.Start & i==start & 
start_active==true)|(Pad.Newpress.L & i==L & 
L_active==true)|(Pad.Newpress.A & i==A & A_active==true)|(Pad.Newpress.X 
& i==X & X_active==true)|(Pad.Newpress.Y & i==Y & Y_active==true)) 
      { 
      
      press(i);//botao  
      if(array_1[i]->isBreak())//teste se um 
dos widget  
      return i; 
    
      } 
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         } 
 } 
  
return -1; } 
 
Widget_list.h 
#ifndef MODULE_WIDGET_LIST 
#define MODULE_WIDGET_LIST 
#include "widget.h" 
class WIDGET_LIST 
{ 
public: 
  WIDGET_LIST(int dimen); 
  void in(int n,bool s,int n); 
  int press(int n);  
  bool is_pressed(int n); 
  int get_order (int n); 
  int widgetActive(void); 
private: 
 int start,sprite,L,X,Y,A,dim,order; 
 bool start_active,L_active,
 A_active,X_active,Y_active,sprite_active; 
  
 widget **array_1; 
}; 
 
 
 
#endif 
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Ecg_action.cpp 
#include <PA9.h>       // Include for PA_Lib 
#include "sprites.h" 
#include "Action.h" 
#include <nds.h> 
#include "graf.h"  
#include "card_spi.h" 
#include "actionQueue.h" 
#include "Text_action.h" 
#include "menu_action.h" 
#include "start_action.h" 
#include "pacient_action.h" 
#include "temp_action.h" 
#include "pacient_data_action.h" 
#include "ecg_action.h" 
#include "oxim_action.h" 
 
 
 
 
 
 
ecg_action::ecg_action(void) 
{ 
id=3; 
PA_ResetBgSys(); 
 
widgetlist = new WIDGET_LIST(2);//criei uma lista de widget 
widgetlist->in(0,true,5);//x 
widgetlist->in(1,true,4);//A 
 
PA_DeleteSprite(0,0);  
PA_DeleteSprite(0,1); 
PA_DeleteSprite(0,2); 
PA_ClearTextBg(1);  
PA_ClearTextBg(0); 
cardSpiInit(CLOCK_512KHZ);// define o clock do SPI  
cardSpiWriteBuffer(0x03,0x08, 2); 
cardSpiWriteBuffer(0x20,0x40, 2); 
cardSpiWriteBuffer(0x21,0x03, 2);//Registo de definiçao de canal (Canal 
3) 0x21 
cardSpiWriteBuffer(0x06,0x0b, 2);//Registo de activação do serdes  0x06  
(0x0F) 
cardSpiWriteBuffer(0x23,0x07, 2);//Registo de configuraçao do ganho do 
pre amplificador  0x23 
cardSpiWriteBuffer(0x03,0x80, 2); 
} 
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void ecg_action::do_it(ACTION_QUEUE *actionqueue) 
{  
 
int ecg1=0,a,t=0,t1=0,t2=0,t3=0; 
StartTime(1); 
StartTimer(NewTimer(1)); 
 
cardSpiInit(CLOCK_512KHZ); 
 
while(1){ 
     
     
 
    PA_Init8bitBg(1,1); // inicializa o modo para 
fazer o display dos valores 
    PA_SetBgPalCol(1, 0, PA_RGB(0, 0, 0)); // define a 
cor do Background 
    PA_SetBgPalCol(1, 8, PA_RGB(31,31,31));  // define 
a cor do Pixel 
    PA_SetBgPalCol(1, 7, PA_RGB(0,0,31));  // define a 
cor do Pixel 
    PA_SetBgPalCol(1, 6, PA_RGB(0,31,0));  // define a 
cor do Pixel 
    PA_InitText(0,1); 
    PA_OutputSimpleText(0,1,4,"PRESS X TO STOP-");  
    
   t1=PA_RTC.Seconds; 
   for (int m=0; m<257;m++) 
   { 
   ResetTimer(1); 
 
    //ResetTimer(1); 
     
    a=ecg1; 
      
 
 
    swiDelay(10); 
  
 
   t=cardSpiTransferBuffer(0x09,2); 
    
  
 
     
    if (t!=0) 
    ecg1=t; 
     
    PA_DrawLine(1,m,a,m+1,ecg1,8); 
     
    for(int i=0;i<2800;i++){PA_OutputText(0,0,0," ");} 
    for(int i=0;i<2000;i++){PA_OutputText(0,0,0," ");} 
    for(int i=0;i<2800;i++){PA_OutputText(0,0,0," ");} 
    PA_OutputText(0, 2, 12, " %02d seconds", t3); 
    PA_OutputText(0, 2, 16, "%02d/%02d/%02d", 
PA_RTC.Day, PA_RTC.Month, PA_RTC.Year); // Date 
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    PA_OutputText(0, 2, 18, "%02d:%02d  %02d seconds", 
PA_RTC.Hour, PA_RTC.Minutes, PA_RTC.Seconds);  
    PA_OutputText(0, 2, 20, " %02d Ticks Miliseconds", 
Tick(1)); 
    if (Pad.Newpress.X==1){ 
     t1=0;t2=0;t3=0; 
     goto fim; 
    } 
     
   } 
   t2=PA_RTC.Seconds; 
   t3=t2-t1; 
   PA_Clear8bitBg(1); 
   PA_ResetBgSys(); 
    
 
   
  } 
    
fim: 
 PA_OutputSimpleText(0,1,4,"                ");  
 PA_OutputSimpleText(0,1,4,"X- Back to the previous menu");  
 PA_OutputSimpleText(0,1,8,"A- Continue");  
  
  
 
 
 
 switch(widgetlist->widgetActive()) 
  { 
   case 0 : actionqueue->in(new menu_action()); 
   break; 
   case 1 : actionqueue->in(new ecg_action()); 
   break; 
     
       
  } 
 
 
 
  
} 
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Ecg_action.h 
#ifndef MODULE_ECG_ACTION 
#define MODULE_ECG_ACTION 
#include "Action.h" 
#include "actionQueue.h" 
class ecg_action:public ACTION 
{ 
public: 
   
  ecg_action(void); 
  virtual void do_it(ACTION_QUEUE *actionqueue); 
   
   
  
  
 
}; 
 
 
 
 
#endif 
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Menu_action.cpp 
#include <PA9.h>       // Include for PA_Lib 
#include "sprites.h" 
#include "Action.h" 
#include "actionQueue.h" 
#include "Text_action.h" 
#include "menu_action.h" 
#include "start_action.h" 
#include "pacient_action.h" 
#include "temp_action.h" 
#include "pacient_data_action.h" 
#include "ecg_action.h" 
#include "oxim_action.h" 
 
 
 
 
 
 
 
 
 
 
 
 
menu_action::menu_action(void){ 
  id=1; 
  widgetlist = new WIDGET_LIST(5);//criei uma lista de widget 
  widgetlist->in(0,true,1);//sprite 
  widgetlist->in(1,true,1);//sprite 
  widgetlist->in(2,true,1);//sprite 
  widgetlist->in(3,true,2);//1-sprite,2-start,3-L 
  widgetlist->in(4,true,3); 
  PA_ResetBgSys(); 
  PA_Clear8bitBg(1); 
  PA_InitText(0, 0); 
  PA_InitText(1, 0); 
  
} 
 
 
void menu_action::do_it(ACTION_QUEUE *actionqueue){   
   
   
   
   
  PA_DeleteSprite(0,0);  
  PA_DeleteSprite(0,1); 
  PA_DeleteSprite(0,2); 
  PA_Init16cBg(1, 0); // bg (0-4) 
  PA_Init16cBg(1, 3);  // 16 color background init with default 
colors for text 
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  PA_16cText(1, 10, 50, 235, 2, "------------------------------
-------",7, 4,100); // maximum number of characters (use like 10000 if 
you don't know)  
  PA_16cText(1,10, 70, 235, 2," Press L to insert 
pacient",6,4,100);  
  PA_16cText(1,10, 90, 235, 2,"                    
Data",6,4,100); // maximum number of characters (use like 10000 if you 
don't know)  
  PA_16cText(1,10, 110, 235, 2,"-------------------------------
------",7,4,100); // maximum number of characters (use like 10000 if you 
don't know)  
  PA_SetTextCol(0,32,0,0);//color red 
  PA_OutputSimpleText(0,1,4,"Electrocardiogram-");  
  PA_OutputSimpleText(0,1,11,"Body Temperature-");  
  PA_OutputSimpleText(0,1,18,"Oximeter-");  
  PA_LoadSpritePal(0,0,(void*)heartsprite_Pal); // cor da 
palette 0... 
 
 PA_CreateSprite(0,0,(void*)heartsprite_Sprite,OBJ_SIZE_64X64,1,0,17
0,0); 
  PA_LoadSpritePal(0,1,(void*)heartsprite_Pal); // cor da 
palette 0... 
 
 PA_CreateSprite(0,1,(void*)tempsprite_Sprite,OBJ_SIZE_64X64,1,0,172
,64); 
  PA_LoadSpritePal(0,2,(void*)heartsprite_Pal); // cor da 
palette 0... 
 
 PA_CreateSprite(0,2,(void*)oximsprite_Sprite,OBJ_SIZE_64X64,1,0,160
,125); 
 
  
 
   
   
 switch( widgetlist->widgetActive()) 
  { 
   case 0 : actionqueue->in(new ecg_action()); 
   break; 
        
   case 1 : actionqueue->in(new temp_action()); 
   break; 
 
   case 2 : actionqueue->in(new oxim_action()); 
   break; 
 
   case 3 : actionqueue->in(new start_action()); 
   break; 
 
   case 4 : actionqueue->in(new pacient_action()); 
   break; 
    
  } 
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} 
 
 
Menu_action.h 
 
#ifndef MODULE_MENU_ACTION 
#define MODULE_MENU_ACTION 
#include "Action.h" 
#include "actionQueue.h" 
class menu_action:public ACTION 
{ 
public: 
   
  menu_action(void); 
  virtual void do_it(ACTION_QUEUE *actionqueue); 
   
   
  
  
 
}; 
 
 
 
 
#endif 
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Oxim_action.cpp 
#include <PA9.h>       // Include for PA_Lib 
#include "sprites.h" 
#include "Action.h" 
#include <nds.h> 
#include "graf.h"  
#include "card_spi.h" 
#include "Text_action.h" 
#include "menu_action.h" 
#include "start_action.h" 
#include "pacient_action.h" 
#include "temp_action.h" 
#include "pacient_data_action.h" 
#include "ecg_action.h" 
#include "oxim_action.h" 
 
 
 
 
 
oxim_action::oxim_action(void) 
{ 
id=5; 
PA_ResetBgSys(); 
widgetlist = new WIDGET_LIST(2);//criei uma lista de widget 
widgetlist->in(0,true,5);//x 
widgetlist->in(1,true,4);//x 
 
PA_DeleteSprite(0,0);  
PA_DeleteSprite(0,1); 
PA_DeleteSprite(0,2); 
PA_ClearTextBg(1);  
PA_ClearTextBg(0); 
 cardSpiInit(CLOCK_512KHZ);// define o clock do SPI  
    cardSpiWriteBuffer(0x03,0x08, 2); 
 cardSpiWriteBuffer(0x21,0x02, 2);//Registo de definiçao de canal 
(Canal 2) 0x21 
 cardSpiWriteBuffer(0x06,0x0b, 2);//Registo de activação do serdes  
0x06  (0x0F) 
 cardSpiWriteBuffer(0x23,0x07, 2);//Registo de configuraçao do ganho 
do pre amplificador  0x23 
 cardSpiWriteBuffer(0x20,0x40, 2); 
 cardSpiWriteBuffer(0x03,0x80, 2); 
 
} 
 
 
 
void oxim_action::do_it(ACTION_QUEUE *actionqueue) 
{  
  int16 portadora=0; 
  char t=0; 
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  cardSpiInit(CLOCK_512KHZ); 
  PA_Init16cBg(1, 0); // bg (0-4) 
  PA_Init16cBg(1, 3);  // 16 color background init with default 
colors for text 
  PA_16cText(1, 10, 10, 235, 2, "SPO2 %",6, 4,100); // maximum 
number of characters (use like 10000 if you don't know)  
  PA_InitText(1, 2); 
  PA_InitText(0, 2); 
  PA_OutputSimpleText(0,1,4,"PRESS X TO STOP-"); 
  while(1){ 
   
  swiDelay(10); 
 
 
   
     
   
  portadora=cardSpiTransferBuffer(0x08,2); 
  if (portadora==11){ 
  t=cardSpiTransferBuffer(0x09,2); 
  portadora=1; 
  PA_WaitForVBL(); 
  } 
   PA_OutputText(1,10,10,"   %03d ",t); 
   
  if (Pad.Newpress.X==1) 
   break; 
   
  
  } 
 
 
 PA_OutputSimpleText(0,1,4,"                ");  
 PA_OutputSimpleText(0,1,4,"X- Back to the previous menu");  
 PA_OutputSimpleText(0,1,8,"A- Continue");  
      
 switch(widgetlist->widgetActive())//eliminar switch 
  { 
   case 0 : actionqueue->in(new menu_action()); 
   break; 
   case 1 : actionqueue->in(new oxim_action()); 
   break; 
     
       
  } 
 
 
 
  
} 
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Oxim_action.h 
#ifndef MODULE_OXIM_ACTION 
#define MODULE_OXIM_ACTION 
#include "Action.h" 
class oxim_action:public ACTION 
{ 
public: 
   
  oxim_action(void); 
  virtual void do_it(ACTION_QUEUE *actionqueue); 
   
   
  
  
 
}; 
 
 
 
 
#endif 
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Pacient_action.cpp 
#include <PA9.h>       // Include for PA_Lib 
#include "sprites.h" 
#include "Action.h" 
#include <nds.h> 
#include "extra.h" 
#include "actionQueue.h" 
#include "Text_action.h" 
#include "menu_action.h" 
#include "start_action.h" 
#include "pacient_action.h" 
#include "temp_action.h" 
#include "pacient_data_action.h" 
#include "ecg_action.h" 
#include "oxim_action.h" 
 
 
pacient_action::pacient_action(void) 
{ 
id=2; 
widgetlist = new WIDGET_LIST(3);//criei uma lista de widget 
widgetlist->in(0,true,1);//1-sprite 
widgetlist->in(1,true,4);//4-A 
widgetlist->in(2,true,5);//5-X 
PA_ResetBgSys(); 
// elimina as sprites do screen0 
PA_DeleteSprite(0,0);  
PA_DeleteSprite(0,1); 
PA_DeleteSprite(0,2); 
PA_ClearTextBg(1);  
PA_ClearTextBg(0); 
PA_16cErase(1);   
 
 
} 
 
void pacient_action::do_it(ACTION_QUEUE *actionqueue) 
{  
  
 
  PA_Init16cBg(1, 0); // bg (0-4) 
  PA_Init16cBg(0, 1); 
  PA_Init16cBg(1, 2);  // 16 color background init with default 
colors for text 
  PA_16cText(1, 10, 20, 235, 2, "choose one option",7, 4,100); 
// maximum number of characters (use like 10000 if you don't know)  
  PA_16cText(1,10, 70, 235, 2,"A - Insert pacient",6,3,100);  
  PA_16cText(1,10, 90, 235, 2,"X- Back to the previous 
menu",6,3,100); // maximum number of characters (use like 10000 if you 
don't know)  
  //PA_16cText(1,10, 110, 235, 2,"Y - Voltar ao menu",6,3,100); 
// maximum number of characters (use like 10000 if you don't know)  
//PA_EasyBgLoad(0,1,moldura); 
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PA_LoadSpritePal(0,0,(void*)enfermeira_Pal); // cor da palette 0... 
PA_CreateSprite(0,0,(void*)enfermeira_Sprite,OBJ_SIZE_64X64,1,0,80,60); 
PA_EasyBgLoad(0,0,moldura); 
 
   
 switch(widgetlist->widgetActive()) 
  { 
 
   case 0 : actionqueue->in(new pacient_data_action()); 
   break; 
 
   case 1 : actionqueue->in(new pacient_data_action()); 
   break; 
 
   case 2 : actionqueue->in(new menu_action()); 
   break; 
  } 
 
  
  
} 
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Pacient_action.h 
#ifndef MODULE_PACIENT_DATA_ACTION 
#define MODULE_PACIENT_DATA_ACTION 
#include "Action.h" 
#include "actionQueue.h" 
class pacient_data_action:public ACTION 
{ 
public: 
   
  pacient_data_action(void); 
  virtual void do_it(ACTION_QUEUE *actionqueue); 
   
   
  
  
 
}; 
 
 
 
 
#endif 
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Start_action.cpp 
#include <PA9.h>       // Include for PA_Lib 
#include"start_action.h" 
#include "sprites.h" 
#include "Action.h" 
#include "actionQueue.h" 
#include "menu_action.h" 
 
start_action::start_action(void) 
{ 
  
 widgetlist = new WIDGET_LIST(2);//criei uma lista de widget 
 widgetlist->in(0,true,1);//1-sprite,2 botao start,3 botao L 
 widgetlist->in(1,true,2); 
 PA_ResetBgSys(); 
 PA_DeleteSprite(0,0);  
 PA_DeleteSprite(0,1); 
 PA_DeleteSprite(0,2); 
 
} 
 
void start_action::do_it(ACTION_QUEUE *actionqueue) 
{  
 
  
 PA_EasyBgLoad(1,0,iniciob); // mostra o ecra Inicial 
 PA_EasyBgLoad(0,1,inicio2); 
 PA_LoadSpritePal(0,0,(void*)startsprite_Pal); // cor da palette 
0...Botao start 
 PA_CreateSprite(0,0,(void*)startsprite_Sprite,OBJ_SIZE_64X32,1,0,90
,60);//botao start 
  
  
  
 switch(widgetlist->widgetActive())//eliminar switch 
  { 
   case 0 : actionqueue->in(new menu_action()); 
   break; 
    
   case 1 : actionqueue->in(new menu_action()); 
   break; 
      
  } 
  
} 
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Start_action.h 
#ifndef MODULE_START_ACTION 
#define MODULE_START_ACTION 
#include "Action.h" 
#include "actionQueue.h" 
class start_action:public ACTION 
{ 
public: 
   
  start_action(void); 
  virtual void do_it(ACTION_QUEUE *actionqueue); 
   
   
private: 
  
  
 
}; 
 
 
 
 
#endif 
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Temp_action.cpp 
#include <PA9.h>       // Include for PA_Lib 
#include "sprites.h" 
#include "Action.h" 
#include <nds.h> 
#include "graf.h"  
#include "card_spi.h" 
#include "actionQueue.h" 
#include "Text_action.h" 
#include "menu_action.h" 
#include "start_action.h" 
#include "pacient_action.h" 
#include "temp_action.h" 
#include "pacient_data_action.h" 
#include "ecg_action.h" 
#include "oxim_action.h" 
 
 
 
 
 
temp_action::temp_action(void) 
{ 
id=6; 
PA_ResetBgSys(); 
widgetlist = new WIDGET_LIST(1);//criei uma lista de widget 
widgetlist->in(0,true,5);//x 
 
 
PA_DeleteSprite(0,0);  
PA_DeleteSprite(0,1); 
PA_DeleteSprite(0,2); 
PA_ClearTextBg(1);  
PA_ClearTextBg(0); 
 cardSpiInit(CLOCK_512KHZ);// define o clock do SPI  
    cardSpiWriteBuffer(0x03,0x08, 2); 
 cardSpiWriteBuffer(0x21,0x01, 2);//Registo de definiçao de canal 
(Canal 1) 0x21 
 cardSpiWriteBuffer(0x06,0x0b, 2);//Registo de activação do serdes  
0x06  (0x0F) 
 cardSpiWriteBuffer(0x23,0x07, 2);//Registo de configuraçao do ganho 
do pre amplificador  0x23 
 cardSpiWriteBuffer(0x20,0x40, 2); 
 cardSpiWriteBuffer(0x03,0x80, 2); 
} 
 
 
 
void temp_action::do_it(ACTION_QUEUE *actionqueue) 
{  
  int16 portadora; 
  char t=0; 
  cardSpiInit(CLOCK_512KHZ); 
  PA_Init16cBg(1, 0); // bg (0-4) 
  PA_Init16cBg(1, 3);  // 16 color background init with default 
colors for text 
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PA_16cText(1, 10, 10, 235, 2, "Temperature C",6, 4,100); // 
maximum number of characters (use like 10000 if you don't 
know)  
  PA_InitText(1, 2); 
  PA_InitText(0, 2); 
  PA_OutputSimpleText(0,1,4,"PRESS X TO STOP-"); 
  while(1){ 
   
  swiDelay(10); 
 
   
   
  portadora=cardSpiTransferBuffer(0x08,2); 
  if (portadora==11){ 
  t=cardSpiTransferBuffer(0x09,2); 
  portadora=1; 
  PA_WaitForVBL(); 
  } 
   
   
   PA_OutputText(1,10,10,"  %02d ",t); 
   
  if (Pad.Newpress.X==1) 
   break; 
   
  
  } 
 
 
      
 switch(widgetlist->widgetActive()) 
  { 
   case 0 : actionqueue->in(new menu_action()); 
   break; 
    
     
       
  } 
  
 
 
  
} 
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Temp_action.h 
#ifndef MODULE_TEMP_ACTION 
#define MODULE_TEMP_ACTION 
#include "Action.h" 
#include "actionQueue.h" 
class temp_action:public ACTION 
{ 
public: 
   
  temp_action(void); 
  virtual void do_it(ACTION_QUEUE *actionqueue); 
   
   
  
  
 
}; 
 
 
 
 
#endif 
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Software do micrcontrolador 
 
#include <pic18.h> 
#include "delay.h" 
#include "spi.h" 
#include "usart.h" 
 
 
 
//############################################ prototipos das funcoes 
usadas 
int escrever(int aux);                      // 
void escrever_reg(char registo,char dados); // 
int ler_reg(char registo);                  //  
void configADC(void);      // 
unsigned char startAdcConv(unsigned char ch);// 
void tmr0Cfg(void);       // 
void device_PWM(void); 
//############################################ 
char 
ecg,yn=0,yn1=0,yn2=0,xn=0,xn1=0,xn2=0,w0,ratio=0,ac_red=0,ac_ir=0,max=0, 
temp=0; 
float a0=0,a1=0,a2=0,b0=0,b1=0,b2=0; 
int count=0,i=0; 
 
void main(void) 
{ 
   
//################################ declaraçoes de variaveis 
       
   
int x; 
         
//################################   
   
   
config_usart(); 
   
   
//############################### SPI config 
 TRISB=0x00;      // 
 TRISA=0x3F;           // 
 ADCON1=0x06;           // 
 TRISC= 0x90;           // 
 SSPSTAT=0x40;          //spi 
 SSPCON1= 0x21;         //spi 
 RB2 = 1; //ss          // 
 DelayMs(500);          // 
 DelayMs(2);            // 
//###############################  
configADC(); 
tmr0Cfg(); 
//########################## configuraçao de registos do modulo wireless 
     
escrever_reg(0x03,0x08); 
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escrever_reg(0x21,0x03);  //Registo de definiçao de canal (Canal 3) 0x21 
escrever_reg(0x06,0x0b);  //Registo de activação do serdes  0x06  (0x0F) 
escrever_reg(0x23,0x07);  //Registo de configuraçao do ganho do pré-
amplificador  0x23 
escrever_reg(0x20,0x40); 
escrever_reg(0x03,0x40);   
DelayMs(5); 
//##########################   
device_PWM(); 
char k; 
a0=0.99; 
a1=-1.98; 
a2=0.99; 
b0=1; 
b1=-1.982; 
b2=0.98; 
  
  
 while(1){ 
   
  GIE=1;  
  
 
  temp=startAdcConv(2); 
    
 
   }    
  
 } 
 
 
void interrupt RSI(void){ 
 char str[80]; 
 //char y; 
  GIE=0; 
  count++; 
  xn=startAdcConv(0); 
  //ECG    
  //filtro notch 50hz  
 yn=xn+xn1*(-0.8232)+xn2; 
 xn1=xn; 
 xn2=xn1; 
 ecg=yn; 
 escrever_reg(0x21,0x03);  //Registo de definiçao de canal (Canal 3)
 escrever_reg(0x10,0xFF);//identifica quais os bites validos 
 escrever_reg(0x0F,ecg); 
   
     
 if (count==20) 
{ 
     count=0; 
   
 
   
//OXIMETRO   
   
RB5=0; //liga red ligth 
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for (int i=0;i<40;i++) 
 { 
   
  str[i]=startAdcConv(3); 
  if (str[i]>max)  
  max=str[i]; 
   
 } 
 
 
escrever_reg(0x21,0x02); 
escrever_reg(0x10,0xFF);//identifica quais os bites validos 
escrever_reg(0x0F,ratio); 
   
 
 
RB5=1;// liga IR light 
//guarda valores  de interesse 
for (int i=0;i<40;i++) 
{ 
  
  
 
 if (str[i]>=max) 
  { 
   ac_red=((str[i+2]+str[i+3]+str[i+4]+str[i+5])/4); 
   break; 
  } 
   
} 
 
 
 
max=0; 
 
//Calcula o max 
for (int i=0;i<40;i++) 
 { 
  str[i]=startAdcConv(3); 
  if (str[i]>max)  
  max=str[i]; 
 } 
 
 
 
//guarda valores  de interesse 
for (int i=0;i<40;i++) 
 { 
  
  if ((str[i]>=max)& (i>=10)) 
   { 
    ac_ir=((str[i-2]+str[i-3]+str[i-4]+str[i-5])/4); 
    break; 
   } 
   
 } 
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ratio=(ac_red*100)/ac_ir; 
 
 
escrever_reg(0x21,0x01);  
escrever_reg(0x10,0xFF);//identifica quais os bites validos 
escrever_reg(0x0F,temp); 
    
 
 
  } 
  TMR0IF=0; 
  GIE=1; 
} 
 
void escrever_reg(char registo,char dados) //Função para escrever num 
registo  
 
{ 
            char escrever; 
            escrever=0x80+registo; 
            RB2=0; 
            writeSPI(escrever); 
            writeSPI(dados); 
            RB2=1; 
} 
 
 
int ler_reg(char registo)     //Função para ler um registo  
 
{ 
    int data=0; 
             
 
            RB2=0; 
            writeSPI(registo); 
            data= readSPI(); 
            RB2=1; 
            return data; 
} 
 
 
int escrever(int aux)//funçao que mandar um valor inteiro por rfid 
{ 
 
 int dig1,dig2,dig3,dig4,c1,c2,c3; 
    
   escrever_reg(0x03,0x40);  //Registo control 0x03  (0xCD) 
    
   DelayMs(5); 
 
 
   dig1=aux/1000; 
   c1=dig1+'0'; 
   aux=aux-(dig1*1000); 
   dig2=aux/100; 
   c2=dig2+'0'; 
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   aux=aux-(dig2*100); 
   dig3=aux/10; 
   c3=dig3+'0'; 
   aux=aux-(dig3*10); 
   dig4=aux+'0'; 
                 
                 
   escrever_reg(0x10,0xFF);//identifica quais os bites validos 
   escrever_reg(0x0F,c1); 
   DelayMs(23);  
   escrever_reg(0x10,0xFF); 
   escrever_reg(0x0F,c2); 
   DelayMs(23);  
   escrever_reg(0x10,0xFF); 
   escrever_reg(0x0F,'t'); 
   DelayMs(23);  
  
  
   escrever_reg(0x10,0xFF); 
   escrever_reg(0x0F,c3); 
   DelayMs(23);  
   escrever_reg(0x10,0xFF); 
   escrever_reg(0x0F,dig4); 
   DelayMs(23); 
   escrever_reg(0x10,0xFF); 
   escrever_reg(0x0F,'e'); 
   DelayMs(23); 
    
 return 0; 
} 
 
void configADC(void) 
{ 
ADCS2= 0; // ADCON1<6> 
/* *********ADCON0**********/ 
ADCS1=0 ; // clock conversion select bits 
ADCS0= 1; 
/* *********ADCON1**********/ 
ADFM = 0; // left justified 
PCFG3 = 0; 
PCFG2 = 0; 
PCFG1 = 0; 
PCFG0 = 0; 
ADON =1; 
 
} 
 
 
unsigned char startAdcConv(unsigned char ch) 
{ 
unsigned char val; 
  if (ch==0) 
  { 
   CHS2= 0; 
   CHS1= 0; 
   CHS0= 0; 
  }else if(ch==1) 
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  { 
   CHS2= 0; 
   CHS1= 0; 
   CHS0= 1; 
  }else if(ch==2) 
  { 
   CHS2= 0; 
   CHS1= 1; 
   CHS0= 0; 
  }else if(ch==3) 
  { 
   CHS2= 0; 
   CHS1= 1; 
   CHS0= 1; 
  } 
  DelayUs(15); 
 
GODONE= 1; 
while(GODONE); 
val = ADRESH; 
return val; 
 
} 
 
void tmr0Cfg(void){ 
 
   //Timer0 
   TMR0IE=1; 
   T0CS=0; //Enable Timer0, incremented by internal instruction cycle 
clock 
   PSA=0;    //prescaler is assigned to Timer0 
 
   T0PS0=1;   //1:256 Prescaler Rate 
   T0PS1=1;   // 
   T0PS2=1;   // 
 
} 
 
 
void device_PWM(void) 
{ 
 
   OSCCON=0;  //ccp1 é um output pin 
PR2=0xFF;      //periodo maximo para a frequencia minima        
   TMR2ON=1;      // Timer 2 esta enable 
   // prescaler pr3 com t2 o que significa  1.22khz  
   T2CKPS1=1; 
   T2CKPS0=1; 
   CCP1M3=1; 
   CCP1M2=1; 
   CCPR1L=0x80;   //duty-cycle = 50% 1024=512 
   DC1B1=0;       
   DC1B0=0;       
 
} 
 
