Unifying supervised learning and VAEs -- automating statistical
  inference in high-energy physics by Glüsenkamp, Thorsten
Unifying supervised learning and VAEs - automating statistical
inference in high-energy physics
Thorsten Glu¨senkampa
Erlangen Centre for Astroparticle Physics (ECAP), Erlangen
Received: date / Revised version: date
Abstract. A KL-divergence objective of the joint distribution of data and labels allows to unify supervised
learning, VAEs and semi-supervised learning under one umbrella of variational inference. This viewpoint
has several advantages. For VAEs, it clarifies the interpretation of encoder and decoder parts. For supervised
learning, it re-iterates that the training procedure approximates the true posterior over labels and can
always be viewed as approximate likelihood-free inference. This is typically not discussed, even though
the derivation is well-known in the literature. In the context of semi-supervised learning it motivates an
extended supervised scheme which allows to calculate a goodness-of-fit p-value using posterior predictive
simulations. Flow-based networks with a standard normal base distribution are crucial. We discuss how they
allow to rigorously define coverage for arbitrary joint posteriors on Rn×Sm, which encompasses posteriors
over directions. Finally, systematic uncertainties are naturally included in the variational viewpoint. With
the three ingredients of (1) systematics, (2) coverage and (3) goodness-of-fit, flow-based neural networks
have the potential to replace a large part of the statistical toolbox of the contemporary high-energy
physicist.
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1 Introduction
Deep neural networks have achieved great results over the last couple of years. While the breakthroughs were initially
made in industrial applications, for example in image processing [1], in recent years their application in fundamental
science has become more and more ubiquitous. A typical application of deep learning in experimental high-energy
physics is concerned with the reconstruction of particle interactions [2], for example inferring particle type, i.e. classi-
fication [3], or inferring direction, position and energy, i.e. regression [4]. Traditionally, reconstructions of continuous
quantities are performed by parametrized likelihood fits [5] which allow to calculate confidence intervals with standard
Frequentist or Bayesian methods [6]. Neural networks on the contrary are often used to produce point estimates [7], and
there is no universal agreed-upon notion how to calculate confidence intervals. Often they are just ignored, the result
is registered as an observable and used in a binned likelihood analysis [4]. Per-event uncertainties are not necessarily
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required for this use-case. However, there are many situations where precise uncertainty quantification is important.
An example are per-event reconstructions in high-energy neutrino telescopes like IceCube [8] or gravitational-wave
observatories like LIGO [9] in the context of multimessenger astronomy [10]. These experiments send out alerts to
the astronomical community to perform follow-up observations with other experiments. On the one hand, these alerts
are time-critical and should be sent out to the public as fast as possible. On the other hand, the uncertainties of
the inferred direction must be precise and in particular not biased. While neural networks are very fast, the second
condition is hard to fulfill with standard neural network architectures. A naive solution could employ Bayesian neural
networks or approximations like certain dropout-variations [11] or ensemble-methods [12]. However, these methods
model a posterior over network weights, not over the actual physics parameters. An alternative is to parametrize the
likelihood function with a neural network and perform a standard likelihood-based Frequentist or Bayesian analysis.
Recently, this was done for gravitational-wave signals with flow-based networks [13]. However, such methods inherit
the disadvantages of likelihood-based inference, for example getting stuck in local optima during optimization or long
running times of MCMC. An alternative that recently has gotten popular is likelihood-free inference with neural net-
works, in which the posterior is directly learned from data. This has been applied to gravitational wave posteriors
modeling the posterior as a parametrized Gaussian or mixture of Gaussians [14] and going beyond to use autoregressive
normalizing flows for more complex shapes [15]. This paper is about the same line of thinking, where the posterior or
more generally parts of the joint distribution of data and labels are learnt using normalizing flows.
We first review that the training process in supervised learning can be recast as variational inference of the true
posterior distribution over labels, where the variational approximation is parametrized by a neural network. The
derivation involves the KL-divergence of the joint distribution of data and labels. This is a known derivation and the
final loss function is sometimes called ”conditional maximum-likelihood objective” in the machine learning literature
[16]. While the loss indeed represents a likelihood with respect to the neural network parameters, we emphasize it is
more useful to think of it as an approximation of the posterior over the latent variables. Standard supervised learning
usually uses the mean-squared-error (MSE) loss function, which corresponds to a standard-normal posterior as an
approximation of the true posterior. This is obviously a very bad approximation in most cases. We compare it to the
slightly more complex case of a Gaussian with a single covariance parameter and in particular approximations based on
normalizing-flows [17], which in principle have arbitrary approximation capabilities. Since all Gaussian approximations,
including the basic MSE loss, can be thought of as special cases of normalizing flows, so-called affine flows, it seems
sensible to view all supervised loss functions from this angle. While normalizing-flow base distributions can be arbitrary,
it turns out that there are advantages of starting with a standard normal as a base distribution that go beyond the
argument of simple evaluation. The standard normal automatically allows for straight-forward coverage tests, which
is discussed in section 6.
Usually, variational inference with neural networks is employed in unsupervised learning in the context of variational
autoencoders (VAEs). As we will show (section 2.2), one can derive the ELBO loss of a variational autoencoder from
the same joint KL-divergence as the supervised ”maximum likelihood objective”. This new derivation sheds some light
on the interpretation of VAEs. Additionally, semi-supervised learning can be derived from the same starting point
(section 2.3). The loss function of semi-supervised learning is also related to something we call ”extended supervised”
learning, which allows to calculate Bayesian goodness-of-fit values (section 7).
The unified viewpoint merges traditional variational inference with standard supervised and semi-supervised learn-
ing and naturally leads to answers to the following questions:
1. How can we do coverage tests with neural networks?
2. How are systematic uncertainties incorporated in the training process?
3. How can we do goodness-of-fit checks on neural-network predictions?
The first half of the paper is concernced with the unified viewpoint and derives the various loss functions from the
joint KL-divergence. The second half then answers the three questions above.
2 Monte Carlo estimates and the joint KL-divergence
The laws of nature lead to inherently probabilistic measurements due to the uncertainty principle in quantum me-
chanics. Any observable that can be measured is therefore subject to fluctuations and follows a specific probability
distribution. The probability distribution over possible measurement outcomes is called the likelihood function when
viewed as a function of its parameters. It is a central object in both Frequentist and Bayesian statistical analyses
to perform parameter estimation [6]. Its shape is entirely determined by the laws of nature in combination with the
detector response. However, because the laws can be convoluted and the experiment can be very complex, it is usually
not possible to write down an explicit analytic expression. A common practice is to estimate the likelihood function
from Monte Carlo simulations where all these complex effects are considered [18]. This estimated likelihood function
is then used to perform inference or calculate confidence intervals.
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Neural networks allow to skip this estimation step completely, because the Monte Carlo samples themselves are not
only drawn from the true likelihood function, but more generally from the true joint distribution Pt(x, zo) of observa-
tions x and parameters of interest zo. Let us call the corresponding true likelihood function Lt(z;x) = Pt(x; z) where
Pt(x; z) is the true probability distribution of the measured data x given the properties zo. Here zo stands for observed
properties in the simulation, for example the position of a particle interaction. Connected to this likelihood function,
there exists a true posterior distribution Pt(zo;x) and a true prior distribution Pt(zo). The true joint distribution
follows the distribution which includes the detector response and selection effects inherent to the measurement - it
also includes artificial selection effects. For example, if the generating function of the direction of injected particles is
uniform, the actually recorded Monte Carlo events will generally not be uniform due to detector effects. The implicitly
contained true prior Pt(zo) is this non-uniform distribution over zo of the actually registered events, not the uniform
generating distribution.
Since a Monte Carlo simulation draws samples xi, zo,i from the joint distribution Pt(x, zo), we can always evaluate
any expectation value under the true joint probability distribution as
Ex,zo [f(x, zo)] =
∫
x,zo
Pt(x, zo)f(x, zo) dxdzo ≈ 1
N
∑
xi,zo,i
f(xi, zo,i) (1)
where i indexes the N samples. The following sections make use of a specific choice for f , namely f = lnPt(x,zo)q(x,zo) ,
which yields an expectation value that equals the KL-divergence between two distributions Pt(x, zo) and q(x, zo).
The KL-divergence [19] is a natural quantity to measure the distance between two probability distributions, is always
positive, and often appears in statistical analysis. In particular, if qφ is a parametrized probability distribution, the KL-
divergence defines a natural loss function over φ that achieves its minimum when qφ is equal to Pt. It is therefore often
used in variational methods which perform inference via optimization [20]. It turns out that the joint KL-divergence
can be used to derive the loss functions in both supervised learning and unsupervised VAEs, and thereby unifies them
as two connected approaches to variational inference in slightly different circumstances.
2.1 Supervised learning
The KL-divergence of the true joint distribution Pt(zo, x) and an approximation q(zo, x) can be written as
DKL,joint(x,z)(Pt; q) =
∫
x
∫
z
Pt(z, x) · lnPt(z, x)
q(z, x)
dzdx =
∫
x
∫
z
Pt(z;x) · Pt(x) · lnPt(z;x) · Pt(x)
q(z;x) · q(x) dzdx (2)
=
∫
x
∫
z
Pt(z;x) · Pt(x) ·
(
ln
Pt(z;x)
q(z;x)
+ ln
Pt(x)
q(x)
)
dzdx (3)
=
∫
x
∫
z
Pt(x) · Pt(z;x) · lnPt(z;x)
q(z;x)
dzdx+
∫
x
Pt(x) · lnPt(x)
q(x)
dx (4)
= Ex[DKL,Post(z;x)(Pt; q)] +DKL,Marg(x)(Pt; q) (5)
The distributions involving Pt can not be evaluated analytically, but as discussed above Monte Carlo simulations
yield samples from Pt and hence provide sample based estimates of the integrals. Taking the sample estimate and
parametrizing the posterior approximation q(z;x) using a neural network with a parameter vector φ, q(z;x) = qφ(z;x),
yields the following update rule over φ to minimize the KL-divergence objective and thereby minimize the supervised
loss function Lsupervised(φ):
arg min
φ
DˆKL,joint(x,z)(Pt; qφ) = arg min
φ
1
N
∑
S∈xi,zi
ln
(Pt(zi;xi)
qφ(zi;xi)
)
+ ln
(Pt(xi)
q(xi)
)
(6)
= arg min
φ
1
N
∑
S∈xi,zi
−ln (qφ(zi;xi)) + const (7)
= arg min
φ
1
N
∑
S∈xi,zi
−ln (qφ(zi;xi)) (8)
≡ arg min
φ
Lsupervised(φ) (9)
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The approximation of the marginal likelihood, q(xi), is typically not of interest, so it can be dropped as a constant
part with respect to changes in φ. Additionally we can drop the true posterior evaluations Pt(zi;xi) which are also
constant with respect to φ. Instead of approximating the full joint distribution, only the posterior part is therefore
explicitly approximated. The derivation shows that minimizing the KL-divergence between the true posterior and
an approximation given by a neural network is equivalent to standard neural network training where the goal is to
minimize negative log-probability over labels. This has been discussed previously [16], but it is usually described as a
maximum likelihood objective with respect to the network parameters. Here, we emphasize that it is really more useful
to think of qφ(zi;xi) as a parameterized posterior over labels zi given the data xi, not as a likelihood function with
respect to the parameters φ. In unsupervised learning the zi are not available so the precise above objective does not
work. In the following we show that a simple replacement of the posterior KL-divergence in eq. 5 with the respective
reverse KL-divergence leads to a tractable solution via the reparametrization trick [21] which contains the evidence
lower bound (ELBO) and thereby the VAE objective.
2.2 Unsupervised learning: Variational autoencoders
A useful way to think of latent variables in unsupervised variational autoencoders is to imagine them as unobserved
labels that are not recorded in the simulation. The implied direct comparison, and renaming, of ”observed” into
”unobserved” labels is justified if the latent variables have positive mutual information with the data. In particle
physics, for example, if such a latent variable with positive mutual information exists, it must be a property of the
particle interaction, and therefore in principle it can be labeled. Typical labels with such properties are the position or
direction of a particle at the interaction point. 1 Starting with the same joint KL-divergence, but now using unobserved
labels zu, we can write
DKL,joint(x,zu)(Pt; q) = Ex[DKL,Post(zu;x)(Pt; q)] +DKL,Marg(x)(Pt; q)︸ ︷︷ ︸
≡DKL,M
= Ex
∫
zu
Pt(zu;x) · lnPt(zu;x) · Pt(x)
q(zu;x) · q(x) dzu

(10)
≈ SurrogateKL = Ex[Drev.KL,Post(zu;x)(q;Pt)] +DKL,M = Ex
∫
zu
q(zu;x) · lnq(zu;x) · Pt(x)Pt(zu;x) · q(x)dzu
 (11)
= Ex
∫
zu
q(zu;x) · ln q(zu;x)Pt(zu;x)dzu
+DKL,M (12)
= Ex
∫
zu
q(zu;x) · lnq(zu;x) · Pt(x)Pt(x, zu) dzu
+DKL,M (13)
= Ex
∫
zu
q(zu;x) · lnq(zu;x) · Pt(x)
p(x; zu) · p(zu) dzu

︸ ︷︷ ︸
DKL(Pt(x)·q(zu;x),p(x,zu))
+Ex
∫
zu
q(zu;x) · lnp(x; zu) · p(zu)Pt(x, zu) dzu

︸ ︷︷ ︸
≡R
+DKL,M
(14)
= Ex[lnPt(x)]− Ex
∫
zu
q(zu;x) ·
[
lnp(x; zu)− lnq(zu;x)
p(zu)
]
dzu

︸ ︷︷ ︸
evidence lower bound
+R+DKL,M (15)
By switching the KL-divergence with the reverse KL-divergence in eq. 11 we make the objective partially tractable
while keeping the desired behavior. If q(zu, x) = Pt(zu, x), the surrogate term becomes zero, just as the regular joint
KL-divergence. This step is necessary because we have no access to samples from Pt(zu;x) 2. With the introduction
1 If the number of latent variables is very large, some of them will be superfluous and not carry any information about the
data. For such variables this identification strictly makes no sense since they could never be labeled.
2 In section 2.1 we have access to the related term Pt(z;x) via the simulation samples which we do not have for unobserved
latent variables.
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of an auxiliary distribution p(x, zu), the surrogate KL-divergence then splits into two terms. The first term is the KL-
divergence between Pt(x) · q(zu;x) and p(x, zu), which is equal to the ELBO loss when the constant term Ex[lnPt(x)]
is pulled out of the integral. This joint KL-divergence between Pt(x) · q(zu;x) and p(x, zu) has been used before in the
context of the InfoVAE [22] and is another non-standard starting point to derive the ELBO loss. Here it arises as a
necessary term in the derivation from the joint KL-divergence with the true distribution. The other term that appears
is a residual term R, which itself is not tractable, because any samples drawn from q(zu;x) can not be evaluated
by the inaccessible density Pt(zu;x). However, it is a useful quantity that can be used in principle to gauge how far
the approximation is from the truth. In fact, after a hypothetical optimization of the ELBO loss, when using flexible
normalizing-flow parametrizations of qφ and pθ, we have q(zu;x) · Pt(x) ≈ p(x; zu) · p(zu), and R is approximately
equal to the KL-divergence between Pt(x, zu) and p(x, zu) or Pt(x, zu) and Pt(x) · q(zu;x). Since the KL-divergence
is invariant under invertible transformations and the VAE solution is typically not unique, it really only makes sense
to use this quantity in the context of identifiability theory [23]. In our view this derivation clarifies something that
is typically glossed over in the literature. In most papers, going back to the original VAE paper [21], it is usually
said that the approximation qφ approximates the distribution pθ which is of the same parametric family as the true
model. In fact, the true model distribution is also often called pθ, which might lead to confusion. The derivation
here explicitly shows that pθ does not represent the true model, and also does not have to be in the same family of
distributions as the true model. Rather, pθ and qφ approximate each other in a consistent manner, and the resulting
difference to the truth Pt can be measured by a residual term R that remains positive or zero after standard ELBO
optimization. The difference should then be measured up to identifiability class as defined in [23]. The introduction
of the distribution p(x, z) = p(x; zu) · p(zu) in eq. 14 in this particular factorization is necessary. Without it, the term
in eq. 13, excluding the true distributions Pt which are intractable, would be a simple entropy term which diverges.
Furthermore, its introduction has two implications. First, it creates a tractable part of the joint KL-divergence, the
ELBO. Second, it offers a way to quantify the end result of the optimization of the ELBO using the residual term R
to meausure differences from the truth Pt.
In contrast to the supervised case, the joint KL-divergence is intractable and cannot be used as a loss function.
We have to switch to a surrogate term using the reverse KL-divergence of the posterior, which essentially contains
the same information. Further, we have to neglect the residual term R by implicitly ignoring any dependence on the
parameters which we denote by  R .
arg min
θ,φ
ˆSurrogateKL(qφ, pθ, R) (16)
= arg min
θ,φ
DˆKL(Pt(x) · qφ(zu;x), pθ(x, zu)) + const (17)
= arg min
θ,φ
−ÊLBO(θ, φ) (18)
= arg min
θ,φ
1
N
∑
S∈xi,zu,i,φ
−lnpθ(xi; zu,i,φ) + ln
(
qφ(zu,i,φ;xi)
p(zu,i,φ)
)
(19)
This is the standard sample-based ELBO objective of the VAE which is typically derived from the marginal likelihood.
The derivation here manifests the fact that the VAE solution of pθ and qφ does in general not agree with the truth
Pt. Extra constraints on the mutual information between data and labels [22], the total correlation of latent variables
[24], a better prior parametrization [25] or constraints on the data generation process [23] can be used to not only
improve the ELBO but also improve the agreement with the true distribution Pt and thereby decrease R within a
given identifiability class. A comparison of R for different VAE implementations using Monte Carlo truth experiments
with existing labels to calculate Pt could therefore be useful for benchmarking.
2.3 Extended supervised or semi-supervised learning
Now let us assume that we have observed and unobserved latent variables zo and zu, respectively. The KL-divergence
of the joint distribution can then be expanded into three parts as
DKL,joint(x,zo,zu)(Pt; pa) (20)
=
∫
x
∫
zo
∫
zu
Pt(zu, zo, x) · lnPt(zu, zo, x)
q(zu, zo, x)
dzuzodx (21)
= Ex,zo,zu
[
ln
Pt(zu; zo, x)
q(zu; zo, x)
]
+ Ex,zo
[
Pt(zo;x) · Pt(x) · lnPt(zo;x)
q(zo;x)
]
+ Ex
[
ln
Pt(x)
q(x)
]
(22)
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= Ex,zo [DKL,Post(zu;zo,x)(Pt; q)]︸ ︷︷ ︸
VAE−like term
+Ex[DKL,Post(zo;x)(Pt; q)] +DKL,Marg(x)(Pt; q)︸ ︷︷ ︸
≡S
(23)
≈ SurrogateKL + S (24)
= Ex
[
q(zu; zo, x) · q(zo;x) · ln q(zu; zo, x)Pt(zu; zo, x)
]
+ S (25)
= Ex
[
q(zu; zo, x) · q(zo;x) · lnq(zu; zo, x) · Pt(zo, x)Pt(zu, zo, x)
]
+ S (26)
= Ex
[
q(zu; zo, x) · q(zo;x)lnq(zu; zo, x) · Pt(zo, x)
p(x; zo, zu) · p(zo, zu)
]
+ Ex,zo
[
q(zu, zo;x)ln
p(x; zo, zu) · p(zo, zu)
Pt(x, zo, zu)
]
︸ ︷︷ ︸
≡R
+S (27)
= Ex [q(zo;x) · ln(Pt(zo, x))] + Ex
[
q(zu; zo, x) · q(zo;x)ln q(zu; zo, x)
p(x; zo, zu) · p(zo, zu)
]
+R+ S (28)
where in eq. 23 the overall KL-divergence splits into an intractable term similar to the VAE derivation and a term
S that is similar to the supervised derivation. The intractable first term has to be replaced by a surrogate term,
similar to the VAE derivation in eq. 11, that allows to draw tractable samples but contains the same information. This
time, however, the surrogate loss is not unique, but we have two choices. Beside the choice for the first term made in
eq. 25, we could have chosen Ex
[
q(zu; zo, x) · Pt(zo;x)ln q(zu;zo,x)Pt(zu;zo,x)
]
, which uses the samples from the true observed
distribution for zo instead of samples from the current approximation q(zo;x). However, for complete consistency in
the sampling of zo within goodness-of-fit procedures at all times it is more reasonable to use q(zo;x). At the end of
training both choices agree since then q(zo;x) · Pt(x) ≈ Pt(zo, x). We use this result to define two loss functions in the
following.
Extended supervised loss The first is a loss definition that can be used to perform what we call extended supervised
training, and will be important for the calculation of a goodness-of-fit as described in section 7. It is a straightforward
sample based application of eq. 28, where we make use of parametrizations qϕ(zu; zo, x), pΨ (zo, zu) and pθ(x; zo, zu):
arg min
θ,φ,ϕ,Ψ
̂SurrogateKL(qφ, pθ, qφ, R) (29)
= arg min
θ,φ,ϕ,Ψ
1
N
∑
S∈xi,zo,i,φ ,zu,i,ϕ
ln(Pt(zo,i,φ, xi)) + ln
qϕ(zu,i,ϕ;zo,i,φ , xi)
pθ(xi;zo,i,φ , zu,i,ϕ) · pΨ (zo,i,φ , zu,i,ϕ)
+ Sˆ (30)
= arg min
θ,φ,ϕ,Ψ
1
N
∑
S∈xi,zo,i,φ ,zu,i,ϕ
ln
qϕ(zu,i,ϕ;zo,i,φ , xi)
pθ(xi;zo,i,φ , zu,i,ϕ) · pΨ (zo,i,φ , zu,i,ϕ)
+
1
N
∑
S∈xi,zo,i
−ln (qφ(zo,i;xi))︸ ︷︷ ︸
Lsupervised
(31)
≡ arg min
θ,φ,ϕ,Ψ
Lext.supervised(θ, φ, ϕ, Ψ) (32)
The true observed labels are denoted by zo,i and samples from qφ are denoted by zo,i,φ where the dash again denotes
the gradient is not propagated. The motivation to make the gradient of ln(Pt(zo,i,φ , xi)) with respect to φ vanish and
drop it along  R comes from the fact that it is intractable in this particular choice of surrogate loss. If previously the
other choice for the surrogate loss had been made, the samples zo,i,φ would be replaced by the true labels zo,i and
the term would be constant, i.e. have a vanishing gradient, automatically. Not propagating the gradient with respect
to φ via zo,i,φ also separates the first sum in eq. 31 from the second sum with respect to the parameters φ. Instead
of training the extended supervised loss in one training run, one can also choose to first train the supervised part, i.e.
the second sum, and only later train the rest. An extended supervised training can therefore always be started with
an already finished supervised model and can be viewed as an add-on to it.
Semi-supervised learning The extended supervised loss can also be adapted for semi-supervised learning. In semi-
supervised learning parts of the training data have labels, and parts are unlabeled. In the derivation of the VAE loss we
argued that latent variables that share mutual information with the data can in principle be labeled. In semi-supervised
learning, this assumption is automatically implied - parts of the data are not labeled, but could be in principle. Taking
the variational viewpoint of the previous sections, a naive solution might be to use the supervised loss for data with
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labels, the VAE-loss for data without labels, and use the same distribution qφ in both losses to share parameters. A
more natural solution, however, seems to be the following:
arg min
θ,φ,ϕ,Ψ
Lsemi−supervised(θ, φ, ϕ, Ψ) (33)
= arg min
θ,φ,ϕ,Ψ
{
Lext.supervised(θ, φ, ϕ, Ψ) (labeled data)
1
N
∑
S∈xi,zo,i,φ,zu,i,ϕ ln
qϕ(zu,i,ϕ;zo,i,φ,xi)·qφ(zo,i,φ;xi)
pθ(xi;zo,i,φ,zu,i,ϕ)·pΨ (zo,i,φ,zu,i,ϕ) (unlabeled data)
(34)
To remain with the previous notation, the zu denote extra unobserved latent variables and collect all the extra
information in the event. For labeled data, the extended supervised loss is used, and the zo,i denote true label infor-
mation. For unlabeled data, the zo,i are unobserved and are sampled from qφ to effectively create an ELBO-like loss
with latent variable z = {zo, zu}. The only difference is a sign flip and different sampling strategy, which ultimately
can be traced back to the difference between the standard and reverse KL-divergence. Because the parametrization
does not change for data with or without labels, only the sampling strategy differs, this Ansatz seems to be an elegant
and natural way to unify both types of data.
3 Toy Monte Carlo
A toy Monte Carlo dataset has been created to perform empirical tests in the following sections. It is designed to
mimic electromagnetic showers of electron-neutrino interactions [26] in a Cherenkov neutrino detector like IceCube
[8] in a 2-D setting. In reality, such showers consist of charged particles that emit Cherenkov light in a coherent light
front at the Cherenkov angle that changes its shape as detection modules are further away from the interaction point
[27]. For ice, which is the detection medium in IceCube, the light front becomes nearly isotropic for large distances. In
general, depending on the position and orientation of the shower with respect to a detection module, the shape of the
resulting arrival time distribution of photons varies. In this toy simulation the arrival time distribution is parametrized
by a gamma distribution. In addition, the expected number of detected photons falls off exponentially with distance
and depends on the orientation of the shower with respect to the module. The actual number of observed photons
follows a Poisson distribution. Fig. 1 illustrates the various datasets that are used in the next sections.
Fig. 1 (a) shows a detector that consists of a single module with two example neutrinos A and B. The two bars
next to the photon collection module indicate the logarithmic expected mean of the number of observed photons from
each neutrino interaction. Fig. 1 (b) shows the two corresponding photon arrival distributions. For event A, the data
distribution is more concentrated that for event B, because the particle interacts closer to the detection unit. Also the
number of observed photons is larger. Fig. 1 (c) shows the configuration of a second set of Monte Carlo simulations
for a larger detector and a simulated threshold condition that at least 5 photons are observed for an event to be
recorded. Also depicted are two associated example events (C and D) together with their expected number of photons
in the various photon collection modules. Dataset 1 and 2 have two intrinsic degrees of freedom, the position of each
neutrino interaction. The deposited energy and thereby emitted photons is always the same. A third dataset has an
additional degree of freedom by also randomizing the direction. A fourth and fifth dataset are variants of dataset 2 with
a constrained event generation region and track-like instead of point-like energy depositions, respectively. A summary
of all datasets is given in table 1. The detection process can be described by an inhomogeneous tempo-spatial Poisson
point process [28]. The spatial part is restricted to the position of the collection modules, while the temporal detection
can happen at all times. The corresponding likelihood function for observed labels zo is an extended likelihood [29],
which can be written as
L(zo;k, t) = Pt(k, t; zo) =
N∏
j=1
exp−λj(zo) · λj(zo)kj
kj !
kj∏
i=1
pj(ti; zo) (35)
where for a total number of modules N , λj is the expectation value of a Poisson distribution for module j, kj the
detected number of photons in module j, and pj(ti) the photon arrival probability distribution in module j with
observed photon times ti.
4 The importance of flow-based models
All derivations so far assumed non-specific parametrizations of conditional probability density functions, i.e. posteriors
and likelihoods, with neural networks. A general way to parametrize a probability density function with a neural
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(b) Photon arrival time distributions of events A and B.
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(c) Dataset 2 (16 photon collectors) with two example events
C and D. All events point towards the positive x-axis.
Fig. 1: Illustration of neutrino toy Monte Carlo datasets. The photon collection modules detect a Poisson distributed
number of photons whose arrival time follows a certain distribution. The mean for the Poisson distribution and arrival
time per photon depends on the orientation and position of the neutrino interaction relative to a given photon collection
module.
no. modules d.o.f. event other
dataset 1 1 2 (pos.) point-like > 1 detected photon
dataset 2 16 2 (pos.) point-like > 5 detected photons
dataset 3 16 3 (pos.+dir.) point-like > 5 detected photons
dataset 4 16 2 (pos.) point-like > 5 detected photons, |x| < 10m, |y| < 10m
dataset 5 16 2 (pos.) track-like > 5 detected photons
Table 1: Properties of the datasets used for various comparisons. The detector geometry is always similar to dataset
1 or dataset 2 as depicted in fig. 1.
network is via normalizing flows [17]. An invertible transformation zo = ρφ(zˆ) transforms a base random variable zˆ,
in this case following a standard normal distribution, to the desired target random variable zo. This transformation is
typically parametrized by a neural network with parameters φ. Denoting the probability density of the base by pb(zˆ)
and the target by q(zo) we can calculate the log-probability of the target
ln(q(zo)) = ln(pb(ρ
−1(zo))− ln(det(Jρφzˆ )) (36)
where J
ρφ
zˆ is the Jacobian of ρφ with respect to zˆ. Flows can be composed of multiple other flows ρ = ρ1◦ρ2 · · ·◦ρn and
the resulting log-probability simply involves a sum over all log-determinants. In general pb(zˆ) can be arbitrary, but for
simplicity and the possibility to calculate coverage (see section 6) we use the standard normal distribution. One can
also generate samples from q(zo) by first sampling zˆi from pb(zˆ) and then transform the samples via zo,i,φ = ρφ(zˆi),
where the samples now depend on the network parameters φ. This makes the samples differentiable, known as the
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reparametrization trick [21], and is a key feature in the variational autoencoder and extended supervised losses (section
2.3). A natural way to make the resulting probability distribution conditional on x, i.e. describe q(zo;x), is to make
the transformation ρ dependent on x, as indicated in fig. 2 (a). In general, a neural network that takes x as an input
predicts the parameters F¯ , which in turn defines ρφ(zˆ;x) = ρ(zˆ; F¯φ(x)). As a specific example, fig. 2 (b) shows an affine
flow where a neural network predicts a mean vector µ¯ and a width σ when the base distribution is a standard normal
distribution. The resulting probability distribution qφ(zo;x) of this flow describes a symmetric Gaussian distribution
with mean µ¯ and standard deviation σ. This is a common choice in some regression problems in high-energy neutrino
physics [30] and used later in some comparisons. The most common choice in supervised learning is to fix σ = 1, which
results in a Gaussian PDF with unit variance which corresponds to the Mean-Squared-Error (MSE) loss function.
Generic flows with a standard normal distribution as base distribution therefore naturally generalize the MSE-loss.
In all further comparisons, we split the parameters of flow-based posteriors into two parts. The first part consists
of an encoder with gated recurrent units (GRUs) [31] and a subsequent aggregate MLP to encode the data into an
internal representation h. The GRU reads in a time-ordered sequence of photons, where each photon is characterized
by its detected position and time. The second part is a multi-layer perceptron with 2 layers that further maps that
internal representation to the respective flow parameters F¯ . The process is illustrated in fig. 2 (c). At the end of
training we adopt stochastic weight averaging (SWA) [32]. We found this to reduce the fluctuations and find a rather
stable ”mean posterior solution”. More details on the architecture and also on the training procedure is given in
appendix A.
With the likelihood function (eq. 35) and the inherent prior distribution we can construct a true posterior dis-
tribution. In the following we assume a flat prior for simplicity. We can then compare the true posterior with the
posterior approximations obtained using various normalizing flows after training. Fig. 3 shows such a comparison for
the example events from the previous section. It compares a flexible Gaussianization flow [33] with an affine flow
(see fig. 2 for details). For dataset 1, which consists of a single photon collection module, the resulting posterior is
highly non-Gaussian. The flexible Gaussianization flow can approximate the posterior much better than an affine flow
with a single width parameter. For dataset 2 the events generally contain more observed photons and the posteriors
become more Gaussian-like. Both flows have more comparable shapes in this example. To assess performance more
generally, fig. 4 shows the posterior approximation quality versus the number of parameters of the second part of the
flow. The number of parameters of the first GRU encoder part is held fixed and not included in the quantity displayed
on the x-axis. The second part, which consists of an MLP with two layers, is varied in its hidden dimension. For
the Gaussianization flow, additionally the number of flow parameters is varied, which specifically for Gaussianization
flows leads to more internal layers and more kernel basis elements (see appendix A for details). In general, the flexible
Gaussianization flow is more parameter efficient than the simpler affine flow. The MSE loss yields a posterior that
only by chance is roughly the same scale than some posteriors for dataset 2, while for dataset 1 it is completely off
and therefore not shown. The better parameter efficiency of the Gaussianization flow has to do with the possibility to
adjust the potential complexity of the flow itself, i.e. increase the size of F¯ . For an affine flow, on the other hand, F¯ is
fixed to be a mean µ¯ and width σ, and one can only increase the complexity by increasing the MLP hidden dimension.
In all cases, the final performance saturates, where more parameters do not help performance. We interpret this as
a bottleneck of the GRU encoder, since the Gaussianization flow should in principle be flexible enough to describe
all true posterior shapes in the training dataset. We come back to this point in the discussion at the very end of the
paper.
5 Systematic Uncertainties
A standard practice to incorporate systematics in a both Frequentist and Bayesian analyses is to first assume they
can be parametrized by a parameter ν which follows a statistical distribution, typically a Gaussian with a known
mean and width, e.g. p(ν;µν , σν). Such a parametrization does not make sense in a Frequentist sense, but should
rather be understood subjectively as the ignorance about the true value of the systematic parameter ν in question.
In a Frequentist analysis every systematic is then included as a quadratic penalty term in the likelihood function,
corresponding to the Gaussian assumption, with respective nuisance parameters in a profile likelihood approach [34].
In a Bayesian analysis the systematic uncertainties influence the joint distribution of x and θ, i.e. p(x, θ)→ p(x, θ; ν).
A marginalized joint density can then be obtained as Pt,M (x, θ) =
∫
p(x, θ; ν)p(ν)dν. Because it applies to the joint
distribution, it also applies to any term in Bayes’ theorem,
Pt(θ;x, ν) = Pt(x; θ, ν)Pt(θ; ν)Pt(x; ν) (37)
and one can for example obtain the marginalized posterior as
Pt,M (θ;x) =
∫
Pt(θ;x, ν) · p(ν)dν (38)
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(c) Common data encoding for all experiments.
Fig. 2: General flow (a) and a specific affine flow (b) parametrization of the approximate posterior in supervised
learning. Choosing σφ = 1 yields a shifted standard normal distribution which is the PDF used in the MSE loss. The
common encoding scheme for all experiments is depicted in (c).
(a) Posterior scans of dataset 1 example events. (b) Posterior scans of dataset 2 example events.
Fig. 3: A comparison of posteriors of the position for the example events A and B from dataset 1 and events C and D
from dataset 2. The normalizing flow posterior is shown together with a 68% contained probability mass in black. The
68% probability mass contour of the true posterior assuming a flat prior is shown in white. The true event positions are
marked in red. The upper row shows the result for Gaussianization flows, the lower row for an affine flow (a Gaussian)
with a single covariance parameter.
which now includes the extra uncertainty about the systematics parameter ν. A Monte Carlo simulation that first
draws systematic parameters ν and then records events with labels θ and data x according to the detector response
will automatically produce samples from Pt,M (θ, x) or any true conditional distribution of interest. Incorporating
systematic uncertainties into all loss functions defined in the previous sections is therefore straight forward, because
all of them rely on samples drawn from the joint distribution. For supervised learning, for example, one can just replace
any term Pt by Pt,M in eq. 5 and the neural network based approximation qφ will approximate the marginalized true
posterior Pt,M (θ;x). It is common practice in modern high-energy physics experiments to generate Monte Carlo
simulations with potentially marginalized systematic parameters [35], so there is no overhead in actually including
those uncertainties. The next section illustrates the coverage behavior of the variational posterior including such
marginalization.
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(b) Performance vs. complexity for dataset 2.
Fig. 4: Posterior approximation performance of a Gaussianization flow [33] (GF), an affine flow with a single variable
width σ (affine), and an affine flow with σ = 1 (MSE). Along the x-axis the number of parameters and the potential
flow complexity increases, while the encoding complexity is held fixed (see text). The respective upper plot shows the
validation loss. The black dotted line shows the loss obtained from the true posterior. The respective lower plot shows
the sample-based KL divergence.
6 Coverage of the neural network posterior
In Frequentist or Bayesian analyses it is important to know how well confidence or credible intervals cover the true
values. In a Frequentist analysis, in the limit of large amounts of data, Wilks’ Theorem [36] implies that the quantity
λ = −2 · (lnL(θt) − lnL(θ0)) is χ2ν distributed with ν corresponding to the dimensionality of θ when θ0 is the value
that maximizes the likelihood function and θt the true value that generated the data. It is connected to the fact
that likelihood scans around the optimum have an approximately Gaussian shape in the large-data limit. A similar
statement appears in a Bayesian analysis from the Bernstein-von-Mises theorem [37], which implies that for large
amounts of data the posterior p(θ;x) becomes Gaussian. For any n-dimensional multivariate Gaussian the quantity
(x−µ)C−1(x−µ) is χ2n distributed [38], which again implies the quantity λBayes = −2 · (lnp(θt;x)− lnp(θ0;x)) is also
χ2 distributed in the Gaussian limit of p(θ;x).
Both of these coverage calculations require the assumption of the large-data limit. With normalizing flows that
have a Gaussian distribution as base distribution, we can use the same methodology to calculate exact coverage for a
target distribution of any shape. By construction, samples following a target qφ(zo) are generated by drawing samples
zˆi from a base normal distribution pb(zˆ), for simplicity we use a standard normal, and apply ρ(zˆ). We can invert this
logic and for any target sample zo,i that we would like to test flow back to the Gaussian base using zˆi = ρ
−1(zo,i).
If the samples zo,i follow the target qφ(zo), the corresponding samples zˆi at the base must follow a standard normal
distribution, and this implies the quantity λbase = −2 · (lnpb(zˆ;x)− lnpb(0;x)) is again χ2 distributed.
We can further extend this coverage calculation to posteriors on manifolds like spheres. In [39] the authors discuss
how to define a flexible normalizing flow on a sphere via stereographic projection of a normalizing flow in the plane.
A more stable alternative turns out to be directly to start with a base distribution on the sphere and parametrize a
flexible flow which is intrinsic to the manifold [40]. We can combine both of these ideas to define a flexible flow on the
sphere that also allows to define coverage. The methodology is illustrated in fig. 5 and consists of multiple sub-flows.
The base distribution is again a standard normal distribution in Rn. It is transformed to another distribution
in Rn that itself corresponds to the flat distribution on the n-sphere once it is stereographically projected. Then
follows the stereographic projection, and finally the intrinsic flow on the sphere. The first two flows from the standard
normal in Rn to the flat distribution on the sphere can be combined without actually invoking a Riemannian manifold
flow which normally would involve the calculation of the gram matrix JTJ where J would be the jacobian of the
given manifold mapping. To to so, the distributions in the plane are first written in spherical coordinates. The radial
coordinate of the Gaussian distribution in Rn is then transformed to θd−1 on the sphere, while the remaining angular
coordinates (θ1, . . . , θd−2, φ) stay unchanged. The end result of these transformations turns out to be (see appendix B
for a derivation)
ρtot,1 =
(
θ1, . . . , θd−2, φ, pi · (1− erf(rg/
√
2)
)
(d = 1) (39)
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Fig. 5: Illustration of a stable normalizing flow qΨ on the d-sphere starting with a d-dimensional standard normal
distribution to allow for exact coverage calculation. The flows ρ1 and ρ2 involve only the radial coordinate due to
rotational symmetry. The second flow ρ2 is equal to the stereographic projection with a hyper plane that splits the
sphere into two hemispheres. This is different from the visualization for illustrative purposes.
ρtot,2 =
(
θ1, . . . , θd−2, φ, arccos
(
1− 2 · exp(−r2g/2)
))
(d = 2) (40)
for the special cases of the 1-sphere and 2-sphere, respectively. For higher-dimensional spheres, no analytical function
for the radial part can be written down, but individual sub-parts of the flow are analytical. Evaluations and inverses
can be obtained using bisection and a potentially Newton iterations if derivatives are desired.
To demonstrate coverage, fig. 6 (a)+(b) illustrate expected versus actual coverage for learning a 2-d (position)
and 3-d (position and 1-d direction) posterior in the supervised learning setting. The 2-d calculation employs a 2-
dimensional Gaussianization flow [33] trained dataset 2. The 3-d posterior is trained on dataset 3, in which as an
additional degree of freedom also the direction of neutrino interactions is randomized. We use a factorized posterior
qφ(xp, yp, θ;x) = qφ1(xp, yp;x) · qφ2(θ;xp, yp, x), which allows to learn the spherical part separately from the euclidean
part in a stable manner. While the euclidean part again uses a 2-d Gaussianization flow, the spherical part employs
the previously described strategy to reach a flat distribution on the 1-sphere (eq. 39) and afterwards uses convex
Moebius transformations [40] parametrized by a neural network as an intrinsic flow. Coverage is calculated by flowing
both flows backwards to a joint 3-d standard normal distribution. This is an example for coverage of a joint posterior
defined on R2 × S1, but the methodology works analogously for general dimensions.
We can observe interesting coverage behavior during training. In both example cases, initially the posteriors either
under- or over-cover. Once the first phase of training is over, in which the loss function decreases rapidly, good coverage
is already reached, even though the overall training has not finished yet. The learning curves of the two training runs
are depicted in fig. 6 (c)+(d). The second phase, in which the optimization is much slower has been called ”random
diffusion phase” by [41]. The authors argue the network learns a better compression of the input data in this stage. In
the context of normalizing flows, it seems the first phase brings the learned posteriors in line with the labels to reach
proper coverage. In the second diffusion phase, the posterior regions shrink as much as they can while maintaining
coverage.
To illustrate the effect of systematic uncertainties on the resulting coverage, fig. 6 (e) shows the coverage curve
for a ”systematic” dataset where the expected photon count in each module is marginalized with a Gaussian with a
relative width of 50%. Including the systematic marginalization leads to slight over-coverage with respect to the true
labels which is the desired behavior.
7 Goodness-of-Fit of the neural network model
The coverage calculation is only a meaningful information for data that is similar to the training data. If new input
data is given to a fully trained neural network, for example real data instead of a Monte Carlo simulation, it is desirable
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(a) Coverage of 3-d posteriors using dataset 3 for different
stages of training.
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(b) Coverage of 2-d posteriors using dataset 2 for different
stages of learning.
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(d) Validation loss curve for 2-d posteriors.
0.0 0.2 0.4 0.6 0.8 1.0
expected coverage
0.0
0.2
0.4
0.6
0.8
1.0
ac
tu
al
co
ve
ra
ge
0.5
0.5 @ standard
(e) Coverage for a dataset trained on marginalized photon
light yield expectation (red) and applied to a standard dataset
(green).
Fig. 6: Illustration of coverage for a 2-d (a) and 3-d (b) posterior calculated for the validation dataset. The respective
learning curves are shown for 2-d (c) and 3-d (d), including intervals where the models are averaged using SWA for
earlier coverage calculation in comparison to coverage obtained at the end of training (final). A coverage calculation for
a marginalized systematic dataset is shown in (e) applied to itself (red) a dataset with the true value of the systematic
parameter (green).
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Fig. 7: Generic structure of the extended supervised loss for goodness-of-fit tests and semi-supervised applications
based on four generic normalizing flows. The respective auxiliary unit-gaussian random variables zˆ are denoted by
circles and the respective flow-defining functions by ρ.
to test if this new data can be described by the neural network model. If this is the case then the coverage results
might apply3. Traditionally, a test between a model and data is done via a goodness-of-fit test. In the following we
describe how the extended supervised training procedure described in section 2.3 allows to calculate a goodness-of-fit
via posterior predictive simulations. The structure of the extended supervised model is shown in fig. 7. On top of a
posterior qφ, we have an additional posterior over unobserved latents qϕ, and a prior pψ and likelihood pθ as a generative
model. Posterior predictive simulations are a standard methodology in Bayesian analysis to do goodness-of-fit tests of
the resulting posterior distribution [42]. A p-value can be defined via
p =
∫
x,z
IT (x,z)>T (xobs,z)pθ(x; z)qφ(z;xobs)dxdz (41)
which can be numerically calculated using samples from pθ(x; z) · qφ(z;xobs) which is the posterior predictive distribu-
tion. The quantities T (x, z) are called test quantities, and IT (x,z)>T (xobs,z) the indicator function, where the integral
effectively counts the fraction of samples where T (xi, zi) > T (xobs, zi) for an infinite number of samples xi, zi. A
comparison of a given p-value with the ensemble of p-values from the training dataset gives a goodness-of-fit crite-
rion. In contrast to Frequentist goodness-of-fit testing, the test quantities also depend on the parameter z, and the
expected p-value distribution is not uniform, but usually more peaked around 0.5. Only in certain limits, for example
for infinitely precise posterior distributions, does the p-value distribution approach the uniform distribution [42]. This
means, one has to determine the p-value distribution for the training dataset, and then calculate the p-value for any
new data event and compare it to the training distribution. We propose to use the logarithm of the likelihood divided
by the number of data points Nd,
T (x, z) = lnpθ(x; z)/Nd (42)
(43)
as a test quantity. The division by Nd is required for the Poisson process likelihood, in which different data realizations
have a different number of observed counts, and the division makes them effectively comparable. For other likelihoods,
or a test quantity based on the posterior distribution, this division would not be necessary. We omit a test quantity
based on the posterior, because data realizations of events at the border of the detector sometimes have zero counts,
and no meaningful posterior can be calculated in this case because we do not train on such events. However, this
might be a viable alternative in situations where this does not happen. Any test quantity based on the likelihood
or posterior can readily be calculated since they are part of the extended supervised training procedure. In order to
illustrate the calculation, the extended supervised training is performed on dataset 4. This dataset is similar to dataset
2, but only consists of neutrino interactions inside the detector whose absolute magnitude in either x or y coordinate
is smaller than 10m. Because it intrinsically only has two degrees of freedom, the two coordinates of position of the
interaction, and both of them are predicted by the posterior qφ, we leave out the latent posterior qϕ for simplicity. In
our case for Poisson process data, the likelihood pθ has to model eq. 35, and is a hybrid of a part that models the
Poisson distribution, and another part that defines the continuous PDF via a normalizing flow. Details are given in
appendix A. The p-value distribution of this training dataset is shown in fig. 8. as the red curve. In addition, two other
p-value distributions are depicted, where the same model is applied to events from dataset 2 and dataset 5. Dataset 2
3 We presume coverage is calculated using the validation dataset and that validation and training dataset are sufficiently
similar.
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Fig. 8: Goodness-of-fit p-value distribution for three datasets. The model is trained on dataset 5, which consists of
contained neutrino interactions (red). The p-values are also calculated for a dataset of all neutrino interactions (dataset
2 - blue) and a dataset consisting of 20m long tracks of light emission (dataset 5 - green) to emulate muon tracks.
contains additional events at the boundary of the detector, but is otherwise similar. Dataset 5 emulates muon tracks
as 20m track-like energy depositions with similar energy deposition than the point-like interactions. As can be seen,
the p-value distribution for the training dataset is more or less symmetric around 0.5, although a slight shift to larger
p-values remains, possibly because the training result is located in a local optimum or not fully converged. Dataset 2
contains a peak for very low p-values, which is dominated by events at the boundary of the detector. An even stronger
skew in the distribution is seen for muon tracks, whose signature is even more different on average than the training
sample. This example is obtained with toy simulations that only qualitatively model a situation commonly encountered
in neutrino telecopes. However, it illustrates that it is in principle possible to train an extended supervised model on
a signal dataset, apply the resulting model to any data event, and based on the resulting p-value decide to keep the
event or exclude it from further analysis. The remaining events should be similar to events from the training sample,
within uncertainties given by the training statistics and any included systematics. Besides such an application for data
selection, it might also be interesting to study goodness-of-fit results for concrete data to Monte carlo comparisons or
for data anomaly detection.
8 Related Work
We discussed that standard supervised training can be viewed as variational inference, and variational inference can
be viewed as an approximate likelihood-free inference approach. An active topic in likelihood-free inference are neural
sequential inference procedures [43]. These procedures typically require guided re-simulations for a single event, and
eventually should converge to the true posterior. From our perspective, simple supervised learning with normalizing
flows, in combination with coverage and goodness-of-fit guarantees as described earlier, seems more suited for appli-
cations in high-energy physics where time is often critical and posteriors for large datasets might be desired. Even for
single astronomical multi-messenger alerts [10], given the discussed coverage and goodness-of-fit checks, an initial pos-
terior that can be trusted can be send to the community quickly. One can later always decide to refine the result with
an iterative likelihood-free procedure like automatic posterior transformation (APT) [44] which would naturally blend
in due to its use of normalizing flows. For gravitational waves, posterior inference with autoregressive flows has been
discussed recently in [15]. In this line of work, coverage is checked with 1-dimensional marginal distributions which
seems more computationally demanding than our approach. Systematics or goodness-of-fit tests are not discussed in
that paper. In another related line of research, normalizing flows have been used to model the likelihood function
directly [13]. Pure likelihood modeling inherits some problems of the standard likelihood machinery: a time consuming
optimization or MCMC procedure. However, in our view it is useful to model the likelihood as the generative part in
the proposed ”extended supervised training” (section 2.3), but always in combination with an associated posterior.
A central part of our derivation is based on the joint KL-divergence. The importance of the joint KL-divergence has
been emphasized in other approximate Bayesian inference, for example to unify expectation propagation in Gaussian
processes [45] and as mentioned earlier for the derivation of the supervised loss for neural networks [16]. In the latter
example, however, the loss function is not called the log-posterior, but conditional maximum likelihood objective with
respect to the neural network parameters. While both views are correct, the posterior interpretation is more fruitful in
our opinion, in particular in combination with normalizing flows which shows that supervised learning can behave as
rather well-approximated variational inference. Another related recent work applied normalizing flows for a neutrino
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oscillation analysis [46]. The authors do not use the joint KL-divergence in the derivation, which makes it less obvious
how to include systematics, although they briefly mention one approach among two alternatives that is similar to our
suggestion. The authors also argue for a vague agreement of the base distribution with a Gaussian after training, but
do not discuss quantifiable coverage tests.
9 Conclusion
In the first part of the paper we have shown that the supervised learning loss, a semi-supervised learning loss, an
extended supervised loss and the unsupervised ELBO-loss of variational autoencoders can all be derived under one
unifying theme of variational inference. The inference in all these approaches can be traced back to the minimization
of the KL-divergence between the true joint distribution of data and labels and an approximation for certain sub-parts
of the joint distribution based on neural networks.
For supervised learning, the derivation of the loss function from the KL-divergence of the joint distribution is well-
known but the connection to variational inference of the posterior distribution is typically not being made. From our
perspective, however, this interpretation is very useful in high-energy physics, even when using an MSE loss function
which has very poor approximating power. Normalizing flows with a standard normal base naturally generalize the
MSE loss, and are crucial to make the variational inference perspective usable in practice.
A simple replacement of observed with unobserved labels in the KL-divergence allows to eventually derive the
ELBO loss of variational autoencoders. In this derivation, the usual encoder qφ and decoder pθ are both manifestly
auxiliary, and are explicitly separated from the true distribution Pt which pθ and qφ both try to approximate within
a given identifiability class of transformations. This is different from the usual derivation via the marginal likelihood,
e.g. as discussed in the original VAE paper [21], where pθ is often used to denote both the true posterior and the
recognition model, which obfuscates the fact that those are typically not the same and also do not have to be the same
parametric class.
Normalizing flows with a Gaussian, or for simplicity a standard normal, as a base distribution have a second
advantage. They can be used to calculate coverage for the n-dimensional probability density function qφ(zo;x)
they describe. Flowing a test input back to the base distribution, zˆi = ρ
−1(zo,i), allows to calculate the quantity
λbase = −2 · (lnpb(zˆi;xi) − lnpb(0;x)) which should be χ2n distributed if the input follows qφ(zo;x). A similar proce-
dure is known from classical Frequentist coverage calculations. The important difference is that the normalizing-flow
coverage calculation works for arbitrary posterior distributions qφ(zo;x). We expanded the idea to calculate coverage
for arbitrary distributions on spheres, or more generally to joint posteriors on Rn × Sm. To enable coverage for such
distributions we derived the transformation from the n-dimensional standard normal Gaussian to the flat distribution
on the n-sphere, which for 1 and 2 dimensions is conveniently simple and invertible. A further intrinsic flow on the
sphere can then describe a more complex distribution. This two-step procedure ensures stable training, since starting
with the flat distribution on the sphere is a more stable training process than deforming a distribution in the plane
and afterwards stereographically project it, as was already pointed out in [40].
We demonstrated such a coverage calculation with a 2-d posterior of position x, y and with a joint 3-d posterior
of position and direction x, y, θ for point-like neutrino interactions in a toy Monte Carlo. Empirically, we observed
that coverage is already obtained once the training phase enters the random diffusion phase as defined by [41]. Since
the loss still decreases during this phase, only more slowly, and in the variational interpretation this implies shrinking
posteriors, in this second training phase the posterior approximations get slowly better while coverage stays intact.
Viewing all these models as coming from the joint KL-divergence makes it also natural to include systematic
uncertainties in the final approximated posterior distributions. They are included via Bayesian marginalization of the
true posterior which can be included during the Monte Carlo generation process. We test the result with a coverage
calculation for a dataset where the number of expected observed photons is marginalized with a Gaussian to emulate a
systematic uncertainty. The resulting posterior regions are larger which leads to the desired over-coverage with respect
to the original dataset.
Finally, we test the extended supervised learning scheme. It is related to semi-supervised learning and involves a
hybrid of the supervised and VAE losses. In addition to the posterior qφ, a latent encoder qϕ, a prior pψ, and a decoder
pθ are learned either jointly or separately as an add-on to the supervised posterior qφ. The extra latent encoder qϕ
learns further latent variables to encode information not captured by the posterior, while the prior and decoder define
a generative model. The combination of a posterior and a generative model allows to perform Bayesian predictive
simulations, which in combination with a test quantity T (x, z), which we suggest to be the (reduced) log-likelihood
function4, allows to calculate a p-value which can be used as a goodness-of-fit criterion. Any data, that is not similar
to the training data within the given uncertainty of the statistical approximations of the neural networks, leads to
p-values close to 0 and can be excluded. We test this concept with a neural network model trained on point-like
4 The log-likelihood divided by the number of observed data points, which is required for meaningful comparisons of observa-
tions in Poisson processes.
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neutrino interactions contained in the center of the detector. In comparison with point-like interactions in the full
detector, the model calculates a small p-value for events on the boundary of the detector. We also apply it on a
dataset containing track-like energy depositions mimicking muon tracks, for which the separation is also markedly
visible. Such a goodness-of-fit selection strategy can potentially allow a very simple data selection. Any data which is
sufficiently different from the training data can be removed by a simple selection based on the p-value.
Let us mention two aspects that require further investigation. The first is related to the stability of the training
algorithm and the final learned distributions. We used stochastic weight averaging to average over several iterations at
the end of training to obtain a more stable posterior solution. This serves as an approximation to ensemble averaging,
which is basically averaging under a variational posterior over network weights. Due to varying learning rates for
different model complexities, slight fluctuations in the final loss values remained (see fig. 4). Ideally, one would like
a scheme where repeated training schedules lead to repeatable posterior regions which are indistinguishable within a
certain margin which can be defined before training. This needs to be studied more systematically.
A second aspect is related to the data encoding. In all studies we have split the conditional posterior into a data
encoding based on a GRU and aggregate MLP, and a second MLP which further maps that encoding to the normalizing
flow parameters. Our Monte Carlo tests show that at some level of flow complexity the performance bottleneck of the
posterior approximation comes from the data-encoding part. It will therefore be interesting to study more powerful
encoding strategies, and potentially identify an optimal encoding for Poisson process data, which is the dominant data
type in high-energy physics. Any improvement in data encoding will not only translate to tighter posterior contours,
but also to a more powerful goodness-of-fit calculation.
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A Implementation details
A.1 Training
All training procedures use a sample-based natural gradient descent (NGD) [47] with a diagonal approximation and
running averages of the mean and diagonal fisher matrix. We observed this to converge much faster for normalizing
flows than ADAM [48] or standard stochastic gradient descent (SGD) [49]. One can also interpret this as a natural
gradient version of ADAM. We use a mostly fixed learning rate which adjusts itself to keep fluctuations of the validation
loss at a certain level. For the affine flows, we had to fix the learning rate completely, because too large learning rates
would sometimes lead to drastic jumps in the loss function. This seems to be a problem that only occurs for flows
which are defined by less than a handful of parameters. For Gaussianization flows [33], similar behavior could be
seen for single-layer flows with a single basis function. Once the number of flow parameters is increased beyond a
certain level, it does not seem to be an issue anymore. Towards the end of training, once the loss reaches a more
or less constant level, the final iterations are averaged using stochastic weight averaging (SWA) [32]. As argued by
the authors, SWA approximates model ensemble averages. Model averages, in turn can be interpreted as expectations
under the approximate weight posterior since SGD iterations itself can be interpreted as samples from a variational
approximation of the weight posterior [50].
A.2 Posterior
The posterior parametrization is indicated in fig. 2 (c). The first encoding part is similar for all experiments. A GRU
encodes the input data sequentially, the output is aggregated and mapped by a single layer MLP to a hidden dimension
that summarizes the data. The aggregation is motivated for the case when more than one GRU layer is used. We choose
a single-layer GRU with hidden dimension 10 and for the aggregation MLP choose intermediate dimension 15 and map
to a 20-dimensional hidden dimension for all experiments in the paper. This first part has roughly 1000 parameters.
The second step in the posterior is another MLP that maps the hidden dimension to the respective flow parameters.
We use two inner layers for this second MLP, and vary its number of dimensions for the various experiments. The
parameter choices are described in section A.4.
A.3 Likelihood
In our case for Poisson process data, the likelihood pθ has to model eq. 35, and is a hybrid of a part that models the
Poisson distribution, and another part that defines the continuous PDF via a normalizing flow. The parameter choices
are described below.
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A.4 Parameter choices
In fig. 4 the number of dimension in the two inner layers of the second MLP varies between 1 and 100. For the
Gaussianization flow, additionally the number of flow layers varies between 1 and 5, and the number of basis elements
per flow varies between 1 and 10. For the systematic coverage test (section 6) and the goodness of fit test (section 7),
the dimension of the second MLP inner layers is 50, and we use 5 Gaussianization flow layers with 5 basis elements
each. For the goodness-of-fit prior, we use similar number of flow parameters and optimize over them directly, instead
of feeding in a data representation. For the goodness-of-fit likelihood, we use a normalizing flow again with similar
number of parameters for the continuous part of the Poisson process likelihood (eq. 35). The input are the labels and
the module position in (x,y) coordinates. For the poisson part we map the labels and (x,y) dom position via a 2-layer
MLP with 100 hidden units each to the logarithmic mean expectation of a Poisson distribution.
B Coverage for spheres
The following calculation derives the transformation ρtot from the d-dimensional Gaussian distribution to the flat
distribution on the d-sphere (see fig. 5) which is discussed in section 6. The flow can be split up as ρtot = ρ2 ◦ ρ1.
The first flow ρ1 transforms the standard normal to a distribution pf that corresponds to the distribution in the plane
that is the stereographic projection of the flat distribution on the sphere. We can derive pf by starting with the flat
distribution on the sphere. The flat distribution on the d-sphere is defined as [51]
pflat,sphere =
sin(θ1)
1 · . . . · sin(θd−1)d−1
Sd
=
K(θ1, . . . , θd−2) · sin(θd−1)d−1
Sd
(44)
where the sine factors start to appear at dimension two. The factor K abbreviates the first d− 2 of those factors and
Sd denotes the surface area of the d-sphere. Note that θ1 to θd−1 take values between 0 and pi, and an additional
angle φ takes values values between 0 and 2pi. We then define a flow ρ−12 =
(
θ1, . . . , θd−2, φ, ρ−12 (θd−1)
)
which is
similar to a stereographic projection to the plane and which just transforms the last spherical coordinate θd−1, while
all other angles are left unchanged. The angle θd−1 is always related to the dth embedding space coordinate xd via
xd = cos(θd−1) 5. In 3-dimensional space, for example, xd equals the z coordinate. At the same time, for a stereographic
projection onto a plane which aligns to split the sphere and has plane coordinates xp, it is known [52] that the relation
of the embedding coordinate xd to the plane coordinates is given by xd =
(
∑
xp,j)
2−1
(
∑
xp,j)2+1
=
r2f−1
r2f+1
, which is expressed here
entirely as a connection to the radial coordinate in the plane via rf =
∑
xp,j . It therefore follows that
θd−1 = arccos
(
r2f − 1
r2f + 1
)
≡ ρ2(rf ) (45)
or vice versa
rf =
√
2
1− cos(θd−1) − 1 ≡ ρ
−1
2 (θd−1) (46)
which is a relation that is indicated in fig. 5. Applying the flow ρ−12 to the flat distribution on the sphere we obtain
pf (θ1, . . . , θd−2, φ, rf ) = pflat,sphere(θ1, . . . , θd−2, φ, ρ2(rf )) ·
∣∣∣∣dρ2(rf )dθrf
∣∣∣∣ (47)
=
K(θ1, . . . , θd−2)
Sd
·
1−(r2f − 1
r2f + 1
)2(d−1)/2 · 2
r2f + 1
· rd−1f (48)
=
K(θ1, . . . , θd−2)
Sd
·
(
2
r2f + 1
)d
· rd−1f (49)
5 Note that for d = 1 the angle φ, which normally is defined with respect to (1, 0) and goes from 0 to 2pi, has to be redefined
as θ0 = φ+
pi
2
in order for this relation to hold. The angle θ0 further goes from 0 to pi, similar to the other θd−1, and is measured
with respect to the ”north pole” of the sphere.
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where pf is now the corresponding PDF in the plane after the stereographic projection. We now need to find the
flow ρ1 (indicated in fig. 5) to transform a standard normal Gaussian distribution to pf or vice versa. Similar to the
transformation from the sphere to plane, this transformation can be done entirely focussing on the radial coordinate
when the Gaussian distribution is written in spherical coordinates. The radial transformation can be calculated using
the cumulative distribution functions of the radial PDFs. The two radial PDFs are
pr,g(rg) =
∫
θ1,...,θd−2,φ
K(θ1, . . . , θd−2)
(2pi)d/2
· rd−1g · exp
(
−r
2
g
2
)
dθ1 . . . dθd−2dφ (50)
=
Sd−1
(2pi)d/2
rd−1g · exp
(
−r
2
g
2
)
(51)
and
pr,f (rf ) =
∫
θ1,...,θd−2,φ
K(θ1, . . . , θd−2)
Sd
·
(
2
r2f + 1
)d
· rd−1f dθ1 . . . dθd−2dφ (52)
=
Sd−1
Sd
·
(
2
r2f + 1
)d
· rd−1f (53)
where pr,g is the radial distribution of the d-dimensional standard normal distribution and pr,f the radial distribution
of pf . The corresponding CDFs which map from R+ to [0, 1] then follow to be 6
CDFr,g =
Sd−1
2 · (pi)d/2 ·
(
Γ (d/2)− Γ (d/2, r2g/2)
)
(general d) (54)
CDFr,g,1 = erf(rg/
√
2) (d = 1) (55)
CDFr,g,2 = 1− exp(−r2g/2) (d = 2) (56)
and
CDFr,f =
Sd−1 · (2 · rf )d
Sd · d · 2F1(d/2; d; d/2 + 1;−r
2
f ) (general d) (57)
CDFr,f,1 =
2
pi
· tan−1(rf ) (d = 1) (58)
CDFr,f,2 =
r2f
r2f + 1
(d = 2) (59)
where Γ (x, y) is the upper incomplete Gamma function and 2F1 is the Gauss hypergeometric function. The transfor-
mation ρ1 then can be written with the corresponding CDFs as
rf = ρ1(rg) = CDF
−1
r,f (CDFr,g(rg)) (60)
which can in general not be written down analytically except for d = 1 and d = 2. Using bisection and Newton
iterations it is possible to evaluate this expression and its inverse for higher d. The Newton iterations make the result
differentiable, which is required if it is to be used in variational autoencoders. Finally, the transformation ρtot = ρ2 ◦ρ1
can be written as
θd−1 = ρtot(rg) = ρ2
(
CDF−1r,f (CDFr,g(rg)
)
(general d) (61)
ρtot,1(rg) = pi · (1− erf(rg/
√
2)) (d = 1) (62)
ρtot,2(rg) = arccos
(
1− 2 · exp(−r2g/2)
)
(d = 2) (63)
(64)
, which has a simple and invertible structure for d = 1 and d = 2 after some manipulation with trigonometric
identities, while higher dimensions again require bisection and Newton iterations. Because ρtot defines a flow from the
6 Evaluated using Wolfram Alpha at http://www.wolfram-alpha.com. The calculation of CDFr,g likely involves variable
substitution, integration by parts, and then an identification with the upper incomplete gamma function. The calculation of
CDFr,f likely involves variable substitution and an iterative application of hypgergeometric identities.
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d-dimensional standard normal distribution to the flat distribution on the d-sphere, besides its usage in normalizing
flows for coverage as describe in section 6, it can be used as a non-standard way to generate uniform samples on
the d-sphere. This can be done by first sampling from the d-dimensional standard normal distribution, switching to
spherical coordinates, and finally transforming the radial coordinate to the last coordinate θd−1 on the sphere using
ρtot, while keeping all other angles θ1, . . . , θd−2 and φ as they are.
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