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Facilitating the Retrieval of Reusable Software Components
with an Enterprise-Level Model
Marcus A. Rothenberger
James C. Hershauer
Arizona State University
Abstract
The systematic reuse of components for software development is an increasingly popular way to improve
productivity and quality in the creation of software. Companies moving towards a reuse-driven development
process, are facing the trade-off between the increased cost of developing reusable code and the cost savings
they can achieve with it. In order to turn the cost-benefit equation to their advantage, they have to minimize
cost in two areas: the development cost of reusable components, and the retrieval cost of reusable components
from the software repository. The latter can be pursued in several ways. The traditional approach to
component retrieval is a detailed classification of all components with key terms and the use of search
programs to find the appropriate component in the repository. The complex nature of components makes the
identification of suitable key terms difficult. In this paper we are presenting an approach to overcome those
difficulties by using an enterprise-level model as an alternative to component retrieval. To illustrate the
practical feasibility of the alternative model, a specific implementation of this approach by a business process
and accounting system developer is described.

Introduction
Although the reuse of software components is not a new concept, software developers are only recently pursuing it
aggressively (Lim 1994). The reuse of previously written code is a way to increase software development productivity as well
as the quality of the software (Gaffney Jr. and Durek 1989; Banker and Kauffman 1991; Basili, Briand et al. 1996). If previously
tested components are reused in a new software project, they are more likely to be error free than new components. This reduces
the overall failure rate of the software project. Hence, high quality software can be built by incorporating reused components
into the software project. Companies employing a reuse methodology have to engage in three major activities: the reuse, the
retrieval, and the production of reusable software components. The productivity gain from reuse is created by integrating
previously written components into new software projects. The effort spent on retrieving and creating such components reduces
the benefit. The development of components suitable for reuse takes more effort and resources than the development of
components customized for one project, because additional effort is needed to make the components generic enough for use in
future projects (Poulin, Caruso et al. 1993). If the benefits from reusing components exceed the effort spent on retrieving the
components plus the effort spent on making the components reusable, an increase in development productivity is achieved.
Hence, it is in the interest of the software developer to minimize effort spent on both reusable component development and
retrieval. In this paper we are focusing on the latter.
The traditional method of component retrieval is the use of a software repository-based environment. Components are
retrieved using more or less sophisticated browsers which match specifications and documentation of the components against
the requirements of the project (Poulin 1995). The identification of the correct component becomes the more difficult and
inefficient, the wider the subject domain of the projects is. For narrowly defined subject domains, the retrieval of the right
component is relatively easy, since components can be documented without ambiguity. The SAS and SPSS programming
languages are examples for successful reuse in the domain of statistical analysis. The user can easily identify the components
needed and include them as high-level command in the SAS or SPSS program code.

An Alternative Approach: The Enterprise-Level Model Method
Most software development projects are dealing with a wider subject domain. Researchers have been trying to employ
various methods for efficient component retrieval from software libraries (Krueger 1992). In a traditional repository, components
are clustered without a structure that could help to find the code segment needed for a particular project. Retrieval is either
supported by key word classifications and search algorithms, or programmers rely on their memory to find components. We
introduce an alternative approach to component retrieval that employs an enterprise-level model to facilitate software reuse.
Components are clustered along a generic project data model. Since each component is allocated to its corresponding part in the
data model, finding the right component becomes trivial after it has been decided what part of the data model will be used. In
a layered framework, the deepest layer represents the components that are clustered around the data model. Additional
components that can not be assigned to parts of the data model are stored in a traditional repository. Those components are part
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of a higher level of the layered framework. The model not only facilitates reuse in the implementation phase of the software life
cycle, but it also leads to reuse of specifications and design. Hence, the benefits of reuse are achieved in all phases of the life
cycle. In this research we are focusing on the implementation phase.
Code exists on three different levels in an enterprise-level model based software development environment. We refer to the
three levels as deep structure, middle structure, and surface structure. The deep structure is the set of components that is clustered
along the data model or enterprise-level model. It contains the solution to generic requirements of a typical client. It is used as
the basis for all projects. The middle structure consists of traditional components which are generic solutions potentially useful
for a variety of projects. Those components are reused, but they are not part of the enterprise-level model. The components of
the middle structure are organized in a traditional software repository. Since only a small part of the components are in the
repository, retrieval issues are minor compared to repository-based methodologies. The surface structure contains high-level code
and represents the part of the program which is customary to the project and written from specifications. The levels are layered
and each layer uses the components of the layers below (Figure 1).

The Development Environment at MBA TechnologiesTM
Although other firms might implement this concept differently, this case example does demonstrate the potential value of
the approach. MBA TechnologiesTM is a developer of business process and accounting systems. The company uses an enterpriselevel model to facilitate systematic component reuse. The reusable components are organized along the generic enterprise data
and process model. It is a framework for the development of actual projects from customers’ specifications. To write a new
system, requirements are mapped to the generic solution.
This implicitly answers the question regarding which of the reusable components to use in the project and how to find them.
Retrieval problems do not occur. According to the terminology described in the previous section, the enterprise-level model
represents the deep structure. This is where most reuse is achieved. Additions can be made to the deep structure, if necessary.
The additions may be made available for reuse in future projects.
In addition to reuse in the deep structure level, components of the
Surface Structure
middle structure can be reused as well. Here, the company employs a
traditional software repository. The middle structure includes
components that represent more complex routines that interact with the
uses
deep structure. The number of reusable components belonging to this
level is relatively smallcompared to the number of components of the
uses
Middle Structure
enterprise-level model. Since most reusable components are part of the
deep structure, the middle structure repository is small enough to be
completely examined by the programmers. This is similar to the
uses
limited subject domain of the statistical packages we were talking
about earlier. Hence, the company does not need any sophisticated
Deep Structure
browsers to find appropriate components in the middle structure. We
expect to achieve a lower percentage of reuse in the middle structure
Figure 1. The Structures
than in the deep structure.
Finally, in the surface structure, the least amount of reuse is
achieved. The high-level code is interacting with both, the middle and the deep structure. It is representing the custom parts of
every project that are almost entirely written from scratch. In addition to writing and reusing written code, the company also
generates software components for all three structural levels. Both, hand-written and generated code are integrated into the
projects. Code generation is not a necessary part of employing an enterprise-level model to facilitate software reuse. The
advantages of code generation need to be examined separately and are beyond the scope of this research.

Extent of Successful Use
MBA TechnologiesTM has successfully used this methodology in most of their projects over the last five years.

Conclusion
Having presented enterprise-level model based reuse as an alternative to repository-based software reuse, we stressed the
advantages of the methodology over the traditional approach. We presented the benefits of enterprise-level model reuse in all
stages of the software life cycle. While the paper focused on the implementation, there are benefits of the model in the
specification and in the maintenance phases as well. We illustrated the approach by describing its successful use in a software
development company.
The paper described the component retrieval advantages of enterprise-level model based software reuse over repositorybased reuse. Future research will explore whether the enterprise-level based methodology can lead to a greater amount of reuse
in software projects as opposed to the repository-based method. Further research on other implementations of the alternative
approach could lead to a broader understanding of the potential of the method.
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