Abstract
Introduction
During recent years, object-oriented framework technology has become common technology in object-oriented software development [4, 12, 14] since it bears the promise of reduced development effort, e.g. [13] and large-scale reuse. An object-oriented application framework is a reusable asset that constitutes the basis for a number of future applications in the application domain captured by the framework. Examples of application frameworks are Java AWT [9] , Microsoft Foundation Classes [15] , fire alarm systems [12] and measurement systems [5] .
Frameworks tend to evolve through a number of iterations, leading to new versions, due to the incorporation of new or changed requirements, better domain understanding and fault corrections. New versions of a framework cause high maintenance cost for the products built with the framework. Because of this, it is important to assess the stability of a framework. Framework assessment can be used by management to predict required maintenance effort for both the framework and the applications built using it. Framework developers may assess the framework to decide when it can be released for regular product development.
To assess the suitability of a framework for use in application development, one is interested in a general maturity of the framework, in terms of structural and behavioral stability, available documentation, framework vendor support, etc. Our experience is that framework stability is a good indicator of general framework maturity. Since this stability can be assessed using metrics on the framework code, it leads to a more objective evaluation than the other aspects of maturity.
Despite the fact that the use of frameworks is relatively widespread in software industry, assessment methods for framework maturity are few. One example is the work by Bansiya [1, 2] who suggests that the stability of a framework can be assessed by observing the extent and degree of changes of a framework between versions. He defines a structural stable version of a framework as "a version that has the capabilities and structure to effectively be used in the development of most applications within the domain". This definition makes it possible to measure the stability in the framework structure and functionality and can be viewed as a quantification of the extent of change. In this paper, we take Bansiya's approach as a starting point for defining a framework stability assessment method. Using this method, we present data collected from three object-oriented frameworks, i.e. four versions of the billing gateway framework developed by Ericsson Software Technology, five versions of the Microsoft Foundation Classes and four versions of Borland's Object Windows Library. The data for the latter two versions is taken from [1] , whereas the data for the former is collected by us. For all data collection, an identical approach is used, including the same metrics and the same tool for the data collection. The only difference, to the best of our knowledge, is that the billing gateway framework is a proprietary framework used for the development of applications within Ericsson Software Technology, whereas the other two frameworks are commercial GUI frameworks. Based on the data collected from these framework versions, we propose six framework stability hypotheses 1 that are, either completely or partially, supported by the collected data. These hypotheses, once sufficiently validated, provide objective and quantitative means to assess framework stability and, indirectly, framework maturity. However, we also show that careful analysis of the data in its context is required before one can make well-founded statements about framework stability.
The main contribution in this paper is a set of six hypotheses about framework stability that we are able to either completely or partially validate based on the available data. The hypotheses have been formulated by applying a proposed method for assessing framework stability. So, a minor contribution is the validation of the assessment method's applicability.
The reminder of the paper is organized as follows. In section 2, the studied frameworks and the assessment procedure are described. Section 3 and 4 present the collected data and the hypotheses. In section 5 reflections about the assessment methodology and the frameworks are presented. Related work is found in section 6 and the paper is concluded in section 7.
Case study description

The study subjects
The data for the framework stability study presented in this paper consists of three objectoriented frameworks of considerable size. For each framework, at least four versions have been analyzed and data is collected. The first framework is the proprietary Billing Gateway Framework (BGW) developed and used by Ericsson Software Technology. The second, is a graphical user interface framework developed by Microsoft, i.e. Microsoft Foundation Classes (MFC). Finally, the third framework is the Object Windows Library (OWL) developed by Borland. The latter two frameworks are GUI frameworks developed for a mass-market. The BGW framework is described in the following paragraph. The MFC and OWL frameworks are not described since they capture the well-known graphical user interface domain.
The BGW framework is a major part of the Billing Gateway product developed by Ericsson Software Technology, and provides functionality for billing data mediation between network elements, i.e., switches, billing systems, or other post-processing systems for mobile telecommunication. The framework collects call information from mobile switches (NEs), processes the call information and mediates it to billing processing systems. Figure 1 presents the context of the mediation framework graphically. The driving quality requirements in this domain are reliability, availability, portability, call records throughput and maintainability. The framework is black-box, i.e., the framework provides a number of pre-defined objects for application configuration. Five versions of the framework have been developed, all in C++. Due to practical reasons, we were unable to include the first version in the metrics collection. 
Assessment procedure description
Recently Bansiya presented a methodology for assessing stability of an object-oriented framework [1] . In our work we have used the proposed method and added an additional metric, relative-extent-of-change. The relative-extent-of-change metric is described in detail in section 4.2. The assessment approach analyzes the class declarations of the framework and no additional source code is required. The procedure consists of four steps, described in the following sections.
Identification of evolution characteristics. When assessing framework stability, one has to select suitable indicators. Bansiya identifies two categories of evolution characteristics, architectural and individual class characteristics. First, the changes of architectural characteristics are related to the interaction (collaborations) among classes and the structuring of classes in inheritance hierarchies.
Second, the characteristics of individual classes are related to the assessment and change of the structure, functionality and collaboration (relationships) of individual classes between versions. The structure of objects is described and detailed by the data declarations in the class declarations. The functional characteristics are related to the object's methods. The parameter and data declarations that use user-defined objects define the collaboration characteristics of a class.
Selecting metrics to assess each evolution category. Several authors have proposed and studied metrics for object-oriented programming [6, 3, 10] and for frameworks in particular [7] . In table 1 the architectural framework structure and interaction metrics, which are a selection from [3, 6] , are described. The individual class metrics comprise in total of 11 metrics divided into three separate suits and are described in table 2.
Data Collection. The metrics data was collected using the QMOOD++ tool [2] . The data has Fraud Detection been collected for each version of the three frameworks with the same tool, thereby reducing the probability for different interpretations of the metric definitions.
Analyzing the changed architectural characteristics and computing the extent-of-change in the architecture between framework versions. For each of the frameworks and their versions, the collected architectural data are analyzed and the normalized-and relative-extent-of-change metrics are calculated. In addition a calculation of the relative distribution of the total number of changes for all framework versions is done.
Architectural level data and analysis
Analyzing architectural metric values and results
BGW Observations. In table 3, the architectural metric data collected for the four versions of the BGW framework shows that the number of classes nearly doubles from 322 in version 1 to 598 in version 4. The values for number of hierarchies (NOH) and the number of single inheritance (NSI) agree with the increasing value of number of classes. In addition, the values of average depth of inheritance (ADI) and average number of ancestors (ANA) are nearly the same due to the low number of multiple inheritance instances (NMI).
The average depth of inheritance (ADI) reflects the level of specialization in the framework and is expected to increase in newer versions and the average width of inheritance (AWI) is expected NOA, the number of distinct classes (parents) which a class inherits.
NAD, the number of user defined objects used as attributes in a class.
NOP, the number of public methods in a class.
NOC, the number of immediate children (sub classes) of a class.
NRA, the number of pointers and references used as attributes.
NPT, the number of parameter types used in the methods of a class.
DCC, count of the number of classes that a class is directly related to.
CSB, the size of the objects in bytes from the class declaration.
NPM, average of the number of parameters per method in a class. to decrease in new versions since new classes are generally added at deeper levels in the inheritance hierarchy. In our study, we find a minor increase in the average depth of inheritance (ADI) values and a minor decrease of the average width of inheritance (AWI) values. Although this is as expected, the differences between the versions could have been larger. One possible explanation may be that this is a property of black-box frameworks.
The average number of public methods (ACIS), 15-19 methods, and the average of directly coupled classes (ADCC), 3,6-4,0 classes, are fairly constant throughout the versions.
MFC Observations. We see that MFC has had an increase of the number of classes more than three times, from 72 classes in version 1 to 233 classes in version 5. Regarding inheritance relationships MFC do not make use of multiple inheritance and in version 4 the number of inheritance hierarchies was increased to five from only one in the previous versions. The values of average depth of inheritance (ADI) and average number of ancestors (ANA) is the same due to the lack of multiple inheritance in MFC. The average number of public methods has increased from 75,6 public methods up to 110-115 in the last two versions. The average number of directly coupled (ADCC) classes is relatively constant around 9,0 with an exception for the early version where the value was lower.
OWL Observations. The metric data for the OWL framework are obtained from [3] but in our study we will in only make use of the data for the two major versions of OWL. This since we would like to provide correct input to the assessment procedure. A practical effect of using minor versions would be that they, per definition, exhibit a low degree of change between versions. The minor OWL versions are marked with gray table cells.
The OWL framework has a major increase of number of classes from 82 classes in version 4 to 357 classes in version 5. The values for number of hierarchies (NOH) and the number of single inheritance (NS) agree with the increasing value of number of classes. The OWL framework is the only framework of the three that makes extensive use of multiple inheritance (NMI), i.e. 9 cases in version 4 and 30 cases in version 5. The average depth of inheritance (ADI), average width of inheritance and average number of ancestors (ANA) are all lower than for the other frameworks. This is probably due to the high number of multiple inheritance instances. The values for the average number of public methods (ACIS) and directly coupled classes (ADCC) show a considerable increase between the two versions.
Hypotheses
From analysis of the values in table 3 we formulate two hypotheses about framework stability:
Hypothesis 1: Stable frameworks tend to have narrow and deeply inherited class hierarchy structures, characterized by high values for the average depth of inheritance (above 2.1) of classes and low values for the average width of inheritance hierarchies (below 0,85).
Through observations of the values for the MFC and BGW frameworks we see that the initial ADI values are increasing from values below 2.0 and then are successively increasing to values above 2.1. During the evolution of the frameworks, some versions have peak values for the ADI metric. For later versions, the ADI metric decreases to a level between 2.1 and 2.3. The OWL framework exhibits deviating values for the ADI metric compared with the other frameworks.
The AWI metric for the BGW framework is around 0,75 and decreases to 0.83 for the MFC framework. The OWL framework exhibits deviating values for the AWI metric as well. A possible explanation why the OWL has deviating values for both the ADI and AWI metrics could be its use of multiple inheritance, which make the hierarchies more shallow and narrow.
Based on the observation above we formulate the hypothesis, "Stable frameworks tend to have narrow and deeply inherited class hierarchy structures, characterized by high values for the average depth of inheritance (above 2.1) of classes and low values for the average width of inheritance hierarchies (below 0,85)".
Hypothesis 2:
A stable framework has an NSI/DSC ratio just above 0.8 if multiple inheritance is seldom used in the framework, i.e. the number of subclasses in a stable framework is just above 80 percent.
If we consider the ratio between number of subclasses and the total number of classes for a framework version we see that the ratio is going towards a limit value of 0.8 for the BGW and MFC frameworks, table 4. In the case of the OWL framework the limit value is below 0.6 which probably are due to the extensive use of multiple inheritance. Thus, we can formulate the following hypothesis for stable frameworks that do not rely on multiple inheritance; "A stable framework has an NSI/DSC ratio just above 0.8 if multiple inheritance is seldom used in the framework, i.e. the number of subclasses in a stable framework is just above 80 percent"
Analyzing normalized architectural metric values and results
In table 5 the normalized architectural metrics and the normalized-extent-of-change metric is presented. In the table the architectural metric values are normalized with respect to the metric's values in the previous version of the framework. The metric values for the first version of each framework is used as a base for normalization. The normalized metric values are computed by dividing the actual metric values of a version with the metric's value in the previous version for the actual framework.The normalized-extent-of-change metric is computed by summarizing the normalized metrics for a framework version.
The aggregated metric has for the first version of the framework the same values as the number of architectural metrics (nine). Second, the normalized-extent-of-change metric is then computed by taking the difference of the aggregate metrics for the framework version, V i , and the first framework version V 1 . For the first version of a framework the normalized-extent-of-change metric is set to 0. For example, the normalized-extent-of-change metric for version 3 of the BGW framework is computed as 9,41 (aggregate metric values for version 3) minus 9 (aggregate metric value for version 1) which is 0,41. Thus, the normalized-extent-of-change metric has the value 0,41 for version 3 of the BGW framework.
The normalized-extent-of-change metric is a relative indicator of the framework's architectural stability. A high value of the metric indicates relative instability of the framework structure and a low value of the normalized-extent-of-change metric indicates greater stability.
BGW Observations. For the BGW framework we see that the normalized values for number of hierarchies (NOH) is decreasing from 1,17 to 1,10. This indicates that the addition of new inheritance hierarchies is slowly decreasing with newer versions of the framework. Another observation is that the average number of directly coupled classes (ADCC) is fluctuating just over MFC Observations. The normalized value for the number of hierarchies (NOH) metric makes a jump up to 5 in version 4 due to the introduction of five separate hierarchies in the framework.
The normalized values for the number of multiple inheritance hierarchies (NMI) is constantly equal 1since there are no occurrences of multiple inheritance in the framework. In the MFC framework case one can make the same observation as in the BGW framework regarding the average number of directly coupled classes (ADCC) metric. It is close to 1, indicating that the "relationship complexity" is not increasing with newer versions of the framework.
OWL Observations. For the OWL version the values for only the major versions 4.0 and 5.0 are presented in table 5. For all metrics except the average of public methods (ACIS) metric the normalized values are significantly higher then the values for the other frameworks. The values for ACIS have an increase to 1,34, which can be compared to the peaks found in version 2 of the other two frameworks. In general it is difficult to identify any kind of pattern due to the low number of framework versions.
Hypotheses
Hypothesis 3: The normalized ADCC metrics is going towards 1.0 or just below for stable frameworks.
Through analysis of the BGW and MFC framework we see that the ADCC metric have a peak in version 2 and then is decreasing slowly down to 1 or below in later versions. Since the OWL framework only has two major versions it does not contradict this observation. That the ADCC values is close to 1 means that the "relationship complexity" is not increasing with newer versions nor is it decreasing, i.e. the number of relationships for a class is relatively stable and constant throughout all versions of the framework. Thus, we are able to formulate the following hypothesis "the normalized ADCC metrics is going towards 1.0 or just below for stable frameworks". Hypothesis 4: The normalized-extent-of-change metric is below 0.4 for a stable framework.
The MFC framework shows a normalized-extent-of-change value beginning at 2,01 and then successively decreasing down to 0,31 for version 5. For version 4 the normalized-extent-ofchange value is 5,14 which is an atypical value for the MFC framework. The reason for this the introduction of four new hierarchies in version 4 of MFC, otherwise the values would probably be around 1,5 or lower. For the OWL framework the normalized-extent-of-change metrics is 15,55 for version 5, which is extremely high. The reason for the high value can not be found from just one single normalized architectural metric but is the result of the total increase for all normalized architectural metrics. In the case of the BGW framework the normalized-extent-ofchange metric is decreasing from 0,68 to 0,41 and ending with 0,35 for version 4. All version having a values less than 0,7. Based on discussion above we formulate the following hypothesis "The normalized-extent-of-change metric is below 0.4 for a stable framework".
Class level data and analysis
Analyzing Changes and Results
The individual class metrics defined in section 2.2 can be computed in two ways, i.e., including or excluding inherited properties. The first approach requires analyzing a class and all its ancestors for the computation of the class metrics. Typically, changes made to the internal parts of parent classes in a framework ripple the effect of changes to all descendent of the parent class. So all metrics values presented here are counted including the inherited properties.
The metric for each of the 11 class characteristics can be changed between two successive versions. If the value of a particular metric (e.g. number of methods (NOM)) changes from one version to the next, this is defined as one Unit of Change. Since there are 11 characteristics that can be changed for a class, a class can contribute with between 0 to 11 Units of Change. The 11 metric values of each class are compared with the metric values of the class in its predecessor version to compute the total number of units-changed for the classes. The total-extent-of-change for a framework version is the sum of units-changed in all classes between a version and its predecessor. In table 6, the 11 class metrics obtained for the framework versions are presented.
To assess the significance of the total-extent-of-change measure we compare it with the maximum possible change. The maximum possible change represents the case where all the metrics would have changed values for all classes in a framework version. In table 7, the total-extent-of-change is presented relative to the maximum possible change, we name the metric relative-extent-ofchange. Note that the data from the OWL framework was obtained from [3] , which presented data for all OWL versions including the minor versions 4.5 and 5.2. Thus, we are not able to present the changes in class characteristics data since we are only considering major versions. This because the change class characteristics data is computed between two successive major versions in our study.
MFC Observations. In table 6 , we see that the NOA (number-of-ancestor) metric changed values for 18 classes between version 1 and 2 of the MFC framework. The reason for this large change in the metric values was the restructuring of the MFC class hierarchy, which introduced several new classes in the middle of the hierarchy [1, 15] . We can also see that the majority of the changes are related to methods and method parameters i.e. the functionality suit of metrics. For example, the number-of-methods (NOM) 17,5%, number-of-polymorphic-methods (NOP), 12,1% and average number-of-parameters per method (NPM), 17,2%.
BGW Observations. For the BGW framework we observe the same pattern, the majority of changes belong to the functional suit of metrics. For example, the number-of-methods (NOM) 11,9%, the average number-of-parameter types (NPT) 9,5% and average number-of-parameters per method (NPM), 12,0%. An exception is the number-of-polymorphic-methods (NOP) which only represent 7,5% of the total changes. A possible explanation is that the BGW framework is intentionally designed as a black-box framework.
Hypotheses
The relative-extent-of-change metric. The relative-extent-of-change metric is in one way similar to the normalized-extent-of-change metrics since it intends to capture the stability of the framework. On the other side, the relative-extent-of-change metric is on another abstraction level since it is composed of a set of finer grained class metrics and is not directly measured on the architectural level of the framework. In table 7, the relative-extent-of-change metric values are presented. For example, version 1 of the BGW framework has 322 classes which gives a theoretical maximum of 322 * 11 (number of metrics that can change for a class) = 3 542 possible changes for the (previous) version. The actual number of changes between version 1 and version 2 of the mediation framework is 932 which represents a (932 / 3 542) * 100 = 26,3% change between version 1 and 2. Thus, the relative-extent-of-change metric is 26,3% for version 2 of the BGW framework. Once again, note that the data from the OWL framework is not presented since we are only considering major versions.
Hypothesis 5:
A stable framework exhibits a relative-extent-of-change value of less than 25%.
We see that the BGW framework despite it size exhibits a relative-extent-of-change value just above 25% for the first transition, version 1 to version 2. For the successive transitions the values is below 25%. In the case of the MFC framework it begins at a level above 55% for the first transition and continues to be on a level above 50% until version 5 when a large drop occurs down to 19,8%. Based on the observations of the frameworks behavior we formulate the following hypothesis "A stable framework exhibits a relative-extent-of-change value of less than 25%".
Hypothesis 6:
It takes the development and release of three to five versions to produce a stable framework.
This hypothesis can be formulated by studying for which versions of the three observed frameworks the other five hypotheses are true. In table 8, the five hypotheses, H1-H5, and the versions for the three frameworks are listed. An 'Y' indicate that the hypothesis is fulfilled and a 'N' that the hypothesis is not fulfilled. Note that the OWL framework is not fulfilling any of the five hypotheses. The OWL framework has an NSI/DSC ratio below 0,8 but since it is using multiple inheritance heavily it is not fulfilling hypothesis 2.
In table 8 we see that the BGW framework fulfils hypotheses 1 and 2 for version 2 and all but hypothesis 1 for version 3. Version 4 of the BGW framework fulfils all the hypotheses. For the MFC framework the situation is that it fulfills hypotheses 1,2 and 3 for version 4. For version 5 of the MFC framework the additional hypotheses 4 and 5 are fulfilled too.
To summarize, the BGW framework starts fulfilling hypotheses to a large extent from version 3, the MFC framework from version 4 and the OWL framework do not fulfil any of the hypotheses. Thus, we can formulate the following more general hypothesis "It takes the development and release of three to five versions to produce a stable framework".
Reflection
In this section we discuss some reflections related to the stability assessment method used in this paper and how it differs from the original approach proposed in [1] , the applicability of the normalized-extent-of-change metric and what kind of differences in the frameworks the assessment methodology can handle. We have applied a framework stability assessment methodology on three different frameworks. Differences from the original assessment procedure are: • The outcome from three different frameworks have been analyzed in group and not in one single isolated case • We have been able to formulate a set of hypotheses since we have analyzed the outcome from three different frameworks • We have added an additional metric, the relative-extent-of-change metric based on individual class level metrics, which is on another abstraction level than the original normalized-extentof-change metric.
We have validated the original approach by applying the method three times and the method does not show any particular weakness. In our study we have used the original proposed set of metrics. There exist a possibility to change the metric set in the assessment procedure but in our study we have chosen to use the original set.
The introduction of the relative-extent-of-change metric gives us the possibility to compare the normalized-extent-of-change metric to other extent of change metrics. In table 8 , we see that the hypothesis based on the relative-extent-of-change metric, hypothesis 4, indicates framework stability for version 3 and 4 for the BGW framework and for version 5 for the MFC framework. The architectural metric, normalized-extent-of-change, used in hypothesis 5 indicates framework stability for version 3 and 4 for the BGW framework and for version 5 for the MFC framework. Thus, we see that the normalized-extent-of-change metric indicates stability in the same version as the relative-extent-of-change metric indicates. The conclusion is that the normalized-extent-ofchange metric is a good indicator of framework stability.
Using the six formulated hypotheses we found that both the BGW and MFC frameworks have reached stability. This shows one strength of the method since it seems to cope with framework dissimilarities. We describe four major differences between the MFC and BGW framework that are invariant to the stability assessment method.
The MFC framework is a commercial available white-box object-oriented framework with an "anonymous" market whereas the BGW framework is a proprietary framework. We consider a proprietary owned framework to be a more typical study subject since it represents the more common situation in software industry and because the framework developing organization has to deal with explicit customers and customer requirements rather than distributing the framework to a mass market.
Second, the BGW framework is a black-box framework, whereas the MFC framework is white-box. Our experience is that black-box frameworks generally contain a larger number of classes and inheritance hierarchies than white-box frameworks. The rationale for this is that the normal extension mechanism in white-box frameworks is subclassing through inheritance, whereas black-box frameworks use parameterization. To support parameterization, black-box frameworks generally include multiple "options"-hierarchies containing concrete subclasses that can be used in framework instantiations.
A third difference is the size, measured in number of classes, of the two frameworks. The original mediation framework (322 classes) was originally 4.5 times larger than first MFC framework (72 classes). Version 4 of the mediation framework (598 classes) is still 2.9 times larger than the fifth version of the MFC framework (233).
Finally, the domains covered by the frameworks are quite different. The MFC framework implements graphical user interface (GUI) functionality. Compared to most domains, the GUI domain is quite stable in the behavior it is supposed to provide. The mediation domain is considerable less stable and the developers of the framework have had to incorporate impressive amounts of requirement changes and additions during its lifetime.
Related work
Recent work by Lindvall and Sandahl [11] shows that software engineers are not so good at predicting from a requirement specification how many and which classes that will be changed. Their empirical study shows that only between 30-40% of the actual changed classes were predicted to be changed. This can be seen as an argument for a more objective approach for identifying change-prone and evolution-prone parts of a software system which can be seen as the opposite of identifying stability.
Recently, Gall et al. [8] proposed an approach for identifying potential modules for restructuring in large software systems using product release history. The aim of their method is to identify evolution-prone modules using historical version numbering of the modules. In our study we are working with smaller entities, classes, than modules but eventually their approach can be adapted to work on the class abstraction level.
Roberts and Johnson [14] present a pattern language that describes typical steps for the evolution of an object-oriented framework. Common steps in the evolution are development of a white-box framework (extensive use of the inheritance mechanism), the transition to a black-box framework (extensive use of composition), development of a library of pluggable objects etc. These steps give a coarse-grained description of a framework's evolution. However, they do not explicitly describe where and how the framework evolves and which parts that become stable.
Erni and Lewerentz [7] describe a metrics-based approach, which supports incremental development of a framework. By measuring a set of metrics (which requires full source code access) an assessment of the design quality of the framework can be performed. If the metric data is within acceptable limits, the framework is considered to be good enough from a metrics perspective otherwise another design iteration has to done. The approach is intended to be used during the design iterations, before a framework is released and does not consider long term evolution of a framework.
Conclusions and further work
Object-oriented frameworks provide an effective means for achieving reuse of software. A framework provides a reusable asset, which constitutes the basis for a number of similar future applications in the application domain captured by the framework. Especially flexibility and generality of the framework are important to achieve since it is intended to be used for several applications. However, it has proven to be both difficult and expensive to achieve these requirements [14] . Consequently, it requires the development of a number of versions of a framework before it achieves a satisfactory maturity.
Assessment of the maturity of an object-oriented application framework is important since evolving frameworks cause high maintenance cost for the applications built based on the framework. Especially when the interface of the framework is changed in the new version or when the framework was adapted for the application incorporating it, the cost of incorporating the new framework may be substantial. Although framework maturity covers many aspects, our experience is that structural and behavioral framework stability provides a good, objective indicator of maturity. Few framework stability assessment methods exist, but one example is the approach proposed by Bansiya [1, 2] .
Using an assessment method adapted from Bansiya's, we propose six hypotheses based on the data several versions of three object-oriented frameworks, i.e. four versions of Ericsson Software Technology's billing-gateway (BGW) framework, five versions of the Microsoft Foundation Classes framework and four versions of Borland's Object Window Library framework. We collected the data for the BGW framework, whereas the data for the other frameworks was taken from [2] . The framework stability hypotheses are: 1. Stable frameworks tend to have narrow and deeply inherited class hierarchy structures, characterized by high values for the average depth of inheritance (above 2.1) of classes and low values for the average width of inheritance hierarchies (below 0,85). 2. A stable framework has an NSI/DSC ratio just above 0.8 if multiple inheritance is seldom used in the framework. I.e. the number of subclasses in a stable framework is just above 80%. 3. The normalized ADCC metric is going towards 1.0 or just below for stable frameworks. 4. The normalized-extent-of-change metric is below 0.4 for a stable framework. 5. A stable framework exhibits a relative-extent-of-change value less than 25%. 6. It takes the development and release of three to five versions of a framework to produce a stable framework.
These hypotheses are supported by the data from the framework versions that we had access too. However, qualitative analysis is necessary to complement the metrics-based stability assessment. For instance, although four versions were available of the OWL framework, it turned out that two of these were minor updates. Incorporating these minor updates in the data analysis leads to incorrect conclusions. Nevertheless, we believe that the framework stability assessment method and the framework stability hypotheses discussed in this paper provide a useful and industrial applicable approach to assessing the stability of object-oriented frameworks.
As part of future work, we intend to collect data from more object-oriented frameworks in order to validate our hypotheses. In addition, we encourage the research community to do this as well.
