FORM, a symbolic manipulation system, has been widely used in a lot of calculations for High Energy Physics due to its high performance and efficient design. Mathematica, another computational software program, has also widely been used, but more for reasons of generality and user-friendliness than for speed. Especially calculations involving tensors and noncommutative operations like calculating Dirac traces can be rather slow in Mathematica, compared to FORM.
LONG WRITE-UP

I. Basic Ideas
The basic and simplest way to communicate between Mathematica and FORM [1] [2] [3] [4] [5] [6] is using input and output files. This method has been used in FeynCalc [7] and FormCalc [8] , which prepares the symbolic expressions of the diagrams in an input file for FORM, runs FORM, and retrieves the results back to Mathematica.
Another method to exchange data between different processes is to use pipes. The detailed usage of pipe communication between FORM and other external programs is described in [9] . In this article we implement a user-friendly communication between Mathematica and FORM using both possibilities. We would like to note that FormCalc and FormGet.tm, mentioned at http://www.feynarts.de/formcalc, also use MathLink and pipes, but do not provide a general interface from Mathematica to FORM.
The remainder of this section is intended for programmers only and not needed to understand how to use FormLink.
The basic idea is that we create two unnamed pipes, one is the read-only descriptor with file handler r# , the other is the write-only descriptor with file handler w#, then start FORM with the pipe option automatically through the MathLink executable FormLink form -pipe r#,w# init where init refers to the FORM code init.frm , which is discussed in the following. When the pipe connection has been established successfully, FORM sends its Process Identifer (PID) in ASCII decimal format with an appended newline character to the descriptor w# and then FORM will wait for the answer from the descriptor r#. The answer must be two comma-separated integers in ASCII decimal format followed by a newline character. The first integer corresponds to the FORM PID while the second one is the PID of parent process which started FORM. If the answer is not obtained after some time-out, or if it is not correct, i.e. it is not a list of two integers or the first integer is not the FORM PID, then FORM fails. When the channel has been established successfully, FORM will run the code in the init.frm file, containing the following instructions:
Off Statistics; #ifndef 'PIPES_' #message "No pipes found"; .end; #endif #if ('PIPES_' <= 0) #message "No pipes found"; .end; #endif #procedure put (fmt, mexp) #toexternal 'fmt', 'mexp' #toexternal "#THE-END-MARK#" #endprocedure #setexternal 'PIPE1_'; #toexternal "OK" #fromexternal .end
The core parts are the last two lines before the .end instruction. The first line, #toexternal "OK", sends the word OK in ASCII string format from FORM to FormLink, it confirms that the communication channel has been established successfully, otherwise FormLink will treat it as failed. The second line blocks FORM and waits for the code which will be sent from Mathematica. When the prompt 1 arrives, FORM will continue to execute code from #fromexternal. We defined a procedure named put to send data from FORM back to Mathematica. Note that if you want to send data without this procedure, you need to send the end mark, i.e. the string #THE-END-MARK#, to indicate that the data is complete, otherwise FormLink will be blocked until the end mark has been received.
Until now we have demonstrated a round communication from Mathematica to FORM, and then back to Mathematica again. This procedure can be looped if we put another #fromexternal in the code sent from Mathematica to FORM, and in this sense, we get an interactive FORM, which cannot be easily achieved by the first way which exchanges data by input and output files.
II. Installation
To install the FormLink and FeynCalcFormLink packages, run the following instruction in a Kernel or Notebook session of Mathematica 7, 8 or 9 on Linux, MacOSX, or Windows.
Import["http://www.feyncalc.org/formlink/install.m"] The installer will automatically download formlink.zip from the url 2 and extract the files from the archive to the directory Applications in the directory $UserBaseDirectory, which is by default located in the search path of Mathematica. Their values for different platform are listed in TABLE I. Specifying $installdirectory = mydir before running the installer will change the installation directory. It is recommended to use a directory which is on the Mathematica path, e.g., HomeDirectory[], or $BaseDirectory.
For user convenience, the binary files of FormLink, form and tform for Linux, Microsoft Windows and Mac OS X are also installed. Furthermore the latest version of FeynCalc is downloaded from http://www.feyncalc.org and installed automatically into the same directory unless it has been already installed somewhere on the Mathematica path. The basic functions are FormLink to execute FORM programs written as a string in Mathematica and FeynCalcFormLink to run a program specified in FeynCalc syntax through FORM. These two MathLink -based functions are easy to use for FORM and FeynCalc practicioners.
• Here we only explain the most important ones.
The option Form2M can be used to specify the function which translates the expression from FORM to Mathematica format, its default value is function Form2M, which has the following usage: Form2M[string, replist] translates string by ToExpression[StringReplace [string,replist] ,TraditionalForm] to Mathematica. Form2M can also be set to Identity, which means that the result from FORM will be returned as a string, containing the exact output for the Local expression. If conversion to Mathematica is straighforward, i.e., there are no bracketed expressions or other syntaxes not easily interpreted by Mathematica, then it is best to use the setting Form2M→ToExpression, which will just call ToExpression on the string result coming from FORM.
The option Replace is a list of string replacements, its default setting is $Form2M, containing a list of user-changeable (e.g. in Config.m) basic function-name translations from FORM to Mathematica. The option Print can be used to switch informative messages on or off during execution. The option FormSetup can be a list of FORM settings, like TempDir which dynamically produces a form.set file next to the binary which is then called automatically upon starting FORM.
• If the option Functions is set to "CFunctions", then all non-System' functions, except those present in $M2Form and some FeynCalc functions, are automatically declared CFunctions in FORM. If Functions option is set to "Functions", then they are declared noncommutative functions, i.e., Functions in FORM.
The option ExtraDeclare can be used to put any extra valid FORM declarations which are not identified automatically, for example:
ExtraDeclare→{"CFunctions GammaFunction;", "Functions MyOperator;"} The option IDStatements can be set to a string or a list of strings corresponding to FORM identify statement like {"id k1.k1=mass^2;"}. The option Form2FC is set to the function being used to translate expression from FORM to FeynCalc format, the default is Form2FC.
B. Advanced Usage
The basic internal procedure to use FormLink is to start FORM with FormStart, then send the code to FORM for execution using FormWrite and FormPrompt, read and convert the result back to Mathematica through FormRead, finally, stop FORM by calling FormStop. All these calls can be encoded into a single function named FormLink which has been introduced in the previous section.
• FormStart
FormStart[] automatically determines the path of the form executable, which is located in the corresponding subfolder in the bin directory, and then starts FORM in pipe mode. You can also call FormStart[formpath] with explicit full path formpath of the form excutable.
• FormWrite FormWrite[script] sends the script with an appended newline character, to FORM. Notice that FORM will not start to execute the script right away and you can send your scripts by using the FormWrite[script] many times. When you are finished, send the prompt, then FORM executes all instructions sent.
FormWrite[scripts]
, where scripts is a list of strings, will call FormWrite[script] for each element script in the list scripts, so if your code spans several lines, you can also put them as a list with each element corresponding to a single line of your scripts.
• FormPrompt
FormPrompt[] sends the prompt to FORM, which will make FORM continue to execute the code you have sent. The default prompt in FORM is a blank line, FormLink has adopted this default option, so do not send blank lines unintentionally.
• FormRead
FormRead[] reads the data from FORM. It should be noted that if no data is sent from FORM, the calling thread will be blocked until data is available. You can use the procedure put defined in init.frm to send the data from FORM.
FormRead[] will first check whether the pipe has been closed or not, if the pipe has been closed, for example when FORM has encountered some problems, FormRead[] will redirect the standard output from FORM to Mathematica, so the user can check the error messages.
• FormStop
FormStop[] uninstalls the link to Form. FormStop[All] kills all running FormLink processes.
As we discussed in section I, there are two ways to communicate between FORM and Mathematica, the functions introduced above are all used with the method of piping. We also provide two functions which are not using MathLink, but deal with input and output files only.
• RunForm RunForm[script] runs script in FORM and writes the result to runform.frm and the log file to form.log in the current directory, i.e., the value returned by the M athematica function Directory[].
RunForm[script, formfile] uses formfile instead of runform.frm. The first argument script can be a string or a list of strings.
An optional third argument can be given to use a specific FORM executable, otherwise a FORM executable from $FormLinkDir/bin is used.
• ReadString ReadString[str] imports str as Text and translates it to Mathematica syntax by using $Form2M. You can use #write preprocessor to write your data to the output file by FORM, and use ReadString to read it into Mathematica. So the general steps to use the package with FeynCalc are to convert FeynCalc code to FORM, and then send the converted code to FORM for executing with FormLink, and finally convert the results in FORM format back to FeynCalc. All these steps are implemented into a single function FeynCalcFormLink, which has been introduced in the previoius section.
IV. Examples Using FormLink, FeynCalcFormLink and RunForm
We list a few examples using the FormLink, FeynCalcFormLink and RunForm functions. More examples can be found in the Examples directories of both packages.
A. Using FormLink
FormLink is a function for running FORM from Mathematica and returning the result to Mathematica. p1,p2,p3,p4,p5,p6,p7,p8,p9,p10,p11,p12,p13,p3 So mresult has more than 12 million terms and it occupies around 2 GB. For this example with a lot of terms FORM 4 is slightly slower than Mathematica 9. Commuting and noncommuting functions 
A short trace
Index and Vector (Local F=p1(i1)*(p2(i1)+p3(i3))*(p1(i2)+p2(i3));) This sets back the default output format type to StandardForm. 
AutoDeclare Index lor; Format Mathematica; L resFL = (g_(1,lor1)*g_(1,lor2)*g_(1,lor3)*g_(1,lor4)*g5_(1)); trace4,1; contract 0; .sort; #call put("%E", resFL) #fromexternal Enter a trace tr
Calculate it through FORM: (1)+g_(1,p1))*g_(1,lor1)*(m*gi_ (1) Let us consider some applications of FormLink combined with FeynCalc. We take the process: e + e − → τ + τ − → ud µν µ ν τντ as an example, which has been considered in the Form courses [10] . We can express the squared amplitude as: Symbols emass, mass3, mass4, mass5, mass6, mass7, mass8, s, tmass; Indices m1, m2, m3, n1, n2, n3; Vectors p1, p2, p3, p4, p5, p6, p7, p8, q1, q2 ; Format Mathematica; L resFL = (((-(emass*gi_ (1))+g_(1,p2))*g_(1,m1)*(emass*gi_ (1)+g_(1,p1)) *g_(1,n1)*(mass4*gi_ (2)+g_(2,p4))*g_(2,m2)*(g7_(2)/2)*(-(mass5*gi_ (2)) +g_(2,p5))*g_(2,n2)*(g7_(2)/2)*(mass7*gi_ (3)+g_(3,p7))*g_(3,m3) *(g7_(3)/2)*(-(mass8*gi_ (3))+g_(3,p8))*g_(3,n3)*(g7_(3)/2)*(mass3 *gi_ (4)+g_(4,p3))*g_(4,m2)*(g7_(4)/2)*(tmass*gi_ (4)+g_(4,q1)) *g_(4,m1)*(tmass*gi_(4)-g_(4,q2))*g_(4,m3)*(g7_(4)/2)*(-(mass6 *gi_ (4))+g_(4,p6))*g_(4,n3)*(g7_(4)/2)*(tmass*gi_(4)-g_(4,q2)) *g_(4,n1)*(tmass*gi_ (4)+g_(4,q1))*g_(4,n2)*(g7_(4)/2))/256); trace4,1; trace4,2; trace4,3; trace4,4; contract 0; .sort; id q1.q1 = tmass ∧ 2; id q2.q2 = tmass ∧ 2; id p1.p2 = s/2-emass ∧ 2; id q1.q2 = s/2-tmass ∧ 2; .sort; #call put("%E", resFL) #fromexternal The results of FORM and FeynCalc agree, but FORM is much faster. There is a some noticeable overhead in translating the returned string to FeynCalc. In a future version of FormLink we will improve this by either using parallel features of Mathematica or by writing a special MathLink program similar to FormGet.tm.
VI. Summary
We have implemented FormLink and FeynCalcFormLink, two MathLink -based programs implemented in Mathematica, C and FORM, which embed FORM in Mathematica and FeynCalc. A non-MathLink -based file-based function RunForm has been also put into the FormLink package. For both packages we provide configurable functions for the syntax conversions. A limited subset of the syntaxes from both programs are automatically translated to each other by our two Mathematica packages. In this way we can combine the speed of FORM with the generality of Mathematica. A simple installation facility has been provided.
We hope to be able to extend the functionality and range of applicability of the packages in the future.
VII. Licenses
FormLink and FeynCalcFormLink are covered by the GNU Lesser General Public License, like FORM. The conditions for the use of FORM are laid out here: http:// www.nikhef.nl/~form/license/license.html and should be followed of course also when using FormLink/FeynCalcFormLink. The license for using Mathematica is given here: http://www.wolfram.com/legal/agreements/wolfram-mathematica.html
