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Fig.1 Esquema en forma de Arbol sobre el contenido del CD 
adjunto a este proyecto. 
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1. Código Fuente en Visual C++ CGRIJOTECH DSP1 
 
1.1 Clase CGRIJOTECH_DSP1Dlg 
 
1.1.1  CGRIJOTECH_DSP1Dlg.h 
 
// GRIJOTECH_DSP1Dlg.h : header file 
 
#if 
!defined(AFX_GRIJOTECH_DSP1DLG_H__ECC4B687_A6B1_44E7_BFFF_1ED77034B817__
INCLUDED_) 
#define 
AFX_GRIJOTECH_DSP1DLG_H__ECC4B687_A6B1_44E7_BFFF_1ED77034B817__INCLUD
ED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
 
#include "rtdxint.h" 
///////////////////////////////////////////////////////////////////////////// 
// CGRIJOTECH_DSP1Dlg dialog 
 
class CGRIJOTECH_DSP1Dlg : public CDialog 
{ 
typedef int Amplif[2]; //Tipos definidos para la estructura efectos, el indice indica el numero de  
                                // parametros 
 
 typedef int P_Ruido[2]; 
 typedef int Com_Exp[4]; 
 typedef int Distor[4]; 
 typedef int Delays[5]; 
 typedef int Choruses[8]; 
 typedef int Filter[5]; 
 typedef int Rev[5]; 
 typedef int Flan[7]; 
 typedef int TiposFiltro[3]; 
 
    struct Efectos      //Definicion de la estructura efectos. El indice de los miembros indica el  
                               //numero de efectos 
    {   
         // Ejemplo Acceso Distorsion1 = efecto.Distorsion["nParametro"]["Dist1="0",Dist2=1"] 
 
Amplif Ampli; 
P_Ruido PRuido;  
 Com_Exp ComExp; 
 Distor Distorsion[2]; 
 Choruses Chorus; 
 Delays Delay; 
 Flan Flanger; 
 Rev Reverb; 
 TiposFiltro Filtro; 
 int contaEfecto; 
 int Lefectos[20]; 
}; 
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 struct Com 
 { 
  int ArrayControl[20]; 
  int VControl[50]; 
  int ContaControl; 
  int ContaValor; 
  int ArrayActEfect[10]; 
 }; 
 
// Construction 
public: 
 
 int a; 
 void EnviarTramaTres(); 
 void CrearTramaTres(int Ttrama, int nEfecto, int nParametros,int InicioParam,int On_Off); 
 void GuardaEfectoDialogos(); 
 void GuardaEfectoInterficie(); 
 void EnviaArray(int nElementos, int Array[]); 
 
 
////////////////////////////////////////////////////////////////////////////////////////////////////////////  
// Declaración de variables Globales de la Aplicacion 
////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
 IRtdxExp* pRTDX; 
 CBitmap ImgControlConf; 
 CBitmap ImgTReal; 
 CBitmap ImgListas; 
 CBitmap ImgComp_Exp; 
 CBitmap ImgPR; 
 CBitmap ImgLedAmp; 
 CBitmap m_LedVentana; 
 CBitmap m_Bmp3; 
 CBitmap m_Bmp2; 
 CBitmap m_Bmp1; 
 CBitmap m_Bmp; 
 CBitmap Imgi1; //Contenedores Bmp para las imagenes de los Leds del Smitter 
 CBitmap Imgi2; 
 CBitmap Imgi3; 
 CBitmap Imgi4; 
 CBitmap Imgi5; 
 CBitmap Imgi6; 
 CBitmap Imgd1; 
 CBitmap Imgd2; 
 CBitmap Imgd3; 
 CBitmap Imgd4; 
 CBitmap Imgd5; 
 CBitmap Imgd6; 
 
 int MostrarBmp[20] ; 
 bool m_reinicio; 
 CString m_PathDef; 
 CString m_List; 
 struct Efectos p; 
 struct Com InOut; 
 
////////////////////////////////////////////////////////////////////////////////////////////////////////////  
// Declaración de funciones publicas de la Aplicacion 
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////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
 void ActualizaTodosLeds(); 
 void CargaDialogo(CString Sefecto); 
 void ActualizarLed(int index, CStatic* var); 
 void SalvaConfiguracion(CString ruta); 
 void CargaArchivo(CString ruta); 
 bool ExisteEnLista2(CString str); 
 CString DescodificaEfecto(int nef); 
 int CodificaEfecto(CString ef); 
 CString ConvertirEnRatio(int pos); 
 CString Abrir_GuardarDialogBox(bool Ab_Guar); 
 void AsignaParametro(int nefecto); 
 void InicializaComunicacion(); 
  
 CGRIJOTECH_DSP1Dlg(CWnd* pParent = NULL); // standard constructor 
 
             // Dialog Data 
 //{{AFX_DATA(CGRIJOTECH_DSP1Dlg) 
 enum { IDD = IDD_GRIJOTECH_DSP1_DIALOG }; 
 CEdit m_CCom; 
 CStatic m_LedF5_3; 
 CStatic m_LedF5_2; 
 CStatic m_LedF5_1; 
 CStatic m_LedF4_3; 
 CStatic m_LedF4_2; 
 CStatic m_LedF4_1; 
 CStatic m_LedF3_3; 
 CStatic m_LedF3_2; 
 CStatic m_LedF3_1; 
 CStatic m_LedF2_3; 
 CStatic m_LedF2_2; 
 CStatic m_LedF2_1; 
 CStatic m_LedF1_3; 
 CButton m_bf5_3; 
 CButton m_bf5_2; 
 CButton m_bf5_1; 
 CButton m_bf4_3; 
 CButton m_bf4_2; 
 CButton m_bf4_1; 
 CButton m_bf3_3; 
 CButton m_bf3_2; 
 CButton m_bf3_1; 
 CButton m_bf2_3; 
 CButton m_bf2_2; 
 CButton m_bf2_1; 
 CStatic m_LedETR; 
 CStatic m_LedControlConf; 
 CStatic m_LedConf; 
 CStatic m_LedCompExp; 
 CStatic m_LedPRuido; 
 CStatic m_LedAmp; 
 CButton m_CheckControlConf; 
 CButton m_BotonStop; 
 CButton m_BotonPlay; 
 CStatic m_LedDist2; 
 CStatic m_LedDist1; 
 CButton m_BotonDefault; 
 CButton m_BotonAddTodos; 
 CButton m_BotonQuitarTodos; 
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 CEdit m_EditPRAten; 
 CEdit m_EditPRUmbral; 
 CEdit m_EditAmpRight; 
 CEdit m_EditAmpLeft; 
 CButton m_CheckTReal; 
 CButton m_CheckComp; 
 CButton m_CheckPRuido; 
 CButton m_CheckAmpli; 
 CButton m_LedDer6; 
 CButton m_LedDer1; 
 CButton m_LedDer2; 
 CButton m_LedDer3; 
 CButton m_LedDer4; 
 CButton m_LedDer5; 
 CButton m_LedIzq6; 
 CButton m_LedIzq5; 
 CButton m_LedIzq4; 
 CButton m_LedIzq3; 
 CButton m_LedIzq2; 
 CButton m_LedIzq1; 
 CButton m_BotonDist3; 
 CButton m_BotonDist2; 
 CButton m_BotonDist1; 
 CEdit m_EditComRelaja; 
 CEdit m_EditComAtaque; 
 CEdit m_EditComUmbral; 
 CEdit m_EditComRatio; 
 CSliderCtrl m_SliderCompAtaque; 
 CSliderCtrl m_SliderCompRelaja; 
 CSliderCtrl m_SliderCompUmbral; 
 CSliderCtrl m_SliderCompRatio; 
 CSliderCtrl m_SliderPRAten; 
 CSliderCtrl m_SliderPRUmbral; 
 CSliderCtrl m_SliderAmpRight; 
 CSliderCtrl m_SliderAmpLeft; 
 CButton m_BotonGuardaConf; 
 CButton m_BotonCargaConf; 
 CButton m_BotonConfEf; 
 CListBox m_Lista2; 
 CButton m_BotonQuitar; 
 CButton m_BotonAdd; 
 CButton m_CheckConfig; 
 CListBox m_Lista1; 
 int  m_EditVALeft; 
 int  m_EditVARight; 
 int  m_EditVAUmbral; 
 int  m_EditVAataque; 
 int  m_EditVAUmbral_; 
 int  m_EditVAataque_; 
 int  m_EditVArelaja_; 
 CString m_path; 
 int  m_EditVAPRatenua; 
 int  m_EditVAPRumbral; 
 CString m_EditVAratio_; 
 int m_VDist1Umbral; 
    int m_VDist1porcen; 
 int m_VDist2a; 
 int m_VDist2b; 
 int m_Vdist2c; 
 int m_Vdist2d; 
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 int  m_ValorCom; 
 CString m_ValorArrayCom; 
 int m_Vchorusa; 
 int m_Vchorusb; 
 int m_Vchorusc; 
 int m_Vchorusd; 
 int m_Vchoruse; 
 int m_Vchorusf; 
 int m_Vchorusg; 
 int m_VchorusOnda; 
 int m_Vdelb; 
 int m_Vdela; 
 int m_VReverba; 
 int m_VReverbb; 
 int m_VReverbc; 
 int m_VReverbd; 
 int m_VReverbe; 
 int m_VReverbf; 
 int m_VReverbg; 
 int m_VFlangera; 
 int m_VFlangerb; 
 int m_VFlangerc; 
 int m_VFlangerd; 
 int m_VFlangere; 
 int m_VFlangerf; 
 int m_VFlangerg; 
 int m_VPAltos; 
 int m_VPBajos; 
 int m_VPBanda; 
 int m_VFiltroa; 
 int m_VFiltrob; 
 int _VFiltroc; 
 
 //}}AFX_DATA 
 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CGRIJOTECH_DSP1Dlg) 
 protected: 
 virtual void DoDataExchange(CDataExchange* pDX); // DDX/DDV support 
 
 //}}AFX_VIRTUAL 
 
// Implementation 
protected: 
 
 HICON m_hIcon; 
 
 // Generated message map functions 
 //{{AFX_MSG(CGRIJOTECH_DSP1Dlg) 
 
             virtual BOOL OnInitDialog(); 
 afx_msg void OnSysCommand(UINT nID, LPARAM lParam); 
 afx_msg void OnPaint(); 
 afx_msg HCURSOR OnQueryDragIcon(); 
 afx_msg void OnCheck1(); 
 afx_msg void OnCheck2(); 
 afx_msg void OnCheck3(); 
 afx_msg void OnCheck4(); 
 afx_msg void OnCheck5(); 
 afx_msg void OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
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 afx_msg void OnButton1(); 
 afx_msg void OnButton2(); 
 afx_msg void OnDblclkList1(); 
 afx_msg void OnButton3(); 
 afx_msg void OnVScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
 afx_msg void OnCancelMode(); 
 afx_msg void OnButton6(); 
 afx_msg void OnButton10(); 
 afx_msg void OnDblclkList2(); 
 afx_msg void OnCargarArchivo(); 
 afx_msg void OnGuardarArchivo(); 
 afx_msg void OnButton11(); 
 afx_msg void OnFileAbrirarchivo(); 
 afx_msg void OnFileCerrar(); 
 afx_msg void OnFileSalvarconfiguracion(); 
 afx_msg void OnButtonDist1(); 
 afx_msg void OnButtonDist2(); 
 afx_msg void OnCheck6(); 
 afx_msg void OnButtonDistAnillo(); 
 afx_msg void OnButtonF2_1(); 
 afx_msg void OnButtonF2_2(); 
 afx_msg void OnButtonF2_3(); 
 afx_msg void OnButtonF3_1(); 
 afx_msg void OnButtonF3_2(); 
 afx_msg void OnButtonF3_3(); 
 afx_msg void OnButtonF4_1(); 
 afx_msg void OnButtonF4_2(); 
 afx_msg void OnButtonF4_3(); 
 afx_msg void OnButtonF5_1(); 
 afx_msg void OnButtonF5_2(); 
 afx_msg void OnButtonF5_3(); 
 afx_msg void OnClose(); 
 afx_msg void OnButtonPlay(); 
 afx_msg void OnButtonStop(); 
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
}; 
 
 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
 
#endif // 
!defined(AFX_GRIJOTECH_DSP1DLG_H__ECC4B687_A6B1_44E7_BFFF_1ED77034B817__
INCLUDED_) 
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1.1.2  CGRIJOTECH_DSP1Dlg.cpp 
 
// GRIJOTECH_DSP1Dlg.cpp : implementation file 
// 
 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "GRIJOTECH_DSP1Dlg.h" 
#include "Distorsion1.h" 
#include "Distorsion2.h" 
#include "Chorus.h" 
#include "Delay.h" 
#include "FPAltos.h" 
#include "FPBajos.h" 
#include "FPBanda.h" 
#include "Reverb.h" 
#include "Flanger.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CAboutDlg dialog used for App About 
 
class CAboutDlg : public CDialog 
{ 
public: 
 void Actualiza_EditBox( int VarDest); 
 CAboutDlg(); 
 
// Dialog Data 
 //{{AFX_DATA(CAboutDlg) 
 enum { IDD = IDD_ABOUTBOX }; 
 //}}AFX_DATA 
 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CAboutDlg) 
 protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
 //}}AFX_VIRTUAL 
 
// Implementation 
protected: 
 //{{AFX_MSG(CAboutDlg) 
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
}; 
 
CAboutDlg::CAboutDlg() : CDialog(CAboutDlg::IDD) 
{ 
 //{{AFX_DATA_INIT(CAboutDlg) 
 //}}AFX_DATA_INIT 
} 
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void CAboutDlg::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 //{{AFX_DATA_MAP(CAboutDlg) 
 //}}AFX_DATA_MAP 
} 
 
BEGIN_MESSAGE_MAP(CAboutDlg, CDialog) 
 //{{AFX_MSG_MAP(CAboutDlg) 
  // No message handlers 
 //}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
// CGRIJOTECH_DSP1Dlg() 
//Declaracion de las variables miembro 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
CGRIJOTECH_DSP1Dlg::CGRIJOTECH_DSP1Dlg(CWnd* pParent /*=NULL*/) 
 : CDialog(CGRIJOTECH_DSP1Dlg::IDD, pParent) 
{ 
 //{{AFX_DATA_INIT(CGRIJOTECH_DSP1Dlg) 
 m_EditVALeft = 0; 
 m_EditVARight = 0; 
 m_EditVAUmbral = 0; 
 m_EditVAUmbral_ = 0; 
 m_EditVAataque_ = 0; 
 m_EditVArelaja_ = 0; 
 m_path = _T(""); 
 m_EditVAPRatenua = 0; 
 m_EditVAPRumbral = 0; 
 m_EditVAratio_ = _T(""); 
 m_ValorCom = 0; 
 m_ValorArrayCom = _T(""); 
 //}}AFX_DATA_INIT 
 // Note that LoadIcon does not require a subsequent DestroyIcon in Win32 
 m_hIcon = AfxGetApp()->LoadIcon(IDR_MAINFRAME); 
} 
 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//DoDataExchange() 
//Manejador que envia un mensaje al Iniciar el intercambio de valores entre las variables 
asociadas al objeto 
//y los controles manejados por dichas variables. Este handler es Creado por MS VC++ 
Automaticamente cada vez 
//que se asocia una variable a un control mediate el Class Wizzard (Ctr+W) 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 //{{AFX_DATA_MAP(CGRIJOTECH_DSP1Dlg) 
 DDX_Control(pDX, IDC_EDIT9, m_CCom); 
 DDX_Control(pDX, IDC_LED15, m_LedF5_3); 
 DDX_Control(pDX, IDC_LED14, m_LedF5_2); 
 DDX_Control(pDX, IDC_LED13, m_LedF5_1); 
 DDX_Control(pDX, IDC_LED12, m_LedF4_3); 
 DDX_Control(pDX, IDC_LED11, m_LedF4_2); 
 DDX_Control(pDX, IDC_LED10, m_LedF4_1); 
 DDX_Control(pDX, IDC_LED9, m_LedF3_3); 
 DDX_Control(pDX, IDC_LED8, m_LedF3_2); 
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 DDX_Control(pDX, IDC_LED7, m_LedF3_1); 
 DDX_Control(pDX, IDC_LED6, m_LedF2_3); 
 DDX_Control(pDX, IDC_LED5, m_LedF2_2); 
 DDX_Control(pDX, IDC_LED4, m_LedF2_1); 
 DDX_Control(pDX, IDC_LED3, m_LedF1_3); 
 DDX_Control(pDX, IDC_BUTTON35, m_bf5_3); 
 DDX_Control(pDX, IDC_BUTTON34, m_bf5_2); 
 DDX_Control(pDX, IDC_BUTTON33, m_bf5_1); 
 DDX_Control(pDX, IDC_BUTTON32, m_bf4_3); 
 DDX_Control(pDX, IDC_BUTTON31, m_bf4_2); 
 DDX_Control(pDX, IDC_BUTTON30, m_bf4_1); 
 DDX_Control(pDX, IDC_BUTTON29, m_bf3_3); 
 DDX_Control(pDX, IDC_BUTTON28, m_bf3_2); 
 DDX_Control(pDX, IDC_BUTTON15, m_bf3_1); 
 DDX_Control(pDX, IDC_BUTTON14, m_bf2_3); 
 DDX_Control(pDX, IDC_BUTTON13, m_bf2_2); 
 DDX_Control(pDX, IDC_BUTTON12, m_bf2_1); 
 DDX_Control(pDX, IDC_LED21, m_LedETR); 
 DDX_Control(pDX, IDC_LED20, m_LedControlConf); 
 DDX_Control(pDX, IDC_LED19, m_LedConf); 
 DDX_Control(pDX, IDC_LED18, m_LedCompExp); 
 DDX_Control(pDX, IDC_LED17, m_LedPRuido); 
 DDX_Control(pDX, IDC_LED16, m_LedAmp); 
 DDX_Control(pDX, IDC_CHECK6, m_CheckControlConf); 
 DDX_Control(pDX, IDC_BUTTON60, m_BotonStop); 
 DDX_Control(pDX, IDC_BUTTON59, m_BotonPlay); 
 DDX_Control(pDX, IDC_LED2, m_LedDist2); 
 DDX_Control(pDX, IDC_LED1, m_LedDist1); 
 DDX_Control(pDX, IDC_BUTTON11, m_BotonDefault); 
 DDX_Control(pDX, IDC_BUTTON6, m_BotonAddTodos); 
 DDX_Control(pDX, IDC_BUTTON10, m_BotonQuitarTodos); 
 DDX_Control(pDX, IDC_EDIT4, m_EditPRAten); 
 DDX_Control(pDX, IDC_EDIT3, m_EditPRUmbral); 
 DDX_Control(pDX, IDC_EDIT2, m_EditAmpRight); 
 DDX_Control(pDX, IDC_EDIT1, m_EditAmpLeft); 
 DDX_Control(pDX, IDC_CHECK5, m_CheckTReal); 
 DDX_Control(pDX, IDC_CHECK3, m_CheckComp); 
 DDX_Control(pDX, IDC_CHECK2, m_CheckPRuido); 
 DDX_Control(pDX, IDC_CHECK1, m_CheckAmpli); 
 DDX_Control(pDX, IDC_BUTTON9, m_BotonDist3); 
 DDX_Control(pDX, IDC_BUTTON8, m_BotonDist2); 
 DDX_Control(pDX, IDC_BUTTON7, m_BotonDist1); 
 DDX_Control(pDX, IDC_EDIT8, m_EditComRelaja); 
 DDX_Control(pDX, IDC_EDIT7, m_EditComAtaque); 
 DDX_Control(pDX, IDC_EDIT6, m_EditComUmbral); 
 DDX_Control(pDX, IDC_EDIT5, m_EditComRatio); 
 DDX_Control(pDX, IDC_SLIDER7, m_SliderCompAtaque); 
 DDX_Control(pDX, IDC_SLIDER8, m_SliderCompRelaja); 
 DDX_Control(pDX, IDC_SLIDER6, m_SliderCompUmbral); 
 DDX_Control(pDX, IDC_SLIDER5, m_SliderCompRatio); 
 DDX_Control(pDX, IDC_SLIDER4, m_SliderPRAten); 
 DDX_Control(pDX, IDC_SLIDER3, m_SliderPRUmbral); 
 DDX_Control(pDX, IDC_SLIDER2, m_SliderAmpRight); 
 DDX_Control(pDX, IDC_SLIDER1, m_SliderAmpLeft); 
 DDX_Control(pDX, IDC_BUTTON5, m_BotonGuardaConf); 
 DDX_Control(pDX, IDC_BUTTON4, m_BotonCargaConf); 
 DDX_Control(pDX, IDC_BUTTON3, m_BotonConfEf); 
 DDX_Control(pDX, IDC_LIST2, m_Lista2); 
 DDX_Control(pDX, IDC_BUTTON2, m_BotonQuitar); 
 DDX_Control(pDX, IDC_BUTTON1, m_BotonAdd); 
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 DDX_Control(pDX, IDC_CHECK4, m_CheckConfig); 
 DDX_Control(pDX, IDC_LIST1, m_Lista1); 
 DDX_Text(pDX, IDC_EDIT1, m_EditVALeft); 
 DDX_Text(pDX, IDC_EDIT2, m_EditVARight); 
 DDX_Text(pDX, IDC_EDIT6, m_EditVAUmbral_); 
 DDX_Text(pDX, IDC_EDIT7, m_EditVAataque_); 
 DDX_Text(pDX, IDC_EDIT8, m_EditVArelaja_); 
 DDX_Text(pDX, LT_PATH, m_path); 
 DDX_Text(pDX, IDC_EDIT4, m_EditVAPRatenua); 
 DDX_Text(pDX, IDC_EDIT3, m_EditVAPRumbral); 
 DDX_Text(pDX, IDC_EDIT5, m_EditVAratio_); 
 DDX_Text(pDX, IDC_EDIT9, m_ValorCom); 
 DDX_Text(pDX, IDC_EDIT10, m_ValorArrayCom); 
 //}}AFX_DATA_MAP 
} 
 
BEGIN_MESSAGE_MAP(CGRIJOTECH_DSP1Dlg, CDialog) 
 //{{AFX_MSG_MAP(CGRIJOTECH_DSP1Dlg) 
 ON_WM_SYSCOMMAND() 
 ON_WM_PAINT() 
 ON_WM_QUERYDRAGICON() 
 ON_BN_CLICKED(IDC_CHECK1, OnCheck1) 
 ON_BN_CLICKED(IDC_CHECK2, OnCheck2) 
 ON_BN_CLICKED(IDC_CHECK3, OnCheck3) 
 ON_BN_CLICKED(IDC_CHECK4, OnCheck4) 
 ON_BN_CLICKED(IDC_CHECK5, OnCheck5) 
 ON_WM_HSCROLL() 
 ON_BN_CLICKED(IDC_BUTTON1, OnButton1) 
 ON_BN_CLICKED(IDC_BUTTON2, OnButton2) 
 ON_LBN_DBLCLK(IDC_LIST1, OnDblclkList1) 
 ON_BN_CLICKED(IDC_BUTTON3, OnButton3) 
 ON_WM_VSCROLL() 
 ON_WM_CANCELMODE() 
 ON_BN_CLICKED(IDC_BUTTON6, OnButton6) 
 ON_BN_CLICKED(IDC_BUTTON10, OnButton10) 
 ON_LBN_DBLCLK(IDC_LIST2, OnDblclkList2) 
 ON_BN_CLICKED(IDC_BUTTON4, OnCargarArchivo) 
 ON_BN_CLICKED(IDC_BUTTON5, OnGuardarArchivo) 
 ON_BN_CLICKED(IDC_BUTTON11, OnButton11) 
 ON_COMMAND(ID_FILE_ABRIRARCHIVO, OnFileAbrirarchivo) 
 ON_COMMAND(ID_FILE_CERRAR, OnFileCerrar) 
 ON_COMMAND(ID_FILE_SALVARCONFIGURACIN, OnFileSalvarconfiguracion) 
 ON_BN_CLICKED(IDC_BUTTON7, OnButtonDist1) 
 ON_BN_CLICKED(IDC_BUTTON8, OnButtonDist2) 
 ON_BN_CLICKED(IDC_CHECK6, OnCheck6) 
 ON_BN_CLICKED(IDC_BUTTON9, OnButtonDistAnillo) 
 ON_BN_CLICKED(IDC_BUTTON12, OnButtonF2_1) 
 ON_BN_CLICKED(IDC_BUTTON13, OnButtonF2_2) 
 ON_BN_CLICKED(IDC_BUTTON14, OnButtonF2_3) 
 ON_BN_CLICKED(IDC_BUTTON15, OnButtonF3_1) 
 ON_BN_CLICKED(IDC_BUTTON28, OnButtonF3_2) 
 ON_BN_CLICKED(IDC_BUTTON29, OnButtonF3_3) 
 ON_BN_CLICKED(IDC_BUTTON30, OnButtonF4_1) 
 ON_BN_CLICKED(IDC_BUTTON31, OnButtonF4_2) 
 ON_BN_CLICKED(IDC_BUTTON32, OnButtonF4_3) 
 ON_BN_CLICKED(IDC_BUTTON33, OnButtonF5_1) 
 ON_BN_CLICKED(IDC_BUTTON34, OnButtonF5_2) 
 ON_BN_CLICKED(IDC_BUTTON35, OnButtonF5_3) 
 ON_WM_CLOSE() 
 ON_BN_CLICKED(IDC_BUTTON59, OnButtonPlay) 
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 ON_BN_CLICKED(IDC_BUTTON60, OnButtonStop) 
 //}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnInitDialog() 
//Manejador que envia un mensaje al Iniciar la construcción del Dialogo Principal de la 
Aplicacíon 
//En este se encuentra la inicialización de los controles mostrados en la ventana principal 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
BOOL CGRIJOTECH_DSP1Dlg::OnInitDialog() 
{ 
 CDialog::OnInitDialog(); 
 
 // Add "About..." menu item to system menu. 
 
 // IDM_ABOUTBOX must be in the system command range. 
// ASSERT((IDM_ABOUTBOX & 0xFFF0) == IDM_ABOUTBOX); 
 
    long buffer; 
 pRTDX = new IRtdxExp;        // Construcción de una variable para la comunicacion 
RTDX <-> VC++ 
 
 pRTDX->CreateDispatch(_T("RTDX"));  // Creamos una instancia de la clase // 
  
   
    if(!pRTDX->SetProcessor(_T("C6713DSK" ),_T("CPU_1"))) 
      MessageBox("Imposible Inicializar el procesador","Error");//  
    
    if(pRTDX->Open("control_channel","W")) //Si el canal esta abierto 
      MessageBox("No se puede abrir el canal","Error"); 
 
    if(pRTDX->Open("Canal_Entrada","R")) //Si el canal esta abierto 
      MessageBox("No se puede abrir el canal","Error"); 
 
    pRTDX->EnableRtdx(); // Habilitamos el RTDX 
 
    pRTDX->EnableChannel("control_channel");// Habilitamos el canal control_channel 
 
 pRTDX->EnableChannel("Canal_Entrada");// Habilitamos el canal de entrada de Datos 
  
 InicializaComunicacion(); // Inicializamos la estructura de Coms a 0; 
  
 pRTDX->WriteI4((long)1, &buffer); // escribimos el tipo de trama a enviar 
      
    EnviaArray(20,InOut.ArrayControl);//Enviamos el Array de Control con los efectos 
seleccionados 
 
 pRTDX->WriteI4((long)2, &buffer); // escribimos el tipo de trama a enviar 
 
    EnviaArray(50,InOut.VControl); //Enviamos el Array con los Valores de efectos 
 
 pRTDX->WriteI4((long)3, &buffer); // escribimos el tipo de trama a enviar 
 
    EnviaArray(10,InOut.ArrayActEfect); //Enviamos el Array con los Valores de efectos 
 
 pRTDX->Flush();                   // enviamos el flujo de datos al servidor RTDX 
 
 CMenu* pSysMenu = GetSystemMenu(FALSE); 
 if (pSysMenu != NULL) 
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 { 
  CString strAboutMenu; 
  strAboutMenu.LoadString(IDS_ABOUTBOX); 
 if (!strAboutMenu.IsEmpty()) 
 { 
 pSysMenu->AppendMenu(MF_SEPARATOR); 
 pSysMenu->AppendMenu(MF_STRING, IDM_ABOUTBOX, strAboutMenu); 
 } 
} 
 
 // Set the icon for this dialog.  The framework does this automatically 
 //  when the application's main window is not a dialog 
 SetIcon(m_hIcon, TRUE);   // Set big icon 
 SetIcon(m_hIcon, FALSE);  // Set small icon 
  
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////////////     
//  Inicializacion de controles en el Dialogo Principal 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
CString LEfecto[] 
={"Limpio","Distorsion1","Distorsion2","Delay","Chorus","Reverb","Flanger","Filtro Paso Alto", 
       "Filtro Paso Bajo","Filtro Paso Banda"};// Cadena de 
Efectos 
    CString ruta = "ConfDefault.gri"; // Aqui Asignamos el nombre del archivo de configuracion 
por Defecto. 
    m_PathDef=ruta;  
 m_reinicio=true; 
 UpdateData(false); 
 
 CargaArchivo(ruta); //Cargamos el programa con los valores de configuración standard; 
   
 for(int i=0;i<20;i++)     // inicializamos los valores de las Imagenes Led; 
     MostrarBmp[i]=1; 
 
        m_Bmp.DeleteObject(); 
  m_Bmp.LoadBitmap (IDB_BITMAP1); // Cargamos la imagen del boton Apagado en la   
                                                                // aplicacion 
  m_LedDist1.SetBitmap(m_Bmp);   
   
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion controles Amplificacion 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
   
m_SliderAmpLeft.EnableWindow(false); // Inicialización de los componentes desactivados  
                                                                // hasta que  
m_EditAmpLeft.EnableWindow(false);   // la casilla de verificación esté marcada. 
m_SliderAmpRight.EnableWindow(false); 
m_EditAmpRight.EnableWindow(false); 
 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion controles Puerta de Ruido 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
  m_SliderPRUmbral.EnableWindow(false); 
  m_EditPRUmbral.EnableWindow(false); 
  m_SliderPRAten.EnableWindow(false); 
  m_EditPRAten.EnableWindow(false); 
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/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion controles Compresor/Expansor 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
  
  m_SliderCompRatio.EnableWindow(false); 
  m_EditComRatio.EnableWindow(false); 
  m_SliderCompUmbral.EnableWindow(false); 
  m_EditComUmbral.EnableWindow(false); 
  m_SliderCompAtaque.EnableWindow(false); 
  m_EditComAtaque.EnableWindow(false); 
  m_SliderCompRelaja.EnableWindow(false); 
  m_EditComRelaja.EnableWindow(false); 
 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion controles Lista de efectos 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
  m_Lista1.EnableWindow(false); 
  m_Lista2.EnableWindow(false); 
  m_BotonAdd.EnableWindow(false); 
  m_BotonAddTodos.EnableWindow(false); 
  m_BotonQuitar.EnableWindow(false); 
  m_BotonQuitarTodos.EnableWindow(false); 
  
 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion controles Configuracion de efectos 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
     m_BotonConfEf.EnableWindow(false); 
  m_BotonCargaConf.EnableWindow(false); 
  m_BotonGuardaConf.EnableWindow(false); 
  m_BotonDefault.EnableWindow(false); 
        m_BotonPlay.EnableWindow(false); 
  m_BotonStop.EnableWindow(false); 
 
 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion controles Efectos en tiempo real 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
  m_BotonDist1.EnableWindow(false); 
  m_BotonDist2.EnableWindow(false); 
  m_BotonDist3.EnableWindow(false); 
  m_bf2_1.EnableWindow(false); 
  m_bf2_2.EnableWindow(false); 
  m_bf2_3.EnableWindow(false); 
  m_bf3_1.EnableWindow(false); 
  m_bf3_2.EnableWindow(false); 
  m_bf3_3.EnableWindow(false); 
  m_bf4_1.EnableWindow(false); 
  m_bf4_2.EnableWindow(false); 
  m_bf4_3.EnableWindow(false); 
  m_bf5_1.EnableWindow(false); 
  m_bf5_2.EnableWindow(false); 
  m_bf5_3.EnableWindow(false); 
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/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion controles Smitter 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
  
 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion controles Amplificacion, Asignación de Rango de Valores 
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
     m_SliderAmpLeft.SetRange(0,20,false); // Inicialización de Rango de los Sliders..  
    m_SliderAmpRight.SetRange(0,20,false); 
 
  m_SliderPRUmbral.SetRange(0,200,false); 
  m_SliderPRAten.SetRange(0,100,false); 
 
  m_SliderCompRatio.SetRange(1,20,false); 
  m_SliderCompUmbral.SetRange(0,1000,false); 
  m_SliderCompAtaque.SetRange(0,100,false); 
  m_SliderCompRelaja.SetRange(0,100,false); 
   
/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//     Inicializacion y carga de la Lista de efectos Disponibles 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////   
 
  m_Lista1.ResetContent (); //Vaciamos la lista para cargar los efectos 
disponibles 
 
  for(i=0;i< 10;i++) // Llenamos la Lista1 con los efectos disponibles en el String 
LEfecto 
 
   m_Lista1.AddString(LEfecto[i]); 
 
return TRUE;  // return TRUE  unless you set the focus to a control 
} 
 
void CGRIJOTECH_DSP1Dlg::OnSysCommand(UINT nID, LPARAM lParam) 
{ 
 if ((nID & 0xFFF0) == IDM_ABOUTBOX) 
 { 
  CAboutDlg dlgAbout; 
  dlgAbout.DoModal(); 
 } 
 else 
 { 
  CDialog::OnSysCommand(nID, lParam); 
 } 
} 
 
// If you add a minimize button to your dialog, you will need the code below 
//  to draw the icon.  For MFC applications using the document/view model, 
//  this is automatically done for you by the framework. 
 
void CGRIJOTECH_DSP1Dlg::OnPaint()  
{ 
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 if (IsIconic()) 
 { 
  CPaintDC dc(this); // device context for painting 
 
  SendMessage(WM_ICONERASEBKGND, (WPARAM) dc.GetSafeHdc(), 0); 
 
  // Center icon in client rectangle 
  int cxIcon = GetSystemMetrics(SM_CXICON); 
  int cyIcon = GetSystemMetrics(SM_CYICON); 
  CRect rect; 
  GetClientRect(&rect); 
  int x = (rect.Width() - cxIcon + 1) / 2; 
  int y = (rect.Height() - cyIcon + 1) / 2; 
 
  // Draw the icon 
  dc.DrawIcon(x, y, m_hIcon); 
 } 
 else 
  
  CDialog::OnPaint(); 
  
} 
 
 
// The system calls this to obtain the cursor to display while the user drags 
//  the minimized window. 
 
HCURSOR CGRIJOTECH_DSP1Dlg::OnQueryDragIcon() 
{ 
 return (HCURSOR) m_hIcon; 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//ConvertirEnRatio() 
//Función que convierte un valor de posición de un Slider en Un valor de ratio entre (1 y 20) 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
CString CGRIJOTECH_DSP1Dlg::ConvertirEnRatio(int pos) 
{ 
 
 
   if(pos <10)       // Si la posicion del slider es de 10 .El Rango del Slider es (1-20) 
   { 
      char j[4]; 
      unsigned int k= 11-pos; //Le restamos 11 para que comience en 10 y decremente hasta 1  
 
     itoa(k,j,10);     //convertimos el resultado en CString            
    CString DPos; 
    DPos=j;            //asignamos a Dpos el String resultante del Casting 
    p.ComExp[0]=pos;   //Guardamos en la estructura de Efectos p el valor de la posicion del  
                                     //Slider 
   m_EditVAratio_= DPos +":1"; //Imprimimos por pantalla 
    UpdateData(false);          //Pasamos datos de las variables a los controles. 
  return m_EditVAratio_; 
} 
else if(pos >10)     
{ 
 char j[4]; 
 unsigned int k= pos-10;   //Le restamos 10 a la posicion para que aumente de 1 a 10  
     itoa(k,j,10); 
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   CString DPos; 
   DPos=j; 
   p.ComExp[0]=k; 
     m_EditVAratio_= "1:"+ DPos ; 
     UpdateData(false);  
     return m_EditVAratio_; 
     } 
    else 
    { 
     p.ComExp[0]=10;        
     m_EditVAratio_="1:1"; 
     UpdateData(false); 
     return m_EditVAratio_; 
    } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnCheck1()  
//Funcion que verifica el valor de la Casillas de Verificacion "Amplificacion" 
//Activa los controles si esta verificada la casilla y en caso contrario los desactiva 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
 
void CGRIJOTECH_DSP1Dlg::OnCheck1() ////Habilitamos los controles de Amplificacion 
{ 
if(m_CheckAmpli.GetCheck() == 1) 
{ 
 ImgLedAmp.DeleteObject(); 
ImgLedAmp.LoadBitmap(IDB_BITMAP2);       // Cargamos la imagen del Led On 
_LedAmp.SetBitmap(ImgLedAmp);           // Actualizamos la imagen en el control 
 
 m_SliderAmpLeft.EnableWindow(true);      //Habilitamos los controles 
 m_EditAmpLeft.EnableWindow(true);    
 m_SliderAmpRight.EnableWindow(true); 
 m_EditAmpRight.EnableWindow(true); 
 m_EditAmpLeft.EnableWindow(true); 
            InOut.ArrayControl[1]=1; //Activamos el efecto en el Array de Control 
 } 
 
 else  
 { 
        ImgLedAmp.DeleteObject(); 
 ImgLedAmp.LoadBitmap(IDB_BITMAP1);       // Cargamos la imagen del Led On 
 m_LedAmp.SetBitmap(ImgLedAmp);           // Actualizamos la imagen en el control 
 
  m_SliderAmpLeft.EnableWindow(false);     //Deshabilitamos controles 
  m_EditAmpLeft.EnableWindow(false);    
  m_SliderAmpRight.EnableWindow(false); 
  m_EditAmpRight.EnableWindow(false); 
  m_EditAmpLeft.EnableWindow(false); 
  InOut.ArrayControl[1]=0; //Desactivamos el efecto en el Array de Control 
             InOut.VControl[1]=0;    // Inicializamos el valor del efecto a 0 
  InOut.VControl[2]=0;    // Inicializamos el valor del efecto a 0 
  CrearTramaTres(3, 1, 2, 1, 0); 
  EnviarTramaTres(); 
 }  
 
   
} 
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///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnCheck2()  
//Funcion que verifica el valor de la Casillas de Verificacion "Puerta de Ruido" 
//Activa los controles si esta verificada la casilla y en caso contrario los desactiva 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnCheck2() //Habilitamos los controles de Puerta de Ruido 
{ 
 if(m_CheckPRuido.GetCheck() == 1) 
 { 
 ImgPR.DeleteObject(); 
 VERIFY(ImgPR.LoadBitmap(IDB_BITMAP2)); // Cargamos la imagen del Led On 
 m_LedPRuido.SetBitmap(ImgPR);           // Actualizamos la imagen en el control 
 
 
             m_SliderPRUmbral.EnableWindow(true); 
  m_EditPRUmbral.EnableWindow(true); 
  m_SliderPRAten.EnableWindow(true); 
  m_EditPRAten.EnableWindow(true); 
  InOut.ArrayControl[2]=1; //Activamos el efecto en el Array de Control 
  
 } 
 else  
 { 
  ImgPR.DeleteObject(); 
  VERIFY(ImgPR.LoadBitmap(IDB_BITMAP1));  
  m_LedPRuido.SetBitmap(ImgPR); 
 
                   m_SliderPRUmbral.EnableWindow(false); 
  m_EditPRUmbral.EnableWindow(false); 
  m_SliderPRAten.EnableWindow(false); 
  m_EditPRAten.EnableWindow(false); 
  InOut.VControl[3]=0;    // Inicializamos el valor del efecto a 0 
  InOut.VControl[4]=0;    // Inicializamos el valor del efecto a 0 
  CrearTramaTres(3, 2, 2, 3, 0); 
  EnviarTramaTres(); 
   
 } 
  
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnCheck3()  
//Funcion que verifica el valor de la Casillas de Verificacion "Compresor/Expansor" 
//Activa los controles si esta verificada la casilla y en caso contrario los desactiva 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnCheck3()////Habilitamos los controles de 
Compresor/Expansor  
{ 
 if(m_CheckComp.GetCheck() == 1) 
 { 
       ImgComp_Exp.DeleteObject(); 
VERIFY(ImgComp_Exp.LoadBitmap(IDB_BITMAP2));       // Cargamos la imagen del Led On 
m_LedCompExp.SetBitmap(ImgComp_Exp);           // Actualizamos la imagen en el control 
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     m_SliderCompRatio.EnableWindow(true);       // Habilitamos los controles 
  m_EditComRatio.EnableWindow(true); 
 m_SliderCompUmbral.EnableWindow(true); 
  m_EditComUmbral.EnableWindow(true); 
  m_SliderCompAtaque.EnableWindow(true); 
  m_EditComAtaque.EnableWindow(true); 
  m_SliderCompRelaja.EnableWindow(true); 
  m_EditComRelaja.EnableWindow(true); 
 
else  
{ 
ImgComp_Exp.DeleteObject(); 
VERIFY(ImgComp_Exp.LoadBitmap(IDB_BITMAP1));       // Cargamos la imagen del Led OFF 
m_LedCompExp.SetBitmap(ImgComp_Exp);           // Actualizamos la imagen en el control 
 
  m_SliderCompRatio.EnableWindow(false);         //Deshabilitamos los controles 
  m_EditComRatio.EnableWindow(false); 
  m_SliderCompUmbral.EnableWindow(false); 
  m_EditComUmbral.EnableWindow(false); 
  m_SliderCompAtaque.EnableWindow(false); 
  m_EditComAtaque.EnableWindow(false); 
  m_SliderCompRelaja.EnableWindow(false); 
  m_EditComRelaja.EnableWindow(false); 
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnCheck4()  
//Funcion que verifica el valor de la Casillas de Verificacion "Configuracíon de Efectos" 
//Activa los controles si esta verificada la casilla y en caso contrario los desactiva 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnCheck4() //Habilitamos los controles de Configuracion de 
Efectos (listas) 
{ 
if(m_CheckConfig.GetCheck() == 1) 
{ 
ImgListas.DeleteObject(); 
VERIFY(ImgListas.LoadBitmap(IDB_BITMAP2));       // Cargamos la imagen del Led On 
m_LedConf.SetBitmap(ImgListas);           // Actualizamos la imagen en el control 
         
m_CheckTReal.SetCheck(0)     //Desactivamos la casilla de verificacion de "Ef.en Tiempo Real" 
 
        CGRIJOTECH_DSP1Dlg::OnCheck5();       //Deshabilitamos los componentes de dicho 
modulo 
 
  m_CheckControlConf.SetCheck(1); 
  CGRIJOTECH_DSP1Dlg::OnCheck6(); 
   
  m_Lista1.EnableWindow(true);          //Habilitamos los controles 
  m_Lista2.EnableWindow(true); 
  m_BotonAdd.EnableWindow(true); 
  m_BotonAddTodos.EnableWindow(true); 
  m_BotonQuitar.EnableWindow(true); 
  m_BotonQuitarTodos.EnableWindow(true); 
 } 
 
    else  
 { 
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 ImgListas.DeleteObject(); 
 VERIFY(ImgListas.LoadBitmap(IDB_BITMAP1));       // Cargamos la imagen del Led On 
 m_LedConf.SetBitmap(ImgListas);           // Actualizamos la imagen en el control 
 
  m_Lista1.EnableWindow(false);             //Deshabilitamos los controles 
  m_Lista2.EnableWindow(false); 
  m_BotonAdd.EnableWindow(false); 
  m_BotonAddTodos.EnableWindow(false); 
  m_BotonQuitar.EnableWindow(false); 
  m_BotonQuitarTodos.EnableWindow(false); 
 } 
  
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnCheck5()  
//Funcion que verifica el valor de la Casilla de Verificacion "Efectos en T.Real" 
//Activa los controles si esta verificada la casilla y en caso contrario los desactiva. Además  
//activa el "modulo Controles de Configuracion" 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnCheck5()  
{ 
  
 if(m_CheckTReal.GetCheck() == 1) 
 { 
 
            m_CheckControlConf.SetCheck(1); // Activamos la casilla de "Control de configuracion" 
            CGRIJOTECH_DSP1Dlg::OnCheck6(); // Actualizamos el estado de los controles 
 
 m_CheckConfig.SetCheck(0);      // Marcamos como deshabilitada el modulo de Config 
            CGRIJOTECH_DSP1Dlg::OnCheck4(); 
 
            ImgTReal.DeleteObject(); 
 VERIFY(ImgTReal.LoadBitmap(IDB_BITMAP2));       // Cargamos la imagen del Led On 
 m_LedETR.SetBitmap(ImgTReal);           // Actualizamos la imagen en el control 
 
   
 m_BotonDist1.EnableWindow(true);//Habilitamos los botones de Tiempo real 
   m_BotonDist2.EnableWindow(true); 
   m_BotonDist3.EnableWindow(true); 
   m_bf2_1.EnableWindow(true); 
   m_bf2_2.EnableWindow(true); 
   m_bf2_3.EnableWindow(true); 
   m_bf3_1.EnableWindow(true); 
   m_bf3_2.EnableWindow(true); 
   m_bf3_3.EnableWindow(true); 
   m_bf4_1.EnableWindow(true); 
   m_bf4_2.EnableWindow(true); 
   m_bf4_3.EnableWindow(true); 
   m_bf5_1.EnableWindow(true); 
   m_bf5_2.EnableWindow(true); 
   m_bf5_3.EnableWindow(true); 
      
 } 
 else  
 { 
 ImgTReal.DeleteObject(); 
 VERIFY(ImgTReal.LoadBitmap(IDB_BITMAP1));       // Cargamos la imagen del Led On 
 m_LedETR.SetBitmap(ImgTReal); / Actualizamos la imagen en el control 
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 m_BotonDist1.EnableWindow(false);//Deshabilitamos los controles de Tiempo real 
 m_BotonDist2.EnableWindow(false); 
   m_BotonDist3.EnableWindow(false); 
       m_bf2_1.EnableWindow(false); 
   m_bf2_2.EnableWindow(false); 
   m_bf2_3.EnableWindow(false); 
   m_bf3_1.EnableWindow(false); 
   m_bf3_2.EnableWindow(false); 
   m_bf3_3.EnableWindow(false); 
   m_bf4_1.EnableWindow(false); 
   m_bf4_2.EnableWindow(false); 
   m_bf4_3.EnableWindow(false); 
   m_bf5_1.EnableWindow(false); 
   m_bf5_2.EnableWindow(false); 
   m_bf5_3.EnableWindow(false); 
             
for (int i=0;i<15;i++)    // Ponemos todos los valores del contador de estado de los botones  
                                   // mostrarBmp a 0 
  MostrarBmp[i] = 0;     
     
         ActualizaTodosLeds();     // Actualizamos el valor de la imagen del boton apagado  
                                                      // mediante esta funcion 
 
    m_CheckControlConf.SetCheck(0); // Desactivamos la casilla de Control de configuracion 
            CGRIJOTECH_DSP1Dlg::OnCheck6(); // Actualizamos el estado de los controles del  
                                                                            //Control de configuracion 
 } 
     
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnCheck6()  
//Funcion que verifica el valor de la Casillas de Verificacion "Configuración de Efectos". Activa 
los controles 
//si esta verificada la casilla y en caso contrario los desactiva 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnCheck6()  
{ 
  if(m_CheckControlConf.GetCheck() == 1) 
  { 
   ImgControlConf.DeleteObject(); 
   ImgControlConf.LoadBitmap(IDB_BITMAP2);       // Cargamos la imagen del Led On 
   m_LedControlConf.SetBitmap(ImgControlConf);           // Actualizamos la imagen en el control 
 
    
   m_BotonConfEf.EnableWindow(true); 
   m_BotonCargaConf.EnableWindow(true); 
   m_BotonGuardaConf.EnableWindow(true); 
   m_BotonDefault.EnableWindow(true); 
   m_BotonPlay.EnableWindow(true); 
   m_BotonStop.EnableWindow(true); 
 
} 
else  
{ 
ImgControlConf.DeleteObject(); 
ImgControlConf.LoadBitmap(IDB_BITMAP1);       // Cargamos la imagen del Led On 
m_LedControlConf.SetBitmap(ImgControlConf);           // Actualizamos la imagen en el control 
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   m_BotonConfEf.EnableWindow(false); 
   m_BotonCargaConf.EnableWindow(false); 
   m_BotonGuardaConf.EnableWindow(false); 
   m_BotonDefault.EnableWindow(false); 
   m_BotonPlay.EnableWindow(false); 
   m_BotonStop.EnableWindow(false); 
  
  } 
  
} 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
//Manejador para eventos de desplazamiento de los sliders horizontales 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{    
 if(this->GetDlgItem(IDC_SLIDER1) == pScrollBar) 
 { 
  if(nSBCode == SB_THUMBPOSITION)  
  {  
     m_EditVALeft= nPos; 
     p.Ampli[0]=nPos; 
     InOut.VControl[1]=nPos; 
     UpdateData(false);  
     CrearTramaTres(3, 1, 1, 1, 1); 
     EnviarTramaTres(); 
  } 
 } 
 else if(this->GetDlgItem(IDC_SLIDER2) == pScrollBar) 
 { 
  if(nSBCode == SB_THUMBPOSITION)  
  {  
     m_EditVARight= nPos; 
     p.Ampli[1]=nPos; 
     InOut.VControl[2]=nPos; 
     UpdateData(false);  
     CrearTramaTres(3, 1, 1, 2, 1); 
     EnviarTramaTres(); 
  } 
 } 
 else if(this->GetDlgItem(IDC_SLIDER3) == pScrollBar) 
 { 
  if(nSBCode == SB_THUMBPOSITION)  
  {  
     m_EditVAPRumbral= nPos; 
     p.PRuido[0]=nPos; 
     InOut.VControl[3]=nPos; 
     UpdateData(false);  
     CrearTramaTres(3, 2, 1, 3, 1); 
     EnviarTramaTres(); 
  } 
 } 
 else if(this->GetDlgItem(IDC_SLIDER4) == pScrollBar) 
 { 
  if(nSBCode == SB_THUMBPOSITION) 
  {  
     m_EditVAPRatenua= nPos; 
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     p.PRuido[1]=nPos; 
     InOut.VControl[4]=nPos; 
     UpdateData(false);  
     CrearTramaTres(3, 2, 1, 4, 1); 
     EnviarTramaTres(); 
  } 
 } 
 
    CDialog::OnHScroll(nSBCode, nPos, pScrollBar);   
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnVScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
//Manejador para detectar los eventos donde se arrastre un Slider vertical 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnVScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{ 
 
 
if(this->GetDlgItem(IDC_SLIDER5) == pScrollBar) //Comprobamos que si la barra que        
                                                                                             // envia el mensaje es slider5 
{ 
 if(nSBCode == SB_THUMBPOSITION) 
 {  
  ConvertirEnRatio(nPos); // LLamamos a esta funcion para que nos actualice el valor de  
                                                      // Ratio. Formato "x:y" 
  p.ComExp[0]=nPos; //Guardamos en la estructura de datos la posicion del slider 
  InOut.VControl[5]=nPos;// Cargamos en el el Array de Valores de la estructura Coms 
  UpdateData(false);    // Se pasan los valores de los controles a las variables. 
  CrearTramaTres(3, 3, 1, 5, 1); 
  EnviarTramaTres(); 
 } 
          
} 
else if(this->GetDlgItem(IDC_SLIDER6) == pScrollBar) 
{ 
  if(nSBCode == SB_THUMBPOSITION) 
  {  
       p.ComExp[1]=nPos;//Guardamos en la estructura de datos la posicion del slider 
      m_EditVAUmbral_= nPos; //Asignamos valores a las variables asociadas al EditBox 
      InOut.VControl[6]=nPos; // Cargamos en el el Array de Valores de la estructura Coms 
     UpdateData(false);  
      CrearTramaTres(3, 3, 1, 6, 1); 
      EnviarTramaTres(); 
 } 
} 
else if(this->GetDlgItem(IDC_SLIDER7) == pScrollBar) 
{ 
 if(nSBCode == SB_THUMBPOSITION) 
 {  
  p.ComExp[2]=nPos; 
  m_EditVAataque_= nPos; 
  InOut.VControl[7]=nPos; // Cargamos en el el Array de Valores de la estructura Coms 
  UpdateData(false);  
  CrearTramaTres(3, 3, 1, 7, 1); 
  EnviarTramaTres(); 
 } 
} 
 else if(this->GetDlgItem(IDC_SLIDER8) == pScrollBar) 
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 { 
  if(nSBCode == SB_THUMBPOSITION)  
  {  
      p.ComExp[3]=nPos; 
     m_EditVArelaja_= nPos; 
     InOut.VControl[8]=nPos; // Cargamos en el el Array de Valores de la  
                                                                     // estructura Coms 
     UpdateData(false);  
     CrearTramaTres(3, 3, 1, 8, 1); 
     EnviarTramaTres(); 
  } 
 } 
   
 else { 
 
    CDialog::OnVScroll(nSBCode, nPos, pScrollBar);   
 } 
  
// CDialog::OnVScroll(nSBCode, nPos, pScrollBar); 
} 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// OnButton6() 
// Manejador para el boton " > >" Copia todos los elementos de la Lista1 en la Lista2 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButton6()  
{ 
 CString Sefect;  
     
 CGRIJOTECH_DSP1Dlg::OnButton10(); // Borramos Los Registros de la Lista2  
                                                                   //mediante la llamada la metrodo OnButton10() 
 
  for(int i=0;i<m_Lista1.GetCount();i++) // Llenamos la Lista2 con los efectos de la  
                                                                                      // Lista1 
  {         
   m_Lista1.GetText(i,Sefect); 
   m_Lista2.AddString(Sefect); 
   UpdateData(true);           //Actualizamos el ListBox 
  } 
} 
 
//////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//ExisteEnLista2() 
//Esta funcion retorna un boleano.{cierto} si el efecto seleccionado está repetido en la Lista 2 
//{falso} si el efecto no esta cargado en la lista 2 
//////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
bool CGRIJOTECH_DSP1Dlg::ExisteEnLista2(CString str) 
{ 
 for (int i=0;i<m_Lista2.GetCount();i++) 
 { 
  CString str2; 
  m_Lista2.GetText(i,str2); 
  if(strcmp(str,str2)== 0) 
   return true; 
 } 
 
return false; 
 
} 
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///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// OnButton1() 
// Manejador para el Boton " >  "(Añade un nuevo elemento de la Lista1 a la Lista2) si no esta 
repetido 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButton1()  
{ 
   
  CString strText; 
  int index = m_Lista1.GetCurSel();//declaramos un entero que contendra el indice del valor 
seleccionado 
 
    if (index == -1) // Si no se ha seleccionado ningun efecto -> Mensaje por Pantalla. 
    
     AfxMessageBox("No ha seleccionado ningun efecto, Por favor seleccionelo y añadalo a 
la Lista "); 
   
 else 
 { 
   
       m_Lista1.GetText(index,strText); //Obtenemos el texto en la Lista 2 segun el indice y lo 
guardamos en strText 
      
   if(ExisteEnLista2(strText)) 
    
        AfxMessageBox("El efecto ya esta cargado en la lista"); 
   else 
   { 
   m_Lista2.AddString(strText); 
      UpdateData(true); 
   } 
     
 } 
 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// OnButton10() 
// Manejador para el boton " < < " (Elimina todos los elementos de la lista de seleccion de 
Efecto 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButton10()  
{ 
 m_Lista2.ResetContent(); //Borramos todo el contenido de  
 UpdateData(true); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// OnButton2() 
//Manejador para el Boton " < " (Quita el elemento seleccionado de la Lista2) 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButton2()  
{ 
  CString strText; 
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  int index = m_Lista2.GetCurSel(); 
  m_Lista2.DeleteString(index);  //Borramos el elemento seleccionado de Lista2 
  UpdateData(true); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// OnButton3() 
//Manejador para el Boton Configurar Efecto. Comprobamos los efectos cargados en la Lista 2. 
//Una vez realizado esto se carga en pantalla el dialogo correspondiente al efecto 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButton3()  
{ 
 if(m_CheckConfig.GetCheck()) 
 { 
         
  CString Sefecto; 
     int index = m_Lista2.GetCurSel();//declaramos un entero que contendra el indice del 
valor seleccionado 
 
  m_Lista2.GetText(index,Sefecto); //Obtenemos el texto del indice de la lista 
seleccionado 
  CargaDialogo(Sefecto);  // Cargamos y visualizamos el Dialogo asociado al 
efecto 
 } 
 else 
  
 m_BotonConfEf.EnableWindow(false);  //Deshabilitamos el boton  
  
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// OnDblcklList1() 
// Manejador para la doblePulsación del Raton sobre la Lista 1. 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnDblclkList1()  
{ 
 CGRIJOTECH_DSP1Dlg::OnButton1(); // Llamamos a OnButton1(ver 
CGRIJOTECH_DSP1Dlg::OnButton1()) 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// OnDblcklList2() 
// Manejador para la doble Pulsación del raton sobre la Lista 2 (ver 
CGRIJOTECH_DSP1Dlg::OnButton3() 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnDblclkList2()  
{ 
 if(m_CheckControlConf.GetCheck()) 
    CGRIJOTECH_DSP1Dlg::OnButton3(); 
 else 
  AfxMessageBox("Si desea configurar los efectos debe validar la casilla Control 
de Configuracion"); 
 
} 
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///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// OnCancelMode() 
// Manejador para Cerrar los dialogos 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnCancelMode()  
{ 
 CDialog::OnCancelMode(); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// CodificaEfecto() 
// funcion que retorna un entero con el valor codificado de un Efecto. La función tiene un 
parámetro de 
// entrada de tipo CString donde se envia la cadena de caracteres a codificar. 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
int CGRIJOTECH_DSP1Dlg::CodificaEfecto(CString ef) 
{ 
     if(ef == "Distorsion1") 
   
   return 1; 
 
  else if(ef == "Distorsion2") 
   
   return 2; 
 
  else if(ef == "Delay") 
   
   return 3; 
 
  else if(ef == "Chorus") 
   
   return 4; 
 
  else if(ef == "Reverb") 
   
   return 5; 
 
  else if(ef == "Flanger") 
   
   return 6; 
 
  else if(ef == "Filtro Paso Alto") 
   
   return 7; 
 
  else if(ef == "Filtro Paso Bajo") 
   
   return 8; 
 
  else if(ef == "Filtro Paso Banda") 
   
   return 9; 
 
 // else if(ef == "Distorsion9") 
   
ANEXOS                                                               Procesador Digital de efectos                                                                    
mediante  DSP TMS320C6713 
I.T.T esp. Sonido e Imagen                                            por: J.M.Grijota Delgado 
  
- 30 -
 //  return 10; 
     else  
   return -1; 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// DescodificaEfecto() 
// funcion que retorna un String mediante un entero introducido con el valor codificado de un 
Efecto  
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
CString CGRIJOTECH_DSP1Dlg::DescodificaEfecto(int nef) 
{ 
 if(nef == 1) 
   
   return "Distorsion1"; 
 
  else if(nef == 2) 
   
   return "Distorsion2"; 
 
  else if(nef == 3) 
   
   return "Delay"; 
 
  else if(nef == 4) 
   
   return "Chorus"; 
 
  else if(nef == 5) 
   
   return "Reverb"; 
 
  else if(nef == 6) 
   
   return "Flanger"; 
 
  else if(nef == 7) 
   
   return "Filtro Paso Alto"; 
 
  else if(nef == 8) 
   
   return "Filtro Paso Bajo"; 
 
  else if(nef == 9) 
   
   return "Filtro Paso Banda"; 
 
 // else if(nef == 10) 
   
 //  return "Distorsion10"; 
  else  
   return "Efecto No valido"; 
} 
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///////////////////////////////////////////////////////////////////////////////////////////////////////// 
// Abrir_GuardarDialogBox() 
// Función para abrir un Archivo mediante un OpenDialogBox que devuelve el path del archivo 
seleccionado 
// o en caso de que no se haya seleccionado ninguno un mensaje de Error. 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
CString CGRIJOTECH_DSP1Dlg::Abrir_GuardarDialogBox(bool Ab_Guar) 
{ 
  
 CFileDialog Dlg(Ab_Guar,NULL,NULL,OFN_OVERWRITEPROMPT," Archivos Grijotech 
(*.gri)|*.gri| Text Files (*.txt)|*.txt|"); 
 int iRet = Dlg.DoModal(); 
 CString FileName; 
 CString Path ; 
  
  FileName = Dlg.GetFileName(); 
  Path = Dlg.GetPathName(); 
  m_path =  Path; 
   UpdateData(FALSE); 
  
       if(iRet == IDOK)  
           return Path; 
       
       else 
          return (" "); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnCargarArchivo() 
//Manejador de boton (Cargar Configuracion)para Cargar un Archivo de configuración mediante 
un OpenDialogBox, 
//Selecciona un archivo y lo abre, para después cargar el valor de los parametros del archivo en 
el programa. 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnCargarArchivo()  
{ 
   
  CString path = Abrir_GuardarDialogBox(true);//obtenemos el path del Archivo a cargar 
   
  CGRIJOTECH_DSP1Dlg::CargaArchivo(path);// llamamos a CargaArchivo() para cargar los 
valores desde el archivo 
   
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//SalvaConfiguracion() 
//Esta funcion nos permite guardar los valores actuales de la aplicacion en un Archivo,  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::SalvaConfiguracion(CString ruta) 
{ 
    HANDLE hArchivo = ::CreateFile(ruta, GENERIC_WRITE, FILE_SHARE_READ,// Creamos 
un objeto handler para errores 
    NULL, CREATE_ALWAYS, 0, NULL);  
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  if (hArchivo != INVALID_HANDLE_VALUE) // Comprobamos si no ha habido 
errores. 
  { 
               
     CFile Archivo((int) hArchivo); // Creamos un archivo que contendrá el id del 
handler. 
      
     Archivo.SetFilePath(ruta);  // Debemos asignar un Path para guardar el 
archivo 
     Archivo.SeekToBegin(); 
     Archivo.Write(&m_EditVALeft,sizeof(m_EditVALeft));// Guardamos el valor de 
la variable en el archivo 
     Archivo.SeekToEnd(); // Desplazamos el cursor al final del archivo   
           Archivo.Write(&m_EditVARight,sizeof(m_EditVARight)); 
     Archivo.SeekToEnd();   
           Archivo.Write(&m_EditVAPRumbral,sizeof(m_EditVAPRumbral)); 
     Archivo.SeekToEnd();   
           Archivo.Write(&m_EditVAPRatenua,sizeof(m_EditVAPRatenua));  
     Archivo.SeekToEnd();   
     int posicion = m_SliderCompRatio.GetPos();// 
     Archivo.Write(&posicion, sizeof(posicion)); 
     Archivo.SeekToEnd();   
           Archivo.Write(&m_EditVAUmbral_,sizeof(m_EditVAUmbral_)); 
     Archivo.SeekToEnd();   
           Archivo.Write(&m_EditVAataque_,sizeof(m_EditVAataque_)); 
     Archivo.SeekToEnd();   
           Archivo.Write(&m_EditVArelaja_,sizeof(m_EditVArelaja_)); 
     Archivo.SeekToEnd();//Ponemos el puntero al final del Archivo; 
     Archivo.Write(&m_VDist1porcen,sizeof(m_VDist1porcen));//Asignamos 
valores desde las variables miembro, 
     Archivo.SeekToEnd(); 
     Archivo.Write(&m_VDist1Umbral,sizeof(m_VDist1Umbral)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VDist2a,sizeof(m_VDist2a));//Asignamos valores desde las 
variables miembro, 
     Archivo.SeekToEnd(); 
     Archivo.Write(&m_VDist2b,sizeof(m_VDist2b)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vdist2c,sizeof(m_Vdist2c)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file  
     Archivo.Write(&m_Vdist2d,sizeof(m_Vdist2d)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vdela,sizeof(m_Vdela)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vdelb,sizeof(m_Vdelb)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vchorusa,sizeof(m_Vchorusa)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vchorusb,sizeof(m_Vchorusb)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vchorusc,sizeof(m_Vchorusc)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vchorusd,sizeof(m_Vchorusd)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vchoruse,sizeof(m_Vchoruse)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vchorusf,sizeof(m_Vchorusf)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_Vchorusg,sizeof(m_Vchorusg)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
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     Archivo.Write(&m_VchorusOnda,sizeof(m_VchorusOnda)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VReverba,sizeof(m_VReverba)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VReverbb,sizeof(m_VReverbb)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VReverbc,sizeof(m_VReverbc)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VReverbd,sizeof(m_VReverbd)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VReverbe,sizeof(m_VReverbe)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VReverbf,sizeof(m_VReverbf)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VReverbg,sizeof(m_VReverbg)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFlangera,sizeof(m_VFlangera)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFlangerb,sizeof(m_VFlangerb)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFlangerc,sizeof(m_VFlangerc)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFlangerd,sizeof(m_VFlangerd)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFlangere,sizeof(m_VFlangere)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFlangerf,sizeof(m_VFlangerf)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFlangerg,sizeof(m_VFlangerg)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFiltroa,sizeof(m_VFiltroa)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFiltrob,sizeof(m_VFiltrob)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
     Archivo.Write(&m_VFiltroc,sizeof(m_VFiltroc)); 
     Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
 
     //                      Copiar en el archivo la Lista de efectos 
 
    int cont =m_Lista2.GetCount();  // Guardamos en cont el numero de efectos de 
la lista 
    CString Lista= "  "; 
          Archivo.Write(&cont,sizeof(cont));// Escribimos en el Archivo 
    Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
             
   for(int i=0;i<cont;i++) //Recorremos todos los valores de la lista2 
     { 
            int efcod; 
   CString S; 
   m_Lista2.GetText(i,S); // Adquirimos el texto de la lista  segun el indice 
i; 
   efcod=CodificaEfecto(S);  //Codificamos el efecto con un entero. 
   Archivo.Write(&efcod,sizeof(efcod));//Escribimos en el Archivo el 
numero de efectos de la Lista2 
            Archivo.SeekToEnd(); //Dejamos el puntero del archivo al final del file 
   Lista=Lista + S +"," + "  "; 
           } 
               
    Archivo.Close();  //Cerramos el Archivo 
    AfxMessageBox("Se han Guardado los efectos: " + Lista); 
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  } 
 
  else 
  { 
       AfxMessageBox("El Efecto no se encuentra disponible en la lista de Efectos 
seleccionados. Por favor Inserte un Efecto valido en la Lista de Efectos") ; 
  } 
  
} 
 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnGuardarArchivo() 
//Manejador de boton(Guardar Archivo). Guarda los Archivos de configuracion *.gri. Guarda los 
valores  
//de configuracion de la aplicacion en un archivo, mediante la asignacion de un path gracias a 
un  
//dialogCloseBox. 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnGuardarArchivo()  
{ 
 CString path;  // Creamos una variable  donde guardaremos el path del openDialog 
 
 path = Abrir_GuardarDialogBox(false); // Guardamos en path la ruta de carga 
    m_path = path; //Guardamos el Path en la variable global por si tenemos que Salvar en el 
futuro 
 SalvaConfiguracion(m_path);//Guardamos la configuracion de parametros del programa 
 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//CargaArchivo() 
//Función para Cargar un Archivo de configuración en la aplicación. Tiene un parametro de 
entrada que es 
//de tìpo CString donde se le asigna la ruta del archivo de carga 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::CargaArchivo(CString ruta) 
{ 
   //(m_reinicio:variable global usada para cargar el path por defecto del archivo 
 CFile Archivo; 
 
  if (m_reinicio)   // Si se ha cargado el programa previamente carga el path guardado en 
m_pathDef; 
  { 
   Archivo.Open(ruta,CFile::modeRead |CFile::modeNoTruncate);//Abrimos el 
                                                                                                         // archivo en modo lectura 
   m_PathDef = Archivo.GetFilePath();               //Asignamos la ruta por defecto 
   m_path=m_PathDef;                                      //Asignamos la ruta del archivo. 
   UpdateData(false);                   // Actualizamos el valor del Path en el control 
  } 
  else 
  {    
 
  Archivo.Open(ruta,CFile::modeRead |CFile::modeNoTruncate);//Abrimos el  
                                                                                                         //archivo en modo lectura 
  m_path=Archivo.GetFilePath();  // Asignamos a la variable el path del Archivo 
  UpdateData(false);  // Pasamos los valores de la variable al control; 
  } 
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     Archivo.Read (&p.Ampli[0],sizeof(p.Ampli[0]));//Leemos en el archivo y lo guardamos en la  
                                                                              // estructura Efectos 
  m_SliderAmpLeft.SetPos(p.Ampli[0]); //asignamos a los sliders visibles su 
                                                                           // correspondiente posición 
  UpdateData(TRUE); // Actualizamos el control 
  m_EditVALeft = m_SliderAmpLeft.GetPos();//Actualizamos el EditBox (de la variable al  
                                                                                    //control) 
  UpdateData(FALSE);//No actualizamos del control a la variable 
 
  Archivo.Read (&p.Ampli[1],sizeof(p.Ampli[1]));     //      Idem que las lineas anteriores..... 
  m_SliderAmpRight.SetPos(p.Ampli[1]); 
  UpdateData(TRUE); 
     m_EditVARight =m_SliderAmpRight.GetPos(); 
     UpdateData(FALSE); 
 
 
  Archivo.Read (&p.PRuido[0],sizeof(p.PRuido[0]));        
  m_SliderPRUmbral.SetPos(p.PRuido[0]); 
     UpdateData(TRUE); 
  m_EditVAPRumbral =m_SliderPRUmbral.GetPos();               //      Idem que las lineas 
anteriores..... 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.PRuido[1],sizeof(p.PRuido[1])); 
  m_SliderPRAten.SetPos(p.PRuido[1]); 
     UpdateData(TRUE); 
  m_EditVAPRatenua =m_SliderPRAten.GetPos(); 
     UpdateData(FALSE); 
 
     Archivo.Read (&p.ComExp[0],sizeof(p.ComExp[0])); 
  m_SliderCompRatio.SetPos(p.ComExp[0]); 
     UpdateData(TRUE); 
     CString ratio =ConvertirEnRatio(m_SliderCompRatio.GetPos());//Convertimos el valor del 
control a formato (x:y) 
  m_EditVAratio_ = ratio; 
     UpdateData(FALSE); 
 
     Archivo.Read (&p.ComExp[1],sizeof(p.ComExp[1])); 
  m_SliderCompUmbral.SetPos(p.ComExp[1]); 
     UpdateData(TRUE); 
  m_EditVAUmbral_ =m_SliderCompUmbral.GetPos(); 
     UpdateData(FALSE); 
      
  Archivo.Read (&p.ComExp[2],sizeof(p.ComExp[2])); 
  m_SliderCompAtaque.SetPos(p.ComExp[2]); 
     UpdateData(TRUE); 
  m_EditVAataque_ =m_SliderCompAtaque.GetPos(); 
     UpdateData(FALSE); 
      
  Archivo.Read (&p.ComExp[3],sizeof(p.ComExp[3])); 
   m_SliderCompRelaja.SetPos(p.ComExp[3]); 
     UpdateData(TRUE); 
  m_EditVArelaja_ =m_SliderCompRelaja.GetPos(); 
     UpdateData(FALSE); 
 
     Archivo.Read (&p.Distorsion[0][0],sizeof(p.Distorsion[0][0])); 
  m_VDist1porcen= p.Distorsion[0][0]; 
     UpdateData(FALSE); 
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  Archivo.Read (&p.Distorsion[1][0],sizeof(p.Distorsion[1][0])); 
  m_VDist1Umbral=p.Distorsion[1][0]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Distorsion[0][1],sizeof(p.Distorsion[0][1])); 
  m_VDist2a = p.Distorsion[0][1]; 
     UpdateData(FALSE); 
   
  Archivo.Read (&p.Distorsion[1][1],sizeof(p.Distorsion[1][1])); 
  m_VDist2b=p.Distorsion[1][1]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Distorsion[2][1],sizeof(p.Distorsion[2][1])); 
 m_Vdist2c=p.Distorsion[2][1]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Distorsion[3][1],sizeof(p.Distorsion[3][1])); 
  m_Vdist2d=p.Distorsion[3][1]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Delay[1],sizeof(p.Delay[1])); 
  m_Vdela=p.Delay[1]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Delay[2],sizeof(p.Delay[2])); 
  m_Vdelb=p.Delay[2]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Chorus[1],sizeof(p.Chorus[1])); 
  m_Vchorusa=p.Chorus[1]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Chorus[2],sizeof(p.Chorus[2])); 
  m_Vchorusb=p.Chorus[2]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Chorus[3],sizeof(p.Chorus[3])); 
  m_Vchorusc=p.Chorus[3]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Chorus[4],sizeof(p.Chorus[4])); 
  m_Vchorusd=p.Chorus[4]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Chorus[5],sizeof(p.Chorus[5])); 
  m_Vchoruse=p.Chorus[5]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Chorus[6],sizeof(p.Chorus[6])); 
  m_Vchorusf=p.Chorus[6]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Chorus[7],sizeof(p.Chorus[7])); 
  m_Vchorusg=p.Chorus[7]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Chorus[8],sizeof(p.Chorus[8])); 
  m_VchorusOnda=p.Chorus[8]; 
     UpdateData(FALSE); 
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  Archivo.Read (&p.Reverb[1],sizeof(p.Reverb[1])); 
  m_VReverba=p.Reverb[1]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Reverb[2],sizeof(p.Reverb[2])); 
  m_VReverbb=p.Reverb[2]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Reverb[3],sizeof(p.Reverb[3])); 
  m_VReverbc=p.Reverb[3]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Reverb[4],sizeof(p.Reverb[4])); 
  m_VReverbd=p.Reverb[4]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Reverb[5],sizeof(p.Reverb[5])); 
  m_VReverbe=p.Reverb[5]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Flanger[1],sizeof(p.Flanger[1])); 
  m_VFlangera=p.Flanger[1]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Flanger[2],sizeof(p.Flanger[2])); 
  m_VFlangerb=p.Flanger[2]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Flanger[3],sizeof(p.Flanger[3])); 
  m_VFlangerc=p.Flanger[3]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Flanger[4],sizeof(p.Flanger[4])); 
  m_VFlangerd=p.Flanger[4]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Flanger[5],sizeof(p.Flanger[5])); 
  m_VFlangere=p.Flanger[5]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Flanger[6],sizeof(p.Flanger[6])); 
  m_VFlangerf=p.Flanger[6]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Flanger[7],sizeof(p.Flanger[7])); 
  m_VFlangerg=p.Flanger[7]; 
     UpdateData(FALSE); 
      
  Archivo.Read (&p.Filtro[1],sizeof(p.Filtro[1])); 
  m_VFiltroa=p.Filtro[1]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Filtro[2],sizeof(p.Filtro[2])); 
  m_VFiltrob=p.Filtro[2]; 
     UpdateData(FALSE); 
 
  Archivo.Read (&p.Filtro[3],sizeof(p.Filtro[3])); 
  m_VFiltroc=p.Filtro[3]; 
     UpdateData(FALSE); 
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//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//   Esta parte del codigo corresponde a la cargar la lista de efectos desde el archivo 
//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
   
     CString v; 
     Archivo.Read (&p.contaEfecto,sizeof(p.contaEfecto)); //Escribimos el contador en 
p.contaefecto; 
 
  if(p.contaEfecto >=0) 
  {   
           
         CGRIJOTECH_DSP1Dlg::OnButton10() ;  //Borramos todos los archivos de la lista; 
 
   CString Lista = "  "; 
 
      for (int i=0;i<p.contaEfecto;i++) //Hacemos tantas iteraciones como efectos a cargar 
   { 
          CString ef;  
     
       Archivo.Read (&p.Lefectos[p.contaEfecto],sizeof(p.Lefectos[p.contaEfecto])); 
                          // Leemos del archivo 
   ef=DescodificaEfecto(p.Lefectos[p.contaEfecto]);  // asignamos a ef la cadena  
                                                                                                            //del efecto descodificada 
   m_Lista2.AddString(ef);  //Cargamos en el la Lista2 el efecto correspondiente 
   Lista=Lista + ef +"," + "  "; 
   UpdateData(true); 
      } 
  Archivo.Close(); 
  AfxMessageBox("Se han cargado los siguientes efectos:" + Lista); 
    
     } 
  else 
    
  AfxMessageBox("La lista esta vacia"); 
} 
 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButton11() 
//Manejador de boton(Restaurar Valores). Restaura los valores de configuracion de los 
controles mediante 
//la carga del archivo de configuracion por Defecto "ConfDefault.gri"/Directorio de la 
aplicación..... 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButton11()  
{ 
 
 CargaArchivo(m_PathDef);//Cargamos el archivo de configuracion asignandole el Path de este 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnFileAbrirarchivo() 
//Manejador de boton(Menu->Abrir Archivo). Carga los valores contenidos en un archivo *.gri en 
la aplicacion 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnFileAbrirarchivo()  
{ 
   OnCargarArchivo();//Cargamos el Archivo mediante la llamada a esta funcion  
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} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnFileCerrar() 
//Manejador de boton(Menu->Files->Cerrar). Guarda la configuración del archivo y cierra la 
Aplicacion 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnFileCerrar()  
{ 
 if (MessageBox("¿Desea guardar los datos antes de 
Cerrar?","Salir",MB_ICONQUESTION+MB_YESNO)==IDYES) 
 { 
  OnGuardarArchivo(); //Guardamos los parametros de la aplicacion al archivo; 
  CDialog::OnOK(); //Cierra la Aplicación con el boton OK  
 } 
 else 
 
 CDialog::OnCancelMode();// Si se pulsa el boton Cerrar se cierra la aplicación sin 
guardar el archivo 
  
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnFileSalvarconfiguracin()() 
//Manejador de boton(Menu->Files->Salvar Configuracion). Guarda la configuración del archivo  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnFileSalvarconfiguracion()  
{ 
  
 SalvaConfiguracion(m_path);// Salvamos la configuracion en la ruta elegida de apertura  
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//CrearTramaTres() 
//Función que nos permite Rellenar un Array para posteriormente enviarlo a la DSP (Trama de 
tipo 3)  
// La trama enviada está compuesta por los campos, tipo de trama, //el numero de efecto 
codificado,  
// el numero de parámetros que tiene el efecto, y la posicion de inicio del efecto en el Array de 
Valores 
// de efecto, que contendrá los valores actualizados de config. 
//Los parámetros de entrada son de tipo entero (Consultar Tabla de codificación) 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::CrearTramaTres(int Ttrama, int nEfecto, int nParametros, int 
InicioParam, int On_Off) 
{ 
     InOut.ArrayActEfect[0]=Ttrama; // Tipo de Trama; 
     InOut.ArrayActEfect[1]=nEfecto; // Efecto codificado 
  InOut.ArrayActEfect[2]=nParametros; // Numero de Parámetros 
  InOut.ArrayActEfect[3]=InicioParam; // Posicion del primer parametro en el Array 
VControl[]; 
  InOut.ArrayActEfect[9]=On_Off; // Efecto Activado o Desactivado 
  for (int i=0;i<nParametros;i++) //Cargamos el valor de los parametros desde VControl[] 
   
    InOut.ArrayActEfect[4+i]=InOut.VControl[InicioParam+i]; 
 
  for (i;i<5;i++)  // Ponemos a 0 el resto de la trama. 
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    InOut.ArrayActEfect[4+i]=0;  
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//EnviarTramaTres() 
//Función que nos permite enviar una Trama de Tipo 3 ( Trama de Actualizacion de Efecto). 
// En primer lugar se activa el canal de salida, después se envia un entero con el tipo de trama, 
// después se envia la trama. Finalmente se deshabilita el canal de salida 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::EnviarTramaTres() 
{ 
 long buffer; 
 
 // pRTDX->EnableChannel("control_channel");// Habilitamos el canal control_channel 
 
  pRTDX->WriteI4((long)3, &buffer); // escribimos el tipo de trama a enviar 
 
  EnviaArray(10,InOut.ArrayActEfect);  // Enviamos la trama a la aplicación Target 
 
 // pRTDX->DisableChannel("control_channel"); // Deshabilitamos el canal 
 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//ActualizarLeds() 
//Esta funcion se encarga de la sincronización así como de la visualización de los 
correspondientes Leds que 
//integra el módulo de Reproduccion de efectos en tiempo real. Tiene 2 parámetros de entrada. 
index es un entero 
//que corresponde al Array de índices( 1 indice por cada boton pulsado). El segundo parámetro 
var es de tipo 
//CStatic y corresponde a la variable asignada al Bmp(Led) que controla la carga del Led 
apagado o encendido 
//Según su estado (1 ó 0) del entero correspondiente almacenado en el Array de indices 
(MostrarBmp[]); 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::ActualizarLed(int index, CStatic *var) 
{ 
 
 if (MostrarBmp[index] == 0) 
 { 
  m_Bmp.DeleteObject();                                       //Elimino una referencia 
anterior; 
  VERIFY(m_Bmp.LoadBitmap(IDB_BITMAP1)); 
  var->SetBitmap(m_Bmp); 
  MostrarBmp[index]=1; 
 } 
 else  
 { 
  m_Bmp.DeleteObject(); 
  VERIFY(m_Bmp.LoadBitmap (IDB_BITMAP2)); 
  var->SetBitmap(m_Bmp); 
  MostrarBmp[index]=0;        
 } 
  
} 
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///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonDist1() 
//Manejador de boton(Distorsion1). Actualiza el valor del Led del boton además de cargar el 
Dialogo de  
//Configuracion del efecto mediante las funciones ActualizarLed() y CargarDialogo() 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonDist1()  
{ 
 
  ActualizarLed(0,&m_LedDist1); // Sincronizamos el valor del Led con el del Boton 
Distorsion1 
 
 if(MostrarBmp[0] == 0) 
 {  
     CargaDialogo("Distorsion1"); 
 } 
 
    else  // Enviamos una trama que deshabilite el efecto en la DSP 
 { 
 
     CrearTramaTres(3,4,0,9,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
    
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonDist2() 
//Manejador de boton(Distorsion2). Actualiza el valor del Led del boton además de cargar el 
Dialogo de  
//Configuracion del efecto mediante las funciones ActualizarLed() y CargarDialogo() 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonDist2()  
{ 
  ActualizarLed(1,&m_LedDist2);// Sincronizamos el valor del Led con el del Boton 
Distorsion2 
 
  if(MostrarBmp[1] == 0) 
  CargaDialogo("Distorsion2"); 
 
   else 
 { 
 
     CrearTramaTres(3,5,0,11,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal enviamos datos y deshabilitamos el canal 
      
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonDistAnillo() 
//Manejador de boton(DistorsionAnillo). Actualiza el valor del Led del boton además de cargar el 
Dialogo de  
//Configuracion del efecto mediante las funciones ActualizarLed() y CargarDialogo() 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
ANEXOS                                                               Procesador Digital de efectos                                                                    
mediante  DSP TMS320C6713 
I.T.T esp. Sonido e Imagen                                            por: J.M.Grijota Delgado 
  
- 42 -
 
void CGRIJOTECH_DSP1Dlg::OnButtonDistAnillo()  
{ 
 ActualizarLed(2,&m_LedF1_3);// Sincronizamos el valor del Led con el del Boton 
Distorsion3 
 
 if(MostrarBmp[2] == 0) 
 CargaDialogo("Distorsion2"); 
 
    else 
 { 
 
     CrearTramaTres(3,5,0,11,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal enviamos datos y deshabilitamos el canal 
 } 
 
} 
 
 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF2_1() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF2_1()  
{ 
 ActualizarLed(3,&m_LedF2_1);// Sincronizamos el valor del Led con el del Boton  
 
 if(MostrarBmp[3] == 0) 
 CargaDialogo("Delay"); 
 
  else 
 { 
 
     CrearTramaTres(3,6,0,15,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
   
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF2_2() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF2_2()  
{ 
 ActualizarLed(4,&m_LedF2_2);// Sincronizamos el valor del Led con el del Boton  
 
 if(MostrarBmp[4] == 0) 
 CargaDialogo("Chorus"); 
 
 else 
 { 
 
     CrearTramaTres(3,7,0,17,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
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 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF2_3() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF2_3()  
{ 
 ActualizarLed(5,&m_LedF2_3);// Sincronizamos el valor del Led con el del Boton   
 
 if(MostrarBmp[5] == 0) 
 CargaDialogo("Reverb"); 
 
    else 
 { 
 
     CrearTramaTres(3,8,0,25,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
   
 } 
 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF3_1() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF3_1()  
{ 
 ActualizarLed(6,&m_LedF3_1);// Sincronizamos el valor del Led con el del Boton  
  
 if(MostrarBmp[6] == 0) 
     CargaDialogo("Flanger"); 
 
  else 
 { 
 
     CrearTramaTres(3,9,0,30,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
   
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF3_2() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF3_2()  
{ 
 ActualizarLed(7,&m_LedF3_2);// Sincronizamos el valor del Led con el del Boton  
 
 if(MostrarBmp[7] == 0) 
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     CargaDialogo("Flanger"); 
 
 else 
 { 
 
     CrearTramaTres(3,9,0,30,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
 
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF3_3() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF3_3()  
{ 
 ActualizarLed(8,&m_LedF3_3);// Sincronizamos el valor del Led con el del Boton   
 
 if(MostrarBmp[8] == 0) 
     CargaDialogo("Flanger"); 
 
 else 
 { 
     CrearTramaTres(3,9,0,30,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF4_1() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF4_1()  
{ 
 ActualizarLed(9,&m_LedF4_1);// Sincronizamos el valor del Led con el del Boton  
  
 if(MostrarBmp[9] == 0) 
     CargaDialogo("Filtro Paso Alto"); 
 
 else 
 { 
     CrearTramaTres(3,10,0,37,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF4_2() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF4_2()  
{ 
 ActualizarLed(10,&m_LedF4_2);// Sincronizamos el valor del Led con el del Boton  
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 if(MostrarBmp[10] == 0) 
     CargaDialogo("Filtro Paso Bajo"); 
 
 else 
 { 
     CrearTramaTres(3,11,0,38,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
 }  
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF4_3() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF4_3()  
{ 
 ActualizarLed(11,&m_LedF4_3);// Sincronizamos el valor del Led con el del Boton  
 
 if(MostrarBmp[11] == 0) 
     CargaDialogo("Filtro Paso Banda"); 
 
 else 
 { 
     CrearTramaTres(3,12,0,39,0); //Creamos una Trama del tipo 3 para posteriormente enviarla 
  EnviarTramaTres();   // habilitamos el canal, enviamos datos y deshabilitamos el canal 
 } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF5_1() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF5_1()  
{ 
 ActualizarLed(12,&m_LedF5_1);// Sincronizamos el valor del Led con el del Boton  
 if(MostrarBmp[12] == 0) 
 CargaDialogo("Distorsion 2"); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF5_2() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF5_2()  
{ 
 ActualizarLed(13,&m_LedF5_2);// Sincronizamos el valor del Led con el del Boton  
 if(MostrarBmp[13] == 0) 
 CargaDialogo("Distorsion 2"); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonF5_3() 
//Manejador de boton(Efecto en tiempo real Fila / Columna). Actualiza el valor del Led 
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//Carga el dialogo asociado al boton  
///////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonF5_3()  
{ 
 ActualizarLed(14,&m_LedF5_3);// Sincronizamos el valor del Led con el del Boton  
 if(MostrarBmp[14] == 0) 
 CargaDialogo("Distorsion 2"); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//CargaDialogo() 
//Función para Cargar un Dialogo correspondiente a un String que indica el nombre del dialogo 
asociado. 
//Tiene un parámetro de entrada que es de tipo (CString Sefecto).que indica el nombre del 
efecto a cargar 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::CargaDialogo(CString Sefecto) 
{ 
if (Sefecto == "Distorsion1")  
{ 
CDistorsion1 dlgDistorsion1(this);// Creamos un Dialogo con el constructor de CDistorsion1 
  
dlgDistorsion1.m_EditVAD1Porcen = p.Distorsion[0][0];//Asignamos valores desde Efecto, 
 dlgDistorsion1.m_EditVAD1Umbral = p.Distorsion[1][0]; 
 dlgDistorsion1.DoModal();  //Definimos el dialogo como modal:: hasta que se cierra el dialogo. 
} 
else if (Sefecto == "Distorsion2") 
{ 
CDistorsion2 dlgDistorsion2(this);// Creamos un Dialogo con el constructor de CDistorsion1 
  
dlgDistorsion2.m_EditD2a = p.Distorsion[0][1];//Asignamos valores desde la Estructura Efecto, 
dlgDistorsion2.m_EditD2b = p.Distorsion[1][1]; 
dlgDistorsion2.m_EditD2c = p.Distorsion[2][1];//Asignamos valores desde la Estructura Efecto, 
dlgDistorsion2.m_EditD2d = p.Distorsion[3][1]; 
 
dlgDistorsion2.DoModal();  //Definimos el dialogo como modal:: Llamamos al procedimiento. 
} 
 
else if (Sefecto == "Delay") 
{ 
CDelay dlgDelay(this);// Creamos un Dialogo con el constructor de CDistorsion1 
 
dlgDelay.m_EditDela = p.Delay[0];//Asignamos valores desde la Estructura Efecto, 
dlgDelay.m_EditDelb = p.Delay[1]; 
 
dlgDelay.DoModal ();  //Guardamos en r si el dialogo se cerro con el boton Aceptar o Cancelar. 
} 
else if (Sefecto == "Chorus") 
{ 
CChorus dlgChorus(this);// Creamos un Dialogo con el constructor de CDistorsion1 
 
dlgChorus.m_EditChorusa = p.Chorus[0];//Asignamos valores desde la Estructura Efecto, 
dlgChorus.m_EditChorusb = p.Chorus[1];//Asignamos valores desde la Estructura Efecto, 
dlgChorus.m_EditChorusc = p.Chorus[2];//Asignamos valores desde la Estructura Efecto, 
dlgChorus.m_EditChorusd = p.Chorus[3];//Asignamos valores desde la Estructura Efecto, 
dlgChorus.m_EditChoruse = p.Chorus[4];//Asignamos valores desde la Estructura Efecto, 
dlgChorus.m_EditChorusf = p.Chorus[5];//Asignamos valores desde la Estructura Efecto, 
dlgChorus.m_EditChorusg = p.Chorus[6];//Asignamos valores desde la Estructura Efecto, 
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dlgChorus.m_EditChorush = p.Chorus[7];//Asignamos valores desde la Estructura Efecto, 
 
 dlgChorus.DoModal ();  //Guardamos si el dialogo se cerro con el boton Aceptar o Cancelar. 
} 
 
else if (Sefecto == "Reverb") 
{ 
CReverb dlgReverb(this);// Creamos un Dialogo con el constructor de CDistorsion1 
dlgReverb.m_EditReva = p.Reverb[0];//Asignamos valores desde la Estructura Efecto, 
dlgReverb.m_EditRevb = p.Reverb[1];//Asignamos valores desde la Estructura Efecto, 
dlgReverb.m_EditRevc = p.Reverb[2];//Asignamos valores desde la Estructura Efecto, 
dlgReverb.m_EditRevd = p.Reverb[3];//Asignamos valores desde la Estructura Efecto, 
dlgReverb.m_EditReve = p.Reverb[4];//Asignamos valores desde la Estructura Efecto, 
dlgReverb.DoModal ();  //Guardamos si el dialogo se cerro con el boton Aceptar o Cancelar. 
} 
 
else if (Sefecto == "Flanger") 
{ 
CFlanger dlgFlanger(this);// Creamos un Dialogo con el constructor de CDistorsion1 
dlgFlanger.m_EditFlangera = p.Flanger[0];//Asignamos valores desde la Estructura Efecto, 
dlgFlanger.m_EditFlangerb = p.Flanger[1];//Asignamos valores desde la Estructura Efecto, 
dlgFlanger.m_EditFlangerc = p.Flanger[2];//Asignamos valores desde la Estructura Efecto, 
dlgFlanger.m_EditFlangerd = p.Flanger[3];//Asignamos valores desde la Estructura Efecto, 
dlgFlanger.m_EditFlangere = p.Flanger[4];//Asignamos valores desde la Estructura Efecto, 
dlgFlanger.m_EditFlangerf = p.Flanger[5];//Asignamos valores desde la Estructura Efecto, 
dlgFlanger.m_EditFlangerg = p.Flanger[6];//Asignamos valores desde la Estructura Efecto, 
dlgFlanger.DoModal ();  //Guardamos si el dialogo se cerro con el boton Aceptar o Cancelar. 
} 
 
else if (Sefecto == "Filtro Paso Alto") 
{ 
CFPAltos dlgFPAltos(this);// Creamos un Dialogo con el constructor de CDistorsion1 
dlgFPAltos.DoModal ();  //Guardamos si el dialogo se cerro con el boton Aceptar o Cancelar. 
} 
else if (Sefecto == "Filtro Paso Bajo") 
{ 
CFPBajos dlgFPBajos(this);// Creamos un Dialogo con el constructor de CDistorsion1 
 dlgFPBajos.DoModal ();  //Guardamos si el dialogo se cerro con el boton Aceptar o Cancelar. 
} 
else if (Sefecto == "Filtro Paso Banda") 
{ 
CFPBanda dlgFPBanda(this);// Creamos un Dialogo con el constructor de CDistorsion1 
dlgFPBanda.DoModal ();  //Guardamos si el dialogo se cerro con el boton Aceptar o Cancelar. 
} 
 
else 
AfxMessageBox("Por favor Seleccione un efecto en la Lista de Efectos."); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//ActualizaTodosLeds() 
//Función para Cargar un Dialogo correspondiente a un String que indica el nombre del dialogo 
asociado. 
//Tiene un parámetro de entrada que es de tipo (CString Sefecto).que indica el nombre del 
efecto a cargar 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::ActualizaTodosLeds() 
{ 
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ActualizarLed(0,&m_LedDist1);// Sincronizamos el valor del Led con el del Boton Distorsion1 
ActualizarLed(1,&m_LedDist2);// Sincronizamos el valor del Led con el del Boton Distorsion2 
ActualizarLed(2,&m_LedF1_3); // Sincronizamos el valor del Led con el del Boton Distorsion3 
 ActualizarLed(3,&m_LedF2_1); // Sincronizamos el valor del Led con el del Boton  
 ActualizarLed(4,&m_LedF2_2); // Sincronizamos el valor del Led con el del Boton   
 ActualizarLed(5,&m_LedF2_3); // Sincronizamos el valor del Led con el del Boton   
 ActualizarLed(6,&m_LedF3_1); // Sincronizamos el valor del Led con el del Boton  
 ActualizarLed(7,&m_LedF3_2); // Sincronizamos el valor del Led con el del Boton   
 ActualizarLed(8,&m_LedF3_3); // Sincronizamos el valor del Led con el del Boton   
             ActualizarLed(9,&m_LedF4_1); // Sincronizamos el valor del Led con el del Boton  
 ActualizarLed(10,&m_LedF4_2);// Sincronizamos el valor del Led con el del Boto 
 ActualizarLed(11,&m_LedF4_3);// Sincronizamos el valor del Led con el del Boton 
 ActualizarLed(12,&m_LedF5_1);// Sincronizamos el valor del Led con el del Boton  
 ActualizarLed(13,&m_LedF5_2);// Sincronizamos el valor del Led con el del Boton  
 ActualizarLed(14,&m_LedF5_3);// Sincronizamos el valor del Led con el del Boton 
  
 
} 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//InicializaComunicacion() 
//Esta funcion nos permite la inicialización a 0 de la estructura de comunicación para 
posteriormente 
//ser enviada a la DSP mediante RTDX. 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::InicializaComunicacion() 
{ 
 InOut.ArrayControl[0]=1;        // Definimos trama tipo 1 
 
 for(int i=1;i<20;i++) 
  InOut.ArrayControl[i]=0; // Inicializamos la trama a 0 
 
    InOut.VControl[0]=2;        // Definimos trama tipo 2 
 
 for( i=1;i<50;i++) 
  InOut.VControl[i]=0; // Inicializamos la trama a 0 
 
    InOut.ArrayActEfect[0]=3;        // Definimos trama tipo 3 
 
 for( i=1;i<10;i++)               // Inicializamos la trama a 0 
  InOut.ArrayActEfect[i]=0; 
 
    InOut.ContaControl=0; // Actualizamos contadores 
 InOut.ContaValor=0; 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//AsignaParametro() 
//Esta funcion nos permite guardar en el array de la estructura Coms los valores de los 
controles que 
//estan en la lista de efectos seleccionados para posteriormente ser enviados a la DSP 
mediante RTDX. 
//La funcion tiene un parametro de entrada que indica el efecto correspondiente codificado 
mediante la 
//funcion CodificaEfecto() 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
void CGRIJOTECH_DSP1Dlg::AsignaParametro(int nefecto) 
{ 
 
  if(nefecto == 1) 
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  { 
   InOut.VControl[9]=m_VDist1porcen; // Asignamos al vector a enviar el valor de 
las variables de los sliders. 
   InOut.VControl[10]=m_VDist1Umbral; // Tenemos en cuenta que los 3 efectos 
de la interficie y por tanto 8 param. 
   InOut.ContaValor=InOut.ContaValor+2; 
  } 
  if(nefecto == 2)   
  { 
   InOut.VControl[11]=m_VDist2a;  
   InOut.VControl[12]=m_VDist2b; 
   InOut.VControl[13]=m_Vdist2c; 
   InOut.VControl[14]=m_Vdist2d; 
   InOut.ContaValor=InOut.ContaValor+4; 
 
  } 
 
   if(nefecto == 3) 
  { 
   InOut.VControl[15]=m_Vdela;  
   InOut.VControl[16]=m_Vdelb; 
 
   InOut.ContaValor=InOut.ContaValor+2; 
  } 
 
   if(nefecto == 4) 
  { 
   InOut.VControl[17]=m_Vchorusa;  
   InOut.VControl[18]=m_Vchorusb; 
   InOut.VControl[19]=m_Vchorusc;  
   InOut.VControl[20]=m_Vchorusd; 
   InOut.VControl[21]=m_Vchoruse;  
   InOut.VControl[22]=m_Vchorusf; 
   InOut.VControl[23]=m_Vchorusg;  
   InOut.VControl[24]=m_VchorusOnda; 
 
   InOut.ContaValor=InOut.ContaValor+8; 
  } 
 
   if(nefecto == 5) 
  { 
   InOut.VControl[25]=m_VReverba;  
   InOut.VControl[26]=m_VReverbb; 
   InOut.VControl[27]=m_VReverbc;  
   InOut.VControl[28]=m_VReverbd; 
   InOut.VControl[29]=m_VReverbe;  
   InOut.VControl[30]=m_VReverbf; 
   InOut.VControl[31]=m_VReverbg;  
   
 
   InOut.ContaValor=InOut.ContaValor+7; 
  } 
 
   if(nefecto == 6) 
  { 
   InOut.VControl[25]=m_VFlangera;  
   InOut.VControl[26]=m_VFlangerb; 
   InOut.VControl[27]=m_VFlangerc;  
   InOut.VControl[28]=m_VFlangerd; 
   InOut.VControl[29]=m_VFlangere;  
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   InOut.VControl[30]=m_VFlangerf; 
   InOut.VControl[31]=m_VFlangerg;  
   
 
   InOut.ContaValor=InOut.ContaValor+7; 
  } 
 
   if(nefecto == 7) 
  { 
   InOut.VControl[37]=m_VFiltroa;  
   InOut.ContaValor=InOut.ContaValor+1; 
  } 
     if(nefecto == 8) 
  { 
   InOut.VControl[38]=m_VFiltrob;  
   InOut.ContaValor=InOut.ContaValor+1; 
  } 
   if(nefecto == 9) 
  { 
   InOut.VControl[39]=m_VFiltroc;  
   InOut.ContaValor=InOut.ContaValor+1; 
  } 
 
 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//GuardaEfectoInterficie() 
//Esta función nos permitirá Guardar los valores en la estructura de Coms de los efectos que se 
muestran 
//en la Aplicación Principal que son : Amplificación,Puerta de Ruido y Compresor/Expansor, 
antes de ser  
//Enviados en la trama de comunicación hacia la DSP 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::GuardaEfectoInterficie() 
{ 
      if(m_CheckConfig.GetCheck()) 
   { 
     InOut.ArrayControl[0]=1; // Inicializamos la primera posicion del vector con el tipo de 
trama. 
     InOut.VControl[0]=2;     // Idem 
     InOut.ArrayActEfect[0]=3; // Idem 
     InOut.ContaValor= 0;     // Inicializamos a cero los contadores 
     InOut.ContaControl=0;     
   } 
      if(m_CheckAmpli.GetCheck()) 
   { 
  InOut.ArrayControl[1]=1;  // Actualizamos en el Array la Activación de  
                                                                   //Amplificacion a 1. 
  InOut.VControl[1]=m_SliderAmpLeft.GetPos(); // asignamos valores del Slider  
                                                                                                    //AmpLeft en el array de coms. 
  InOut.VControl[2]=m_SliderAmpRight.GetPos();// asignamos valores del Slider  
                                                                                                    / /AmpRight en el array de coms. 
  InOut.ContaControl=InOut.ContaControl++;  // Actualizamos el contador de  
                                                                                                 //efectos. 
  InOut.ContaValor=InOut.ContaValor+2;      // Actualizamos el contador de  
                                                                                              //valores. 
   } 
   if(m_CheckPRuido.GetCheck()) 
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   { 
  InOut.ArrayControl[2]=1;          // Actualizamos en el Array la Activación de 
Amplificacion a 1. 
  InOut.VControl[3]=m_SliderPRAten.GetPos(); // asignamos valores del Slider  
       //AmpLeft en el array de coms. 
  InOut.VControl[4]=m_SliderPRUmbral.GetPos();// asignamos valores del Slider  
       //AmpRight en el array de coms. 
  InOut.ContaControl=InOut.ContaControl++;  // Actualizamos el contador de  
        //efectos. 
  InOut.ContaValor=InOut.ContaValor+2;      // Actualizamos el contador de  
        //valores. 
  } 
  if(m_CheckComp.GetCheck()) 
  { 
 InOut.ArrayControl[3]=1;          // Actualizamos en el Array la Activación de  
     //Amplificacion a 1. 
  InOut.VControl[5]=m_SliderCompRatio.GetPos(); // asignamos valores del  
     //Slider AmpLeft en el array de coms. 
  InOut.VControl[6]=m_SliderCompUmbral.GetPos();// asignamos valores del  
     //Slider AmpRight en el array de coms. 
  InOut.VControl[7]=m_SliderCompAtaque.GetPos(); // asignamos valores del  
     //Slider AmpLeft en el array de coms. 
     InOut.VControl[8]=m_SliderCompRelaja.GetPos(); // asignamos valores del Slider  
     //AmpLeft en el array de coms. 
  InOut.ContaControl=InOut.ContaControl++;  // Actualizamos el contador de  
     //efectos. 
  InOut.ContaValor=InOut.ContaValor+4;      // Actualizamos el contador de  
     //valores. 
   } 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//GuardaEfectoDialogos() 
//Esta función nos permitirá Guardar los valores en la estructura de Coms de los efectos que se 
muestran 
//en los diferentes Diálogos de configuración de efectos, antes de ser enviados en la trama de 
comunicación hacia la DSP 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::GuardaEfectoDialogos() 
{ 
 
// Cargamos los parametros y valores de los efectos en la lista de Efectos Seleccionados o 
cargados 
       
   int cont =m_Lista2.GetCount();  // Guardamos en cont el numero de efectos de la lista 
    
    if(cont>=0) 
    { 
  for(int i=0;i<cont;i++) //Recorremos todos los valores de la lista2 
  { 
   int efcod; 
   CString S; 
 
  m_Lista2.GetText(i,S); // Adquirimos el texto de la lista  segun el indice i; 
  efcod=CodificaEfecto(S);  //Codificamos el efecto con un entero. 
  InOut.ArrayControl[efcod+3]=1;  // Activamos el valor del efecto segun la  
                      // cod.Añadimos 3 Ya que los 3 primeros efectos del Array no estan en la lista. 
   AsignaParametro(efcod); // Guardamos en el array de Valores de parametros  
      //los valores de las variables 
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  } 
    } 
 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonPlay() 
//Manejador del Boton Play. Esta función comprueba que casilla de verificación está activada y 
en caso 
//de que no esté ni "Configuración de Efecto", ni "Efecto en Tiempo Real" activado saca por 
pantalla 
//Un mensaje de aviso. Una vez comprobados los condicionales se envia un array de enteros a 
la DSP 
//con el estado de activacion de los efectos y otro array con el valor de cada Slider (parametros 
del efecto) 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnButtonPlay()  
{ 
 
  InicializaComunicacion(); // Inicializamos la estructura de Coms a 0 
  GuardaEfectoInterficie(); // Guardamos en la estructura de coms los valores de los efectos de 
la clase Principal 
  GuardaEfectoDialogos();  // Guardamos en la estructura de coms los parámetros de los 
diálogos de efectos. 
 
       // Enviamos el Array de control y el Array de Valor de efecto a la DSP para que se 
procesen losefectos seleccionados en la Aplicacion, junto con sus correspondientes  
//parámetros de configuracion. 
 
 long buffer;  //variable para almacenar el tipo de trama a enviar; 
    
    
   if(m_CheckConfig.GetCheck()) // si esta la casilla de verificacion Configuracion de Efectos 
  { 
     
        pRTDX->WriteI4((long)1, &buffer); // escribimos el tipo de trama a enviar 
       
     EnviaArray(20,InOut.ArrayControl);//Enviamos el Array de Control con los efectos 
seleccionados 
 
     pRTDX->WriteI4((long)2, &buffer); // escribimos el tipo de trama a enviar 
 
     EnviaArray(50,InOut.VControl); //Enviamos el Array con los Valores de efectos 
 
  pRTDX->Flush(); 
    
  } 
    
  else if(m_CheckTReal.GetCheck()) // Si esta la casilla de verificacion de Efecto T.Real 
 { 
         pRTDX->WriteI4((long)3, &buffer); // escribimos el tipo de trama a enviar 
 
         EnviaArray(10,InOut.ArrayActEfect);//enviamos El array de efecto configurado 
 
         pRTDX->Flush(); 
 } 
 
    else 
 
ANEXOS                                                               Procesador Digital de efectos                                                                    
mediante  DSP TMS320C6713 
I.T.T esp. Sonido e Imagen                                            por: J.M.Grijota Delgado 
  
- 53 -
  AfxMessageBox("Por favor seleccione las casillas de verificacion de        
                                                      Configuracion de efecto o Efecto en Tiempo real"); 
  
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnClose() 
//manejador para enviar un mensaje de aviso cuando se cierra la aplicación 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
void CGRIJOTECH_DSP1Dlg::OnClose()  
{ 
   if(pRTDX->Close()) 
 
     MessageBox("El canal RTDX se ha cerrado sin previo Aviso","Error");  
  
 CDialog::OnClose(); // Cerramos el diálogo. 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//EnviaArray() 
//Función que nos permite enviar a la DSP un array. Indicándole como parámetros de entrada 
//un entero con el número de elementos del Array, y un Array de enteros con el array a enviar. 
//La función envía este array convirtiéndolo en un Tipo Variant y configurado mediante un 
//SAFEARRAYBOUND que se encargará de activar las propiedades del array para enviarlo en 
el Variant. 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
 
void CGRIJOTECH_DSP1Dlg::EnviaArray(int nElementos, int Array[]) 
{ 
       
  long status; // mostrara el status de la llamada a la API de RTDX 
 
  HRESULT hr; // manejara el status de la API de los objetos COM 
 
  VARIANT sa; // almacenara el valor a un puntero SAFEARRAY 
 
     SAFEARRAYBOUND rgsabound[1]; // Inicializa la dimension de un SAFEARRAY 
 
     long bufferstate; // Almacenara el estado del buffer de escritura de la aplicacion 
   
     ::VariantInit( &sa );   // Inicializacion del objeto VARIANT 
     
     sa.vt = VT_ARRAY | VT_I4; // Inicializamos el objeto Variant para que sea de enteros 
de 4 bytes (32 bits) 
 
     rgsabound[0].lLbound = 0; // Inicializamos el valor minimo de salto del SAFEARRAY 
 
     rgsabound[0].cElements = nElementos;  // Inicializamos el numero maximo de 
elementos del SAFEARRAY 
 
     sa.parray = SafeArrayCreate( VT_I4, 1, rgsabound );// Creamos el SAFEARRAY con 
los valores inicializados anteriormente 
  
   
     for (long i = 0; i < (signed)sa.parray->rgsabound[0].cElements; i++) // Insertamos en 
el SAFEARRAY los valores del Array pasado como parametro 
     
    hr = ::SafeArrayPutElement( sa.parray, &i, (long*)&Array[i]); 
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    status = pRTDX->Write(sa, &bufferstate);// Enviamos el array hacia la DSP 
        
     ::VariantClear(&sa);       // Limpiamos el valor del objeto VARIANT 
} 
 
void CGRIJOTECH_DSP1Dlg::OnButtonStop()  
{ 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
//OnButtonStop() 
//Manejador del Boton Stop. Esta función comprueba que casilla de verificación está activada y 
en caso 
//de que no esté ni "Configuración de Efecto", ni "Efecto en Tiempo Real" activado saca por 
pantalla 
//Un mensaje de aviso. Una vez comprobados los condicionales se envia un array de enteros a 
la DSP 
//con el estado de activacion de los efectos y otro array con el valor de cada Slider (parametros 
del efecto) 
///////////////////////////////////////////////////////////////////////////////////////////////////////// 
 
  long buffer;  //variable para almacenar el tipo de trama a enviar; 
 
  InicializaComunicacion(); // Inicializamos la estructura de Coms a 0 
 
// Enviamos el Array de control y el Array de Valor de efecto a la DSP con todos los valores a 0  
  
        pRTDX->WriteI4((long)1, &buffer); // escribimos el tipo de trama a enviar 
       
     EnviaArray(20,InOut.ArrayControl);//Enviamos el Array de Control con los efectos  
      //seleccionados 
 
     pRTDX->WriteI4((long)2, &buffer); // escribimos el tipo de trama a enviar 
 
     EnviaArray(50,InOut.VControl); //Enviamos el Array con los Valores de efectos 
 
  pRTDX->Flush(); 
  
} 
 
1.2 Clase CGRIJOTECH_DSP1App 
 
1.2.1  CGRIJOTECH_DSP1App.h 
 
// GRIJOTECH_DSP1.h : main header file for the GRIJOTECH_DSP1 application 
// 
 
#if 
!defined(AFX_GRIJOTECH_DSP1_H__268BF7F6_23E1_444D_A3A9_16CBAC39CCDC__IN
CLUDED_) 
#define 
AFX_GRIJOTECH_DSP1_H__268BF7F6_23E1_444D_A3A9_16CBAC39CCDC__INCLUDED
_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
 
#ifndef __AFXWIN_H__ 
 #error include 'stdafx.h' before including this file for PCH 
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#endif 
 
#include "resource.h"  // main symbols 
//#include "rtdxint.h" 
 
///////////////////////////////////////////////////////////////////////////// 
// CGRIJOTECH_DSP1App: 
// See GRIJOTECH_DSP1.cpp for the implementation of this class 
// 
 
class CGRIJOTECH_DSP1App : public CWinApp 
{ 
public: 
 CGRIJOTECH_DSP1App(); 
 
// Overrides 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CGRIJOTECH_DSP1App) 
 public: 
 virtual BOOL InitInstance(); 
 //}}AFX_VIRTUAL 
 
// Implementation 
 
 //{{AFX_MSG(CGRIJOTECH_DSP1App) 
  // NOTE - the ClassWizard will add and remove member functions here. 
  //    DO NOT EDIT what you see in these blocks of generated code ! 
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
}; 
 
 
///////////////////////////////////////////////////////////////////////////// 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
 
#endif // 
!defined(AFX_GRIJOTECH_DSP1_H__268BF7F6_23E1_444D_A3A9_16CBAC39CCDC__IN
CLUDED_) 
 
1.2.2  CGRIJOTECH_DSP1App.cpp 
 
// GRIJOTECH_DSP1.cpp : Defines the class behaviors for the application. 
// 
 
#include "stdafx.h" 
 
#include "GRIJOTECH_DSP1.h" 
#include "GRIJOTECH_DSP1Dlg.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CGRIJOTECH_DSP1App 
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BEGIN_MESSAGE_MAP(CGRIJOTECH_DSP1App,CWinApp) 
 //{{AFX_MSG_MAP(CGRIJOTECH_DSP1App) 
  // NOTE - the 
ClassWizard will add and remove mapping macros here. 
  //    DO NOT EDIT 
what you see in these blocks of generated code! 
 //}}AFX_MSG 
 ON_COMMAND(ID_HELP, CWinApp::OnHelp) 
    END_MESSAGE_MAP(); 
 
///////////////////////////////////////////////////////////////////////////// 
// CGRIJOTECH_DSP1App construction 
 
CGRIJOTECH_DSP1App::CGRIJOTECH_DSP1App() 
{ 
 // TODO: add construction code here, 
 // Place all significant initialization in InitInstance 
} 
 
///////////////////////////////////////////////////////////////////////////// 
// The one and only CGRIJOTECH_DSP1App object 
 
CGRIJOTECH_DSP1App theApp; 
 
///////////////////////////////////////////////////////////////////////////// 
// CGRIJOTECH_DSP1App initialization 
 
BOOL CGRIJOTECH_DSP1App::InitInstance() 
{ 
 AfxEnableControlContainer(); 
 
 // Standard initialization 
 // If you are not using these features and wish to reduce the size 
 //  of your final executable, you should remove from the following 
 //  the specific initialization routines you do not need. 
 
#ifdef _AFXDLL 
 Enable3dControls();// Call this when using MFC in a shared DLL 
#else 
 Enable3dControlsStatic();// Call this when linking to MFC statically 
#endif 
 AfxOleInit( ); 
 
 CGRIJOTECH_DSP1Dlg dlg; 
 m_pMainWnd = &dlg; 
 int nResponse = dlg.DoModal(); 
 if (nResponse == IDOK) 
 { 
 // TODO: Place code here to handle when the dialog is 
 //  dismissed with OK 
 } 
 else if (nResponse == IDCANCEL) 
 { 
 // TODO: Place code here to handle when the dialog is 
 //  dismissed with Cancel 
 } 
 
 // Since the dialog has been closed, return FALSE so that we exit the 
 //  application, rather than start the application's message pump. 
 return FALSE; 
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} 
 
1.3 Clase CFPBanda 
 
1.3.1  CGRIJOTECH_CFPBanda.h 
 
#if 
!defined(AFX_FPBANDA_H__A49C54D9_2C44_4A61_BA49_75C261E96443__INCLUDED_) 
#define AFX_FPBANDA_H__A49C54D9_2C44_4A61_BA49_75C261E96443__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
// FPBanda.h : header file 
// 
 
#include "GRIJOTECH_DSP1Dlg.h" 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPBanda dialog 
 
class CFPBanda : public CDialog 
{ 
// Construction 
public: 
 
 void Activa_DesactivaEfecto(int nEfecto,int posVControl,int activacion); 
 
 CFPBanda(CGRIJOTECH_DSP1Dlg* pParent = NULL);   // standard constructor 
 
// Dialog Data 
 //{{AFX_DATA(CFPBanda) 
 enum { IDD = IDD_FPBANDA }; 
  // NOTE: the ClassWizard will add data members here 
 //}}AFX_DATA 
 
 
// Overrides 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CFPBanda) 
 protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
 //}}AFX_VIRTUAL 
 
// Implementation 
protected: 
 CGRIJOTECH_DSP1Dlg* m_pPrincipal; 
 
 // Generated message map functions 
 //{{AFX_MSG(CFPBanda) 
 
  virtual void OnOK(); 
     virtual void OnCancel(); 
 
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
}; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
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#endif // 
!defined(AFX_FPBANDA_H__A49C54D9_2C44_4A61_BA49_75C261E96443__INCLUDED_) 
 
 
1.3.2  CGRIJOTECH_CFPBanda.cpp 
 
// FPBanda.cpp : implementation file 
// 
 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "FPBanda.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPBanda dialog 
 
 
CFPBanda::CFPBanda(CGRIJOTECH_DSP1Dlg* pParent /*=NULL*/) 
 : CDialog(CFPBanda::IDD, pParent), m_pPrincipal(pParent) 
{ 
 //{{AFX_DATA_INIT(CFPBanda) 
  // NOTE: the ClassWizard will add member initialization here 
 //}}AFX_DATA_INIT 
} 
 
 
void CFPBanda::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 //{{AFX_DATA_MAP(CFPBanda) 
  // NOTE: the ClassWizard will add DDX and DDV calls here 
 //}}AFX_DATA_MAP 
} 
 
 
BEGIN_MESSAGE_MAP(CFPBanda, CDialog) 
 //{{AFX_MSG_MAP(CFPBanda) 
  // NOTE: the ClassWizard will add message map macros here 
 //}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPBanda message handlers 
 
void CFPBanda::Activa_DesactivaEfecto(int nEfecto,int posVControl,int activacion) 
{ 
 m_pPrincipal->m_VPBanda  = activacion;  
 m_pPrincipal->UpdateData(false); 
 
 m_pPrincipal->InOut.VControl[39]= activacion ; //Actualizamos valores en la estructura 
Com 
 m_pPrincipal->CrearTramaTres(3, nEfecto, 1, posVControl, activacion);  
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 m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización 
del efecto. 
} 
 
void CFPBanda::OnOK()  
{ 
  // Trasferimos el valor de las variables a la clase  Principal 
 
    Activa_DesactivaEfecto(12,39,1); 
 
 CDialog::OnOK();  
} 
 
void CFPBanda::OnCancel()  
{ 
 Activa_DesactivaEfecto(12,39,0); 
  
 CDialog::OnCancel(); 
} 
 
 
1.4 Clase CFPBajos 
 
1.4.1  CGRIJOTECH_CFPBajos.h  
 
#if 
!defined(AFX_FPBAJOS_H__66C0F64F_4A47_4A5C_A6ED_CFCFDAEB87EC__INCLUDED_
) 
#define AFX_FPBAJOS_H__66C0F64F_4A47_4A5C_A6ED_CFCFDAEB87EC__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
// FPBajos.h : header file 
// 
 
#include "GRIJOTECH_DSP1Dlg.h" 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPBajos dialog 
 
class CFPBajos : public CDialog 
{ 
// Construction 
public: 
 void Activa_DesactivaEfecto(int nEfecto,int posVControl,int activacion); 
 
 CFPBajos(CGRIJOTECH_DSP1Dlg* pParent = NULL);   // standard constructor 
 
// Dialog Data 
 //{{AFX_DATA(CFPBajos) 
 enum { IDD = IDD_FPBAJOS }; 
  // NOTE: the ClassWizard will add data members here 
 //}}AFX_DATA 
 
 
// Overrides 
 // ClassWizard generated virtual function overrides 
 //{{AFX_VIRTUAL(CFPBajos) 
 protected: 
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 virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
 //}}AFX_VIRTUAL 
 
// Implementation 
protected: 
 CGRIJOTECH_DSP1Dlg* m_pPrincipal; 
 
 // Generated message map functions 
 //{{AFX_MSG(CFPBajos) 
 
  virtual void OnOK(); 
  virtual void OnCancel(); 
 
 //}}AFX_MSG 
 DECLARE_MESSAGE_MAP() 
}; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
 
#endif // 
!defined(AFX_FPBAJOS_H__66C0F64F_4A47_4A5C_A6ED_CFCFDAEB87EC__INCLUDED_
) 
 
1.4.2  CGRIJOTECH_CFPBajos.cpp 
 
// FPBajos.cpp : implementation file 
// 
 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "FPBajos.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPBajos dialog 
 
 
CFPBajos::CFPBajos(CGRIJOTECH_DSP1Dlg* pParent /*=NULL*/) 
 : CDialog(CFPBajos::IDD, pParent), m_pPrincipal(pParent) 
{ 
 //{{AFX_DATA_INIT(CFPBajos) 
  // NOTE: the ClassWizard will add member initialization here 
 //}}AFX_DATA_INIT 
} 
 
 
void CFPBajos::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 //{{AFX_DATA_MAP(CFPBajos) 
  // NOTE: the ClassWizard will add DDX and DDV calls here 
 //}}AFX_DATA_MAP 
} 
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BEGIN_MESSAGE_MAP(CFPBajos, CDialog) 
 //{{AFX_MSG_MAP(CFPBajos) 
  // NOTE: the ClassWizard will add message map macros here 
 //}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPBajos message handlers 
 
void CFPBajos::Activa_DesactivaEfecto(int nEfecto,int posVControl,int activacion) 
{ 
 m_pPrincipal->m_VPBajos  = activacion;  
 m_pPrincipal->UpdateData(false); 
 
 m_pPrincipal->InOut.VControl[38]= activacion ; //Actualizamos valores en la estructura 
Com 
 m_pPrincipal->CrearTramaTres(3, nEfecto, 1, posVControl, activacion);  
 m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización 
del efecto. 
} 
 
void CFPBajos::OnOK()  
{ 
  // Trasferimos el valor de las variables a la clase  Principal 
 
    Activa_DesactivaEfecto(11,38,1); 
 
 CDialog::OnOK();  
} 
 
void CFPBajos::OnCancel()  
{ 
 Activa_DesactivaEfecto(11,38,0); 
  
 CDialog::OnCancel(); 
} 
 
1.5 Clase CFPAltos 
 
1.5.1  CGRIJOTECH_CFPAltos.h 
 
#if 
!defined(AFX_FPALTOS_H__E0F87661_F82F_4AB1_9D7B_AF8AB58C1670__INCLUDED_) 
#define AFX_FPALTOS_H__E0F87661_F82F_4AB1_9D7B_AF8AB58C1670__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
// FPAltos.h : header file 
// 
 
#include "GRIJOTECH_DSP1Dlg.h" 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPAltos dialog 
 
class CFPAltos : public CDialog 
{ 
// Construction 
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public: 
void Activa_DesactivaEfecto(int nEfecto,int posVControl,int activacion); 
 
CFPAltos(CGRIJOTECH_DSP1Dlg* pParent = NULL);   // standard constructor 
 
// Dialog Data 
//{{AFX_DATA(CFPAltos) 
enum { IDD = IDD_FPALTOS }; 
// NOTE: the ClassWizard will add data members here 
//}}AFX_DATA 
// Overrides 
// ClassWizard generated virtual function overrides 
//{{AFX_VIRTUAL(CFPAltos) 
protected: 
virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
//}}AFX_VIRTUAL 
// Implementation 
protected: 
CGRIJOTECH_DSP1Dlg* m_pPrincipal; 
// Generated message map functions 
//{{AFX_MSG(CFPAltos) 
virtual void OnOK(); 
virtual void OnCancel(); 
//}}AFX_MSG 
DECLARE_MESSAGE_MAP() 
}; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
 
#endif // 
!defined(AFX_FPALTOS_H__E0F87661_F82F_4AB1_9D7B_AF8AB58C1670__INCLUDED_) 
 
 
 
 
 
 
 
1.5.2  CGRIJOTECH_CFPAltos.cpp 
 
 
// FPAltos.cpp : implementation file 
// 
 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "FPAltos.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPAltos dialog 
 
CFPAltos::CFPAltos(CGRIJOTECH_DSP1Dlg* pParent /*=NULL*/) 
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: CDialog(CFPAltos::IDD, pParent) 
{ 
//{{AFX_DATA_INIT(CFPAltos) 
// NOTE: the ClassWizard will add member initialization here 
//}}AFX_DATA_INIT 
} 
 
void CFPAltos::DoDataExchange(CDataExchange* pDX) 
{ 
CDialog::DoDataExchange(pDX); 
//{{AFX_DATA_MAP(CFPAltos) 
// NOTE: the ClassWizard will add DDX and DDV calls here 
//}}AFX_DATA_MAP 
} 
 
 
BEGIN_MESSAGE_MAP(CFPAltos, CDialog) 
//{{AFX_MSG_MAP(CFPAltos) 
//}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CFPAltos message handlers 
 
void CFPAltos::Activa_DesactivaEfecto(int nEfecto,int posVControl,int activacion) 
{ 
m_pPrincipal->m_VPAltos  = activacion;  
m_pPrincipal->UpdateData(false); 
m_pPrincipal->InOut.VControl[37]= activacion ; //Actualizamos valores en la estructura Com 
m_pPrincipal->CrearTramaTres(3, nEfecto, 1, posVControl, activacion);  
m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
void CFPAltos::OnOK()  
{ 
  // Trasferimos el valor de las variables a la clase  Principal 
 
    Activa_DesactivaEfecto(10,37,1); 
 
CDialog::OnOK();  
} 
void CFPAltos::OnCancel()  
{ 
Activa_DesactivaEfecto(10,37,0); 
CDialog::OnCancel(); 
} 
 
1.6 Clase Cflanger 
 
1.5.1  CGRIJOTECH_CFlanger.h 
 
#if 
!defined(AFX_FLANGER_H__D9673D6C_AA57_402E_8D13_C6FC9B608264__INCLUDED_) 
#define AFX_FLANGER_H__D9673D6C_AA57_402E_8D13_C6FC9B608264__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
// Flanger.h : header file 
// 
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#include "GRIJOTECH_DSP1Dlg.h" 
 
///////////////////////////////////////////////////////////////////////////// 
// CFlanger dialog 
 
class CFlanger : public CDialog 
{ 
// Construction 
public: 
 
void InicializaFormaOnda(); 
CFlanger(CGRIJOTECH_DSP1Dlg* pParent = NULL);   // standard constructor 
 
// Dialog Data 
//{{AFX_DATA(CFlanger) 
enum { IDD = IDD_FLANGER }; 
Cbutton m_CheckLogaritmo; 
Cbutton m_CheckTriangulo; 
Cbutton m_CheckSeno; 
CsliderCtrl m_SliderFlangerf; 
CsliderCtrl m_SliderFlangere; 
CsliderCtrl m_SliderFlangerd; 
CsliderCtrl m_SliderFlangerc; 
CsliderCtrl m_SliderFlangerb; 
CsliderCtrl m_SliderFlangera; 
Int m_EditFlangera; 
Int m_EditFlangerb; 
Int m_EditFlangerc; 
Int m_EditFlangerd; 
Int m_EditFlangere; 
Int m_EditFlangerf; 
Int m_EditFlangerg; 
int V1; 
int V2; 
int V3; 
int V4; 
int V5; 
int V6; 
int V7; 
 
//}}AFX_DATA 
 
// Overrides 
// ClassWizard generated virtual function overrides 
//{{AFX_VIRTUAL(CFlanger) 
protected: 
virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
//}}AFX_VIRTUAL 
// Implementation 
protected: 
 
void ValidarDatos(CDataExchange* pDX, int &Edad); 
CGRIJOTECH_DSP1Dlg* m_pPrincipal; 
 
// Generated message map functions 
//{{AFX_MSG(CFlanger) 
virtual BOOL OnInitDialog(); 
afx_msg void OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
afx_msg void OnVScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
virtual void OnOK(); 
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virtual void OnCancel(); 
afx_msg void OnCheckSeno(); 
afx_msg void OnCheckTriangular(); 
afx_msg void OnCheckLogaritmica(); 
//}}AFX_MSG 
DECLARE_MESSAGE_MAP() 
}; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
 
#endif // 
!defined(AFX_FLANGER_H__D9673D6C_AA57_402E_8D13_C6FC9B608264__INCLUDED_) 
 
1.5.2  CGRIJOTECH_CFlanger.cpp 
 
// Flanger.cpp : implementation file 
// 
 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "Flanger.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CFlanger dialog 
 
 
CFlanger::CFlanger(CGRIJOTECH_DSP1Dlg* pParent /*=NULL*/) 
 : 
CDialog(CFlanger::IDD, pParent),m_pPrincipal(pParent) 
{ 
//{{AFX_DATA_INIT(CFlanger) 
m_EditFlangera = 0; 
m_EditFlangerb = 0; 
m_EditFlangerc = 0; 
m_EditFlangerd = 0; 
m_EditFlangere = 0; 
m_EditFlangerf = 0; 
m_EditFlangerg = 0; 
//}}AFX_DATA_INIT 
} 
 
void CFlanger::DoDataExchange(CDataExchange* pDX) 
{ 
CDialog::DoDataExchange(pDX); 
//{{AFX_DATA_MAP(CFlanger) 
DDX_Control(pDX, IDC_CHECK3, m_CheckLogaritmo); 
DDX_Control(pDX, IDC_CHECK2, m_CheckTriangulo); 
DDX_Control(pDX, IDC_CHECK1, m_CheckSeno); 
DDX_Control(pDX, IDC_SLIDER13, m_SliderFlangerf); 
DDX_Control(pDX, IDC_SLIDER12, m_SliderFlangere); 
DDX_Control(pDX, IDC_SLIDER11, m_SliderFlangerd); 
DDX_Control(pDX, IDC_SLIDER10, m_SliderFlangerc); 
DDX_Control(pDX, IDC_SLIDER9, m_SliderFlangerb); 
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DDX_Control(pDX, IDC_SLIDER8, m_SliderFlangera); 
DDX_Text(pDX, IDC_EDIT8, m_EditFlangera); 
DDX_Text(pDX, IDC_EDIT9, m_EditFlangerb); 
DDX_Text(pDX, IDC_EDIT10, m_EditFlangerc); 
DDX_Text(pDX, IDC_EDIT11, m_EditFlangerd); 
DDX_Text(pDX, IDC_EDIT12, m_EditFlangere); 
DDX_Text(pDX, IDC_EDIT13, m_EditFlangerf); 
DDX_Text(pDX, IDC_EDIT14, m_EditFlangerg);  
//}}AFX_DATA_MAP 
} 
 
 
BEGIN_MESSAGE_MAP(CFlanger, CDialog) 
//{{AFX_MSG_MAP(CFlanger) 
ON_WM_HSCROLL() 
ON_WM_VSCROLL() 
ON_BN_CLICKED(IDC_CHECK1, OnCheckSeno) 
ON_BN_CLICKED(IDC_CHECK2, OnCheckTriangular) 
ON_BN_CLICKED(IDC_CHECK3, OnCheckLogaritmica) 
//}}AFX_MSG_MAP 
 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CFlanger message handlers 
 
 
void CFlanger::InicializaFormaOnda() 
{     
if(m_EditFlangerg == 1) 
{ 
m_CheckSeno.SetCheck(1); 
m_CheckTriangulo.SetCheck(0); 
m_CheckLogaritmo.SetCheck(0); 
} 
 
else if(m_EditFlangerg == 2) 
{ 
m_CheckSeno.SetCheck(0); 
m_CheckTriangulo.SetCheck(1); 
m_CheckLogaritmo.SetCheck(0); 
} 
else if(m_EditFlangerg == 3) 
{ 
m_CheckSeno.SetCheck(0); 
m_CheckTriangulo.SetCheck(0); 
m_CheckLogaritmo.SetCheck(1); 
}  
else 
AfxMessageBox("Imposible Inicializar la Configuración de la forma de Onda del Oscilador"); 
} 
 
BOOL CFlanger::OnInitDialog()  
{ 
CDialog::OnInitDialog(); 
m_SliderFlangera.SetRange(0,20000); 
m_SliderFlangerb.SetRange(0,1000); 
m_SliderFlangerc.SetRange(0,1000); 
m_SliderFlangerd.SetRange(0,1000); 
m_SliderFlangere.SetRange(0,1000); 
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m_SliderFlangerf.SetRange(0,1000); 
  
  
m_SliderFlangera.SetPos(m_EditFlangera); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
m_SliderFlangerb.SetPos(m_EditFlangerb); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
 m_SliderFlangerc.S
etPos(m_EditFlangerc); // Posicionamos el Slider según el valor pasado en CargarDialogo() 
  m_SliderFlangerd.SetPos(m_EditFlangerd); // Posicionamos el Slider según el valor pasado 
en CargarDialogo() 
    m_SliderFlangere.SetPos(m_EditFlangere); // Posicionamos el Slider según el valor pasado 
en CargarDialogo() 
    m_SliderFlangerf.SetPos(m_EditFlangerf); // Posicionamos el Slider según el valor pasado 
en CargarDialogo() 
        
 InicializaFormaOnda
(); // Inicializamos la forma de onda según la configuración cargada en la clase Principal 
  
V1 = m_EditFlangera; // Guardamos el valor inicial de configuración 
V2 = m_EditFlangerb; //Guardamos el valor inicial de configuración 
V3 = m_EditFlangerc; 
V4 = m_EditFlangerd; 
V5 = m_EditFlangere; 
V6 = m_EditFlangerf; 
V7 = m_EditFlangerg; 
  
return TRUE;  // return TRUE unless you set the focus to a control 
               // 
EXCEPTION: OCX Property Pages should return FALSE 
} 
 
void CFlanger::OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{ 
if(this->GetDlgItem(IDC_SLIDER8) == pScrollBar) 
 { 
if(nSBCode == SB_THUMBPOSITION)  
{  
     
m_EditFlangera= nPos; 
UpdateData(false);  
m_pPrincipal->InOut.VControl[30]= m_EditFlangera ; //Actualizamos valores en la estructura 
Com 
m_pPrincipal->CrearTramaTres(3, 9, 1, 30, 1);  
m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
else if(this->GetDlgItem(IDC_SLIDER9) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION)  
{  
   m_EditFlangerb= nPos; 
     
UpdateData(false);  
   m_pPrincipal->InOut.VControl[31]= m_EditFlangerb ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 9, 1, 31, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
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} 
} 
else if(this->GetDlgItem(IDC_SLIDER10) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
{  
   m_EditFlangerc= nPos; 
     
UpdateData(false);  
   m_pPrincipal->InOut.VControl[32]= m_EditFlangerc ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 9, 1, 32, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
 
} 
else  
{ 
    CDialog::OnHScroll(nSBCode, nPos, pScrollBar);  
} 
 
 
void CFlanger::OnVScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{ 
 if(this->GetDlgItem(IDC_SLIDER11) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
  {  
     
m_EditFlangerd= nPos; 
     
UpdateData(false); 
     m_pPrincipal-
>InOut.VControl[33]= m_EditFlangerd ; //Actualizamos valores en la estructura Com 
     m_pPrincipal-
>CrearTramaTres(3, 9, 1, 33, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
 
else if(this->GetDlgItem(IDC_SLIDER12) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
{  
   m_EditFlangere= nPos; 
    
UpdateData(false); 
   m_pPrincipal->InOut.VControl[34]= m_EditFlangere ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 9, 1, 34, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
  
else if(this->GetDlgItem(IDC_SLIDER13) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
{  
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  m_EditFlangerf= nPos; 
    
UpdateData(false); 
   m_pPrincipal->InOut.VControl[35]= m_EditFlangerf ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 9, 1, 35, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
 
else 
{ 
    CDialog::OnVScroll(nSBCode, nPos, pScrollBar); 
} 
} 
 
void CFlanger::OnOK()  
{ 
  
    m_pPrincipal->m_VFlangera = m_EditFlangera; // Trasferimos el valor de las variables a la 
clase 
m_pPrincipal->m_VFlangerb = m_EditFlangerb; // Principal 
 m_pPrincipal->m_VFlangerc = m_EditFlangerc; 
m_pPrincipal->m_VFlangerd = m_EditFlangerd; 
m_pPrincipal->m_VFlangere = m_EditFlangere; 
m_pPrincipal->m_VFlangerf = m_EditFlangerf; 
m_pPrincipal->m_VFlangerg = m_EditFlangerg; 
  
m_pPrincipal->UpdateData(false); 
CDialog::OnOK();  
} 
 
void CFlanger::OnCancel()  
{ 
   m_pPrincipal->InOut.VControl[30]= V1 ; //Actualizamos valores en la estructura Com 
   m_EditFlangera = V1;  // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VFlangera= m_EditFlangera ; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[31]= V2; //Actualizamos valores en la estructura Com 
   m_EditFlangerb = V2; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VFlangerb = m_EditFlangerb; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[32]= V3; //Actualizamos valores en la estructura Com 
   m_EditFlangerc = V3; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VFlangerc = m_EditFlangerc; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[33]= V4; //Actualizamos valores en la estructura Com 
   m_EditFlangerd = V4; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VFlangerd = m_EditFlangerd; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[34]= V5; //Actualizamos valores en la estructura Com 
   m_EditFlangere = V5; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VFlangere = m_EditFlangere; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[35]= V6; //Actualizamos valores en la estructura Com 
   m_EditFlangerf = V6; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VFlangerf = m_EditFlangerf; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[36]= V7; //Actualizamos valores en la estructura Com 
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   m_EditFlangerg = V7; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VFlangerg = m_EditFlangerg; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->UpdateData(false); 
 
   m_pPrincipal->CrearTramaTres(3, 9, 0, 30, 0);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para deshabilitar el 
efecto.  
 
   EndDialog(IDCANCEL);  //Cerramos el Diálogo 
 
} 
 
 
void CFlanger::ValidarDatos(CDataExchange* pDX, int &Edad) 
 
{ 
m_pPrincipal->m_VFlangera = m_EditFlangera ; // actualizamos los controles de la clase 
principal 
m_pPrincipal->m_VFlangerb = m_EditFlangerb; 
m_pPrincipal->m_VFlangerc = m_EditFlangerc ; // actualizamos los controles de la clase 
principal 
m_pPrincipal->m_VFlangerd = m_EditFlangerd; 
m_pPrincipal->m_VFlangere = m_EditFlangere ; // actualizamos los controles de la clase 
principal 
m_pPrincipal->m_VFlangerf = m_EditFlangerf; 
m_pPrincipal->m_VFlangerg = m_EditFlangerg ; // actualizamos los controles de la clase 
principal 
m_pPrincipal->p.Flanger[0]=m_EditFlangera;  // actualizamos la estructura de efectos de la 
clase principal 
m_pPrincipal->p.Flanger[1]=m_EditFlangerb; 
m_pPrincipal->p.Flanger[2]=m_EditFlangerc;  // actualizamos la estructura de efectos de la 
clase principal 
m_pPrincipal->p.Flanger[3]=m_EditFlangerd; 
m_pPrincipal->p.Flanger[4]=m_EditFlangere;  // actualizamos la estructura de efectos de la 
clase principal 
m_pPrincipal->p.Flanger[5]=m_EditFlangerf; 
m_pPrincipal->p.Flanger[6]=m_EditFlangerg;  // actualizamos la estructura de efectos de la 
clase principal 
  
m_pPrincipal->UpdateData(false);  
} 
void CFlanger::OnCheckSeno()  
{ 
m_EditFlangerg=1; // Actualizamos la variable a 1 ( Onda Senosoidal) 
InicializaFormaOnda(); // Actualizamos la forma de onda del oscilador 
 
m_pPrincipal->InOut.VControl[36]= m_EditFlangerg ; //Actualizamos valores en la estructura 
Com 
m_pPrincipal->CrearTramaTres(3, 9, 1, 36, 1);  
m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
 
void CFlanger::OnCheckTriangular()  
{ 
m_EditFlangerg=2; // Actualizamos la variable a 1 ( Onda Triangular) 
InicializaFormaOnda(); // Actualizamos la forma de onda del oscilador 
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m_pPrincipal->InOut.VControl[36]= m_EditFlangerg ; //Actualizamos valores en la estructura 
Com 
m_pPrincipal->CrearTramaTres(3, 9, 1, 36, 1);  
m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto.  
} 
 
void CFlanger::OnCheckLogaritmica()  
{ 
m_EditFlangerg=3; // Actualizamos la variable a 3 ( Onda Logarítmica) 
InicializaFormaOnda(); // Actualizamos la forma de onda del oscilador 
 
m_pPrincipal->InOut.VControl[36]= m_EditFlangerg ; //Actualizamos valores en la estructura 
Com 
m_pPrincipal->CrearTramaTres(3, 9, 1, 36, 1);  
m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto.  
} 
 
1.7 Clase Cdistorsion2 
 
1.7.1  CGRIJOTECH_Cdistorsion2.h 
 
// Distorsion2.h : header file 
// 
#include "GRIJOTECH_DSP1Dlg.h" 
 
///////////////////////////////////////////////////////////////////////////// 
// CDistorsion2 dialog 
 
class CDistorsion2 : public CDialog 
{ 
// Construction 
public: 
int valorD2d; 
int valorD2c; 
int valorD2b; 
int valorD2a; 
void ValidarDatos(CDataExchange* pDX, int &Edad); 
CDistorsion2(CGRIJOTECH_DSP1Dlg* pParent = NULL);   // standard constructor 
     
// Dialog Data 
//{{AFX_DATA(CDistorsion2) 
enum { IDD = IDD_DISTORSION2 }; 
CSliderCtrl m_SliderD2d; 
CSliderCtrl m_SliderD2c; 
CSliderCtrl m_SliderD2b; 
CSliderCtrl m_SliderD2a; 
int  m_EditD2a; 
int  m_EditD2b; 
int  m_EditD2c; 
int  m_EditD2d; 
//}}AFX_DATA 
 
// Overrides 
// ClassWizard generated virtual function overrides 
//{{AFX_VIRTUAL(CDistorsion2) 
protected: 
virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
//}}AFX_VIRTUAL 
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// Implementation 
protected: 
CGRIJOTECH_DSP1Dlg* m_pPrincipal; 
 
// Generated message map functions 
//{{AFX_MSG(CDistorsion2) 
virtual BOOL OnInitDialog(); 
afx_msg void OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
virtual void OnOK(); 
virtual void OnCancel(); 
//}}AFX_MSG 
DECLARE_MESSAGE_MAP() 
; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
 
#endif // 
!defined(AFX_DISTORSION2_H__6C3E0D04_00AC_48A5_BBB8_EC4F9FF30945__INCLUD
ED_) 
 
 
 
 
 
 
 
 
 
 
 
 
1.7.2  CGRIJOTECH_Cdistorsion2.cpp 
 
// Distorsion2.cpp : implementation file 
// 
 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "Distorsion2.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CDistorsion2 dialog 
 
 
CDistorsion2::CDistorsion2(CGRIJOTECH_DSP1Dlg* pParent /*=NULL*/) 
 : 
CDialog(CDistorsion2::IDD, pParent),m_pPrincipal(pParent) 
{ 
//{{AFX_DATA_INIT(CDistorsion2) 
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m_EditD2a = 0; 
m_EditD2b = 0; 
m_EditD2c = 0; 
m_EditD2d = 0; 
//}}AFX_DATA_INIT 
} 
 
 
void CDistorsion2::DoDataExchange(CDataExchange* pDX) 
{ 
CDialog::DoDataExchange(pDX); 
//{{AFX_DATA_MAP(CDistorsion2) 
DDX_Control(pDX, IDC_SLIDER4, m_SliderD2d); 
DDX_Control(pDX, IDC_SLIDER3, m_SliderD2c); 
DDX_Control(pDX, IDC_SLIDER2, m_SliderD2b); 
DDX_Control(pDX, IDC_SLIDER1, m_SliderD2a); 
DDX_Text(pDX, IDC_EDIT1, m_EditD2a); 
DDX_Text(pDX, IDC_EDIT2, m_EditD2b); 
DDX_Text(pDX, IDC_EDIT3, m_EditD2c); 
DDX_Text(pDX, IDC_EDIT4, m_EditD2d); 
//}}AFX_DATA_MAP 
} 
 
BEGIN_MESSAGE_MAP(CDistorsion2, CDialog) 
//{{AFX_MSG_MAP(CDistorsion2) 
ON_WM_HSCROLL() 
//}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CDistorsion2 message handlers 
 
BOOL CDistorsion2::OnInitDialog()  
{ 
CDialog::OnInitDialog(); 
  
m_SliderD2a.SetRange(0,20000); 
m_SliderD2b.SetRange(0,1000); 
m_SliderD2c.SetRange(0,1000); 
m_SliderD2d.SetRange(0,1000); 
m_SliderD2a.SetPos(m_EditD2a); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
 m_SliderD2b.SetPos(m_EditD2b); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
m_SliderD2c.SetPos(m_EditD2c); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
m_SliderD2d.SetPos(m_EditD2d); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
  
valorD2a=m_EditD2a; // Guardamos el valor inicial de configuración 
valorD2b=m_EditD2b; //Guardamos el valor inicial de configuración 
valorD2c=m_EditD2c; //Guardamos el valor inicial de configuración 
valorD2d=m_EditD2d; //Guardamos el valor inicial de configuración 
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return TRUE;  // return TRUE unless you set the focus to a control 
               // 
EXCEPTION: OCX Property Pages should return FALSE 
} 
 
void CDistorsion2::OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{ 
if(this->GetDlgItem(IDC_SLIDER1) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION)  
{  
   m_EditD2a= nPos; 
     
UpdateData(false);  
   m_pPrincipal->InOut.VControl[11]= m_EditD2a ; //Actualizamos valores en la 
estructura Com 
   m_pPrincipal->CrearTramaTres(3, 5, 1, 11, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para 
Actualización del efecto. 
} 
} 
 
else if(this->GetDlgItem(IDC_SLIDER2) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION)  
{  
   m_EditD2b= nPos; 
    
UpdateData(false);  
   m_pPrincipal->InOut.VControl[12]= m_EditD2b ; //Actualizamos valores en la 
estructura Com 
   m_pPrincipal->CrearTramaTres(3, 5, 1, 12, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para 
Actualización del efecto. 
} 
} 
 
else if(this->GetDlgItem(IDC_SLIDER3) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
{  
   m_EditD2c= nPos; 
     
UpdateData(false);  
   m_pPrincipal->InOut.VControl[13]= m_EditD2c ; //Actualizamos valores en la 
estructura Com 
   m_pPrincipal->CrearTramaTres(3, 5, 1, 13, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para 
Actualización del efecto. 
} 
} 
 
else if(this->GetDlgItem(IDC_SLIDER4) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
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{  
   m_EditD2d= nPos; 
     
UpdateData(false); 
   m_pPrincipal->InOut.VControl[14]= m_EditD2d ; //Actualizamos valores en la 
estructura Com 
   m_pPrincipal->CrearTramaTres(3, 5, 1, 14, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para 
Actualización del efecto. 
} 
} 
    
else 
{ 
 
    CDialog::OnHScroll(nSBCode, nPos, pScrollBar);   
} 
} 
 
 
void CDistorsion2::OnOK()  
{ 
 
    m_pPrincipal->m_VDist2a = m_EditD2a; 
m_pPrincipal->m_VDist2b = m_EditD2b; 
m_pPrincipal->m_Vdist2c = m_EditD2c; 
m_pPrincipal->m_Vdist2d = m_EditD2d; 
 
    m_pPrincipal->UpdateData(false); 
CDialog::OnOK();  
 
} 
 
void CDistorsion2::OnCancel()  
{ 
   m_pPrincipal->InOut.VControl[11]= valorD2a ; //Actualizamos valores en la 
estructura Com 
   m_EditD2a = valorD2a;  // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VDist2a= m_EditD2a ; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[12]= valorD2b; //Actualizamos valores en la estructura 
Com 
   m_EditD2b = valorD2b; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VDist2b = m_EditD2b; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[13]= valorD2c ; //Actualizamos valores en la estructura 
Com 
   m_EditD2c = valorD2c;  // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vdist2c= m_EditD2c ; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[14]= valorD2d; //Actualizamos valores en la estructura 
Com 
   m_EditD2d = valorD2d; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vdist2d = m_EditD2d; //Enviamos los datos a la clase principal 
 
ANEXOS                                                               Procesador Digital de efectos                                                                    
mediante  DSP TMS320C6713 
I.T.T esp. Sonido e Imagen                                            por: J.M.Grijota Delgado 
  
- 76 -
   m_pPrincipal->CrearTramaTres(3, 5, 4, 11, 0);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para deshabilitar 
el efecto.  
 
   EndDialog(IDCANCEL);  //Cerramos el Diálogo 
  
} 
 
void CDistorsion2::ValidarDatos(CDataExchange* pDX, int &Edad) 
 
{ 
m_pPrincipal->m_VDist2a= m_EditD2a; 
m_pPrincipal->m_VDist2b = m_EditD2b; 
m_pPrincipal->m_Vdist2c= m_EditD2c; 
m_pPrincipal->m_Vdist2d = m_EditD2d; 
m_pPrincipal->p.Distorsion[0][1]=m_EditD2c; 
m_pPrincipal->p.Distorsion[1][1]=m_EditD2d; 
m_pPrincipal->p.Distorsion[2][1]=m_EditD2c; 
m_pPrincipal->p.Distorsion[3][1]=m_EditD2d; 
m_pPrincipal->UpdateData(false);  
} 
 
 
 
1.8 Clase Cdistorsion1 
 
1.8.1  CGRIJOTECH_Cdistorsion1.h  
 
#if 
!defined(AFX_DISTORSION1_H__0BF1FC94_51CB_4FB1_883B_5EBEAC031A32__INCLUD
ED_) 
#define 
FX_DISTORSION1_H__0BF1FC94_51CB_4FB1_883B_5EBEAC031A32__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
 
#include "GRIJOTECH_DSP1Dlg.h" // Added by ClassView 
 
 
///////////////////////////////////////////////////////////////////////////// 
// CDistorsion1 dialog 
 
class CDistorsion1 : public CDialog 
{ 
 
// Construction 
public: 
int valorUmbralSat; 
int valorNivelSat; 
void ValidarDatos(CDataExchange* pDX, int &Edad); 
CDistorsion1(CGRIJOTECH_DSP1Dlg* pParent = NULL);   // standard constructor 
 
// Dialog Data 
//{{AFX_DATA(CDistorsion1) 
enum { IDD = IDD_DISTORSION1 }; 
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CSliderCtrl m_SliderD1Umbral; 
CSliderCtrl m_SliderD1Porcen; 
Int m_EditVAD1Umbral; 
Int m_EditVAD1Porcen; 
//}}AFX_DATA 
 
 
// Overrides 
// ClassWizard generated virtual function overrides 
//{{AFX_VIRTUAL(CDistorsion1) 
protected: 
virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
//}}AFX_VIRTUAL 
 
// Implementation 
protected: 
CGRIJOTECH_DSP1Dlg* m_pPrincipal; 
// Generated message map functions 
//{{AFX_MSG(CDistorsion1) 
virtual void OnCancel(); 
afx_msg void OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
virtual BOOL OnInitDialog(); 
virtual void OnOK(); 
//}}AFX_MSG 
DECLARE_MESSAG_MAP() 
 
}; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
#endif // 
!defined(AFX_DISTORSION1_H__0BF1FC94_51CB_4FB1_883B_5EBEAC031A32__INCLUD
ED_) 
 
1.8.2  CGRIJOTECH_Cdistorsion1.cpp 
 
// Distorsion1.cpp : implementation file 
// 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "Distorsion1.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CDistorsion1 dialog 
 
CDistorsion1::CDistorsion1(CGRIJOTECH_DSP1Dlg* pParent /*=NULL*/) 
: CDialog(CDistorsion1::IDD, pParent), m_pPrincipal(pParent) 
 
{ 
//{{AFX_DATA_INIT(CDistorsion1) 
m_EditVAD1Umbral = 0; 
m_EditVAD1Porcen = 0; 
//}}AFX_DATA_INIT 
} 
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void CDistorsion1::DoDataExchange(CDataExchange* pDX) 
{ 
CDialog::DoDataExchange(pDX); 
//{{AFX_DATA_MAP(CDistorsion1) 
DDX_Control(pDX, IDC_SLIDER2, m_SliderD1Umbral); 
DDX_Control(pDX, IDC_SLIDER1, m_SliderD1Porcen); 
DDX_Text(pDX, IDC_EDIT2, m_EditVAD1Umbral); 
DDX_Text(pDX, IDC_EDIT1, m_EditVAD1Porcen); 
//}}AFX_DATA_MAP 
ValidarDatos(pDX, m_EditVAD1Porcen); //Llamo a la función que validad 
 //los datos 
} 
 
 
BEGIN_MESSAGE_MAP(CDistorsion1, CDialog) 
//{{AFX_MSG_MAP(CDistorsion1) 
ON_WM_HSCROLL() 
//}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CDistorsion1 message handlers 
 
BOOL CDistorsion1::OnInitDialog()  
{ 
CDialog::OnInitDialog(); 
m_SliderD1Porcen.SetRange(0,20000); 
m_SliderD1Umbral.SetRange(0,1000); 
m_SliderD1Porcen.SetPos(m_EditVAD1Porcen); // Posicionamos el Slider según el valor 
pasado en CargarDialogo() 
 m_SliderD1Umbral.SetPos(m_EditVAD1Umbral); // Posicionamos el Slider según el valor 
pasado en CargarDialogo() 
 
valorNivelSat=m_EditVAD1Porcen; // Guardamos el valor inicial de configuración 
valorUmbralSat=m_EditVAD1Umbral; //Guardamos el valor inicial de configuración 
 
 
  
// TODO: Add extra initialization here 
 
return TRUE;  // return TRUE unless you set the focus to a control 
             // EXCEPTION: OCX Property Pages should return FALSE 
} 
 
void CDistorsion1::OnCancel()  
{ 
   m_pPrincipal->InOut.VControl[9]= valorNivelSat ; //Actualizamos valores en la estructura Com 
   m_EditVAD1Porcen = valorNivelSat;  // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VDist1porcen= m_EditVAD1Porcen ; //Enviamos los datos a la clase 
principal 
 
   m_pPrincipal->InOut.VControl[10]= valorUmbralSat; //Actualizamos valores en la estructura 
Com 
   m_EditVAD1Umbral = valorUmbralSat; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VDist1Umbral = m_EditVAD1Umbral; //Enviamos los datos a la clase 
principal 
 
   m_pPrincipal->CrearTramaTres(3, 4, 2, 9, 0);  
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   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para deshabilitar el 
efecto.  
 
   EndDialog(IDCANCEL);  //Cerramos el Diálogo 
 
} 
 
 
 
void CDistorsion1::OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{ 
 
if(this->GetDlgItem(IDC_SLIDER1) == pScrollBar) 
{ 
  if(nSBCode == SB_THUMBPOSITION)  
{  
     
m_EditVAD1Porcen= nPos; 
     
UpdateData(false); 
   m_pPrincipal->InOut.VControl[9]= m_EditVAD1Porcen ; //Actualizamos valores en la 
estructura Com 
   m_pPrincipal->CrearTramaTres(3, 4, 1, 9, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
  } 
 } 
else if(this->GetDlgItem(IDC_SLIDER2) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION)  
{  
    
m_EditVAD1Umbral= nPos; 
     
UpdateData(false);  
   m_pPrincipal->InOut.VControl[10]= m_EditVAD1Umbral ; //Actualizamos valores en la 
estructura Com 
   m_pPrincipal->CrearTramaTres(3, 4, 1, 10, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
  
else  
{ 
 
    CDialog::OnHScroll(nSBCode, nPos, pScrollBar);  
} 
} 
 
//Esta función me valida los datos y realiza el intercambio de valores entre las Clases. 
 
void CDistorsion1::ValidarDatos(CDataExchange* pDX, int &Edad) 
 
{ 
m_pPrincipal->m_VDist1porcen= m_EditVAD1Porcen ; 
m_pPrincipal->m_VDist1Umbral = m_EditVAD1Umbral; 
m_pPrincipal->p.Distorsion[0][0]=m_EditVAD1Porcen; 
m_pPrincipal->p.Distorsion[1][0]=m_EditVAD1Umbral; 
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m_pPrincipal->UpdateData(false);  
} 
 
void CDistorsion1::OnOK()  
{ 
  
m_pPrincipal->m_VDist1Umbral = m_EditVAD1Umbral; 
    m_pPrincipal->m_VDist1porcen = m_EditVAD1Porcen; 
    m_pPrincipal->UpdateData(false); 
CDialog::OnOK(); 
} 
 
1.9 Clase CDelay 
 
1.9.1  CDelay.h 
 
#if !defined(AFX_DELAY_H__E3883A31_D0C1_42BF_9FED_6713C8E69E50__INCLUDED_) 
#define AFX_DELAY_H__E3883A31_D0C1_42BF_9FED_6713C8E69E50__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
// Delay.h : header file 
// 
#include "GRIJOTECH_DSP1Dlg.h" // Added by ClassView 
 
///////////////////////////////////////////////////////////////////////////// 
// CDelay dialog 
 
class CDelay : public CDialog 
{ 
// Construction 
public: 
int valorMix; 
int valorRetardo; 
void ValidarDatos(CDataExchange* pDX, int &Edad); 
 
CDelay(CGRIJOTECH_DSP1Dlg* pParent = NULL);   // standard constructor 
// Dialog Data 
//{{AFX_DATA(CDelay) 
enum { IDD = IDD_DELAY }; 
CsliderCtrl m_SliderDelb; 
CsliderCtrl m_SliderDela; 
Int m_EditDela; 
Int m_EditDelb; 
//}}AFX_DATA 
 
 
// Overrides 
// ClassWizard generated virtual function overrides 
//{{AFX_VIRTUAL(CDelay) 
public: 
protected: 
virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
//}}AFX_VIRTUAL 
// Implementation 
protected: 
CGRIJOTECH_DSP1Dlg* m_pPrincipal; 
// Generated message map functions 
//{{AFX_MSG(CDelay) 
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virtual void OnCancel(); 
virtual void OnOK(); 
virtual BOOL OnInitDialog(); 
afx_msg void OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
//}}AFX_MSG 
DECLARE_MESSAGE_MAP() 
}; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
 
#endif // 
!defined(AFX_DELAY_H__E3883A31_D0C1_42BF_9FED_6713C8E69E50__INCLUDED_) 
 
 
 
 
 
 
 
1.9.2  CDelay.cpp 
 
// Delay.cpp : implementation file 
// 
 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "Delay.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CDelay dialog 
 
CDelay::CDelay(CGRIJOTECH_DSP1Dlg* pParent /*=NULL*/) 
 : 
CDialog(CDelay::IDD, pParent),m_pPrincipal(pParent) 
 
{ 
//{{AFX_DATA_INIT(CDelay) 
m_EditDela = 0; 
m_EditDelb = 0; 
//}}AFX_DATA_INIT 
} 
 
 
void CDelay::DoDataExchange(CDataExchange* pDX) 
{ 
CDialog::DoDataExchange(pDX); 
//{{AFX_DATA_MAP(CDelay) 
DDX_Control(pDX, IDC_SLIDER2, m_SliderDelb); 
DDX_Control(pDX, IDC_SLIDER1, m_SliderDela); 
DDX_Text(pDX, IDC_EDIT1, m_EditDela); 
DDX_Text(pDX, IDC_EDIT2, m_EditDelb); 
//}}AFX_DATA_MAP 
} 
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BEGIN_MESSAGE_MAP(CDelay, CDialog) 
//{{AFX_MSG_MAP(CDelay) 
ON_WM_HSCROLL() 
//}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CDelay message handlers 
 
 
BOOL CDelay::OnInitDialog()  
{ 
CDialog::OnInitDialog(); 
 
m_SliderDela.SetRange(0,20000); 
m_SliderDelb.SetRange(0,1000); 
m_SliderDela.SetPos(m_EditDela); // Posicionamos el Slider según el valor pasado en 
CargarDialogo(); 
m_SliderDelb.SetPos(m_EditDelb); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
  
valorRetardo=m_EditDela; // Guardamos el valor inicial de configuración 
valorMix=m_EditDelb; //Guardamos el valor inicial de configuración 
 
  
return TRUE;  // return TRUE unless you set the focus to a control 
              // EXCEPTION: OCX Property Pages should return FALSE 
} 
 
void CDelay::OnCancel()  
{ 
   
   m_pPrincipal->InOut.VControl[15]= valorRetardo ; //Actualizamos valores en la estructura 
Com 
   m_EditDela = valorRetardo;  // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vdela= m_EditDela ; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[16]= valorMix; //Actualizamos valores en la estructura Com 
   m_EditDelb = valorMix; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vdelb = m_EditDelb; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->UpdateData(false); 
 
   m_pPrincipal->CrearTramaTres(3, 6, 2, 15, 0);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para deshabilitar el 
efecto.  
 
   EndDialog(IDCANCEL);  //Cerramos el Diálogo 
 
   CDialog::OnCancel(); 
 
} 
 
void CDelay::OnOK()  
{ 
    m_pPrincipal->m_Vdela = m_EditDela; 
 
m_pPrincipal->m_Vdelb = m_EditDelb; 
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    m_pPrincipal->UpdateData(false); 
  
CDialog::OnOK(); 
} 
 
void CDelay::OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{ 
if(this->GetDlgItem(IDC_SLIDER1) == pScrollBar) 
{ 
   if(nSBCode == SB_THUMBTRACK)  
   {  
   m_EditDela= nPos; 
     
UpdateData(false);       
   m_pPrincipal->InOut.VControl[15]= m_EditDela ; //Actualizamos valores en la estructura Com 
   m_pPrincipal->CrearTramaTres(3, 6, 1, 15, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
   } 
} 
 
else if(this->GetDlgItem(IDC_SLIDER2) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBTRACK) 
{  
   m_EditDelb= nPos; 
     
UpdateData(false);  
   m_pPrincipal->InOut.VControl[16]= m_EditDelb ; //Actualizamos valores en la estructura Com 
   m_pPrincipal->CrearTramaTres(3, 6, 1, 16, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
 
} 
 
} 
 
else { 
 
    CDialog::OnHScroll(nSBCode, nPos, pScrollBar);   
} 
} 
 
void CDelay::ValidarDatos(CDataExchange* pDX, int &Edad) 
 
{ 
m_pPrincipal->m_Vdela = m_EditDela ; // actualizamos los controles de la clase principal 
m_pPrincipal->m_Vdelb = m_EditDelb; 
 
m_pPrincipal->p.Delay[0]=m_EditDela;  // actualizamos la estructura de efectos de la clase 
principal 
m_pPrincipal->p.Delay[1]=m_EditDelb; 
m_pPrincipal->UpdateData(false);  
} 
 
 
1.10 Clase CChorus 
 
1.10.1  CChorus.h  
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#if 
!defined(AFX_CHORUS_H__62EF608A_1F72_4352_BDA8_2135C8B556ED__INCLUDED_) 
#define AFX_CHORUS_H__62EF608A_1F72_4352_BDA8_2135C8B556ED__INCLUDED_ 
 
#if _MSC_VER > 1000 
#pragma once 
#endif // _MSC_VER > 1000 
// Chorus.h : header file 
// 
#include "GRIJOTECH_DSP1Dlg.h" // Added by ClassView 
 
///////////////////////////////////////////////////////////////////////////// 
// CChorus dialog 
 
 
 
class CChorus : public CDialog 
{ 
// Construction 
public: 
 
void InicializaFormaOnda(); 
CChorus(CGRIJOTECH_DSP1Dlg* pParent = NULL);   // standard constructor 
  
// Dialog Data 
//{{AFX_DATA(CChorus) 
enum { IDD = IDD_CHORUS }; 
Cbutton m_CheckLogaritmo; 
Cbutton m_CheckTriangulo; 
Cbutton m_CheckSeno; 
CsliderCtrl m_SliderChorusg; 
CsliderCtrl m_SliderChorusf; 
CsliderCtrl m_SliderChoruse; 
CsliderCtrl m_SliderChorusd; 
CsliderCtrl m_SliderChorusc; 
CsliderCtrl m_SliderChorusb; 
CsliderCtrl m_SliderChorusa; 
Int m_EditChorusa; 
Int m_EditChorusb; 
Int m_EditChorusc; 
Int m_EditChorusd; 
Int m_EditChoruse; 
Int m_EditChorusf; 
Int m_EditChorusg; 
int m_EditChorush; 
int valorMix; 
int valorRetardo; 
int valorVoces; 
int valorDesfase; 
int valorFrecuencia; 
int valorAmplitud; 
int valorBarrido; 
int valorOnda; 
 
//}}AFX_DATA 
// Overrides 
// ClassWizard generated virtual function overrides 
//{{AFX_VIRTUAL(CChorus) 
protected: 
virtual void DoDataExchange(CDataExchange* pDX);    // DDX/DDV support 
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//}}AFX_VIRTUAL 
 
// Implementation 
protected: 
void ValidarDatos(CDataExchange* pDX, int &Edad); 
CGRIJOTECH_DSP1Dlg* m_pPrincipal; 
// Generated message map functions 
//{{AFX_MSG(CChorus) 
virtual BOOL OnInitDialog(); 
afx_msg void OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
afx_msg void OnVScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar); 
virtual void OnOK(); 
virtual void OnCancel(); 
afx_msg void OnCheckSeno(); 
afx_msg void OnCheckTriangular(); 
afx_msg void OnCheckLogaritmica(); 
//}}AFX_MSG 
DECLARE_MESSAGE_MAP() 
}; 
 
//{{AFX_INSERT_LOCATION}} 
// Microsoft Visual C++ will insert additional declarations immediately before the previous line. 
 
#endif // 
!defined(AFX_CHORUS_H__62EF608A_1F72_4352_BDA8_2135C8B556ED__INCLUDED_) 
 
 
1.10.2  CChorus.cpp 
 
// Chorus.cpp : implementation file 
// 
 
#include "stdafx.h" 
#include "GRIJOTECH_DSP1.h" 
#include "Chorus.h" 
 
#ifdef _DEBUG 
#define new DEBUG_NEW 
#undef THIS_FILE 
static char THIS_FILE[] = __FILE__; 
#endif 
 
///////////////////////////////////////////////////////////////////////////// 
// CChorus dialog 
 
CChorus::CChorus(CGRIJOTECH_DSP1Dlg* pParent /*=NULL*/) 
 : 
CDialog(CChorus::IDD, pParent), m_pPrincipal(pParent) 
{ 
//{{AFX_DATA_INIT(CChorus) 
m_EditChorusa = 0; 
m_EditChorusb = 0; 
m_EditChorusc = 0; 
m_EditChorusd = 0; 
m_EditChoruse = 0; 
m_EditChorusf = 0; 
m_EditChorusg = 0; 
//}}AFX_DATA_INIT 
} 
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void CChorus::DoDataExchange(CDataExchange* pDX) 
{ 
CDialog::DoDataExchange(pDX); 
//{{AFX_DATA_MAP(CChorus) 
DDX_Control(pDX, IDC_CHECK3, m_CheckLogaritmo); 
DDX_Control(pDX, IDC_CHECK2, m_CheckTriangulo); 
DDX_Control(pDX, IDC_CHECK1, m_CheckSeno); 
DDX_Control(pDX, IDC_SLIDER14, m_SliderChorusg); 
DDX_Control(pDX, IDC_SLIDER13, m_SliderChorusf); 
DDX_Control(pDX, IDC_SLIDER12, m_SliderChoruse); 
DDX_Control(pDX, IDC_SLIDER11, m_SliderChorusd); 
DDX_Control(pDX, IDC_SLIDER10, m_SliderChorusc); 
DDX_Control(pDX, IDC_SLIDER9, m_SliderChorusb); 
DDX_Control(pDX, IDC_SLIDER8, m_SliderChorusa); 
DDX_Text(pDX, IDC_EDIT8, m_EditChorusa); 
DDX_Text(pDX, IDC_EDIT9, m_EditChorusb); 
DDX_Text(pDX, IDC_EDIT10, m_EditChorusc); 
DDX_Text(pDX, IDC_EDIT11, m_EditChorusd); 
DDX_Text(pDX, IDC_EDIT12, m_EditChoruse); 
DDX_Text(pDX, IDC_EDIT13, m_EditChorusf); 
DDX_Text(pDX, IDC_EDIT14, m_EditChorusg); 
//}}AFX_DATA_MAP 
} 
 
 
BEGIN_MESSAGE_MAP(CChorus, CDialog) 
//{{AFX_MSG_MAP(CChorus) 
ON_WM_HSCROLL() 
ON_WM_VSCROLL() 
ON_BN_CLICKED(IDC_CHECK1, OnCheckSeno) 
ON_BN_CLICKED(IDC_CHECK2, OnCheckTriangular) 
ON_BN_CLICKED(IDC_CHECK3, OnCheckLogaritmica) 
//}}AFX_MSG_MAP 
END_MESSAGE_MAP() 
 
///////////////////////////////////////////////////////////////////////////// 
// CChorus message handlers 
 
void CChorus::InicializaFormaOnda() 
{     
if(m_EditChorush == 1) 
{ 
m_CheckSeno.SetCheck(1); 
m_CheckTriangulo.SetCheck(0); 
m_CheckLogaritmo.SetCheck(0); 
} 
else if(m_EditChorush == 2) 
{ 
m_CheckSeno.SetCheck(0); 
m_CheckTriangulo.SetCheck(1); 
m_CheckLogaritmo.SetCheck(0); 
} 
else if(m_EditChorush == 3) 
{ 
m_CheckSeno.SetCheck(0); 
m_CheckTriangulo.SetCheck(0); 
m_CheckLogaritmo.SetCheck(1); 
} 
else 
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AfxMessageBox("Imposible Inicializar la Configuración de la forma de Onda del Oscilador"); 
} 
 
BOOL CChorus::OnInitDialog()  
{ 
 
CDialog::OnInitDialog(); 
 
m_SliderChorusa.SetRange(0,20000); 
m_SliderChorusb.SetRange(0,1000); 
m_SliderChorusc.SetRange(0,1000); 
m_SliderChorusd.SetRange(0,1000); 
m_SliderChoruse.SetRange(0,1000); 
m_SliderChorusf.SetRange(0,1000); 
m_SliderChorusg.SetRange(0,1000); 
  
  
 m_SliderChorusa.SetPos(m_EditChorusa); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
    m_SliderChorusb.SetPos(m_EditChorusb); // Posicionamos el Slider según el valor pasado 
en CargarDialogo() 
 m_SliderChorusc.SetP
os(m_EditChorusc); // Posicionamos el Slider según el valor pasado en CargarDialogo() 
    m_SliderChorusd.SetPos(m_EditChorusd); // Posicionamos el Slider según el valor pasado 
en CargarDialogo() 
    m_SliderChoruse.SetPos(m_EditChoruse); // Posicionamos el Slider según el valor pasado 
en CargarDialogo() 
    m_SliderChorusf.SetPos(m_EditChorusf); // Posicionamos el Slider según el valor pasado en 
CargarDialogo() 
    m_SliderChorusg.SetPos(m_EditChorusg); // Posicionamos el Slider según el valor pasado 
en CargarDialogo() 
     
InicializaFormaOnda(); // Inicializamos la forma de onda según la configuración cargada en la 
clase Principal 
  
valorRetardo=m_EditChorusa; // Guardamos el valor inicial de configuración 
valorMix=m_EditChorusb; //Guardamos el valor inicial de configuración 
  valorVoces = m_EditChorusc; 
valorDesfase = m_EditChorusd; 
valorFrecuencia = m_EditChoruse; 
valorAmplitud = m_EditChorusf; 
valorBarrido = m_EditChorusg; 
valorOnda = m_EditChorush; 
return TRUE;  // return TRUE unless you set the focus to a control 
           
     // EXCEPTION: OCX Property Pages should return FALSE 
} 
 
 
void CChorus::OnHScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{ 
if(this->GetDlgItem(IDC_SLIDER8) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION)  
{  
   m_EditChorusa= nPos; 
     
UpdateData(false);  
   m_pPrincipal->InOut.VControl[17]= m_EditChorusa ; //Actualizamos valores en la estructura 
Com 
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   m_pPrincipal->CrearTramaTres(3, 7, 1, 17, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
 
else if(this->GetDlgItem(IDC_SLIDER9) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION)  
{  
   m_EditChorusb= nPos; 
     
UpdateData(false);  
 
   m_pPrincipal->InOut.VControl[18]= m_EditChorusb ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 7, 1, 18, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
else if(this->GetDlgItem(IDC_SLIDER10) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
{  
   m_EditChorusc= nPos; 
     
UpdateData(false);  
   m_pPrincipal->InOut.VControl[19]= m_EditChorusc ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 7, 1, 19, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
 
else if(this->GetDlgItem(IDC_SLIDER11) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
{  
   m_EditChorusd= nPos; 
     
UpdateData(false); 
   m_pPrincipal->InOut.VControl[20]= m_EditChorusd ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 7, 1, 20, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
else  
     { 
 
    CDialog::OnHScroll(nSBCode, nPos, pScrollBar);  
     } 
 
void CChorus::OnVScroll(UINT nSBCode, UINT nPos, CScrollBar* pScrollBar)  
{ 
 if(this->GetDlgItem(IDC_SLIDER12) == pScrollBar) 
{ 
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if(nSBCode == SB_THUMBPOSITION) 
{  
   m_EditChoruse= nPos; 
   UpdateData(false); 
   m_pPrincipal->InOut.VControl[21]= m_EditChoruse ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 7, 1, 21, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
 
else if(this->GetDlgItem(IDC_SLIDER13) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
{  
   m_EditChorusf= nPos; 
     
UpdateData(false); 
   m_pPrincipal->InOut.VControl[22]= m_EditChorusf ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 7, 1, 22, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
  
else if(this->GetDlgItem(IDC_SLIDER14) == pScrollBar) 
{ 
if(nSBCode == SB_THUMBPOSITION) 
{  
   m_EditChorusg= nPos; 
     
UpdateData(false); 
   m_pPrincipal->InOut.VControl[23]= m_EditChorusg ; //Actualizamos valores en la estructura 
Com 
   m_pPrincipal->CrearTramaTres(3, 7, 1, 23, 1);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
} 
else 
{ 
   CDialog::OnVScroll(nSBCode, nPos, pScrollBar); 
} 
} 
 
void CChorus::OnOK()  
{ 
  
    m_pPrincipal->m_Vchorusa = m_EditChorusa; // Trasferimos el valor de las variables a la 
clase 
m_pPrincipal->m_Vchorusb = m_EditChorusb; // Principal 
    m_pPrincipal->m_Vchorusc = m_EditChorusc; 
m_pPrincipal->m_Vchorusd = m_EditChorusd; 
    m_pPrincipal->m_Vchoruse = m_EditChoruse; 
m_pPrincipal->m_Vchorusf = m_EditChorusf; 
    m_pPrincipal->m_Vchorusg = m_EditChorusg; 
m_pPrincipal->m_VchorusOnda = m_EditChorush; 
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m_pPrincipal->UpdateData(false); 
  
CDialog::OnOK();  
 
} 
 
void CChorus::OnCancel()  
{ 
   m_pPrincipal->InOut.VControl[17]= valorRetardo ; //Actualizamos valores en la estructura 
Com 
   m_EditChorusa = valorRetardo;  // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vchorusa= m_EditChorusa ; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[18]= valorMix; //Actualizamos valores en la estructura Com 
   m_EditChorusb = valorMix; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vchorusb = m_EditChorusb; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[19]= valorVoces; //Actualizamos valores en la estructura Com 
   m_EditChorusc = valorVoces; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vchorusc = m_EditChorusc; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[20]= valorDesfase; //Actualizamos valores en la estructura 
Com 
   m_EditChorusd = valorDesfase; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vchorusd = m_EditChorusd; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[21]= valorFrecuencia; //Actualizamos valores en la estructura 
Com 
   m_EditChoruse = valorFrecuencia; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vchoruse = m_EditChoruse; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[22]= valorAmplitud; //Actualizamos valores en la estructura 
Com 
   m_EditChorusf = valorAmplitud; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vchorusf = m_EditChorusf; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[23]= valorBarrido; //Actualizamos valores en la estructura Com 
   m_EditChorusg = valorBarrido; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_Vchorusg = m_EditChorusg; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->InOut.VControl[24]= valorOnda; //Actualizamos valores en la estructura Com 
   m_EditChorusg = valorOnda; // Actualizamos con el valor de Apertura; 
   m_pPrincipal->m_VchorusOnda = m_EditChorush; //Enviamos los datos a la clase principal 
 
   m_pPrincipal->UpdateData(false); 
 
   m_pPrincipal->CrearTramaTres(3, 7, 0, 17, 0);  
   m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para deshabilitar el 
efecto.  
 
   EndDialog(IDCANCEL);  //Cerramos el Diálogo 
 
} 
 
 
void CChorus::ValidarDatos(CDataExchange* pDX, int &Edad) 
 
{ 
m_pPrincipal->m_Vchorusa = m_EditChorusa ; // actualizamos los controles de la clase 
principal 
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m_pPrincipal->m_Vchorusb = m_EditChorusb; 
m_pPrincipal->m_Vchorusc = m_EditChorusc ; // actualizamos los controles de la clase 
principal 
m_pPrincipal->m_Vchorusd = m_EditChorusd; 
m_pPrincipal->m_Vchoruse = m_EditChoruse ; // actualizamos los controles de la clase 
principal 
m_pPrincipal->m_Vchorusf = m_EditChorusf; 
m_pPrincipal->m_Vchorusg = m_EditChorusg ; // actualizamos los controles de la clase 
principal 
m_pPrincipal->m_VchorusOnda = m_EditChorush; 
 
 
 
m_pPrincipal->p.Chorus[0]=m_EditChorusa;  // actualizamos la estructura de efectos de la 
clase principal 
m_pPrincipal->p.Chorus[1]=m_EditChorusb; 
m_pPrincipal->p.Chorus[2]=m_EditChorusc;  // actualizamos la estructura de efectos de la 
clase principal 
m_pPrincipal->p.Chorus[3]=m_EditChorusd; 
m_pPrincipal->p.Chorus[4]=m_EditChoruse;  // actualizamos la estructura de efectos de la 
clase principal 
m_pPrincipal->p.Chorus[5]=m_EditChorusf; 
m_pPrincipal->p.Chorus[6]=m_EditChorusg;  // actualizamos la estructura de efectos de la 
clase principal 
m_pPrincipal->p.Chorus[7]=m_EditChorush; 
 
m_pPrincipal->UpdateData(false);  
} 
 
void CChorus::OnCheckSeno()  
{ 
m_EditChorush=1; // Actualizamos la variable a 1 ( Onda Senosoidal) 
InicializaFormaOnda(); // Actualizamos la forma de onda del oscilador 
 
m_pPrincipal->InOut.VControl[24]= m_EditChorush ; //Actualizamos valores en la estructura 
Com 
 
m_pPrincipal->CrearTramaTres(3, 7, 1, 24, 1);  
m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto. 
} 
 
void CChorus::OnCheckTriangular()  
{ 
m_EditChorush=2; // Actualizamos la variable a 1 ( Onda Triangular) 
InicializaFormaOnda(); // Actualizamos la forma de onda del oscilador 
 
m_pPrincipal->InOut.VControl[24]= m_EditChorush ; //Actualizamos valores en la estructura 
Com 
m_pPrincipal->CrearTramaTres(3, 7, 1, 24, 1);  
m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto.  
} 
 
void CChorus::OnCheckLogaritmica()  
{ 
m_EditChorush=3; // Actualizamos la variable a 3 ( Onda Logarítmica) 
 InicializaFormaOnda(); 
// Actualizamos la forma de onda del oscilador 
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m_pPrincipal->InOut.VControl[24]= m_EditChorush ; //Actualizamos valores en la estructura 
Com 
m_pPrincipal->CrearTramaTres(3, 7, 1, 24, 1);  
m_pPrincipal->EnviarTramaTres(); // Enviamos una trama de tipo 3 para Actualización del 
efecto.  
} 
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   2. Codigo Fuente en CCS -> C/C++ Procesador_efectos 
 
 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//Procesador_efectos.c  
//  Esta aplicación será la encargada de generar un Procesador de Efectos Virtual, mediante 
una 
//Interficie programada en Visual C++, donde ambas aplicaciones se comunican mediante las  
//librerias RTDX (Real Time Data Exchange) 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
#include <dsk6713.h>      // Incluimos las librerías para el manejo de la placa  
#include "dsk6713_aic23.h" //Incluimos las librerías para el manejo del códec 
#include <rtdx.h>         // Incluimos la librería rtdx para la comunicación 
#include <math.h>        // Incluimos la librería de funciones matemáticas 
 
#include <paso_alto.h>   // Coeficientes del filtro paso alto a utilizar 
#include <paso_bajo.h>   // Coeficientes del filtro paso bajo a utilizar 
#include <paso_banda.h>   // Coeficientes del filtro paso banda a utilizar 
 
#define N_coef 41 
#define Pi          3.14159265358979323846264338327950288419716939937510 
float y[3]={0, 0.415734806, 0};   // Valores iniciales para la función que genera el seno 
float A= 1.111140466; 
short LeftChanel[N_coef];         // Array que almacena la señal a filtrar canal izquierdo. 
short RightChanel[N_coef];      // Array que almacena la señal a filtrar canal derecho.  
 
struct CanalEntr  // Declaramos una estructura para el Canal de Entrada de datos. 
{ 
int AControl[20];  // Contendrá el numero de efectos activados para procesarlos 
int AValores[50];  // Contendrá los parametros de configuración de los efectos. 
int EModifi[10];   // Contendrá el valor del ultimo efecto configurado. 
}; 
 
typedef short Delay3seg[132300]; // Declaramos un canal de muestras para 3 seg de Delay. 
 
struct Delay  // Declaramos una estructura para el Canal de Entrada de datos. 
{ 
  int flag =0;          // Estado de la función 
  int TotalRetraso=0;  // contador de total de muestras retrasadas; 
  int ActualRetraso=0; // posicion actual de retraso de muestras; 
  Delay3seg CDel[2]; // Valor de las muestras con delay c.izq, c.der 
  int nveces=0;      // Valor que almacenara el numero de veces que se repite el eco. 
}; 
 
struct Chorus  // Declaramos una estructura para el Canal de Entrada de datos. 
{ 
      
  int nVoces;   // número de voces de Chorus 
  int DesfVoces; // Desfase entre las Voces (Cambio de tono) 
  int Amplitud;  // Amplitud de pico de la profundidad de barrido 
  int Frecuencia;// frecuencia del oscilardor de baja frecuencia.(LFO) 
  int Profundidad;// profundidad de barrido 
  int Tipo Onda;  // Tipo de onda para el LFO 
  Delay MChorus;  // Array con los valores de chorus 
  int pendiente;  // Tipo de pendiente (Para señales triangulares) 
}; 
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struct Reverb  // Declaramos una estructura para el Canal de Entrada de datos. 
{ 
   
  int Taps[];    // valor de Delay para cada tap  
  Delay MRev;  // Array con los valores de Delay 
  int nTapRev;       // numero total de Taps utilizados; 
  float gTap;   //Ganancia de mezcla del tap; 
}; 
 
int TTrama; 
int bandera=0; 
short Canal[2]={0,0}; // Declaramos un Array de 2 posiciones para los canales Izq/Der 
 
 
struct CanalEntr InChannel; // Declaramos una estructura global para guardar los parametros 
de conf                             //de efectos 
struct Delay Dely; // Declaramos una estructura global para guardar los parametros de conf                             
//de efectos 
struct Chorus Chor; // Declaramos una estructura global para guardar los parametros de conf                             
//de efectos 
struct Reverb Revb; // Declaramos una estructura global para guardar los parametros de conf                             
//de efectos 
 
DSK6713_AIC23_CodecHandle hCodec; // Declaración de un manejador BSL para el codec 
AIC23  
 
RTDX_CreateInputChannel(control_channel); //Creamos un Canal de Entrada para la 
comunicación 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//filtro_FIR()  
//  Esta función se encargará de calcular los Filtros para dejar pasar una banda de frecuencias 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
short filtro_FIR(int N, short *secuencia, int *coef) 
{ 
  int i=0;   // Indice a los coeficientes  
  int temporal=0; 
  for(i=0;i<N;i++)temporal+=coef[i]*(int)secuencia[i]; 
    for (;i!=0;i--) secuencia[i]=secuencia[i-1]; //Desplazamiento de la señal 
   return(temporal>>15);  //Añado un factor 2 a la ganancia del filtro 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//Amplificacion()  
//  Esta función se encargará Realizar la amplificación de señal de salida de la aplicación 
//hacia los altavoces. Se amplificarán los dos canales Izquierdo y Derecho segun los valores 
//actuales de configuracion del efecto enviado desde la aplicación Host hacia la nuestra 
(Target) 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void Amplificacion(void) 
{ 
  union{Uint32 m; short Canal[2];} C; 
   
    Canal[0]=Canal[0]*InChannel.AValores[1]; //Amplificamos el C. Izquierdo 
    Canal[1]=Canal[1]*InChannel.AValores[2]; //Amplificamos el C. Derecho 
    C.Canal[0]=Canal[0]; 
    C.Canal[1]=Canal[1]; 
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 DSK6713_AIC23_write(hCodec,C.m); // Escribimos en el codec la señal Procesada 
 
} 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//PRuido()  
//  Esta función se encargará de realizar el efecto Puerta de Ruido. Eliminará la señal que se  
//encuentre por debajo de un umbral prefijado. Además se puede configurar la atenuación que  
//se le aplica a la señal medido (en tanto por cierto %) 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void PRuido(void) 
{ 
 
 int umbral=InChannel.AValores[3];  
 int atenua=InChannel.AValores[4]; 
 int i; 
 union{Uint32 m; short Canal[2];} C; 
 
  for( i=0;i<2;i++)  //Realizamos la misma accion en los 2 canales 
  { 
    if ( abs((int)Canal[i]) < umbral)  // Si el valor absoluto de la muestra es inferior al umbral 
    { 
    Canal[i]=Canal[i]*(short)(1-(atenua/100)); //Eliminamos un porcentaje de la amplitud de   
    }                                              //señales por debajo del umbral prefijado;  
 }   
   
  C.Canal[0]=Canal[0]; 
  C.Canal[1]=Canal[1]; 
 DSK6713_AIC23_write(hCodec,C.m); // Escribimos en el codec la señal Procesada 
// DSK6713_AIC23_write(hCodec,C.m); // Escribimos en el codec la señal Procesada 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//Comp_Exp()  
//  Esta función se encargará de realizar el efecto Compresor/Expansor. Dependiendo del ratio  
//y del umbral de expansión/Compresión que se desee. 
// 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void Comp_Exp(void) 
{ 
 
 int ratio=InChannel.AValores[5];  
 int umbral=InChannel.AValores[6]; 
 int ataque=InChannel.AValores[7]; 
 int relaja=InChannel.AValores[8]; 
 int i; 
 union{Uint32 m; short Canal[2];} C; 
  
 if(ratio<10) // Si el Ratio define el efecto como Compresor 
 { 
  
   for( i=0;i<2;i++)  //Realizamos la misma accion en los 2 canales 
   { 
     if ( abs((int)Canal[i]) > umbral) // Si el valor absoluto de la muestra es superior al 
umbral 
     { 
     Canal[i]=Canal[i] / (short)ratio; //Atenuamos por el valor del ratio  
     }                                               
   }   
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 } 
  
 else if(ratio > 11)  // Si el valor de Ratio define el efecto como Expansor 
 { 
      for( i=0;i<2;i++)  //Realizamos la misma accion en los 2 canales 
   { 
     if ( abs(Canal[i]) <(short)umbral)  // Si el valor absoluto de la muestra es inferior al 
umbral 
     { 
     Canal[i]=Canal[i] /(short)(ratio-10); //Eliminamos un porcentaje de la amplitud de   
     }                                              //señales por debajo del umbral prefijado;  
   }   
 } 
 
  C.Canal[0]=Canal[0]; 
  C.Canal[1]=Canal[1]; 
 DSK6713_AIC23_write(hCodec,C.m); // Escribimos en el codec la señal Procesada 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//Distorsion1()  
//  Esta función se encargará de realizar el efecto Distorsión. Si la señal sobrepasa un umbral  
// el valor de ésta se actualiza al valor de Saturación introducido por el usuario. 
// 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void Distorsion1(void) 
{ 
 int Nivel=InChannel.AValores[9];  
 int Umbral=InChannel.AValores[10]; 
 int i; 
 union{Uint32 m; short Canal[2];} C; 
 
  for( i=0;i<2;i++)  //Realizamos la misma accion en los 2 canales 
  { 
    if ( abs(Canal[i]) >(short)Umbral)  // Si el valor absoluto de la muestra es inferior al umbral 
    { 
    Canal[i]=(short)Nivel; // Ponemos la señal al nivel de saturación 
    }                                               
  }  
   
 C.Canal[0]=Canal[0]; 
 C.Canal[1]=Canal[1]; 
// DSK6713_AIC23_write(hCodec,C.m); // Escribimos en el codec la señal Procesada   
}  
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//Delay()  
// Esta función se encargará de realizar el efecto Delay si se pasa como parámetro "0".  
//Se almacenan los valores de señal retrasada en la estructura Delay hasta que pasa el tiempo 
de //Retraso, una vez este transcurra se reproduce la señal actual más la copia retrasada de la 
señal //de audio, hasta 3 veces. 
//  Si se le pasa el tiempo de retraso devuelve una linea de Delay en la estructura Reverb 
//con el retraso(mseg), pasado como parámetro. 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void Delay(int Tretraso) 
{ 
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float cuenta; 
int Mretraso; 
int Retraso=InChannel.Avalores[15]; // variable para guardar el retraso de la señal (mseg) 
int Mix=InChannel.Avalores[16];     // porcentaje de mezcla de delay con la señal actual 
 
  if (Tretraso == 0) 
  { 
   cuenta=(float)Retraso;             // asignamos a cuenta el valor el tiempo de retraso 
   Mretraso=round(cuenta*44,1);          // Pasamos el tiempo a numero de muestras; 
   if (Dely.flag == 0) 
   { 
     Dely.flag=1; 
     Dely.TotalRetraso=Mretraso; 
     Dely.ActualRetraso=0; 
     Dely.nveces=1; 
     Dely.CDel[Dely.ActualRetraso][0]=Canal[0]; // Guardamos la muestra en la estructura Delay 
     Dely.CDel[Dely.ActualRetraso][1]=Canal[1]; // Guardamos la muestra en la estructura Delay 
     Dely.ActualRetraso=1; 
   } 
   else if(Dely.flag == 1 && (Dely.ActualRetraso < Dely.TotalRetraso)) 
   { 
     Dely.CDel[Dely.ActualRetraso][0]=Canal[0]; // Guardamos la muestra en la estructura Delay 
     Dely.CDel[Dely.ActualRetraso][1]=Canal[1]; // Guardamos la muestra en la estructura Delay     
     Dely.ActualRetraso++; // Aumentamos el contador de muestra Actual 
   } 
   else if(Dely.flag == 1 && (Dely.ActualRetraso == Dely.TotalRetraso)) 
   { 
    Dely.flag == 2; 
    Dely.ActualRetraso=0; 
     
   } 
   else if(Dely.flag == 2 && Dely.nveces<3) 
   { 
    Canal[0]= (Canal[0]*0.5)+(short)(Dely.CDel[Dely.ActualRetraso][0]*(mix/Dely.nveces))*0,5;  
    // Mezclamos la señal  
    Canal[1]= (Canal[1]*0.5)+(short)(Dely.CDel[Dely.ActualRetraso][1]*(mix/Dely.nveces))*0,5;  
    // Mezclamos la  señal  
    Dely.ActualRetraso++; //incrementamos la muestra de Delay 
    Dely.nVeces++;        //incrementamos el numero de repeticiones 
   } 
   else 
   { 
    Dely.flag = 0; 
   } 
  } 
  else 
  { 
  cuenta=(float)TRetraso;             // asignamos a cuenta el valor el tiempo de retraso 
  Mretraso=round(cuenta*44,1);  
  if (Revb.MRev.flag == 0) 
   { 
     Revb.MRev.flag=1; 
     Revb.MRev.TotalRetraso=Mretraso; 
     Revb.MRev.ActualRetraso=0; 
     Revb.MRev.nveces=1; 
     Revb.MRev.CDel[Revb.MRev.ActualRetraso][0]=Canal[0]; // Guardamos la muestra en la 
estructura                                                            // Reverb 
     Revb.MRev.CDel[Revb.MRev.ActualRetraso][1]=Canal[1]; // Guardamos la muestra en la 
estructura  
                                                          //Reverb 
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     Revb.MRev.ActualRetraso=1; 
   } 
   else if(Revb.MRev.flag == 1 && (Revb.MRev.ActualRetraso < Revb.MRev.TotalRetraso)) 
   { 
     Revb.MRev.CDel[Revb.MRev.ActualRetraso][0]=Canal[0]; // Guardamos la muestra en la 
estructura        //Reverb 
     Revb.MRev.CDel[Revb.MRev.ActualRetraso][1]=Canal[1]; // Guardamos la muestra en la 
estructura Reverb     
     Revb.ActualRetraso++; // Aumentamos el contador de muestra Actual 
   } 
   else if(Revb.MRev.flag == 1 && (Revb.MRev.ActualRetraso == Revb.MRev.TotalRetraso)) 
   { 
 
    Revb.MRev.CDel[Revb.MRev.ActualRetraso][0]=Canal[0]; // Guardamos la muestra en la 
estructura                                                            // Reverb 
    Revb.MRev.CDel[Revb.MRev.ActualRetraso][1]=Canal[1]; // Guardamos la muestra en la 
estructura  
                                                          //Reverb 
    Revb.MRev.flag == 0; 
    Revb.MRev.ActualRetraso=0; 
   } 
   else 
   { 
    Revb.MRev.flag = 0; 
   } 
  } 
}   
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//Chorus()  
// Esta función se encargará de realizar el efecto Chorus. Se almacenan los valores de señal 
retra 
//sada en la estructura Chorus, para finalmente sumarla a la señal actual desfasándola con un 
//Oscilador de de baja frecuencia(senoidal,triangular o logarítmico), creando el efecto. Se 
puede //elegir el número de voces y el desfase entre ellas. 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void Chorus(void) 
{ 
 
  float cuenta; 
  float Mretraso; 
  int TRetraso=InChannel.Avalores[17]; // variable para guardar el retraso de la señal (mseg) 
  int Mix=InChannel.Avalores[18];     // porcentaje de mezcla de delay con la señal actual 
  int nVoces=InChannel.Avalores[19]; 
  int DesfVoces=InChannel.Avalores[20]; 
  int Amplitud=InChannel.Avalores[21]; 
  int Frecuencia=InChannel.Avalores[22]; 
  int Profundidad=InChannel.Avalores[23]; 
  int TipoOnda=InChannel.Avalores[24]; 
  //Delay MChorus 
 
  cuenta=(float)InChannel.Avalores[17]; // asignamos a cuenta el valor el tiempo de retraso 
  Mretraso=round(cuenta*44.1);          // Pasamos el tiempo a numero de muestras; 
  cuenta=(float)InChannel.Avalores[23]; 
  Amplitud=round((cuenta*44.1)/2);           // Pasamos el tiempo a numero de muestras; 
 
 
   if (Chor.MChorusMChorus.flag == 0) 
   { 
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     Chor.MChorus.flag=1; 
     Chor.MChorus.TotalRetraso=Mretraso+(Amplitud*2);// Tiempo de Retraso total 
     Chor.MChorus.ActualRetraso=0; 
     Chor.MChorus.nveces=1; 
     Chor.MChorus.CDel[Chor.MChorus.ActualRetraso][0]=Canal[0];// Guardamos la muestra 
     Chor.MChorus.CDel[Chor.MChorus.ActualRetraso][1]=Canal[1]; // Guardamos la muestra  
     Chor.MChorus.ActualRetraso=1; 
 
   } 
   else if(Chor.MChorus.flag == 1 && (Chor.MChorus.ActualRetraso < 
Chor.MChorus.TotalRetraso)) 
   { 
     Chor.MChorus.CDel[Chor.MChorus.ActualRetraso][0]=Canal[0]; // Guardamos la muestra   
     Chor.MChorus.CDel[Chor.MChorus.ActualRetraso][1]=Canal[1]; // Guardamos la muestra   
     Chor.MChorus.ActualRetraso++; // Aumentamos el contador de muestra Actual 
   } 
   else if(Chor.MChorus.flag == 1 && (Chor.MChorus.ActualRetraso == 
Chor.MChorus.TotalRetraso)) 
   { 
    Chor.MChorus.flag == 2; 
    Chor.MChorus.ActualRetraso=round(Amplitud);  
     
   } 
   else if(Chor.MChorus.flag == 2 && Chor.MChorus.nveces<2) 
   { 
     if(TipoOnda == 1) 
     { 
 
      float LFO; 
      float f; 
      float w; 
      int Vretraso; 
 
      f=(float)frecuencia; 
      w= 2*pi*f; //Calculamos omega 
      LFO=sin(w *(Float)Chor.MChorus.ActualRetraso)  //Generamos la Onda Senosoidal 
      Vretraso=(int)round(Amplitud*LFO); //Calculamos las muestras a retrasar para mod. en tono 
 
      Canal[0]=Canal[0]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][0]*(mix/Chor.MChorus.nveces)  
      // Mezclamos la señal  
      Canal[1]=Canal[1]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][1]*(mix/Chor.MChorus.nveces)    
      // Mezclamos la  señal  
 
      Chor.MChorus.ActualRetraso++; //incrementamos la muestra de Delay 
      Chor.MChorus.nVeces++; //incrementamos el contador de repeticiones 
 
     } 
 
     else if(TipoOnda == 2) 
     { 
 
      float LFO; 
      float f; 
      float MCiclo; 
      int Vretraso; 
      int pendiente=1; 
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      f=(float)Frecuencia; 
      MCiclo=round((44100/(f*4))); //Obtenemos el numero de muestras para cada tramo de                                            
//pendiente según la frecuencia(seg) 
      
     if (pendiente == 1 && Chor.contador < MCiclo) 
     { 
       Vretraso=round(Amplitud+(Amplitud*(1/MCiclo))); 
 
      Canal[0]=Canal[0]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][0]*(mix/Chor.MChorus.nveces)  
      // Mezclamos la señal  
      Canal[1]=Canal[1]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][1]*(mix/Chor.MChorus.nveces)    
      // Mezclamos la  señal  
 
      Chor.MChorus.ActualRetraso++; //incrementamos la muestra de Delay 
 
     else if (pendiente == 1 && Chor.contador == MCiclo) 
     { 
       
       Vretraso=round(Amplitud-(Amplitud*(1/MCiclo)));    
       pendiente=2; 
       Chor.contador=0; 
     } 
     else if (pendiente == 2 && Chor.contador < MCiclo) 
     { 
       Vretraso=round(Amplitud-(Amplitud*(1/MCiclo)));    
                              Canal[0]=Canal[0]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][0]*(mix/Chor.MChorus.nveces)  
      // Mezclamos la señal  
      Canal[1]=Canal[1]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][1]*(mix/Chor.MChorus.nveces)    
      // Mezclamos la  señal  
      
       Chor.MChorus.ActualRetraso++; //incrementamos la muestra de Delay 
       Chor.contador++; 
     } 
     else if (pendiente == 2 && Chor.contador == MCiclo) 
     { 
              
       pendiente=3; 
       Chor.contador=0; 
     } 
     else if (pendiente == 3 && Chor.contador < MCiclo) 
     { 
       Vretraso=round(-(Amplitud*(1/MCiclo)));  
                                        Canal[0]=Canal[0]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][0]*(mix/Chor.MChorus.nveces)  
      // Mezclamos la señal  
      Canal[1]=Canal[1]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][1]*(mix/Chor.MChorus.nveces)    
      // Mezclamos la  señal  
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       Chor.MChorus.ActualRetraso++; //incrementamos la muestra de Delay 
       Chor.contador++; 
     } 
     else if (pendiente == 3 && Chor.contador == MCiclo) 
     { 
       pendiente=4; 
       Chor.contador=0; 
     else if (pendiente == 4 && Chor.contador << MCiclo) 
     { 
       Vretraso=round(-Amplitud+(Amplitud*(1/MCiclo)));  
      Canal[0]=Canal[0]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][0]*(mix/Chor.MChorus.nveces)  
      // Mezclamos la señal  
      Canal[1]=Canal[1]*(short)(1-
(mix/Chor.MChorus.nveces))+(short)(Chor.MChorus.CDel[Chor.MChorus 
      .ActualRetraso+Vretraso][1]*(mix/Chor.MChorus.nveces)    
      // Mezclamos la  señal  
      
       Chor.MChorus.ActualRetraso++; //incrementamos la muestra de Delay 
       Chor.contador++; 
     } 
     else 
     { 
      pendiente=1; 
      Chor.contador=0; 
   } 
   else if(Chor.Mchorus.ActualRetraso == MRetraso+(Amplitud*2) 
   { 
    Chor.MChorus.nVeces++; //incrementamos el contador de repeticiones 
    Chor.MChorus.flag = 0; 
   } 
 
}   
///////////////////////////////////////////////////////////////////////////////////////////////// 
//Reverb()  
// Esta función se encargará de realizar el efecto Reverb. Simulará el sonido como si se 
estuviera 
//tocando en un tipo de sala u otra. 
// 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void Reverb(void) 
{ 
  
 float cuenta; 
 int Mretraso; 
 int i=0; 
 int Pref=InChannel.Avalores[25]; // variable para guardar tiempo de 1as reflexiones 1ª 
 int RT=InChannel.Avalores[26];  // variable para guardar RT 
 int ACRev=InChannel.Avalores[27]; // variable para guardar Atenuación C.Reverberante 
 int NCRev=InChannel.Avalores[28]; // variable para guardar Nivel C.Reverberante 
 int densi=InChannel.Avalores[29]; // variable para guardar densidad de reflexiones tardías 
  
  if(Rev.MRev.Flag=0) 
  { 
  cuenta=(float)RT; // asignamos a cuenta el valor el tiempo de retraso 
  Mretraso=round(cuenta*44.1);  // Tiempo total reflexiones = RT en numero muestras/mseg; 
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   for( i=0;i<densi*2;i++) //Guardamos los taps del campo Reverberante 
   { 
    Revb.TapRev[i]=(round(((float)Pref*44.1)/(densi*ACRev)))*i; // Guardamos los taps de 1a 
reflex 
   } 
 
  Revb.MRev.flag=1; 
  Revb.MRev.TotalRetraso=Mretraso; 
  Revb.MRev.ActualRetraso=0; 
  Revb.MRev.nveces=1; 
  Revb.MRev.CDel[Revb.MRev.ActualRetraso][0]=Canal[0]; // Guardamos la muestra en la 
estructura                                                        // Delay 
  Revb.MRev.CDel[Revb.MRev.ActualRetraso][1]=Canal[1]; // Guardamos la muestra en la 
estructura                                                        //Delay 
  Revb.MRev.ActualRetraso=1; 
  Revb.nTapRev=densi*ACRev; //guardarmos el numero total de taps c.Rev 
 
   } 
   else if(Revb.MRev.flag == 1 && (Revb.MRev.ActualRetraso < Revb.MRev.TotalRetraso)) 
   { 
    short S1= Muestra la suma de las 4 señales retrasadas con sus respectivas ganancias 
 
     for(i=0;i< Revb.nTapRev:i++) 
      { 
       if(Revb.TapRev[i] == Revb.MRev.ActualRetraso)     
        { 
         S1=(S1+((float)Revb.MRev.CDel[Revb.MRev.ActualRetraso][0]*Revb.gTap)/nTapRev); 
        } 
      } 
        else  
        { 
          
 
 
      } 
   
     Revb.MRev.CDel[Revb.MRev.ActualRetraso][0]=Canal[0]; // Guardamos la muestra en la 
estructura                                                           // Delay 
     Revb.MRev.CDel[Revb.MRev.ActualRetraso][1]=Canal[1]; // Guardamos la muestra en la 
estructura                                                           // Delay     
     Revb.MRev.ActualRetraso++; // Aumentamos el contador de muestra Actual 
   } 
   else if(Revb.MRev.flag == 1 && (Revb.MRev.ActualRetraso == Revb.MRev.TotalRetraso)) 
   { 
    Revb.MRev.flag == 2; 
    Revb.MRev.ActualRetraso=0; 
     
   } 
   else if(Revb.MRev.flag == 2 && Revb.MRev.nveces<3) 
   { 
    Canal[0]= 
(Canal[0]*0.5)+(short)(Revb.MRev.CDel[Revb.MRev.ActualRetraso][0]*(mix/Revb.MRev.nveces
))*0,5;  
    // Mezclamos la señal  
    Canal[1]= 
(Canal[1]*0.5)+(short)(Revb.MRev.CDel[Revb.MRev.ActualRetraso][1]*(mix/Revb.MRev.nveces
))*0,5;  
    // Mezclamos la  señal  
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    Revb.MRev.ActualRetraso++; //incrementamos la muestra de Delay 
    Revb.MRev.nVeces++;        //incrementamos el numero de repeticiones 
   } 
   else 
   { 
    Revb.MRev.flag = 0; 
   } 
 
 Delay(Pref+(RT*0.1)); //Generamos un Delay máximo donde hacer los distintos tappings; 
  
 Revb.MRev.CDel[Revb.MRev.ActualRetraso][0]=Canal[0]; 
} 
 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//Flanger()  
// Esta función se encargará de realizar el efecto Flanger. Como el efecto Flanger es similar 
//al Chorus, pero con variaciones en el tiempo de retraso y en la profundidad de barrido 
//llamaremos a la funcion Chorus, y cambiaremos los parámetros en la aplicación en VC++ 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void Flanger(void) 
{ 
 Chorus(); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//F_Pasa_Altos()  
// Esta función se encargará de realizar el Filtrado Paso alto de la señal de Audio 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void F_Pasa_Altos() 
{ 
AIC23_data.channel[LEFT]=filtro_FIR(alto_long,LeftChanel, coef_paso_alto);   
IC23_data.channel[RIGHT]=filtro_FIR(alto_long,RightChanel,coef_paso_alto); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//F_Pasa_Bajos()  
// Esta función se encargará de realizar el Filtrado Paso alto de la señal de Audio 
//////////////////////////////////////////////////////////////////////////////////////////////// 
void F_Pasa_Bajos() 
{ 
 Canal[0]=filtro_FIR(bajo_long,LeftChanel, coef_paso_bajo);   
 Canal[1]=filtro_FIR(bajo_long,RightChanel, coef_paso_bajo); 
} 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//F_Pasa_Banda()  
// Esta función se encargará de realizar el Filtrado Paso Banda de la señal de Audio 
//////////////////////////////////////////////////////////////////////////////////////////////// 
void F_Pasa_Banda() 
{ 
 Canal[0]=filtro_FIR(banda_long,LeftChanel, coef_paso_banda);   
 Canal[1]=filtro_FIR(banda_long,RightChanel, coef_paso_banda); 
} 
 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//LeerTramaPc()  
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//  Esta función se encargará de leer las tramas del canal de entrada para posteriormente 
guardar 
//los valores de ésta en los correspondientes campos de la Estructura InChannel. La función  
//selecciona el tipo de trama enviada por el pc y la guarda en el campo correspondiente. 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void LeerTramaPc(void) 
{ 
 
 while(1) //Comprobamos constantemente si se ha actualizado el buffer de entrada desde 
VC++. 
  { 
 if(!RTDX_channelBusy(&control_channel)) //Si el canal no está ocupado 
 { 
          // este entero leerá el tipo de trama enviado(Trama1,Trama2,Trama3) 
 
     RTDX_read(&control_channel,&TTrama,sizeof(TTrama));//leemos desde el pc 
   //  RTDX_read(&control_channel,&TTrama2,sizeof(TTrama2));//leemos desde el pc 
      
 
            if (TTrama == 1) 
    {  
              
RTDX_read(&control_channel,&InChannel.AControl,sizeof(InChannel.AControl));//leemos tipo 1 
       } 
            else if (TTrama == 2) 
    { 
              
RTDX_read(&control_channel,&InChannel.AValores,sizeof(InChannel.AValores));//leemos tipo 
2 
    } 
            else if (TTrama == 3) 
    { 
    int i; 
     
              RTDX_read(&control_channel,&InChannel.EModifi,sizeof(InChannel.EModifi));//leemos 
tipo 3 
               
              InChannel.AControl[InChannel.EModifi[1]]=InChannel.EModifi[9]; 
//Activamos/Desactivamos efecto deseado. 
              
               for (i=0; i<InChannel.EModifi[2];i++) 
               { 
                InChannel.AValores[InChannel.EModifi[3+i]]=InChannel.EModifi[4+i];// Actualizamos 
los valores con la trama recibida. 
            } 
            
          } 
           
          
    } 
  } 
 
} 
 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//XINT1_HWI()  
//  Esta función será la encargada de generar las interrupciones, para leer y escribir en el  
//en el códec. Leerá el valor de la muestra de entrada y después según el efecto/s que se haya  
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//configurado, se procesará la señal, Llamando a las funciones denominadas con el nombre del 
//efecto. 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void XINT1_HWI(void) //ISR set in .cdb 
{ 
 
 Uint32 Muestra; 
        
   DSK6713_AIC23_read(hCodec,& Muestra);// Leemos los valores de la señal de entrada 
    
   Canal[0]= (Int16)Muestra; // Guardamos muestras canal Izquierdo 
   Canal[0]=Canal[0]*2;// Amplificamos la señal de entrada 
    
   Canal[1]= (Int16)Muestra << 16; // Guardamos muestras canal Derecho 
   Canal[0]=Canal[0]*2; // Amplificamos la señal de entrada 
     
  
 
/////////////////////////////////////////////////////////////////////////////////////////////// 
//        Tabla de Codificación de efectos 
///////////////////////////////////////////////////////////////////////////////////////////  
/*     
 1 = Efecto Amplificación   2 = Efecto Puerta de Ruido 
 3 = Efecto Compresor/Expansor   4 = Efecto Distorsion1 
 5 = Efecto Distorsion2    6 = Efecto Delay 
 7 = Efecto Chorus    8 = Efecto Reverb 
9 = Efecto Flanger    10 = Filtro Paso Alto 
11 = Filtro Paso Bajo    12 = Filtro Paso Banda 
*/ 
///////////////////////////////////////////////////////////////////////////////////////////////// 
            
           
          if (InChannel.AControl[2] == 1)// Si esta activada la Puerta de Ruido 
 { 
  PRuido(); 
 } 
           
          if (InChannel.AControl[3] == 1)  //Si esta activado el Compresor/Expansor 
 { 
   Comp_Exp(); 
 } 
           
          if (InChannel.AControl[4] == 1)  //Si esta activado la Distorsion1 
 { 
   Distorsion1(); 
 } 
           
 
          if (InChannel.AControl[5] == 1)  //Si esta activado la Distorsion2 
 { 
  Distorsion2 
 } 
           
 
          if (InChannel.AControl[6] == 1)   //Si esta activado el Delay 
 { 
          Delay(); 
 } 
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          if (InChannel.AControl[7] == 1)   //Si esta activado el Chorus 
 { 
          Chorus(); 
 } 
           
 
          if (InChannel.AControl[8] == 1)   //Si esta activada la Reverb 
 { 
           Reverb 
 } 
         
 
          if (InChannel.AControl[9] == 1)  // Si está activado el Flanger 
 { 
          Flanger 
 } 
 
 
          if (InChannel.AControl[10] == 1)  //Si esta activado El F_Pasa_Altos 
 { 
          F_Pasa_Altos 
 } 
 
 
          if (InChannel.AControl[11] == 1)  //Si está activado el F_Pasa_bajos 
 { 
          F_Pasa_Bajos 
 } 
 
 
          if (InChannel.AControl[12] == 1)  //Si está activado el F_Pasa_banda 
 { 
          F_Pasa_Banda 
 } 
 
            
          if (InChannel.AControl[1] == 1)  //Si está activada la amplificación 
         { 
         
    Amplificacion(); 
    
    }          
                         
           DSK6713_AIC23_write(hCodec, Canal[0]); // Escribimos la señal sin efecto 
           DSK6713_AIC23_write(hCodec, Canal[1]); // Escribimos la señal sin efecto 
           
} 
 
 
///////////////////////////////////////////////////////////////////////////////////////////////// 
//main()  
//  Esta es la función principal de nuestra aplicacion. Contendrá todas las funciones 
previamente  
//declaradas e implementadas. En primer instancia Se configuran los parámetros del códec, así 
como 
//la inicialización de variables para el manejo de éste y otras funcionalidades de la Placa. 
//////////////////////////////////////////////////////////////////////////////////////////////// 
 
void main() // Función Principal de la Aplicación. 
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{ 
 
 DSK6713_AIC23_Config config = // Parametros de configuracion del Codec 
 {                                          
  0x0017,     /* 0 DSK6713_AIC23_LEFTINVOL Left line input channel volume*/ 
  0x0017,     /* 1 DSK6713_AIC23_RIGHTINVOL Right line input channel 
volume*/ 
  0x00F9,     /* 2 DSK6713_AIC23_LEFTHPVOL Left channel headphone vol*/ 
  0x00F9,     /* 3 DSK6713_AIC23_RIGHTHPVOL Right channel headphone vol*/ 
  0x0012,     /* 4 DSK6713_AIC23_ANAPATH Analog audio path control*/ 
  0x0000,     // 5 DSK6713_AIC23_DIGPATH Digital audio path control 
  0x0000,     // 6 DSK6713_AIC23_POWERDOWN Power down control 
  0x0043,     // 7 DSK6713_AIC23_DIGIF Digital audio interface format 
  0x00CD,     /* 8 DSK6713_AIC23_SAMPLERATE Sample rate control*/ 
  0x0001,     // 9 DSK6713_AIC23_DIGACT Digital interface activation 
 }; 
 
 
  DSK6713_init();   /* Función para inicializar la BSL*/  
 
  hCodec =  DSK6713_AIC23_openCodec(0,&config);// Abrimos el códec con la configuracion  
  
  IRQ_globalEnable();/* Función para habilitar globalmente las interrupciones */ 
 
  IRQ_enable(IRQ_EVT_XINT1);/* Función para habilitar la interrupción de transmisión del 
McBSP1 */ 
 
  RTDX_enableInput(&control_channel); //Activamos el canal de entrada 
 
  DSK6713_AIC23_write( hCodec, 0) ;// Función para escribir algo en el Codec AIC23 y se 
produzca                                      la interrupción del McBSP1*/ 
  LeerTramaPc(); // leemos continuamente las tramas de configuracion de efecto desde el PC 
   
} 
 
/* 
 
 
    comm_intr(); //init codec,dsk,MCBSP 
 RTDX_enableInput(&control_channel); //enable input channel 
  Función para escribir algo en el Codec AIC23 y se produzca la interrupción del 
McBSP1 
  
    DSK6713_AIC23_write(&hCodec, 0); 
 while(1) //infinite loop 
 { 
  if(!RTDX_channelBusy(&control_channel)) //if channel not busy 
    
   RTDX_read(&control_channel,&AControl,sizeof(AControl));//read from 
PC 
   RTDX_read(&control_channel,&AValores,sizeof(AValores));//read from 
PC 
  // gain=AControl[0]; 
 } 
} 
*/ 
/*void XINT1_HWI(void) //ISR set in .cdb 
{ 
    gain=AControl[0]; 
 DSK6713_AIC23_write(hCodec, sin_table[loop]*gain);  
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 if(canal==0) 
 { 
  canal=1; 
  if (++loop > 7)  
   loop = 0; 
 } 
 else canal=0; 
}*/ 
3 Especificaciones  y configuración de la Placa de 
Desarrollo 
 
3.1 Códec TLV320AIC23B 
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3.2 API BSL (Board Support Library) 
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3.3 API CSL (Chip Support Library) 
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