As the usage of IFC (Industry Foundation Classes) files in construction industry is on the dramatic increase, it often requires effective IFC comparison methods to keep track of important changes occurring during the lifecycle of construction projects. However, most IFC comparisons are based on a visual inspection, a manual count and a check of selective attributes. Although a few techniques about automatic IFC comparisons have been developed recently, they are usually very time-consuming, and are sensitive to the GUID change or redundant instances in IFC files. To address these issues, this paper presents a content-based automatic comparison approach, named IFCdiff, for detecting differences between two IFC files. This approach starts with a comprehensive analysis of the structure and content of each IFC file, and then constructs its hierarchical structure along with eliminating redundant instances. Next, the two hierarchical structures are compared with an iterative bottom-up procedure instead of the original files. The presented approach fully takes into account the content of IFC files fully without the need of flattening instances in IFC files. In contrast with previous methods, our approach can greatly reduce the computational time and space, and the comparison result is not sensitive to re- *
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4
As an open and neutral data format specification for BIM, Industry Founda-5 tion Classes (IFC) [2] plays a crucial role to facilitate interoperability between 6 various software platforms. The IFC data format has been widely support- 
12
As the usage of IFC files in construction industry is on the dramatic in- The IFC comparison aims to analyze and identify the differences and similar- inspection, a manual count and a check of selective attributes [14, 16, 17, 18] . 22 However, due to the large file sizes and the complex inheritance and refer- 23 encing relationships of IFC files, such a way of manual inspection is often 24 time-consuming and error-prone; furthermore, it can only report a partial 25 and illustrative view of the compared files [13] . Although a few recent s- to redundant instances within IFC files. In addition, we also demonstrate a 41 potential application of our approach to incremental backup of IFC files.
42
The paper is organized as follows. Section 2 reviews the related work and 43 summarizes the existing problems. Section 3 introduces some basic concepts 44 and terms of IFC files. Section 4 gives a detailed description of our approach.
45
Section 5 demonstrates the experimental results and a potential application 46 to incremental backup of IFC files. Finally, Section 6 concludes this paper, 47 summarizes our contributions and discusses some future work. viewers that are available, while the attribute analysis is usually a manual 53 check for building elements. However, only using a visual and manual way 54 for comparing IFC files is inaccurate and incomplete due to the complex 55 referencing and inheritance structure of IFC files [13] . The manual way is 56 useful for only small and simple IFC models, whereas it is not practical for 57 large and complex models in the actual construction projects. Consequently,
58
there is an urgent need for developing automatic IFC comparison tools in the 59 scenario of IFC-based data management. Since different BIM modeling systems might export IFC files in various ways.
128
As a result, the instance names and reference numbers might be different.
129
To overcome this difference in referencing mechanisms, the files should be 130 "flattened" first, i.e., making files in a structure that does not include any #90=IFCSLAB (2VLPPLMIR7VLPPLMIR7fBUKZN0XN2MZ, $, UNDEFINED, $, $, $, $, $, $, $, ORGANIZATIONNAME, $, $, $, $, GS, GRAPHISOFT, GRAPHISOFT, $, $, 9.0, A-CAD9.0, ARCHICAD, $, .NOCHANGE., $, $, $, 1149148841, S-LAB 006, , $, $, (0.,0.,0.), (0.,0.,1.), (1.,0.,0.), (0.,0.,0.), (0.,0.,1.), (1.,0.,0.), ( 43500.,14500., 200.), (0.,0.,1.), IFCPARAMETERVAL-UE(0.)), ((0.,0.), IFCPARAMETERVALUE(90.)), .T., .CARTE-SIAN.), .F., (0.,0.,0.), (0.,0.,1.), (1.,0.,0.), (0.,0.,1.), 200.)), $, .FLOOR.) In the instance #145, the last attribute is a collection of attribute instances, 
174
In contrast, our method compares the contents and structures of IFC files 175 through an iterative procedure, which does not rely on GUIDs. 
Tree compression

260
In computer science, tree compression (or named tree compaction) is a 261 common task and well-studied. Given a tree, the task is to map it as com-262 pactly as possible to memory [23] , where the range of the mapping depends on 263 specific applications. Many methods such as arithmetric coding and Huffman 264 coding can be used for encoding and decoding of trees on data compression.
265
There have been some typical applications of the tree compression methods 
268
In this paper, we simplify each IFC file as a tree structure and remove 269 the redundant data instances from this tree, which can be regarded as an in Figure 1 , where some basic terms are illustrated.
295
Note that the instance names in two IFC files are independent of each 296 other, so they cannot be used as a feature to distinguish two data instances.
297
In our approach, the entity name and attribute values are considered for 298 instance comparison. The IFC data model is essentially constructed in a hierarchical structure, 305 generally with the rooted entity IfcProject as the root node. This structure 306 is named IFC hierarchical structure in this paper. The data instances (e.g. our approach contains four steps as follows.
328
Step find the matching instances between them.
342
Step 3: Repeat Step 2 for iterative and level-by-level comparison for the 343 remaining data instances between two files (see Section 4.3).
Step 3 is between two files are recorded in a hash table.
347
Step 4: Finally, compute the similarity rate between two IFC files (see Sec- 
354
For the reader's convenience, the target file and the source file will be 355 referred to as File A and File B in this paper, respectively. We preprocess data instances within each input IFC file, and then con- Compare the terminal nodes along
Step 2::
the IFC hierarchical structures
Step 3: Repeat Step 2 for iterative and level-by-level comparison
Step Step 1: in File A, the data instances (#3, #5 and #40) are recognized as the terminal 383 nodes in the hierarchical structure (see Figure 6(a) ). In File B, the data 384 instances (#51, #53 and #52) are the terminal nodes (see Figure 6(b) ).
385
Secondly, for each file, we identify and group the identical data instances 386 in the terminal nodes by comparing their entity names and attribute values,
387
where the terminal nodes with the same value are clustered into one group.
388
Consequently, we can obtain multiple groups of identical data instances. In SIANPOINT((0.,0.,0.))" by checking the original file fragments in Figure 5 .
408
In addition, we record the pair of matching instances (#3, #51) in a hash 
where |A| is the total number of instances in File A after removing redundant approach can obtain a stable and reliable similarity rate.
471
As for the example of two file fragments in Figure 5 Alternatively, one can select multiple checkboxes to ignore the GUIDs, owner 523 history information and the order of property set.
524
In order to visualize the compared models and their differences, we also through removing a window, and it was re-exported as File B (Figure 15(b) ). Table 2 shows the similarity rates computed using our method and the Table 2 suggest : Visualizing the models of four test IFC files (M1 -M4). M1 contains a large number of duplicate data instances, while M2 is the non-redundant file through removing the duplicate instances from M1. M3 is the re-exported file after deleting the roof of M1 in ArchiCAD, while M4 is the non-redundant file through removing the duplicate instances from M3. a "SR using our method" is the similarity rate computed by our methods. b "SR using flattening" is the similarity rate computed by the flattening-based method [13] .
that our approach is not sensitive to redundant instances within IFC files,
576
which can obtain the consistent similarity rate (83.2%) between M3 (or M4) 577 and M1 (or M2). In contrast, the flattening-based method obtains two differ- 
Experiments under different parameter conditions
584
The third experiment compares our method under different parameter 585 conditions. In Figure 13 and Figure 14 , one can select multiple checkboxes 586 to ignore the GUIDs, owner history information and the order of property 587 set. This can explicitly improve the comparison results. We select two IFC 588 files (referred to as M5 and M6) for this test, as visualized in Figure 17 . A 589 building model was first generated in ArchiCAD and then exported as M5. Table 3 shows the similarity rates using the IFCdiff with different param-594 eters. The similarity rate without any specific parameters is about 85.85%, 595 which is the same as the similarity rate in the flattening-based method [13] .
596
The reason is that the two input files M5 and M6 have no redundant in-597 stances; consequently, the flattening-based method [13] can obtain the same 598 result. In Table 3 , the similarity rate with ignoring the GUIDs is also 85.85%, GUIDs were generated and maintained by the same system (i.e. ArchiCAD) 603 itself. However, the GUID preservation rate often is low when a model is 604 imported and exported in two different systems, as illustrated by Lee et al.
605
[13].
606
In this table, the similarity rate with ignoring owner history information 607 is about 95.12%, which is highest in this table. The reason is that a large 608 number of data instances cite the entity IfcOwnerHistory which holds the 609 modeler and modeling software information. The owner history information 610 changes whenever a file is imported and exported from a system, even if no 611 revisions are made to the model. Therefore, when ignoring the changes of 612 owner history information, the similarity rate can be improved significantly.
613
Finally, we test the similarity rate while ignoring the order of properties 614 in property sets, which is about 86.26% better than the default (i.e. 85.85%).
615
This suggests that the orders of some attribute instances have been changed a "RT " is the percentage of reduced time when using our approach. b "T 1 " is the total time of the flattening-based method. c "T 2 " is the time of our approach.
total time ("T 1 "). In addition, the time of our approach is given by "T 2 ", and 647 the percentage of reduced time is listed by "RT ", where RT = (T 1 − T 2 )/T 1 .
648
The result in Table 5 shows that our approach can significantly reduce the file several times or even dozens of times. Table 6 shows the size of original 664 target files in Table 4 and the size variation after running the flattening-based 665 method and our approach. As seen in this table, when using the flattening-666 based approach, the sizes of some files are increased by more than ten times.
667
In contrast, our approach reduces the file to a smaller size, which greatly 668 improves the comparison efficiency. a "Original" is the size of original target files in Table 4 . b "Flatten" is the size of space after flattening all instances in the target files. c "Increase" is the percentage of increased space when using the flattening-based method. d "Process" is the size of space after removing redundant instances using our approach. e "Reduce" is the percentage of reduced space when using our approach.
669
In addition, the flattening-based method needs to use all the instances a "N 1 " is the number of instances used for comparison based on the flattening-based method.
b "N 2 " is the number of instances used for comparison based on our approach. c "Reduce" is the percentage of reduced instances when using our approach. Figure 19 .
685
In this case study, we first remove all duplicate instances from the orig- specific file form (see Figure 21 ).
722
We also test our incremental backup strategy on two actual files (M2 and 723 M4), as shown in Figure 16 . to demonstrate a potential application to incremental backup of IFC files.
744
The experimental results show that our approach outperforms the previous 745 methods.
746
The significant contributions of our work are summarized as follows. we can deduce that the space complexity of the flattening-based algorithm is 844
Apparently, the whole file increases dramatically large after the flattening 845 process, which explains why the flattening-based method takes much longer 846 than our method. 
