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Resumen
En este proyecto se desarrolla un juego educativo llamado Knuthians. Este
juego sirve para facilitar el aprendizaje de la asignatura “Procesadores del
Lenguaje”, ayudando al estudiante a comprender el mecanismo de propa-
gacio´n de los atributos en los a´rboles sinta´cticos, teniendo que establecer
el flujo en el que los atributos (tanto sintetizados como heredados) fluyen
a lo largo de estos a´rboles. En el proyecto tambie´n se ha desarrollado una
herramienta que permite al profesor configurar el videojuego, planteando dis-
tintos ejercicios de propagacio´n de atributos.
Palabras clave: XML, Videojuego educativo, Grama´ticas de atributos, A´rbol
sinta´ctico, e-Learning, Motor de videojuego, Procesador de lenguaje.

Abstract
This project is an educational game called Knuthians. This game will be
used to facilitate learning of the subject “Language Processors”, helping stu-
dents to understand the mechanism of propagation of the attributes in the
syntactic tree, having to set the flux in which the attributes (both synthe-
sized and inherited) flow along these trees. Along with this project has also
been developed a tool that allows the teacher to set up the game, raising
different exercises.
Keywords: XML, Educational videogame, Attribute grammars, Syntax
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El tema abordado en este proyecto de Sistemas Informa´ticos es el desar-
rollo de un videojuego educativo para ensen˜ar co´mo se resuelven las depen-
dencias entre los atributos de un a´rbol sinta´ctico, producido por el ana´lisis de
una sentencia por una grama´tica de atributos. Las grama´ticas de atributos,
expuestas por Knuth a finales de los sesenta [D.E. Knuth 1968], son, hoy en
d´ıa, un formalismo ampliamente empleado para la especificacio´n del ana´lisis y
procesamiento de lenguajes. Actualmente se sigue ensen˜ando este formalismo
en las aulas de la Facultad de Informa´tica de la Universidad Complutense de
Madrid, ma´s concretamente en las clases de Procesadores de lenguajes. Pero
este formalismo no es fa´cilmente entendible. Por ello, se propuso convertir los
a´rboles de ana´lisis producidos por estas grama´ticas en un juego que ensen˜ase
al alumno su funcionamiento.
1.2. Objetivos del proyecto
El principal objetivo de este proyecto de Sistemas Informa´ticos es la
creacio´n de un videojuego que permita ensen˜ar el funcionamiento interno de
las grama´ticas de atributos. Ma´s concretamente el videojuego debe permitir:
El videojuego debe presentar el a´rbol sinta´ctico a resolver como un
laberinto, y los atributos como objetos con los que el usuario podra´ in-
teractuar.
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La posibilidad de cargar distintos ejercicios.
Adema´s, para facilitar la labor del docente a la hora de crear nuevos ejer-
cicios para sus alumnos, se decidio´ crear un editor para construir los a´rboles
sinta´cticos que posteriormente se cargara´n en el videojuego para construir el
laberinto.
1.3. Estructura del documento
La estructura de la memoria es la siguiente:
En la segunda seccio´n se realiza una introduccio´n a los conceptos y tec-
nolog´ıas ma´s relevantes en el proyecto, as´ı como una breve introduccio´n
a las herramientas existentes y las utilizadas en el proyecto.
En la tercera seccio´n se describe el videojuego Knuthians, presentando
sus distintas pantallas y las distintas funcionalidades dentro del video-
juego. Tambie´n se presenta la herramienta de creacio´n de ejercicios.
En la cuarta seccio´n se detalla la arquitectura e implementacio´n del
videojuego Knuthians y de la herramienta de creacio´n de ejercicios.
Por u´ltimo, en la quinta seccio´n se presentan las principales conclu-
siones obtenidas tras la finalizacio´n del proyecto, as´ı como posibles
extensiones y trabajos futuros.
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Cap´ıtulo 2
Revisio´n de conceptos y
tecnolog´ıas
2.1. Introduccio´n
En este cap´ıtulo se presenta una introduccio´n a los aspectos conceptuales
y tecnolo´gicos ma´s importantes que tienen relacio´n directa con el proyecto,
as´ı como una introduccio´n a las herramientas software ma´s importantes que
se han utilizado en el mismo.
Knuthians es un videojuego educativo por lo que en primer lugar se
hara´ una breve explicacio´n sobre este mundo, profundizando en otros proyec-
tos basados en videojuegos educativos desarrollados en la facultad. Despue´s
se explicara´ que´ es exactamente un motor de videojuegos, detallando sus
partes y componentes, para finalmente comentar las caracter´ısticas de dis-
tintos motores de videojuegos actuales y compararlos. Seguidamente, y da-
do que estos juegan un papel importante en el desarrollo de Knuthians, se
hara´ una breve introduccio´n a los lenguajes de marcado, haciendo especial
hincapie´ en XML. Para finalizar esta seccio´n se explicara´ el paradigma de las
grama´ticas de atributos, ı´ntimamente ligado con el objetivo pedago´gico de
este juego.
2.2. Desarrollo de videojuegos educativos
Knuthians es un videojuego que pretende ensen˜ar el funcionamiento de
las grama´ticas de atributos. Este hecho clasifica a Knuthians dentro de la
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categor´ıa de los videojuegos educativos.
Durante an˜os una inmensa coleccio´n de programas educativos han visto
la luz pero, desgraciadamente, en la mayor´ıa de los casos la interaccio´n con el
usuario es muy limitada, haciendo que la motivacio´n inicial por el aprendizaje
se diluya en la constante visio´n de contenidos educativos poco interactivos.
Para mejorar la motivacio´n, en los u´ltimos an˜os han empezado a surgir un
nuevo tipo de aprendizaje por computadora utilizando videojuegos, en lo que
se ha venido a llamar aprendizaje basado en juegos o “juegos serios”. En esta
seccio´n abordamos brevemente estos aspectos.
Comenzamos la seccio´n dando un visio´n general de la informa´tica ed-
ucativa y e-Learning. Seguidamente profundizaremos en el concepto de los
videojuegos educativos, para describir finalmente unos proyectos de ejemplo
desarrollados en la facultad que ilustran este tipo de videojuegos.
2.2.1. Informa´tica educativa y e-Learning
A lo largo de los an˜os, educadores de los distintos niveles de educacio´n,
empresas y defensa han usado la informa´tica de diferentes formas para ayu-
dar y mejorar la ensen˜anza. De esta forma, se han acun˜ado distintos te´rmi-
nos (aprendizaje basado en computador, ensen˜anza basada en computador,
aprendizaje soportado por la tecnolog´ıa, etc.) que propugnan diferentes man-
eras de utilizar la informa´tica y las tecnolog´ıas de la informacio´n y las comu-
nicaciones en los procesos de ensen˜anza y aprendizaje. Actualmente, todas
estas tendencias confluyen en el concepto gene´rico de e-Learning [Nicholson
Paul 2007].
En el contexto de la educacio´n en general, el uso del te´rmino “e-Learning”
ha tenido grandes connotaciones que abarcan un gran rango de pra´cticas,
tecnolog´ıas y teor´ıas. No esta´ centrado u´nicamente en el contexto online,
sino que incluye un gran abanico de plataformas de aprendizaje basadas
en computadores y distintos medios de difusio´n, ge´neros y formatos como
multimedia, programas educativos, simuladores, juegos y el uso de las nuevas
tecnolog´ıas mo´viles a trave´s de todas las disciplinas de la ensen˜anza.
De esta forma, y a modo de resumen, el e-Learning se puede definir de
forma general como:Ensen˜anza a distancia caracterizada por una separacio´n
espacio/temporal entre profesorado y alumnado (sin excluir encuentros f´ısicos
puntuales), entre los que predomina una comunicacio´n de doble v´ıa as´ıncrona,
donde se usa preferentemente Internet como medio de comunicacio´n y de dis-
tribucio´n del conocimiento, de tal manera que el alumno es el centro de una
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formacio´n independiente y flexible, al tener que gestionar su propio apren-
dizaje, generalmente con ayuda de tutores externos [Garcia Pen˜alvo 2005].
2.2.2. Videojuegos para educar
Uno de los campos ma´s activos en e-Learning es el de los videojuegos
educativos [Iva´n Mart´ınez-Ortiz 2006]. Usar juegos (no solo videojuegos) para
ensen˜ar no es una idea nueva. A lo largo de la historia de la educacio´n se ha
mantenido la idea de que algo que es divertido es ma´s dif´ıcil de olvidar. Con
esta simple premisa los educadores y pedagogos han desarrollado algunos
juegos para ensen˜ar diversas cosas, sobre todo centrados para la ensen˜anza a
temprana edad. Pero estos juegos tienen una limitacio´n de medios que no los
hace muy atractivos. Gracias a la tecnolog´ıa estas limitaciones son superadas,
pudiendo desarrollar videojuegos con los que poder educar.
Los videojuegos permiten la inmersio´n del estudiante en un mundo fiel-
mente recreado con un bajo coste por estudiante. Tambie´n permiten muchos
enfoques educacionales, como competir y/o colaborar dentro del juego, o bien
simulando compan˜eros virtuales con un bajo coste, o bien jugando en red con
otros compan˜eros. Adema´s los videojuegos son divertidos y consiguen atraer
la atencio´n de los estudiantes. Estas consideraciones se derivan de cuatro
aspectos observados en y alrededor de los videojuegos modernos [Garris, R.
2002]:
Los videojuegos son divertidos. Y no solo para los nin˜os y los adoles-
centes. La edad media de los jugadores de videojuegos esta´ alrededor
de los 30 an˜os, y ma´s de 43 % de los jugadores son mujeres. Esto sugiere
que los videojuegos educativos pueden llamar la atencio´n a un amplio
espectro de la poblacio´n y que no son so´lo aplicables a los estudiantes
de primaria y secundaria, sino que se puede incorporar a trabajadores
y estudiantes universitarios.
Los videojuegos son inmersivos. Los videojuegos ofrecen la posibilidad
de meterse en la piel de un personaje y recorrer el mundo creado por el
disen˜ador e interactuar con e´l mediante distintas interfaces. En definiti-
va, los videojuegos permiten transferir la identidad del jugador dentro
de la realidad creada por el disen˜ador. En los detalles psicolo´gicos de
esta inmersio´n y la transferencia de identidad se elaboran los videojue-
gos que pueden servir para la educacio´n constructivista y ayudar en el
proceso de aprendizaje de contenidos.
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Los videojuegos estimulan la cooperacio´n/competitividad. Existen video-
juegos que permiten jugar con o contra otros jugadores (reales o artifi-
ciales) para alcanzar los objetivos. Desde un punto de vista pedago´gi-
co esto es beneficioso porque ayuda al aprendizaje colaborativo sin ser
necesario la actuacio´n de compan˜eros reales. Adema´s la competitividad
ayuda a motivar a los estudiantes a aprender e intentar ser mejores que
el rival.
Los videojuegos estimulan la creacio´n de comunidades de practica. Aun-
que algunos videojuegos no permitan un modo multijugador, es un he-
cho que algunos usuarios de determinados videojuegos forman comu-
nidades on-line donde comparten experiencias, trucos, atajos y gu´ıas
sobre el videojuego que otros usuarios pueden consultar. Desde un pun-
to de vista pedago´gico esto sugiere un potencial para la discusio´n de
los conceptos que los videojuegos educativos pretenden ensen˜ar, ideal-
mente dirigida por un instructor experto.
Independientemente de las ventajas que poseen los videojuegos educa-
tivos, estos no servira´n de nada si no son capaces de integrarse en la actual
red e-Learning. Actualmente las pra´cticas ma´s usuales para incluir videojue-
gos educativos son: (i)incluidos en objetos de aprendizaje [Stephen Downes
2001] como pequen˜os juegos centrados en a´reas muy espec´ıficas de un tema,
(ii) o usados como me´todo de evaluacio´n del progreso del alumno.
Por todo lo expuesto, los videojuegos educativos se esta´n convirtiendo
poco a poco en una nueva y poderosa herramienta al servicio de pedagogos
y tutores.
2.2.3. Ejemplos de enfoques al desarrollo de videojue-
gos educativos.
Para finalizar esta seccio´n se presentan dos ejemplos de enfoques al de-
sarrollo de videojuegos educativos previamente formulados en la Facultad de
Informa´tica de la UCM: e-Adventure y JV2M.
e-Adventure
e-Adventure es una plataforma que aspira a facilitar la integracio´n de
juegos educativos y simulaciones basadas en juego en procesos educativos
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en general y Entornos de Aprendizaje Virtuales (VLE) en particular [Daniel
Burgos 2007]. Se centra en tres aspectos fundamentales:
Reduccio´n de los costes de desarrollo para videojuegos educativos.
Incorporacio´n de caracter´ısticas educativas espec´ıficas en herramientas
de desarrollo de juegos.
Integracio´n de los juegos resultantes con cursos existentes en Entornos
de Aprendizaje Virtuales.
Esta plataforma nos presenta un editor de juegos con una interfaz amable
y de fa´cil acceso para facilitar y reducir los costes de creacio´n de videojue-
gos educativos. De esta forma, e-Adventure pretende acercar el desarrollo
de videojuegos educativos a educadores y tutores. Tambie´n incluye un sis-
tema para que, automa´ticamente, el motor del juego registre informacio´n del
grado de aprendizaje del usuario y la reporte al tutor. Adema´s, el editor per-
mite exportar los videojuegos creados como objetos de aprendizaje segu´n los
esta´ndares ma´s usuales. A fin de permitir lograr estas ventajas, e-Adventure
restringe el ge´nero de los videojuegos creados a cierto tipo de aventuras gra´fi-
cas [Esther del Moral 1996]. As´ı mismo, propugna la creacio´n de juegos de
muy bajo coste mediante la integracio´n directa de fotograf´ıas digitales para
configurar las escenas del juego. La Figura 2.1 1 muestra algunos ejemplos
de juegos creados con esta herramienta.




Figura 2.1: Ima´genes de juegos creados con e-Adventure.
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JV 2M
JV 2M es un sistema educativo basado en videojuegos que pretende ensen˜ar
el funcionamiento interno de la ma´quina virtual de java [Go´mez Mart´ın Mar-
co Antonio 2007]. Para ello presenta una ciudad donde los edificios y los
objetos dentro de estos representan cada una de las partes de la maquina
virtual, y el usuario debera´ ejecutar un programa Java usando los elemen-
tos y edificios que encuentre en esa ciudad. La figura 2.2 muestra algunas
capturas de este juego.
Figura 2.2: Capturas de JV 2M [Go´mez Mart´ın Marco Antonio 2007].
En JV 2M , el usuario maneja un avatar que se mueve dentro de un mun-
do que representa la maquina virtual de Java. Un aspecto bastante novedoso
que presenta este videojuego es la inclusio´n de un tutor inteligente integrado
dentro del videojuego, un sistema inteligente representado como un acom-
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pan˜ante del avatar al que el usuario puede hacer preguntas o incluso resolver
el problema propuesto. Otro aspecto importante de este proyecto es la arqui-
tectura interna del juego, ya que separa de forma muy clara los contenidos a
ensen˜ar con la forma de presentarlos.
Al contrario que e-Adventure, los juegos creados con JV 2M tienen una
calidad ma´s profesional. No obstante, el a´mbito esta´ ma´s restringido: en con-
creto, resolucio´n de problemas que involucran la compilacio´n de programas
Java en bytecode. Para tal fin, JV 2M puede configurarse a partir de de-
scripciones de dichos problemas, junto con el resto de informacio´n necesaria
para asistir al proceso de resolucio´n por parte del alumno [Go´mez Mart´ın
Marco Antonio 2007]. En Knuthians se va a seguir, de esta forma, un en-
foque similar, permitiendo la configuracio´n del juego a partir de problemas
de propagacio´n de atributos en a´rboles de ana´lisis sinta´ctico.
2.3. Motores de Videojuegos
La construccio´n de un videojuego desde cero es un proceso inmensamente
costoso. Es por ello que, para facilitarlo, se han creado marcos de trabajo
espec´ıficos para la construccio´n de este tipo de programas: los motores de
videojuegos. En esta seccio´n se proporcionara´n unas nociones ba´sicas sobre
los conceptos ma´s importantes que se engloban en dichos motores. As´ı mismo,
se expondra´n tambie´n algunos de los motores de libre distribucio´n que hoy
en d´ıa son ma´s conocidos y ma´s usados, analizando, para cada uno de ellos,
sus aspectos ma´s importantes: el lenguaje en el que se programan los juegos,
gra´ficos, sonido, f´ısica, efectos, plataformas que soportan dichos motores,
etc. Al final de la presentacio´n de cada motor se adjuntan algunos ejemplos
gra´ficos para poder apreciar el potencial de cada uno de ellos.
2.3.1. Conceptos Ba´sicos
Un motor de videojuego es un te´rmino que hace referencia a una serie
de rutinas de programacio´n que permiten el disen˜o, la creacio´n y la repre-
sentacio´n de un videojuego [Ricardo Tejeiro 2003]. La analog´ıa con el motor
de un automo´vil es ilustrativa: el motor debajo del capo´ no es visible, pero
le da su funcionalidad al automo´vil, que es la de transportar. La misma ana-
log´ıa permite explicar algunos de los aspectos que generalmente maneja un
motor de juego: por ejemplo, las texturas y los modelos 3D corresponder´ıan
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a la carrocer´ıa, pintura y exteriores. Del mismo modo que carrocer´ıa, pintu-
ra y exteriores de un automo´vil no son funcionales sin un motor al que son
an˜adidos, los gra´ficos y los guiones del juego no funcionan sin un motor de
juego.
A continuacio´n se explican los principales conceptos referentes a un motor
de videojuego.
Assets (Activos): Son los modelos, animaciones, sonidos, IA, leyes f´ısicas,
etc. que forman el juego en s´ı. De esta forma, el co´digo hace funcionar
los assets.
Application Programming Interface (Interfaz de Programacio´n de Apli-
caciones): Consiste en un sistema de rutinas, protocolos y herramientas
para desarrollar programas de aplicacio´n. Un buen API hace ma´s fa´cil
desarrollar un programa proporcionando todos los bloques del desar-
rollo del mismo. El programador se encarga, entonces, de juntar los
bloques. Entre los ma´s importantes, de cara al dominio de los video-
juegos, se destaca DirectX (de Microsoft) [Nicol Landa 2007] y OpenGL
(que trabaja con la mayor´ıa de los sistemas operativos) [Francis S. Hill
2007].
Render (Renderizacio´n): Es la parte del co´digo que se encarga del pro-
ceso de generar una imagen desde un modelo y ponerlo en la pantalla.
Objetos 3D: Los objetos se almacenan por puntos en un mundo 3D,
llamados ve´rtices. Los ve´rtices van formando pol´ıgonos. De esta man-
era, cuanto ma´s pol´ıgonos posea un objeto, ma´s complicado sera´ e´ste,
aunque tambie´n llevara´ ma´s tiempo su renderizado. Es importante re-
marcar que el juego no necesita saber cua´ntos objetos hay en memoria
o co´mo el render va a mostrarlos: u´nicamente es necesario que el render
los despliegue de la forma correcta, y que el modelo este´ en el cuadro
correcto de la animacio´n.
Culling: Proceso que logra que los objetos que no se vean en un determi-
nado cuadro de la animacio´n por causa de objetos que los obstaculizan
(como una pared) no tomen tiempo de renderizado. As´ı se reduce la
cantidad de trabajo del motor. Un me´todo t´ıpico de Culling puede
basarse en los “A´rboles BSP” que se analizan a continuacio´n [Hearn
2005].
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BSP Tree Hierarchy (A´rbol de Jerarqu´ıa BSP): Me´todo para determi-
nar que´ superficies de un mundo, y que´ objetos, esta´n realmente en
la escena en momento dado, dada su localizacio´n en el mundo. Este
me´todo se utiliza a menudo para determinar los objetos de desecho,
y tambie´n para omitir objetos, a fin de reducir el proceso del mo´dulo
de AI (Inteligencia Artificial) y del de la animacio´n, tal y como se ha
indicado anteriormente.
Textura: componentes esenciales para que las escenas 3D sean reales. En
s´ı las texturas son ima´genes que se rompen en los distintos pol´ıgonos
del modelo. Dado que muchas ima´genes implicara´n mucho gasto de
memoria, es necesario usar te´cnicas de compresio´n:
• Mapeo MIP: consiste en preprocesar las texturas creando mu´lti-
ples copias de sus elementos cada una la mitad de la anterior. Con
ello cada Texel (elemento de Textura) ocupa menos espacio.
• Texturas Mu´ltiples: requiere mu´ltiples renderizados, por lo que
para obtener buen resultado se necesita una tarjeta con Acelerador
de Gra´ficos. Proporcionan mejor calidad que el simple mapeo. Se
puede colocar una imagen sobre otra (ma´s transparente) para dar
el sentido de movimiento, pulso, o hasta sombra.
• Antialiasing: El anti-aliasing revisa los pol´ıgonos y difumina las
bordes y ve´rtices, para que los bordes no se vean como dentados.
Esta te´cnica se puede llevar a cabo de dos maneras. La primera se
realiza de modo individual, entremezclando pol´ıgonos para sobre-
ponerlos unos delante de otros. La segunda manera se hace por
medio de tomar todo el marco y quitarle los bordes dentados, pero
esto requiere de mucha memoria.
Iluminacio´n: Creacio´n de luces de diversos tipos puntuales, direccionales
en a´rea o volumen, con distinto color o propiedades. Esto es la clave de
una animacio´n dentro de un videojuego. A continuacio´n se presentan
algunas te´cnicas para llevar a cabo dicha iluminacio´n.
• Vertex Lighting: Se determinan cuantos pol´ıgonos cruzan el ve´rtice,
se toma el total de todas las orientaciones de los pol´ıgonos (Nor-
mal) y se asigna la normal al ve´rtice. Para cada ve´rtice, un pol´ıgono
dado reflejara´ la iluminacio´n en una forma levemente distinta. La
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ventaja es que al hardware le toma menos tiempo el procesarlo,
pero este tipo de iluminacio´n no produce sombras.
• Flat Shading Lighting (Iluminacio´n de Sombreado Plano): Esta
te´cnica calcula la apariencia final de un pol´ıgono a partir del a´ngu-
lo existente entre la normal a la superficie del pol´ıgono y el rayo de
luz incidente, la intensidad de e´sta u´ltima, y los colores tanto del
pol´ıgono como de la fuente de iluminacio´n. Existen dos maneras
de trabajar con el sombreado:
◦ Vertex Shading (Sombreado de Ve´rtice, Gouraud shading):
solicita al motor de renderizado un color para cada ve´rtice.
Luego por medio de interpolacio´n, se renderiza cada p´ıxel por
la distancia en relacio´n con su respectivo ve´rtice.
◦ Phong Shading: te´cnica similar al Gouraud Shading. Ambas
trabajan con la textura, con la salvedad de que el Phong Shad-
ing usa los p´ıxeles en lugar de los ve´rtices. El Phong Shading
toma ma´s tiempo de procesamiento que el Vertex Shading,
pero sus resultados son mucho mejores en cuestio´n de suaviza-
do de texturas.
Light Map Generation (Generacio´n del mapa de luz): Esta te´cnica usa
una segunda capa de textura (mapa de luz) que dara´ el efecto de ilu-
minacio´n a los modelos. Con ello se consigue un efecto excelente, pero
debe llevarse a cabo antes del renderizado. No obstante, si se tienen
Luces Dina´micas (o sea luces que se mueven, encienden o apagan sin
intervencio´n de programa) se debe regenerar los mapas en cada frame
de animacio´n, lo que implica mucho gasto de memoria. La ventaja es
que acelera el renderizado.
Scripting Systems (Sistemas de scripting): Los sistemas de scripting
son lenguajes de programacio´n dina´micos, embebidos en el motor del
juego, que permiten al disen˜ador configurar los aspectos de alto niv-
el del mismo (p.ej., controlar y manipular la escena, colocar distintos
objetos, manejar distintos eventos, etc.). La ventaja de su uso radica
en que facilitan la intervencio´n, en el proceso de programacio´n, de un
disen˜ador que no tiene que ser necesariamente un experto en los detalles
de bajo nivel del motor (p.ej., iluminacio´n, renderizado, etc.), sino que
u´nicamente debe preocuparse de los aspectos ma´s lo´gicos del juego.
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F´ısicas: Consiste en un tipo de programacio´n, en donde se supone la
introduccio´n de las leyes de F´ısica en un simulador o motor de juego.
Normalmente afecta a los gra´ficos 3D por computadora, aunque tam-
bie´n existe en gra´ficos 2D. El propo´sito es hacer que los efectos f´ısicos
de los objetos creados o modelados tengan las mismas caracter´ısticas
que en la vida real, teniendo en cuenta, por ejemplo, gravedad, masa,
friccio´n, restitucio´n, etc. Los medios ma´s utilizados son:
• El Motor f´ısico: que es un co´digo de programa usado para simular
la Meca´nica newtoniana en el ambiente.
• El Detector de colisiones: que se utiliza para resolver el problema
de determinar cua´ndo dos o ma´s objetos f´ısicos en el ambiente se
cruzan entre s´ı.
• F´ısica Ragdoll: Sistema que interpreta las caracter´ısticas del cuer-
po como una serie de huesos r´ıgidos conectados entre s´ı, ponie´ndole
bisagras para simular las articulaciones. La simulacio´n modela lo
que ocurre con el cuerpo cuando se cae al suelo, como si fuese un
mun˜eco de trapo (de ah´ı el nombre Ragdoll). Un modelo f´ısico del
movimiento del cuerpo y una interaccio´n con la colisio´n ma´s sofisti-
cada requiere una potencia de ca´lculo mucho mayor, ya que se
necesita hacer una simulacio´n ma´s exacta del los so´lidos, l´ıquidos
e hidrodina´mica. El sistema del modelo articulado puede tambie´n
reproducir los efectos del esqueleto, mu´sculos, tendones y otros
componentes fisiolo´gicos.
Sistema de Part´ıculas: Las part´ıculas son un aspecto comu´n en los
videojuegos en donde se trata de recrear algu´n tipo de explosio´n en ca-
da circunstancia. Estos sistemas permiten emular una amplia variedad
de otros feno´menos f´ısicos, incluyendo humo, agua en movimiento, pre-
cipitaciones, etc.
Sonido: Componente que se encarga de manejar todos los efectos sonoros
y musicales del juego. Cabe destacar en este campo del sonido a Ope-
nAL [Charles River 2006], que es un API para los sistemas de los sonidos
de la misma manera que OpenGL es un API para los gra´ficos.
Inteligencia Artificial: componente que se encarga de gobernar el com-
portamiento de los distintos personajes del juego, de manera que e´ste
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parezca intencionado e inteligente. Este componente es cr´ıtico para
garantizar una forma de juego (game play) a´gil y atractiva.
2.3.2. Ejemplos de motores
2.3.2.1. Unity
El motor de juego Unity2 tiene como principal ventaja una total inte-
gracio´n con el entorno de desarrollo. Esta estrecha relacio´n permite que el
editor sea fa´cil de manejar y el desarrollo del juego sea mucho ma´s co´modo.
El editor permite reproducir el juego e ir avanzando y parando en las distin-
tas escenas para poder observar y cambiar los valores que sean necesarios.
Cabe destacar algunas caracter´ısticas del editor como pueden ser: asignacio´n
de texturas, audio, creacio´n de conductas y secuencia de comandos y la inte-
gracio´n de lo´gica para gestionar y maximizar la funcionalidad del juego. Para
evitar el uso repetido de GameObjects (elementos de los que se compone la
escena), se puede activar uno o ma´s de ellos en un Prefab (componente simi-
lar a una Interface). Este Prefab se puede colocar fa´cilmente en todo el juego
y se puede instanciar en tiempo de ejecucio´n. Cualquier cambio en el Prefab
original se propaga a todos los dependientes. Como consecuencia, cualquier
tipo de ajuste se puede propagar de manera ra´pida a un gran nu´mero de
objetos del juego.
Principales caracter´ısticas del motor
Gra´ficos
En la seccio´n de gra´ficos se destaca el rendering, que esta´ disen˜ado para
reducir al mı´nimo los cambios de estado, teniendo en cuenta las luces y
sombras. Unity es capaz de procesar millones de pol´ıgonos por segundo. De
esta manera, asegura que sus juegos funcionan en todos los entornos. Para
ello incluye DirectX y un renderizador de OpenGL. La creacio´n visual y la
manipulacio´n de los sistemas de part´ıculas es simple, permitiendo la creacio´n




Unity puede importar modelos 3D, huesos, y las animaciones de casi to-
das las aplicaciones 3D. Soporta Maya [Derakhsani Dariush 2008], 3DS Max
[3DSMAX 2010], Cinema 4D [Koenigsmarck Arndt Von 2007], Cheetah3D3
y Blender [Mullen Tony 2007]. Respecto al audio Unity soporta cualquier
formato de audio que sea compatible con QuickTime [Bradley Ford 2003]. El
audio puede ser convertido internamente.
Soporte
El motor Unity proporciona soporte para Mac OS X y Windows 2000/XP/
Vista/7. Los juegos implementados con Unity se pueden ejecutar en un nave-
gador web a trave´s de un plug-in. Por u´ltimo Unity tambie´n permite realizar
juegos para IPhone y Wii.
Sombras
Referente al sistema de sombras de Unity, e´ste combina la facilidad de
uso con la flexibilidad y rendimiento. Todas las sombras se integran perfec-
tamente con cualquier tipo de luz. Por u´ltimo tambie´n ofrece la posibilidad
de implementar un sistema de sombras.
Terreno
Unity ofrece herramientas en el editor para poder generar terrenos mon-
tan˜osos. Posee tambie´n texturas en mosaico que pueden ser mezcladas y
combinadas con una coleccio´n de herramientas de precisio´n. Esto permite
tener una gran variedad de texturas de baja resolucio´n para poder crear ter-
renos variados. Por u´ltimo, se da la posibilidad de generar un mapa de luces
para el terreno en cualquier momento. Con ello se calcula el efecto de todas
las luces direccionales en el paisaje de una forma eficaz , lo que permite una





Unity permite llevar de forma co´moda el juego a un modo multijugador.
Se puede crear un sistema de puntuacio´n en Internet, introducir un chat, dar
de alta un nuevo usuario en una base de datos, etc.
F´ısica
Unity contiene todas las capacidades del motor de f´ısica AGEIA PhysX
Next-Gen4. Tambie´n se apoya en la f´ısica Rigid Body [Jenkins Lo´pez David
2006] para las fuerzas, choques, y el modelado del trabajo de las uniones de
piezas sin requerir, para ello, scripting.
Sonido
Mezcla en tiempo real gra´ficos en 3D con streaming de audio y v´ıdeo.
Reconoce multitud de formatos de audio y v´ıdeo.
Lenguaje
Unity es compatible con tres lenguajes de scripting: JavaScript [GoodMan
Danny 2008], C # [Liberty Jesse 2008], y un dialecto de Python llamado
Boo5. Los tres pueden utilizar bibliotecas .NET que ofrecen integracio´n con




Figura 2.3: Algunas capturas de juegos creados con Unity (tomadas de la




Ogre6 es un motor gra´fico simple, fa´cil de usar, y que ofrece una interfaz
disen˜ada para minimizar el esfuerzo requerido para realizar las escenas 3D,
independiente de la aplicacio´n 3D que se quiera realizar.
Dicho motor se ayuda de frameworks extensible para conseguir una apli-
cacio´n en ejecucio´n mas ra´pida y sencilla.
Los aspectos comunes de los motores gra´ficos, como llevar a cabo una bue-
na gestio´n de render, la eliminacio´n selectiva del terreno y la transparencia,
se realizan de forma automa´tica. Todo ello conlleva un ahorro de tiempo.
Limpieza, disen˜o robusto y documentacio´n completa de todas las clases
del motor son sen˜as de identidad de Ogre.
Plataforma de apoyo y 3D API
Ogre incluye soporte Direct3D y OpenGL.
Plataformas
Ogre ofrece servicio en Windows (todas las versiones principales), Linux
y Mac OSX.
Lenguaje
Visual C# [Sharp John 2010] y Code::Blocks7 en Windows. Gcc 3+ [Wall
Kurt] en Linux / Mac OSX (utilizando XCode [James Bucanek 2006]).
Materiales / Sombras
Ogre cuenta con un poderoso lenguaje de declaracio´n de materiales que
permite mantener los materiales fuera del co´digo. Por otro lado, es compat-
ible con las operaciones de funcio´n fija, como multitextura y multipaso de
mezcla, coordinando la generacio´n de texturas y su modificacio´n, indepen-
dientemente del color y de las operaciones alfa. Ogre incluye soporte para




amplia gama de tarjetas. Permite la carga de texturas en formato PNG,
JPEG, TGA, BMP o archivos DDS. Las texturas pueden ser proporcionadas
y actualizadas en tiempo real por los plugins (por ejemplo un canal de video).
Animacio´n
Ogre incluye una sofisticada ayuda relativa a la animacio´n del esqueleto.
Para ello se ayuda de una animacio´n flexible en la que se posibilita la elec-
cio´n de la postura de la animacio´n, permitiendo combinar muchas poses con
pesos variables a lo largo de una l´ınea de tiempo. Ogre incluye animacio´n
de SceneNodes para las rutas de la ca´mara. El sistema de animacio´n cuenta
con pistas de animacio´n gene´ricas para poder utilizar objetos en los que se
pueda animar cualquier para´metro de cualquier objeto durante un periodo
de tiempo.
Escena
Ogre permite una escena altamente personalizable, utiliza clases pre-
definidas para la organizacio´n de la escena y ofrece control total sobre la
organizacio´n de las escenas. La escena cuenta con una representacio´n en
forma de grafo jera´rquico, los nodos del cua´l permiten que los objetos se ad-
junten a los dema´s, posibilitando, de esta forma, seguir los movimientos de
los mismos.
Efectos especiales
Por u´ltimo Ogre contiene un compositor que permite el completo post-
procesado de los efectos a trave´s de secuencias de comandos y un sistema de
part´ıculas para ser utilizado en los efectos especiales.
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Figura 2.4: Algunas capturas de juegos creados con Ogre (tomadas de la
pa´gina oficial de Ogre).
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2.3.2.3. Irrlicht
Irrlicht8 es una plataforma 3D de alto rendimiento escrita en C ++ [En-
rique Herna´ndez Orallo 2001]. Cuenta con un alto nivel para crear en 3D y
2D aplicaciones completas, como juegos o visualizaciones cient´ıficas. Viene
acompan˜ada de una excelente documentacio´n e integra todos los estados de
las funciones ma´s novedosas para la representacio´n visual, como sombras
dina´micas, sistemas de part´ıculas, animacio´n de personajes, tecnolog´ıa de in-
terior y exterior, y la deteccio´n de colisiones. Todo esto es accesible a trave´s
de una interfaz bien disen˜ada en C ++, que es muy fa´cil de usar.
Efectos especiales
Existe un gran variedad de efectos especiales comunes disponibles en el
motor. El motor ofrece soporte para los efectos especiales ma´s comunes (an-
imacio´n de agua, luz dina´mica, sombras dina´micas, objetos transparentes,
mapas de iluminacio´n, sistemas de part´ıculas, animacio´n de textuales, niebla,
etc.). En la mayor´ıa de los casos el programador so´lo tiene que invocarlos. El
motor se ampl´ıa continuamente con nuevos efectos.
Drivers
El motor Irrlicht soporta seis APIs de representacio´n: Direct3D 8.1, Di-
rect3D 9.0, OpenGL 1.2-3.x, motor de renderizador de software de Irrlicht,
renderizador de software Burningsvideo y un dispositivo nulo. Al utilizar el
motor Irrlicht, el programador no necesita conocer la API del motor que
esta´ utilizando; so´lo tiene que indicar a la ma´quina que API del motor pre-
fiere.
Materiales y Sombras
Con el motor Irrlicht se pueden crear entornos realistas, existiendo para
ello una gran variedad de materiales construidos disponibles en el motor. Al-
gunos de los materiales se basan en la tuber´ıa de funcio´n fija y algunas se
basan en la tuber´ıa programable que hoy el hardware 3D ofrece. Sin embar-
go, si los materiales construidos no son suficientes, es posible an˜adir nuevos
materiales para Irrlicht en tiempo de ejecucio´n, sin necesidad de modificar o




El motor de Irrlicht es independiente de la plataforma. Actualmente el
motor funciona en: Windows 98, ME, NT 4, 2000, XP, XP64, Vista, Linux,
OSX, Sun Solaris / SPARC y todas las plataformas usando SDL9.
Escena
El rendering en el motor Irrlicht se realiza utilizando un escenario gra´fico
jera´rquico. Los nodos de la escena esta´n unidos entre s´ı, siguen los movimien-
tos de los dema´s y son capaces de realizar la deteccio´n de colisiones. El motor
puede mezclar perfectamente escenas en interiores y exteriores en conjunto,
proporcionando al programador control total sobre lo que esta´ sucediendo
en la escena. Es fa´cilmente extensible, porque el programador es capaz de
an˜adir su propia escena, nodos, mallas, cargadores textura y elementos de
la GUI. El creador de geometr´ıa proporciona un fa´cil acceso a los cuerpos
simples geome´tricos, tales como cilindros, cubos, etc, objetos que pueden ser
renderizados como pol´ıgonos o puntos, usando tria´ngulos, l´ıneas, puntos y
primitivas.
Animacio´n del personaje
Actualmente hay dos tipos de animacio´n de los personajes:
Animacio´n Morph: Las mallas se interpolan linealmente a partir de un
cuadro a otro. El motor Irrlicht lo hace cuando se importan archivos
.MD2 y .MD3.
Animacio´n del esqueleto: La piel se manipula por las articulaciones
de animacio´n. El motor Irrlicht lo hara´ cuando se cargan Ms3d y los
archivos B3d. Es posible adjuntar objetos a partes del modelo de ani-
macio´n. El programador no necesita saber acerca de animaciones; so´lo
necesita realizar el disen˜o, cargar los archivos en el motor y dejar que
se animen.
Formatos Soportados
Muchos de los formatos de los archivos comunes son compatibles, y son
capaces de ser cargados directamente desde el motor. De esta manera, los
9http://www.libsdl.org
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datos nunca necesitan ser convertidos para su utilizacio´n, por lo que se ahorra
tiempo de desarrollo. La gestio´n interna de recursos de Irrlicht proporciona
un acceso sencillo a todos los formatos de archivo y se encarga de buscar las
mallas ya cargadas o texturas de su propia cache´ de disco.
Figura 2.5: Algunas capturas de juegos creados con Irrlicht (tomadas de la
pa´gina oficial de Irrlicht).
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2.3.2.4. Horde3D
Horde3D10 es un potente motor de gra´ficos disen˜ado para satisfacer las
necesidades de los juegos compatible con cualquier plataforma mediante el
uso de OpenGL. Dicho motor esta´ orientado a C ++. El co´digo para el
desarrollo contiene una gran modularidad y alta abstraccio´n. Por otro lado,
ofrece fa´cil integracio´n con los motores de juego y motores de f´ısica, debido
al disen˜o no intrusivo de la API. Horde3D se adapta bastante bien para
aplicaciones de Realidad Aumentada [Stephen Cawook 2008].
Escena y Gestio´n de Recursos
Horde3D posee una interfaz para la carga de datos de cualquier tipo de
archivo. Para optimizar dicho proceso, el motor recarga los recursos para au-
mentar la productividad durante el desarrollo. Horde3D posee una estructura
jera´rquica de la escena. La escena se representa como un sistema unificado,
los modelos y los esqueletos son ramas del grafo de la escena.Estas ramas se
puede cargar y guardar a trave´s de XML con las funciones de la API. Por
otro lado se da la posibilidad de conectar los nodos de escena a las articula-
ciones de los personajes. Adema´s, se tiene acceso a los datos de los ve´rtices
para la deteccio´n de colisiones y la interoperabilidad con los motores de la
f´ısica.
Rendering
El motor Horde3D implementa generacio´n automa´tica mediante permuta-
cio´n de sombreado. Cuenta tambie´n con un canal de renderizado personal-
izable para las pruebas de las diferentes te´cnicas de representacio´n y post-
procesamiento de los efectos, como el desenfoque de movimiento. En el motor
coexisten diferentes te´cnicas de sombreado diferido. Horde3D mantiene so-
porte para casi todas las te´cnicas modernas de representacio´n. Cuenta tam-
bie´n con la posibilidad de ofrecer reflexiones en tiempo real y otras te´cnicas
que requieren de varias ca´maras para su desarrollo. Por u´ltimo incluye un




El sistema de animacio´n de Horde3D trabaja directamente en la escena
gra´fica. Contiene animaciones de fotogramas clave para las articulaciones y
mallas. Cabe destacar la existencia de animaciones del esqueleto de cuatro
pesos por cada ve´rtice de los modelos articulados. Tambie´n se ofrece anima-
ciones por mezcla de capas y el uso de ma´scaras y canales aditivos. As´ı mismo,
el motor utiliza la animacio´n Morph para la animacio´n facial y sincronizacio´n
de los labios de los personajes. Por u´ltimo, para las animaciones de fluidos
se apoya en las interpolaciones.
Content Pipeline
Horde3D trata el modelo y la animacio´n mediante formatos optimizados
para un ma´ximo rendimiento. Para ello mezcla formatos binarios y XML
para un mejor equilibrio entre el rendimiento y la productividad. Soporta
entre otros: texturas DDS y otros formatos de ima´genes comunes. Utiliza
Collada Converter [Re´mi Arnaud 2006] para convertir los archivos a un tipo
compatible con Horde3D. Este convertidor se implementa como herramienta
de l´ınea de comandos que puede ser integrada en el proceso de generacio´n
automa´tica. Por u´ltimo, se destaca el potente editor que posee para componer
escenas y desarrollo de sombras.
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Figura 2.6: Algunas capturas de juegos creados con Horde3D (tomadas de la
pa´gina oficial de Horde3D).
2.3.2.5. Unreal Engine 3
Unreal Engine 3 se engloba en un marco de desarrollo para DirectX para
equipos como PC, Xbox 360 y PLAYSTATION 3. Ofrece una amplia gama
de tecnolog´ıas ba´sicas, herramientas de creacio´n de contenidos e infraestruc-
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tura de apoyo que requieren los juegos. Tambie´n permite la visualizacio´n
avanzada de la simulacio´n y la creacio´n de contenido lineal de animacio´n 3D.
Cada aspecto del Unreal Engine ha sido disen˜ado con el objetivo de facilitar
el desarrollo de juegos con un entorno visual. El entorno ofrece a los pro-
gramadores una gestio´n altamente modular, escalable y extensible para la
construccio´n y prueba de juegos.
El renderizador de Unreal Engine
Unreal Engine soporta un rango de 64-bit de color en el canal de render-
izado. Incluye tambie´n soporte para las iluminaciones por p´ıxel y te´cnicas de
renderizado. Por otro lado cabe destacar la gran iluminacio´n detallada del
personaje. En dicha iluminacio´n se incluyen tambie´n sombras avanzadas,
proporcionando un soporte completo para te´cnicas de sombreado. Todas
las te´cnicas de sombras soportadas son visualmente compatibles y pueden
mezclarse libremente a discrecio´n del artista. Tambie´n pueden combinarse
con las funciones de atenuacio´n de colores para generar un foco direccional,
sombras y efectos de luz del proyector. Este motor incluye efectos volume´tri-
cos del medio ambiente que se integran perfectamente con los entornos. Otro
aspecto a tener en cuenta es el soporte que brinda para ambientes interiores
y al aire libre sin problemas de interconexio´n con la iluminacio´n dina´mica
por p´ıxel y el sombreado apoyado por todas partes. En lo que se refiere a
las herramientas de textura, se permiten reflexiones en tiempo real dina´mico,
as´ı como la captura de escenas esta´ticas. Se ofrece tambie´n un constructor
de terreno y una herramienta de edicio´n. Por u´ltimo destacar que tanto el
sombreado como el sistema de part´ıculas incluyen un sistema de gestio´n y
desarrollo para facilitar el disen˜o del juego.
Sistema de animacio´n Unreal
Unreal incluye un componente denominado AnimSet Visor, herramien-
ta para la navegacio´n y la organizacio´n de animaciones y mallas. Dichas
animaciones esta´n impulsadas por un AnimTree, a´rbol de nodos de la ani-
macio´n. AnimTree Editor permite a los programadores crear mezclas com-
plejas, configuraciones del controlador y vistas previas en tiempo real. Con
ello se proporciona la facilidad de agregar nuevas animaciones a los nodos
y a los controladores del hueso. Referente al tema de animaciones, Unreal
soporta Animacio´n Morph. Este tipo de animacio´n permite el control de pe-
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sos de la mezcla en los datos de animacio´n, con soporte para control de los
materiales. Puede ser escrito en malla, y los datos pueden ser exportados. Se
puede controlar la animacio´n de ve´rtices y materiales, con vista preliminar
en el Visor de AnimSet. Uno de los puntos fuertes de Unreal es el seguimiento
del uso de la animacio´n. De esta manera se puede obtener estad´ısticas sobre
las animaciones que son visibles durante el juego. Todo ello ayuda a ver las
pistas de las animaciones que no se han utilizado, y tambie´n para poder ver
cua´les son las ma´s visibles para el jugador. Unreal cuenta con herramientas
de exportacio´n para 3D Studio Max, Maya y XSI para importar mallas pon-
derada, esqueletos y secuencias de animacio´n. Una vez cargada la animacio´n,
se le puede dar movimiento a la unidad f´ısica del personaje en el juego. En
Unreal una animacio´n puede conducir la f´ısica de un personaje, y permite la
colisio´n con otros objetos.
Sistema de audio de Unreal
Unreal ofrece soporte para los u´ltimos sistemas de compresio´n de audio
en todas las plataformas. Cuenta con modos de sonido para controlar el
paisaje sonoro del juego, controles de tono, volumen, atenuacio´n, actores de
sonido, grupos de sonido, la compresio´n y otros para´metros. Por u´ltimo ofrece
herramientas de depuracio´n que permiten supervisar el uso extensivo de los
recursos y la optimizacio´n de recursos.
Sistema de f´ısica de Unreal
La f´ısica de Unreal se basa en GPU NVIDIA PhysX11, siendo e´ste un
sistema r´ıgido de f´ısica con soporte para la interaccio´n del jugador con los
objetos f´ısicos del juego. Adema´s contiene animacio´n de personajes (incluyen-
do el control del jugador, IA, y la creacio´n de redes) y veh´ıculos complejos.
Unreal incluye un mo´dulo de f´ısica de materiales, un sistema que permite in-
corporar propiedades a la superficie, como la friccio´n, sonidos y efectos. Por
otro lado se destaca la inclusio´n del componente UnrealPHAT, herramienta
visual de modelado de f´ısica que soporta la creacio´n de primitivas de colisio´n
optimizando modelos de mallas y el esqueleto animado, as´ı como la edicio´n
de restriccio´n y simulacio´n interactiva de f´ısica, pudie´ndose ajustar todo ello
en el editor. Todos estos aspectos permiten contar con entornos destructibles
en la escena, que se resquebrajan de manera realista. Se destaca tambie´n la
11http://www.nvidia.com
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capacidad de alta densidad de multitud con la que cuenta Unreal: se puede
simular en tiempo real cientos de personajes dentro de una escena.
Efectos visuales de part´ıculas en el sistema
Unreal posee una sencilla herramienta utilizada por los artistas y disen˜ado-
res para crear efectos visuales para los juegos y secuencias de cine. Dicha her-
ramienta permite incluir efectos visuales en tiempo real, permitiendo realizar,
por ejemplo, ajustes dina´micos a un efecto como una explosio´n o un fuego
ardiente, sin tiempo de demora en la respuesta. Por u´ltimo, cabe destacar
la capacidad de interactuar con diferentes sistemas para crear una interfaz
intuitiva y eficiente para la libertad de creacio´n.
El editor de Unreal
Unreal cuenta con una potente herramienta de creacio´n de contenido para
llenar el vac´ıo de las herramientas de creacio´n de formatos como 3DS Max y
Maya. El editor es, en realidad, un conjunto de herramientas diversas para
la realizacio´n de contenido en el Unreal Engine. Las caracter´ısticas incluyen:
Arte visual para la colocacio´n y edicio´n de objetos de juego, tal como
los jugadores, los art´ıculos del inventario, los nodos de ruta IA y fuentes
de luz.
Renderizado totalmente interactivo en tiempo real durante la edicio´n:
todo el contenido en el editor se presenta de manera coherente con el
motor del juego.
Permite a los disen˜adores personalizar fa´cilmente cualquier objeto del
juego, y proporciona la posibilidad de desarrollar nuevas propiedades
personalizables a trave´s de secuencias de comandos.
Por u´ltimo destacar las caracter´ısticas de la herramienta de edicio´n
de contenidos de Unreal. En particular, cabe destacar: Multi-nivel de-
shacer / rehacer, arrastrar y soltar, agrupacio´n de objetos, guardado
automa´tico , controles de cuadr´ıcula, zoom en el cursor en los visores, el
movimiento de ca´mara esta´ndar o invertida, de copiar y pegar, person-
alizar las configuraciones de visualizacio´n, el teclado y personalizacio´n
de colores, etc.
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Figura 2.7: Algunas capturas de juegos creados con Unreal Engine 3 (tomadas
de la pa´gina oficial de Unreal).
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2.3.2.6. JMonkey
JMonkey12 es el motor utilizado en el desarrollo de Knuthians. Este mo-
tor proporciona una API de alto rendimiento para objetos 3D; es decir, es un
conjunto de librer´ıas para programar juegos 3D en Java. Usa una capa de ab-
straccio´n para el renderizado 3D, lo que en teor´ıa permite el uso de cualquier
motor de render. Cabe destacar que soporta una abstraccio´n denominada
LWJGL.
LWJGL
La Lightweight Java Game Library (LWJGL o Biblioteca Java Ligera
para Juegos) es una solucio´n dirigida a programadores, tanto amateurs como
profesionales, y esta´ destinada a la creacio´n de juegos de calidad comercial
escritos en el lenguaje Java. LWJGL proporciona a los desarrolladores acceso
a diversas bibliotecas multiplataforma, como OpenGL (Open Graphics Li-
brary) y OpenAL (Open Audio Library), permitiendo la creacio´n de juegos
de alta calidad con gra´ficos y sonido 3D.
Por otro lado, LWJGL permite adema´s acceder a controladores de juegos
como gamepads, volantes y joysticks. El aute´ntico objetivo de LWJGL no
es crear un motor gra´fico que permita crear juegos espectaculares de forma
casi inmediata, sino que lo que pretende es dar acceso a los programadores
Java a una tecnolog´ıa y unos recursos que normalmente no se implementan
correctamente en dicho lenguaje. Por tanto, LWJGL debe entenderse ma´s
bien como una API base sobre la que en la actualidad ya se esta´n apoyando
algunas potentes herramientas gra´ficas, como es el caso de la API de scene-
graph jMonkey.
Caracteristicas
Tanto jME como LWJGL esta´n disponibles bajo licencia BSD (Berkeley
Software Distribution) y por lo tanto son de libre distribucio´n. A esta car-
acter´ıstica hay que unirle su potencia y su relativa facilidad de uso, lo que
convierte a jME en una muy buena herramienta a tener en consideracio´n.
Lamentablemente como software libre en fase de desarrollo presenta continu-
amente revisiones que an˜aden y corrigen fallos. Aunque su filosof´ıa no es muy
12http://www.jmonkeyengine.com
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compleja, es necesario conocimientos ba´sicos de entornos 3D, te´cnicas de rep-
resentacio´n y estar familiarizado con OpenGL para poder sacar el ma´ximo
partido a las posibilidades que nos ofrece. Y como cualquier motor gra´fico
requiere un mı´nimo de tiempo para llegar a entenderlo y poder usarlo.
La arquitectura en la que esta´ basada jME permite la organizacio´n de los
datos de la aplicacio´n en forma de a´rbol, donde el nodo padre puede tener
cualquier nu´mero de nodos hijos (hojas), pero un hijo solo puede tener un
padre. Esta organizacio´n esta´ pensada para una fa´cil gestio´n de los elementos
en una escena y poder realizar procesamientos ra´pidos de tareas (por ejemplo
mostrar so´lo todo lo que depende del nodo padre X y ocultar el resto de la
escena). Los nodos hojas se denominan geometr´ıas (Geometry), las cuales
pueden ser renderizadas (mostradas) en pantalla. jME dispone de varias ge-
ometr´ıas: curvas Bezier para controlar el nodo, l´ıneas (Line), puntos (Points),
modelos (MD2, ASE, etc.), terrenos (Terrain) y algunas ma´s. Adema´s jME
soporta efectos de alto nivel como: Sistemas de part´ıculas (Particle Systems)
y destellos en la lente (Lens Flare).
A continuacio´n se detallan algunos aspectos te´cnicos del motor:
Total integracio´n con Java Applet, AWT y Swing, SWT (Standard
Widget Toolkit) y la utilizacio´n del lenguaje de marcado XML.
Existencia de un bucle principal de juego, SimpleGame. Este propor-
ciona un punto de acceso ra´pido para la prueba de conceptos: Standard-
Game y GameStates que ofrecen la posibilidad de cambiar los estados
del juego (menu´, juego, cre´ditos, etc).
Referente al sistema de iluminacio´n, el motor admite hasta ocho luces
a la vez y da la opcio´n de la seleccio´n o´ptima de la luz. Soporta luz
direccional y luz de punto. Tambie´n se incluye un sistema de sombras
dina´micas.
El sistema de ca´maras mantiene una ca´mara como un objeto indepen-
diente o un nodo en la escena. Utiliza la te´cnica de Frustum [Francis
S. Hill 2007] para ser ma´s eficiente.
En la parte de Renderer, JMonkey ordena los elementos de la escena
sobre la base de la opacidad. Los opacos son ordenados de adelante
hacia atra´s y puestos en primer lugar. A continuacio´n se colocan los
transparentes ordenados de atra´s para adelante. En el render la textura
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se utiliza como un modelo u´nico y puede ser animada tan lentamente
como sea necesario para aumentar la velocidad de fotogramas.
Por u´ltimo destacar, en sonido, la existencia de soporte para OpenAL
y la ayuda que JMonkey ofrece con el a´lgebra lineal con la librer´ıa
matema´tica (incluyendo, por ejemplo, completo soporte para el manejo
de rotaciones y translaciones mediante cuaternios).
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Figura 2.8: Algunas capturas de juegos creados con JMonkey (tomadas de la
pa´gina oficial de JMonkey).
2.3.3. Conclusiones
El cuadro 1 muestra una tabla comparativa entre los diferentes motores
estudiados anteriormente.
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En una primera valoracio´n se descartan los motores que no incorporan
f´ısicas, ya que el juego contiene una gran componente f´ısica para el movimien-
to del personaje. Pasada la primera restriccio´n quedan como posibles motores
Unity, Unreal y JMonkey. De estos tres motores, Unity no es multiplataforma
por lo que tambie´n queda descartado. Unreal y JMonkey son los dos grandes
candidatos para ser usados. Cabe destacar que Unreal incorpora un completo
editor para facilitar la elaboracio´n del juego, mientras que JMonkey carece
de ello.
Finalmente en el proyecto se ha utilizado el motor de JMonkey, ya que
e´ste esta´ completamente basado en Java. Debido a la componente educativa
del proyecto, se espera que el uso de Java facilite el futuro alojamiento del
proyecto en el campus virtual de la universidad.
Unity Ogre Irrlicht Horde3D Unreal Engine 3 JMonkey
Plataforma Wi/Ma Wi/Li/Ma Wi/Li/Ma Wi/Li/Ma Wi/Li/Ma Wi/Li/Ma
Gra´ficos DX/OGL DX/OGL DX/OGL OGL DX LWJGL
Sonido Si No No No Si Si
Lenguaje C#/JS C C++ C++ C++ Java
F´ısica Si No No No Si Si
Editor Si Si Si Si Si No
Efectos Si Si Si Si Si Si
Cuadro 2.1: Tabla comparativa.
En la tabla las abreviaturas utilizadas son las siguientes Wi: Windows,
Li: Linux, Ma: Mac OS X, DX: Direct3D, OGL: OpenGL y JS: JavaScript.
2.4. Lenguajes de Marcado
Los lenguajes de marcado consisten en una manera de codificar un docu-
mento de tal forma que e´ste contenga etiquetas o marcas que proporcionan
informacio´n acerca de la estructura del texto o de su presentacio´n. Algunos
ejemplos de este tipo de lenguajes son: SGML, HTML o XML.
A continuacio´n se pasa a describir de forma concreta XML, por ser el
utilizado en el proyecto como soporte de almacenaje para los ejercicios que
se presentan en Knuthians.
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2.4.1. XML
XML (eXtensible Markup Language)[David Hunter 2007] es un metal-
enguaje extensible de marcado. Ha sido desarrollado por el World Wide Web
Consortium (W3C).
La principal ventaja de XML es su gran versatilidad. XML es una her-
ramienta utilizada en todo tipo de aplicaciones y para multitud de finalidades.
Esto incluye desde la comunicacio´n de dos ordenadores a trave´s de una red
o Internet, hasta la persistencia de datos, pasando por la definicio´n de la
estructura de un tipo de documento.
XML surgio´ como una simplificacio´n y adaptacio´n del SGML (Standard
Generalized Markup Language)[Charles F.Goldfarb 1998]. El lenguaje HTML
esta´ definido en te´rminos del SGML, ya que la normalizacio´n de XML fue
posterior al disen˜o del lenguaje de marcas HTML.
Adema´s, XML cuenta con el concepto de “documento bien formado” y
“validez” como elementos separados:
Documento bien formado: Es aquel documento que cumple todas las
definiciones ba´sicas del formato, y, puede por tanto, ser analizado cor-
rectamente por cualquier analizador sinta´ctico que cumpla con los esta´n-
dares.
Documento va´lido: Es aquel documento que adema´s de estar bien for-
mado sinta´cticamente, sema´nticamente es correcto, o aquello que de-
scribe tiene sentido. Para que la comprobacio´n de validez se pueda re-
alizar, se necesitara´ un modelo gramatical del documento, que exprese
las relaciones entre los diferentes elementos del documento XML, y que
establezca unos l´ımites para los valores de los atributos. Como un ejem-
plo, un documento podr´ıa considerarse inva´lido si guardara en un cam-
po fecha un valor de “31 de febrero de 2010”. La grama´tica documental
ser´ıa la encargada de fijar los l´ımites de este campo “fecha”. XML in-
cluye un formalismo de grama´tica documental denominado DTD (Doc-
ument Type Definition). No obstante, se han propuesto otros formalis-
mos con mayor poder expresivo, como XML Schema [Eric van der Vlist
2002].
Las partes de un documento XML esta´n bien definidas, y son:
Pro´logo: Contiene informacio´n acerca del documento XML. Describe la
versio´n de XML, el tipo de documento, la codificacio´n utilizada, y otro
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tipo de metainformacio´n. Es opcional para que un documento este´ bien
formado.
Cuerpo: El cuerpo debe contener un u´nico elemento ra´ız para que el
documento este´ bien formado. Es obligatorio para que un documento
este´ bien formado.
Elementos: Los elementos pueden contener: elementos, caracteres o am-
bos.
Atributos: Los elementos pueden contener atributos, que son una man-
era de an˜adir caracter´ısticas o propiedades a los elementos de un doc-
umento. Deben ir entre comillas para que un documento este´ bien for-
mado.
Entidades predefinidas: Entidades para representar caracteres espe-
ciales para que el analizador sinta´ctico de XML no los interprete como
marcado. Por ejemplo, &amp es el s´ımbolo &.
Secciones CDATA: Es una construccio´n XML para especificar datos
utilizando cualquier caracter sin que se interprete como marcado XML.
As´ı se consigue que caracteres especiales no rompan la estructura XML.
Comentarios: Comentarios a t´ıtulo informativo por parte del disen˜ador
del XML, que el procesador de XML ignorara´.
Adema´s de todo lo expuesto, XML cuenta con una gran facilidad de trans-
formacio´n. XSLT, por ejemplo, es otro esta´ndar desarrollado por el World
Wide Web Consortium (W3C) que permite muy fa´cilmente transformar doc-
umentos XML y aplicarles estilos [Doug Tidwell 2008]. De esta manera, se
separa el contenido de la presentacio´n de una manera muy natural.
En general, XML cuenta con un ecosistema de herramientas y lenguajes
anexos muy potentes que hacen que trabajar con este lenguaje de marcado
sea lo ido´neo en un gran nu´mero de ocasiones.
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2.5. Grama´ticas de Atributos
El juego pretende ensen˜ar el funcionamiento del formalismo de las grama´-
ticas de atributos. Este formalismo, propuesto por D.Knuth a finales de los
sesenta, presenta un mecanismo para an˜adir sema´ntica a las grama´ticas in-
contextuales [Aho 2007 , Paaki 1995, D.E. Knuth 1968 y 1971]. La Figura
2.9 muestra un ejemplo de grama´tica de atributos. A continuacio´n se ex-












Figura 2.9: Ejemplo de grama´ticas de atributos.
Una grama´tica de atributos consta de:
Una grama´tica incontextual, que consta a su vez de los siguientes ele-
mentos:
• S´ımbolos terminales: son los s´ımbolos ba´sicos a partir de los cuales
se forman las cadenas o sentencias.
• S´ımbolos no terminales: son variables sinta´cticas que denotan con-
juntos de cadenas. Los conjuntos de cadenas denotados por los no
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terminales ayudan a definir el lenguaje generado por la grama´tica.
Los no terminales imponen una estructura jera´rquica sobre las ca-
denas del lenguaje, hecho que aprovecha nuestro juego para pre-
sentar dichas estructuras como un laberinto donde el jugador debe
moverse.
• Producciones : especifican la forma en que pueden combinarse los
terminales y los no terminales. Cada produccio´n tiene la estructura
que aparece en la figura 2.10.
No terminal No terminal Terminal
*
Figura 2.10: Estructura de una produccio´n.
Un conjunto de atributos que se asocian a los s´ımbolos de la grama´tica.
Existen dos tipos de atributos:
• Atributos sintetizados : son atributos cuyos valores se calculan a
partir de los valores de los atributos que se encuentran en los no
terminales a los que esta´n asociados y de los hijos de estos (ve´ase
el diagrama de flujo de la figura 2.11, donde se ilustra el flujo de















Figura 2.11: Diagrama de flujo de los atributos sintetizados.
• Atributos heredados : son atributos cuyos valores se calculan a
partir de los valores de los atributos que se encuentran en los no
terminales a los que esta´n asociados, de los que se encuentran en
los padres de los no terminales a los que esta´n asociados y de los
atributos de los hermanos de los no terminales a los que esta´n
asociados (ve´ase el diagrama de flujo de la figura 2.12, donde se
ilustra el flujo de los atributos heredados de la grama´tica de la












Figura 2.12: Diagrama de flujo de los atributos heredados.
Un conjunto de ecuaciones sema´nticas asociadas a cada produccio´n
de la grama´tica, donde se especifica co´mo se calcularan los valores de
los atributos sintetizados asociados con la parte izquierda, y de los
atributos heredados asociados con cada no terminal de la parte derecha.
Para ello, se aplican funciones sema´nticas sobre los atributos implicados
en dicho computo.
Durante la especificacio´n de una grama´tica de atributos no es necesario es-
pecificar expl´ıcitamente el orden en el que se aplicara´n las ecuaciones sema´nti-
cas para calcular los valores de los atributos. El orden esta´ impl´ıcito en las
dependencias entre los atributos introducidas en las ecuaciones sema´nticas.
Nuestro juego, de hecho, se basa en retar al alumno a que encuentre o´rdenes





Knuthians es un videojuego que pretende ensen˜ar el funcionamiento in-
terno del paradigma de las grama´ticas de atributos presentado por D.Knuth.
Para llevar a cabo este cometido el juego propone resolver un laberinto creado
a partir de un a´rbol sinta´ctico de una sentencia. El usuario debera´ moverse
por este laberinto resolviendo las dependencias de los atributos del a´rbol
sinta´ctico. Al ser un proyecto orientado a la educacio´n, el proyecto esta´ divi-
dido en dos partes muy diferenciadas e ı´ntimamente ligadas:
Por una parte se tiene el juego en s´ı, ma´s orientado al alumno, que
constara´ de las herramientas necesarias para poder cargar distintos
mapas y poder resolverlos.
Y por otro lado habra´ unas herramientas de edicio´n y creacio´n de es-
cenarios orientadas a los tutores.
A continuacio´n se describen en mayor detalle las caracter´ısticas de ambas
partes.
3.2. El videojuego
Knuthians es un videojuego en tercera persona donde el usuario se pone
en la piel de un avatar para recorrer un laberinto y mover objetos entre las
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distintas estancias de este laberinto con el objetivo final de activar todos
estos objetos.
A lo largo de esta seccio´n se explicara´n cada una de las distintas pantallas
e interfaces que el usuario encontrara´ mientras use Knuthians. Seguidamente,
se describira´n en profundidad cada uno de los elementos con los que el usuario
podra´ interactuar a lo largo del juego, as´ı como los distintos estados de estos.
Y para finalizar se explicara´n las distintas habilidades con las que contara´ el
usuario durante el desarrollo del juego y el objetivo final del juego.
3.2.1. Pantallas
Knuthians cuenta con una serie de pantallas previas al videojuego en
s´ı para seleccionar el ejercicio a realizar: la pantalla inicial, la pantalla de
seleccio´n de ejercicio y la pantalla de carga. A continuacio´n se describen en
profundidad cada una de ellas.
Pantalla inicial
Es la primera pantalla, en la que se muestran dos botones:
Empezar : este boto´n permite pasar a la pantalla de seleccio´n de ejercicio
que se describe a continuacio´n. El usuario podra´ notar que e´ste es el
boto´n a pulsar para jugar porque presenta una ligera animacio´n.
Salir : este boto´n termina la ejecucio´n de la aplicacio´n.
La figura 3.1 muestra una captura de esta pantalla.
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Figura 3.1: Pantalla inicial de Knuthians.
Pantalla de seleccio´n de ejercicios
Tras pulsar el boto´n Empezar de la pantalla inicial, se carga esta pantalla.
En ella el usuario puede visualizar un listado de todos los ejercicios actual-
mente almacenados en su carpeta de mapas. Adema´s se encontrara´ con los
siguientes botones:
Iniciar juego: este boto´n permanece oculto al mostrarse inicialmente
la pantalla. Se activa al seleccionar un ejercicio de la lista y pulsar el
boto´n Cargar XML de la lista. Al pulsar este boto´n se pasa a la pantalla
de carga donde se creara´n los elementos del juego.
Cargar XML de la lista: este boto´n carga el ejercicio actualmente se-
leccionado en la lista. Al entrar en la pantalla, el boto´n presenta una
ligera animacio´n y un color distinto para indicar al usuario que este
boto´n es el que se debe pulsar.
Volver : este boto´n carga la pantalla inicial.
En esta pantalla el usuario debe elegir el ejercicio que desea realizar y
cargarlo. Los pasos que debe de seguir para conseguirlo son los siguientes:
Primero debe seleccionar de la lista el ejercicio que desee´ realizar.
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Tras seleccionarlo debe pulsar el boto´n Cargar XML de la lista que
presentara´ una ligera animacio´n y un color azul.
Tras pulsarlo aparecera´ otro boto´n por encima de e´ste; el boto´n sera´ Ini-
ciar juego. El usuario debera´ pulsarlo para iniciar el juego.
La figura 3.2 muestra una captura de esta pantalla.
Figura 3.2: Pantalla de seleccio´n de ejercicios de Knuthians.
Pantalla de carga
Tras pulsar el boto´n Iniciar juego de la pantalla de seleccio´n de ejercicios
se carga esta pantalla. En ella se ve una esfera girando. Mientras tanto se
ira´n cargando todos los elementos que compongan el mapa seleccionado en
la pantalla anterior.
46
Figura 3.3: Pantalla de carga de Knuthians.
Cuando la carga del ejercicio haya terminado, esta pantalla desapare-
cera´ dando paso a la pantalla de la partida. La figura 3.3 muestra una
captura de esta pantalla.
3.2.2. La partida
Una vez elegido y cargado un ejercicio, se mostrara´ al usuario el mundo
de Knuthians, un mundo cuyo objetivo sera´ ensen˜ar co´mo se resuelven las
grama´ticas de atributos de forma entretenida. A continuacio´n se presentara´n
los elementos que aparecera´n a lo largo del mapa, as´ı como sus acciones y
efectos, de forma detallada.
El laberinto
El laberinto es el mundo que se ofrece al usuario para que resuelva el ejer-
cicio. Cada ejercicio tiene su propio laberinto, y tiene la misma estructura
arbo´rea que el a´rbol sinta´ctico del ejercicio elegido. Esto se hace as´ı para que
el alumno asocie el laberinto con el a´rbol sinta´ctico. El laberinto esta´ com-
puesto de los siguientes elementos:
Habitaciones: las habitaciones representan las distintas categor´ıas
sinta´cticas que componen el a´rbol. Para orientar al usuario por el laber-
into, cada habitacio´n tiene por encima de ella una etiqueta en color azul
47
indicando el nombre de la categor´ıa sinta´ctica a la que corresponde.
Dentro de cada habitacio´n, en el centro, hay una mesa; ma´s adelante
explicaremos cual es su funcio´n. La figura 3.4 muestra una captura
donde se puede ver el interior de una de estas habitaciones.
Figura 3.4: Captura de una habitacio´n del laberinto.
Pasillos: son los nexos de unio´n entre las habitaciones. Representan
las ramas de los a´rboles sinta´cticos. En ellos, puede haber distintas
trampas cuyo objetivo, en la versio´n actual del juego, es introducir una
componente lu´dica adicional. No obstante, en versiones futuras podra´n
incorporar contenidos educativos complementarios (por ejemplo, pre-
guntas sobre la materia de procesadores de lenguaje, que deben contes-
tarse correctamente para que la trampa no reste puntos). La figura 3.5
muestra una captura donde se puede ver el interior de estos pasillos.
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Figura 3.5: Captura de un pasillo del laberinto.
Mesas: se encuentran en las habitaciones. Contienen los atributos de
cada categor´ıa sinta´ctica. Su cometido es servir de zona de intercambio
de atributos entre el usuario y la categor´ıa sinta´ctica representada por
la habitacio´n. Para interactuar con ella el usuario debe acercar el avatar
hasta la mesa. Entonces la vista cambiara´ a una vista ae´rea de la mesa.
Para abandonar la mesa, el usuario debe pulsar la tecla E. La figura
3.6 muestra una captura donde se puede ver una de estas mesas.
Figura 3.6: Captura de una mesa del laberinto con la vista ae´rea.
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Atributos: se encuentran en las mesas de cada habitacio´n. Son peque-
n˜as cajas de color blanco y representan un atributo de la categor´ıa
sinta´ctica de la habitacio´n donde se encuentran. Estos se pueden en-
contrar en distintos estados sobre la mesa. Estos estados son:
• Cuando un atributo no este´ sintetizado, no saldra´n ningu´n tipo
de part´ıculas de e´l. Simplemente se observara´ la caja blanca sin
ningu´n tipo de luz ni efecto.
• Si del atributo surge un humo gris significara´ que el u´ltimo atrib-
uto ligado a e´ste es incorrecto. Esto no significa que todos los
atributos correctamente ligados tengan que volver a ligarse. Sim-
plemente nos advierte que el u´ltimo atributo ligado no es correcto.
• Cuando un atributo este´ sintetizado, de e´l brotara´ un chorro de
luces multicolores. Estando en este estado, ya se pueden hacer
copias de ese atributo al inventario.
La figura 3.7 muestra capturas de los atributos en sus distintos estados.
Figura 3.7: Capturas de los distintos estados de un atributo.
El usuario puede copiar los atributos activos de la mesa a su inven-
tario. Para ello el avatar debera´ estar en contacto con una mesa y
seleccionarlo con el boto´n izquierdo. Adema´s, puede dejar atributos de
su inventario en otros atributos que los necesiten para calcular su valor.
En este caso, el avatar debera´ estar en contacto con la mesa y con el
inventario abierto, seleccionar el atributo que desea ligar al atributo de
la mesa, pulsar la tecla Q y seleccionar con el rato´n a que´ atributo de
la mesa desea ligarlo con el boto´n izquierdo. Adema´s, se puede obtener
informacio´n sobre los atributos, como su nombre o su valor, pulsando
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con el boto´n derecho sobre ellos, siempre y cuando el avatar este´ en
contacto con la mesa.
Trampas: Su cometido es retrasar el objetivo del usuario. Estas tram-
pas no tienen ningu´n efecto f´ısico directo sobre el avatar del usuario. Sus
efectos son otros distintos: pueden hacer que el avatar pierda algunos
atributos de su inventario o transportar al avatar a otra posicio´n del
laberinto. Para que los efectos de cada trampa tengan efecto, el avatar
tiene que chocar contra la trampa. Existen dos tipos de trampas: el
bloque que sube y baja en una seccio´n del pasillo impidiendo el paso
durante un lapso de tiempo, y el pe´ndulo, que es una esfera atada al
techo que oscila a lo ancho del pasillo. Como ya se ha comentado ante-
riormente, en un futuro estas trampas podra´n asociarse con contenidos
educativos complementarios. La figura 3.8 muestra unas capturas de
las distintas trampas que el usuario puede encontrar en Knuthians.
Figura 3.8: Capturas de los dos tipos de trampas de Knuthians.
Adema´s, y como funcionalidad extra, se incluye la vista ae´rea del laber-
into. De esta forma al usuario le puede resultar ma´s sencillo ubicarse dentro
del laberinto e incluso entender la forma del laberinto y ver sus similitudes
con el a´rbol sinta´ctico. La figura 3.9 muestra una captura de la vista ae´rea.
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Figura 3.9: Captura de la vista ae´rea de un laberinto.
El avatar
Es la representacio´n del alumno dentro de Knuthians. Con e´l podra´ mo-
verse por el laberinto e interactuar con el resto de elementos. La figura 3.10
muestra el modelo del avatar. El avatar cuenta con dos cualidades indispens-
ables que el usuario necesitara´ para resolver el ejercicio cargado:
Figura 3.10: Imagen del avatar que el usuario manejara´.
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El movimiento
El avatar dispone de capacidad motriz. Cuenta con el t´ıpico movimiento
de todo juego de plataformas, salvo el salto, ya que no es necesario para
nada. El avatar puede moverse adelante con la tecla W, atra´s S, girar a la
izquierda A y a la derecha D. Esto le permite recorrer todo el mundo creado
para el ejercicio, y as´ı llegar hasta las distintas habitaciones donde coger los
atributos que necesite.
El inventario
Es el lugar donde el avatar carga con los atributos recolectados (ma´s
precisamente, con copias de los valores de dichos atributos). El usuario puede
abrir y cerrar el inventario pulsando la tecla I. Para navegar a trave´s de los
distintos atributos que tenga almacenados en ese momento, se usan las teclas
R y F.
Figura 3.11: Imagen que muestra el inventario abierto.
Siempre que el avatar este´ rozando una mesa y tenga el inventario abierto,
el usuario podra´ pulsar la tecla Q para dejar al atributo seleccionado dentro
del inventario sobre un atributo dentro de la mesa, selecciona´ndolo con el
puntero.







Pasar a vista 
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Figura 3.12: Uso del teclado en Knuthians.
Victoria y derrota
Para superar con e´xito un laberinto de Knuthians, el usuario debe sinteti-
zar todos los atributos no sintetizados inicialmente de todas las habitaciones
del laberinto. Esto se traduce, dentro del videojuego, en conseguir que todas
las cajas blancas de todas las habitaciones expulsen un chorro de luz multi-
color. Para ello, el usuario debera´ recorrer el laberinto recolectando atributos
y liga´ndolos a otros para resolver las dependencias exigidas por la grama´tica
en la que este´ basado el ejercicio.
La derrota no existe como tal en Knuthians: un usuario puede intentar
resolver un ejercicio durante tanto tiempo como desee´. Si el usuario lo desea
puede abandonar una partida cuando quiera, lo cua´l se considera una derrota.
Adema´s, para ayudar al usuario a autoevaluarse, Knuthians cuenta con
un temporizador que contabiliza los minutos que lleva invertido un usuario
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en resolver el laberinto. As´ı, el usuario puede volver a jugar e intentar batir
su propio re´cord. En el futuro, podra´n incluirse mecanismos que permitan
fijar la finalizacio´n del juego, tales como tiempo l´ımite, o carga vital que dis-
minuye como consecuencia de la ca´ıda en trampas o la realizacio´n incorrecta
de acciones de evaluacio´n.
3.3. Editor de ejercicios
El tutor sera´ el encargado de disen˜ar los ejercicios que sus alumnos de-
bera´n resolver. Para este fin se ha desarrollado una sencilla aplicacio´n para
disen˜ar este tipo de ejercicios, cuyo resultado es un fichero XML que los
alumnos podra´n cargar, genera´ndose dina´micamente el mapa del juego.
La aplicacio´n ha sido desarrollada en Java, y cuenta con una interfaz
esta´ndar Swing. El editor de ejercicios se centra, ba´sicamente, en la edicio´n de
a´rboles sinta´cticos decorados con atributos, as´ı como de las interdependencias
que existen entre dichos atributos. Este editor permitira´ an˜adir los siguientes
elementos:
Nodo no terminal. La figura 3.13 muestra la sucesio´n de pasos a seguir
para an˜adir un nodo no terminal al ejercicio.
Figura 3.13: Secuencia de acciones para an˜adir un nodo no terminal en el
editor.
Nodo terminal. La figura 3.14 muestra la sucesio´n de pasos a seguir
para an˜adir un nodo terminal al ejercicio.
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Figura 3.14: Secuencia de acciones para an˜adir un nodo terminal en el editor.
Atributo. La figura 3.15 muestra la sucesio´n de pasos a seguir para
an˜adir un atributo a un nodo del ejercicio.
Figura 3.15: Secuencia de acciones para an˜adir un atributo a un nodo en el
editor.
Dependencias entre Atributos. La figura 3.16 muestra la sucesio´n de
pasos a seguir para an˜adir una dependencia entre atributos del ejercicio.
Figura 3.16: Secuencia de acciones para an˜adir dependencias entre atributos
en el editor.
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En cualquier momento de la ejecucio´n es posible tambie´n cambiar el nom-
bre a los nodos, para prevenir errores de nombrado, as´ı como cambiar el
nombre de los atributos y sus valores.
Una vez se haya disen˜ado el ejercicio utilizando el editor (con estructura
de a´rbol), debera´ pulsar en el boto´n ”Generar”. Se pedira´, entonces un di-
rectorio en el que salvar el archivo, y en e´l se guardara´ el fichero XML que
codifica el ejercicio. Este fichero XML se cedera´ a los alumnos, que podra´n
cargarlo directamente con la interfaz del juego, y podra´n empezar a jugar
resolviendo el ejercicio de propagacio´n de atributos disen˜ado. La figura 3.17
muestra un fragmento del co´digo XML generado por el editor de ejercicios.






Knuthians esta´ construido sobre JMonkey, el motor de videojuegos para
Java presentado en las secciones 2.3.2 y 4.5.1. Para servir a nuestro propo´sito
educativo decidimos crear un modelo representativo de los a´rboles sinta´cticos
para separar el videojuego del a´rbol sinta´ctico y as´ı, en un futuro, poder
usarlo para construir otros juegos.
En esta seccio´n se describe el desarrollo de Knuthians empezando por la
metodolog´ıa de desarrollo seguida, explicando el modelo usado para describir
el a´rbol sinta´ctico y, finalmente, describiendo cada una de las partes que
componen el videojuego.
4.2. Me´todo de Desarrollo
La primera dificultad de este proyecto resid´ıa en que ninguno de los in-
tegrantes del grupo hab´ıa trabajado en el desarrollo de un videojuego ante-
riormente. Por ello, nos llevo un tiempo acostumbrarnos a utilizar el motor
de videojuegos escogido.
Por otro lado, aunque los objetivos del proyecto estuvieron claros desde el
principio hacer un videojuego educativo para mostrar el funcionamiento de
las grama´ticas de atributos presentadas por D.Knuth, el modo de presentarlo
se fue perfilando a lo largo del proyecto durante reuniones a lo largo del an˜o.
Por ello, se opto´ por realizar pequen˜as iteraciones en las que se fueron
an˜adiendo funcionalidades y complejidad a un juego muy simple en el que
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so´lo exist´ıa una superficie con una esfera que se pod´ıa mover con el teclado.
Partiendo de este pequen˜o ejemplo extra´ıdo de la documentacio´n de JMon-
key, se fue construyendo el juego an˜adie´ndole funcionalidades como: distintas
ca´maras, inclusio´n del motor de f´ısica de JMonkey, generacio´n del terreno,
uso de luces, una GUI ,etc, hasta llegar a la versio´n final del videojuego.
Finalmente decidimos crear un generador de ejercicios para el videojuego,
para facilitar la labor del docente a la hora de proponer mapas para el video-
juego y entrega´rselos al alumno como ejercicios.
4.3. Arquitectura general de Knuthians











Figura 4.1: Esquema de la arquitectura de Knuthians.
Como se observa en la figura, todo comienza con el bucle principal del
videojuego. Dentro de e´ste se encuentra un gestor de estados de juego que
permite cargar, activar y desactivar dichos estados. Estos estados son como
hilos dentro del videojuego. En un principio se cargan los estados de introduc-
cio´n y de carga de ejercicios en XML. Una vez el usuario haya seleccionado
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un ejercicio, se cargan los estados de videojuego e inventario. El estado del
videojuego se encargara´ de cargar el laberinto y el resto de objetos mediante
el procesado del modelo del a´rbol sinta´ctico extra´ıdo del XML seleccionado
por el usuario. Adema´s se cargara´n las acciones asociadas a cada entrada
del usuario para interactuar con los elementos cargados en ambos estados.
Todo este proceso es supervisado por el controlador, donde se almacenara´ la
informacio´n clave para gestionar todo el flujo del videojuego. Con todo ello
se puede comenzar la partida. En las secciones posteriores se profundizara´ en
cada una de las partes que se describen en este esquema.
4.4. Estructura del Modelo del A´rbol Sinta´cti-
co
Knuthians propone como ejercicios a´rboles sinta´cticos para que el usuario
resuelva las dependencias entre atributos y aprenda el funcionamiento de la
propagacio´n de atributos. Con el fin de modelar estos a´rboles se construyo´ el
modelo que se muestra en la figura 4.2. El modelo consta de los siguientes
elementos:
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Figura 4.2: Esquema UML del modelo del a´rbol sinta´ctico.
Nodo es la clase que representa un nodo gene´rico del a´rbol sinta´ctico.
Cuenta con todos los atributos necesarios para definir completamente
un nodo. Estos son:
• Id es el identificador u´nico dentro del a´rbol sinta´ctico que carac-
teriza de forma un´ıvoca a cada nodo.
• Nombre es el nombre que mostrara´ este nodo. Es el nombre de
la categor´ıa sinta´ctica a la que pertenece el nodo del a´rbol.
• Hijos es la lista de nodos hijos de este nodo.
• Padre es el nodo padre de este nodo.
• Atributos es la lista de atributos asociados a este nodo del a´rbol
sinta´ctico.
Adema´s cuenta con me´todos accesores y modificadores para todos sus
atributos. Tambie´n cuenta con el me´todo equals para compararse con
otros nodos.
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NodoNT es la clase que representa un nodo del a´rbol sinta´ctico que
tiene hijos. Esta clase hereda de la clase Nodo y no implementa ningu´n
me´todo adicional ni an˜ade ningu´n atributo nuevo.
NodoT es la clase que representa un nodo del a´rbol sinta´ctico sin hijos,
es decir, representa a los tokens del a´rbol sinta´ctico. Esta clase hereda
de la clase Nodo y al igual que NodoNT, no implementa ningu´n me´todo
adicional ni an˜ade ningu´n atributo nuevo.
Atributo es la clase que representa cada atributo ligado a cada categor´ıa
sinta´ctica del a´rbol. Cada uno almacenara´ la siguiente informacio´n:
• Nombre es el nombre del atributo. Lo identifica un´ıvocamente
dentro de cada nodo.
• Valor contiene el valor de el atributo como una cadena de carac-
teres.
• Pertenece es un enlace al nodo al que el atributo pertenece.
• DependeDe es una lista que contiene enlaces a todos los atributos
que son necesarios para computar el valor de este atributo.
Adema´s cuenta con me´todos accesores y modificadores para todos sus
atributos. Tambie´n cuenta con el me´todo equals para compararse con
otros atributos.
Todas las clases anteriores implementan la interfaz Serializable (java.io.
Serializable). Esto se hace para conseguir la persistencia de los a´rboles sinta´cti-
cos construidos con este modelo. Para que el objeto sea serializable, no so´lo
es necesario que implemente la interfaz Serializable sino que tendra´ que im-
plementar una constructora por defecto (sin para´metros) y tanto me´todos
accesores como modificadores. Gracias al XMLEncoder y al XMLDecoder de
Java (java.beans.XMLEncoder y java.beans.XMLDecoder respectivamente)
se almacenan y se recuperan estos a´rboles en formato XML. Los me´todos
para cargar y guardar los a´rboles se encuentran dentro de la clase Persisten-
cia(Ve´ase la seccio´n 4.6).
4.5. Estructura del Videojuego
La arquitectura de Knuthians esta´ fuertemente condicionada por el motor
de videojuegos usado, JMonkey. Este motor nos ofrece una gran cantidad de
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herramientas que permiten construir juegos de forma sencilla para progra-
madores poco experimentados en el desarrollo de videojuegos.
En esta seccio´n se va introducir el uso de JMonkey en el desarrollo de
Knuthians, con una breve descripcio´n de su funcionamiento interno y de
las herramientas que ofrece al programador, para despue´s explicar de forma
detallada la estructura de Knuthians y su funcionamiento.
4.5.1. JMonkey en el desarrollo de Knuthians
Como ya se ha indicado, JMonkey es el motor de videojuegos que se ha
usado para implementar Knuthians. Knuthians delega todas las funciones de
pintado 3D y gestio´n de la entrada a JMonkey. Basicamente, JMonkey se
encarga de ejecutar el bucle principal del juego. El bucle principal lleva a
cabo las siguientes tareas:
Gestio´n de la Entrada del Usuario: se hace al principio del bucle para
garantizar que la aplicacio´n reaccionara´ de manera consistente en todo
el fotograma.
Simulacio´n o Actualizacio´n de la Lo´gica del Juego: donde el juego avan-
za, decidie´ndose los comportamientos de los personajes, actualizar el
estado de los objetos, lanzar eventos que provocaran otras futuras ac-
ciones,etc. Esta parte no la trata JMonkey.
Simulacio´n F´ısica: se encarga de mover los objetos segu´n la f´ısica suby-
acente y puede encargarse de actualizar los sistemas de part´ıculas o el
avance de las animaciones.
Dibujado del Mundo.
Por otro lado, JMonkey cuenta con una estructura arbo´rea donde almace-
nar objetos a la escena. La ra´ız de este a´rbol se conoce, dentro de JMonkey,
como el rootNode. Es en esta ra´ız, o a sus hijos, donde se almacenan los
objetos de la escena para que sean pintados.
Adema´s, JMonkey gestiona la entrada del usuario mediante el registro
de InputActions en un manejador de la entrada llamado InputHandler jun-
to con la entrada, de teclado o de rato´n, a la que asociar esa accio´n. Este
manejador, tambie´n permite registrar acciones a otros disparadores, como a
eventos producidos por las f´ısicas del videojuego.
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Para finalizar, hablaremos de los estados de JMonkey. Estos estados son
como hilos que se pueden lanzar simulta´neamente dentro de JMonkey y cada
uno puede comportarse como un bucle de juego independiente. JMonkey
ofrece herramientas para gestionar estos estados, crearlos, activarlos, etc.
4.5.2. Los estados de juego
El videojuego se construye a trave´s de la unio´n de escenas para poder dar
continuidad al juego. De esta manera se evita tener una sola escena para todo
el juego que limite la potencia de la aplicacio´n. Para ello, cada pantalla que
se presenta (al inicio de la aplicacio´n para poder seleccionar el mapa, iniciar
el juego, pantalla de cargando y ya dentro del propio juego el inventario,
pop-up de informacio´n y el contador de tiempo), corresponde a diferentes
estados que se van cargando unos detra´s de otros emulando una ma´quina de
estados. Todos estos estados se situ´an dentro del paquete Estados y sera´n
ampliados a continuacio´n con ma´s detalle. Cada uno de ellos contiene una
constructora a la que se le pasa por para´metro el controlador de la aplicacio´n
para poder gestionar todo correctamente. Dentro de la constructora se crea
un PrincipalGUI que contiene todo los componentes que pueden hacer falta
para gestionar la GUI y se crea el manejador del rato´n. Por otro lado, se
llama al me´todo buildUI que se encarga de ejecutar los componentes que se
quieren utilizar en dicha escena.
Una vez creados todos los estados necesarios hay que gestionarlos para
que se muestren en el orden correcto. Cada vez que se crea un nuevo estado
hay que insertarlo en la cola de JMonkey de escenas con el siguiente coman-
do: GameStateManager.getInstance().attachChild(estIntro). Una vez creado
se puede llamar en cualquier momento para que se muestre dicho estado con
el comando GameStateManager.getInstance().activateChildNamed(estIntro).
Por u´ltimo, para hacer desaparecer un estado que representa una escena,
basta con llamar al comando GameStateManager.getInstance(). deactivate-
ChildNamed(estIntro).
La figura 4.3 muestra el diagrama UML donde se muestran las clases
que componen el paquete Estados. A continuacio´n se explican las diferentes
clases de las que se compone el paquete Estados.
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Figura 4.3: Esquema UML de las clases del paquete Estados.
ConfiguradorJuego
En esta clase se tienen tres me´todos esta´ticos para poder tener las difer-
entes configuraciones de manera clara y ordenada dependiendo del modo que
se seleccione:
modo mapa: configuracio´n que se aplica cuando el usuario decide uti-
lizar el modo mapa, vista ae´rea de todo el a´rbol sinta´ctico.
modo jugador : configuracio´n que se aplica al iniciar el juego y cuando
el usuario decide volver al modo jugador, vista detra´s del avatar.
modo mesa: configuracio´n que se aplica cuando el usuario se acerca a
la mesa con el avatar, vista ae´rea de toda la mesa.
EstadoCargando
Esta clase se encarga de crear la pantalla de espera del inicio mientras
se espera a que termine la carga de todos los elementos del juego. En dicha
pantalla aparece una esfera girando, con una etiqueta en ella mostrando el
mensaje de cargando.
EstadoIntro
Clase que se encarga de crear la primera pantalla en la que el usuario
puede interactuar. En ella se crean dos botones: uno para seguir el proceso
de escenas hasta llegar al juego y otro para salir de la aplicacio´n. Cabe
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destacar que para guiar al usuario, se muestra el boto´n de Empezar con un
ligero movimiento y cambiando el color para que sea ma´s intuitivo, ya que
los movimientos recrean una secuencia lo´gica para llegar a iniciar el juego.
Por u´ltimo se cargan todos los elementos necesarios para tener disponible el
rato´n y poder interactuar sobre los botones de dicho estado.
EstadoInventario
Clase encargada de crear el inventario. Dicho inventario consta de una
lista a la cual se le ha quitado el fondo para dar una mayor integracio´n al
inventario dentro del videojuego y tambie´n se le ha suprimido el scroll, ya
que para moverse a trave´s de la lista se utiliza el teclado. Mencionar que
esta clase posee un me´todo llamado rellenarLista para recorrer el ArrayList
e ir imprimiendo en la lista f´ısica toda la informacio´n que se tiene hasta el
momento.
EstadoJuego
Esta clase implementa el estado ma´s importante del juego, ya que en este
estado se inicializa todas las partes de las que se compone el juego. Este
estado entra en accio´n nada ma´s terminar de cargarse todo los componentes,
al finalizar el estadoCargando y es el encargado de la estructura general del
videojuego. A continuacio´n se mostrara´n algunos de los me´todos de esta clase
para ir viendo el proceso de co´mo se cargan las diferentes partes de las que
se compone el juego en s´ı. El me´todo principal es initGameState. A e´ste se
le pasa por para´metro un Nodo que indica el modelo de mapa que se tiene
que cargar, previamente elegido por el usuario. Dentro de este me´todo se
inicializa el Timer del juego de JMonkey y se prepara todas las partes de las
que se compone el juego. Algunas me´todos destacables en el initGameState
son:
initTerrain: Se encarga de construir el terreno de acuerdo con el modelo
elegido anteriormente por el usuario al iniciar la aplicacio´n.
initPlayer : Se encarga de generar el avatar. Para ello se carga el modelo
3D, se an˜aden las f´ısicas, se inserta en el terreno y por u´ltimo se an˜ade
al controlador para tener acceso a e´l en cualquier momento.
initTraps : Se encarga de inicializar las trampas en el juego. Para ello se
da la posicio´n donde se quiere insertar dicha trampa, el tipo de trampa
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y el efecto que se quiere conseguir al hacerse efectiva dicha trampa. Por
u´ltimo se an˜ade las trampas al controlador para poder acceder a ellas
en cualquier momento del juego.
initLights : Se encarga de configurar e inicializar adecuadamente la luz
direccional y la luz puntual del juego para que se vea perfectamente las
escenas a lo largo del juego.
initCameras : Se encarga de inicializar la ca´mara. En este caso pone por
defecto la ca´mara en modo jugador para que aparezca as´ı en el inicio
del juego y por u´ltimo se an˜ade dicha ca´mara al controlador para poder
tener acceso a ella.
initInput : Se encarga de crear y configurar adecuadamente todas las
entradas posibles para tenerlas registradas y saber que´ ejecutar cuan-
do una de esas entradas entre en accio´n en cualquier parte del juego.
Algunas de estas son:
• playerInput relacionadas con el usuario sobre la entrada por tecla-
do para dirigir al avatar.
• camPlayerInput, camMapInput, tableInput y inventaryInput, to-
das ellas relacionadas con los cambios de ca´mara. Para cada entra-
da se activa o desactivan ciertas teclas del teclado, para restringir
y as´ı utilizar las funcionalidades adecuadas cuando corresponda.
• initMouse. En esta entrada se crea el rato´n y se an˜ade al contro-
lador para poder acceder al rato´n.
EstadoLoadXML
Clase que se encarga de crear la seleccio´n del archivo XML para poder
cargar correctamente el mapa del juego. Este estado consta de tres botones.
Uno de ellos, Iniciar Juego, estara´ oculto hasta que se haya realizado todo
el proceso de carga de manera correcta. En este momento se hara´ visible,
tendra´ animacio´n y cambiara´ de color. El segundo boto´n, Cargar XML de
la lista, aparece inicialmente animado y de otro color, y el u´ltimo boto´n,
Volver, no var´ıa. Adema´s de los tres botones, contiene una lista en la que
se carga directamente el directorio completo donde este´n almacenados todos
los XML. Por u´ltimo, este estado posee una etiqueta de ayuda en la parte
inferior que nos va indicando en todo momento los pasos que debemos de
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seguir, y cuando seleccionamos un archivo nos muestra su nombre en dicha
etiqueta para saber cua´l tenemos seleccionado en ese momento. Por otro
lado, destacar la carga del manejador del rato´n para poder interactuar en
esta pantalla y poder seleccionar los botones y elementos correspondientes.
EstadoPopUp
Clase encargada de crear un pop-up. Este se deja creado al inicio, y cuando
se requiera so´lo hay que llamarlo con las instrucciones que se mencionaban
en el inicio de esta seccio´n sobre co´mo cambiar de escena. Al estar an˜adido al
controlador, se puede modificar el texto de dicho pop-up para poder poner el
que interese en ese momento concreto. Destacar que hay que tener cuidado
con el orden en que se presentan las cosas cuando se utilice el pop-up, ya que
si no se puede superponer y no verse el pop-up por quedar escondido entre
los componentes de la escena en la que se este´ en ese momento.
EstadoTimer
Esta clase es la encargada de crear el reloj que se muestra durante el
juego. Este reloj esta´ realizado mediante una etiqueta para poder mostrar
los minutos y segundos, que se van actualizando cada segundo. Para poder
actualizarlo de la manera mencionada, el reloj esta´ construido mediante un
thread que se dispara al inicio del juego y mantiene actualizado el reloj en
todo momento. De esta parte se encarga el me´todo run, que implementa
la clase de la que estamos hablando. Al llegar al final del juego el reloj se
para. As´ı se puede ver el tiempo empleado en resolver el problema. Tambie´n
aparece una nueva etiqueta mostrando el final del juego.
ThreadCargar
Esta clase se encarga de crear el estadoJuego mencionado anteriormente.
Esta clase permite la utilizacio´n de hilos para poder cargar todas las partes
del juego y a la vez poder mostrar un estadoCargando. Con ello se consigue
que todo el proceso vaya ma´s fluido y el usuario apenas perciba el tiempo de
espera mientras todo esta´ siendo creado y cargado.
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4.5.3. El terreno del juego
En esta seccio´n se abordara´n los distintos elementos gra´ficos que compo-
nen el terreno del videojuego. Todos los objetos descritos se encuentran en
el paquete Terreno. De cada objeto describiremos sus atributos, su utilidad
y sus me´todos, haciendo especial hincapie´ en aquellos me´todos ma´s impor-
tantes. La figura 4.4 muestra el diagrama UML de estas clases.
Figura 4.4: Esquema UML de las clases del paquete Terreno.
Habitacion
Esta clase es la que se usa para crear las habitaciones. La clase extiende
la clase Node de JMonkey para que pueda ser incluida dentro del a´rbol que
configura la escena. La constructora tiene los siguientes para´metros de en-
trada:
id es un String que identificara´ a la habitacio´n. Este String se corre-
sponde con el id de la clase Nodo del modelo del a´rbol sinta´ctico.
nombre es un String que contiene el nombre que mostrara´ e´sta. Este
String se corresponde con el nombre de la clase Nodo del modelo del
71
a´rbol sinta´ctico.
modo es un entero que nos indica que´ tipo de habitacio´n sera´ la que se
construya. Esto afecta a la arquitectura de la habitacio´n. Los posibles
valores que puede tomar esta´n registrados dentro de esta clase como
constantes y son las siguientes:
• INI nos indica que la habitacio´n sera´ la habitacio´n inicial. Ten-
dra´ una sola puerta en la pared sur.
• INTER nos indica que la habitacio´n sera´ una habitacio´n interme-
dia. Tendra´ una puerta en la pared sur y otra en la pared norte.
• FIN nos indica que la habitacio´n no tendra´ salida a otro pasillo.
Solo tendra´ una puerta en la pared norte de la habitacio´n.
tamX, tamY y tamZ son los taman˜os que tendra´ la habitacio´n en
cada uno de sus ejes. El anchoPuerta es el taman˜o que ocuparan las
puertas en la pared.
Todos los para´metros de entrada se registran como atributos de la clase,
menos el modo y el anchoPuerta. Adema´s, se almacenan las paredes y el
suelo creados para posteriormente tratarlos en otros me´todos.
La clase tambie´n contiene me´todos accesores para los atributos tamX,
tamY y tamZ. Adema´s la clase reescribe el me´todo draw para poder an˜adir
la textura a las paredes y el suelo. Esta pra´ctica es muy habitual en muchos
objetos de la escena. Otro me´todo importante dentro de esta clase es el
me´todo putTable, que recibe como para´metro un objeto de la clase Mesa y lo
situ´a en el centro de la habitacio´n. Ma´s adelante se describen la clase Mesa
que se encuentra dentro del mismo paquete que esta clase.
Pasillo
Esta clase es la que se usa para crear los pasillos que unira´n cada habitacio´n.
Esta clase extiende la clase Node de JMonkey. Los atributos de la clase son
los siguientes:
ramas es un ArrayList que almacena el objeto 3D que hara´ del suelo
de cada una de las ramas que llevara´n a cada habitacio´n hija.
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pDramas y pIramas son unos ArrayList que almacenan los objetos
3D que hara´n de las paredes derecha e izquierda, respectivamente, de
cada rama.
nexo es un objeto 3D que hara´ del suelo del pasillo que sale de la
habitacio´n padre.
pDnexo y pInexo son unos objetos 3D que hara´n de las paredes
derecha e izquierda, respectivamente, del pasillo que sale de la habita-
cio´n padre.
bus es un objeto 3D que hara´ del suelo del pasillo transversal que
unira´ el nexo con las ramas.
pIbus , pDbus, pTIbus y pTDbus son los objetos 3D que hara´n de
paredes izquierda, derecha, pared norte izquierda y pared norte derecha,
respectivamente, del pasillo transversal que unira´ el nexo con las ramas.
pBBus es un ArrayList que almacena los objetos 3D que hara´n de las
paredes sur del bus.
tamY es un nu´mero en coma flotante que almacena la altura de las
paredes del pasillo.
Adema´s cuenta con constantes que especifican el largo de cada rama y el
ancho del pasillo.
La u´nica constructora de la clase tiene como para´metros: el nombre del
pasillo, un entero que indica el nu´mero de ramas que conectara´ el pasillo, la
altura de las paredes del pasillo y un nu´mero en coma flotante que indica
la separacio´n entre las ramas. La constructora crea el nexo con sus paredes.
Despue´s crea el bus en funcio´n del nu´mero de ramas y la separacio´n entre las
ramas introducidos en la constructora. Especial atencio´n requiere la creacio´n
de las paredes sur del bus, ya que su taman˜o y nu´mero varia en funcio´n del
nu´mero de ramas y del espacio entre cada rama. Por u´ltimo, se crea cada
rama con sus paredes.
Esta clase tambie´n cuenta con una funcio´n accesora a su atributo tamY.
Adema´s reescribe el me´todo draw de la clase Node de JMonkey para incluir
las texturas necesarias a cada objeto 3D creado.
73
Mesa
Esta clase es la que se usa para crear una mesa. Adema´s, como las mesas
sirven como a´rea de intercambio de atributos que el usuario puede usar a
trave´s del avatar, cuenta con los me´todos necesarios para acceder a los atrib-
utos y gestionarlos. Los atributos con los que cuenta la clase son los siguientes:
listaDeAtributos es un ArrayList que contiene todos los atributos
almacenados en esa mesa.
fisicas es un nodo de f´ısicas esta´tico proporcionado por JMonkey (Stat-
icPhysicsNode). Se utiliza para proporcionarle propiedades f´ısicas a la
mesa y para poder registrar un evento de colisio´n.
collisionEventHandler es un boto´n sinte´tico que emula a una entrada
del usuario. Con esto, hacemos que la colisio´n entre la f´ısica de la mesa
con cualquier otro objeto con f´ısicas se trate como otra entrada del
usuario.
ctr es un enlace al controlador del videojuego para poder acceder a
informacio´n necesaria para gestionar los atributos que se encuentran
en la mesa.
La u´nica constructora de la clase tiene como para´metros: un nombre para
la mesa, el enlace al controlador del videojuego y el nodo de f´ısicas. La
constructora carga el modelo 3D de la mesa, inicializa el ArrayList y registra
la colisio´n con la f´ısica de la mesa como una entrada del usuario con un
InputAction creado que gestiona la colisio´n.
Adema´s cuenta con me´todos para gestionar los atributos situados en la
mesa. Estos me´todos son:
putAttribute es un me´todo que situ´a el atributo pasado como para´metro
en una posicio´n aleatoria de la mesa, actualizando el atributo lis-
taDeAtributos.
linkAttribute es un me´todo que lleva a cabo la resolucio´n de una
dependencia entre dos atributos de entrada. Si el atributo a an˜adir al
atributo objetivo no es necesario, se activara´n unas part´ıculas de humo
que brotara´n del atributo.
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initialCheck es un me´todo que recorre todos los atributos de la mesa
y comprueba su estado para activar aquellos atributos que no tengan
dependencias.
Terreno
Es la clase ma´s importante de este paquete. Se encarga de construir el
laberinto que presentara´ la partida a partir del modelo cargado desde el
XML del ejercicio. Adema´s, permite situar al jugador dentro del laberinto en
cualquier posicio´n. Los atributos de la clase son los siguientes:
name es el nombre del terreno.
posIni es un vector de tres nu´meros en coma flotante que define la
posicio´n inicial en la que aparecera´ el jugador.
sceneNode es el nodo de la clase de JMonkey Node donde se an˜adira´n
todos los objetos generados para construir el laberinto.
fisicas es el espacio de f´ısicas (PhysicsSpace) proporcionado por JMon-
key para crear nodos con propiedades f´ısicas.
input es un manejador de entrada de usuario para registrar los botones
sinte´ticos creados por cada mesa.
ctr es un enlace al controlador del videojuego.
mesas es un ArrayList donde se almacenan todas las mesas creadas en
el laberinto.
La constructora inicializa los atributos de la clase usando los para´metros
de entrada. Estos son: el nombre, la posicio´n inicial donde aparecera´ el ju-
gador, el nodo ra´ız de la escena, el espacio de f´ısicas y el enlace al controlador.
Los me´todos ma´s importantes son generateMap y putTables que se pasan
a explicar a continuacio´n.
El me´todo generateMap recorre un a´rbol sinta´ctico modelado con la es-
tructura presentada en el apartado anterior utiliza´ndolo de forma recursiva.
Mientras lo recorre, va generando las habitaciones, una por cada nodo del
a´rbol sinta´ctico, pero no genera los pasillos. Los pasillos necesitan saber el
espacio entre las ramas, que dependera´ del nu´mero de hojas que cuelguen de
este pasillo. Este dato se calcula al final de la recursio´n, as´ı que los pasillos se
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construyen usando el valor que devuelve la llamada a la recursio´n siguiente.
Esto se hace para asegurarse que ningu´n pasillo o habitacio´n se solapen entre
s´ı, asegura´ndose de que los pasillos ma´s cercanos a la habitacio´n ra´ız tengan
ma´s espacio entre las ramas. Una vez generado todo el laberinto, se crea las
f´ısica que envolvera´ a las paredes, el suelo de las habitaciones y los pasil-
los. Tras generar el laberinto, se pasa a crear las mesas y situarlas en cada
habitacio´n. Esta tarea se lleva acabo gracias al me´todo putTables que recorre
el a´rbol de la escena creado por generateMap y situ´a en cada habitacio´n una
mesa y activa su “boto´n simulado” para realizar la accio´n registrada cuando
otro objeto con f´ısicas colisione con la f´ısica de la mesa. Adema´s, este me´to-
do nos devuelve una lista con los atributos que no esta´n sintetizados dentro
del a´rbol sinta´ctico para poder registrarlos en el controlador. La figura 4.5
muestra de forma esquema´tica co´mo se recorre el a´rbol sinta´ctico y como se
va construyendo el laberinto a la vez.
Figura 4.5: Esquema de la construccio´n del laberinto a partir del a´rbol
sinta´ctico
76
Adema´s, esta clase cuenta con me´todos para situar el avatar del jugador
dentro del laberinto y teletransportarlo, tambie´n.
4.5.4. Los elementos del juego
En esta seccio´n se abordara´n los distintos elementos gra´ficos que se en-
contrara´n dentro del terreno del videojuego. Todos los objetos descritos se
encuentran en el paquete Elementos. De cada objeto describiremos sus atrib-
utos, su utilidad y sus me´todos, haciendo especial hincapie´ en aquellos me´to-
dos ma´s importantes. Adema´s, dentro de este paquete se encuentran otros
dos paquetes que contienen clases para las distintas trampas y el otro para
sus efectos. La figura 4.6 muestra el diagrama UML de las siguientes clases.
Figura 4.6: Diagrama UML de las clases que componen el paquete Elementos.
Player
La clase Player representa el avatar que el usuario manejara´ a lo largo del
juego. Para ello produce el modelo 3D del avatar y tambie´n los elementos de
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f´ısicas necesarias para poder mover el avatar. Proporciona los me´todos nece-
sarios para mover el avatar a lo largo del terreno mediante sus f´ısicas. Adema´s
contiene las herramientas necesarias para gestionar el inventario donde alma-
cenara´ las copias de atributos que ira´ haciendo. Los atributos que contiene
esta clase son:
inventario es un ArrayList donde se almacenara´n las copias de atrib-
utos que haga el usuario.
charNode es un Node de JMonkey donde se an˜adira´n el resto de nodos
que componen el avatar.
feetNode es un DynamicPhysicsNode de JMonkey. Esto permitira´ el
movimiento al avatar que manejara´ el usuario.
physNode es un DynamicPhysicsNode de JMonkey. E´ste objeto en-
vuelve al modelo que representa al avatar para poder detectar colisiones
con el modelo.
model es un Node de JMonkey donde se almacenara´ el modelo 3D del
avatar.
onGround es un booleano que indica si el avatar esta posado sobre el
suelo o no.
La constructora tiene como para´metros: un String con el nombre del ju-
gador, el modelo 3D del avatar y un espacio de f´ısicas para generar los nodos
de f´ısicas dina´micos necesarios para el avatar. La constructora carga el mod-
elo en el atributo model. Antes de continuar con la construccio´n del avatar
se comprueba que el modelo cargado incluya las animaciones de movimien-
to. Despue´s se crean las f´ısicas que regira´n el movimiento y la deteccio´n de
colisiones del avatar. En este caso se ha recurrido a seguir un esquema de
f´ısicas muy usual en juegos en tercera persona. La figura 4.7 representa de
forma esquema´tica la estructura de las f´ısicas para el avatar. El bloque verde
se corresponde con el atributo physNode y se usa para detectar las coli-
siones con el torso del avatar. El bloque azul se corresponde con el atributo
feetNode se corresponde con los pies del avatar, sera´ el encargado de dotar




Figura 4.7: Esquema de la organizacio´n de las f´ısicas para el avatar.
Para que el avatar se pueda mover hacia delante o hacia atra´s so´lo hay
que aplicar una velocidad angular a la esfera que representa sus pies en el
eje X. El signo de esa velocidad indicara´ en que sentido se mueve el avatar.
Para rotar el avatar so´lo es necesario aplicar a los dos bloques de f´ısicas, la
esfera y el cilindro, una velocidad angular en sus ejes Y.
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Adema´s, la clase contiene me´todos para encapsular los posibles movimien-
tos del avatar, giro y avance. Tambie´n tiene me´todos para an˜adir y quitar
atributos al inventario del avatar.
Atributo
Esta clase representa los atributos que se encontrara´n en las mesas de las
habitaciones. Es la representacio´n de los atributos que se encuentran en el
modelo del a´rbol sinta´ctico, por lo que entre sus atributos (como clase) se
puede encontrar atributos que contienen los atributos del modelo del a´rbol
sinta´ctico. Esta clase hereda de la clase Node de JMonkey. Los atributos de
esta clase son:
origen es un String donde se almacenara´ el id de la habitacio´n a la
que pertenece el atributo.
origenNombre es un String donde se almacenara´ el nombre de la
habitacio´n a la que pertenece.
activo es un booleano que indica si el atributo esta´ ya sintetizado o
no.
dependencias es un ArrayList de String que contendra´ las depen-
dencias de este atributo. Cada dependencia es un String que tiene la
siguiente forma : “id de la habitacio´n a la que pertenece el atributo del
que depende”.“nombre del atributo del que depende”.
cumplidas es un ArrayList de booleanos que tiene el mismo nu´mero
de elementos que dependencias. Nos indica que´ dependencias se han
cumplido y cuales no.
La constructora crea la caja en 3D y la asocia al objeto. Despue´s ini-
cializa los ArrayList e introduce los para´metros de entrada restantes de la
constructora con el atributo adecuado.
Aparte de las accesoras y modificadoras para los atributos de la clase
cuenta con los siguientes me´todos para gestionar las dependencias del atrib-
uto:
addDependencia que an˜ade al ArrayList de dependencias la de-
pendencia. El String introducido debe tener la forma explicada ante-
riormente. Tambie´n an˜ade al ArrayList de cumplidas un falso en la
misma posicio´n.
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isActivate que comprueba todos los booleanos de cumplidas para
saber si ya se puede marcar el atributo activo del atributo.
esNecesario que tiene como entrada un String de dependencia. Com-
prueba si la dependencia esta´ registrada en dependencias. Si la de-
pendencia esta registrada en dependencias y no ha sido procesada
ya, se invoca al me´todo isActivate para comprobar si era la u´ltima
dependencia por comprobar y actualizar as´ı el booleano activo.
activate es el me´todo que se encarga de mostrar visualmente la acti-
vacio´n de un atributo, an˜adie´ndole una part´ıcula de activacio´n (clase
ParticulaActivacion de este mismo paquete) que se explicara´ ma´s ade-
lante.
Part´ıculas
En Knuthians existen dos tipos de part´ıculas: las part´ıculas de fallo, que
aparecen cuando se an˜ade un atributo a otro como dependencia y no era
necesario, y las part´ıculas de activacio´n, que aparecen cuando un atribu-
to esta´ sintetizado. Cada una de ellas cuenta con una clase distinta, pero
muy parecidas, que son ParticulasActivacion y ParticulasFallo. Contienen
un atributo de tipo ParticleSystem donde se almacenara´ la part´ıcula, y am-
bas tienen la constructora donde se configura la part´ıcula y otro me´todo para
obtener la part´ıcula configurada en la constructora.
Dependiendo de la part´ıcula, se configurara´ de un modo u otro.
TextLabel2D
Esta clase sirve para crear etiquetas en 2D con el texto y color que se
quiera. La constructora tiene como para´metros el texto a introducir. Ofrece
gran cantidad de posibilidades de configuracio´n mediante distintos me´todos.
Se puede cambiar el color, la fuente, la sombra, etc.
Trampas
Este paquete contiene una clase abstracta, Trampa, que define los me´todos
y atributos necesarios para cualquier trampa y que deben extender todas las
trampas. Los atributos son:
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origin es un vector (Vector3f ) que indica la posicio´n inicial de la tram-
pa dentro del laberinto.
physics es un espacio de f´ısicas (PhysicsSpace) para que en las trampas
que extiendan de esta clase se puedan crear los elementos f´ısicos que se
deseen.
effect es el efecto que se asocia a la trampa. Son objetos que imple-
mentan la interfaz IEffect que se explicara´ ma´s adelante.
input es un manejador de entrada de usuario para registrar los botones
simulados creados para reaccionar ante las colisiones de las f´ısicas de
los objetos creados para la trampa.
La constructora tiene como para´metros los mismos que los atributos, los
cuales asigna a estos dentro de la constructora. Cuenta tambie´n con el me´to-
do privado performAction que invoca al me´todo performAction de effect.
Adema´s propone dos me´todos abstractos que se deben implementar en las
trampas concretas. Estos me´todos son:
update que se encargara´ de actualizar en cada vuelta del bucle la
dina´mica de las f´ısicas y la lo´gica de la trampa, en caso de que el
programador lo considere necesario.
putTrampa que an˜adira´ los objetos 3D necesarios al nodo pasado por
para´metro para construir la trampa.
Usando esta clase abstracta se han construido las dos trampas que se
pueden encontrar en el videojuego dentro de este paquete.
Effects
Dentro de este paquete se encuentra una interfaz que deben implementar
todas las trampas. Esta interfaz IEffect, contiene un me´todo llamado perfor-
mAction que sera´ el encargado de cambiar el estado de los elementos que el
programador del efecto considere necesarios.
Para Knutians se han programado dos efectos distintos. LoseAttr es una
clase que implementa la interfaz IEffect y en su me´todo performAction elim-
ina el u´ltimo elemento an˜adido al inventario del avatar. Teletransporter, al
igual que LoseAttr, implementa la interfaz IEffect. En este caso el efecto pro-
gramado en el me´todo de la interfaz teletransporta al avatar del usuario a
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una posicio´n dada a la clase como para´metro en la constructora. Un aspecto
importante de estos dos efectos programados es que se apoyan en el contro-
lador para poder consultar y modificar la informacio´n necesaria para llevar
a cabo el efecto.
La figura 4.8 muestra el diagrama UML de las clases que en encuentran
en los paquetes Effects y Trampas.
Figura 4.8: Diagrama UML de las clases que componen los paquetes Effects
y Trampas.
4.5.5. Las ca´maras
En esta seccio´n se abordara´ el uso de la ca´mara dentro de Knuthians,
as´ı como las clases necesarias para crearla y usarla. Todas las clases descritas
en esta seccio´n se encuentran dentro del paquete Camaras. En este paquete
se encuentra una clase que define y configura la ca´mara usada. Adema´s se
encuentran tres clases que heredan de la clase MouseInputAction de la JMon-
key. Estas acciones se asocian directamente a las acciones que procedan del
rato´n. Estas tres acciones representan las tres vistas distintas que el usuario
puede usar a lo largo del juego.
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A continuacio´n se va a describir la clase Camara donde se crea la ca´mara.
Para finalizar se explicara´ brevemente cada una de las acciones que mane-
jara´n estas ca´maras para producir las tres vistas distintas que aparecen en el
videojuego.
La figura 4.9 muestra el diagrama UML de las clases que componen el
paquete Camaras.
Figura 4.9: Diagrama UML de las clases que componen el paquete Camaras.
Camara
Esta clase crea y configura la ca´mara que se usara´ a lo largo del video-
juego. En este caso, y para facilitar el manejo de la misma, se opto´ por
usar una ca´mara que a la vez fuese un nodo. La ca´mara se comporta como
un objeto ma´s dentro del videojuego, como podr´ıa comportarse una de las
habitaciones o una esfera. Esto facilita en gran medida las operaciones de
rotar y mover la ca´mara, porque no es necesario preocuparse de actualizar
los vectores que rigen el comportamiento de la ca´mara; JMonkey se encarga
de ello internamente. La clase que crea ca´maras que son nodos a la vez se
llama CameraNode y se encuentra dentro de JMonkey. Nuestra clase ca´mara
tiene como atributo un objeto de la clase CameraNode.
Se decidio´ usar este tipo de ca´maras porque es especialmente u´til cuando
la ca´mara debe seguir a un objeto constantemente, girando y desplaza´ndose
con e´l. Al ser la ca´mara un nodo tambie´n, nos permite asociarlo al modelo 3D
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del avatar y no tener que comprobar en alguna otra parte del co´digo cua´l es la
posicio´n del avatar y la de la ca´mara y tener que actualizarla constantemente.
Entre sus me´todos se encuentra me´todos para ligar la ca´mara a otro nodo,
rotar y mover la ca´mara, y me´todos accesores para la posicio´n global de la
ca´mara y para el objeto CameraNode.
MouseMovingCamPlayer
Esta clase se encarga de gestionar el movimiento de la ca´mara con el
rato´n, cuando esta´ ligada al avatar. Al extender la clase MouseInputAction
de JMonkey, se debe implementar el me´todo performAction de esta clase. En
este me´todo se realizan dos tareas: en primer lugar permite rotar la ca´mara
en el eje X y en el eje Y dentro de unos rangos, y por otro lado permite variar
la posicio´n de la ca´mara en el eje Y, dentro de unos rangos tambie´n.
Todos los para´metros de configuracio´n de los rangos en los que se puede
mover la ca´mara con esta accio´n de rato´n se pasan por para´metro en la
constructora. Adema´s utiliza el controlador para saber en que´ momento tiene
efecto esta accio´n o no.
MouseMovingCamXZ
Esta clase se encarga de gestionar el movimiento de la ca´mara con el
rato´n cuando se va a mostrar la vista ae´rea. Con esta accio´n se puede ac-
ercar la ca´mara a los bordes del a´rea visible del videojuego y la ca´mara se
desplazara´ en la direccio´n de ese borde. Para conseguir esto se compara la
posicio´n actual del rato´n con la posicio´n de los bordes. Si la posicio´n coincide
con algu´n borde se var´ıa la posicio´n de la ca´mara.
La constructora tiene como para´metros el ancho y largo de la pantalla,
la velocidad a la que se movera´ la ca´mara, y dentro de que´ l´ımites se puede
mover la ca´mara.
MouseMovingTableCamXZ
Esta clase extiende a la clase anterior. Esto es debido a que la vista
ofrecida cuando el avatar se acerca a una mesa es muy similar a la ofrecida
en la vista ae´rea del laberinto, pero con una diferencia. El objetivo de la
ca´mara, en este caso, var´ıa en funcio´n de que´ mesa se acerque el avatar. Por
ello se construyo´ esta clase que funciona de igual manera que la anterior,
pero cada vez que se va a comprobar el movimiento de la ca´mara, primero
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se cambia el objetivo de la ca´mara por la u´ltima mesa a la que el avatar del
usuario se ha acercado.
4.5.6. Estructura de la GUI
A continuacio´n se explicara´ el paquete GUI, que es el encargado de intro-
ducir la parte gra´fica con la que interactuara´ el usuario; es decir ventanas,
menus, botones, etc. La figura 4.10 muestra el diagrama UML de estas clases.
Figura 4.10: Diagrama UML de las clases que componen el paquete GUI.
La introduccio´n de la GUI permite que el videojuego adquiera un es-
tilo personal, el cual puede ser cambiado de manera muy sencilla variando
solamente las texturas y los colores de cada uno de los componentes. Seguida-
mente se hablara´ de manera breve de los componentes ma´s importantes uti-
lizados en la GUI del juego. La explicacio´n se dara´ en base a las clases del
paquete GUI del proyecto para dar una mayor claridad y una mejor visio´n
general al programador:
Componente Bordes
Esta clase se encarga de bordear las diferentes ventanas que aparezcan
dentro del videojuego. Para ello se hallan los puntos de los ve´rtices donde se
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van a insertar la textura correspondiente. Con ello se pretende dar un estilo
personalizado al videojuego y presentar una interfaz ma´s elegante al usuario.
Cabe destacar la existencia de me´todos para poder insertar y actualizar t´ıtu-
los en dichos bordes.
Componente Boto´n
Dicha clase se encarga de simular un boto´n. En su construccio´n se puede
configurar el texto para mostrar en dicho boto´n, el color de fondo del boto´n,
color de fondo del texto y su taman˜o, insertar animacio´n al boto´n en forma
de movimiento y cambiar el aspecto al pasar el rato´n por encima de e´l. Por
u´ltimo, cabe destacar la posibilidad de indicar acciones a realizar cuando se
pulse dicho boto´n. Esta propiedad la hereda del componente Widget, del que
se hablara´ ma´s adelante.
Componente Contenedor
Esta clase se compone de un Widget (se hablara´ ma´s adelante de e´l)
que sirve para agrupar otros componentes y poder crear una jerarqu´ıa. De
esta manera es ma´s fa´cil poder trabajar con los diferentes componentes. Es
u´til para organizar escenas en las que existen muchos componentes, ya que
se insertan en un contenedor y de esta manera so´lo hay que configurar el
taman˜o y la posicio´n de dicho contenedor, obviando los para´metros de cada
componente, puesto que anteriormente se han fijado al contenedor.
Componente ElemLista
Clase que se encarga de crear un componente que forma parte del compo-
nente lista. En elemLista se prepara la celda para ser insertada en una lista
determinada. Aqu´ı es donde se configura el estilo que presentara´ la celda
cuando se seleccione, ya sea mediante rato´n o teclado.
Componente Fondo
Esta clase es la encargada de poner fondo a cualquier componente, ya sea
listas, contenedores, pop-up, etc. Para ello va fijando los diferentes ve´rtices
para luego poder introducir correctamente la textura. Cabe destacar que
cambiar el fondo de cualquier componente es tan sencillo como cargar otra
imagen en la ruta de dicha textura.
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Componente GUIAccion
Clase abstracta que se encarga de declarar acciones que pueden ser eje-
cutadas por cualquier Widget, es decir en cualquier componente. Dicha clase
contiene un me´todo llamado Accion que se sobreescribira´ para dar las in-
strucciones correspondientes en cada componente.
Componente Label
Esta clase es la encargada de crear una etiqueta en la GUI. Dicha etiqueta
contiene me´todos para poder configurar el taman˜o del texto, color y poder
actualizar el contenido del texto.
Componente Lista
Clase que se encarga de crear una lista. Para ello se tienen que crear los
elemLista mencionados anteriormente para ir an˜adie´ndolos a la lista. Lista
implementa me´todos para poder ajustar el taman˜o de la lista, eliminar los
botones de scroll, mover el seleccionado, ver que´ celda esta seleccionada en
ese momento, cambiar la celda seleccionada, etc.
Componente PopUpWarning
Clase que crea un pop-up con informacio´n. Se ha de tener cuidado en
el orden en el que se genera para que salga visible en primer plano y se
sobreponga a los dema´s componentes que este´n en ese momento activos y
visibles. El pop-up consta de una pequen˜a ventana que lleva el borde para
no perder el estilo de la GUI y una etiqueta donde se inserta la informacio´n
que se mostrara´. Tambie´n posee un me´todo que permite activar y desactivar
la visibilidad del pop-up, de tal manera que siempre se crea en una escena y
lo u´nico que hay que hacer es ponerlo visible en el orden adecuado, como se
ha mencionado anteriormente.
Componente Rato´n
Esta clase se encarga de dibujar el cursor del rato´n en la GUI. Se im-
plementan me´todos para poder cambiar el icono por si no se quiere el rato´n
definido por defecto y tambie´n para ocultarlo en caso de que no haga falta
en alguna escena determinada.
88
Componente Widget
Esta clase constituye el componente ma´s importante de la GUI, ya que
todos heredan de e´l. Este componente es el que se encarga principalmente de
las acciones y de cambiar el aspecto del componente que herede de e´l. Este
componente implementa me´todos para las propiedades : taman˜o, visibilidad,
activacio´n y la opcio´n de saber si se ha seleccionado o no dicho componente.
Cabe destacar que es el componente ma´s relacionado con la arquitectura de
JMonkey, ya que es e´ste el que se encarga de asociar a, y desasociar, de la
escena los componentes que heredan de e´l.
PrincipalGUI
Por u´ltimo hay que destacar la clase PrincipalGUI. Esta clase es una
especie de factor´ıa de Widgets. En ella se inicializan todos los componentes
que componen la GUI. Con ello se consigue una mayor claridad y una mejor
organizacio´n de la GUI. En esta clase es donde se configura la fuente de letra
que se utilizara´ durante la GUI. Tambie´n hay que destacar que la constructora
da la posibilidad con un booleano de que aparezca o no el rato´n. Esto se hace
de esta manera debido a que existen escenas en el juego que no precisan de
rato´n, y al iniciar la GUI para esa escena se desactiva. En cada escena del
juego se crea un PrincipalGUI para poder utilizar todos los componentes
mencionados anteriormente.
4.5.7. Las entradas de usuario
Cada tecla que el usuario vaya a usar para interaccionar con el videojuego
debe estar previamente registrada en el manejador de entrada, junto con la
accio´n asociada a dicha tecla. Con el fin de aunar todas estas acciones se han
guardado todas en el paquete Inputs, y para ayudar a la comprensio´n de cua´l
es la utilidad de cada accio´n, se ha creado la clase ConfigInput, que contiene
me´todos para que, segu´n el estado en el que se encuentre el videojuego,
cargar las acciones que sean necesarias. Todas las acciones extienden la clase
InputAction de JMonkey.
Todas las acciones que aparecen en el videojuego esta´n gestionadas por
el controlador, que indica mediante una variable de estado cua´ndo se puede
llevar acabo la accio´n o no. A continuacio´n se explicara´n con brevemente
cada una de las acciones.
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La figura 4.11 muestra el diagrama UML que explica la organizacio´n de
las acciones con la clase Controlador que las maneja.
Figura 4.11: Diagrama UML de las clases que compone el paquete Inputs.
ExitKeyAction hace que el videojuego termine y la aplicacio´n se cierre.
Esta´ asociada a la tecla escape.
InputActionMap hace que la vista cambie para mostrar la vista ae´rea
del laberinto. Esta´ asociada a la tecla M.
InventarioKeyFAction y InventarioKeyRAction son las acciones que
permiten navegar por la lista de objetos del inventario, siempre y cuan-
do e´ste este´ abierto. Esta´n asociadas a las teclas F y R, respectiva-
mente.
InventarioKeyQAction realiza la accio´n de preparar un atributo para
depositarlo en la mesa en la que el avatar este´ actualmente; es decir,
guarda el atributo seleccionado en el inventario, cierra el inventario y
muestra el puntero del rato´n. Esta´ asociada con la tecla Q.
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MousePickingAction se encarga de buscar que´ atributo ha sido selec-
cionado con el rato´n. Una vez lo ha encontrado, en funcio´n de la tecla
del rato´n pulsada y del estado del videojuego se puede: hacer una copia
del atributo seleccionado e incluirla en el inventario del avatar, deposi-
tar un atributo, previamente seleccionado en el inventario, sobre otro
para resolver una dependencia, o abrir un pop-up con informacio´n so-
bre el atributo seleccionado. Esta accio´n esta´ asociada a las teclas del
rato´n.
MoveAction se encarga de gestionar el movimiento del avatar. Esta
accio´n esta´ asociada a las cuatro teclas de movimiento (W, S, D y
A). La accio´n es la misma para las cuatro teclas. Esto se hace as´ı, para
poder realizar giros y desplazamientos al mismo tiempo.
StopAction tambie´n se encarga de gestionar el movimiento del avatar.
Esta accio´n asociada a las teclas de avance y retroceso (W y S, respec-
tivamente). Se encarga de detener el avance del avatar cuando estas
teclas dejan de presionarse.
PlayerModeKeyIAction se encarga de abrir y cerrar el inventario del
avatar. Esto se consigue activando y desactivando el estado de JMonkey
(GameState) que contiene la GUI del inventario. Esta accio´n esta´ aso-
ciada a la tecla I.
TableKeyEAction se encarga de cerrar la vista ae´rea del laberinto o de
salir de la vista centrada en la mesa. Esta accio´n esta´ asociada a la
tecla E.
Todas estas acciones se cargan al iniciar un ejercicio y es el controlador
el que se encarga de gestionarlas mediante estados y flags de activacio´n.
Otra opcio´n podr´ıa haber sido ir liga´ndolas y desliga´ndolas del manejador de
entradas de usuario (InputHandler) segu´n el estado en el que se encontrase
la partida. Esto originaba una gran ralentizacio´n del videojuego, ya que el
coste de an˜adirlos y borrarlos es muy elevado.
4.5.8. El controlador
Con el fin de gestionar todos los recursos proporcionados por el motor
de videojuegos usado, se creo´ la clase Controlador. Esta clase auna todos los
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datos necesarios para gestionar la lo´gica interna del videojuego, as´ı como para
provocar las transiciones entre los distintos estados de JMonkey que se han
programado. Entre sus datos se encuentran, por ejemplo, enlaces al avatar
del videojuego, un enlace al u´ltimo atributo seleccionado, con la tecla Q, del
inventario, un enlace a la u´ltima mesa a la que se acerco´ el avatar, la ca´mara
del videojuego, la lista de atributos que le falta al usuario por sintetizar,
enlaces al terreno, al nodo ra´ız del a´rbol de objetos 3D de la escena, etc.
Adema´s el controlador cuenta con dos atributos enteros que indican el estado
en el que se encuentra el videojuego y el inventario. Los posibles estados esta´n
descritos mediante constantes. As´ı, para el atributo que describe el estado
del videojuego tenemos los siguientes estados:
JUGADOR nos indica que el usuario puede manejar al avatar dentro
del laberinto. Representa el curso normal del videojuego.
MESA nos indica que el usuario ha acercado el avatar a una mesa,
lo que producira´ un cambio en la ca´mara y en el comportamiento de
algunas entradas. El usuario puede, en e´ste estado, incorporar nuevos
atributos a su inventario o preparar el inventario para depositar un
atributo sobre otro que pertenezca a esa mesa.
MAPA nos indica que el usuario esta´ observando el laberinto desde la
vista ae´rea.
DEJAR OBJ nos indica que el usuario ha seleccionado un objeto de
su inventario con la tecla Q cuando estaba dentro del estado MESA y
que se dispone a seleccionar un atributo de la mesa para resolver una
dependencia.
Y para el estado del inventario tenemos las constantes que nos indican que
esta´ abierto o cerrado. Estos estados se usan en cada una de las acciones de
entrada del usuario para determinar cua´ndo se pueden utilizar dichas acciones
u originar comportamientos dependientes de estos estados para determinadas
acciones. La idea general es que el controlador esta´ presente en la generacio´n
de los elementos que configuran el videojuego para almacenar enlaces a estos
objetos para, posteriormente, en las acciones de entrada de usuario poder
modificarlos segu´n el estado que nos indique el controlador en cada momento.
La figura 4.12 muestra el diagrama UML de la clase Controlador.
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Figura 4.12: Diagrama UML de la clase Controlador y su relacio´n con el resto
de clases.
4.6. El editor de ejercicios
El editor de ejercicios conforma una aplicacio´n separada del proyecto
principal. La aplicacio´n ha sido desarrollada en el lenguaje Java con el toolkit
de controles gene´ricos SWING.
El disen˜o principal de la aplicacio´n es un patro´n Modelo/Vista/Controlador.
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Figura 4.13: Esquema UML del editor de ejercicios.
4.6.1. Modelo
Se ha aprovechado el disen˜o del proyecto principal, ya que consta de un
modelo para generar el mapa en 3D dina´micamente. Este modelo ha sido
disen˜ado de tal forma que aprovecha la tecnolog´ıa Serializable1 de Java,
de tal forma que es posible directamente guardar el estado de determinadas
instancias de ciertas clases en ejecucio´n a un fichero. En este caso, se ha
optado por el formato XML.
Una vez volcado el estado del modelo a un fichero XML, se podra´ cargar
dicho fichero XML en el juego Knuthians, siendo instanciado este modelo,
ya que ambos modelos, tanto el del juego como el del editor de ejercicios
coinciden.
4.6.2. Vista
La vista es un control JTree2 del toolkit SWING de Java. Se ha aprovechado
el modelo escrito para serializar el estado del mapa en un fichero para mostrar






El editor de ejercicios podr´ıa ser ampliado en un futuro para an˜adir un
paso ma´s en el que se puedan determinar las posiciones de las trampas en los
pasillos y habitaciones, de tal forma que estas trampas puedan ser estableci-




Conclusiones y Trabajo Futuro
5.1. Conclusiones
En este trabajo se ha desarrollado un videojuego educativo que pretende
ensen˜ar el funcionamiento de las grama´ticas de atributos. Tambie´n se ha crea-
do una herramienta orientada a la creacio´n de ejercicios para el videojuego.
Se ha mostrado, tambie´n, como´ se usa el videojuego y la herramienta de
creacio´n de ejercicios. De esta forma, el trabajo ha satisfecho completamente
los objetivos planteados al comienzo del mismo. Ma´s concretamente:
El trabajo nos ha permitido iniciarnos y profundizar en el conocimiento
de las tecnolog´ıas para el desarrollo de videojuegos, lo que ha resulta-
do un valioso complemento a los conocimientos adquiridos en nuestros
estudios de Ingenier´ıa Informa´tica. As´ı mismo, tambie´n hemos profun-
dizado en los conocimientos propios de la materia de Procesadores de
Lenguaje.
Nos ha permitido introducirnos en el mundo del e-Learning. Ma´s conc-
retamente, nos ha introducido a la creacio´n de videojuegos educativos,
sus usos y sus caracter´ısticas.
Nos ha ayudado a mejorar nuestras habilidades a la hora de trabajar
en grupo y de forma colaborativa en un proyecto, con lo que hemos




El trabajo iniciado en este proyecto no termina, en absoluto, aqu´ı. Efec-
tivamente, surgen mu´ltiples l´ıneas de trabajo futuro. Estas l´ıneas pueden
clasificarse en l´ıneas a corto, medio y largo plazo:
A corto plazo surgen distintas mejoras para dar al videojuego un mejor
aspecto y hacerlo ma´s atractivo. Por un lado, es necesario mejorar
el apartado gra´fico del videojuego, creando modelos 3D ma´s elabora-
dos para el avatar y el resto de elementos del videojuego. As´ı mismo,
ser´ıa conveniente mejorar las animaciones del avatar. Por otro lado, es
necesario introducir algunos elementos lu´dicos adicionales al videojuego
para hacerlo ma´s atractivo. Algunas ideas para conseguirlo pueden ser:
an˜adir enemigos con los que el jugador debera´ lidiar o crear tram-
pas ma´s elaboradas. Tambie´n, con el fin de aumentar la componente
educativa, se podr´ıa an˜adir alguna trampa que obligase al usuario a re-
sponder a una pregunta relacionada con la asignatura de Procesadores
de Lenguajes. Por u´ltimo, ser´ıa necesario realizar una refactorizacio´n y
mejora de la herramienta de creacio´n de ejercicios, para hacer su uso
ma´s co´modo e intuitivo.
A medio plazo surge la necesidad de investigar la utilidad educativa de
este videojuego. Para ello se propone realizar estudios entre el alumnado
de la asignatura de Procesadores de Lenguajes, mediante sencillos test
para comprobar la utilidad de forma estad´ıstica. En funcio´n de este
estudio se realizar´ıan los cambios necesarios en e´l.
A largo plazo surgen distintas mejoras para completar el producto.
Entre ellas, construir un sitio web donde promocionar el videojuego,
con tutoriales sobre su uso, una comunidad web donde los usuarios
puedan compartir sus experiencias y consejos, etc. Otra posible mejora
es la de dotar de un sistema automa´tico de descargas de ejercicios al
videojuego. Con este sistema el docente podr´ıa subir sus ejercicios a un
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