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Abstract
This paper critiques and extends Lamport's taxonomy of asynchronous registers, [Lam86a], [Lam86b].
This extended taxonomy is used to characterise Simpson's 4-slot asynchronous communication mechanism
(ACM), [Sim90], [Sim92], [Sim97a], [Sim97b], [Sim97c]. A formalisation of the Lamport atomic property
and Simpson's original 4-slot implementation is given in the PVS logic [OSRSC99a]. We prove that the
4-slot is atomic using Nipkow's retrieve relation proof rules, [Nip86], [Nip87], [Jon90]. A description is
given of the formal proofs, which have been discharged in the PVS theorem prover [OSRSC99b].
Keyword: asynchronous communication, rei¯cation, re¯nement, retrieve relation.
1 Introduction
Asynchronous Communication Mechanisms (ACMs) are inter-process communication devices that support
the communication of data between writing and reading processes which are unconstrained in when and at
what rate they can access the mechanism. Not only may reads and writes overlap, but multiple consecutive
writes may overlap a read and vice versa. ACMs are essentially shared variables or registers, and typically
have the properties that: a value written into one may be read many times; and writing a value conceptually
destroys (makes unavailable for reading) values previously written.
ACMs are of particular interest for a number of reasons, including:
• They are present whenever systems communicate that do not share a clock. This is even true when
there is apparent support for synchronous communication, as such mechanisms need to be built from
ACMs, although this may be at the hardware level and hidden from the software.
• They support the integration of sub-systems or processes which run at di®erent frequencies, or which
are sporadic.
• They provide a means of decoupling the temporal interactions between systems that communicate. By
de¯nition, no process accessing an ACM can hinder another one from also accessing it.
• They provide a means of building systems which are robust against deadlock due the failure of one of
the communicating systems.
• They are intellectually fascinating objects, capable of exhibiting both simplicity and beauty, yet even
simple ACMs can exhibit surprisingly complex behaviour that is a challenge to characterise and analyse.
This paper introduces a formal taxonomy of ACMs, and uses it to characterise Simpson's 4-slot ACM, a
particularly e±cient ACM implementation that has been developed and used in the defence sector, [Sim90]
and [Sim97b]. A formal model of this ACM is given and its correctness is veri¯ed against an abstract
speci¯cation.
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The rest of this paper is organised in the following way. In Section 2 Lamport's hierarchy of asynchronous
registers, [Lam86a], [Lam86b], is introduced and extended to provide a framework in which Simpson's 4-slot
ACM can be understood. Section 3 introduces an abstract speci¯cation of an \atomic" ACM. Section 4
introduces Simpson's original 4-slot algorithm1, Section 5 formalises this ACM and Section 6 de¯nes the
retrieve relation between the model and speci¯cation and gives the proofs which demonstrate the model
rei¯es the speci¯cation. Finally Section 7 draws conclusions and outlines further work.
2 A Critique of Lamport's Hierarchy of Asynchronous Registers
In [Lam86b], Lamport de¯nes safe, regular and atomic asynchronous registers, for which he gives the following
informal descriptions:
The weakest possibility is a safe register, in which it is assumed only that a read not concurrent
with any write obtains the correct value, that is, the most recently written one. No assumption
is made about the value obtained by a read that overlaps a write, except that it must obtain one
of the possible values of the register. ...
The next stronger possibility is a regular register, which is safe ... and in which a read that
overwrites a write obtains either the old or new value. More generally, a read that overlaps any
series of writes obtains either the value in the register before the read starts or a value written
by one of the overlapping writes. ...
The ¯nal possibility is an atomic register, which is safe, and in which reads and writes behave
as if they occur in some de¯nite order. In other words, for any execution of the system, there is
some way of totally ordering the reads and writes so that the values returned by the reads are
the same as if the operations had been performed in that order, with no overlapping.
Safe is a slightly unexpected name for Lamport's ¯rst class of register, for which an overlapping read can
acquire any valid value (including ones which have never been written!). In our opinion \type safe" or \type
compatible" are better terms, and we adopt type safe accordingly. Atomic is also a slightly unexpected
description of any ACM, and is not to be confused with the devices that actually achieve total ordering
of reads and writes (not merely the appearance of it) via synchronisation, for example, Hoare's monitors,
[Hoa74].
It is important to note that these de¯nitions are couched in terms of complete read and write actions.
This is in contrast, for example, to Simpson's work on communication protocols, [Sim01], which de¯nes them
in terms of critical release and acquire events within a write and read action, respectively. The acquire event
is the abstract point during a read action at which the value that is to be read becomes determined, and the
release event is the abstract point during a write action at which the value written is available for reading.
Fortunately, this distinction need not concern us, if we limit consideration to those ACMs with well behaved
read and write access routines which do not have multiple release or acquire events. When there is only one
release and acquire event per read or write, these can be seen as marking the end of read or write (at least,
as far as the above de¯nitions of safe, regular, and atomic ACMs are concerned)2.
Although Lamport claims the weakest (presumably, useful) possibility for an ACM is a type safe one, we
consider weaker persistent ACMs. A read of a persistent ACM which con°icts with a write cannot even be
guaranteed to return a value of the correct type. The intuition here is that the ACM is physically capable
of storing more values than there are in the type of the data which is being communicated through it. For
example, a two-bit ACM has a base type of four values, but might be used to communicate only a three
valued variable. Such an ACM is called \persistent" because, although it is not type safe, it does have the
desirable properties of accepting the values written into it by writes, and of keeping the value from the end
of one write to the beginning of the next.
An important implementation of a persistent ACM protocol is dual-port memory, which is memory which
a reader and writer can access independently (e®ectively it resides on two di®erent processor buses). A read
1Simpson has subsequently introduced a number of variants, for example see [Sim97b].
2Simpson considers this tailoring of Lamport's de¯nitions as critical to the application of Lamport's concepts to his work.
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of dual-port memory which clashes with a write may pick-up corrupted values because, for example, it may
get part of the old value, and part of the new.
An important implementation of type safe ACM protocols, involves using persistent ACMs with base
types the same size as their valid types. Within this class, as Lamport observed, the safe bit variables are
notable.
Conceptually, there is an even weaker ACM, which one might call noisy. A noisy ACM can autonomously
change the value stored in it at any time. No-one would ideally use such an ACM, but there might be occasions
when that is the most accurate model of the communication media one has to use, and one wants to reason
about the behaviour of a particular protocol which is built on-top of such devices3.
One could also imagine ACMs which are only semi-regular: they are type safe when reads and writes do
not overlap, but when they do, a read might get any value that has previously been written4.
These three new classes of ACM, noisy, persistent, and semi-regular, are added to Lamport's, type safe,
regular, and atomic to form a hierarchy of ACMs5. The following section introduces an abstract speci¯cation
of atomic ACMs.
3 An Abstract Speci¯cation of Atomic ACMs
This section gives a speci¯cation, in the PVS logic6, [OSRSC99a], of atomic ACMs. In the following it is
assumed that the ACM has a single reader and single writer. This means that, although multiple reads and
writes can overlap, reads cannot overlap reads and writes cannot overlap writes.
An atomic ACM has the following properties:
1. The reader of the ACM should read items in the order they are written by the writer. This means that
once the reader has read a particular item it cannot subsequently read one that was written earlier.
2. The writer can overwrite items. If the writer is faster than the reader, some of the items may be
overwritten before they are read.
3. The reader may re-read items if it is faster than the writer.
4. The reader and writer can access the ACM concurrently, and it is possible for a number of writes to
overlap with a single read and vice versa.
5. Reads and writes behave as if they occur in some de¯nite order.
Rather than characterising the last property directly, the approach is taken in the following speci¯cation,
of modelling the data items that have been written into the ACM as a sequence. The order of the items in
the model records the sequence in which they were written. The presence of items in the sequence at any
particular moment re°ects the possibility of their being read. The speci¯cation allows multiple items to be
present in situations where it is non-deterministic which item the reader will acquire.
The speci¯cation state, which is shown below, also includes two booleans, writerAccess and readerAccess,
to record whether the writer and reader, respectively, are accessing the mechanism at a particular moment.
Val Sequence: type = [# length: nat1, valseq: sequence[Val] #]
Abs State: type =
[# vals: Val Sequence, writerAccess: bool, readerAccess: bool #]
3Clearly, a usable protocol built on top of such ACMs would need some form of error detection and correction mechanism,
such a repetition, con¯rmation, or checksums. For example the internet protocol (IP) gives no guarantees about the data
transmitted, and individual packets may be lost, and it is the TCP package, which is built on the top of IP, that provides the
required reliable behaviour of the communications medium.
4It is not so much that one would want such a ACM, but that some implementations might exhibit such behaviour.
5We have encoded our extended taxonomy in the PVS logic, [OSRSC99a], and a number of proofs have been discharged,
using the PVS theorem prover, [OSRSC99b], to show that the model is consistent. The interested reader can download the
PVS theory and proof ¯les for the model from http://www.csr.ncl.ac.uk/fme2002.
6The PVS logic is used because of the powerful, freely available, PVS theorem prover, [OSRSC99b].
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There are four operations in our speci¯cation; start write, end write, start read and end read, which
are described below. The following de¯nitions in the PVS logic exploit the encoding of VDM-SL operations
developed in [ABM98].
start write : has a pre-condition that the writer is not already accessing the mechanism. The operation
adds the new value that is being written to the head of the sequence, and records that the writer is
accessing the ACM.
pre start write(prot: Abs State): bool = prot‘writerAccess = false
post start write(p: (pre start write))(item: Val, prot: Abs State): bool =
prot = p with [vals := (# length := p`vals`length + 1,
valseq := (item̂p`vals`valseq) #),
writerAccess := true]
start write: [p: (pre start write), i: Val → (post start write(p))]
It is noted that in concrete ACMs, as described above, subsequent writes destroy items previously
written. However this abstract speci¯cation exploits the simpli¯cation that items are only removed
by the start read operation. The collecting together of all of the sequence shortening actions into the
start read operation, while impractical in an implementation, simpli¯es both the operations of the
abstract model and the retrieve relation (see Section 6).
end write : has a pre-condition that the writer is accessing the mechanism. The post-condition establishes
that the writer is no longer accessing the ACM.
pre end write(prot: Abs State): bool = prot‘writerAccess = true
post end write(p: (pre end write))(prot: Abs State): bool =
prot = p with [writerAccess := false]
end write: [p: (pre end write) → (post end write(p))]
start read : has a pre-condition that the reader is not already accessing the mechanism. This operation
removes any items from the sequence that are not available to be read, and records that the reader is
accessing the ACM. If the writer is not accessing the ACM when a read starts the only item that is
available to the reader is the one written immediately before the read starts: in this case start read
removes all of the items from the sequence except for the head item. If the writer is accessing the ACM
the reader may also get the item that is being written by the current write, so the ¯rst two items are
left in the sequence and the rest are removed.
pre start read(prot: Abs State): bool = prot‘readerAccess = false
post start read(p: (pre start read))(prot: Abs State): bool =
if p‘writerAccess = false
then prot = p with [vals := (# length := 1,
valseq := ¯rst(p‘vals‘valseq) #),
readerAccess := true]
else prot = p with [vals := (# length := 2,
valseq := (p`vals`valseq(0)̂p`vals`valseq(1)) #),
readerAccess := true]
endif
start read: [p: (pre start read) → (post start read(p))]
4
end read : has a pre-condition that the reader is accessing the mechanism. It returns the item read and
records that the reader is no longer accessing the ACM.
pre end read(prot: Abs State): bool = prot‘readerAccess = true
post end read(p: (pre end read))(prot: Abs State, read item: Val): bool =
(∃ (i: nat1): i < p‘vals‘length ∧ read item = p‘vals‘valseq(i) ∧
prot = p with [readerAccess := false])
end read: [p: (pre end read) → (post end read(p))]
The ACM is initialised with an initial value, and a sequence length of one, because the ¯rst read can
occur before the ¯rst write and an item must then be available to the reader.
4 Simpson's 4-Slot ACM
In 1990 Simpson published a paper, [Sim90] in which he de¯ned a fully asynchronous communication mech-
anism that maintained data-coherence and which only used four slots: each slot in the mechanism being a
persistent ACM in our terminology. The 4-slot can be seen as an implementation of a MASCOT [JIM87],
[Sim86] pool, or shared variable. Simpson has given a formal model of the pool in terms of the synchronising
behaviour of the reader and writer, [Sim01].
In the 4-slot bit control variables (i.e. binary valued type safe ACMs) are used to ensure that the reader
and writer are always directed to di®erent slots, so the reader can never read values composed of partial
items from more than one write. The four slot algorithm is deceptively simple, consisting of only ¯ve actions
in the write operation and four actions in the read operation, and is shown in Table 1.
The mechanism is described as follows:
1. the slots are organised in two pairs of two slots;
2. an initial value is put into one of the slots in one of the pairs;
3. the mechanism has four single bit control variables:
reading: which indicates the pair the reader is reading (or last read) from.
latest: which indicates the pair the writer is writing (or last wrote) to.
slots: a two element array of binary slot indices, which is accessed by the reader to choose the slot to
read from in the pair of slots the reader is currently accessing, or by the writer to choose the slot
to write to in the current pair of slots the writer is accessing.
4. the writer:
• chooses the pair and the slot within that pair to which it will write the new value - writerChoos-
esPair and writerChoosesSlot in Table 1 (the write pre-sequence). It always chooses to write to
the opposite pair to the one the reader last indicated it was reading from7;
• writes the new item to the chosen slot - write in Table 1; and
• indicates the slot and pair it has written the data to - writerIndicatesSlot and writerIndiciatesPair
in Table 1 (the write post-sequence).
5. the reader:
• chooses to read from the pair of slots last written to (or the pair the initial value was written to),
indicates that it is reading from that pair, and then chooses to read from the latest slot in that pair
that has had a value written to it - readerChoosesPair, readerIndicatesPair and readerChoosesSlot
in Table 1 (the read pre-sequence); and
7This will be the pair the initial item was written to until the reader indicates the pair it is reading from for the ¯rst time.
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mechanism four slot ;
var pairIndex : p0, p1;
slotIndex : s0, s1;
data : array[pairIndex, slotIndex] of data;
slot : array[pairIndex] of slotIndex;
latest, reading : pairIndex;
procedure write (item : data);
var writepair : pairIndex;
writeindex : slotIndex;
begin
writepair := not reading ; (writerChoosesPair)
writeindex := not slot [writepair ]; (writerChoosesSlot)
data [writepair, writeindex ] := item ; (write)
slot [writepair ] := writeindex (writerIndicatesSlot)
latest := writepair ; (writerIndicatesPair)
end;
function read : data;
var readpair : pairIndex;
readindex : slotIndex;
begin
readpair := latest ; (readerChoosesPair)
reading := readpair ; (readerIndicatesPair)
readindex := slot [readpair ]; (readerChoosesSlot)
read := data [readpair, readindex ]; (read)
end;
end;
Table 1: The 4-slot mechanism
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• reads the item from the chosen slot - read in Table 1.
Simpson, in a later paper, gave a new algorithm for the four slot, which essentially reverses the order
in which the reader and writer choose the pair and slot to read from or write to, [Sim97b]. That variant,
however, is not considered in this paper.
It is the intention of the design of the 4-slot mechanism that the reader and writer cannot access the same
slot at the same time, and so in this way the use of persistent ACMs for the slots is adequate to ensure data
coherence even when reads and writes to the ACM overlap. It is also intended to support data freshness i.e.
the reader should read the most recently written item. More precisely the reader will:
• get the last item written prior to the start of the read, when the read does not overlap with a write8.
• get the last item written prior to the start of the read or one of the items written by an overlapping
write9.
• not get staler data than it has previously read10.
The requirements for the 4-slot mechanism to maintain data coherence and freshness can be summarised
by saying that the 4-slot should be atomic.
Simpson developed a novel analysis method called role modelling in [Sim92], [Sim97c] to demonstrate
that the 4-slot exhibits the data coherence and freshness properties.
5 A Formal Model of the 4-slot ACM
This section describes a formal model, in the PVS logic, of Simpson's 4-slot ACM which was introduced in
Section 4.
The state of the model consists of:
1. two binary control variables to indicate the latest pair that has had an item written to it, and the pair
of slots that the reader is accessing, called pairWritten and pairReading respectively;
2. a two element array of binary slot indices, called slotWritten, to record the last slot, in each pair of
slots, that has had data written to it. This array is accessed by the writer to choose the slot to write
to in the pair of slots it is currently accessing, and by the reader to choose the slot to read from in the
pair of slots that it is currently accessing;
3. the four slots for communicating the data;
4. variables to record the position the reader and writer have reached in their respective algorithms, nri
(next read instruction) and nwi (next write instruction) respectively; and
5. the reader and writer states that record which of pairs, and slots in those pairs, the reader and writer
are accessing when a read or write is taking place.
PairIndex: type = {p0, p1}
SlotIndex: type = {s0, s1}
NextReadInstruction: type = {rcp, rd}
NextWriteInstruction: type = {wcp, wip}
WriterState: type = [# writerPair: PairIndex, writerSlot: SlotIndex #]
8This is a property of a persistent ACM.
9This is a property of a regular ACM.
10This is a property of an atomic ACM.
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ReaderState: type = [# readerPair: PairIndex, readerSlot: SlotIndex #]
Conc State: type = [# pairWritten: PairIndex,
slotWritten: [PairIndex → SlotIndex],
pairReading: PairIndex,
slots: [PairIndex, SlotIndex → Val],
nri: NextReadInstruction,
nwi: NextWriteInstruction,
writer: WriterState,
reader: ReaderState #]
The 4-slot algorithm in Section 4 consists of ¯ve actions by the writer and four reader actions and it
is possible for the reader actions to interleave with the writer actions in any way. In this model, we have
grouped the actions of the reader into two operations to coincide with the two read operations in the abstract
model of atomicness in Section 3. Similarly the actions of the writer have been combined into two operations
to coincide with the two write operations in Section 3. The operations in the model are:
startWr : which is equivalent to start write. The pre-condition for this operation is that the writer is not
accessing the mechanism (the next write operation is wcp - writer chooses pair). The post-condition
establishes the particular slot into which the writer will write the new data item (the pair of slots to
write to is chosen, and the particular slot in that pair). The new data item is added to the appropriate
slot, and the appropriate element of the slotWritten array is set to indicate the slot in the current
writer pair that the writer has accessed. The value of nwi (next write instruction) is also changed to
wip (writer indicates pair) to indicate that the writer is accessing the mechanism. This is the most
complex operation, because the writer needs to avoid the reader11 and then chooses to write to the
slot in the pair it is going to access which contains the oldest data item.
pre startWr(p: Conc State): bool = p‘nwi = wcp
post startWr(p: (pre startWr))(val: Val, prot: Conc State): bool =
if p‘pairReading = p0
then let prot1 = p with
[writer := p‘writer with [writerPair := p1]] in
if prot1‘slotWritten(prot1‘writer‘writerPair) = s0
then let prot2 = prot1
with [writer := prot1‘writer with [writerSlot := s1]] in
let prot3 = prot2 with [(slots)(prot2‘writer‘writerPair,
prot2‘writer‘writerSlot) := val] in
prot = prot3 with [nwi := wip,
slotWritten(prot3‘writer‘writerPair) :=
(prot3‘writer‘writerSlot]
else let prot2 = prot1 with
[writer := prot1‘writer with [writerSlot := s0]] in
let prot3 = prot2 with [(slots)(prot2‘writer‘writerPair,
prot2‘writer‘writerSlot) := val] in
prot = prot3 with [nwi := wip,
slotWritten(prot3‘writer‘writerPair) :=
(prot3‘writer‘writerSlot]
endif
else let prot1 = p with [writer := p‘writer with [writerPair := p0]] in
if prot1‘slotWritten(prot1‘writer‘writerPair) = s0
then let prot2 = prot1 with [writer := prot1‘writer with [writerSlot := s1]] in
let prot3 = prot2 with [(slots)(prot2‘writer‘writerPair,
prot2‘writer‘writerSlot) := val]
in prot = prot3 with [nwi := wip,
11The writer avoids the reader by choosing to write to the opposite pair to the one the reader last indicated it was reading
when the write starts.
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slotWritten(prot3‘writer‘writerPair) :=
(prot3‘writer‘writerSlot]
else let prot2 = prot1
with [writer := prot1‘writer with [writerSlot := s0]] in
let prot3 = prot2 with [(slots)(prot2‘writer‘writerPair,
prot2‘writer‘writerSlot) := val]
in prot = prot3 with [nwi := wip,
slotWritten(prot3‘writer‘writerPair) :=
(prot3‘writer‘writerSlot]
endif
endif
startWr: [p: (pre startWr) → (post startWr(p))]
endWr : which is equivalent to end write. The pre-condition for this operation is that the writer is accessing
the mechanism (the next write instruction is wip - writer indicates pair). The post-condition establishes
that the pair the writer has just written to is recorded by pairWritten, and that nwi has been set to
wcp (writer chooses pair) to indicate the writer is no longer accessing the mechanism.
pre endWr(p: Conc State): bool = p‘nwi = wip
post writerIndicatesPair(p: (pre writerIndicatesPair))(prot: Conc State): bool =
let pair = p‘writer‘writerPair in
prot = p with [nwi := wcp, pairWritten := pair]
post endWr(p: (pre endWr))(p1: Conc State): bool =
post writerIndicatesPair(p)(p1)
endWr: [p: (pre endWr) → (post endWr(p))]
startRd : which is equivalent to start read. The pre-condition is that the reader is not accessing the mech-
anism (the next read instruction is rcp (reader chooses pair)). The post-condition for the operation is
that the reader has chosen the pair of slots it is going to read from, indicated that it is reading from
that pair (by writing the name of the pair it is reading to pairReading), has chosen the particular slot
in the pair that it is going to access and has set nri (next read instruction) to rd (read) to indicate
that it is accessing the mechanism.
pre startRd(p: Conc State): bool = p‘nri = rcp
post startRd(p: (pre startRd))(prot: Conc State): bool =
let prot1 = p with [reader := p‘reader with [readerPair := p‘pairWritten]] in
let prot2 = prot1 with [pairReading := prot1‘reader‘readerPair] in
prot = prot2 with [nri := rd,
reader := prot2‘reader with [readerSlot :=
prot2‘slotWritten(prot2‘reader‘readerPair)]]
startRd: [p: (pre startRd) → (post startRd(p))]
endRd : which is equivalent to end read. This operation has a pre-condition that the reader is accessing
the mechanism (nri = rd)). It returns the value read and sets nri to rcp to indicate the reader is no
longer accessing the mechanism.
pre endRd(p: Conc State): bool = p‘nri = rd
post read(p: (pre read))(prot: Conc State, v: Val): bool =
v = (p‘slots)(p‘reader‘readerPair)(p‘reader‘readerSlot) ∧
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prot = p with [nri := rcp]
post endRd(p: (pre endRd))(p1: Conc State, v: Val): bool =
post read(p)(p1, v)
endRd: [p: (pre endRd) → (post endRd(p))]
6 The Retrieve Relation Between the Models
This section gives details of the retrieve relation between the model of the 4-slot in Section 5, which we refer
to here as the concrete model, and the abstract speci¯cation in Section 3. First we will consider why it is
not possible to use a retrieve function in this case.
6.1 A Retrieve Function?
It is usually possible to prove that a more concrete model is a rei¯cation of an abstract model by using a
retrieve function between the states in the two models. In order to do this there must be a one to one, or
many to one, mapping between the concrete and abstract states in both the pre and post states for each
operation.
It is not possible to relate the states in our model and speci¯cation in this way, however, because there
can be a one to many relation between the concrete and abstract states. For instance it is possible for a
read to start, and an undetermined number of writes to occur before the read ¯nishes. In the abstract state
each of the writes adds a new item to the sequence of items that are available to read, so that each time one
of those writes occurs the abstract model moves to a new state. We only know that the end read operation
will return one of these items. In the implementation, however, there are only four slots, and some of the
values in the sequence in the abstract state may have been overwritten (depending on the number of writes
that occur), and the item the reader reads is determined by the manner in which the read and write actions
interleave. There is, therefore only a single concrete state that maps to all of these abstract states caused
by the writes that occur concurrently with the read.
6.2 The Retrieve Relation
The retrieve relation has been encoded in the PVS logic. The relation is given in full in Appendix A and
the means of retrieving the values from the concrete model is shown graphically in Fig. 1.
The relation is explained as follows:
1. The concrete and abstract models can each be in any one of four states at any time, and the equivalent
states can be determined by the values of nwi and nri in the concrete state and writerAccess and
readerAccess in the abstract state:
• in the concrete state nwi and nri are used to record the next write instruction and next read
instruction (the position of the writer and reader in their algorithms) respectively;
• nwi can take the values wcp when the writer is not accessing the mechanism, which is equivalent
to writerAccess = FALSE in the abstract state, and wip when the writer is accessing the
mechanism, which is equivalent to writerAccess = TRUE in the abstract state; and
• nri can take the values rcp when the reader is not accessing the mechanism, which is equivalent to
readerAccess = FALSE in the abstract state, and rd when the reader is accessing the mechanism,
which is equivalent to readerAccess = TRUE in the abstract state.
2. The four equivalent states in the models are:
• when neither the reader nor writer are accessing the mechanism (nwi = wcp & nri = rcp ≡
writerAccess = FALSE & readerAccess = FALSE);
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Figure 1: The retrieve relation between the concrete and abstract models
• when only the writer is accessing the mechanism (nwi = wip & nri = rcp ≡ writerAccess =
TRUE & readerAccess = FALSE);
• when only the reader is accessing the mechanism (nwi = wcp & nri = rd ≡ writerAccess =
FALSE & readerAccess = TRUE); and
• when both the reader and writer are accessing the mechanism (nwi = wip & nri = rd ≡
writerAccess = TRUE & readerAccess = TRUE).
3. The sequence of items in the abstract state can have any number of items in it, depending on how
many writes have occurred since the last start read, and there is always at least one item there12. A
maximum of two items can be retrieved from the concrete state using the writer local state and the
mechanism's control variables:
• The head item of the abstract sequence can always be retrieved from the concrete state. If there
is a write in progress this item will be pointed to by the writer local variables, writerPair
and writerSlot. Otherwise it will be pointed to by the control variables in the mechanism
(slotWritten(pairWritten).
• If the writer is accessing the mechanism when start read occurs the abstract state will be short-
ened to contain only two items after the operation hes been executed - the item being written
and the last item written. The item being written will be pointed to by the writer local variables
as described above. The last item will either be in the opposite slot of the pair that the writer is
currently accessing, or, if the writer has changed pairs since the last write, it will be in the slot
pointed to by slotWritten(pairWritten)13. If a write is in progress there will always be at least
two items in the sequence in the abstract state, and the second item in the sequence can always
then be retrieved in this manner until the write ¯nishes. At this stage the previous value is no
longer available to the reader in the implementation (it has been overwritten by the writer), and
cannot be retrieved from the concrete model.
4. If a read is in progress the reader local variables will be pointing to the value that is going to be read.
When a read starts the sequence in the abstract speci¯cation is shortened to include at most two items,
12The model is initialised with a single value that is immediately available to the reader. The start read thereafter shortens
the sequence to either a single item if the writer is not accessing the mechanism when the operation is executed, or to two items
if the writer is accessing the mechanism when it is executed.
13It is possible to check if the writer has swapped pairs for the current write - the values of the control variable pairWritten
and the writer local variable writerPair will be di®erent
11
as described above, so it is only possible for the reader to choose to read one of these items at this
stage. Any number of writes can, however, overlap with the read and each write will add a new item
to the abstract sequence. It is only possible to know, therefore, that the item the reader will get in the
concrete model is in the abstract sequence, but not where it will be in the sequence14.
6.3 Correctness Proofs
This section gives brief details of the correctness proofs that have been discharged in PVS to show that the
concrete model in Section 5 is a re¯nement of the abstract speci¯cation in Section 3. We have used Nipkow's
retrieve relation proof rules from [Nip86], [Nip87], [Jon90], which are:
∀(as : Abs State, cs : Conc State) ·R(cs, as) ∧ pre OPA(as)⇒ pre OPC(cs) (1)
∀(↼as: Abs State, ↼cs, cs :Conc State) ·R(↼cs, ↼as) ∧ pre OPA(↼as) ∧ post OPC(↼cs, cs)⇒
∃ (as : Abs State) · post OPA(↼as, as) ∧R(cs, as)
(2)
where OPA and OPC are the abstract and concrete operations respectively. Prettyprinted versions of the
proofs for one of the operations, end write, are shown in Appendix B, and the interested reader can download
the PVS theory and proof ¯les from http://www.csr.ncl.ac.uk/fme2002 to see the proofs in full.
These domain and result proof obligations have been discharged in PVS for each the equivalent operations
in our speci¯cation and model and are described below. The domain proofs are:
∀(as : Abs State, cs : Conc State) ·R(cs, as) ∧ pre start write(as)⇒ pre startWr(cs) (3)
∀(as : Abs State, cs : Conc State) ·R(cs, as) ∧ pre end write(as)⇒ pre endWr(cs) (4)
∀(as : Abs State, cs : Conc State) ·R(cs, as) ∧ pre start read(as)⇒ pre startRd(cs) (5)
∀(as : Abs State, cs : Conc State) ·R(cs, as) ∧ pre end read(as)⇒ pre endRd(cs) (6)
These proofs are relatively trivial to discharge, because, for example in the case of (3), we are simply showing
that writerAccess = FALSE when nwi = writerChoosesPair. We know this to be the case, because this
means that the writer is not accessing the mechanism in both models. The only complication is that each
of the proofs must be discharged by using a case split, because the reader may or may not be accessing the
mechanism when the writer operations are executed and vice versa.
The result proof obligations are more interesting. They are shown in (7) to (10) and are described below.
In each case a case split is required to discharge the proof for the same reason as with the domain proofs
above.
∀(↼as: Abs State, ↼cs, cs :Conc State) ·R(↼cs, ↼as) ∧ pre start write(↼as) ∧ post startWr(↼cs, cs)⇒
∃ (as : Abs State) · post start write(↼as, as) ∧R(cs, as)
(7)
∀(↼as: Abs State, ↼cs, cs :Conc State) ·R(↼cs, ↼as) ∧ pre end write(↼as) ∧ post endWr(↼cs, cs)⇒
∃ (as : Abs State) · post end write(↼as, as) ∧R(cs, as)
(8)
∀(↼as: Abs State, ↼cs, cs :Conc State) ·R(↼cs, ↼as) ∧ pre start read(↼as) ∧ post startRd(↼cs, cs)⇒
∃ (as : Abs State) · post start read(↼as, as) ∧R(cs, as)
(9)
∀(↼as: Abs State, ↼cs, cs :Conc State) ·R(↼cs, ↼as) ∧ pre end read(↼as) ∧ post endRd(↼cs, cs)⇒
∃ (as : Abs State) · post end read(↼as, as) ∧R(cs, as)
(10)
The proofs were discharged in each case by splitting the consequent to
∃ (as : Abs State) ·R(cs, as) ∧ (R(cs, as)⇒ post end read(↼as, as)) (11)
as described below:
14It will be one of the last two items, because all new items are added to the head of the sequence.
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Start Write: This operation adds a new item to the sequence in the abstract state and in the concrete
state puts the new item into the slot pointed to by the writer local variables. We assume that the
relation holds before the operation and that the post condition for the concrete operation holds. If we
therefore amend the concrete state to take into account the changes made by the post condition we
can show that, if the retrieve relation holds between the ¯nal states, the post condition for the abstract
operation must hold (because the new item is added to the head of the sequence). We can then show
that the retrieve relation holds between the ¯nal states, because the item we have just written will be
at the head of the sequence and the last item written will be second in the sequence. These items can
be retrieved from the concrete state, as described above. In addition, if the reader is accessing the
mechanism we can show that the slot the reader is accessing contains one of the items in the sequence
(this part is trivial, because we know it was in the sequence before the operation and all we have done
is to add another item to the head of the sequence).
End Write: This operation leaves the sequence unchanged in the abstract state and simply changes the
concrete state so that the pairWritten control variable changes to point to the pair the writer has
just accessed, and to show that the writer is no longer accessing the mechanism. After the operation
has been executed we can no longer retrieve the previous item written from the concrete state15,
otherwise the relationship between the two states is unchanged. It is therefore only necessary to show
that slotWritten(pairWritten) points to the slot that contains the head item of the sequence in the
abstract state.
Start Read: This operation removes all the unreadable items from the sequence, but the remaining items
can be retrieved from the control variables and writer local state as appropriate (and this relationship
is unchanged by the operation). It only remains to prove that the item that is going to be read (and
is pointed to by the reader local variables) is in fact in the sequence in the abstract state. This is the
case, because the reader in the concrete model can only read the item the writer is currently writing,
or the item that was written previously. These are the ¯rst two items in the abstract sequence.
End Read: Here it can be shown that the item returned by the read in the concrete model is in the sequence
in the abstract state, because no items are removed from the sequence, and no new items are added, by
the operation. The retrieve relation between the states is therefore unchanged, other that the change
in the respective variables to show that the reader is no longer accessing the mechanism in the model
and speci¯cation.
In the work to date we have proved that Simpson's 4-slot ACM is Lamport atomic, subject to the assumption
that the reader and writer actions can only interleave in the restricted way as described in Section 5, and
further work is planned to extend this proof to cover situations when these restrictions are relaxed16.
7 Conclusions
This paper has presented an extension to Lamport's taxonomy of asynchronous registers, which can be used
to model the behaviour of an extended range of ACMs. We have given an abstract speci¯cation of an atomic
ACM, and a model of Simpson's 4-slot ACM (both in PVS) and proved that the 4-slot is atomic subject to
certain assumptions about the interleaving of the actions of the reader and writer to the mechanism. Future
work is planned to extend our model to relax our assumptions about the possible interleaving of actions of
the reader and writer, and to prove that the ACM is truly atomic.
In [Sim92], [Sim97c] Simpson introduced a technique, called role model analysis, which he used to prove
that the 4-slot preserves coherence of data and that the reader of the mechanism receives the freshest data
that was available when the read started. This technique relies on an exhaustive search of the state space
(although the state space that it is required to search is restricted in a novel manner), and we aim to prove
the same properties using formal models of the ACM. It will be interesting to compare our results with
results from Simpson's role model, and also to compare the ease with which the two techniques can be used.
15The writer local variables writerPair and writerSlot will point to the same slot as the control variables in the mechanism.
This is the stage at which this previous item has been overwritten in the implementation.
16so that the reader and writer actions can interleave in any way, as in the implementation.
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A The Retrieve Relation Between the Two Models in PVS
Retrieve: theory
begin
importing New Abstract Protocol, FOUR SLOT
R(as: Abs State, cs: Conc State): bool =
-- The reader and writer are not accessing the ACM. Only the last
-- item written can be retrieved from the model of the implementation
-- and this will be the head of the sequence in the abstract state
(cs`nri = rcp ∧ cs`nwi = wcp ⇒
¬ as`readerAccess ∧ ¬ as`writerAccess ∧
cs`slots(cs`pairWritten, cs`slotWritten(cs`pairWritten)) =
¯rst(as`vals`valseq) ∧
as`vals`length ≥ 1) ∧
-- Only the writer is accessing the ACM. Two items can be retrieved
-- from the model of the implementation, the one being written and
-- the previous item written, and these will be the head and second
-- items respectively in the abstract sequence
(cs`nri = rcp ∧ cs`nwi = wip ⇒
¬ as`readerAccess ∧ as`writerAccess ∧
cs`writer`writerSlot = cs`slotWritten(cs`writer`writerPair) ∧
cs`slots(cs`writer`writerPair, cs`writer`writerSlot) =
¯rst(as`vals`valseq) ∧
if cs`pairWritten = cs`writer`writerPair
then (cs`writer`writerSlot = s0 ⇒
cs`slots(cs`writer`writerPair, s1) = as`vals`valseq(1)) ∧
(cs`writer`writerSlot = s1 ⇒
cs`slots(cs`writer`writerPair, s0) = as`vals`valseq(1))
else cs`slots(cs`pairWritten, cs`slotWritten(cs`pairWritten)) =
as`vals`valseq(1)
endif
∧ as`vals`length ≥ 2) ∧
-- Only the reader is accessing the ACM. It may be possible to
-- retrieve two values - the last one written can always be retreived,
-- and we can also retreive the value the reader is accessing (which may
-- be different from the last one written). It is not possible to know
-- which item in the abstract sequence will be the one that the reader
-- reads, because there can be any number of writes overlapping with the
-- read, each one adding a new item to the sequence
(cs`nri = rd ∧ cs`nwi = wcp ⇒
as`readerAccess ∧ ¬ as`writerAccess ∧
cs`reader`readerPair = cs`pairReading ∧
cs`slots(cs`pairWritten, cs`slotWritten(cs`pairWritten)) =
¯rst(as`vals`valseq) ∧
(∃ (i: nat):
i < as`vals`length ∧
cs`slots(cs`reader`readerPair, cs`reader`readerSlot) =
as`vals`valseq(i))
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∧ as`vals`length ≥ 1 ∧
-- Reader and writer both accessing the ACM. Up to three values can be
-- retrieved. The one being written, the last value written and the value
-- the reader is accessing which may be different from these two values.
(cs`nri = rd ∧ cs`nwi = wip ⇒
as`readerAccess ∧ as`writerAccess ∧
cs`writer`writerSlot = cs`slotWritten(cs`writer`writerPair) ∧
cs`reader`readerPair = cs`pairReading ∧
cs`slots(cs`writer`writerPair, cs`writer`writerSlot) =
¯rst(as`vals`valseq) ∧
if cs`pairWritten = cs`writer`writerPair
then (cs`writer`writerSlot = s0 ⇒
cs`slots(cs`writer`writerPair, s1) = as`vals`valseq(1)) ∧
(cs`writer`writerSlot = s1 ⇒
cs`slots(cs`writer`writerPair, s0) = as`vals`valseq(1))
else cs`slots(cs`pairWritten, cs`slotWritten(cs`pairWritten)) =
as`vals`valseq(1)
endif ∧
(∃ (i: nat):
i < as`vals`length ∧
cs`slots(cs`reader`readerPair, cs`reader`readerSlot) =
as`vals`valseq(i))
∧ as`vals`length ≥ 2)
end Retrieve
B The Domain and Result Proofs for the End Write Operation
This section gives prettyprinted versions of the domain and result proofs for the end write operation in our
model. The result proof has been edited to make it a little more concise, by omitting expanded versions
of the retrieve relation, where they would appear in full in the sequent, otherwise the proofs are shown in
full. The complete PVS theory and proof ¯les can be downloaded from http://www.csr.ncl.ac.uk/fme2002
in order to examine the proofs in detail.
Verbose proof for dom end write.
dom end write:
{1} ∀ (cs: Conc State, as: Abs State): R(as, cs) ∧ pre end write(as) ⇒ pre endWr(cs)
dom end write:
{1} ∀ (cs: Conc State, as: Abs State): R(as, cs) ∧ pre end write(as) ⇒ pre endWr(cs)
Skolemizing,
dom end write:
{1} R(as′, cs′) ∧ pre end write(as′) ⇒ pre endWr(cs′)
Applying disjunctive simpli¯cation to °atten sequent,
dom end write:
{-1} R(as′, cs′)
{-2} pre end write(as′)
{1} pre endWr(cs′)
Expanding the de¯nition of R,
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dom end write:
{-1} (cs′‘nri = rcp ∧ cs′‘nwi = wcp ⇒
¬ as′‘readerAccess ∧ ¬ as′‘writerAccess ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1) ∧
(cs′‘nri = rcp ∧ cs′‘nwi = wip ⇒
¬ as′‘readerAccess ∧ as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1)) ∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2) ∧
(cs′‘nri = rd ∧ cs′‘nwi = wcp ⇒
as′‘readerAccess ∧ ¬ as′‘writerAccess ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1) ∧
(cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
as′‘readerAccess ∧ as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1)) ∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) =
as′‘vals‘valseq(1)
endif ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-2} pre end write(as′)
{1} pre endWr(cs′)
Expanding the de¯nition of pre end write,
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dom end write:
{-1} (cs′‘nri = rcp ∧ cs′‘nwi = wcp ⇒
¬ as′‘readerAccess ∧ ¬ as′‘writerAccess ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1) ∧
(cs′‘nri = rcp ∧ cs′‘nwi = wip ⇒
¬ as′‘readerAccess ∧ as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1)) ∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2) ∧
(cs′‘nri = rd ∧ cs′‘nwi = wcp ⇒
as′‘readerAccess ∧ ¬ as′‘writerAccess ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1) ∧
(cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
as′‘readerAccess ∧ as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1)) ∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) =
as′‘vals‘valseq(1)
endif ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-2} as′‘writerAccess
{1} pre endWr(cs′)
Expanding the de¯nition of pre endWr,
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dom end write:
{-1} (cs′‘nri = rcp ∧ cs′‘nwi = wcp ⇒
¬ as′‘readerAccess ∧ ¬ as′‘writerAccess ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1) ∧
(cs′‘nri = rcp ∧ cs′‘nwi = wip ⇒
¬ as′‘readerAccess ∧ as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1)) ∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2) ∧
(cs′‘nri = rd ∧ cs′‘nwi = wcp ⇒
as′‘readerAccess ∧ ¬ as′‘writerAccess ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1) ∧
(cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
as′‘readerAccess ∧ as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1)) ∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) =
as′‘vals‘valseq(1)
endif ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-2} as′‘writerAccess
{1} cs′‘nwi = wip
Applying disjunctive simpli¯cation to °atten sequent,
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dom end write:
{-1} (cs′‘nri = rcp ∧ cs′‘nwi = wcp ⇒
¬ as′‘readerAccess ∧ ¬ as′‘writerAccess ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1)
{-2} (cs′‘nri = rcp ∧ cs′‘nwi = wip ⇒
¬ as′‘readerAccess ∧ as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1)) ∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2)
{-3} (cs′‘nri = rd ∧ cs′‘nwi = wcp ⇒
as′‘readerAccess ∧ ¬ as′‘writerAccess ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1)
{-4} (cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
as′‘readerAccess ∧ as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1)) ∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-5} as′‘writerAccess
{1} cs′‘nwi = wip
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of dom end write.
Q.E.D.
Verbose proof for res end write.
res end write:
{1} ∀ (cs, cs1: Conc State, as: Abs State):
R(as, cs) ∧ pre end write(as) ∧ post endWr(cs)(cs1) ⇒
(∃ (as1: Abs State): R(as1, cs1) ∧ post end write(as)(as1))
Skolemizing,
res end write:
{1} R(as′, cs′) ∧ pre end write(as′) ∧ post endWr(cs′)(cs1′) ⇒
(∃ (as1: Abs State): R(as1, cs1′) ∧ post end write(as′)(as1))
Applying disjunctive simpli¯cation to °atten sequent,
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res end write:
{-1} R(as′, cs′)
{-2} pre end write(as′)
{-3} post endWr(cs′)(cs1′)
{1} ∃ (as1: Abs State): R(as1, cs1′) ∧ post end write(as′)(as1)
Case splitting on NOT as!1`readerAccess OR as!1`readerAccess,
we get 2 subgoals:
res end write.1:
{-1} ¬ as′‘readerAccess ∨ as′‘readerAccess
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} ∃ (as1: Abs State): R(as1, cs1′) ∧ post end write(as′)(as1)
Splitting conjunctions,
we get 2 subgoals:
res end write.1.1:
{-1} R(as′, cs′)
{-2} pre end write(as′)
{-3} post endWr(cs′)(cs1′)
{1} as′‘readerAccess
{2} ∃ (as1: Abs State): R(as1, cs1′) ∧ post end write(as′)(as1)
Instantiating the top quanti¯er in 2 with the terms: (# vals := (# length := as′`vals`length, valseq := as′`vals`valseq
#), writerAccess := false, readerAccess := false #),
res end write.1.1:
{-1} R(as′, cs′)
{-2} pre end write(as′)
{-3} post endWr(cs′)(cs1′)
{1} as′‘readerAccess
{2} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #))
Case splitting on R((# vals := (# length := as!1`vals`length, valseq := as!1`vals`valseq #), writerAccess := FALSE,
readerAccess := FALSE #), cs1!1) OR NOT R((# vals := (# length := as!1`vals`length, valseq := as!1`vals`valseq
#), writerAccess := FALSE, readerAccess := FALSE #), cs1!1),
we get 2 subgoals:
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res end write.1.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
∨
¬ R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} as′‘readerAccess
{2} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #))
Splitting conjunctions,
we get 2 subgoals:
res end write.1.1.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} as′‘readerAccess
{2} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #))
Simplifying, rewriting, and recording with decision procedures,
res end write.1.1.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} as′‘readerAccess
{2} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #))
Expanding the de¯nition of post end write,
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res end write.1.1.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} as′‘readerAccess
{2} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Expanding the de¯nition of pre end write,
res end write.1.1.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{-2} R(as′, cs′)
{-3} as′‘writerAccess
{-4} post endWr(cs′)(cs1′)
{1} as′‘readerAccess
{2} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Simplifying, rewriting, and recording with decision procedures,
res end write.1.1.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{-2} R(as′, cs′)
{-3} as′‘writerAccess
{-4} post endWr(cs′)(cs1′)
{1} as′‘readerAccess
{2} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Expanding the de¯nition of post endWr,
res end write.1.1.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{-2} R(as′, cs′)
{-3} as′‘writerAccess
{-4} post writerIndicatesPair(cs′)(cs1′)
{1} as′‘readerAccess
{2} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Expanding the de¯nition of post writerIndicatesPair,
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res end write.1.1.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{-2} R(as′, cs′)
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} as′‘readerAccess
{2} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Expanding the de¯nition of R,
res end write.1.1.1.1:
{-1} (cs1′‘nri = rcp ∧ cs1′‘nwi = wcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq))
∧
¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wip) ∧
¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wcp) ∧ ¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wip)
{-2} ¬ (cs′‘nri = rcp ∧ cs′‘nwi = wcp) ∧
(cs′‘nri = rcp ∧ cs′‘nwi = wip ⇒
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2)
∧ ¬ (cs′‘nri = rd ∧ cs′‘nwi = wcp) ∧ ¬ (cs′‘nri = rd ∧ cs′‘nwi = wip)
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} as′‘readerAccess
{2} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Applying disjunctive simpli¯cation to °atten sequent,
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res end write.1.1.1.1:
{-1} (cs1′‘nri = rcp ∧ cs1′‘nwi = wcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq))
{-2} (cs′‘nri = rcp ∧ cs′‘nwi = wip ⇒
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2)
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp ∧ cs1′‘nwi = wip
{2} cs1′‘nri = rd ∧ cs1′‘nwi = wcp
{3} cs1′‘nri = rd ∧ cs1′‘nwi = wip
{4} as′‘readerAccess
{5} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{6} cs′‘nri = rd ∧ cs′‘nwi = wcp
{7} cs′‘nri = rd ∧ cs′‘nwi = wip
{8} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Simplifying, rewriting, and recording with decision procedures,
res end write.1.1.1.1:
{-1} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq))
{-2} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp ∧ false
{2} cs1′‘nri = rd
{3} false ∧ false
{4} as′‘readerAccess
{5} cs′‘nwi = wcp
{6} false ∧ false
{7} false ∧ true
{8} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Hiding formulas: 1, 3, 6, 7,
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res end write.1.1.1.1:
{-1} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq))
{-2} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rd
{2} as′‘readerAccess
{3} cs′‘nwi = wcp
{4} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Adding extensionality axioms for type: Abs State,
res end write.1.1.1.1:
{-1} ∀ (r 68, s 69: Abs State):
(r 68‘readerAccess = s 69‘readerAccess ∧ r 68‘vals = s 69‘vals) ∧
r 68‘writerAccess = s 69‘writerAccess
⇒ r 68 = s 69{-2} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq))
{-3} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2
{-4} as′‘writerAccess
{-5} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rd
{2} as′‘readerAccess
{3} cs′‘nwi = wcp
{4} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Instantiating the top quanti¯er in -1 with the terms: (# vals := (# length := as′`vals`length, valseq :=
as′`vals`valseq #), writerAccess := false, readerAccess := false #), as′ with [writerAccess := false],
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res end write.1.1.1.1:
{-1} ((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)‘readerAccess
= as′ with [writerAccess := false]‘readerAccess
∧
(# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)‘vals
= as′ with [writerAccess := false]‘vals)
∧
(# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)‘writerAccess
= as′ with [writerAccess := false]‘writerAccess
⇒
(# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
{-2} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq))
{-3} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2
{-4} as′‘writerAccess
{-5} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rd
{2} as′‘readerAccess
{3} cs′‘nwi = wcp
{4} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Simplifying, rewriting, and recording with decision procedures,
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res end write.1.1.1.1:
{-1} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-2} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{2} cs1′‘nri = rd
{3} as′‘readerAccess
{4} cs′‘nwi = wcp
{5} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Applying disjunctive simpli¯cation to °atten sequent,
res end write.1.1.1.1:
{-1} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-2} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-3} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-4} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-5} as′‘vals‘length ≥ 2
{-6} as′‘writerAccess
{-7} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{2} cs1′‘nri = rd
{3} as′‘readerAccess
{4} cs′‘nwi = wcp
{5} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Adding extensionality axioms for type: Val Sequence,
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res end write.1.1.1.1:
{-1} ∀ (r 70, s 71: Val Sequence): r 70‘length = s 71‘length ∧ r 70‘valseq = s 71‘valseq ⇒ r 70 = s 71
{-2} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-3} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-4} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-5} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-6} as′‘vals‘length ≥ 2
{-7} as′‘writerAccess
{-8} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{2} cs1′‘nri = rd
{3} as′‘readerAccess
{4} cs′‘nwi = wcp
{5} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Instantiating the top quanti¯er in -1 with the terms: (# length := as′`vals`length, valseq := as′`vals`valseq #),
as′`vals,
res end write.1.1.1.1:
{-1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #)‘length = as′‘vals‘length ∧
(# length := as′‘vals‘length, valseq := as′‘vals‘valseq #)‘valseq = as′‘vals‘valseq
⇒ (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{-2} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-3} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-4} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-5} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-6} as′‘vals‘length ≥ 2
{-7} as′‘writerAccess
{-8} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{2} cs1′‘nri = rd
{3} as′‘readerAccess
{4} cs′‘nwi = wcp
{5} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #)
= as′ with [writerAccess := false]
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.1.1.1.
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res end write.1.1.1.2:
{-1} R(as′, cs′)
{-2} pre end write(as′)
{-3} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{2} as′‘readerAccess
{3} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #))
Hiding formulas: 3,
res end write.1.1.1.2:
{-1} R(as′, cs′)
{-2} pre end write(as′)
{-3} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{2} as′‘readerAccess
Expanding the de¯nition of pre end write,
res end write.1.1.1.2:
{-1} R(as′, cs′)
{-2} as′‘writerAccess
{-3} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{2} as′‘readerAccess
Expanding the de¯nition of post endWr,
res end write.1.1.1.2:
{-1} R(as′, cs′)
{-2} as′‘writerAccess
{-3} post writerIndicatesPair(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{2} as′‘readerAccess
Expanding the de¯nition of post writerIndicatesPair,
res end write.1.1.1.2:
{-1} R(as′, cs′)
{-2} as′‘writerAccess
{-3} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{2} as′‘readerAccess
Expanding the de¯nition of R,
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res end write.1.1.1.2:
{-1} The wull retrieve relation would appear here in the PVS logic
{-2} as′‘writerAccess
{-3} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (cs1′‘nri = rcp ∧ cs1′‘nwi = wcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1)
∧
¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wip) ∧
¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wcp) ∧ ¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wip)
{2} as′‘readerAccess
Applying disjunctive simpli¯cation to °atten sequent,
res end write.1.1.1.2:
{-1} to {-4} would contain the retrieve relation after °attening the sequent
{-5} as′‘writerAccess
{-6} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (cs1′‘nri = rcp ∧ cs1′‘nwi = wcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1)
∧
¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wip) ∧
¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wcp) ∧ ¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wip)
{2} as′‘readerAccess
Simplifying, rewriting, and recording with decision procedures,
res end write.1.1.1.2:
{-1} (cs′‘nri = rcp ∧ cs′‘nwi = wip ⇒
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2)
{-2} as′‘writerAccess
{-3} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1)
∧ ¬ cs1′‘nri = rd{2} as′‘readerAccess
{3} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{4} cs′‘nri = rd ∧ cs′‘nwi = wcp
{5} cs′‘nri = rd ∧ cs′‘nwi = wip
Splitting conjunctions,
we get 3 subgoals:
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res end write.1.1.1.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧ as′‘vals‘length ≥ 2
{-2} as′‘writerAccess
{-3} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1)
∧ ¬ cs1′‘nri = rd{2} as′‘readerAccess
{3} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{4} cs′‘nri = rd ∧ cs′‘nwi = wcp
{5} cs′‘nri = rd ∧ cs′‘nwi = wip
Applying disjunctive simpli¯cation to °atten sequent,
res end write.1.1.1.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-2} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-3} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-4} as′‘vals‘length ≥ 2
{-5} as′‘writerAccess
{-6} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1)
∧ ¬ cs1′‘nri = rd{2} as′‘readerAccess
{3} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{4} cs′‘nri = rd ∧ cs′‘nwi = wcp
{5} cs′‘nri = rd ∧ cs′‘nwi = wip
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.1.1.2.1.
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res end write.1.1.1.2.2:
{-1} as′‘writerAccess
{-2} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs′‘nri = rcp
{2} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1)
∧ ¬ cs1′‘nri = rd{3} as′‘readerAccess
{4} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{5} cs′‘nri = rd ∧ cs′‘nwi = wcp
{6} cs′‘nri = rd ∧ cs′‘nwi = wip
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.1.1.2.2.
res end write.1.1.1.2.3:
{-1} as′‘writerAccess
{-2} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs′‘nwi = wip
{2} (cs1′‘nri = rcp ⇒
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
as′‘vals‘length ≥ 1)
∧ ¬ cs1′‘nri = rd{3} as′‘readerAccess
{4} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{5} cs′‘nri = rd ∧ cs′‘nwi = wcp
{6} cs′‘nri = rd ∧ cs′‘nwi = wip
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.1.1.2.3.
res end write.1.1.2:
{-1} R(as′, cs′)
{-2} pre end write(as′)
{-3} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
∨
¬ R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
{2} as′‘readerAccess
{3} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := false #))
Applying disjunctive simpli¯cation to °atten sequent,
This completes the proof of res end write.1.1.2.
res end write.1.2:
{-1} as′‘readerAccess
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} ∃ (as1: Abs State): R(as1, cs1′) ∧ post end write(as′)(as1)
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Instantiating the top quanti¯er in 1 with the terms: (# vals := (# length := as′`vals`length, valseq := as′`vals`valseq
#), writerAccess := false, readerAccess := true #),
res end write.1.2:
{-1} as′‘readerAccess
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Case splitting on R((# vals := (# length := as!1`vals`length, valseq := as!1`vals`valseq #), writerAccess := FALSE,
readerAccess := TRUE #), cs1!1) OR NOT R((# vals := (# length := as!1`vals`length, valseq := as!1`vals`valseq
#), writerAccess := FALSE, readerAccess := TRUE #), cs1!1),
we get 2 subgoals:
res end write.1.2.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
∨
¬ R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
{-2} as′‘readerAccess
{-3} R(as′, cs′)
{-4} pre end write(as′)
{-5} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Splitting conjunctions,
we get 2 subgoals:
res end write.1.2.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
{-2} as′‘readerAccess
{-3} R(as′, cs′)
{-4} pre end write(as′)
{-5} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Simplifying, rewriting, and recording with decision procedures,
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res end write.1.2.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
{-2} as′‘readerAccess
{-3} R(as′, cs′)
{-4} pre end write(as′)
{-5} post endWr(cs′)(cs1′)
{1} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Expanding the de¯nition of pre end write,
res end write.1.2.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
{-2} as′‘readerAccess
{-3} R(as′, cs′)
{-4} as′‘writerAccess
{-5} post endWr(cs′)(cs1′)
{1} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Expanding the de¯nition of post endWr,
res end write.1.2.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
{-2} as′‘readerAccess
{-3} R(as′, cs′)
{-4} as′‘writerAccess
{-5} post writerIndicatesPair(cs′)(cs1′)
{1} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Expanding the de¯nition of post writerIndicatesPair,
res end write.1.2.1.1:
{-1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
{-2} as′‘readerAccess
{-3} R(as′, cs′)
{-4} as′‘writerAccess
{-5} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Expanding the de¯nition of R,
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res end write.1.2.1.1:
{-1} ¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wcp) ∧
¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wip) ∧
(cs1′‘nri = rd ∧ cs1′‘nwi = wcp ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) =
¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)))
∧ ¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wip)
{-2} as′‘readerAccess
{-3} ¬ (cs′‘nri = rcp ∧ cs′‘nwi = wcp) ∧
¬ (cs′‘nri = rcp ∧ cs′‘nwi = wip) ∧
(cs′‘nri = rd ∧ cs′‘nwi = wcp ⇒
¬ as′‘writerAccess ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)))
∧
(cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) =
as′‘vals‘valseq(1)
endif
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-4} as′‘writerAccess
{-5} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Applying disjunctive simpli¯cation to °atten sequent,
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res end write.1.2.1.1:
{-1} (cs1′‘nri = rd ∧ cs1′‘nwi = wcp ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)))
{-2} as′‘readerAccess
{-3} (cs′‘nri = rd ∧ cs′‘nwi = wcp ⇒
¬ as′‘writerAccess ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)))
{-4} (cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
as′‘writerAccess ∧
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-5} as′‘writerAccess
{-6} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp ∧ cs1′‘nwi = wcp
{2} cs1′‘nri = rcp ∧ cs1′‘nwi = wip
{3} cs1′‘nri = rd ∧ cs1′‘nwi = wip
{4} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{5} cs′‘nri = rcp ∧ cs′‘nwi = wip
{6} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Simplifying, rewriting, and recording with decision procedures,
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res end write.1.2.1.1:
{-1} cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
{-2} as′‘readerAccess
{-3} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2
{-4} as′‘writerAccess
{-5} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp
{2} false ∧ false
{3} true ∧ false
{4} false ∧ cs′‘nwi = wcp
{5} false ∧ cs′‘nwi = wip
{6} cs′‘nwi = wcp
{7} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Hiding formulas: 2, 3, 4, 5,
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res end write.1.2.1.1:
{-1} cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
{-2} as′‘readerAccess
{-3} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2
{-4} as′‘writerAccess
{-5} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp
{2} cs′‘nwi = wcp
{3} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Applying disjunctive simpli¯cation to °atten sequent,
res end write.1.2.1.1:
{-1} cs1′‘reader‘readerPair = cs1′‘pairReading
{-2} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-3} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-4} as′‘readerAccess
{-5} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-6} cs′‘reader‘readerPair = cs′‘pairReading
{-7} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-8} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-9} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-10} as′‘vals‘length ≥ 2
{-11} as′‘writerAccess
{-12} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp
{2} cs′‘nwi = wcp
{3} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Simplifying, rewriting, and recording with decision procedures,
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res end write.1.2.1.1:
{-1} cs1′‘reader‘readerPair = cs1′‘pairReading
{-2} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-3} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-4} as′‘readerAccess
{-5} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-6} cs′‘reader‘readerPair = cs′‘pairReading
{-7} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-8} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-9} ∃ (i: nat):
i < as′‘vals‘length ∧ cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-10} as′‘vals‘length ≥ 2
{-11} as′‘writerAccess
{-12} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp
{2} cs′‘nwi = wcp
{3} post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Expanding the de¯nition of post end write,
res end write.1.2.1.1:
{-1} cs1′‘reader‘readerPair = cs1′‘pairReading
{-2} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-3} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-4} as′‘readerAccess
{-5} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-6} cs′‘reader‘readerPair = cs′‘pairReading
{-7} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-8} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-9} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-10} as′‘vals‘length ≥ 2
{-11} as′‘writerAccess
{-12} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp
{2} cs′‘nwi = wcp
{3} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)
= as′ with [writerAccess := false]
Adding extensionality axioms for type: Abs State,
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res end write.1.2.1.1:
{-1} ∀ (r 75, s 76: Abs State):
(r 75‘readerAccess = s 76‘readerAccess ∧ r 75‘vals = s 76‘vals) ∧
r 75‘writerAccess = s 76‘writerAccess
⇒ r 75 = s 76{-2} cs1′‘reader‘readerPair = cs1′‘pairReading
{-3} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-4} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-5} as′‘readerAccess
{-6} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-7} cs′‘reader‘readerPair = cs′‘pairReading
{-8} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-9} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-10} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-11} as′‘vals‘length ≥ 2
{-12} as′‘writerAccess
{-13} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp
{2} cs′‘nwi = wcp
{3} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)
= as′ with [writerAccess := false]
Instantiating the top quanti¯er in -1 with the terms: (# vals := (# length := as′`vals`length, valseq :=
as′`vals`valseq #), writerAccess := false, readerAccess := true #), as′ with [writerAccess := false],
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res end write.1.2.1.1:
{-1} ((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)‘readerAccess
= as′ with [writerAccess := false]‘readerAccess
∧
(# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)‘vals
= as′ with [writerAccess := false]‘vals)
∧
(# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)‘writerAccess
= as′ with [writerAccess := false]‘writerAccess
⇒
(# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)
= as′ with [writerAccess := false]
{-2} cs1′‘reader‘readerPair = cs1′‘pairReading
{-3} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-4} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-5} as′‘readerAccess
{-6} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-7} cs′‘reader‘readerPair = cs′‘pairReading
{-8} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-9} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-10} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-11} as′‘vals‘length ≥ 2
{-12} as′‘writerAccess
{-13} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘nri = rcp
{2} cs′‘nwi = wcp
{3} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)
= as′ with [writerAccess := false]
Simplifying, rewriting, and recording with decision procedures,
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res end write.1.2.1.1:
{-1} cs1′‘reader‘readerPair = cs1′‘pairReading
{-2} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-3} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-4} as′‘readerAccess
{-5} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-6} cs′‘reader‘readerPair = cs′‘pairReading
{-7} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-8} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-9} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-10} as′‘vals‘length ≥ 2
{-11} as′‘writerAccess
{-12} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{2} cs1′‘nri = rcp
{3} cs′‘nwi = wcp
{4} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)
= as′ with [writerAccess := false]
Adding extensionality axioms for type: Val Sequence,
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res end write.1.2.1.1:
{-1} ∀ (r 79, s 80: Val Sequence): r 79‘length = s 80‘length ∧ r 79‘valseq = s 80‘valseq ⇒ r 79 = s 80
{-2} cs1′‘reader‘readerPair = cs1′‘pairReading
{-3} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-4} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-5} as′‘readerAccess
{-6} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-7} cs′‘reader‘readerPair = cs′‘pairReading
{-8} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-9} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-10} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-11} as′‘vals‘length ≥ 2
{-12} as′‘writerAccess
{-13} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{2} cs1′‘nri = rcp
{3} cs′‘nwi = wcp
{4} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)
= as′ with [writerAccess := false]
Instantiating the top quanti¯er in -1 with the terms: (# length := as′`vals`length, valseq := as′`vals`valseq #),
as′`vals,
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res end write.1.2.1.1:
{-1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #)‘length = as′‘vals‘length ∧
(# length := as′‘vals‘length, valseq := as′‘vals‘valseq #)‘valseq = as′‘vals‘valseq
⇒ (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{-2} cs1′‘reader‘readerPair = cs1′‘pairReading
{-3} cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
{-4} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-5} as′‘readerAccess
{-6} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-7} cs′‘reader‘readerPair = cs′‘pairReading
{-8} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-9} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-10} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-11} as′‘vals‘length ≥ 2
{-12} as′‘writerAccess
{-13} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #) = as′‘vals
{2} cs1′‘nri = rcp
{3} cs′‘nwi = wcp
{4} (# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #)
= as′ with [writerAccess := false]
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.2.1.1.
res end write.1.2.1.2:
{-1} as′‘readerAccess
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
{2} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Hiding formulas: 2,
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res end write.1.2.1.2:
{-1} as′‘readerAccess
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
Expanding the de¯nition of pre end write,
res end write.1.2.1.2:
{-1} as′‘readerAccess
{-2} R(as′, cs′)
{-3} as′‘writerAccess
{-4} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
Expanding the de¯nition of post endWr,
res end write.1.2.1.2:
{-1} as′‘readerAccess
{-2} R(as′, cs′)
{-3} as′‘writerAccess
{-4} post writerIndicatesPair(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
Expanding the de¯nition of post writerIndicatesPair,
res end write.1.2.1.2:
{-1} as′‘readerAccess
{-2} R(as′, cs′)
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
Expanding the de¯nition of R,
res end write.1.2.1.2:
{-1} as′‘readerAccess
{-2} The full retrieve relation would appear here in the PVS logic
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} ¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wcp) ∧
¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wip) ∧
(cs1′‘nri = rd ∧ cs1′‘nwi = wcp ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) =
¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1)
∧ ¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wip)
Applying disjunctive simpli¯cation to °atten sequent,
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res end write.1.2.1.2:
{-1} as′‘readerAccess
{-2} to {-5} would contain the retrieve relation after °attening the sequent
{-6} as′‘writerAccess
{-7} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} ¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wcp) ∧
¬ (cs1′‘nri = rcp ∧ cs1′‘nwi = wip) ∧
(cs1′‘nri = rd ∧ cs1′‘nwi = wcp ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) =
¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1)
∧ ¬ (cs1′‘nri = rd ∧ cs1′‘nwi = wip)
Simplifying, rewriting, and recording with decision procedures,
res end write.1.2.1.2:
{-1} as′‘readerAccess
{-2} (cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} ¬ cs1′‘nri = rcp ∧
(cs1′‘nri = rd ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1)
{2} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{3} cs′‘nri = rcp ∧ cs′‘nwi = wip
{4} cs′‘nri = rd ∧ cs′‘nwi = wcp
Splitting conjunctions,
we get 2 subgoals:
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res end write.1.2.1.2.1:
{-1} cs1′‘nri = rcp
{-2} as′‘readerAccess
{-3} (cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-4} as′‘writerAccess
{-5} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{2} cs′‘nri = rcp ∧ cs′‘nwi = wip
{3} cs′‘nri = rd ∧ cs′‘nwi = wcp
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.2.1.2.1.
res end write.1.2.1.2.2:
{-1} as′‘readerAccess
{-2} (cs′‘nri = rd ∧ cs′‘nwi = wip ⇒
cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2)
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (cs1′‘nri = rd ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1)
{2} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{3} cs′‘nri = rcp ∧ cs′‘nwi = wip
{4} cs′‘nri = rd ∧ cs′‘nwi = wcp
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Splitting conjunctions,
we get 3 subgoals:
res end write.1.2.1.2.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair) ∧
cs′‘reader‘readerPair = cs′‘pairReading ∧
cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq) ∧
if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 2
{-2} as′‘readerAccess
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} (cs1′‘nri = rd ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1)
{2} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{3} cs′‘nri = rcp ∧ cs′‘nwi = wip
{4} cs′‘nri = rd ∧ cs′‘nwi = wcp
Applying disjunctive simpli¯cation to °atten sequent,
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res end write.1.2.1.2.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-2} cs′‘reader‘readerPair = cs′‘pairReading
{-3} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-4} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-5} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-6} as′‘vals‘length ≥ 2
{-7} cs1′‘nri = rd
{-8} as′‘readerAccess
{-9} as′‘writerAccess
{-10} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧ (∃ (i: nat):
i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1
{2} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{3} cs′‘nri = rcp ∧ cs′‘nwi = wip
{4} cs′‘nri = rd ∧ cs′‘nwi = wcp
Simplifying, rewriting, and recording with decision procedures,
res end write.1.2.1.2.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-2} cs′‘reader‘readerPair = cs′‘pairReading
{-3} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-4} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-5} ∃ (i: nat): i < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{-6} as′‘vals‘length ≥ 2
{-7} cs1′‘nri = rd
{-8} as′‘readerAccess
{-9} as′‘writerAccess
{-10} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{2} false ∧ cs′‘nwi = wcp
{3} false ∧ cs′‘nwi = wip
{4} cs′‘nwi = wcp
Skolemizing,
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res end write.1.2.1.2.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-2} cs′‘reader‘readerPair = cs′‘pairReading
{-3} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-4} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-5} i′ < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i′)
{-6} as′‘vals‘length ≥ 2
{-7} cs1′‘nri = rd
{-8} as′‘readerAccess
{-9} as′‘writerAccess
{-10} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{2} false ∧ cs′‘nwi = wcp
{3} false ∧ cs′‘nwi = wip
{4} cs′‘nwi = wcp
Hiding formulas: 2, 3,
res end write.1.2.1.2.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-2} cs′‘reader‘readerPair = cs′‘pairReading
{-3} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-4} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-5} i′ < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i′)
{-6} as′‘vals‘length ≥ 2
{-7} cs1′‘nri = rd
{-8} as′‘readerAccess
{-9} as′‘writerAccess
{-10} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} ∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i)
{2} cs′‘nwi = wcp
Instantiating the top quanti¯er in 1 with the terms: i′,
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res end write.1.2.1.2.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-2} cs′‘reader‘readerPair = cs′‘pairReading
{-3} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-4} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-5} i′ < as′‘vals‘length ∧
cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i′)
{-6} as′‘vals‘length ≥ 2
{-7} cs1′‘nri = rd
{-8} as′‘readerAccess
{-9} as′‘writerAccess
{-10} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} i′ < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i′)
{2} cs′‘nwi = wcp
Applying disjunctive simpli¯cation to °atten sequent,
res end write.1.2.1.2.2.1:
{-1} cs′‘writer‘writerSlot = cs′‘slotWritten(cs′‘writer‘writerPair)
{-2} cs′‘reader‘readerPair = cs′‘pairReading
{-3} cs′‘slots(cs′‘writer‘writerPair, cs′‘writer‘writerSlot) = ¯rst(as′‘vals‘valseq)
{-4} if cs′‘pairWritten = cs′‘writer‘writerPair
then (cs′‘writer‘writerSlot = s0 ⇒
cs′‘slots(cs′‘writer‘writerPair, s1) = as′‘vals‘valseq(1))
∧
(cs′‘writer‘writerSlot = s1 ⇒
cs′‘slots(cs′‘writer‘writerPair, s0) = as′‘vals‘valseq(1))
else cs′‘slots(cs′‘pairWritten, cs′‘slotWritten(cs′‘pairWritten)) = as′‘vals‘valseq(1)
endif{-5} i′ < as′‘vals‘length
{-6} cs′‘slots(cs′‘reader‘readerPair, cs′‘reader‘readerSlot) = as′‘vals‘valseq(i′)
{-7} as′‘vals‘length ≥ 2
{-8} cs1′‘nri = rd
{-9} as′‘readerAccess
{-10} as′‘writerAccess
{-11} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} i′ < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i′)
{2} cs′‘nwi = wcp
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.2.1.2.2.1.
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res end write.1.2.1.2.2.2:
{-1} as′‘readerAccess
{-2} as′‘writerAccess
{-3} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs′‘nri = rd
{2} (cs1′‘nri = rd ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1)
{3} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{4} cs′‘nri = rcp ∧ cs′‘nwi = wip
{5} cs′‘nri = rd ∧ cs′‘nwi = wcp
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.2.1.2.2.2.
res end write.1.2.1.2.2.3:
{-1} as′‘readerAccess
{-2} as′‘writerAccess
{-3} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs′‘nwi = wip
{2} (cs1′‘nri = rd ⇒
cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq)
∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1)
{3} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{4} cs′‘nri = rcp ∧ cs′‘nwi = wip
{5} cs′‘nri = rd ∧ cs′‘nwi = wcp
Applying disjunctive simpli¯cation to °atten sequent,
res end write.1.2.1.2.2.3:
{-1} cs1′‘nri = rd
{-2} as′‘readerAccess
{-3} as′‘writerAccess
{-4} cs1′ = cs′ with [nwi := wcp, pairWritten := cs′‘writer‘writerPair]
{1} cs′‘nwi = wip
{2} cs1′‘reader‘readerPair = cs1′‘pairReading ∧
cs1′‘slots(cs1′‘pairWritten, cs1′‘slotWritten(cs1′‘pairWritten)) = ¯rst(as′‘vals‘valseq) ∧
(∃ (i: nat): i < as′‘vals‘length ∧
cs1′‘slots(cs1′‘reader‘readerPair, cs1′‘reader‘readerSlot) = as′‘vals‘valseq(i))
∧ as′‘vals‘length ≥ 1
{3} cs′‘nri = rcp ∧ cs′‘nwi = wcp
{4} cs′‘nri = rcp ∧ cs′‘nwi = wip
{5} cs′‘nri = rd ∧ cs′‘nwi = wcp
Simplifying, rewriting, and recording with decision procedures,
This completes the proof of res end write.1.2.1.2.2.3.
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res end write.1.2.2:
{-1} as′‘readerAccess
{-2} R(as′, cs′)
{-3} pre end write(as′)
{-4} post endWr(cs′)(cs1′)
{1} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
∨
¬ R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
{2} R((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #), cs1′)
∧
post end write(as′)((# vals := (# length := as′‘vals‘length, valseq := as′‘vals‘valseq #),
writerAccess := false,
readerAccess := true #))
Applying disjunctive simpli¯cation to °atten sequent,
This completes the proof of res end write.1.2.2.
res end write.2:
{-1} R(as′, cs′)
{-2} pre end write(as′)
{-3} post endWr(cs′)(cs1′)
{1} ¬ as′‘readerAccess ∨ as′‘readerAccess
{2} ∃ (as1: Abs State): R(as1, cs1′) ∧ post end write(as′)(as1)
Applying disjunctive simpli¯cation to °atten sequent,
This completes the proof of res end write.2.
Q.E.D.
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