sum : mult ('+' mult)*; mult : factor ('*' factor)*; factor : REAL : '(' sum ')' ;
We may want to replace reals with integers and introduce variables in this grammar, this could be done by modifying rules for factor as follows: This replaces one token reference with another and inserts a new production rule. Many real-world grammar transformations which are needed for dialect creation are easily expressible in this manner.
Things become less obvious when we need something more than a parser. Assume we are working with a language front-end that supports parsing error recovery, semantic checking and abstract syntax tree creation. Now we need to transform the whole system, not only the grammar, and changes to all parts must be coherent. To achieve this we can observe that in most cases a structure of front-end features is highly dependent on the grammar structure -high-level descriptions of features like semantic analysis or error-recovery are structured the same way as the grammar is. If we could reuse the grammar structure in these definitions, namely, provide explicit connection of definition parts to grammar objects, we would be able to transform the whole system coherently since all the structural changes would be induced by grammar changes.
We propose an approach which is based on this idea. In this approach all the features of the system are described by high-level models, which are attached to corresponding grammar objects. The working code is generated using information from these models. Technically model data is divided into name-value pairs (where values may be of different types) and attached to grammar objects with aspect-like rules. We call this metadata aspects. The way of assigning metadata enables high modularity since we do not need to specify all metadata in a single definition, but we are able to define a separate definition for each aspect of the system.
After metadata is assigned, all the changes to grammar structure automatically rearrange it, which is ensured by special integrity checkers. This makes dialect development very easy since in many cases all we need to create a dialect is to write a syntactical aspect to transform a grammar.
